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Аннотация. Рассматривается задача верификации систем управления на основе моделей их поведения, 
которая состоит в проверке соответствия поведения системы требованиям, предъявляемым специфика-
цией на ее проектирование. Тестирование предполагает выполнение экспериментов, заключающихся 
в моделировании исследуемой системы, в ходе которого она проверяется на вход-выходное соответствие 
модели. Тестовая последовательность генерируется на основе модели, описывающей желаемое поведе-
ние системы. Предлагается метод построения тестовой последовательности для верификации схемной 
(или программной) реализации системы управления с параллелизмом поведения, который основан на 
обходе графа состояний, достижимых при функционировании системы. Описывается метод построения 
множества достижимых полных состояний для параллельного алгоритма описания поведения системы 
управления и получения тестовых наборов. Полагается, что описание функционирования системы, задан-
ное спецификацией на проектирование, корректно; проверке подлежит схемная (или программная) реализа-
ция, которая должна соответствовать этой спецификации. 
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The test sequence is generated on the basis of the model that describes the desired behavior of the system. 
The method to construct a test sequence for verification of hardware (or software) implementation of a control 
system with  behavior parallelism is suggested that is based on traversal of the graph of the states that are                    
reachable in system functioning. A method for constructing the set of reachable global states for a parallel                  
algorithm of the control system behavior and a method to obtain the test sets are described. The description of 
the system functioning, which is given by the design specification, is assumed to be correct. The hardware 
(or software) implementation that must conform to this specification is to be verified. 
Key words: parallel algorithm, verification, parallel automaton, graph of reachable states, specification for design 
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Введение. Развитие микроэлектроники и средств автоматизации проектирования обеспечи-
ло возможность проектирования микроэлектронных управляющих систем значительной слож-
ности. При проектировании и реализации таких систем невозможно избежать ошибок, число 
которых растет вместе с расходами на исправление и ликвидацию их последствий [1, 2]. Сни-
жение надежности проектирования и реализации современных микроэлектронных систем обу-
словило тот факт, что неотъемлемой частью процесса проектирования стало тестирование, 
в частности проверка соответствия поведения устройств требованиям, предъявляемым специ-
фикацией на их проектирование. В русскоязычной литературе эта задача называется верифика-
цией устройства. В англоязычной литературе верификация конкретизируется как соответствие 
реализации объекта проектирования условиям ее спецификации, или тестирование на основе 
модели. Тестирование на основе моделей предполагает проверку свойств реального управляю-
щего устройства, связанных с его функциональностью, путем выполнения ряда экспериментов. 
В ходе экспериментов, заключающихся в моделировании исследуемой системы, проверяется ее 
функциональность, т. е. правильно ли она реагирует на подаваемые стимулы. Тестовая после-
довательность генерируется на основе модели, описывающей желаемое поведение системы. 
Успешное прохождение тестов, сгенерированных надлежащим образом на основе модели, слу-
жит достаточной гарантией правильности реализации этой системы.  
Ключевым моментом тестирования является заключение о том, корректна ли (в некотором 
смысле) реализация относительно данной спецификации. Тестирование является одним из 
наиболее важных и широко используемых методов проверки схемных реализаций и программ-
ного обеспечения, на него приходится до половины общих затрат на их разработку. Это моти-
вирует всевозрастающий интерес к данной задаче [2]. 
В настоящей работе рассматривается задача верификации систем управления на основе мо-
делей их поведения, или задача проверки системы на вход-выходное соответствие модели. 
Наиболее разработанным направлением в этой области является верификация на основе моде-
лей, представленных конечными автоматами [3, 4]. 
Наряду с традиционно организованными системами, которые реализуют чисто последова-
тельное поведение, задаваемое на языках описания конечных автоматов, существует ряд си-
стем, в которых выразительных средств аппарата конечных автоматов оказывается недостаточ-
но. Наиболее важным свойством таких систем управления является присущий им параллелизм 
происходящих в них процессов. В качестве моделей этих цифровых систем на алгоритмиче-
ском уровне используются их представления на языках параллельных алгоритмов управления 
(в основе которых лежит аппарат сетей Петри) [5–7]. Данные языки позволяют задавать 
и исследовать параллелизм процессов при функционировании цифровых систем.  
Рассматривается также задача построения тестовой последовательности для верификации 
схемной (или программной) реализации управляющего устройства с параллелизмом поведения. 
Тестовая последовательность формируется на основе графа состояний, достижимых при функ-
ционировании системы с параллелизмом поведения. Предлагается метод построения множества 
достижимых полных состояний согласно описанию спецификации на проектирование устрой-
ства и получения тестовых наборов. Предполагается, что описание функционирования устрой-
ства, заданного спецификацией на проектирование, корректно (не содержит ошибок). Проверке 
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подлежит схемная (или программная) реализация, которая должна соответствовать специфика-
ции на области задания последней. 
Язык задания спецификации на проектирование систем с параллелизмом поведения. 
Одной из важнейших проблем автоматизации производственных процессов в различных отрас-
лях промышленности является проблема проектирования систем управления. При решении за-
дач реализации систем управления приходится иметь дело с параллелизмом, присутствующим 
в объектах управления. Управление такими объектами заключается в обеспечении согласован-
ной работы взаимодействующих компонентов, работающих параллельно и асинхронно. Парал-
лелизм, присутствующий в объектах управления, отражается в функциональной модели цифро-
вых систем, управляющих данными объектами. Для цифровых систем рассматриваемого класса 
устройств характерно также и то, что управляющие воздействия и сигналы о состоянии объек-
тов управления описываются булевыми переменными, лишь небольшой процент всей инфор-
мации является числовым. В настоящее время в качестве языка задания спецификации 
на проектирование управляющих систем используются сети взаимодействующих конечных ав-
томатов и языки, базирующиеся на формальной модели сети Петри. 
Для задания спецификации на проектирование систем с параллелизмом поведения предлага-
ется использовать параллельные алгоритмы логического управления, которые широко приме-
няются при проектировании и тестировании цифровых систем. Одним из языков спецификации 
систем является язык ПРАЛУ [8] описания простых алгоритмов логического управления. Ве-
рификация алгоритма управления на языке ПРАЛУ значительно упрощается при приведении 
его к стандартному виду, представляемому моделью, названной параллельным автоматом [8]. 
Алгоритмы в таком виде являются подклассом цветных сетей Петри [5, 6] – расширенных сетей 
свободного выбора [9]. На языке параллельных автоматов алгоритм представляет собой сово-
купность стандартных цепочек вида  
i : – ki
1
  ki
2
  i,                                                            (1) 
где i и i – множества частичных состояний, в которых автомат находится перед и после срабаты-
вания i-го перехода; ki
1
 и ki
2
 – элементарные конъюнкции булевых переменных. В отличие от 
классического конечного последовательного автомата параллельный автомат может одновре-
менно находиться в нескольких состояниях, называемых частичными состояниями. Все множе-
ство частичных состояний, в которых рассматриваемый параллельный автомат находится в не-
который момент времени, составляет полное внутреннее состояние. Смысл приведенной 
цепочки заключается в следующем. Если автомат находится одновременно в состояниях, со-
ставляющих множество i, и булевы переменные приняли значения, обращающие конъюнк-
цию ki
1
  в единицу, то конъюнкция ki
2
 приобретает значение единицы и автомат переходит из 
частичных состояний, составляющих множество i, в частичные состояния, составляющие мно-
жество i. Любая из операций – ki
1
 или  ki
2
 (ожидания или действия) может отсутствовать. 
Отсутствие операции – ki
1
 означает тождественное равенство единице конъюнкции ki
1
. Отсут-
ствие  ki
2
 означает в зависимости от интерпретации данной модели либо то, что все выходные 
переменные обращаются в нуль, либо то, что значения сигналов на выходе не меняются. Любое 
описание алгоритма на языке ПРАЛУ легко преобразуется в параллельный автомат [8]. 
Параллельный автомат задается: 
– множеством S = {1, 2,…}частичных внутренних состояний, входящих в i и i; 
– входным и выходным алфавитами X и Y, которые состоят из входных и выходных булевых 
переменных, входящих соответственно в конъюнкции ki
1
 и ki
2
; 
– переходами i = (i i) / (ki
1
  ki
2
), соответствующими цепочкам (1). 
Переход i  автомата срабатывает, когда текущая маркировка Nt включает все состояния из i 
и переменные принимают значения, обращающие ki
1
 в единицу. После срабатывания перехода пе-
ременным из ki
2
 присваиваются значения, обращающие ki
2
 в единицу, а маркировка Nt заменяется 
на (Nt \ i) i. 
В качестве примера приведем описание параллельного автомата, заданного следующим 
множеством обобщенных переходов: 
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1 = (1 10) / (x1 x2y1y2), 
2 = (10  2.3.4) /(x2), 
3 = (2  5.6) /(y1), 
4 = (3.5  8) /(x2), 
5 = (4  7) /(x1y1), 
6 = (4  9) /(x1y1), 
7 = (7  9) /(x2), 
8 = (6.8.9  11) /(y2), 
9 = (11  1) /(x1). 
Постановка задачи проверки соответствия и метод ее решения. Задача проверки соот-
ветствия между спецификацией и ее схемной реализацией существенно отличается от проблем 
проверки эквивалентности пары схемных реализаций путем их функционального тестирования, 
верификации и валидации путем установления корректности проектируемой системы (соответ-
ствия поведения объектов взаимодействия ряду свойств). Отличие заключается в том, что про-
веряется не корректность спецификации (предполагается, что описание, отраженное 
в спецификации, корректно), а соответствие функциональности схемной реализации (или обна-
ружение неисправностей) функциональности, заданной спецификацией на проектирование. 
Основным средством тестирования схемной реализации на соответствие спецификации являет-
ся моделирование, для проведения которого предварительно строится тестовая (проверяющая) 
последовательность, или просто тест. Под тестом понимается упорядоченная последователь-
ность наборов значений входных сигналов и соответствующая последовательность изменений 
значений выходных сигналов, которые должны происходить после подачи этих наборов. Те-
стирование осуществляется на уровне вход-выходных последовательностей путем выполнения 
экспериментов над реальным устройством или его моделью. При моделировании тестовые 
наборы подаются на входные полюсы моделируемой системы, определяются изменения значе-
ний сигналов, происходящие на ее выходах, которые сравниваются с эталонными значениями. 
На рис. 1 показаны форматы приведенного описания параллельного автомата в про-
граммном комплексе LOCON (LogicalControl) [10]. 
 
 
 
Рис. 1. Форматы представления алгоритмов логического управления: 
а) ПРАЛУ-алгоритм; б) параллельный автомат 
Рассматриваемая задача проверки соответствия (рис. 2) включает этапы: 
– генерации проверяющей последовательности на основе заданной спецификации; 
– подачи тестовых наборов на входы устройства; 
– наблюдения поведения устройства; 
– определения, соответствует ли реализация исходной спецификации. 
 
б) а) 
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Рис. 2. Проверка соответствия между спецификацией и ее схемной реализацией 
 
По способу проверки соответствия между реализацией и моделью, заданной спецификацией, 
можно выделить следующие варианты тестирования схемы: 
1. Проверку соответствия внутренних состояний схемы и модели. В этом случае предпола-
гается, что состояния, в которых находится схема, наблюдаемы. Проверяющая последователь-
ность строится по модели и представляет собой последовательность троек (Si
b
, Xi, Si
e), задаю-
щих Si
b
 и Si
e
 – начальное и конечное множества состояний, Xi – входной стимул. 
2. Проверку соответствия выходных откликов схемы и модели. Проверяющая последова-
тельность строится в виде пар (Xi, Yi), где Yi – изменение значений переменных при подаче на 
вход схемы входного набора Xi. Предполагается, что схема не допускает наблюдаемость состо-
яний, но возможен перевод ее в начальное состояние, начиная с которого проводится экспери-
мент, путем сброса значений триггеров. В противном случае, если сброс невозможен, выполня-
ется процедура инициализации схемы предварительной подачей на ее входы установочной 
последовательности. 
3. Проверку соответствия состояний и выходных откликов схемы и модели. Проверяющая 
последовательность строится в виде четверок (Si
b
, Xi, Si
e
,Yi), что обеспечивает наиболее полное 
тестирование схемы на соответствие спецификации. 
Задача синтеза проверяющего теста заключается в построении конечного множества воздей-
ствий на систему, по реакции на которые можно определить правильность ее функционирова-
ния. Можно выделить два основных способа генерации входных воздействий в проверяющей 
последовательности: 
– генерацию псевдослучайных наборов значений входных переменных. Минусы такого спо-
соба заключаются в том, что число возможных входных воздействий в каждом состоянии схе-
мы (и ее модели) экспоненциально зависит от числа переменных и, главное, не все такие набо-
ры попадают в область определения модели (а значит, и реализации); 
– генерацию наборов значений входных переменных и проверяющей последовательности 
в целом исходя из описания модели. Этот случай не только обеспечивает наиболее полное те-
стирование схемы на области, определяемой спецификацией на ее проектирование, но и позво-
ляет сократить длину проверяющей последовательности. 
При тестировании параллельных управляющих систем будет рассматриваться задача гене-
рации проверяющей последовательности в виде последовательности четверок (Si
b
, Xi, Si
e
, Yi). 
Каждая четверка может порождаться переходами исходного алгоритма. 
Основным инструментом, лежащим в основе методов анализа поведенческих свойств управ-
ляющей системы с параллелизмом поведения, служит граф достижимых состояний параллель-
ного алгоритма управления, являющегося спецификацией на проектирование этой системы. 
Вершинам ориентированного графа достижимых состояний соответствуют полные состояния 
параллельного автомата, задаваемые разметками Nt, а дугам – переходы между полными состо-
яниями. Дуга помечается символом i перехода автомата и соединяет разметки Nt, такие, что 
сеть переходит от первой разметки ко второй при срабатывании перехода i.  
Граф достижимых состояний представляет собой ориентированный мультиграф, в котором 
могут быть петли и кратные дуги, различающиеся присвоенными им метками. Кроме того, оче-
видно, что каждый переход алгоритма управления может повторяться много раз в качестве 
метки дуг графа достижимости. Граф достижимости рассматриваемого выше параллельного 
алгоритма имеет 12 вершин (рис. 3). 
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Тестирование
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Рис. 3. Граф достижимых состояний 
 
Построение множества полных состояний параллельного автомата. Для построения 
графа достижимости состояний предварительно получается множество всех полных состояний 
автомата. Рассматривается «скелет» параллельного автомата, подобный -сети [8], который 
задается множеством частичных состояний S = {s1, s2, …, sn} и множеством переходов 
Т = {1, 2, …, k}, где i = (Si, Fi) и Si, Fi  S, i = 1, 2, …, k. Задается также начальное полное со-
стояние Р1  S. Переход i происходит следующим образом: если Si  Рg, где Рg – текущее пол-
ное состояние автомата, то полным состоянием в следующий момент времени будет 
Рh = (Рg \ Si)  Fi. 
Перед запуском алгоритма построения графа достижимости выполняется последовательное 
получение полных состояний Р = {Р1, Р2, …, Рl), начиная с заданного начального состояния Р1. 
Далее происходит просмотр всех заданных переходов i = (Si, Fi) и, если Si  Р1, по формуле 
Рj = (Р1 \ Si)  Fi формируется новое множество Рj, которое объявляется достижимым полным 
состоянием. Этот процесс повторяется для каждого из вновь внесенных в Р множеств Рj. Про-
цесс заканчивается, когда не получается новых множеств такого вида, отличных от уже полу-
ченных. 
Алгоритм получения множества Р полных состояний автомата: 
1) |P| : i : j : 0, P : P  {S1}; 
2) i : i + 1; если i  |P|, j : 0, перейти к п. 3, 
иначе перейти к п. 5; 
3) j : j + 1, если j  k, перейти к п. 4, 
иначе перейти к п. 2; 
4) если Sj  Pi, P : P  {(Pi \ Sj)  Fj}, перейти к п. 3, 
иначе перейти к п. 3; 
5) конец. 
Результатом работы алгоритма для параллельного автомата pott1 (см. рис. 1) является сле-
дующее множество, состоящее из 12 полных состояний: {{1}, {10}, {2, 3, 4}, {3, 4, 5, 6}, 
{2, 3, 7}, {2, 3, 9}, {4, 6, 8}, {3, 5, 6, 7}, {6, 8, 7}, {3, 5, 6, 9}, {6, 8, 9}, {11}}.  
Построение графа достижимых состояний параллельного автомата. Вершинами ориенти-
рованного графа достижимых состояний являются полные состояния в виде множеств 
Р1, Р2, … , Рt, которые получаются в результате выполнения описанного выше алгоритма. 
Из вершины Рg исходит дуга, заходящая в вершину Ph, если в исходном задании имеется 
переход i = (Si, Fi), такой, что Ph = (Рg \ Si)  Fi). Метод, лежащий в основе данного алгоритма, 
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заключается в поиске пар вида (Рg, Ph), которым соответствует указанный переход i = (Si, Fi). 
Каждой такой паре соответствует дуга искомого графа. Представлением получаемого графа явля-
ется перечень дуг и приписанных им меток. Это представление удобно для описания алгоритма. 
Оно является также довольно компактным, поскольку графы данного вида обладают сравнитель-
но небольшим числом дуг. 
Исходными данными для алгоритма служат следующие объекты: 
– множество частичных состояний S = {s1, s2, …, sn}; 
– совокупность троек (S1, F1, n1), (S2, F2, n2), …, (Ss, Fs, ns), задающих переходы i = (Si, Fi), 
где ni = i – номер перехода автомата; 
– множество полных состояний Р = {Р1, Р2, … , Рt}. 
В результате строится ориентированный граф, заданный перечислением дуг: X = 
={x1, x2, … , xr} – номера начал дуг, Y = {y1, y2, … , yr} – номера концов дуг, N = {n1, n2, … , nr} – 
номера переходов, являющихся метками дуг. 
В работе алгоритма используются множества U, V и W для представления промежуточных 
результатов. 
Алгоритм построения графа достижимых состояний: 
1) X : Y : , i : 0; 
2) i : i + 1; если i  t, j : 0, перейти к п. 3, 
иначе перейти к п. 7; 
3) j : j + 1; если j = i, перейти к п. 3, 
иначе, если j  t, перейти к п. 4, 
иначе перейти к п. 2; 
4) W : Pi  Pj, U : Pi \ W, V : Pj \ W, l : 0, перейти к п. 5; 
5) l : l + 1; если l  s, перейти к п. 6, 
иначе перейти к п. 3; 
6) если U = Sl и V = Fl, X : X  {i}, Y : Y  {j}, N : N  {l}, перейти к п. 3, 
иначе перейти к п. 3; 
7) конец. 
При применении алгоритма к автомату pott1 (см. рис. 1) получается граф достижимости 
(см. рис. 3), имеющий следующее множество дуг: ({1}, {10}, 1), ({10}, {2,3,4}, 2), ({2,3,4}, 
{3,4,5,6}, 3), ({2,3,4}, {2,3,7}, 5), ({2,3,4}, {2,3,9}, 6), ({3,4,5,6}, {4,6,8}, 4), ({3,4,5,6}, 
{3,5,6,7}, 5), ({3,4,5,6}, {3,5,6,9}, 6), ({2,3,7}, {3,5,6,7}, 3), ({2,3,7}, {2,3,9}, 7), ({4,6,8}, 
{6,7,8}, 5), ({4,6,8}, {6,8,9}, 6), ({3,5,6,7}, {6,7,8}, 4), ({3,5,6,7}, {3,5,6,9}, 7), ({2,3,9}, 
{3,5,6,9}, 3), ({6,7,8}, {6,8,9}, 7), ({3,5,6,9}, {6,8,9}, 4), ({6,8,9}, {11}, 8), ({11}, {1}, 9). 
В общем случае граф достижимости является ориентированным мультиграфом, так как он 
может содержать кратные дуги, различающиеся присвоенными им метками. 
Предложенные алгоритмы построения графа достижимых состояний параллельного автома-
та были программно реализованы на языке C++ в среде кроссплатформенного программирова-
ния Qt на основе использования разработанных инструментальных средств логического проек-
тирования [11], включающих классы булевых матриц и векторов для представления множеств, 
а также класс представления параллельных автоматов, которые были модернизированы после 
переноса в среду Qt. 
Построение тестовой последовательности для функциональной верификации. Задача 
синтеза проверяющего теста заключается в построении конечного множества воздействий на 
систему, по реакциям на которые можно определить правильность ее функционирования. Раз-
работка алгоритмов синтеза тестов требует использования математических моделей, позволя-
ющих отобразить поведение системы. В связи с практической значимостью и теоретическим 
интересом наиболее изученной областью верификации на основе моделей является тестирова-
ние конечных автоматов. Первые работы в этой области появились около 50 лет назад. Тесто-
вая последовательность формируется путем объединения нескольких подпоследовательностей, 
и, как правило, подпоследовательности имеют перекрытия. В литературе встречается достаточ-
ное число работ, в которых предлагаются эвристики для сокращения числа перекрытий с целью 
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уменьшения общей длины тестовой последовательности. Тестовая последовательность строит-
ся следующим образом: 
– заранее, до начала процесса тестирования, в виде единого маршрута по графу, проходяще-
го через все дуги графа; 
– заранее в виде множества маршрутов, начинающихся в начальной вершине (состоянии) 
и покрывающих в совокупности все дуги графа; 
– в процессе моделирования системы, в этом случае тестовые наборы генерируются дина-
мически при обходе графа в зависимости от откликов схемы на поданные наборы. 
Очевидно, что построение тестовой последовательности в виде единого маршрута возмож-
но, если граф достижимых состояний является сильно связным, т. е. если из каждой его верши-
ны достижима любая другая вершина. Если граф достижимости не является сильно связным, то 
возможно построение тестовой последовательности в виде множества маршрутов из начальной 
вершины графа. Если граф не является сильно связным, но все его вершины достижимы из 
начальной, то при моделировании управляющей системы требуется ее рестарт (сброс триггеров 
блока памяти) при переходе от одного теста к другому. После рестарта производится выбор 
следующей тестовой последовательности. 
Задача построения тестовой последовательности на основе графа достижимых состояний за-
ключается в построении такого кратчайшего ориентированного маршрута (чередующейся по-
следовательности вершин и дуг) на орграфе G = (V, E), который проходит через каждую дугу 
графа по крайней мере один раз (в общем случае не один раз). В этой постановке задача постро-
ения кратчайшего ориентированного маршрута аналогична задаче китайского почтальона [12], 
в которой ищется кратчайший путь, проходящий через все дуги заданного орграфа. В силу трудо-
емкости решения такой задачи нахождение точного решения (с минимумом числа возможных по-
вторных прохождений дуг графа достижимости) в общем случае не представляется возможным. 
Для решения задачи обхода графа достижимых состояний можно использовать один из из-
вестных методов обхода дуг ориентированного графа, разработанных для случая детерминиро-
ванных автоматных моделей [3, 4, 13–16]. По последовательности переходов алгоритма управ-
ления, соответствующих меткам найденной последовательности дуг ориентированного графа, 
можно определить входные стимулы тестовой последовательности для подачи на входы тести-
руемой реализации системы управления. Следует заметить, что таким образом для каждого до-
стижимого состояния системы определяются только те стимулы, которые заданы 
в реализуемой спецификации, т. е. тестирование проводится только на заданной спецификаци-
ей области определения. Если в реализации допустимы какие-то другие стимулы, то это никак 
не влияет на процесс тестирования. Фактически это означает, что для заданной реализации ис-
ходного модельного алгоритма управления тестируется некоторая часть ее функциональности, 
заданная переходами по входным стимулам и состояниям модельного алгоритма, достижимым 
из начального состояния. 
Обход дуг графа достижимости, изображенного на рис. 3, задается следующим циклическим 
маршрутом, начинающимся и заканчивающимся в начальном состоянии 1: 
1, 1, 10, 2, 2.3.4, 3, 3.4.5.6, 4, 4.6.8, 6, 6.8.9, 8, 11, 9,  
1, 1, 10, 2, 2.3.4, 3, 3.4.5.6, 4, 4.6.8, 5, 6.7.8, 7, 6.8.9, 8, 11, 9, 
1, 1, 10, 2, 2.3.4, 3, 3.4.5.6, 6, 3.5.6.9, 4, 6.8.9, 8, 11, 9, 
1, 1, 10, 2, 2.3.4, 3, 3.4.5.6, 5, 3.5.6.7, 4,6.7.8, 7, 6.8.9, 8, 11, 9, 
1, 1, 10, 2, 2.3.4, 3, 3.4.5.6, 5, 3.5.6.7, 7, 3.5.6.9, 4, 6.8.9, 8, 11, 9, 
1, 1, 10, 2, 2.3.4, 5, 2.3.7, 3, 3.5.6.7, 4, 6.7.8, 7, 6.8.9, 8, 11, 9, 
1, 1, 10, 2, 2.3.4, 5, 2.3.7, 3, 3.5.6.7, 7, 3.5.6.9, 4, 6.8.9, 8, 11, 9, 
1, 1, 10, 2, 2.3.4, 5, 2.3.7, 7, 2.3.9, 3, 3.5.6.9, 4, 6.8.9, 8, 11, 9, 
1, 1, 10, 2, 2.3.4, 6, 2.3.9, 3, 3.5.6.9, 4, 6.8.9, 8, 11, 9, 1. 
При проверке соответствия между состояниями и выходными откликами схемной реализа-
ции и ее моделью, задаваемой параллельным алгоритмом управления, тестовая последователь-
ность строится в виде четверок (Si
b
, Xi, Si
e
, Yi), где Si
b
 и Si
e– начальное и конечное множества со-
стояний, Xi – входной стимул, Yi – изменение значений переменных при подаче на вход схемы 
70                                        Informatics, 2019, vol. 16, no. 2, pp. 62–72 
 
 
входного набора Xi. Это обеспечивает наиболее полное тестирование схемы на соответствие 
спецификации. При отображении тестовой последовательности начальное состояние Si
b
 
(кроме S1
b) будем опускать, считая его равным S ei-1: 
(1, x1 x2, 10, y1y2), (  х2, 2.3.4, –), (–, 3.4.5.6,y1), (x2, 4.6.8, –), (x1, 6.8.9, y1), (–,11,y2), 
(x1, 1, –), 
(x1 x2, 10, y1y2), (  х2, 2.3.4, –), (–, 3.4.5.6,y1), (x2, 4.6.8, –), (x1, 6.7.8,y1), 
(x2, 6.8.9, y1), (–, 11,y2), (x1, 1, –), 
(x1 x2, 10, y1y2), (  х2, 2.3.4, –), (–, 3.4.5.6,y1), (x1, 3.5.6.9,y1), (x2, 6.8.9, –), (–, 11,y2), 
(x1, 1, –), 
(x1 x2, 10, y1y2), (  х2, 2.3.4, –), (–, 3.4.5.6,y1), (x1, 3.5.6.7,y1), (x2, 6.7.8,–), 
(x2, 6.8.9, y1), (–, 11,y2), (x1, 1, –), 
(x1 x2, 10, y1y2), (  х2, 2.3.4, –), (–, 3.4.5.6,y1), (x1, 3.5.6.7,y1), (x2, 3.5.6.9,–), 
(x2, 6.8.9, –), (–, 11,y2), (x1, 1, –), 
(x1 x2, 10, y1y2), (  х2, 2.3.4, –), (x1, 2.3.7,y1), (–, 3.5.6.7,y1), (x2, 6.7.8,–), 
(x2, 6.8.9, y1), (–, 11,y2), (x1, 1, –), 
(x1 x2, 10, y1y2), (  х2, 2.3.4, –), (x1, 2.3.7,y1), (–, 3.5.6.7,y1), (x2, 3.5.6.9,–), 
(x2, 6.8.9, –), (–, 11,y2), (x1, 1, –), 
(x1 x2, 10, y1y2), (  х2, 2.3.4, –), (x1, 2.3.7,y1), (x2, 2.3.9,–), (–, 3.5.6.9,y1–), 
(x2, 6.8.9, –), (–, 11,y2), (x1, 1, –), 
(x1 x2, 10, y1y2), (  х2, 2.3.4, –), (x1, 2.3.9, y1), (–, 3.5.6.9,y1), (x2, 6.8.9, –), 
(–, 11,y2), (x1, 1, –). 
Если граф достижимости не является сильно связным, но каждое его состояние достижимо 
из начального и тестируемая схемная реализация допускает рестарт из начального состояния, 
то можно строить сразу не граф, а усеченное дерево достижимости (рис. 4). Его построение из 
графа достижимости производится путем обрывания путей из начальной вершины при обнару-
жении достигнутых ранее разметок. В таком случае искомая тестовая последовательность 
ищется в виде множества цепей, начинающихся в начальной вершине (состоянии) и имеющих 
концы в листовых вершинах дерева достижимости. При этом цепи в совокупности должны по-
крывать все дуги дерева.  
Рис. 4. Дерево достижимых состояний 
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Получается восемь тестовых последовательностей: 
(1, x1 x2, 10, y1y2), (  х2, 2.3.4, –), (–, 3.4.5.6,y1), (x2, 4.6.8, –), (x1, 6.8.9, y1 ), 
( –, 11,y2), (x1, 1, –); 
(1, x1 x2, 10, y1y2 ), (  х2, 2.3.4, –), ( –, 3.4.5.6,y1 ), (  x2, 4.6.8, –), (x1 , 6.7.8,y1), 
(x2, 6.8.9, y1); 
(1, x1 x2, 10, y1y2), (  х2, 2.3.4, –), (–, 3.4.5.6,y1), (x1, 3.5.6.9,y1), (x2, 6.8.9, –); 
(1, x1 x2, 10, y1y2), (  х2, 2.3.4, –) ,( –, 3.4.5.6,y1), (x1, 3.5.6.7,y1), (x2, 6.7.8,–); 
(1, x1 x2, 10, y1y2), (  х2, 2.3.4, –), (–, 3.4.5.6,y1), (x1, 3.5.6.7,y1), (x2, 3.5.6.9,–), 
(x2, 6.8.9, –); 
(1, x1 x2, 10, y1y2), (  х2, 2.3.4, –), (x1, 2.3.7,y1), (–, 3.5.6.7,y1); 
(1, x1 x2, 10, y1y2), (  х2, 2.3.4, –), (x1, 2.3.7,y1), (x2, 2.3.9,–), (–, 3.5.6.9,y1–); 
(1, x1 x2, 10, y1y2 ), (  х2, 2.3.4, –),( x1, 2.3.9, y1 ). 
Заключение. В работе рассматривается задача анализа системы управления на вход-
выходное соответствие модели для наиболее сложного и недостаточно изученного случая, ко-
гда исходная спецификация описывает систему с параллелизмом поведения. Предложенный 
метод основан на построении графа достижимости параллельного алгоритма управления и по-
иска обхода дуг этого графа. 
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