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ABSTRACT
Incorporating a so-called “momentum” dynamic in gradient descent methods is
widely used in neural net training as it has been broadly observed that, at least
empirically, it often leads to significantly faster convergence. At the same time,
there are very few theoretical guarantees in the literature to explain this apparent
acceleration effect. In this paper we show that Polyak’s momentum, in combi-
nation with over-parameterization of the model, helps achieve faster convergence
in training a one-layer ReLU network on n examples. We show specifically that
gradient descent with Polyak’s momentum decreases the initial training error at a
rate much faster than that of vanilla gradient descent. We provide a bound for a
fixed sample size n, and we show that gradient descent with Polyak’s momentum
converges at an accelerated rate to a small error that is controllable by the number
of neurons m. Prior work (Du et al., 2019b) showed that using vanilla gradient
descent, and with a similar method of over-parameterization, the error decays as
(1 − κn)t after t iterations, where κn is a problem-specific parameter. Our result
shows that with the appropriate choice of parameters one has a rate of (1−√κn)t.
This work establishes that momentum does indeed speed up neural net training.
1 INTRODUCTION
Momentum methods are very popular for training neural networks in various applications (e.g. He
et al. (2016); Vaswani et al. (2017); Krizhevsky et al. (2012)). It has been widely observed that
the use of momentum helps faster training in deep learning (e.g. Sutskever et al. (2013); Hoffer
et al. (2017); Loshchilov & Hutter (2019); Wilson et al. (2017); Cutkosky & Orabona (2019); Liu
& Belkin (2020)). Among all the momentum methods, the most popular one seems to be Polyak’s
momentum (a.k.a. Heavy Ball momentum) (Polyak, 1964), which is the default choice of momen-
tum in PyTorch and Tensorflow. 1 The success of Polyak’s momentum in deep learning is widely
appreciated and almost all of the recently developed adaptive gradient methods like Adam (Kingma
& Ba (2015)), AMSGrad (Reddi et al. (2018)), and AdaBound (Luo et al. (2019)) adopt the use of
Polyak’s momentum, instead of Nesterov’s momentum.
However, despite its popularity, little is known in theory about why Polyak’s momentum helps to
accelerate training neural networks. Even for convex optimization, smooth twice continuously dif-
ferentiable functions like strongly convex quadratic problems seem to be one of the few cases that
Polyak’s momentum method provably achieves faster convergence than standard gradient descent
(e.g. Lessard et al. (2016); Goh (2017); Ghadimi et al. (2015); Gitman et al. (2019); Loizou &
Richta´rik (2017; 2018); Can et al. (2019); Scieur & Pedregosa (2020); Flammarion & Bach (2015)).
On the other hand, the theoretical guarantees of Adam (Kingma & Ba (2015)), AMSGrad (Reddi
et al. (2018)), or AdaBound (Luo et al. (2019)) are only worse if the momentum parameter β is non-
zero and the guarantees deteriorate as the momentum parameter increases, which do not show any
advantage of the use of momentum (see also e.g. Alacaoglu et al. (2020)). Moreover, the conver-
gence rates that have been established for Polyak’s momentum in several related works (Gadat et al.,
2016; Sun et al., 2019; Yang et al., 2018; Liu et al., 2020) do not improve upon those for vanilla gra-
1See PyTorch webpage https://pytorch.org/docs/stable/_modules/torch/optim/
sgd.html and Tensorflow webpage https://www.tensorflow.org/api_docs/python/tf/
keras/optimizers/SGD.
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Algorithm 1: Gradient descent with Polyak’s momentum Polyak (1964) (Equivalent Version 1)
1: Required: Step size parameter η and momentum parameter β.
2: Init: w0 ∈ Rd and m−1 = 0 ∈ Rd.
3: for t = 0 to T do
4: Given current iterate wt, obtain gradient∇L(wt).
5: Update momentum mt := βmt−1 +∇L(wt).
6: Update iterate wt+1 := wt − ηmt.
7: end for
Algorithm 2: Gradient descent with Polyak’s momentum Polyak (1964) (Equivalent Version 2)
1: Required: step size η and momentum parameter β.
2: Init: w0 = w−1 ∈ Rd
3: for t = 0 to T do
4: Given current iterate wt, obtain gradient∇L(wt).
5: Update iterate wt+1 = wt − η∇L(wt) + β(wt − wt−1).
6: end for
dient descent or vanilla SGD. There are even negative cases in convex optimization showing that the
use of Polyak’s momentum results in divergence (e.g. Lessard et al. (2016); Ghadimi et al. (2015)).
Furthermore, Kidambi et al. (2018) construct a problem instance for which the momentum method
under its optimal tuning is outperformed by other algorithms. A solid understanding of the empirical
success of Polyak’s momentum in deep learning has eluded researchers for some time.
In this paper, we provably show that Polyak’s momentum helps achieve faster convergence for train-
ing a one-hidden-layer ReLU network. Over the past few years there have appeared an enormous
number of works considering training a one-layer ReLU network, provably showing convergence
results for vanilla (stochastic) gradient descent (e.g. Li & Liang (2018); Ji & Telgarsky (2020);
Li & Yuan (2017); Du et al. (2019b;a); Allen-Zhu et al. (2019); Song & Yang (2019); Zou et al.
(2019); Arora et al. (2019); Jacot et al. (2018); Lee et al. (2019); Chizat et al. (2019); Brutzkus &
Globerson (2017); Tian (2017); Soltanolkotabi (2017); Bai & Lee (2020); Ghorbani et al. (2019); Li
et al. (2020); Hanin & Nica (2020); Daniely (2017); Zou & Gu (2019); Dukler et al. (2020); Daniely
(2020); Wei et al. (2019); Yehudai & Shamir (2020); Fang et al. (2019); Su & Yang (2019); Oymak
& Soltanolkotabi (2019)) as well as for other algorithms (e.g. Zhang et al. (2019); Wu et al. (2019b);
Cai et al. (2019); Wu et al. (2019a); Zhong et al. (2017); Ge et al. (2019); van den Brand et al. (2020);
Lee et al. (2020)). However, we are not aware of any theoretical works that study the momentum
method in neural net training except the work Krichene et al. (2020). Krichene et al. (2020) show
that SGD with Polyak’s momentum (a.k.a. stochastic Heavy Ball) with infinitesimal step size, i.e.
η → 0, for training a one-hidden-layer network with infinite number of neurons, i.e. m → ∞,
converges to a stationary solution asymptotically. However, the asymptotic convergence result does
not explain faster convergence of momentum. In this paper we consider the discrete time setting
and consider nets with infinite neurons as well as nets with finitely many neurons. We provide a
non-asymptotic convergence rate of Polyak’s momentum, establishing a concrete improvement rel-
ative to the best known rates for vanilla gradient descent. Our result follows the same framework as
previous results, e.g. Du et al. (2019b); Arora et al. (2019); Song & Yang (2019).
We study training a one-hidden-layer ReLU neural net of the form,
NW (x) := 1√
m
m∑
r=1
arσ(〈w(r), x〉), (1)
where σ(z) := z · 1{z ≥ 0} is the ReLU activation, w(1), . . . , w(m) ∈ Rd are the weights of m
neurons on the first layer, a1, . . . , am ∈ R are weights on the second layer, x ∈ Rd is the input, and
N (x) ∈ R is the output predicted on input x. Denote W := {w(r)}mr=1. We consider empirical loss
minimization with the squared loss,
L(W ) := 12
∑n
i=1
(
yi −NW (xi)
)2
, (2)
where yi ∈ R is the label of sample xi and n is the number of samples. Following previous works of
of (Du et al., 2019b; Arora et al., 2019; Song & Yang, 2019), we define a Gram matrix H ∈ Rn×n
2
for the weights W and its expectation H¯ ∈ Rn×n over the random draws of w(r) ∼ N(0, Id) ∈ Rd
whose (i, j) entries are defined as follows,
H(W )i,j :=
1
m
m∑
r=1
x>i xj1{〈w(r), xi〉 ≥ 0 & 〈w(r), xj〉 ≥ 0}
H¯i,j := E
w(r)∼N(0,Id)
[x>i xj1{〈w(r), xi〉 ≥ 0 & 〈w(r), xj〉 ≥ 0}].
(3)
We note that the matrix H¯ is also called a neural tangent kernel (NTK) matrix in the literature (e.g.
Jacot et al. (2018); Yang (2019); Huang et al. (2020); Bietti & Mairal (2019)). Assume that the
smallest eigenvalue λ := λmin(H¯) is strictly positive and certain conditions about the step size and
the number of neurons are satisfied. Previous works of (Du et al., 2019b; Arora et al., 2019; Song
& Yang, 2019) were able to show that gradient descent decreases the empirical risk (2) at a linear
rate 1− ηλ2 , i.e. L(Wt) =
(
1− ηλ2
)
L(Wt−1). In this paper, following the same framework as (Du
et al., 2019b; Arora et al., 2019; Song & Yang, 2019), we show that gradient descent with Polyak’s
momentum decreases the empirical risk at an accelerated linear rate 1 −
√
ηλ
2 to a small additive
error that is controllable by the number of neurons m. 2 This shows the combined advantage
of Polyak’s momentum and overparameterization. As the number of neurons m and samples n
approach infinity, as considered in (Krichene et al., 2020), our analysis shows that gradient descent
with Polyak’s momentum converges to any arbitrarily small error at the accelerated rate.
2 PRELIMINARIES
2.1 POLYAK’S MOMENTUM
Algorithm 1 and Algorithm 2 show two equivalent presentations of gradient descent with Polyak’s
momentum. Given the same initialization, one can show that Algorithm 1 and Algorithm 2 produce
exact same iterates during optimization. We note that for the ReLU activation, it is not differentiable
at zero. So for solving (2), we replace the notion of gradient in Algorithm 1 and Algorithm 2 with
subgradient ∂L(Wt)
∂w
(r)
t
:= 1√
m
∑n
i=1
(NWt(xi)− yi)ar · 1[〈w(r)t , xi〉 ≥ 0]xi and update the neuron r
as w(r)t+1 = w
(r)
t − η ∂L(Wt)∂w(r)t + β
(
w
(r)
t − w(r)t−1
)
.
The most common example in the literature that demonstrates the advantage of Polyak’s momentum
over vanilla gradient descent is the strongly convex quadratic problem, minx∈Rn 12x
>Ax + b>x,
where A ∈ Rn×n  0n. Applying gradient descent with Polyak’s momentum (Algorithm 2) to the
problem, the iterate evolves according to the following dynamics,
xt+1 − x∗ = (In − ηA)(xt − x∗) + β(xt − x∗)− β(xt−1 − x∗), (4)
where In is the identity matrix, η is the step size, and x∗ satisfies Ax∗ = b, which is the unique
minimizer of the quadratic problem. One can re-write the recursive dynamics (4) as follows,[
xt+1 − x∗
xt − x∗
]
=
[
In − ηA+ βIn −βIn
In 0n
]
·
[
xt − x∗
xt−1 − x∗
]
. (5)
A known result (see e.g. Lessard et al. (2016); Polyak (1987)) is that under an optimal tuning of the
momentum parameter β. The error decays at an accelerated linear rate∥∥∥∥[xt+1 − x∗xt − x∗
]∥∥∥∥ ≤ (1−√ηλn)t ∥∥∥∥[ xt − x∗xt−1 − x∗
]∥∥∥∥ , (6)
where λn is the smallest eigenvalues of A. On the other hand, gradient descent only has 1 − ηλn
convergence rate (see e.g. Lessard et al. (2016)). In the next section, we will show that the dynamics
induced in the neural network training by the momentum method is similar to the quadratic function
2We borrow the term “accelerated linear rate” from the convex optimization literature (Nesterov, 2013),
because the result here has an resemblance to those results in convex optimization, even though the neural
network training is a non-convex problem.
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case here (i.e. (4) and (5)), modulo some small terms whose magnitudes are controllable. The
similarity hints at why momentum helps faster neural network training.
More related works of Polyak’s momentum: There is little theory work that shows any provable
advantage of Polyak’s momentum in non-convex optimization and deep learning. Even in con-
vex optimization, related works make additional assumptions to show a provable advantage over
standard GD or SGD. Chen & Kolar (2020) study Polyak’s momentum under a growth condition.
Sebbouh et al. (2020) show that SGD with Polyak’s momentum outperforms vanilla SGD in smooth
convex optimization when the data is interpolated. On the other hand, for smooth non-convex opti-
mization, Wang et al. (2020) show that Polyak’s momentum helps to escape saddle points faster and
find a second order stationary point faster. Yet, they also make certain assumptions regarding some
statistical properties of gradient and momentum. There are also some efforts in using continuous
time techniques to analyze a broad family of momentum methods that includes Polyak’s momentum
(see e.g. Diakonikolas & Jordan (2019); Maddison et al. (2018)).
2.2 ASSUMPTION AND PRIOR RESULT
As described in the introduction section, we assume that that the smallest eigenvalue of the Gram
matrix H¯ ∈ Rn×n is strictly positive, i.e. λ := λmin(H¯) > 0. Du et al. (2019b) show that the strict
positiveness assumption is indeed mild. Specifically, they show that if no two inputs are parallel, then
the least eigenvalue is strictly positive. Panigrahi et al. (2020) were able to provide a quantitative
lower bound under certain conditions. Following the same framework of (Du et al., 2019b), we
consider that each weight vector w(r) ∈ Rd is initialized according to normal distribution, w(r) ∼
N(0, Id), and each ar ∈ R is sampled from Rademacher distribution, i.e. ar = 1 with probability
0.5; and ar = −1 with probability 0.5. We also assume ‖xi‖ ≤ 1 for all samples i. As the
previous works (e.g. Li & Liang (2018); Ji & Telgarsky (2020); Du et al. (2019b;a); Allen-Zhu et al.
(2019); Song & Yang (2019); Zou et al. (2019); Arora et al. (2019); Zou & Gu (2019)), we consider
only training the first layer {w(r)} and the second layer {ar} is fixed throughout the iterations.
In the following, we denote ut ∈ Rn whose ith entry is the network prediction for sample i (i.e.
ut[i] = NWt(xi)) in iteration t and y ∈ Rn is the vector whose ith is the label of sample i. Now let
us state a prior result of gradient descent convergence due to (Du et al., 2019b).
Theorem 1. (Theorem 4.1 in Du et al. (2019b)) Assume that λ := λmin(H¯) > 0 and that w
(r)
0 ∼
N(0, Id) and ar uniformly sampled from {−1, 1}. Set the number of nodes m = Ω(λ−4n6δ−3) and
the constant step size η = O( λn2 ). Then, with probability at least 1−δ over the random initialization,
vanilla gradient descent, i.e. Algorithm 1& 2 with β = 0, has
‖ut − y‖2 ≤
(
1− ηλ
2
)t
· ‖u0 − y‖2. (7)
We note that later Song & Yang (2019) improve the network size m to m = Ω(λ−4n4 log3(n/δ))
while obtain the same convergence rate result of vanilla gradient descent.
3 MAIN RESULTS
In this section, we first state the main results and provide the intuition behind the results and detailed
analysis in the later subsections.
Theorem 2. Assume that λ := λmin(H¯) > 0 and that w
(r)
0 ∼ N(0, Id) and ar uniformly sampled
from {−1, 1}. Fix some maximum number of iterations T , set a constant step size η = O( λn2 ),
fix momentum parameter β =
(
1 −
√
ηλ
2
)2
, and finally set a parameter ν ≥ 0 that controls the
number of network nodes, chosen as m = Ω(λ−4n4+2ν log3(n/δ)). Suppose that the step size η
satisfies ηλ ≤ 12 and the number of samples n satisfies n1+νλ−1 = Ω(T ). Then, with probability at
least 1 − δ over the random initialization, gradient descent with Polyak’s momentum (Algorithm 1
& Algorithm 2) satisfies for any t ≤ T ,∥∥∥∥[ ut − yut−1 − y
]∥∥∥∥ ≤
(
1−
√
ηλ
2
)t
·
∥∥∥∥[ u0 − yu−1 − y
]∥∥∥∥+ 12√2nν ‖u0 − y‖. (8)
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Note that we have the initialization satisfy w0 = w−1 so that u0 = u−1. The conditions ηλ ≤ 12 and
that n1+νλ−1 = Ω(T ) are easily satisfied when the number of samples n is sufficiently large and
that n1+νλ−1 grows faster than T . On the other hand, for the factor
(
1 −
√
ηλ
2
)T
to be small, the
number of iterations T should satisfy T = Ω
(√
1
ηλ
)
= Ω
(
nλ−1
)
. Both conditions can be satisfied
by appropriately setting the parameter ν > 0, which in turn determines the number of neurons m.
Theorem 2 states that Polyak’s momentum helps to reduce the initial error to a number 1
2
√
2nν
‖u0−
y‖ at the accelerated rate 1−√ηλ/2, under the optimal tuning of momentum parameter β = (1−√
ηλ/2)2. An interesting result of Theorem 2 is that it shows the benefit of over-parametrization.
By increasing the number of neurons m, gradient descent with Polyak’s momentum will be able
to maintain the accelerated rate until it reduces the error to a smaller error. Specifically, one can
control the error, i.e. the last term of (8), by specifying the parameter ν. If ν = 1, then by setting the
number of neurons m = Ω(λ−4n6 log3(n/δ)), Polyak’s momentum can decrease the error at the
accelerated rate to a number O( 1n )‖u0 − y‖ = O( 1√n ), where we use that the initial error satisfies
‖y− u0‖ = O(
√
n) (see Lemma 8 in Appendix C). Similarly, if ν = 1.5, then Polyak’s momentum
can decrease the error at the accelerated rate to a number O( 1n1.5 )‖u0 − y‖ = O( 1n ) under the
condition that m = Ω(λ−4n7 log3(n/δ)). Moreover, when the number of samples n approaches
infinity, and ν is chosen appropriately, the last term of (8) vanishes and we have∥∥∥∥[ ut − yut−1 − y
]∥∥∥∥ ≤
(
1−
√
ηλ
2
)t
·
∥∥∥∥[ u0 − yu−1 − y
]∥∥∥∥ . (9)
Compared to the related work (Krichene et al., 2020) that shows asymptotic convergence result of
Polyak’s momentum for the neural network training in the mean field limit, our convergence rate
result clearly demonstrates the advantage of Polyak’s momentum. Our result also implies that over-
parametrization helps acceleration in optimization. To our knowledge, in the literature, there is
little theory of understanding why over-parametrization can help training a neural network faster.
The only exception that we are aware of is (Arora et al., 2018), which shows that the dynamics of
vanilla gradient descent for an over-parametrized objective function exhibit some momentum terms,
although their message is very different from ours.
Remark (comparison to vanilla gradient descent): According to Theorem 1, we see that for the
error ‖ut− y‖ to decrease to γ‖u0− y‖ for some number γ ∈ (0, 1), vanilla gradient descent needs
a number of iterations T g0 u
log
(
γ
)
log
(
1− ηλ2
) On the other hand, Heavy Ball takes a number of iterations
Tm0 u
log
(
γ/2
)
log
(
1−
√
ηλ
2
) for the error ‖ut− y‖ to decrease to γ‖u0− y‖. By comparing T g0 and Tm0 , we
have that
Tm0 .
log
(
1− ηλ2
)
log
(
1−
√
ηλ
2
)T g0 =: θ(ηλ2
)
T g0 , (10)
Figure 1: θ (α) := log(1−α)
log(1−√α) vs. α.
where in the last equality, we define θ(ηλ2 ) :=
log
(
1− ηλ2
)
log
(
1−
√
ηλ
2
) . To analyze θ(ηλ2 ), we plot function value
of θ(α) := log(1−α)
log(1−√α) for various 0 < α < 1 on Figure 1,
which clearly shows that the θ(α) decays extremely fast
as α decreases. We have that θ(α) u 0.1 at α = 10−2;
while θ(α) = 0.01 at α = 10−4. Since ηλ2 = O(
λ2
n2 )
is a very small number, we have that θ(ηλ2 ) is close to 0
and therefore inequality (10) suggests that Tm0 is small
compared to T g0 . For example if
ηλ
2 = 10
−4, then
Tm0 ≤ 0.01 · T g0 , which shows that Polyak’s momentum
makes fast progress.
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3.1 MORE NOTATIONS
For analysis, let us define the event Air := {∃w ∈ Rd : ‖w−w(r)0 ‖ ≤ R,1{x>i w(r)0 } 6= 1{x>i w ≥
0}}, where R > 0 is a number to be determined later. The event Air means that there exists a
w ∈ Rd which is within the R-ball centered at the initial point w(r)0 such that its activation pattern
of sample i is different from that of w(r)0 . We also denote a set Si := {r ∈ [m] : 1{Air} = 0} and
its complementary set S⊥i := [m] \ Si. Furthermore, we denote Ht ∈ Rn×n whose (i, j) entry is
H(Wt)i,j =
1
m
∑m
r=1 x
>
i xj1{〈w(r)t , xi〉 ≥ 0 & 〈w(r)t , xj〉 ≥ 0}. We will use the notation ξ ∈ Rn
whose ith entry is ξt[i] := ut[i]− y[i], where ut[i] is the network prediction Nt(xi) := NWt(xi) at
time t and y[i] is the true label of sample i.
3.2 INTUITION OF THE RESULT
Applying gradient descent with Polyak’s momentum to solving the objective (2) leads to the follow-
ing dynamics of training errors,
ξt+1[i] = Nt+1(xi)− yi = 1√m
∑m
r=1 arσ(w
(r)>
t+1 xi)− yi
=
1√
m
m∑
r=1
ar
(
w
(r)>
t xi − η√mar
∑n
j=1 ξt[j]1[w
(r)>
t xj ≥ 0]x>j xi
+β(w
(r)
t − w(r)t−1)>xi
)
1[w
(r)>
t+1 xi ≥ 0]− yi, (11)
where the last equality is due to the update rule of the algorithm.
Previous works like (Du et al., 2019a; Arora et al., 2019; Song & Yang, 2019) show that under certain
conditions, the activation patterns of most of the neurons do not change, i.e. 1[w(r)>t xj ≥ 0] =
1[w
(r)>
0 xj ≥ 0] for all t. Now to get an intuition why momentum helps, let us for a moment assume
that the patterns of all neurons do not change during training. Then, one can replace 1[w(r)>t+1 x ≥ 0]
and 1[w(r)>t x ≥ 0] with 1[w(r)>0 x ≥ 0] for any neuron r in equation (11), which leads to
ξt+1[i] = ξt[i] + β(ξt[i]− ξt−1[i])
− η
m
n∑
j=1
m∑
r=1
ξt[j] · 1
[
w
(r)>
0 xi ≥ 0
]
1
[
w
(r)>
0 xj ≥ 0
]
x>i xj
= ξt[i] + β(ξt[i]− ξt−1[i])− ηH0[i, :]ξt, (12)
where in the last equality we use the definition of H0 defined in Subsection 3.1. Apparently we can
rewrite the above equation in a matrix form,
ξt+1 = (In − ηH0)ξt + β(ξt − ξt−1). (13)
So now we see that equation (13) and (4) are in the same form, which implies that provably showing
the benefit of Polyak’s momentum for the neural network training is possible. However, one has
to deal with the situation that some neurons do change their activation patterns during training.
Lemma 1 below deals with this issue.
Lemma 1. (Dynamics of the residual error): Following the notations defined in Subsection 3.1,
suppose that for all t ∈ [T ] and r ∈ [m], ‖w(r)t − w(r)0 ‖ ≤ R, for a number R > 0. Then, gradient
descent with Polyak’s momentum (Algorithm 1 & Algorithm 2) for (2) has
ξt+1 = (In − ηHt)ξt + β(ξt − ξt−1) + φt, (14)
where the ith entry of φt ∈ Rn satisfies |φt[i]| ≤ 2η
√
n|S⊥i |
m
(‖ut − y‖+ β∑t−1s=0 βt−1−s‖us − y‖).
The proof of Lemma 1 is available in Appendix A. The recursive dynamics of the residual vector ξt,
(14), can be rewritten as[
ξt+1
ξt
]
=
[
In − ηHt + βIn −βIn
In 0
] [
ξt
ξt−1
]
+
[
φt
0
]
. (15)
In the later subsection, we will show that ‖φt‖ is small and controllable. Specifically, we will use
the following lemma to control ‖φt‖.
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Lemma 2. (Claim 3.12 of Song & Yang (2019)) Fix a number R1 ∈ (0, 1). Define the event
Air := {∃w : ‖w − w(r)0 ‖ ≤ R1,1{x>i w(r)0 } 6= 1{x>i w ≥ 0}}. Denote the set Si := {r ∈ [m] :
1{Air} = 0} and the set S⊥i := [m] \ Si. With probability at least 1 − n · exp(−mR1), we have
that for all i ∈ [n],
|S⊥i | ≤ 4mR1.
A similar lemma also appears in (Du et al., 2019b). Lemma 2 says that the number of neurons whose
activation patterns for a sample i could change during the execution is only a small faction of m if
R1 is a small number, i.e. |S⊥i | ≤ 4mR1  m. In the later subsection, we will set R1 = O( λn1+ν ),
which together with the upper-bound of |φt[i]| ≤ 2η
√
n|S⊥i |
m
(‖ut − y‖+ β∑t−1s=0 βt−1−s‖us − y‖)
in Lemma 1 will allow us to control ‖φt‖.
3.3 DETAILED ANALYSIS
We first upper-bound the spectral norm of the matrix
[
In − ηHt + βIn −βIn
In 0
]
on (15) as follows.
Lemma 3. Following the setting as Theorem 2, set m = Ω(λ−2n2 log(n/δ)) and the momentum
parameter β =
(
1−
√
ηλ
2
)2
. Then, with probability at least 1− δ− n2 exp(−mR¯/10), for any set
of weight vectors W := {w(1), . . . , w(m)} satisfying ‖w(r) − w(r)0 ‖ ≤ R¯ := λ8n for any r ∈ [m], it
holds that ∥∥∥∥[In − ηH(W ) + βIn −βInIn 0
]∥∥∥∥
2
≤ 1−
√
ηλ
2 .
The proof of Lemma 3 is available in Appendix B. Now we are ready to prove Theorem 2.
Proof. (of Theorem 2) We will denote R := λ64n1+ν , cT := maxt≤T β
t
∗(1 + β∗
∑t−1
s=0 β
s
∗), C :=
16
√
2cT ηnR‖u0 − y‖, and β∗ := 1 −
√
ηλ
2 ≥ 12 . We will prove for all t ∈ [T ], the following
inequalities hold ∥∥∥∥[ ξtξt−1
]∥∥∥∥ ≤ βt∗ · ∥∥∥∥[ ξ0ξ−1
]∥∥∥∥+ C1− β∗ (16)
‖w(r)t − w(r)0 ‖ ≤ R and ‖φt‖ ≤ C. (17)
The proof is by induction. For the base case t = 0, inequality (16) and the first inequality of (17)
trivially holds. It remains to bound ‖φ0‖. With probability at least 1− n · exp(−mR):
‖φ0‖ =
√∑n
i=1 φ0[i]
2 =
√∑n
i=1
( 2η√n|S⊥i |
m ‖u0 − y‖
)2
(a)
≤
√∑n
i=1(
2η
√
n4mR
m )
2
(‖u0 − y‖)2 = 8ηnR‖u0 − y‖ ≤ C,
where the above inequality relies on Lemma 2, so we have that |S⊥i | ≤ 4mR for all i ∈ [n]. Now
we can conclude that (16) and (17) hold for the base case 0.
Suppose that (16) and (17) hold at time s = 0, 1, 2, . . . , t− 1. Then,∥∥∥∥[ ξtξt−1
]∥∥∥∥ (15)≤ ∥∥∥∥[In − ηHt−1 + βIn −βInIn 0
]∥∥∥∥
2
·
∥∥∥∥[ξt−1ξt−2
]∥∥∥∥+ ∥∥∥∥[φt−10
]∥∥∥∥
(a)
≤ β∗ ·
∥∥∥∥[ξt−1ξt−2
]∥∥∥∥+ C
(b)
≤ βt∗ ·
∥∥∥∥[ ξ0ξ−1
]∥∥∥∥+ t−1∑
s=0
βt−1−s∗ C ≤ βt∗ ·
∥∥∥∥[ ξ0ξ−1
]∥∥∥∥+ C1− β∗ , (18)
where (a) is by Lemma 3 and the induction that ‖φt−1‖ ≤ C, (b) is by the recursive expansion of
the second inequality. So (16) holds at t.
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Using (18), we now show that ‖φt‖ ≤ C. We have that
‖φt‖ =
√∑n
i=1 φt[i]
2 ≤
√∑n
i=1
( 2η√n|S⊥i |
m
(‖ut − y‖+ β∑t−1s=0 βt−1−s‖us − y‖))2
(a)
≤ 8ηnR(‖ut − y‖+ β∑t−1s=0 βt−1−s‖us − y‖)
(b)
≤ 8ηnR(βt∗√2‖u0 − y‖+ C1−β∗ + β∑t−1s=0 βt−1−s(βs∗√2‖u0 − y‖+ C1−β∗ ))
(c)
≤ 8ηnR(βt∗(1 + β∗∑t−1s=0 βs∗)√2‖u0 − y‖+ C1−β∗ (1 + β∗1−β∗ ))
(d)
≤ C, (19)
where (a) we use Lemma 2 so that for all i ∈ [n], it holds that |S⊥i | ≤ 4mR, with probability at
least 1− n · exp(−mR), (b) is by induction that ‖ut − y‖ ≤ βt∗
√
2‖u0 − y‖+ C1−β∗ as u0 = u−1,
(c) uses that β = β2∗ , and (d) is due to that β
t
∗(1 + β∗
∑t−1
s=0 β
s
∗) ≤ cT and that
8ηnRcT
√
2‖u0 − y‖
1− 8ηnR1−β∗ (1 +
β∗
1−β∗ )
≤ C, (20)
which is proved as follows. Using the definition of β∗ and R, we have that 1− 8ηnR1−β∗ (1 +
β∗
1−β∗ ) ≥
1− 32nRλ ≥ 12 . So for (20) to hold, it suffices to have that 16ηnRcT
√
2‖u0− y‖ ≤ C, which is true
by the definition of C. Now we are going to show that ‖w(r)t −w(r)0 ‖ ≤ R := λ64n1+ν . We have that
‖w(r)t − w(r)0 ‖
(a)
≤ η
√
2n√
m
(
2
ηλ +
32nRcT t
λ
)‖y − u0‖ (b)≤ η√2n√m ( 4ηλ)‖y − u0‖
(c)
= η
√
2n√
m
(
4
ηλ
)
O(
√
n log(m/δ) log2(n/δ))
(d)
≤ λ64n1+ν ,
(21)
where (a) is due to Lemma 4 in Appendix C, (b) is because 32nRcT tλ =
cT t
2nν ≤ T2√2ηλnν ≤ 2ηλ ,
where we use cT ≤ 1√2ηλ , which is shown in Lemma 9 in Appendix C, and the choice of
step size η = O( λn2 ) as well as the condition that n
1+νλ−1 = Ω(T ), (c) is due to Lemma 8
in Appendix C, which states that with probability at least 1 − δ/3, the initial error satisfies
‖y − u0‖2 = O(n log(m/δ) log2(n/δ)), and (d) is by the choice of the number of neurons
m = Ω(λ−4n4+2ν log3(n/δ)). So we can conclude that (17) holds at t.
Furthermore, with the choice of m, we have that 3n2 exp(−mR/10) ≤ δ. Finally, Lemma 9 in
Appendix C shows that C1−β∗ ≤ 12√2nν ‖y − u0‖. Thus, we have completed the proof.
4 CONCLUSION
In this work, we show that Polyak’s momentum helps to accelerate training a one-layer ReLU net-
work. The insight is that the dynamics of the predictions by the neural network during training is
not very different from the accelerated dynamics in solving the strongly convex quadratic functions
by the same method, provided that the weights of neural net do not move away from its initialization
too much so that most of the activation patterns of the neurons remain the same during training. We
note that in the literature, this is called training a neural net in the Neural Tangent Kernel (NTK)
regime (Jacot et al., 2018). Recent work of (Nakkiran et al., 2019) shows that during the early stage
of training, the functions that a neural net learns are some simple functions of data, and then it starts
learning more complicated functions after learning the simple one. Furthermore, Hu et al. (2020)
suggest that during the early stage, the network training is indeed in the NTK regime. Therefore, a
possible future work is combing our results and those of (Nakkiran et al., 2019; Hu et al., 2020) to
show that momentum helps to learn the simple functions faster. We hope that our work sheds light
on explaining why the momentum method works well in practice.
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A PROOF OF LEMMA 1
Lemma 1: (Dynamics of the residual error): Following the notations defined in Subsection 3.1,
suppose that for all t ∈ [T ] and r ∈ [m], ‖w(r)t − w(r)0 ‖ ≤ R, for a number R > 0. Then, gradient
descent with Polyak’s momentum (Algorithm 1 & Algorithm 2) for (2) has
ξt+1 = (In − ηHt)ξt + β(ξt − ξt−1) + φt, (22)
where the ith entry of φt ∈ Rn satisfies |φt[i]| ≤ 2η
√
n|S⊥i |
m
(‖ut− y‖+ β∑t−1s=0 βt−1−s‖us− y‖).
Proof. For each sample i, we will divide the contribution to N (xi) into two groups.
N (xi) = 1√
m
m∑
r=1
arσ(〈w(r), xi〉)
=
1√
m
∑
r∈Si
arσ(〈w(r), xi〉) + 1√
m
∑
r∈S⊥i
arσ(〈w(r), xi〉).
(23)
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To continue, let us recall some notations; the subgradient with respect to w(r) ∈ Rd is
∂L(W )
∂w(r)
:=
1√
m
n∑
i=1
(N (xi)− yi)arxi1{〈w(r), x〉 ≥ 0}. (24)
and the Gram matrix Ht whose (i, j) element is
Ht[i, j] :=
1
m
x>i xj
m∑
r=1
1{〈w(r)t , xi〉 ≥ 0 & 〈w(r)t , xj〉 ≥ 0}. (25)
Let us also denote
H⊥t [i, j] :=
1
m
x>i xj
∑
r∈S⊥i
1{〈w(r)t , xi〉 ≥ 0 & 〈w(r)t , xj〉 ≥ 0}. (26)
We have that
ξt+1[i] = Nt+1(xi)− yi
(23)
=
1√
m
∑
r∈Si
arσ(〈w(r)t+1, xi〉)︸ ︷︷ ︸
first term
+
1√
m
∑
r∈S⊥i
arσ(〈w(r)t+1, xi〉)− yi (27)
For the first term above, we have that
1√
m
∑
r∈Si
arσ(〈w(r)t+1, xi〉)︸ ︷︷ ︸
first term
=
1√
m
∑
r∈Si
arσ(〈w(r)t − η
∂L(Wt)
∂w
(r)
t
+ β(w
(r)
t − w(r)t−1), xi〉)
=
1√
m
∑
r∈Si
ar〈w(r)t − η
∂L(Wt)
∂w
(r)
t
+ β(w
(r)
t − w(r)t−1), xi〉 · 1{〈w(r)t+1, xi〉 ≥ 0}
(a)
=
1√
m
∑
r∈Si
ar〈w(r)t , xi〉 · 1{〈w(r)t , xi〉 ≥ 0}+
β√
m
∑
r∈Si
ar〈w(r)t , xi〉 · 1{〈w(r)t , xi〉 ≥ 0}
− β√
m
∑
r∈Si
ar〈w(r)t−1, xi〉 · 1{〈w(r)t−1, xi〉 ≥ 0} − η
1√
m
∑
r∈Si
ar〈∂L(Wt)
∂w
(r)
t
, xi〉1{〈w(r)t , xi〉 ≥ 0}
=Nt(xi) + β
(Nt(xi)−Nt−1(xi))− 1√
m
∑
r∈S⊥i
ar〈w(r)t , xi〉1{〈w(r)t , xi〉 ≥ 0}
− β√
m
∑
r∈S⊥i
ar〈w(r)t , xi〉1{〈w(r)t , xi〉 ≥ 0}+
β√
m
∑
r∈S⊥i
ar〈w(r)t−1, xi〉1{〈w(r)t−1, xi〉 ≥ 0}
)
− η 1√
m
∑
r∈Si
ar〈∂L(Wt)
∂w
(r)
t
, xi〉1{〈w(r)t , xi〉 ≥ 0}︸ ︷︷ ︸
last term
(28)
where (a) uses that for r ∈ Si, 1{〈w(r)t+1, xi〉 ≥ 0} = 1{〈w(r)t , xi〉 ≥ 0} = 1{〈w(r)t−1, xi〉 ≥ 0} as
the neurons in Si do not change their activation patterns. We can further bound (28) as
(b)
=Nt(xi) + β
(Nt(xi)−Nt−1(xi))− η n∑
j=1
(Nt(xj)− yj)H(Wt)i,j
− η
m
n∑
j=1
x>i xj(Nt(xj)− yj)
∑
r∈S⊥i
1{〈w(r)t , xi〉 ≥ 0 & 〈w(r)t , xj〉 ≥ 0}
− 1√
m
∑
r∈S⊥i
ar〈w(r)t , xi〉1{〈w(r)t , xi〉 ≥ 0} −
β√
m
∑
r∈S⊥i
ar〈w(r)t , xi〉1{〈w(r)t , xi〉 ≥ 0}
+
β√
m
∑
r∈S⊥i
ar〈w(r)t−1, xi〉1{〈w(r)t−1, xi〉 ≥ 0}
)
, (29)
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where (b) is due to that
1√
m
∑
r∈Si ar〈
∂L(Wt)
∂w
(r)
t
, xi〉1{〈w(r)t , xi〉 ≥ 0}︸ ︷︷ ︸
last term
=
1
m
n∑
j=1
x>i xj(Nt(xj)− yj)
∑
r∈Si
1{〈w(r)t , xi〉 ≥ 0 & 〈w(r)t , xj〉 ≥ 0}
=
n∑
j=1
(Nt(xj)− yj)H(Wt)i,j − 1
m
n∑
j=1
x>i xj(Nt(xj)− yj)
∑
r∈S⊥i
1{〈w(r)t , xi〉 ≥ 0 & 〈w(r)t , xj〉 ≥ 0}.
(30)
Combining (27) and (29), we have that
ξt+1[i] = ξt[i] + β
(
ξt[i]− ξt−1[i]
)− η n∑
j=1
Ht[i, j]ξt[j]
− η
m
n∑
j=1
x>i xj(Nt(xj)− yj)
∑
r∈S⊥i
1{〈w(r)t , xi〉 ≥ 0 & 〈w(r)t , xj〉 ≥ 0}
+
1√
m
∑
r∈S⊥i
arσ(〈w(r)t+1, xi〉)− arσ(〈w(r)t , xi〉)− βarσ(〈w(r)t , xi〉) + βarσ(〈w(r)t−1, xi〉).
(31)
So we can write the above into a matrix form.
ξt+1 = (In − ηHt)ξt + β(ξt − ξt−1) + φt, (32)
where the i element of φt ∈ Rn is defined as
φt[i] = − η
m
n∑
j=1
x>i xj(Nt(xj)− yj)
∑
r∈S⊥i
1{〈w(r)t , xi〉 ≥ 0 & 〈w(r)t , xj〉 ≥ 0}
+
1√
m
∑
r∈S⊥i
{
arσ(〈w(r)t+1, xi〉)− arσ(〈w(r)t , xi〉)− βarσ(〈w(r)t , xi〉) + βarσ(〈w(r)t−1, xi〉)
}
.
(33)
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Now let us bound φt[i] as follows.
φt[i] = − η
m
n∑
j=1
x>i xj(Nt(xj)− yj)
∑
r∈S⊥i
1{〈w(r)t , xi〉 ≥ 0 & 〈w(r)t , xj〉 ≥ 0}
+
1√
m
∑
r∈S⊥i
{
arσ(〈w(r)t+1, xi〉)− arσ(〈w(r)t , xi〉)− βarσ(〈w(r)t , xi〉) + βarσ(〈w(r)t−1, xi〉)
}
(a)
≤ η
√
n|S⊥i |
m
‖ut − y‖+ 1√
m
∑
r∈S⊥i
(‖w(r)t+1 − w(r)t ‖+ β‖w(r)t − w(r)t−1‖)
(b)
=
η
√
n|S⊥i |
m
‖ut − y‖+ η√
m
∑
r∈S⊥i
(‖ t∑
s=0
βt−s
∂L(Ws)
∂w
(r)
s
‖+ β‖
t−1∑
s=0
βt−1−s
∂L(Ws)
∂w
(r)
s
‖)
(c)
≤ η
√
n|S⊥i |
m
‖ut − y‖+ η√
m
∑
r∈S⊥i
( t∑
s=0
βt−s‖∂L(Ws)
∂w
(r)
s
‖+ β
t−1∑
s=0
βt−1−s‖∂L(Ws)
∂w
(r)
s
‖)
(d)
≤ η
√
n|S⊥i |
m
‖ut − y‖+ η
√
n|S⊥i |
m
( t∑
s=0
βt−s‖us − y‖+ β
t−1∑
s=0
βt−1−s‖us − y‖
)
=
2η
√
n|S⊥i |
m
(‖ut − y‖+ β t−1∑
s=0
βt−1−s‖us − y‖
)
,
(34)
where (a) is because − ηm
∑n
j=1 x
>
i xj(Nt(xj) − yj)
∑
r∈S⊥i 1{〈w
(r)
t , xi〉 ≥ 0 & 〈w(r)t , xj〉 ≥
0} ≤ η|S⊥i |m
∑n
j=1 |Nt(xj) − yj | ≤ η
√
n|S⊥i |
m ‖ut − y‖, and that σ(·) is 1-Lipschitz so that
1√
m
∑
r∈S⊥i
(
arσ(〈w(r)t+1, xi〉)− arσ(〈w(r)t , xi〉)
) ≤ |S⊥i |√
m
|〈w(r)t+1, xi〉 − 〈w(r)t , xi〉| ≤ |S
⊥
i |√
m
‖w(r)t+1 −
w
(r)
t ‖‖xi‖ ≤ |S
⊥
i |√
m
‖w(r)t+1 − w(r)t ‖; similarly, −β√m
∑
r∈S⊥i
(
arσ(〈w(r)t , xi〉) − arσ(〈w(r)t−1, xi〉)
) ≤
β
|S⊥i |√
m
‖w(r)t − w(r)t−1‖, (b) is by the update rule (Algorithm 1), (c) is by Jensen’s inequality, (d) is
because |∂L(Ws)
∂w
(r)
s
| = | 1√
m
∑n
i=1
(
us[i]− yi
)
arxi1{x>w(r)t ≥ 0}| ≤
√
n
m ‖us − y‖.
B PROOF OF LEMMA 3
Lemma 3: Following the setting as Theorem 2, set m = Ω(λ−2n2 log(n/δ)) and the momentum
parameter β =
(
1 −
√
ηλ
2
)2
. Then, with probability at least 1 − δ − n2 · exp(−mR¯/10), for any
set of weight vectors W := {w(1), . . . , w(m)} satisfying ‖w(r)−w(r)0 ‖ ≤ R¯ := λ8n for any r ∈ [m],
it holds that
‖
[
In − ηH(W ) + βIn −βIn
In 0
]
‖2 ≤ 1−
√
ηλ
2 .
Proof. Denote M := ‖
[
In − ηH(W ) + βIn −βIn
In 0
]
on (15). Denote λ(1) ≥ λ(2) ≥ · · · ≥ λ(n)
eigenvalues of H in a decreasing order. To obtain the spectral norm M , it suffices to consider the
spectral norm of the sub-matrix Mk := ‖
[
1− ηλ(k) + β −β
1 0
]
‖2 ∈ R2×2 for each k ∈ [n], and
one will have M = maxk{Mk}, which is a known technique in the literature (see e.g. Saunders
(2018); Ang (2018); Recht (2018)). The eigenvalues of the 2 × 2 matrix is given by the roots of
p(k) := z2 − (1 + β − ηλ(k))z + β. It can be shown that when β is at least (1 −
√
ηλ(k)
)2
, then
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the magnitude of the roots of each p(k) are at most
√
β (see Lemma 5 in Appendix C). It remains to
bound λ(n). We have that
λ(n) := λmin(H(W )) ≥ λmin(H0)− ‖H0 −H(W )‖F ≥ 34λ− 14λ ≥ λ2 , (35)
where in the second to last inequality, we use Lemma 6 in Appendix C, which states that with
probability at least 1 − δ, the smallest eigenvalue satisfies λmin(H0) ≥ 34λ under the condition of
the number of neurons, i.e. m = Ω(λ−2n2 log(n/δ)), and we also use Lemma 7 in Appendix C,
which shows that if ‖w(r) − w(r)0 ‖ ≤ R¯ := λ8n for all r ∈ [m], then with probability at least
1− n2 exp(−m R¯10 ), it holds that ‖H0 −H(W )‖F ≤ 2nR¯ = 2n λ8n = λ4 .
Since ηλ(k)  1 for any k ∈ [n], we have that 1 −
√
ηλ(k) < 1 for any k ∈ [n]; consequently
M = maxk{Mk} = 1 −
√
ηλ(n) under the choice of β. Therefore, we have that M = 1 −√
ηλ(n)
(35)
≤ 1−
√
ηλ
2 .
C SOME SUPPORTING LEMMAS
We will also need the following lemma, which shows that the iterate during the execution of the
algorithm is not far away from its initialization. Similar results appear in the previous works (e.g. Li
& Liang (2018); Ji & Telgarsky (2020); Du et al. (2019b;a); Allen-Zhu et al. (2019); Song & Yang
(2019); Zou et al. (2019); Arora et al. (2019); Zou & Gu (2019)).
Lemma 4. Following the setting as Theorem 2, if for any s ≤ t, the residual dynamics satisfies
‖
[
ξs
ξs−1
]
‖ ≤ βs∗ · ‖
[
ξ0
ξ−1
]
‖+ C1−β∗ , where C := 16
√
2ηnRcT ‖u0 − y‖, then we have that
‖w(r)t+1 − w(r)0 ‖ ≤ η
√
2n√
m
Cβ∗,t‖y − u0‖,
for all r ∈ [m], where Cβ∗,t := 1(1−β∗)2 +
16ηnRcT (t+1)
(1−β∗)2 ≤ 2ηλ +
32nRcT (t+1)
λ .
Proof.
‖w(r)t+1 − w(r)0 ‖
(a)
≤ η
t∑
s=0
‖m(r)s ‖
(b)
= η
t∑
s=0
‖
s∑
τ=0
βs−τ
∂L(Wτ )
∂w
(r)
τ
‖ ≤ η
t∑
s=0
s∑
τ=0
βs−τ‖∂L(Wτ )
∂w
(r)
τ
‖
(c)
≤ η
t∑
s=0
s∑
τ=0
βs−τ
√
n√
m
‖y − uτ‖
(d)
≤ η
t∑
s=0
s∑
τ=0
βs−τ
√
n√
m
(βτ∗
√
2‖y − u0‖+ C
1− β∗ )
(e)
≤ η
√
2n√
m
t∑
s=0
βs∗
1− β∗ ‖y − u0‖+
η
√
nC√
m(1− β∗)
t∑
s=0
s∑
τ=0
β
2(s−τ)
∗
(f)
≤ η
√
2n√
m
1
(1− β∗)2 ‖y − u0‖+
η
√
n
(
16
√
2ηnRcT ‖u0 − y‖
)
(t+ 1)√
m(1− β∗)(1− β2∗)
(g)
=
η
√
2n√
m
Cβ∗,t‖y − u0‖,
(36)
where (a), (b) is by the update rule of momentum, which is w(r)t+1 − w(r)t = −ηm(r)t , where
m
(r)
t :=
∑t
s=0 β
t−s ∂L(Ws)
∂w
(r)
s
, (c) is because ‖∂L(Ws)
∂w
(r)
s
‖ = ‖∑ni=1(yi−us[i]) 1√marxi ·1{〈w(r)s , x〉 ≥
0}‖ ≤ 1√
m
∑n
i=1 |yi − us[i]| ≤
√
n√
m
‖y − us‖2, (d) is due to the assumption that ‖
[
ξs
ξs−1
]
‖ ≤
βs∗ · ‖
[
ξ0
ξ−1
]
‖+ C1−β∗ , (e) is because that β = β2∗ , (f) is by
∑∞
k=1 kθ
k = θ(1−θ)2 for any θ ∈ [0, 1),
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and (g) we denote Cβ∗,t :=
1
(1−β∗)2 +
16ηnRcT (t+1)
(1−β∗)2 . Finally, by using that β∗ := (1 −
√
ηλ
2 ), we
have that Cβ∗,t ≤ 2ηλ + 32nRcT (t+1)λ . The proof is completed.
Lemma 5. The roots of the characteristics equation, z2− (1 +β−ηλk)z+β = 0, have magnitude
|z| ≤ √β, if β ≥ (1−√ηλk)2.
Proof. The roots of z2 − (1 + β − ηλk)z + β = 0 are z = 1+β−ηλk±
√
(1+β−ηλk)2−4β
2 .
The magnitude of the roots are the same when the roots are imaginary, which is |z| =√
(1+β−ηλk)2+4β−(1+β−ηλk)2
4 =
√
β.
Simple calculation shows that (1 + β − ηλk)2 − 4β ≤ 0 if β ≥ (1−
√
ηλk)
2.
Lemma 6. (Lemma 3.1 in Du et al. (2019b) and Song & Yang (2019)) Denote λ := λmin(H¯). Set
m = Ω(λ−2n2 log(n/δ)). Suppose that w˜1, . . . , w˜m are i.i.d. generated N(0, Id). Then, it holds
that
‖H(W˜ )− H¯‖F ≤ λ4 and λmin
(
H(W˜ )
) ≥ 34λ,
with probability at least 1− δ.
Lemma 7. (Lemma 3.2 in Song & Yang (2019)) Fix a numberR0 ∈ (0, 1). Suppose that w˜1, . . . , w˜m
are i.i.d. generated N(0, Id). Then, for any set of weight vectors w1, . . . , wm ∈ Rd that satisfy for
any r ∈ [m], ‖w˜r − wr‖2 ≤ R0, it holds that
‖H(W˜ )−H(W )‖F < 2nR0,
with probability at least 1− n2 · exp(−mR0/10),
Lemma 8. (Claim 3.10 in Song & Yang (2019)) Assume that w(r)0 ∼ N(0, Id) and ar uniformly
sampled from {−1, 1}. For 0 < δ < 1, we have that
‖y − u0‖2 = O(n log(m/δ) log2(n/δ)),
with probability at least 1− δ.
Lemma 9. DenoteR := λ64n1+ν , cT := maxt≤T β
t
∗(1+β∗
∑t−1
s=0 β
s
∗), C := 16
√
2cT ηnR‖u0−y‖,
and β∗ := 1−
√
ηλ
2 . Then, cT ≤ 14β∗√ ηλ2 and
C
1−β∗ ≤ 14√2β∗nν ‖y−u0‖. Furthermore, if ηλ ≤
1
2 ,
then β∗ ≥ 12 ; and consequently,
cT ≤ 1√
2ηλ
C
1− β∗ ≤
1
2
√
2nν
‖y − u0‖.
Proof. We have that
C
1− β∗ =
√
2
4 ηλcT ‖u0 − y‖
nν
√
ηλ
2
=
cT
√
ηλ
2nν
‖u0 − y‖. (37)
So it remains to bound cT := maxt≤T βt∗(1 + β∗
∑t−1
s=0 β
s
∗). Let us denote x := β
t
∗. Note that
x ≤ 1. Consider maximize h(x) := x(1 + β∗ 1−x1−β∗ ) = x1−β∗ −
β∗
1−β∗x
2. The derivative is∇h(x) =
1
1−β∗ −
2β∗
1−β∗x. So the maximal value is at x =
1
2β∗
and we have that h( 12β∗ ) =
1
4β∗(1−β∗) =
1
4(1−
√
ηλ
2 )
√
ηλ
2
. So we have that cT ≤ 1
4β∗
√
ηλ
2
. Substituting it back to (37), we have that
C
1− β∗ ≤
1
4
√
2β∗nν
‖y − u0‖. (38)
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