Abstract-In this paper, we explain how inheritance and dynamic binding make object-oriented programs difficult to maintain, and we give a concrete example of the problems that arise. We show that the difficulty lies in the fact that conventional tools are poorly suited for work with object-oriented languages, and we argue that semantics-based tools are essential 'for effective maintenance of object-oriented programs.
I. INTRODUCTION
BJECT-ORIENTED languages are growing in popular-0 ity. They introduce features not available in conventional programming languages, such as function and operator overloading, inheritance, and dynamic (late) binding. Although these features offer advantages, they also have some drawbacks.
Questions such as "what is the definition of this function?" or "where is the declaration for this symbol?" are asked often enough during the development cycle that special-purpose tools have been created to enhance or supplement editors, easing the process of answering these questions. While these tools have proven their usefulness when used with conventional programming languages, they typically lack enough flexibility to cope with the features mentioned above. For example, using a function name as a key to identify which function the programmer is referring to is a strategy commonly used by software development tools. However, overloading function names renders the strategy ineffective: the name alone is no longer enough to uniquely identify a function. To help programmers deal with problems such as these, we have developed the XREF editing module and its underlying relational database XREFDB. XREF is a set of interactive routines integrated into the GNU Emacs text editor [2] . These routines allow programmers to obtain information about programs they are working on through special editor commands. (Equivalent functionality is available through annotedit, the primary text editor in the FIELD programming environment [3] , [4] . However, because Emacs is more familiar to most readers than is annotedit, in this paper we focus on the Emacs interface to XREFDB.) XREFDB is a relational database whose relations were specifically designed to support queries about programming languages. The relations it offers are sufficient to capture most features present in commonly used prpgramming languages, including object-oriented languages such as C++.
OBJECT-ORIENTED SOF~VARE AND CONVENTIONAL TOOLS
An important problem facing developers who create and maintain large software systems is that of simply capturing the overall structure of the system. Understanding the relations between functions in a program, definitions and uses of variables, even finding the definition of a function given its name or a call site, are problems that developers and maintainers commonly face. Larger, more complex systems naturally exacerbate these problems.
Strategies for attacking these problems are fairly straightforward for conventional languages. Languages like C, for example, are block-structured, without function overloading.
For these languages, it is enough to get the name of a symbol and use it to look the symbol up in the current lexical scope, any enclosing lexical scopes (which are usually in the same file), or the global scope. In addition, the usual programming practice is to break the software system down into files by functionality. This has the effect of keeping the number of different files down, and makes it more likely that the definitions for functions declared in a given file will also be in that file.
The increasing use of object-oriented languages makes the need for software development tools far more acute. Languages like C++ support funckoop and operator overloading, inheritance, dynamic and static binding, and powerful data abstraction facilities. These features defeat simple approaches such as lexical symbol lookup; it is now necessary to understand the semantic structure of the system when providing software development tools-the context in which 0162-8828/Y2$03.00 0 1992 IEEE a particular symbol appears determines which specific code object (variable or function) is actually being referenced.'
Inheritance, Dynamic Binding, and Code Comprehension
Inheritance and dynamic binding are two of the most common features of object-oriented languages; the benefits of these features have been widely reported. When it comes to the nuts and bolts of actually editing object-oriented programs, however, these features complicate operations that would be straightforward in conventional procedural languages, and, acting in concert, they can turn usually simple tasks into major investigative undertakings.
Inheritance gives rise to distributed class descriptions. That is, the complete description for a class C can only be assembled by examining C as well as each of C's superclasses. 
An Example
One of the software systems currently under development at Brown University is used to model directed hypergraphs [7] , [8] . In these graphs, hyperarcs are sets of source and destination branches connected to source nodes and destination nodes, respectively. Source (destination) branches are attached to nodes at output (input) ports. The design takes advantage of the inheritance and dynamic binding features provided in C++ to capture semantic constraints on the different objects in the model.
For example, arcs in the hypergraph consist of source and destination branches, which share a certain set of features. This relationship is expressed by the presence of a 'In C++, for example, a reference to the variable named x within a class member function can only be resolved to the specific variable meant after examining the scopes of the function and class in which it appears and those of all of that class's superclasses. 2Details vary from language to language. In the case of languages like C++, classes can inh'erit data and functions from arbitrarily distant superclasses, so the search for a complete class description is recursive.
'Again, details vary. In C++, for example, dynamic binding is performed only on pointers to or references to objects, not on objects themselves. generic class Branch, which contains the structure common to all branches, and subclasses SourceBranch and DestBranch, containing the details specific to those particular types of branches.
virtual void
DestBranch::putToken(Token *token) { port.putToken(token); } The implementation of this function merely invokes another function named putToken, namely the one declared as a member of the class of which the object port is an instance. When reading this code, a programmer is likely to want to find the definition (i.e., code body) of this second putToken function, but it does not suffice to simply to look up functions with that name, as the name could conceivably be defined by any of the classes used in the program. It is necessary to determine both the type of the object on which the function is being called, port in this case, as well as the types of the arguments to the function, in order to uniquely determine which particular function is being invoked. It turns out that in the system from which this example is drawn, the function putToken is dynamically bound, and a substantial search effort is required to determine which function is called by looking only at the source code.
Meyers has published the details of the search elsewhere [9]. For our purposes, it suffices to note that the programmer had to examine nine classes (including two duplicates) just to find out what code would be executed for this call site: the search involved the determination of the static type of port (potentially involving all the supertypes of type DestBranch), its definition for putToken, the dynamic type of port (potentially requiring a search for all possible assignments to port), and the definition that type provided for putToken.
Yet this example understates the complexity involved in the programmer's search, because C++ programs are typically broken up into multiple files. In this case, the files of relevance are arcs.h and p0rts.h. track down the code that was to be executed by the call to DestBranch: : putToken shown above. The figure shows classes that had to be examined, the locations of the class declarations in the files, and the order in which the declarations were visited during the search for the appropriate function body. The first class visited was DestBranch, declared near the end of arcs. h, followed by Branch, declared near the beginning of the same file, followed by Port, declared near the middle of ports. h, etc. The files arcs. h and ports. h actually define many more classes than are shown in the figure, but those not directly related to the problem at hand have been omitted. If nothing else, Fig. 1 demonstrates that programmers can hardly rely on locality of reference to assist them in their work of understanding object-oriented programs.
In fact, the problem might well have been much harder. Had there been intervening classes in the inheritance hierarchy between DestBranch and Branch, the programmer would have had to examine each of them in her/his quest for the declaration of port. Had multiple inheritance been present, the search could have been substantially more extensive. Had the classes been spread out over more files (which is almost always the case with C++ programs), the task would have been that much more difficult. As real-world examples go, this one is fairly tame.
To better appreciate the complexity that can exist in inheritance hierarchies in real programs, consider Fig. 2 , which shows a portion of the inheritance graph (23 of 37 classes) from which the example was taken. This hierarchy, which is declared in five different files (and implemented in five more), is probably more tightly coupled than most. It contains classes with up to four superclasses, classes with up to four subclasses, and inheritance paths of up to length three. In the presence of this kind of graph, determining the class relationships affecting function calls is rarely straightforward, yet it is a task that must be performed frequently.
III. THE XREF/XREFDB SYSTEM
Any solution to the problems encountered when attempting to develop and maintain large software systems written using object-oriented languages has to fulfill two important requirements: it has to be able to describe the structure of the system being supported, and it has to provide an efficient and user-friendly interface.
To address the first of these requirements, we decided to go back to an old idea: using a database to store and retrieve descriptions of the structure of a system. We defined a set of database relations that is comprehensive enough to store crossreferencing and declarative informaion about systems written in several software languages (including object-oriented languages), and we developed program analyzers that can extract that information from program source code.
The FIELD programming environment includes a crossreference database system, known as XREFDB, which we chose as the underlying information repository for the query tools we developed to interact with the C++ programmer.
XREFDB itself merely maintains a database containing all the cross-reference information for a given software system and manages user queries about that information. The actual gathering of the cross-reference information necessary to describe the system is done by front-end programs that can be designed in a language-specific fashion.
To address the second of our requirements, we incorporated an interface to this database into the GNU Emacs text editor. Using this interface, programmers can obtain information about the symbol or function call they are looking at directly, or they can specify a particular symbol on which a particular item of information is desired. The architecture of our system is shown in Fig. 3.4 Editing Support for C++ Work on the development of several software systems in C++ suggested a series of queries that programmers are likely to make. These queries include the following. Cross-reference information: The user can query XREF for information about call sites for a given function, assignments to a given variable, or uses of a given variable. Inheritance information: The user can query XREF for the declarations of any of the superclasses (or any of the derived classes) of any class in the program. When more than one possible superclass (or derived class) exists, the user is given a choice among all possibilities, as shown in Fig. 6 . Class information: The user can ask XREF for a summary description of any class in the program; XREF will traverse the class hierarchy and present a view of the class that includes all of the data and function members accessible to that class, listing for each one the (base) class that provides that member, its type, and the file and line where the member can be found (as shown in Fig. 7 ). Polymorphic functions: The user can query XREF for the set of redefinitions for any polymorphic function in the program, or alternatively, the set of classes that rely on the definition provided by a particular class in the hierarchy.
4The architecture for the system using annotedit is quite similar Whenever XREF presents the user with a list of items, it presents it as a list that the user can use to switch automatically to the file and line containing any one of the entries in the list displayed. In addition to these queries, XREF also supports utility functions such as determining the currently active class scope, and scope-specific symbol completion (the ability to do These queries were implemented as a set of routines in Emacs Lisp [lo] , collectively known as the XREF module, that allow users to ask these questions from within GNU Emacs. XREF translates user requests into XREFDB queries, communicates them to an XREFDB process running alongside Emacs, and then uses the answers provided by the database to take appropriate actions within Emacs. These actions could be simply to display the results, or to open new edit buffers on the selected file/line, given the answer to the user query.
The routines determine the symbol in the text file the user is asking about by selecting the identifier under the edit cursor. If that identifier has a type compatible with the query being made, it is used as the object of the query; otherwise, the user is asked for an identifier explicitly. On those queries where a list of results is possible, the user is presented the results as a menu, and s/he can choose which entry to display/edit by selecting the corresponding entry in that menu. For example, when the user asks for a description of a class, XREF displays in a buffer all the members belonging to that class (both those defined in the class itself and those defined in all its base classes). The user can then choose which member to obtain more information about.
XREFDB Relations
XREFDB is a relational database designed to store useful information about programs, independent of the language they are written in. The following general-purpose relations are supported by XREFDB.
Scope: Relation used to describe scopes. Each tuple in this relation specifies the kind of scope, its id, the file it is in, and the set of lines it encloses.
Ref: Relation used to describe references to symbols. Each tuple in this relation specifies the name of the symbol being referenced, the function within which the reference occurs, the file and line number in which the reference occurs, and whether the reference is an assignment to the symbol.
Decl: Relation used to describe symbol declarations. Each tuple in this relation specifies the name of the symbol being declared, the file, line and function in which the declaration occurs, the "kind" of declaration (its visibility and storage type), the type of the symbol being declared, the scope in which the declaration occurs, and a unique id for the declaration.
Call: Relation used to describe function calls. Each tuple in this relation specifies the function being called, the function it is being called from, and the file and line in which the call Fct: Relation used to describe function definitions. Each tuple in this relation specifies the name of the function being defined, the number and names of the formal arguments, the scope in which the function is defined, and the file and line where the definition of the function begins.
file: Relation used to describe file names. Each tuple in this relation specifies the name of one of the source files, the complete pathname for that file, and a unique file id.
In order to store all the information necessary to represent object-oriented languages, the following relations were added to XREFDB.
Hier: Relation used for describing inheritance and friendship' relations between classes. Each tuple in this relation includes the name of a class; the name of one of its parent classes (for inheritance relationships); the file and line where the inheritance/friendship relationship is declared; for inheritance, whether the base class (superclass) is virtual or nonvirtual, public, protected, or private; and whether the relationship is one of friendship or inheritance.
Memb: Relation used to descrike friends and members of C++ classes. Each tuple in this relation includes the name of the member or friend, the class it belongs to, the file and line in which its declaration can be found, its access level (public, protected, or private), whether it is a data or function member, occurs.
5C++ uses friend declarations to selectively bypass data abstraction. If a class A extends friendship to a class or function E , then B has complete access to the internal members of A, regardless of their level of general accessibility. ON SOITWARE ENGINEERING, VOL. 18, NO. 12, DECEMBER 1992 and whether it is declared to be inline, friend, virtual, static, pure virtual or const.
mDef: Relation used to store supplementary information about class members. Each tuple in this relation includes the name of the member, the name of the class it belongs to, the file and line in which the member is defined, and the type of the member.
CLIENT: Relation used to indicate client-supplier relationships. Each tuple consists of two types TI and T2, where TI contains one or more instances of T2.
Front-end processors for XREFDB: The tasks of generating the tuples that reflect the structure of the program and that of manipulating that information were decoupled, to increase the flexibility of our system. As long as the set of relations defined is powerful enough to represent the semantic relations present in a programming language, all that is required for the database to support that language is a language-specific program analyzer to obtain the necessary cross-reference information from the source files. So far, program analyzers have been written for C, Pascal, and C++.
All these analyzers begin by examining an executable file to determine which source files were used to generate it. They then parse each of the source files, adding the desired information to the XREFDB database.
In the case of the C and Pascal analyzers, they simply read the user's original source files. In the case of C++, the situation is more complex. Originally, instead of duplicating a large part of the behavior of Cfront (the C++-to-C translator used in AT&T's implementation of C++), our C++ analyzer read both the original C++ source files and the C files generated from Cfront, trusting it to perform all the necessary disambiguation, and then using the results. While this simplified the design of the C++ analyzer, it also had the drawback that information about calls to virtual functions was lost in Cfront's translation to C, and it turned out to be difficult to recover the missing information from the original C++ source files.
After struggling for some time with this approach, we concluded that there was no alternative to modifying a C++ compiler to output the appropriate database information as it compiles each source file. We proceeded to modify both Cfront and the GNU C++ compiler to generate this information.
I v . EXPERIENCES WITH XREF
queries through XREF, along with their attendant changes in edit buffers, so that they can "go back to the beginning" of a complex string of queries. This kind of capability is particularly useful for programmers attempting to understand dynamically bound function calls, since a programmer needing to find out which function would be called at a particular call site might first want to embark on a train of thought to discover what the dynamic type of an object was likely to be at the time of the call. We have been pleased with the ability of XREF to smoothly accommodate the addition of such unanticipated features.
Although the usefulness of XREF in the development and maintenance of software systems has yielded encouraging results, the fact that XREF and its database are still in the prototype stage means that it is not yet practical to use them for really large systems. Creation of the database is not particularly f a s t -o n the order of minutes for systems with thousands of lines of code, tens of minutes for systems with many tens of thousands of lines of code-and some queries take many seconds to process. At the same time, however, our efforts so far have focused on providing functionality, not on tuning performance, and, as noted later, there are fairly simple modifications that could be expected to dramatically improve the speed of the system.
We have no quantitative information on the impact XREF has on the ability of developers to understand the structure of the systems they are working on, but the general feeling among those programmers who have used XREF is that the time and effort required to understand a system drops significantly when the programmer can rely on XREF to do the tedious work of locating functions and the types of objects in the system. Similarly, users claim that the ability to follow a series of function calls through the source code by simply pointing at a function and switching to an edit window on the definition of that function reduces some of the drudgery of maintaining a system. It allows the programmer to concentrate on the semantics of the system, rather than the uninteresting details of what is where in the system's source code.
Perhaps more important than these subjective impressions is the observation that some C++ programmers have freely chosen to use XREF even when the package was incomplete, was known to contain nontrivial bugs, and/or suffered from rather lackluster performance. Such voluntary use under less than ideal conditions increases our confidence in the need for Because C++ programs are difficult to work with using conventional software development tools, there has never been a shortage of programmers willing to employ XREF on real programs, even when XREF existed as only a very preliminary prototype. As a result, the functionality of XREF has been strongly influenced by the pragmatic concerns of day-to-day C++ programmers. For example, the first version of XREF supported only "relative" symbol lookup, i.e., the ability to get information on a symbol that the edit cursor was on top of. Very quickly we discovered that "absolute" symbol lookup, i.e.,! the ability to get information on arbitrary symbols typed in from the keyboard, was also essential. Similarly, we now provide some support for "trains of thought" in XREF, whereby programmers are able to string together a series of such a package.
V. RELATED WORK
The Trellis programming environment [ 113 provides Trellis/Owl programmers with a set of tools similar to the ones presented in this paper. Like our system, Trell i s is built around a program database that includes crossreferencing and type information about the objects and functions present in the program under development. Since it is an integrated system, it also supports user queries directly from the editor. It appears to be less flexible than the system we describe here, both in terms of the kinds of queries supported by the interface and in terms of the ease with which it could be adapted to other programming languages. Other systems that include a database integrated with a text editor include Masterscope for Interlisp [12] and the R" environment for FORTRAN [13] . None of these systems supports C++.
The C and C++ Information Abstractors (CIA and CIA++) [14] , [15] are systems in which a database is used to store and manipulate information describing the structure of a program. The information stored in the database in this approach is comparable to the information stored in our system, and in both systems it is obtained by program analyzers that collect this information from the original source files. However, CIA and CIA++ do not provide an interface to the database integrated into any other tools (in particular the text editor): the approach taken by CIA and CIA++ is to make the database a stand-alone tool.
Other systems consisting of a stand-alone database containing information on program structures include FAST [ 161, Cscope [17] , and OMEGA [18] . Other approaches built around a central database include ENCORE [19] and the Harvard Programming Development System [20] .
Recently, Rosenblum and Wolf have developed an internal representation for the semantics of C++ programs [21] , and this representation could be used in place of a formal database for C++ development tools. The implementation is not yet complete, however, so it is too early to evaluate the success of this approach. At any rate, their representation is very much specific to C++.
VI. STATUS
We have implemented prototype versions of XREF, XREFDB, and program analyzers to generate the appropriate database information for C++, as well as C and Pascal. The prototypes are currently being tested on several systems under development at Brown University with encouraging results.
Our original prototype implementation of XREFDB suffered from poor response times on large systems, but we have since added a series of query optimizations that have increased performance considerably. As things stand now, fairly sophisticated queries over a database corresponding to the FIELD source (comprising some 250 000 lines of code) can be evaluated in just a few seconds.
The prototype implementations of the front-end processors used to generate the C++ cross-referencing information stored in XREFDB have some shortcomings, which limit the power of XREF. For example, to statically resolve calls to virtual member functions, the dynamic type of the object on which the function is being called must be determined. There is currently no way of differentiating cases in which the dynamic and static types are the same from those in which they may be different. This problem is undecidable in general, and two approaches seem plausible given this restriction: we can either try to determine what the dynamic type of an object will be at the point of a query, or we can assume that the dynamic and static types are always the same. XREF currently assumes that they are the same.
The version of the C++ analyzer that relies on Cfront has an additional shortcoming in that bugs in the layout of the C code generated by Cfront sometimes result in erroneous line numbers in the database. This can eventually lead to query failures due to the resulting mismatch between the information in the database and the information used by XREF to index into that database.
VII. SUMMARY
Some of C++'s most important features-classes, inheritance, and dynamic binding-can interfere with the ability of software developers and maintainers to understand the code they work with. The difficulty lies in the tools generally available to work with C++ programs. Conventional tools such as text editors are designed to work in purely lexical units, and while this suffices for procedural languages, it becomes woefully inadequate when applied to C++, with its penchant for overloaded names, interdependent scopes that are not lexically nested, and both static and dynamic object types.
The solution to the problem lies in the creation of tools specifically geared to the requirements of C++ software development. Foremost among these are editors capable of "understanding" the semantics of class hierarchies and dynamically bound functions, so they can offer programmers the ability to view and edit programs in terms of the meaningful units of the language being used. We have implemented a prototype system that addresses this need, one that is compatible with traditional software development tools, and have demonstrated that it provides a qualitative improvement in the environment available to C++ programmers.
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