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AbstractParka is a symbolic, semantic network knowledge representation system that takes advantage of themassive parallelism of supercomputers such as the Connection Machine. The Parka language hasmany of the features of traditional semantic net/frame-based knowledge representation languagesbut also supports several kinds of rapid parallel inference mechanisms that scale to large knowledge-bases of hundreds of thousands of frames or more. Parka is intended for general-purpose use andhas been used thus far to support A.I. systems for case-based reasoning and data mining.This document is a user manual for the current version of Parka, version 3.2. It describesthe Parka language and presents some examples of knowledge representation using Parka. Detailsabout the parallel algorithms, implementation, and empirical results are presented elsewhere.
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Chapter 1Overview1.1 IntroductionThis document is the user manual for the Parka Knowledge Representation System, version 3.2(\Parka 3"). The purpose of this document is to describe the features of the Parka system andto provide some examples of how knowledge can be represented using the Parka language. Detailson the research issues addressed by Parka and the Parallel Server operation can be found in otherdocuments described below.Parka has much in common with typical frame-based knowledge representation systems. Whatdistinguishes Parka is its ability to perform certain types of very useful inferences faster than anyexisting system we know of. This speed is accomplished through the use of massively parallelhardware, such as the Connection Machine (CM-2 and CM-5) supercomputer made by ThinkingMachines Corporation. If a parallel machine is not available, Parka can still be run in serial mode.If a CM is available as a parallel server, certain inferences will be done more quickly in parallel.Parka has been developed by the Parallel Understanding Systems A.I. Research Group, underthe direction of Prof. James Hendler, in the Department of Computer Science at the University ofMaryland at College Park. The original version of Parka was designed and implemented by MattEvett and Lee Spector. Bill Andersen designed and implemented Parka 3. Some aspects of theParka 3 language design were suggested by Brian Kettler. Sean Luke implemented a graphicalbrowser and graphical query window for Parka 3. Merwyn Taylor assisted in the testing of Parka3. To obtain and install Parka, see the instructions available on ourWorldwide Web page, describedin Section 1.1.2, or send mail to parka-users-request@cs.umd.edu.1.1.1 Guide to This DocumentThis chapter presents a brief overview of Parka. Section 1.2.3 describes the major changes fromthe previous version. In Chapter 2 the concepts and features of the Parka language are described.Chapter 3 describes the facilities of the Parka system for end-user interaction and knowledge-base4
(KB) maintenance.1 The syntax of Parka commands is described in Appendix A.1.1.2 Other Sources of Information on ParkaResearch PapersDetails and results for the fast inferencing algorithms of Parka can be found in [2, 1].The Parka Internals Manual describes the internals of the Parka implementation in detailincluding the serial client/simulator and the parallel server.2The original Parka language and its use for knowledge representation is described in [5, 4].These documents are largely superseded by this document.Several Parka applications are being built including a case-based planning system, CaPER [3]and a hybrid knowledge-base/database system.Mailing ListA Parka mailing list exists (parka-users@cs.umd.edu). To be added to this list, send email toparka-users-request@cs.umd.edu.Worldwide WebA Parka Worldwide Web (WWW) page has been set up at URLhttp://www.cs.umd.edu/projects/plus/Parka/parka.html .We expect this to be the primary source for the latest information available on Parka. Informationon obtaining and installing Parka can be found here. Updated versions of this document will alsobe posted there.1.1.3 AcknowledgementsThanks to Matt Evett and Lee Spector for their previous work on Parka and input on the currentversion. Thanks to the Scott Andrews, Dave Rager, Kate Sanders, Merwyn Taylor, and Clare Vossfor reviewing various drafts of this manual and to Kutluhan Erol for his LaTEX advice.This research was supported in part by grants from NSF(IRI-9306580), ONR (N00014-J-91-1451), AFOSR (F49620-93-1-0065), the ARPA/Rome Laboratory Planning Initiative (F30602-93-C-0039), and the ARPA I3 Initiative (N00014-94-10907) and by ARI (MDA-903-92-R-0035, sub-contract through Microelectronics and Design, Inc.) Dr. Hendler is also aliated with the UMInstitute for Systems Research (NSF Grant NSF EEC 94-02384).1Parka KBs are also called \nets".2This document is in progress. 5
1.2 Overview of ParkaParka is a frame-based knowledge representation system that is intended to provide extremelyfast inferences { especially inheritance inferences. It is also designed to accommodate very largeknowledge bases (KBs) on the order of millions of frames. Even on very large KBs, Parka canperform \top-down" inheritance inferences (e.g., \What is the color of every truck?", or \Whichtrucks are yellow?") in a few hundredths of a second. Parka's speed is possible through the use ofmassively parallel hardware. The system has been implemented to date on the CM-2 and CM-5parallel supercomputers.Parka can perform multiple top-down inferences almost as fast as a single inference.3 This ispossible through the use of a parallel processing technique called \pipelining", in which multipleoperations in various stages of completion can be active simultaneously in disjoint subsets of theCM's processors. 4Certain tradeos have been made in the design of Parka in order to facilitate fast query pro-cessing. One such tradeo is that more work may be done at KB update time so that less workneeds to be done at query time.1.2.1 Parka ArchitectureThe main components of the Parka system are the front-end system and the back-end system.The front-end system runs on a serial machine. This system interacts with an end-user, or, morecommonly, a user application. This user application may be running on a machine remote fromthat of the front-end machine.5The Parka back-end system runs on a parallel machine. This system typically communicateswith the serial front-end system via TCP/IP. Thus the front-end serial machine may reside at alocation remote from the parallel system.1.2.2 Implementation PlatformsThe back-end (parallel) code of Parka is currently implemented on the CM-2 (Parka version 2) andthe CM-5 (Parka version 3) supercomputers made by Thinking Machines Corporation (TMC). Theimplementation language is *Lisp (version 4.1 by TMC).The front-end (serial) code of Parka is currently implemented in Common Lisp and has beentested to date on Macintosh Common Lisp (version 2 by Apple Computer and Digitool, Inc.).3A naive implementation (simply performing the multiple inferences in series) would require O(dm) time for minferences where d is the depth of the semantic net KB. Through pipelining, Parka can perform these inferences inO(d+m) time. A serial system, in contrast, could perform these inferences in O(nm) time, where n is the size of theKB.4Due to its greater variety of inference mechanisms, the pipelining capability in Parka 3 may dier from that inprevious versions.5The mechanisms for interaction between the front-end and a remote user application are still being developed.It is anticipated that the front-end will play the role of a remote knowledge server (perhaps processing queries in theKQML/KRSL formats) with transactions passing over the Internet. Details about the client-server interface will bedescribed in a subsequent version of this document. 6
1.2.3 Major Changes from Previous VersionsParka 3 is intended to be a \shrink wrapped" product: users can write AI systems to exploit Parka'sspeed without having to know anything about programming parallel machines. Parka 3 oers amuch richer set of representation facilities than previous versions. The purpose of the rst twosystems as research projects was to create and analyze novel parallel algorithms for performing fasttop-down inheritance inferences. Parka 3 includes these algorithms as well as other representationalfeatures found in well known knowledge representation systems such as KL-ONE and KRYPTON.In the spirit of the original versions of Parka, expressiveness is sacriced for the sake of speed. Thusfeatures that would slow down any of the core inference algorithms have not been included in thelanguage.The other major change that Parka 3 represents is the introduction of a loosely coupledclient/server architecture, which allows client AI systems running on remote machines to haveaccess to a Parka server running on a Connection Machine. This decoupling also allows Parkaclients to be implemented in a number of dierent languages. The initial oering will include onlya Lisp-based client, however.For a detailed list of changes see Appendix C.
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Figure 2.2: A Sample KBentities and relations, respectively. The knowledge level is independent of a particular knowledgerepresentation system such as Parka.At the ontological level in Parka, entities and relations are represented using categories, in-dividuals, and predicates. Categories represent sets of entities: e.g., the category Bird representsthe set of all birds. Categories may have members (instances). Individuals represent a particularobject: e.g., the individual Tweety represents a particular bird, Tweety. Every individual is aninstance (member) of at least one category. Individuals are also termed instances if they are notcategories. Categories and instances are described in detail in Section 2.2.Predicates represent relations among entities. A binary predicate represents a binary relationbetween two entities. All predicates in Parka are binary predicates, i.e. taking two arguments.The arguments for a binary predicate can be two categories or a category and an instance. Forexample, the predicate instanceOf represents the set-membership relation and relates an instanceto a category it belongs to. A predicate with its arguments represents a particular relation and istermed an assertion. For example, the assertion (instanceOf Tweety Bird) represents the fact thatTweety is a member of the set of all Birds, where Tweety is an instance representing Tweety andBird is a category representing the set of all Birds. Predicates and assertions are described in detailin Section 2.3.At the frame level in Parka, the main concepts are frames, a high-level data structure usedby Parka, and slots, components of frames. Frames are used to specify categories, instances, andpredicates to Parka. More specically, category frames, instance frames, and predicate frame specifycategories, instances, and predicates, respectively. For example, the frames #!Bird, #!Tweety, and9
#!hasColor specify the category Bird, instance Tweety, and predicate hasColor.Frame names have the prex \#!". By convention this prex is followed by an uppercase letterfor the names of category frames and instance frames and a lowercase letter for the names ofpredicate frames. Parka does distinguish case for frame names: e.g, #!Foo names a dierent framethan #!foo.A frame can have one or more slots used to specify assertions about a frame. A slot s offrame f consists of a predicate frame p and a value v, where v is a frame or an immediate value.For example, the frame #!Canary might have a value #!Yellow for its #!hasColor slot. Slotscorrespond to assertions. For example, the assertion that a canary has color yellow by default {(hasColor Canary Yellow) { can be specied by the frame #!Canary having the value #!Yellow forits #!hasColor slot. Making this assertion is equivalent to specifying a value for this slot (termed\lling the slot").Frames and slots can also be viewed as nodes and arcs (links) in a semantic net, respectively.See Figure 2.2 for an example of this. Frames and slots are described in detail in Section 2.4.At the implementation level in Parka, frames and slots are implemented using lower-leveldata structures. The details of this implementation can be found in the Parka Internals Manual.
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2.2 Categories and InstancesCategories and instances are used to represent entities in the real world. Categories represent setsand instances represent individuals.1 Because categories (instances) are specied using categoryframes (instance frames), the term \category" and \category frame" will be often used interchange-ably in this discussion, as will \instance" and \instance frame".For example, the set of all canaries is represented by category Canary, which is specied by thecategory frame #!Canary. A particular canary, Tweety, represented by the instance Tweety, canbe specied by the instance frame #!Tweety.Categories can have members, which are termed \instances" of the category. For example, thecategory Canary may have Tweety as one of its instances. In other words, Tweety is an elementof the set of all canaries. Category membership is indicated by the \instance of" relation (seeSection 2.3.3). Certain properties (see Section 2.3.2) may be specied as common to all membersof a category. These properties are inherited by all members of a category and all member's of thecategory's subcategories (see Section 2.6).Category frames can be instances of categories too. For example, every category is by denitionan instance of the category frame #!Category, the set of all categories. Thus, category frame#!Bird will be an instance of category frame #!Category. Because it represents a set, frame#!Bird is still termed a \category frame", rather than an \instance frame". A frame can be aninstance of multiple categories. Instance frames are also referred to as Individuals, because theyrepresent individuals in the real world and every instance frame is an (by transitivity) instance ofthe category Individual, represented by the category frame #!Individual.2 A category can havesubcategories and supercategories, corresponding to subsets and supersets, respectively, of the setthe category represents. For example, category #!Bird might have supercategories #!Mammal and#!FlyingThing and subcategories #!Canary, #!Robin, etc. Category inclusion is indicated by the\is a" relation (see Section 2.3.3).An instance of a category is also an instance (member) of all of that category's supercategories(supersets). Thus if category #!Canary is an instance of category #!Bird, #!Tweety, an instanceof #!Canary, is also an instance of #!Bird (though this need not be represented explicitly { seeSection 2.6).Frames that are categories must be designated as such when they are dened. A frame desig-nated as a category may have instances. Instance frames cannot have instances of their own.Categories and instances are dened using the Parka new-category and new-instance com-mands, respectively. Certain categories are \special frames" which have particular signicance toParka. These are listed in Appendix B.2.2.1 Prototype InstancesTo facilitate querying about a category, a prototype mechanism has been added to Parka. Someinstance frames are prototypes. In fact, Parka automatically creates an special instance of each1A category in Parka represents the extensional denition of a concept, i.e. the set of all instances of the concept.2More specically, if x is a individual, the following assertion (#!everyInstanceOf s #!Individual) holdsautomatically. 11
category called a \prototype" and lls the category's #!prototype slot with this instance frame.Prototype instances are normally not accessed directly by the user. The user cannot make assertionsabout prototypes. They exist to provide a mechanism for querying about a category's instanceproperties: those properties common to all instances of the category (see Section 2.3.2).Prototype instance frames created by Parka have the prex \#!%P-". For example, when thecategory #!Canary is dened by a user, the prototype instance frame #!%P-Canary is created byParka and is made the value of #!Canary's #!prototype slot.
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2.3 Predicates and AssertionsPredicates and assertions are used to represent relationships among entities in the real world.Predicates dene a relation and assertions specify occurrences of the relation. For example, thepredicate hasColor might dene the \has color" relation that relates things to colors. The assertion(hasColor Canary Yellow) would be used to specify that canaries are (by default) yellow. Parkacurrently supports only binary predicates: a predicate that takes two arguments. An assertion for abinary predicate consists of the predicate plus two arguments, each of which is a category, instance,or predicate.Predicates are specied to Parka by predicate frames. For example, the predicate hasColor isspecied by the frame #!hasColor. Thus the terms \predicate" and \predicate frame" will oftenbe used interchangeably in this discussion. Predicate frames are instance frames: i.e., a predicateframe is an instance of some category frame such as #!InheritablePredicate. Predicate frames mayhave slots (like any other frame) and can inherit slot values from their category frames.Predicates are dened using the Parka new-pred command. Certain predened predicates are\special frames" which have particular signicance to Parka. These are described in appendix B.Assertions are specied to Parka using the Parka assert! command. An assertion (p f v)consists of a category/instance frame f , a predicate frame p, and a value v (see Section 2.4.1).Unlike categories, slots, and predicates, assertions are not represented internally in Parka as frames.32.3.1 Domain and Range of PredicatesAll (binary) predicates have a domain and range for the relation they represent. The domain isa category to which the rst argument of the predicate must be an instance of. The range is acategory to which the second argument of the predicate must be a subcategory or an instance of(see Section 2.4.1).For example, the predicate #!hasColor might have a domain of #!PhysicalObject and a range of#!Color. This means that the \has color" relation maps instances of #!PhysicalObject to instancesof #!Color. Thus the assertion (#!hasColor #!Canary #!Yellow) is legal and means that everyinstance of #!Canary has color #!Yellow (by default). The assertion(#!hasColor #!Canary #!Chair) is illegal because #!Chair is not an instance of #!Color.Predicate domain and ranges are specied using the Parka commands new-pred (i.e., when aslot is dened) or assert! (i.e., after a slot is dened).2.3.2 Category and Instance PredicatesCategory predicates are predicates whose domain includes set of all categories. Thus the rstargument of a category predicate is a category. Category predicates are used to represent propertiesof the set represented by the category. Since categories are sets (i.e., non-physical, mathematicalentities), they cannot have physical properties (e.g., color). For example, predicate #!numMemberscould be dened with domain #!Category and range #!IntegerValue. This means that the predicate3In other words, assertions are not reied in Parka. 13
is \dened" over all instances of the domain #!Category: i.e., the set of all categories. Thus theassertion (#!numMembers #!Canary 1000) could be used to represent the fact that the set ofcanaries has 1000 members.Instance predicates are used to represent properties common to all members of a set, ratherthan the set itself. Instance predicates do not have #!Category or a supercategory of #!Category(e.g., #!Thing) for their domains. For example, the predicate #!hasColor has a domain of #!Phys-icalObject. This means that #!hasColor is dened for all instances of PhysicalObject. Thus theassertion (#!hasColor #!Canary #!Yellow) could be used to represent the fact that every instanceof Canary is yellow (by default). In this case the predicate #!hasColor applies to members of theset, rather than the set itself.Category and instance predicates are handled dierently by the IDO inheritance mechanism(see Section 2.6).2.3.3 Instance-Of and Is-ATwo predicates, instanceOf and isa, deserve special attention because they are treated speciallyduring IDO inheritance (see Section 2.6.1). Assertions containing these predicates along with thecategories and instances in the KB form the \Is-A Hierarchy" of a KB.The predicate#!instanceOf represents the set-membership relation. Assertions for#!instanceOfhave the form (#!instanceOf x y), where x is an instance frame and y is a category frame, andmeans that the individual represented by x is an element of the set represented by y. x is calledan \instance", \member", or \element" of y. y is called a \category" of x. Note that x may be aninstance of more than one y.The predicate #!isa represents the subset relation. Assertions for #!isa have the form (#!isax y), where x and y are category frames, and means that the set represented by x is a subset ofthe set represented by y. x is called a \subcategory", \subset", or \is-a child" of y. y is called a\supercategory", \superset", or \is-a parent" of x. Note that x may be a subcategory of more thanone y.2.3.4 Predicate (Slot) InversesThe inverse mechanism in Parka saves the user from having to make some assertions. For example,the user could dene a predicate #!father= with domain #!Animal and range #!Male. Then, onecould state that Sweety's father is Tweety with the assertion (#!father= #!Sweety #!Tweety).Suppose one has also dened #!fatherOf, the inverse predicate of #!father=. Rather than theuser also having to assert (#!fatherOf #!Tweety #!Sweety), the system will do so automaticallyif #!fatherOf is specied as inverse of #!father=. Note that the domain of #!fatherOf should bedened as #!Male and the range as #!Animal (the opposite of #!father=).To specify that a predicate frame p1 is the inverse of predicate frame p2, one must assert(#!inverse p2 p1) after both p1 and p2 have been dened. A predicate may be its own inverse: i.e.,p1 and p2 can be the same frame. A predicate may not have more than one inverse. Note thatp1 is a many-to-one relation, then its inverse p2 should be dened as a one-to-many relation byspecifying a cardinality of #!MultiValue (see section 2.4.1).14
Note that the system explicitly asserts an inverse of an assertion when that assertion is madeby the user (i.e, at update time). It does not compute the value of the inverse slot at query time.An additional example of slot inverses is given in the example in Figure 2.4.2.3.5 Superpredicates (Superslots)The superpredicate mechanism in Parka saves the user from having to make some assertions. Forexample, the user could dene a predicate #!father= with domain #!Animal and range #!Male.Then, one could state that Sweety's father is Tweety with the assertion (#!father= #!Sweety#!Tweety). Suppose one has also dened #!parent=. Rather than the user also having to assert(#!parent= #!Sweety #!Tweety), the system will do so automatically if #!parent= is specied asa superpredicate of #!father=. Note that the domain of #!father= should be dened as #!Animaland the range as #!Animal (where #!Male is a subcategory of #!Animal).To specify that a predicate frame p1 has predicate frame p2 as its superpredicate, one mustassert (#!superSlot p1 p2) after both p1 and p2 have been dened. A predicate may have more thanone superpredicate.Note that the system explicitly asserts the \superslot" assertion when the \subslot" assertionis made by the user (i.e., at update time). It does not compute the value of the superslot at querytime. An additional example of slot inverses is given in the example in Figure 2.4.2.3.6 Inheritance Methods and PredicatesThe slots for certain predicates may be inheritable. Parka's built-in inheritance methods includeinferential distance ordering (IDO), transitivity, transfers-through, composition, and no inheritance.They are described in section 2.6. Each inheritable predicate has an inheritance method associatedwith it that is used to compute inherited slots for that predicate.The value of a predicate's #!toCompute slot, v, species the inheritance method for that pred-icate. The inheritance method associated with predicate p is typically specied implicity when p isdened using the new-pred command. new-pred allows the user to specify value c for its optional:instance-of parameter. Thus p will be an instance of category c, where the default value for c is#!InheritablePredicate, and p will inherit a particular value for v from c as shown in the followingtable:Inheritance Method Category (c) toCompute Value (v)IDO InheritablePredicate #!IDOinheritanceTransitive TransitivePredicate #!ComputeTransitiveTransfersThrough TransfersThroughPredicate #!ComputeTransfersThroughComposition CompositePredicate #!ComputeByComposingNone DoesNotInheritPredicate #!NoInheritance15
2.4 Frames and SlotsFrames are the basic high-level data structures in Parka. Categories, instances, and predicates arespecied via category frames, instance frames, and predicate frames, respectively. A frame mayhave slots, which correspond to assertions made about the frame.Category, instance, and predicate frames are created by the Parka commands new-category,new-instance, and new-pred, respectively.2.4.1 SlotsSlots consist of a predicate and a value and correspond to assertions made about a frame. For eachassertion (p f v), a p slot is created for frame f with value v. Assertions are made using the Parkacommand assert!. Making an assertion lls a slot with a value.Explicit Slot ValuesExplicit values for slots are those specied by the user via assertions. The simplest type of slotvalue is a single frame or immediate value. Immediate values may be numbers, boolean values,strings, and symbols. Numbers may be of type integer or oat. Boolean values are T (true) or NIL(false).The type of value allowed for a slot is specied by the range value for the slot's predicate. If therange is a non-special frame the value of the slot must be a frame that is transitively a subcategoryor instance of the range. For example, if predicate #!hasColor has range #!Color, the #!hasColorslot of any frame must be lled with a frame that is (transitively or directory) a subcategory or aninstance of #!Color such as #!Yellow.The following special frames are used as range values for predicates whose slots can have im-mediate values:Boolean #!BooleanValueFloat #!FloatValueInteger #!IntegerValueString #!StringValueSymbol #!SymbolValueFor example, to specify that a person's last name has an immediate value of type string, onewould dene the range of predicate #!lastName= as #!StringValue.Multiply-Filled SlotsSome predicates can be dened so that there can be multiple assertions for the predicate for a givenframe. In other words, the slot for that predicate for a given frame can be lled with multiple values.For example, to specify that the U.S. Flag has the colors red, white, and blue, one could dene thepredicate#!hasColor with a range of#!Color and multiple cardinality (the value of#!cardinality for16
#!hasColor is #!MultiValue instead of#!SingleValue, the default). Once #!hasColor is dened, onemay then make the assertions: (#!hasColor #!US-Flag #!Red), (#!hasColor #!US-Flag #!White),and (#!hasColor #!US-Flag #!Blue). This will ll the #!hasColor slot for #!US-Flag with the 3frame values: #!Red, #!White, and #!Blue.A slot can also be lled with multiple immediate values, if the predicate's range is denedappropriately (see the previous section).Set-Valued SlotsIt is possible to have a slot lled with a set (the Lisp data type list). Elements of the set mustbe in the range of that slot's predicate. One can have a set of frames or a set of immediate values.All elements of the set must be in the same range set. Set-valued slots dier from multiply-lledslots in that the set is treated as an atomic object by Parka. Parka cannot \look" inside a set whenprocessing a query.For example, one could dene #!color-set= to have range #!Color and slot format of #!SetFor-mat. This means that one could then assert (#!color-set= #!US-Flag (#!Red #!White #!Blue))The dierence between this and the example of the previous section is that here we have 1 value(a set) for #!US-Flag's #!color-set= slot versus 3 values (each individual frame) for #!US-Flag's#!hasColor slot. In the latter case, we can query about the particular values in the set.To specify a slot can be lled with a set, one asserts (#!slotFormat p #!SetFormat), where p isthe predicate frame of the slot.Vector-Valued SlotsIt is possible to have a slot lled with a vector (the Lisp data type vector). Elements of thevector must be in the range of that slot's predicate. One can have a vector of frames or a vectorof immediate values. All elements of the vector must be in the same range set. Vector-valued slotsdier from multiply-lled slots in that the vector is treated as an atomic object by Parka. Parkacannot \look" inside a vector when processing a query. They dier from set-valued slots in thatthe elements of the vector are assumed to be ordered.For example, one could dene #!actions= with to have range #!Action and slot format of#!VectorFormat. This means that one could then assert (#!actions= #!Jane #(#!Hop #!Skip#!Jump)).To specify a slot can be lled with a vector, one asserts (#!slotFormat p #!VectorFormat),where p is the predicate frame of the slot.
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2.5 Other Language Features2.5.1 Update MethodsUnlike previous versions of Parka, Parka 3 is capabable of limited forms of procedural attachment.Users can specify a (Lisp) function to be run under the following conditions: before an assertion is performed (a before-asserting method) after an assertion is performed (an after-asserting method) before an assertion is retracted (a before-retracting method) after an assertion is retracted (an after-retracting method)Functions must take three arguments: the predicate and the two arguments of an assertion. Foron-asserting methods, the function is run only if the assertion has not already been explicitly madein the current KB. For on-retraction methods, the function is run only if an assertion has beenexplicitly made in the current KB. A particular predicate may have multiple methods for each ofthe above types associated with it.The following is an example of one use of an update method. This method (used internally byParka) causes an inverse assertion to be added when an assertion is made on a predicate for whichan inverse predicate was specied. For example, if the following method is specied for predicate#!foo with inverse #!bar, the inverse assertion (#!bar b a) will be made by the method when (#!fooa b) is initially asserted.(defun maintain-inverse/assert (pred arg1 arg2);; Assert (pred arg2 arg1 ctxt) for inverse(assert2 (pred-inverse pred) arg2 arg1))To specify a function for a method for a particular predicate, one must make an assertion of theform: (assert! '(pm p f)), where pm is a predicate specifying the type of method { #!before-AssertingMethods, #!afterAssertingMethods, #!afterDeletingMethods, or #!beforeDeletingMethods;p is the predicate frame that the method is being associated with); or f is the name (symbol) ofthe function (e.g., maintain-inverse/assert).
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Figure 2.4: A Sample Net for Transitive Inheritance (created using commands in Appendix D.2).If x is a member of y and y is a member of z, then x is a member of z by transitivity. Transitivemembership is represented using the predicate #!tmember=, with domain #!Group and range(one or more instances of) #!Person, and by the inverse predicate #!tmember-Of, with domain#!Person and range #!Group. Both #!tmember= and #!tmember-Of are specied as transitivepredicates. The predicate #!tmember= is specied as a superslot of predicate #!member= becausethe transitive member relation represented by the former subsumes the direct member relationrepresented by the latter. This is also the case with #!tmember-Of and #!member-Of.The following are some queries on the net in Figure 2.4 showing transitive inheritance via thepredicates #!tmember and #!tmember-Of. The query syntax is described in Section 2.7 (Note thatlines in the following dialog prefaced with \?" are the user's input to Lisp).; What are the (direct) members of the Bridge Crew?? (query! '(#!member= #!Bridge-Crew ?x))(((?X . #!Capt-Picard)) ((?X . #!Cmdr-Riker)) ((?X . #!Mr-Data))); What are the (direct) members of the Enterprise Crew?? (query! '(#!member= #!USS-Enterprise-Crew ?x))(((?X . #!Bridge-Crew)) ((?X . #!Dr-Crusher))); What are the (direct and) transitive members of the Enterprise Crew?? (query! '(#!tmember= #!USS-Enterprise-Crew ?x))(((?X . #!Capt-Picard)) ((?X . #!Cmdr-Riker)) ((?X . #!Mr-Data))((?X . #!Bridge-Crew)) ((?X . #!Dr-Crusher))((?X . #!USS-Enterprise-Crew))); What crew(s) is Riker a (direct) member of?21
? (query! '(#!member-Of #!Cmdr-Riker ?x))(((?X . #!Bridge-Crew))); What crew(s) is Rider a (direct and) transitive member of?? (query! '(#!tmember-Of #!Cmdr-Riker ?x))(((?X . #!USS-Enterprise-Crew)))2.6.3 Transfers-Through InheritanceThe transfers-through inheritance method allows some assertions to be inferred at query time. Onepredicate p1 can be declared to transfer through another predicate p2 (see Section 2.3.6). If framex lacks an explicit slot for p1, x has a slot for p2 lled by frame y, and y has value v for its p1 slot,then x will have the inferred value v as the value of its p1 slot.For example, if predicate #!lastName= is asserted to transfer through #!father=. This speciesthat last names are obtained from the frame lling the #!father= slot. #!Sweety has no slot for#!lastName= but has #!Tweety for its #!father= slot. #!Tweety has the string \Bird" as thevalue of its #!lastName= slot. Thus a value of \Bird" will be inferred for the #!lastName= slot of#!Sweety.2.6.4 Predicate Composition InheritanceThe predicate composition inheritance method allows some assertions to be inferred at query timethough the composition of other assertions. The user can specify that a particular predicate p iscomposed of one or more other predicates p1; p2; : : :pn (pi itself may be a composite predicate).For example, the predicate #!uncle can be dened as a #!CompositePredicate that is the com-position of the predicates #!parent and #!brother. Thus if the assertions (parent Tom Dick) (i.e.,Tom's parent is Dick) and (brother Dick Harry) (i.e., Dick's brother is Harry) hold, the assertion(uncle Tom Harry) will be inferred (i.e., Tom's uncle is Harry). A sample example of the commandsto dene predicate composition is in Appendix D.3.Other inheritance methods that run at query time (i.e., transfers-through, transitive, IDO) canuse composite predicates. For example, the slot value for some other predicate could be assertedas transferring through the preciate #!uncle.
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2.7 QueryingParka's query facility provides access to the assertions contained in the KB using Parka's parallelinference mechanisms.2.7.1 Simple QueriesSimple queries have the syntax (query! '(p x y)), where p is predicate frame; x is a frame orvariable; and y is a frame, immediate value, or variable. Parka query variables are Lisp structuresthat are specied by a \?" prex: e.g., ?foo, ?bar, etc. Immediate values are those described insection 2.4.1. The command query! returns NIL or a list of sets of bindings if argument x or yis a variable. Otherwise, query! returns NIL or the list (((T . T))). A set of bindings containsone binding for each variable in the query. Bindings are of the form: (v.z), where v is a variablespecied for argument x or y; and z is a frame or immediate value that is bound to v by thematcher.Thus the following types of queries can be issued depending on the type of arguments speciedfor (query! '(p x y)):Arg. x Arg. y Description1 frame frame or Does frame x have y llingimmed. value its p slot?2 frame variable What lls frame x's p slot?3 variable frame or Which frames have y llingimmed. value their p slot?4 variable variable Which frames have anythinglling their p slot?Queries of type in (1) and (2) are \bottom-up queries". Queries of type in (3) and (4) are \top-down" queries, which can be answered extremely quickly via Parka's parallel inference methods.The following are same queries corresponding to the above query types for the sample KB shownin Figure 2.2. (Note that lines in the following dialog prefaced with \?" are the user's input toLisp).;;; 1. Is Tweety yellow?? (query! '(#!hasColor #!Tweety #!Yellow))(((T . T))) ; answer is true;;; 2. What color is Tweety?? (query! '(#!hasColor #!Tweety ?y))(((?Y . #!Yellow))) ; answer is yellow;;; 3. What is yellow?? (query! '(#!hasColor ?x #!Yellow))(((?X . #!%P-Canary)) ((?X . #!Tweety)) ((?X . #!Sweety))); answer is the prototypical canary, Tweety, and Sweety;;; 4. What is colored? 23
? (query! '(#!hasColor ?x ?y)); ?X is the colored thing, ?Y is the color(((?X . #!%P-Canary) (?Y . #!Yellow))((?X . #!Tweety) (?Y . #!Yellow))((?X . #!Sweety) (?Y . #!Yellow))((?X . #!%P-Bird) (?Y . #!Brown)))In addition to simple queries, Parka supports conjunctive queries consisting of multiple simplequeries. These conjunctive queries are of two types: recognition queries and structure queries.2.7.2 Recognition QueriesRecognition queries are of the form \nd all frames x such that p1(x; y1) and p2(x; y2) and ...and pn(x; yn)", where pi is a predicate frame, x is a variable, and yi is a frame or immedi-ate value. Recognition queries have syntax: (query! '(:and (p1 x y1) (p2 x y2) ... (pnx yn)). Note that recognition queries have only a single variable (i.e., x). The elements (clauses)following \:and" can be in any order.The following query on the sample net in Figure 2.2 nds all things that are yellow and coveredby feathers:? (query! '(:and (#!hasColor ?x #!Yellow)(#!coveredBy ?x #!Feathers)))(((?X . #!Tweety)) ((?X . #!%P-Canary)) ((?X . #!Sweety)))This query correctly returns all canaries in the KB (including the prototypical canary).2.7.3 Structure QueriesStructure queries are similar to recognition queries. Unlike recognition queries, however, structurequeries can contain multiple variables. Structure queries are of the form \nd all subgraphs in thesemantic net (graph) of the KB that match a probe graph".The syntax for structure queries is (query! '(:and c1 c2 ... cn)), where ci is a \con-straint". Each ci has the form (pi xi yi), where pi is a predicate frame; xi is a variable; and yi is avariable, frame or immediate value. If yi is a frame or immediate value, ci is a \unary constraint".If yi is a variable, ci is a \binary constraint". Variables correspond to nodes in the probe graph(variables are not allowed for edges). Constraints correspond to edges in the probe graph. A unaryconstraint is an edge connecting a node corresponding to a constant to a node corresponding to avariable. A binary constraint is an edge connecting two nodes that correspond to variables.There are two special cases in which structure query constraint ci is not processed as a normalunary or binary constraint. If ci is (#!equal xi yi) and xi and yi are both (dierent) variables,then ci is interpreted to mean return all the sets of bindings where variables xi and yi are boundto the same values. If ci is (#!neq xi yi) and xi and yi are both (dierent) variables, then ci isinterpreted to mean return all the sets of bindings where variables xi and yi are bound to dierentvalues. 24

























bordersFigure 2.6: A Sample Probe Graph for Structure Querying.Note that the two sets of bindings are returned, one for each combination of bindings to ?can1 and?can (or ?state1 and ?state2).The constraints in a structure query can be specied in any order. Parka processes the unaryconstraints rst. Care should be taken to ensure that each variable has at least one correspondingunary constraint that denes its domain (e.g., (#!instanceOf x #!Foo)). Otherwise, the domain ofa variable defaults to#!Thing, which may result in longer query processing time and/or unintendedresults being returned.2.7.4 Built-in QueriesCertain frequently used queries can be issued using other query functions built into Parka. Thesefunctions are provided for convenience and are listed in Appendix A. For example, the queryfunction instances returns all instances of a frame. The following commands are equivalent (thoughthey dier in the format of their results):? (instances #!Canary)(#!%P-Canary #!Tweety #!Sweety)? (query! '(#!instanceOf ?x #!Canary))(((?X . #!%P-Canary)) ((?X . #!Tweety)) ((?X . #!Sweety)))26
Chapter 3The Parka System3.1 Knowledge-Base MaintenanceA Parka KB (or Parka \net") is built by rst initializing the KB via the init-parka command. Aninitialized KB will contain only the predened frames and assertions of the Parka base ontology(see Appendix B. The initialize KB is rooted at frame #!Thing.A user can dene frames and make assertions using the commands described in Appendix A. Auser can choose to save a KB via the Parka dump-kb command. This creates a binary le whichcan then be loaded later using the load-kb command. Loading a binary le is much faster thanloading a le of Parka KB denition commands.In the Macintosh Common Lisp version of Parka, a user can initialize a KB and dump/load abinary le from the Parka menu on the Lisp menu bar.Frames in a Parka KB can be viewed using the describe-frame command, which displayinformation about a frame textually, or the graphical frame browser described in the followingsection. The frame-apropos command can be used to search for a frame name using part of aname, or one may invoke the graphical frame-apropos dialog from the menu bar.1For additional KB commands, see Appendix A.
1Currently this menu option is only available in the Macintosh Common Lisp implementation of Parka.27
3.2 The Graphical BrowserThe Parka Browser is a graphical, hierarchical browser for viewing the Parka frame space. You cancreate many simultaneous browsers, each showing dierent parts of the KB. The browser systemoers several dierent ways of nding frames to browse, and several dierent ways of viewingbrowsable data.The graphical browser is currently supported only on the Macintosh Common Lisp version ofthe Parka front-end system.3.2.1 A Walk-ThroughChoose \New" from the \Browse" menu (shown in gure ). A default Parka Browser appears: athree-column browser rooted at #!Thing (the built-in root frame of any Parka KB). A snapshotof the browser is shown in gure . Each column in the browser represents a frame, the root (rst)frame being the leftmost colum. As you browse from frame to frame, new frames are added to theright, scrolling the columns to make room if necesssary (you can scroll back and forth through yourpast collection using the  and ! buttons at the bottom). If you like, you may t more columnsin the browser at one time by stretching the browser window.
Figure 3.1: A Snapshot of a Browser WindowA browser column lets you examine a particular frame and all the slots and data associatedwith it. A column consists of three items (from top to bottom): the frame's name, a list of slotsin the frame, and (if you've selected one of these slots) a list of values for the selected slot. Values28
can be pointers to other frames, or non-frame data like strings, numbers, vectors, sets, or CLOSmethods, and the list of values changes depending on the slot you select.When you select a value and that value is a pointer to a frame, this new frame appears inthe column to the right: you've \moved" to the frame. If the browser doesn't have enough spaceto display the new frame, it scrolls to the left to make room. This way the browser builds up ahistory of previously-visited frames. Each frame-column is related to its \parent" column (its leftneighbor) by the parent's selected slot and value. This hierarchy goes all the way back to the rootframe (often #!Thing) at the far left of the list. Figure 3.1 shows part of our Tweety ontology:#!Canary is an instance of #!Bird, #!Tweety is an instance of #!Canary, and "Bird" is the lastname of #!Tweety. The browser is rooted at #!Animal, which has been scrolled o the browser.Whenever you select a slot or value, the slot or value also appears in the text eld at the bottomof the browser. For example, in the browser in gure 3.1), the value "Bird" appears, because "Bird"was last item selected). Since the columns in the browser aren't very wide, this text eld helps youread slots or values wider than the width of a column.3.2.2 Getting More InformationThe ? button calls frame apropos on your current (rightmost) frame.The All button brings forward a Fred window displaying all the slot and value information inthe entire frame.3.2.3 Resetting BrowsersThe  button resets the browser, removes all the columns, and displays the root frame.To re-root an existing browser to its far-right column (its \current" frame), choose \Root TopFrame" from the \Browse" menu.To completely remove all browsers and associated browser windows, choose \Reset Browsers"from the \Browse" menu. This should be done whenever your Parka database accepted an actionwhich could create a data integrity problem with your existing browsers, such as adding any newslot or value, deleting a slot or value, etc.3.2.4 Choosing the Root for a BrowserThere are several ways to create browsers rooted at something other than #!Thing: Choose \By Global List" from the \New..." submenu of the \Browse" menu.This brings up a global list of all frames in the Parka database. Select a frame and press the\New" button, and a browser rooted at that frame appears. Choose \From Top Frame" from the \New..." submenu of the \Browse" menu.This brings up a new browser rooted at the frame in the far-right column of your currentbrowser. This does not remove your original browser.29
 Browse an item from Frame AproposThere's a \Browse" button in the Frame Apropos window. Pressing it will create a browserrooted at your current selection in the Frame Apropos window. Browse an item from a Query windowYou can browse constants and ground instances of variables in the Query window by choosing\Browse Binding" from the \Query" Menu.3.2.5 Changing the Browser's DisplayBy default, the browser sorts its lists and displays just slots local to the frame. To display nonlocalslots, deselect \Local" from the \Browse" menu. To display all lists unsorted (this is often muchfaster for large databases), deselect \Sorted" from the \Browse" menu. Note that selecting ordeselecting either of these options automatically chooses \Reset Browsers" (see above), since bothoptions could create data integrity problems with the browsers.Next to each slot in a slot list, the browser can display the number of values associated with theslot, or (if there's just one value for the slot) the value itself directly to the right of the slot. Thisfeature is convenient but often slow for large databases, so it's turned o by default. To turn thisfeature on, select \Display Info" from the \Browse" menu. This is a lazy feature, so frames willstart reecting this choice only when redisplayed (by creating them fresh or resizing the window).3.2.6 TidbitsDouble-clicking on a slot creates a new browser rooted on the slot itself.Double-clicking on a vector or set value pops up a list of elements in the vector or set. Fromthis list you may choose a value{if the value is a frame, the browser moves to that frame. This wayyou can browse not only frames but vectors and lists stored within them.Double-clicking on a non-vector, non-set value does the same thing as the All button describedabove.You can manipulate the browser using only keystrokes. Type text and the slot list or value listyou're currently working in will try to nd the closest match to your typing. You can also scrollthese lists using the " and # keys, or Page-Up, Page-Down, Home, and End. Choose elements inthem by typing Enter, Tab, Return, or !. Go back to previous lists by typing  .
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3.2.7 Browser CommandsAs an alternative to selecting items from the Browser Menu, a user or application program mayinvoke the browser through the following commands.new-browser (&optional (root #!Thing))Creates a new browser rooted at frame root.reset-browsers ()Resets and closes all browsers and associated windows.
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3.3 The Query WindowA Query Window provides an interface to creating and reading queries in Parka. It does this bypresenting query data as a network where nodes in the network are data (frames, strings, variables,etc.), and edges between the nodes are relationships (slot-values) between nodes. For example, ifwe wanted to ask (query! '(#!isa ?X #!Thing)), we'd create a node called ?X, a node called#!Thing, and an edge called #!isa connecting ?X to #!Thing.The Query Window is currently supported only on the Macintosh Common Lisp version of theParka front-end system.3.3.1 A Walk-ThroughRather than lay out all the features of the system immediately, let's do a walk-through tutorial onusing a Query Window.Our Example DatabaseFor our walk-through, we'll use a small subset of the Tweety net shown in Figure 2.2. Enter thefollowing into Parka before starting the walk-through:(new-category "Canary")(new-instance "Tweety")(new-instance "Sweety")(new-pred "father=" #!Canary #!Canary)(assert! '(#!instanceOf #!Tweety #!Canary))(assert! '(#!instanceOf #!Sweety #!Canary))(assert! '(#!father= #!Sweety #!Tweety))Before continuing, choose Reset Connection Cache from the Query menu. We'll explainwhy this is necessary later.Building a Simple QueryChoose New Query from the Query menu. The Query Window that appears has two parts: A query palette where you lay out your query graphically, A query list where the results for a query are shown.Creating a QueryClick in the query palette area to create a node in the graph. A data input window appears.Here you enter the name for the node. A node represents Parka data (a frame, variable, or otherdata) that you will relate to other data.In the data input window, type #!Canary and press Okay.32
The data input window accepts any lisp-readable form. If you want your node to be #!Thing,enter #!Thing in the window. If you want a variable, say, ?X, enter ?x in the window. All validParka data can be entered here: variable symbols, strings, lists (sets), vectors, frames, integers orother numbers.A node called #!Canary appears in the palette. The text is colored black, which indicates thatthe node represents a constant (a non-variable). A variable's text is colored red, and its name willappear without the initial question-mark.
Figure 3.2: Query Window with a Finished Simple QueryCreate another node in the graph, and name it ?Bird (a variable). Now option-drag from ?Birdto #!Canary. The ?connection input window appears, listing all the predicates the Parka querysystem knows about. From this list, choose #!instanceOf.Figure 3.2 shows the query you've created. The connection established between ?Bird and#!Canary is the same as saying (query! '(#!instanceOf ?Bird #!Canary)). The thicker end ofthe connection line indicates the frame, and the thinner end of the line indicates the value in theframe's slot.Submitting the QueryChoose Process Query from the Query menu. This submits the query we've created to Parkaand lls the query list with the results. In this case, we should get three results back (#!Tweety,#!Sweety, and #!Canary's prototype instance, #!%P-Canary).The list will show them along withthe original query (still the rst item in the list). The original query's name, \Query", changesto \Query = 3" to indicate that there were three results returned.33
Choose any of the three new results in the query list. The query palette's variable nodesautomatically get lled with the bindings for the result you picked. This way you can use theQuery Window not only to lay out and submit queries graphically, but to use the same system tovisualize them.Building a Conjunctive QueryAdd another node to the graph: ?Father (a variable). Don't worry if there are bindings displayedin your query palette; ignore them. If they bother you, choose the \Query = 3" to display justyour original query.Option-drag from ?Bird to ?Father, and label the connection #!father=. Also, option-drag from?Father to #!Canary, and label the connection #!instanceOf. Now choose Process Query fromthe Query menu. Figure 3.3 shows the query we've created.
Figure 3.3: Query Window with a More Complex QueryThis submits the query: (query! '(:and (#!instanceOf ?Bird #!Canary) (#!instanceOf?Father #!Canary) (#!father= ?Bird ?Father)). Clearly, there's only one set of bindings thatmatches this, so only one result is returned. Choose it, and see how the bindings ll in the nodes.3.3.2 Other FeaturesEditing a QueryYou can change the name of a node or connection by double-clicking on its name. To delete aconnection or node, click on it (selecting it and turning it blue), and press the Delete key. To34
delete all nodes and bindings in the window, choose Clear. To move a node, drag it with themouse. Lastly, you can reverse the order of a connection by clicking on the connection (selectingit and turning it blue) and choosing Reverse Connection. For example, this would change theconnection (#!isa ?X ?Y) to (#!isa ?Y ?X).Describing Parallel PredicatesIt might appear at rst glance that you can't create a query like (query! '(:and (#!foo ?X ?Y)(#!bar ?X ?Y))), since you can only draw one line between two nodes. However, it's perfectlyne to create two nodes, each labeled ?X. Connect one to ?Y for one predicate, and the other to?Y for the second predicate.File OperationsYou can save queries to disk with Save Query... and load queries from disk with Load Query...Previewing a QueryChoosing Preview Query will display (in a Fred Window) the actual Parka Query you've created.Choosing PreviewQuery and Results will display not only the query, but the results of executingthe query (if it can).Examining BindingsYou can browse a connection or the binding of a node by clicking on it (selecting it and turningit blue) and selecting Browse Binding. Likewise, you can examine the full contents of the nodein a Fred window with Examine Binding. You can also examine the contents by option-double-clicking on a node or connection.Adjusting the WindowIn addition to resizing and scrolling the Query Window, you can also change the amount of thewindow taken up by the Query list by carefully dragging on the border between the query list andthe query palette. To make the query list appear from the top of the window instead of from theleft, choose Flip Query Window.Predicates Not AppearingTo generate the connection input window, Parka must gather together all valid binary predicates.If there are a large number of these, gathering them may take quite a while, so the Query Windowcaches the results. If you add or delete predicates, this cache is no longer valid, so choose ResetConnection Cache to tell Parka to re-gather the predicates.35
Creating a Query Window Programmaticallynew-parka-query-palette (&optional (title size pos))Creates a new Query Window with the title title, of size size, and located at position pos.build-graphical-query (query-form)Creates an initial graphical query for query-form. query-form must be of the same style asrequired by query!
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Appendix AParka Version 3 CommandsA.1 Command Names (Commands Grouped Functionally) KB Modication{ new-category{ new-instance{ new-pred{ delete-frame{ assert!{ retract!{ set-range-constraint KB Querying (General){ query!{ local-slots{ inherited-slots{ legal-preds{ category-prototype{ category-p{ predicate-p{ xval-p{ frame-p{ frame-to-name{ name-to-frame{ num-frames 37
{ num-assertions KB Querying (Isa/InstanceOf Relations){ child-p, children{ parent-p, parents{ descendant-p, descendants{ ancestor-p, ancestors{ instance-p, instances{ instance-of-p, instance-of{ every-instance{ every-instance-of KB Querying (Predicates){ pred-domain{ pred-range{ pred-cardinality{ pred-format{ pred-to-compute{ pred-inverse{ pred-transfers-through{ on-asserting-methods{ on-deleting-methods Other{ variable{ variable-name{ variable-p KB Display{ describe-frame, describe-all-frames{ frame-apropos, frame-apropos-list KB Maintenance{ init-parka{ dump-kb{ load-kb 38
A.2 Command Syntax (Commands Listed Alphabetically)In the command descriptions below, the following argument type designators are used:catf Category Frameinstf Instance Frame (i.e., not a frame)predf Predicate Framef Any Frame (includes all of the above)ancestor-p (catf1 catf2)Returns T if catf1 is an ancestor (immediate or transitive supercategory) of catf2 (i.e., (query!'(#!ancestor catf2 catf1)) is true) or if catf1 is the same as catf2.ancestors (catf)Returns ancestors (immediate and transitive supercategories) of category catf (i.e., all framesx where (query! '(#!ancestor catf x)) is true). Ancestors include catf .assert! (assertion)Fills x's slot for pred with y. Returns NIL.Argument Type Descriptionassertion (pred x y) where pred is a predicate frame;x is a frame;y is a frame or immediate value.category-p (f)Returns T if f is a category frame (i.e., (query! '(#!instanceOf f #!Category)) is true).category-prototype (catf)Returns category prototype for catf (i.e., frame x where (query! '(#!prototypeOf x catf))is true).child-p (catf1 catf2)Returns T if catf1 is a child (immediate subcategory) of catf2 (i.e., (query! '(#!isa catf1catf2)) is true).children (catf)Returns children (immediate subcategories) of category catf (i.e., all frames x where (query!'(#!isa x catf)) is true).delete-frame (f)Deletes a frame f from the KB and all references to f (in assertions, etc.).39
descendant-p (catf1 catf2)Returns T if catf1 is descendant (immediate or transitive subcategory) of catf2 (i.e., (query!'(#!descendant catf2 catf1)) is true) or if catf1 is the same as catf2.descendants (catf)Returns descendants (immediate and transitive subcategories) of category catf (i.e., all framesx where (query! '(#!descendant catf x)) is true). Descendants include catf .describe-all-frames ()Print information about all frames in KB.describe-frame (f)Print information about f .dump-kb (le)Save KB to le file. Saves a binary-encoded data le.every-instance (catf)Returns immediate and transitive instances of category catf (i.e., all frames x where (query!'(#!everyInstanceOf x catf)) is true).every-instance-of (instf)Returns immediate and transitive categories of f (i.e., all frames x where (query! '(#!ev-eryInstanceOf instf x)) is true).frame-apropos (s)Print list of frames whose name contains s, a string or symbol.frame-apropos-list (s)Return list of frames whose name contains s, a string or symbol.frame-p (x)Returns T if lisp object x is a frame.frame-to-name (f)Returns the name (string) of f .inherited-slots (f)Returns list of (pred value(s)), for each slot that is inherited by f .40
init-parka ()Initialize KB (removes all user-dened frames and assertions).instance-of (instf)Returns immediate categories of instf (i.e., all frames x where (query! '(#!instanceOf instfx)) is true).instance-p (catf instf)Returns T if category catf has an immediate or transitive instance instf . (i.e., (query!'(#!instanceOf instf catf)) is true)instances (catf)Returns immediate instances of category catf (i.e., all frames x where (query! '(#!in-stanceOf x catf)) is true).instance-of-p (instf catf)Returns T if instf is a direct instance of category catf (i.e., (query! '(#!instance instfcatf)) is true).legal-preds (f)Returns list of predicates (frames) having domain frame d for which '(query! '(#!everyIn-stanceOf #!frame d)) is true.local-slots (f)Returns list of (pred value(s)), for each slot that is local to (i.e., not inherited by) f .name-to-frame (string)Returns the frame with name string if it exists. Else, NIL is returned.new-category (name &rest super-categories)Denes a new category frame.Argument Type Descriptionname string name for new framesuper-categories list of frames values for new frame's #!isa slotnew-instance (name &rest instance-of)Denes a new instance frame.Argument Type Descriptionname string name for new frameinstance-of list of frames values for new frame's #!instanceOf slot41
new-pred (name domain range &key cardinality instanceOf format assertions)Denes a new predicate frame.Argument Type Descriptionname string name for new framedomain catf domain for predicate (default: #!Thing)range catf range for predicate (default: #!Thing)cardinality frame cardinality for predicate:#!SingleValue or #!MultiValueinstanceOf catf category for predicate (default: #!InheritablePredicate)format frame slot value format for predicate:#!RegularFormat (default), #!SlotFormat, or #!VectorFormat)num-assertions ()Return number of assertions in KB.num-frames ()Return number of frames in KB.on-asserting-methods (predf)Returns list of on-asserting-methods for predicate predf .on-deleting-methods (predf)Returns list of on-deleting-methods for predicate predf .parent-p (catf1 catf2)Returns T if catf1 is a parent (immediate supercategory) of catf2. (i.e., (query! '(#!isacatf2 catf1)) is true)parents (catf)Returns immediate supercategories of category catf (i.e., all frames x where (query! '(#!isacatf x)) is true).pred-cardinality (predf)Returns the allowable cardinality (frame) for predicate predf .pred-domain (predf)Returns domain (frame) for predicate predf .pred-format (predf)Returns slot value format (frame) for predicate predf .42
pred-inverse (predf)Returns inverse predicate (frame) for predicate predf .pred-range (predf)Returns range (frame) for predicate predf .pred-to-compute (predf)Returns inheritance method (frame) for predicate predf .pred-transfers-through (predf)Returns predicate (frame) that inheritance for predicate predf transfers through.query! (form)Simple query (see section 2.7.1). Returns list of bindings or NIL.Argument Type Descriptionform (p x y) where p is a predicate frame;x is a frame or variable;y is a frame or immediate value or variable.query! ('(:and form1 form2 ... formn))Recognition query (see section 2.7.2). Returns list of bindings or NIL.Argument Type Descriptionformi (pi x yi) where p is a predicate frame;x is a frame or variable;yi is a frame or immediate value.query! ('(:and form1 form2 ... formn))Structure query (see section 2.7.3). Returns list of bindings or NIL.Argument Type Descriptionformi (pi xi yi) where p is a predicate frame;xi is a frame, variable,yi is a frame or immediate value or variable.(#!equal var1 var2) varj is a variable.(#!neq var1 var2) varj is a variable.retract! (assertion)Removes value y from x's slot for pred. Returns NIL.Argument Type Descriptionassertion (pred x y) where pred is a predicate frame;x is a frame;y is a frame or immediate value.43
set-range-constraint (pred lambda-expr &optional name)pred is a predicate frame and lambda  expr is a lambda expression.variable (s)Returns a Parka variable with name s, where s is a symbol. E.g., (variable 'foo) returns?FOO.variable-name (v)Returns the name (symbol) of a Parka variable structure v. E.g., (variable-name '?FOO)returns FOO.variable-p (x)Returns T if x, a Lisp objects, is a Parka variable structure. E.g., (variable-p '?FOO) returnsT.xval-p (predf f)Returns T if f is explicitly valued for predicate predf . Else returns NIL.
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Figure B.2: Metadata frames of Parka Base Ontology
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Appendix CDierences from Parka Version 2C.1 New Parka Features in Version 3 Predicates are now rst-class objects and are represented by frames. They have an associateddomain and range (Section 2.3) and optional update methods (Section 2.5.1). Slots for a predicate can have inverses and superslots (sections 2.3.4 and 2.3.5, respectively). Slots can have values that are inferred via transitivity or that transfer-through from anotherframe (sections 2.6.2 and 2.6.3, respectively). Slots can have multiple values (llers) (Section 2.4.1). Slots can have set or vector values (sections 2.4.1 and 2.4.1, respectively). #!instanceOf links related category members (instances) to categories. Category frames have automatically-created prototypes (Section 2.2.1).C.2 Version 2 Features Changed/Removed #!isa links now relate a category to its supercategories. #!instanceOf links are used forrepresenting category membership (previously #!isa links were also used for representingcategory membership). :restriction and :denitional tags for individual slots (assertions) are no longer allowed (insteadsee the domain/range specication for predicates in section 2.3). set-union and set-intersection are no longer supported. Aggregations are no longer supported (see Figure 2.4 for an example of how to representpartonomies in Parka 3). Slot (frame) names are now strings. 47
 Parka is now sensitive to the case of frame names (strings). The batch update mechanism is no longer necessary and has thus been removed.C.3 Commands ChangedVer. 2 Command Ver. 3 Commandall-slots local-slots, inherited-slotsancestor ancestor-p (instance-of-p)ancestors ancestors (every-instance-of)child-p child-p (instance-of-p)children children (instances)delete-isa retract!descendant descendant-p (instance-p)descendants descendants (every-instance)ll-slot assert!frame-name frame-to-nameframe-slot-value query!frames-with query!frames-with-all query!frames-with-some query!get-frame-slots local-slotsisa assert!make-category new-categorymake-instance new-instancenames-a-frame name-to-framename  >frame name-to-frameparent-p parent-p (instance-p)parents parents (instance-of)structure-retrieve query!unll-slot retract!The following Version 2 commands do not exist in Parka 3: individual-p xrest xrest-p with-batch-update 48
Appendix DSample Parka CommandsD.1 The Tweety ExampleThe following series of commands was used to create the KB shown in Figure 2.2.(init-parka)(new-category "PhysicalObject" #!Thing)(new-category "Animal" #!PhysicalObject)(new-category "Male" #!Animal)(new-category "Female" #!Animal)(new-category "Bird" #!Animal)(new-category "Canary" #!Bird)(new-category "Feathers" #!PhysicalObject)(new-category "Color" #!Thing)(new-instance "Yellow" #!Color)(new-instance "Brown" #!Color)(new-pred "hasColor" #!PhysicalObject #!Color #!MultiValue)(new-pred "coveredBy" #!PhysicalObject #!PhysicalObject)(new-pred "numMembers" #!Category #!IntegerValue)(new-pred "father=" #!Animal #!Male)(new-pred "fatherOf" #!Male #!Animal #!MultiValue)(assert! '(#!inverse #!fatherOf #!father=))(new-pred "parent=" #!Animal #!Animal)(assert! '(#!superSlot #!father= #!parent=))(new-pred "lastName=" #!Animal #!StringValue)(assert! '(#!transfersThrough #!lastName= #!father=))49
(assert! '(#!coveredBy #!Bird #!Feathers))(assert! '(#!hasColor #!Bird #!Brown))(assert! '(#!hasColor #!Canary #!Yellow))(assert! '(#!numMembers #!Canary 1000))(new-instance "Tweety" #!Canary #!Male)(assert! '(#!lastName= #!Tweety "Bird"))(new-instance "Sweety" #!Canary #!Male)(assert! '(#!father= #!Sweety #!Tweety))D.2 The Star Trek ExampleThe following series of commands was used to create the KB shown in Figure 2.4.(init-parka)(new-category "Group" #!Thing)(new-category "Person" #!Thing);; slots member and member-Of are inverses(new-pred "member=" #!Group #!Thing #!MultiValue) ; member=(group,mbr*)(new-pred "member-Of" #!Thing #!Group #!SingleValue) ; member-Of(mbr,group);; transitive versions of above slots (slots tmember and tmember-Of are inverses)(new-pred "tmember=" #!Group #!Thing #!MultiValue:instance-of #!TransitivePredicate) ; tmember=(group,mbr*)(new-pred "tmember-Of" #!Thing #!Group #!SingleValue:instance-of #!TransitivePredicate) ; tmember-Of(mbr,group)(assert! '(#!inverse #!tmember-Of #!tmember=))(assert! '(#!inverse #!member-Of #!member=)); tmember= is a superslot of member=(assert! '(#!superSlot #!member= #!tmember=)); tmember-Of is a superslot of member-Of(assert! '(#!superSlot #!member-Of #!tmember-Of))(new-instance "Capt-Picard" #!Person)(new-instance "Cmdr-Riker" #!Person)(new-instance "Mr-Data" #!Person)(new-instance "Dr-Crusher" #!Person)(new-instance "Bridge-Crew" #!Group)(new-instance "USS-Enterprise-Crew" #!Group)(assert! '(#!member= #!Bridge-Crew #!Capt-Picard))(assert! '(#!member= #!Bridge-Crew #!Cmdr-Riker))(assert! '(#!member= #!Bridge-Crew #!Mr-Data))50
(assert! '(#!member= #!USS-Enterprise-Crew #!Bridge-Crew))(assert! '(#!member= #!USS-Enterprise-Crew #!Dr-Crusher))D.3 An Example of Predicate CompositionThe following series of commands was used to dene a composite predicate #!uncle, discussed insection 2.6.4.;; Make some categories to define family relations on:(new-category "Person");; Define parent predicate. Note that father and mother;; are subslots of parent:(new-pred "parent" #!Person #!Person:cardinality #!MultiValue:instance-of #!BinaryPredicate);; Define brother predicate(new-pred "brother" #!Person #!Person:cardinality #!MultiValue:instance-of #!BinaryPredicate);; Define uncle predicate. We have to make it an instance;; of #!CompositePredicate in order to be able to compute;; it by composition:(new-pred "uncle" #!Person #!Person:cardinality #!MultiValue:instance-of #!CompositePredicate);; This is how the composition is defined. We put the;; (vector) value #(#!parent #!brother) on the #!composePreds;; slot of the predicate #!uncle.(assert! '(#!composePreds #!uncle #(#!parent #!brother)));; Make some people. These happen to be in my family:(new-instance "Tom" #!Person)(new-instance "Dick" #!Person)(new-instance "Harry" #!Person);; Assert family relations. 51
(assert! '(#!parent #!Tom #!Dick))(assert! '(#!brother #!Dick #!Harry));; Some sample query results:(query! '(#!uncle #!Tom ?uncle));; => (((?UNCLE . #!Harry))))(query! '(#!uncle ?who #!Harry));; => (((?WHO . #!Tom)))
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