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Abstract:
A software process is defined as a description of various steps that must be carried
out by process agents to pursue the goals of software engineering. To support a software
process, a model must first be built which specifies how the software engineering activity
is to be carried out, the roles and task assignments involved, the resources consumed, the
tools used, the input and output needed for the tasks, the product developed, as well as
the communication mechanism between tasks and roles.
Process Modeling Languages (PMLs) are languages used to express software process
models. Process Centered Software Engineering Environments (PSEEs) are the
environments used to define, modify, analyze and enact a process model.  While both
PMLs and PSEEs are important, it is the characteristics of PMLs that are the focus of this
article, which leads to a taxonomy different from that presented in other work primarily
with the inclusion of important human dimension issues (e.g awareness support) from
Computer Supported Cooperative Work (CSCW).
Keywords: Software Engineering Support, Software Process Technology, Second
Generation Process Modeling Languages
1.0 Introduction
A software process is defined as a description of various steps that must be carried
out by process agents to pursue the goals of software engineering. To a support software
process, a model must first be built which specifies how the software engineering activity
is to be carried out, the roles and task assignments involved, the resources consumed, the
tools used, the input and output needed for the tasks, the product developed, as well as
the communication mechanism between tasks and roles.
Naturally, the software processes used to engineer software have a direct impact on
the software product. Hence, it is desirable to be able to exercise control over the
software process involved. Through process enactment, which supports execution of the
model, the software process guides the human agents, enforces rules and regulations, and
automates iterative and non-interacting tasks. Process Modeling Languages (PMLs) are
languages used to express software process models. Analogous to software engineering
environments, Process Centered Software Engineering Environments (PSEEs) are the
environments used to define, modify, analyze and enact a process model.
Since Osterweil’s article, “Software Processes are Software Too” [20], which foresaw
the similarities between software processes and software, there have been many PMLs
proposed in the literature. A survey of all PMLs is beyond the scope of this article but can
be found in [8], [14] and [16].
While there have been many PMLs developed over the last decade, no single PML
has become dominant as the de facto standard for the modeling of software processes.
We believe that PMLs could form a vital feature of future software engineering
environments. Therefore, it is appropriate to classify the salient characteristics of existing
PMLs, and to identify potential areas of omission, the rectification of which could
improve the applicability of PMLs. Although, our work places stress on second
generation1 PMLs, our analysis is equally applicable to first generation PMLs.
Unlike the classifications from Huff [16] and Ambriola [1], which suffers from
inclusion of details which concern the PSEE and implementation details of each PML,
this article attempts to derive a simpler classification of the salient features of just the
PML itself.
In the following sections the article discusses the related issues of software process
support for Software Engineering activities. Section 2.0 discusses the classification of
PMLs. Section 3.0 extracts the salient characteristics of existing PMLs. Section 4.0
presents the taxonomy of second generation PMLs. Section 5.0 discusses the results of
the taxonomy and concludes the article.
                                         
1 Generally speaking, second generation PMLs, as noted by Sutton and Osterwiel [25], are those published
after 1996.
2.0 Classifications
In software engineering the term programming language has a generally accepted
interpretation and relates to a specific part of the software development lifecycle.
However, when the term PML is used in context of software processes a much wider set
of interpretations can be taken, covering the spectrum of the process lifecycle from
specification to design and even implementation.
Following the observation that modeling of software process is achieved through a
process lifecycle similar to the software development lifecycle, Ambriola [1] suggested a
classification of PMLs into 3 categories namely Process Specification Languages (PSL),
Process Design Languages (PDL) and Process Implementation Languages (PIL). Clearly,
the categories identify the part of the process lifecycle that a PML support. PSLs,
typically formal languages, are languages used in the specification phase of the process
model. PDLs are languages used to support the design phase of the process model. PILs
are languages, typically analogous to the programming languages, which are used to
support the implementation phase of the process model.
Even though the classification according to the lifecycle is useful, it is difficult to
classify existing PMLs into well-defined groups. For instance, some PMLs w uld be
classified as PSLs (e.g. Peace PML [2]), yet behave like PILs (i.e. support process
enactment). In other cases, some PILs also support process design phase (e.g. APPL/A
[24]).
While Ambriola’s classification usefully identifies important stages in the
development of a process model, a more operational view of PMLs suggests a different
categorisation centred around the issue of the enactment of the process model specified in
a PML. It would seem appropriate to consider the enactment support for the classification
of PMLs since a software process can only guide, enforce and automate software
engineering activities through process enactment. Specifically, process enactment support
can be classified as:
· Non-enactable
This classification encompasses PMLs  which supports only process
understanding and not process enactment. Most PMLs in this category were
derived from languages that are already in used in other areas of engineering, and
typically provide constructs that enable only the specification of a software
process.
· Simulated
Simulated PMLs enables a high-level simulation of the process model, which
normally aids in the design new software processes, but does not provide fine-
grained guidance or control of the software process.
· Enactable
Enactable PMLs permits the process model specified using that PML to be
enacted to actively guide or even to control a software process.
The following subsection group second generation PMLs according to the
classification presented in the preceding paragraphs and briefly describe some of their
main features.
2.1 Non-enactable PMLs
Table 1.0 lists PMLs in the non-enactable group in chronological order of major
publication.
PML Year
UML 1999
UPM 2000
Table 1.0: Non-enactable PML
 
Discussion
Unified Modeling Language (UML) [23] is a language that is normally used for
object oriented software design. However, Franch and Ribo [12] reported an approach of
modeling the static part of software processes using an extended meta-model of UML,
essentially providing a conceptual model that defines the elements participating in a
software process model. This work influenced the design of PROMENADE [20].
PROMENADE will be discussed in the enactable PML group.
Unified Process Modeling Language (UPM) [19] is a PML developed by the OMG
specifically to aid understanding of software process. It shares some of its constructs with
UML. UPM uses almost exclusively a UML-like activity diagram with some extended
notation to aid in modeling of software process.
2.2 Simulated PMLs
Table 2.0 lists PMLs in the simulated group in chronological order of major
publication.
PML Year
SDL 2000
Table 2.0: Simulated PML
Discussion
Specification and Design Language (SDL) is a formal language for specifying and
describing real-time communication systems composed of concurrent processes. In
contrast to most formal languages, SDL has a graphical representation in addition to a
textual representation. The top abstraction level of system, whose behaviour i  control by
the system specification, is hierarchically structured as a set of interrelated diagrams
mainly consisting of blocks. Blocks contain one or more SDL processes, which are
instantiations of SDL process types. SDL processes are allowed to communicate among
themselves and the system environment. Podnar [21] reported experience from modeling
a software maintenance process in a large telecommunication company using SDL. In
their work, software process elements, consisting of role, artifact and tools, are modeled
as SDL process types. An activity is modeled with a particular role in SDL process type.
During simulation, the role, artifact, tools, and activity are instantiated as process
instances. A team is modeled as a block that consists of process instances. The resulting
software maintenance process produced was simulated and verified using SDL
Development Tool (SDT).
2.3 Enactable PMLs
Table 3.0 lists PMLs in the nactable group in chronological order of major
publication.
PML Year
JIL 1997
CSPL 1997
EVPL 1998
APEL 1998
PROMENADE 2000
Table 3.0: Enactable PML
Discussion
JIL [25], the APPL/A successor [24], emphasizes two elements:
· Process Steps
· Control Paradigms and Exception Handling
In JIL, a step in a software process provides an abstraction for an individual process
step. JIL control paradigms recognize proactive and reactive control, integration of
pre/post-conditions and the ability to loosely rganised an incomplete process model.
Proactive control allows one or more process steps to be imperatively programmed in a
JIL step. Reactive control reacts on stimuli or events by executing one or more process
steps. JIL’s reactive control recognizes 4 types of events related to product state, process
state, resource state and exceptions.
Concurrent Software Process Language (CSPL) [7] is a PML that shares most of its
syntax with ADA95. CSPL adopts a unique approach by integrating ADA95 for its
modeling support with UNIX shell scripts for its enactment support. Beside the usual
ADA95 syntax, CSPL adds special language constructs to model software processes
consisting of:
· Work assignment statement
· Communication-related statements
· Role unit
· Tool unit
· Relation unit
Work assignment statement allows the assignment of work to multiple developers.
Communication-related statements allow the synchronization of tasks. The role unit
defines the mapping of a role to the developers. The tool unit specifies the tools needed to
complete the tasks. Finally, the relation unit allows modeling of dependency between
artifacts (e.g. mainly source codes).
Extended Visual Planning Language (EVPL), a PML for Serendipity [15], is derived
from Swenson’s Visual Planning Language (VPL). VPL was originally developed to
model a process and plan work for multiple collaborating users in a CSCW community.
EVPL extends VPL with new visual notations such as identifiers for process stages,
representation of roles, artifacts and tools, usage connection between process stages and
roles, and various usage annotations to indicate work contexts. Software processes are
modeled in EVPL as work plans with a retrievable history of work. A work plan consists
of various stages with indication of roles, artifacts and tools used. An EVPL work plan
captures the work context for the tasks in the form of tools and artifacts used in each
stage, and the communication and coordination needed between stage roles.
APEL [10] is a visual language designed to model a software process and can be
enacted by two commercial process engines, ADELE [4] and Process Weaver [11]. In
APEL, a software process is described using Object Modeling Technology (OMT)
diagrams, data flows, control flows, workspaces and cooperation, roles, and state
transition diagrams. APEL provides support for the Goal Question Metric (GQM) model
from the Quality Improvement Paradigm (QIP) [3]. GQM is an approach for goal-
oriented measurement of software projects, which supports measurement of products and
processes to help evaluate process improvements. The GQM plan actually consists of a
goal, questions related to the process model achieving the goal, and metrics to quantify
the questions
Process Oriented Modeling and Enactment of Software Developments
(PROMENADE) [22] concepts and techniques have been influenced by UML.  As a
result, most of the PROMENADE syntax and diagrams are borrowed from UML,
although Ribo and Franch claims that PROMENADE places more emphasis on
standarization, expressiveness and modularity. In PROMENADE, a UML meta-model is
extended to allow modeling of both the static and the dynamic aspects of software
processes. The static aspect of software processes is given by mean of a conceptual
model that defines the elements that participate in a software process model. The
dynamic aspect of software processes consists of the way in which model is enacted (e.g.
the ordering of tasks). The process of building a software process model in
PROMENADE mainly consists of creating instances of the extended UML meta-model
class. To model the dynamic behaviour of the software processes, PROMENADE
introduces both proactive control-flow (e.g. enactment of some actions according to pre-
establish plan) and reactive control-flow (e.g. enactment of some actions in response to
events).
3.0 PML Characteristics
This section identifies the salient features of existing PMLs. While building upon the
work of Ambriola[1] and Lonchamp[17], our approach differs primarily in the inclusion
of the human dimension issues from CSCW as a new element of the comparison, as well
as highlighting new features that second generation PMLs have introduced.
There are five important characteristics of a PML:
· Modeling Support
As the basic minimum, a PML must be able to represent the four basic
process elements namely activity, artifacts, roles and tools. The
communication mechanisms between roles and tasks are also important since
some tasks, such as sending hand-carried confirmation of a decision, simply
could not be automated. In addition, a PML must also provide support for
abstraction and modularization for engineering the construction of models.
In summary, the categories for PML modeling support are:
 i. Representation of prescribed activity, which consists of one or many
process steps2 running in parallel with each other.
 ii. Representation of artifacts and their dependencies.
 iii. Representation of roles and their rights in each process step.
 iv. Representation of the external tools required to complete the process
step.
 v. Representation of communication mechanism between tasks and roles.
 vi. Abstraction and modularisation for engineering the construction of
models (e.g. supporting reusability).
· Enactment Support
There are two major issues concerning PML enactment support:
 i. Enactment support in a distributed environment. Typically, software
processes coordinate team efforts in a physically distributed
environment. In fact, there is a growing need to support process
enactment across rganisational boundaries.
 ii. Enactment support for incompletely specified software process models.
In some cases, it is desirable to enact an incomplete software process
model, which may be part of a larger process without having to wait for
the overall model to be completed, allowing incremental construction of
models.
· Evaluation Support
If a PML, through process enactment of model, is being used to guide or
enforce software engineering practice, it is vital that issues of importance are
measured in some way so that evaluation of the process can take place. Thus a
PML ought to provide relevant software metrics [13], although little work is
reported in the literature apart from the use of QIP [3].
In summary, the sole category for PML evaluation support is:
 i. Collection of “enactment data”.
· Evolution Support
Enactment of a software process model is typically long-lived. It is
sometimes necessary to evolve a software process model before the enactment
                                         
2 A process step is an atomic action of a process that has no externally visible substructure (e.g. the smallest
indivisible step for a process)
has terminated. One reason may be that the software process model itself is
faulty. A more comprehensive discussion on the need for supporting process
evolution is beyond the scope of this article and can be found in the work by
Madhavji [18].
Typically, evolution of any software process model involves a meta-
process, which is analogous to a software process.  The meta-process guides
the evolution of the software process model itself. Hence, a meta-process
guarantees that no ad-hoc changes can be imposed on software process model.
Process evolution support can be either on the fly or as advanced changes
[1]. On the fly changes means that software process evolution is achieved
during process enactment. Advanced changes employ a more traditional
method where the process program is edited separately from the enacting
model. As soon as the evolution is complete (e.g. including its testing phase),
the current enacting process model is terminated and replaced by the new one.
Naturally, in the case of advance changes, the facility to start and stop process
enactment must be present.
While on the fly changes seem to be more elegant than advanced changes,
on the fly changes seems to contradict the fact that evolution of software
process model itself must be guided through a meta-process (e.g. undergoing
testing phase). Reflection has been suggested as a mechanism for supporting
on the fly changes [8][17]. Advanced changes can be supported by using built
in reactive control support, essentially react on events such as changes in the
state of products, process and resources [25] or build-in resume block
instructions [7].
The key characteristic of a PML supporting process evolution is to provide
the mechanism for software process model to resume where the previous
execution left off and to recover previous states of products or artifacts,
process activities, and resources. Such a requirement is necessary since
enactment of any software process model must never be restarted from
scratch, one reason being that some steps may not be repeatable.
In summary, the categories for the PML evolution support are:
 i. Meta-process support.
 ii. Process evolution support (either on the fly or as advanced changes).
· Human Dimension Support
Software engineering involves coordinating people doing collaborative
work. Hence, a PML requires facilities to express the human dimension issues
of supporting collaborative work. In the past, the human dimension issues
have been mainly centered on the resulting software process model and less
on the PML. Concern has revolved around finding the balance between
guiding human agents and avoiding the danger of prescribing human
creativity. Current trends in the way people work and the time and distance
boundaries between geographically dispersed organisations suggest that new
PMLs ought to incorporate much more in the way of support for the human
dimension. Issues that have been identified by research into CSCW [13] are
particularly appropriate.
The categories for PML human dimension support are as follows:
 i. Visual notational support. Introducing a visual notation for the PML can
hopefully create an easy to use yet expressive language. It is generally
accepted that a language that employs visual notations is easier to use
than its textual counterpart.
 ii. User awareness support. It is generally established in the CSCW
community that user awareness is an important issue supporting
collaborative work especially involving security and rights of each
collaborator accessing certain classified information.
 iii. Process awareness support. As user awareness helps collaborators be
aware of each other, process awareness helps collaborators be aware of
the processes not only involving themselves but also others. Process
awareness also includes the awareness of each other’s tools needed to
complete the tasks. Generally, awareness of the each other’s process can
help improve process support.
 iv. Process visualisation support. Process visualisation allows multiple
views of the same process from different perspectives. A project
manager’s view (e.g. managing human agents), for instance, is different
from a programmer’s view (e.g. managing artifacts). Furthermore,
process visualisation enhances process understanding.
The next section discusses the taxonomy of PMLs using the characteristics outline in
this section.
4.0 Taxonomy of second generation PMLs
This section presents an alternative description of existing PMLs by using the
characteristics outline in the previous section. The taxonomy presented in Table 4.0 is the
result. The table highlights those features that are common to PMLs, and those that are
not, and suggests areas for research into PMLs that address new combinations of features.
In particular, the present-day lack of support for the human dimension suggests a
particular area of research that we intend to investigate further, which is discussed in the
next section.
Second Generation Process
Modeling Languages
LEGENDS
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PML Characteristics
Representation of prescribed and
parallel activity
Ö Ö Ö Ö Ö Ö Ö Ö
Representation of software artifactsÖ Ö Ö Ö Ö Ö Ö Ö
Representation of roles Ö Ö Ö Ö Ö Ö Ö Ö
Representation of tools Ö Ö Ö Ö Ö Ö Ö Ö
Representation of communication
mechanism between tasks and roles
x x Ö Ö Ö
Modeling
Support
Support for modularisation and
abstraction
Ö Ö Ö Ö Ö Ö Ö Ö
Enactment support in a distributed
environment
x x x Ö Ö Ö ÖEnactment
Support
Enactment support for incompletely
specified software process model
x x x Ö Ö Ö
Evaluation
Support
Collection of “enactment data”
support during process enactment
x x x Ö x x x x
Meta process support x x x Ö Ö ÖEvolution
Support Process evolution support either on
the fly or in advanced changes
x x x Ö Ö
Visual notational support Ö Ö Ö Ö Ö x x Ö
User awareness support x x x x x x x Ö
Process awareness support x x x x x x x x
Human
Dimension
Support
Process visualisation support x x x x x x x x
Table 4.0: Taxonomy of second generation PML
5.0 Discussion
While human dimension issues have been one of the major concerns in CSCW, we
believe that these issues have not been sufficiently dealt within software process
community. In general, as software engineering involves creative activity, the main
concern of supporting the human dimension issue has been to avoid being too
prescriptive and proscriptive in process steps in the resulting software process model.
x
x
Ö
Nevertheless, it would seem appropriate that the human dimension issues should be
supported by a PML covering aspects such as visual notation, user awareness, process
awareness and process visualization, as discussed in Section 3.0.
Collaborative Virtual Environments (CVE), a subset of CSCW, may be a technology
that PMLs can exploit to address human dimension issues, particularly on the physical
user awareness and physical process awareness support. Physical user awareness may
well be supported by using avatar representation of human agents whilst physical process
awareness can be supported using three-dimensional representations of process elements
such as tools, software artifacts and activities. Furthermore, the physical user awareness
and physical process awareness support offered by a CVE resemble the familiar concepts
of  “awareness” in the real world.
Understandably, most CVEs include components of virtual reality. Inherently,
supporting software process in a CVE will provide support for process visualisation.  In
turn, process visualisation should enable multiple views of the same process from
different perspectives. Furthermore, abstract descriptions of a software process activity
can be made easier for collaborators to understand.
It is generally accepted that virtual reality provides environments more intuitive than
any other current user environments. VR characteristics such as 3D graphics, immersions
and interaction provide superior user interfaces compared to the traditional two-
dimensional Windows Icon Menu Pointer (WIMP) user interfaces [9]. In fact, these are
important characteristics that a PML could exploit.
Indeed, this paper presents a possible new direction of research for software process
community, namely PMLs that utilize a CVE. Such a move seems to be plausible since
both CSCW and Software Process Technology, are moving toward convergence of
requirements with other similar research areas such as Workflow Management Systems
(WFMS) [5][13]. The development of such a PML is the subject of our on-going
research.
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