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La sicurezza è un problema che, ai giorni d’oggi, ricopre un ruolo 
sempre più importante, e in una società sempre più rivolta allo sviluppo 
tecnologico, la sicurezza informatica sta diventando una esigenza sempre più 
indispensabile in qualsiasi servizio offerto.  
 
Quello della sicurezza costituisce quindi uno dei principali problemi 
legati ai sistemi di comunicazione via Internet. Gli scambi di informazioni 
avvengono infatti su una rete aperta che consente un accesso pubblico 
potenzialmente illimitato: la rete è quindi esposta ad attacchi mirati ad 
appropriarsi dei dati in transito. 
 
La sicurezza nella comunicazione elettronica è garantita soprattutto dal 
rispetto di alcune caratteristiche da cui un sistema di questo tipo non può 
prescindere. Queste caratteristiche sono la riservatezza e l’integrità delle 
informazioni, oltre alla possibilità di non ripudio da parte dell’interlocutore 





Il rispetto dell’integrità dei dati trasmessi è importante ai fini di 
garantire all’interlocutore che riceve le informazioni, l’originalità e la  
consistenza delle stesse con quanto inviato dal mittente. Allo stesso tempo dà 
la tranquillità allo stesso mittente sul fatto che le informazioni che intende 
trasmettere siano ricevute dall’altro interlocutore così come lui intendeva 
trasmetterle. Tale caratteristica dà la sicurezza del fatto che una certa 
informazione non è stata vittima di un attacco da parte di un pirata 
informatico. 
 
Il rispetto della caratteristica del non ripudio di un’informazione 
permette al ricevente di avere la garanzia del fatto che in un secondo momento 
il mittente non possa ripudiare quanto inviato precedentemente.  
 
L'utilizzo diffuso dello scambio di infomazioni, per mezzo di un 
documento elettronico non può quindi prescindere dalla progettazione di 
piattaforme complete di sicurezza che garantiscano l'integrità, il non ripudio 
dei dati. 
 
Grazie alla tecnologia di crittografia a chiave pubblica e alla sua 
applicazione nella firma elettronica è oggi possibile proteggere l'integrità di un 
documento e autenticarne la sorgente. Tuttavia il solo meccanismo di firma 
digitale non è sufficiente in tutte quelle applicazioni in cui occorre associare al 







Per quanto riguarda quest’ultima caratteristica, un sistema di 
comunicazione elettronico che voglia fornire servizi sicuri, non può 
prescindere dall’utilizzo di certificati che garantiscano la corretta e sicura 
verifica di quanto ricevuto. L’utilizzo dei certificati permette di completare 
l’uso della crittografia a chiave asimmetrica (o pubblica), permettendo di 
verificare una firma elettronica con la sicurezza che la chiave utilizzata per la 
verifica sia esattamente la chiave pubblica in possesso del firmatario del 
documento. 
 
L’obiettivo di questa tesi è appunto quello di fornire gli strumenti per 
effettuare una comunicazione, uno scambio di informazioni sensibili, nel 
rispetto delle caratteristiche prima enunciate. 
 
Nel primo capitolo di questa tesi spiegheremo quali sono gli aspetti 
della sicurezza nel linguaggio in cui sono stati implementati questi servizi, il 
Java. Ripercorreremo quelli che sono stati gli sviluppi della sicurezza in 
questo linguaggio nel tempo, partendo dagli inizi fino alla versione più recente 
al momento della stesura di questa tesi.  
 
Nel secondo capitolo affronteremo lo studio degli strumenti che questo 
linguaggio ci mette a disposizione per implementare i servizi di sicurezza e in 
particolar modo la crittografia a chiave pubblica. Daremo anche qualche 







Nel terzo capitolo illustreremo la struttura del progetto, fornendo per 
ciascun modulo implementato un esempio grafico del suo utilizzo. 
 
Infine nel quarto ed ultimo capitolo tratteremo le conclusioni sul 
lavoro effettuato, soffermandoci brevemente su quelle che possono essere le 






Capitolo 1  La sicurezza in Java 
La sicurezza è una caratteristica che nelle applicazioni informatiche è sempre 
più richiesta. Gli ambiti in cui la sicurezza può essere necessaria sono 
tantissimi, si può andare dalla gestione dei dati in archivi più o meno 
permanenti, alla privacy della comunicazione, fino alla verifica 
dell’affidabilità delle persone e documenti. 
Quest’ultimo aspetto è sempre più ricercato soprattutto da quando Internet e 
l’e-commerce hanno cominciato ad essere di pubblico dominio, in special 
modo da parte di un pubblico non sempre pienamente a conoscenza di ciò che 
sta facendo. La sicurezza nei computer comprende molteplici aspetti: 
un’applicazione sicura dovrebbe essere in grado di resistere a svariati tipi di 
attacchi, come per esempio il tentativo di accesso a dati “sensibili”, di 
manomissione di dati o di parte di un  sistema. 
È difficile trattare brevemente tutti gli aspetti della sicurezza, quindi ci 
dedicheremo in maniera più specifica a quella che è la sicurezza nel 
linguaggio Java, ed in particolar modo nelle Applet.  




1.1 Dal  JDK 1.0 a Java 2 
Java è un linguaggio studiato implementato in modo che fosse sicuro, nei 
confronti di qualsiasi tipo di pericolo. Il modello fondamentale su cui si 
appoggia è quello della Sandbox [1]. La Sandbox è un ambiente in cui un 
certo codice può eseguire un numero limitato di operazioni che permettono 
l’accesso al sistema, inteso come file system e connessioni di rete. Partendo 
dalle origini del linguaggio, la prima versione, il JDK1 1.0 prevedeva che un 
codice cosiddetto “locale”, cioè in esecuzione sulla macchina locale, avesse 
libero accesso alle risorse del sistema, mentre un codice cosiddetto “remoto” 
avesse accesso soltanto alle operazioni definite nella Sandbox.  
 
 
Figura 1-1: Modello della sicurezza nel JDK 1.0 - tratta da [1] 
 
                                              
 
1 JDK - Java Development Kit 




Il principio fondamentale che stava dietro alla Sandbox era quello di prevenire 
ogni pericolo che potesse provenire da un codice non ritenuto sicuro, quindi le 
funzionalità permesse all’interno della Sandbox erano praticamente ridotte al 
minimo. Un’Applet, per esempio, poteva solamente accedere ad una 
connessione con il server da cui proveniva, ed eseguire semplici operazioni 
senza però avere accesso alla macchina locale o ad altre risorse. A partire dal 
JDK 1.1, invece, si ha l’introduzione del concetto di “Applet firmata”. La 
novità consiste nel fatto che il codice viene eseguito come se fosse un codice 
locale, quindi con libero accesso alle risorse del sistema, con condizione che la 
chiave pubblica utilizzata per la verifica della firma sia considerata valida. Le 
Applet non firmate, invece, continuano ad essere eseguite con le limitazioni 
della versione precedente.  
 
 
Figura 1-2: Modello della sicurezza nel JDK 1.1 - tratta da [1] 




Per quanto riguarda le Applet firmate, queste vengono scaricate all’interno di 
una rete, e quindi eseguite in remoto, sulla macchina dell’utente, insieme alla 
loro firma, impacchettate in file JAR, cioè un archivio Java. L’archivio JAR 
permette il trasferimento di un file unico, in cui sono contenute tutte le 
informazioni necessarie all’esecuzione dell’Applet, oltre alla possibilità di 
apportare la firma alle varie classi Java una sola volta. Con l’avvento del JDK 
1.2, conosciuto anche come Java 2, sparisce la distinzione tra codice remoto e 
codice locale, per lasciare spazio alle politiche di sicurezza. La politica di 
sicurezza definisce un insieme di permessi validi per codici provenienti da 
parti differenti e configurabili dall’utente o da un amministratore di sistema. 
Lo scopo dei permessi è quello di specificare l’accesso ad una particolare 
risorsa, che può essere la scrittura o lettura di un file posto nel file system 
della macchina locale, come la connessione ad una macchina o una porta 
remota. La gestione dei permessi avviene a runtime, ovvero vengono 
individuati da parte del Security Manager [2] dei domini, a tempo di 
esecuzione, in cui vengono inserite tutte le istanze di quelle classi che hanno 
gli stessi permessi. In questo modo è possibile definire dei domini che sono 
delle Sandbox avanzate, cioè in cui solo delle particolari classi hanno delle 
restrizioni alla loro esecuzione mentre altre continuano ad avere libero accesso 
alle risorse. Di default le applicazioni vengono eseguite senza alcuna 
restrizione, ma possono essere soggette, come detto, all’applicazione delle 
politiche di sicurezza.  
La versione più recente della piattaforma Java, al momento della stesura di 
questa tesi, è JDK 1.4.2. In questa versione di Java 2 rispetto alle precedenti, 




le novità sono rappresentate dall’integrazione della JCE2 all’interno delle API3  
di Java, oltre alle integrazioni di altre estensioni per la sicurezza nei socket, 
JSSE4 e per la gestione dei servizi di autenticazione e autorizzazione JAAS5. 
 
 
Figura 1-3: Modello della sicurezza nel JDK 1.2 - tratto da [1] 
 
Oltre a queste innovazioni vengono introdotti anche gestori per la catena di 
certificazione JCP6e per la gestione della sicurezza generica JGSS7.    
                                              
 
2 JCE – Java Cryptography Extension, verrà trattata più avanti nella tesi 
3 API – Application Program Interface 
4 JSSE – Java Security Socket Extension 
5 JAAS – Java Authentication and Authorization Service 
6 JCP – Java Certification Path 
7 JGSS – Java Generic Security Service 




Il componente architetturale che riveste un ruolo di prestigio nella sicurezza in 
Java è il Security Manager, il quale è l’artefice della creazione e suddivisione 
dei domini. Il compito del Security Manager è quello di monitorare 
continuamente le azioni svolte, o più correttamente, che dovrebbero essere 
svolte, dai thread delle applicazioni. Nel JDK 1.1 le API del linguaggio Java al 
momento dell’esecuzione chiedevano al Security Manager attivo, il permesso 
di compiere l’operazione ritenuta pericolosa. Quindi l’esecuzione di una certa 
operazione a rischio era lasciata decidere al Security Manager. Ogni volta che 
dovevano essere eseguite azioni di un certo tipo, veniva richiamato un metodo, 
presente all’interno del Security Manager, denominato checkAzione, dove 
Azione stava ad indicarne il tipo, a cui era delegato il compito di effettuare il 
controllo. Con il JKD 1.2 tutte le chiamate a questi metodi si sono tradotte 
nella chiamata al metodo checkPermission. Come abbiamo già detto in 
precedenza, all’avvio un’applicazione non ha un Security Manager installato, 
quindi non ha restrizioni; questa cosa non è vera per le Applet per le quali è il 
browser, sulle quali girano, che installa automaticamente un Security 
Manager, il quale rimarrà attivo per tutto il tempo di esecuzione dell’Applet, 
in modo da evitare l’installazione di un nuovo Security Manager. Questa 
procedura è una tecnica di sicurezza molto importante per evitare che durante 
l’esecuzione un’Applet, installando un proprio Security Manager, si dia da 
sola i permessi per effettuare qualsiasi azione.    
Per quanto riguarda i permessi, questi rappresentano oggetti che definiscono 
delle risorse. Un permesso è definito all’interno del programma, specificando 
un target, cioè l’identificativo di una risorsa e l’operazione eseguibile sulla 
risorsa stessa. Questa operazione di assegnamento di un permesso di per sé 
non ha senso se prima non è stata definita il medesimo permesso anche nel 




Policy File. Il Policy Files[3] è un file in cui sono memorizzati tutti i 
permessi; ce ne sono di due tipi, uno utente e uno di sistema. Sono entrambi 
modificabili e sono posizionati nella cartella 
\lib\security\java.policy relativamente al path restituito dalla 
proprietà user.home rispettivamente dell’utente e del sistema. Questi file 
sono ampiamente commentati, quindi per ulteriori informazioni su contenuto e 
scrittura si rimanda alla lettura di questi file presenti nelle distribuzioni 
standard di Java.    
1.2 Java Cryptography Architecture – JCA 
La Java Cryptograghy Architecture [4] rappresenta l’insieme di tutte le classi,  
presenti nello standard JDK, che sono rivolte alla gestione della crittografia. 
La JCA fa parte dell’ambiente runtime di Java; l’idea di progetto che sta dietro 
a questa architettura è quella di fornire una piattaforma in cui le API presenti 
siano indipendenti dall’applicazione, e anche interoperabili. Inoltre l’obiettivo 
è anche quello di rendere i servizi il più possibile indipendenti ed estendibili in 
futuro. L’utente non deve preoccuparsi di quelli che sono i concetti base di un 
algoritmo di crittografia o di quella che può essere la sua implementazione, ma 
semplicemente di adoperare la classe giusta per l’operazione desiderata.  





Figura 1-4: Architettura della JCA per il JDK 1.2 - tratto da [1] 
 
Le API della sicurezza Java sono una componente importante del linguaggio, 
tanto da riuscire ad offrire un’implementazione sia a basso che ad alto livello, 
delle funzionalità crittografiche presenti. Tutte le API relative alla crittografia 
sono contenute nel package java.security e nei suoi sotto-package. 
La prima versione delle API, nel JDK 1.1, prevedeva solo l’introduzione della 
piattaforma per il supporto a poche funzioni crittografiche; le uniche 
funzionalità implementate erano per la firma digitale e il calcolo del digest di 
un messaggio. 
Nell’ultima versione dello standard, cioè quella di Java 2, l’architettura della 
piattaforma crittografica è stata notevolmente ampliata, introducendo 
l’infrastruttura per la gestione e il supporto dei certificati X.509 e rendendo il 
controllo degli accessi molto più accurato, flessibile ed estendibile.  




L’indipendenza degli algoritmi è raggiunta grazie alla definizione di tipi di 
crittografia detti “engines”, e alla definizione di classi, chiamate “classi 
engines” che dichiarano le funzionalità di un particolare tipo crittografico.  
L’aspetto più significativo dell’organizzazione architetturale comunque è 
rappresentata dal provider, il quale permette l’implementazione di molteplici 
e interoperabili funzionalità crittografiche.  
I provider, riferiti anche con il nome di Cryptographic Service Provider, sono 
gli artefici della realizzazione dell’interoperabilità della piattaforma. 
Forniscono package o insiemi di package che implementano uno o più servizi 
crittografici. Il vantaggio di questa organizzazione della piattaforma è che 
ciascuna implementazione può interagire con le altre senza che si abbiano 
problemi di compatibilità tra provider; quindi, ad esempio, un generatore di 
chiavi può essere implementato tramite un provider, mentre le chiavi prodotte 
potrebbero essere utilizzate in funzionalità che sono implementate da un altro 
provider ancora. Un provider può essere installato sia dinamicamente, tramite 
opportune chiamate all’interno del codice, oppure staticamente, tramite 
installazione di alcuni file sulla macchina, in apposite posizioni note 
all’ambiente runtime di Java. Ogni provider ha un proprio fornitore che ha il 
compito di fornire tutto il necessario per il suo funzionamento, oltre ad un 
eventuale descrizione del funzionalità svolte. Una volta installati, sulla stessa 
macchina possono coesistere ed anche interoperare diversi provider anche di 
diversi produttori.  
1.2.1 Cryptographic Service Provider 
Nel JDK 1.1, un provider poteva contenere le funzionalità per la firma 
digitale, la generazione del digest di un messaggio e la generazione di coppie 




di chiavi. Con lo standard Java 2 sono stati aggiunti cinque tipi di servizi: 
produttore di chiavi, gestore e produttore di keystore, gestore dei parametri 
degli algoritmi, generatore dei parametri degli algoritmi e produttore di 
certificati.   
La versione standard della Sun Microsystem per l’ambiente runtime di Java 
viene fornita con un provider di default, chiamato SUN. Questo provider è 
integrato nella versione attuale del JDK. Ambienti runtime di Java di altri 
fornitori potrebbero non supportare gli stessi provider di default. I package del 
provider SUN includono l’implementazione per molte funzionalità di 
crittografia classica, come l’algoritmo DSA[5] per la firma digitale e per la 
creazione delle coppie di chiavi, gli algoritmi MD5[7] e SHA-1[5] per il 
calcolo del digest, l’implementazione di un algoritmo di generazione di 
numeri pseudo-random, SHA1PRNG, e l’implementazione degli algoritmi per 
la gestione dei certificati e delle catene di certificati. Come è facile notare, non 
tutte le funzionalità della crittografia sono implementate dal provider SUN, ed 
inoltre non tutte le funzionalità fornite sono completamente sviluppate. Questo 
fatto ha portato alla Java Cryptography Extension (JCE)[6]. 
Durante le operazioni di crittografia è possibile specificare, per un’istanza di 
una classe, un provider particolare oppure lasciare che sia la Virtual machine a 
determinare il provider da utilizzare per il motore sottostante.  
Il funzionamento della JCA è gerarchico, cioè la JCA delega le chiamate delle 
varie classi al motore interno, il quale deve estendere la Service Provider 
Interface (SPI) per la classe specifica. Sia la classe istanziata dall’utente che la 
SPI relativa sono classi astratte, mentre la classe estesa dal provider sarà una 
classe concreta e sarà la stessa che eseguirà l’operazione vera e propria. 
Quindi se si vuole calcolare un digest di un messaggio non specificando il 




provider, l’utente invocherà una chiamata alla classe opportuna, la quale 
delegherà al rispettivo SPI il compito di definire il provider. La scelta del 
provider viene effettuato in base all’algoritmo richiesto e ai provider installati. 
1.2.2 Accesso alla JCA 
Proprio per l’organizzazione gerarchica della JCA e per rispettare la specifica 
di indipendenza della piattaforma molte delle classi presenti in JCA sono 
astratte. Questo implica che se si istanzia un oggetto di quella classe non lo si 
farà con il classico new, ma facendo una chiamata al metodo 
getInstance(). Come argomento del metodo, generalmente viene 
specificato l’algoritmo richiesto; nel caso in cui non venga specificato il 
provider da utilizzare, questo sarà anche l’unico parametro, altrimenti sarà 
presente anche un parametro per il nome identificativo del provider scelto. 
 
1.3 Java Cryptography Extension – JCE 
Nel paragrafo precedente abbiamo detto che non tutti gli standard JDK hanno 
lo stesso provider di default, quindi se si desidera utilizzarne uno specifico, 
diverso da quello di default, occorre installarlo sulla macchina. Lo scopo delle 
estensioni di Java è quello di aggiungere delle funzionalità di crittografia, 
fornite da un fornitore diverso dalla Sun Microsystem, che non sono presenti 
nella versione di default del JDK. Java prevede che tutte le estensioni siano 
messe in una cartelle apposita, jre\lib\ext, rispettivamente nella 
user.home dell’utente e del sistema. 




1.3.1 Installare la JCE 
Per utilizzare una JCE occorre installarla. La procedura di installazione di una 
nuova JCE è pressoché standard e si articola nei seguenti passi: 
 
? Scaricare il provider; 
? Copiare sulla propria macchina il file JAR; 
? Configurare il proprio file java.security; 
? Provare l’installazione. 
 
I primi due punti sono abbastanza intuitivi quindi non verranno affrontati. Il 
terzo punto richiede un maggiore approfondimento in quanto è il punto critico 
per la corretta installazione della JCE. Ogni installazione standard di Java crea 
due cartelle security poste nella user.home dell’utente e del sistema, sotto il 
path \jre\lib\security. All’interno di queste cartelle è presente il file 
java.security, il quale contiene la definizione dei vari provider presenti 
nella macchina. Questo file, al suo interno, è ampiamente commentato, quindi 
si rimanda al lettore il compito di vedere la sua struttura; in ogni caso, l’unico 
punto di interesse è l’inserimento della riga indicante il nuovo provider 
installato affrontato nel prossimo paragrafo. 
1.3.2 Configurazione di java.security 









dove con n si indica la priorità del provider. A destra dell’uguale deve essere 
inserita il nome di classe specifico che si intende aggiungere e che cambierà 
da provider a provider. 
Questo significa che quando viene inoltrata una richiesta di implementazione 
di un algoritmo di crittografico, la Virtual Machine integrerà tutti i provider 
elencati nell’ordine, cercando l’implementazione. Naturalmente utilizzerà il 
primo elemento della lista che risponde ai requisiti richiesti.  
Ogni riga con il provider è numerata, e tale numero indica la priorità del 
provider nella scelta della Virtual Machine. È da tenere presente che il file è 
modificabile quindi è possibile impostare l’ordine dei provider a proprio 
piacimento ed aggiungere un numero indiscriminato di provider. Nel nostro 
caso ad esempio è stato installato il package org.bouncycastle[8], 





Questa riga come già detto dovrà essere aggiunta nel file java.security 
posto nella cartella security, la cui posizione varierà a seconda del sistema 
operativo. Per sistemi operativi Windows, sono presenti due copie del file 
nelle cartelle jre\lib\security\java.security poste una nella 
cartella principale in cui è installata il JDK, mentre l’altra dipende della 
versione di Windows. Nel nostro caso la suddetta cartella era posizionata in 




C:\ProgramFiles\Java\j2sdk1.4.2_X8\. Per sistemi Unix c’è 
bisogno di una sola copia del file JAR da copiare, ad esempio in 
\usr\local\j2sdk1.4\jre\lib\security\java.security. 
1.4 Le Applet Java 
Le Applet sono piccoli programmi scritti in linguaggio Java per essere 
scaricati dalla rete ed essere eseguiti all’interno di un’altra applicazione, 
tipicamente un browser. Il browser di per sé non è in grado di eseguire 
un’Applet ma necessita di essere integrato con una Java Virtual Machine. Per 
quelle che sono le caratteristiche di un browser, questo interpreta il contenuto 
di particolari tag. Quindi anche le Applet per essere riconosciute, ed 
interpretate dal browser devono essere inserite all’interno di appositi tag. 
Dunque l’Applet è stata pensata per essere leggera in quanto parte integrante 
di una pagina html o di un qualcosa che deve essere eseguita in rete.  
1.4.1 Evoluzione delle Applet 
Come è già stato detto in precedenza per impostazione predefinita le Applet 
sono eseguite in una Sandbox, la quale offre accesso limitato alle risorse 
presenti sulla macchina su cui è eseguita. Nel primo paragrafo di questo 
capitolo è stato fatto presente come nelle primissime versioni del linguaggio 
Java, per un’Applet era impossibile uscire fuori dalla Sandbox. Ben presto, 
però, fu capito che questa non poteva essere altro che una limitazione per lo 
sviluppo delle Applet, in quanto potevano esserci delle situazioni in cui un 
codice sicuro avesse bisogno di eseguire operazioni considerate pericolose 
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come leggere un file oppure scrivere sul file system. Si passò, dunque, con 
Java 1.1, alle Applet firmate. Infatti una firma conferiva all’Applet dei 
permessi per accedere alle risorse che prima invece non aveva, diventando 
come una semplice applicazione eseguita sulla macchina. Anche questa non 
era una soluzione definitiva in termini di sicurezza perchè tramite la firma, 
un’Applet, acquisiva ogni tipo di permesso; in teoria, quindi, era possibile 
anche che accedesse alla posta elettronica o ad informazioni sensibili e private 
come i file di password. Per apportare una soluzione a questo problema i 
costruttori dei principali browser del momento, quali Microsoft per Internet 
Explorer e Netscape per l’omonimo browser, personalizzarono ulteriormente i 
loro prodotti dotandoli di policy di sicurezza aggiuntive atte proprio a 
vincolare questo problema. L’unico inconveniente è rappresentato dal fatto 
che gli ideatori di queste policy, lavorando ciascuno per il proprio prodotto 
hanno perso di vista il punto di vista dell’utente, producendo prodotti che sono 
incompatibili tra loro e con le precedenti versioni di sicurezza in Java. Per 
ovviare parzialmente a questo inconveniente in Java 2 si è cercato di fornire 
un modello di sicurezza che fosse completo e raffinato, riferito sia alle 
applicazioni che alle Applet. Con l’introduzione di una particolare voce 
all’interno del file java.policy è possibile assegnare alle Applet permessi 
ben definiti su una particolare risorsa mentre, allo stesso tempo, è possibile 
mantenere le restrizioni di default sulle altre risorse. Tutto sommato non si era 
ancora raggiunto una soluzione soddisfacente valida per l’utente, infatti in 
questo modo si doveva costringerlo a mettere mano al file di policy, dato 
che l’ambiente Java non fornisce un metodo automatico per modificare questo 
file. Una soluzione definitiva è stata trovata facendo un piccolo passo indietro 
e introducendo le Applet firmate RSA[11]. 




1.4.2 Funzionamento delle Applet 
Abbiamo detto che le Applet sono piccoli programmi in linguaggio Java che 
risiedono su una macchina server e tramite connessione web possono essere 
scaricate ed eseguite sulla macchina locale. 
Il loro funzionamento è abbastanza semplice, anche se alcuni punti meritano 
una spiegazione dettagliata. 
Al momento in cui un browser carica una pagina HTML in cui sia presente un 
tag relativo ad un’Applet, avvia il plug-in Java che si occuperà di caricare 
e gestire l’esecuzione dell’Applet. Il compito del plug-in appena caricato è 
quello di cercare nell’Applet la firma digitale, e nel caso in cui trovi una firma 
RSA dovrà controllare il file java.policy e il file della policy di sicurezza 
$USER_HOME/java.policy, alla ricerca di una voce corrispondente al 
codesource dell’Applet, rappresentato dalla firma e dal codebase, e controllare 
se il permesso java.lang.Permission usePolicy è stato abilitato. 
Nel caso in cui sia stato abilitato il permesso, il plug-in, usa questo per 
portare avanti nell’esecuzione l’Applet, altrimenti controlla il certificato del 
firmatario dell’Applet e controlla se è possibile risalire con successo alla 
Certification Authority. In caso di successo chiede all’utente se intende 
accettare l’esecuzione di quella particolare Applet estendendo i suoi permessi 
concedendo AllPermissions. 
Il  plug-in di Java 
I plug-in, in generale, sono programmi atti ad implementare servizi e utilità 
che altrimenti un ambiente non avrebbe. 
I plug-in sono programmi che vengono scaricati dalla rete o installati 
tramite qualche altro dispositivo, e vengono incorporati con l’ambiente di 




qualche applicazione, in modo da offrire quei servizi che altrimenti non 
sarebbe possibile fornire   
Il plug-in di Java è un programma che può assumere dimensioni di qualche 
MegaByte, quindi non deve essere usato sempre e per tutte le applicazioni, ma 
solo laddove se ne richieda effettivamente l’utilizzo. Una di queste è, per 
esempio, l’Applet. 
In ogni caso il plug-in non deve essere scaricato ogni volta, ma basta che lo 
sia la prima volta che lo si vuole utilizzare. Una volta che è stato caricato il 
plug-in, occorre modificare le pagine HTML in modo da renderle 
compatibili.   
A partire da Java 2, se si vuole che la nostra Applet utilizzi una delle funzioni 
di questa versione di Java occorre utilizzare il plug-in, in quanto né 
Netscape né I.E. supportano Java 2. i vantaggi del plug-in sono che non è 
più compito  dello sviluppatore preoccuparsi del diverso funzionamento 
dell’Applet nei diversi browser, oltre al fatto che il plug-in eredita il 
modello di sicurezza di Java 2 quindi c’è un forte controllo sulle azioni delle 
Applet.   
Nel paragrafo 1.4.1 abbiamo accennato alla incompatibilità dei browser 
nell’interpretare le Applet fino alla versione di Java 2. Infatti a partire da 
questa versione di Java, la JavaSoft introdusse il plug-in Java, il cui scopo 
era quello di cercare di fornire un ambiente runtime Java universale per tutti i 
browser. Il plug-in viene fornito di default dalla JavaSoft ed eseguito 
tramite un JRE, Java Runtime Environment. Il plug-in dovrebbe essere 
scritto in modo da supportare tutto ciò che potrebbe essere fatto con un 
ambiente Java e da essere compatibile con tutti i browser e soprattutto con 
tutte le piattaforme. Sia il JDK che il JRE integrano il plug-in Java.  




1.4.3 Le Applet firmate RSA  
Affinché un’Applet possa essere definita con l’appellativo di Applet firmata 
RSA occorre che venga accompagnata da un certificato di sviluppatore da 
parte di Verisign[9] o Thawte[10]. Un’Applet per essere firmata deve subire il 
processo di firma di tutti le sue classi, e questo può essere fatto con il tool 
della JavaSoft, jarsigner, il quale è stato adottato nel nostro processo, oppure 
nell’omonimo prodotto della Netscape, signtool. Naturalmente l’utilizzo di 
uno strumento o dell’altro, al fine del prodotto finale non ha alcuna rilevanza 
significativa. Una soluzione alternativa, e molto più vantaggiosa, rispetto alla 
firma di ogni singola classe, è rappresentata dalla firma di un file JAR, nel 
quale erano state, precedentemente, inserite tutte le classi costituenti l’Applet.     
Tool di sviluppo per le Applet firmate 
La Sun Microsystem fornisce dei tool che permettono la firma e la creazione 
di un file JAR. Questi tool sono rispettivamente jarsigner e jar. 
I JAR 
Il tool jar [14] è un’applicazione Java che combina più file in un singolo file 
di archivio .jar, è un tool di archiviazione e compressione basato sul formato 
di compressione ZIP e ZLIB. Lo scopo della sua creazione, fu quello di 
facilitare il packaging di Applet o di applicazioni Java in un unico file. Questo, 
infatti, permette il caricamento, da parte di un utente, di tutto il necessario per 
l’esecuzione dell’Applet o dell’applicazione in un’unica transazione HTTP, 
oltre a consentire una connessione con durata minore, per via della 
compressione dei file. Inoltre un altro beneficio nel compattare un’Applet in 
un file JAR è che in questo modo è possibile firmare un solo file e inserire 
un’unica entry nella pagina HTML che la deve caricare. Il tool può prendere 




in ingresso tre tipi di file: il file manifest (disponibile sotto forma di opzione), 
il file Jar di destinazione e i file da comprimere.  
Un file manifest è generato in automatico dal tool ed è sempre corrispondente 
alla prima entry nel file .jar. Di default, il suo nome è META-
INF/MANIFEST.MF, e corrisponde al posto in cui vengono memorizzati tutte 
le meta-informazioni relative all’archivio.  
Nel caso in cui il file JAR non sia firmato, il contenuto del file manifesto si 
riferisce esclusivamente alla versione del prodotto e ai dati del creatore. Se, 
invece, il file JAR è firmato, nel manifesto sono memorizzate anche tutte le 
informazioni relative alla firma ovvero i nome e gli hash dei file. 
II Jarsigner 
Il tool Jarsigner [12], presente in JDK, permette di apportare e verificare la 
firma di un file .jar. Il jarsigner, per generare la firma di un file JAR, usa 
chiavi e certificati provenienti da un keystore. Il certificato potrebbe essere 
anche autoprodotto, ma generalmente si predilige un certificato firmato da una 
Certification Authority, per maggiori garanzie. 
Per generare la firma si utilizza una chiave privata. Il file JAR firmato 
contiene, tra le altre cose, una copia del certificato della chiave pubblica, 
corrispondente alla chiave privata, utilizzata per la firma. Questo tool può 
anche servire per verificare la firma posta su un file .jar, utilizzando il 
certificato posto al suo interno. Per specificare che si intende verificare una 
firma si utilizza l’opzione –verify. Il tool può firmare solo file JAR creati 
con il tool JAR del JDK o file zip, infatti un JAR è un archivio di file 




compressi in un formato analogo e compatibile con quello .zip. Gli algoritmi 
per la firma utilizzati dal tool sono: DSA9 (Digital Signature Algorithm) con 
l’algoritmo di digest SHA-1, oppure RSA, con l’algoritmo di digest MD5. 
Questo significa che se le chiavi pubbliche e private sono state create con 
DSA, jarsigner utilizzerà l’algoritmo “SHA1withDSA”, altrimenti utilizzerà 
l’algoritmo “MD5withRSA” se le chiavi erano state create con RSA. 
L’utilizzo tipico di un  JAR firmato recapitare codice che vogliamo sia 
riconosciuto come “trusted”. La distribuzione di un codice firmato permetta a 
tutti coloro che lo utilizzano di sapere con certezza che quel codice proviene 
da chi lo ha firmato e non è stato modificato dopo la firma, da terze parti. 
Quella della firma del software è una buona norma adottata anche dalla SUN 
per il rilascio degli aggiornamenti dei propri IDE. 
Nelle versioni precedenti a quella 1.2.1 del JDK, se una firma veniva forzata,  
cioè veniva tentato di falsificare, in fase di esecuzione l’Applet veniva 
comunque eseguita ma non riceveva dei permessi extra. Questo comportava 
un problema notevole in quanto era possibile modificare quelle classi, presenti 
in JAR, e che non tentavano di uscire dalla Sandbox. Questo bug è stato 
risolto a partire dalla versione 1.2.1 di Java richiedendo che ciascuna classe 
all’interno dello stesso package, presenti in un JAR firmato fosse firmato dallo 
stesso certificato. 
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Il keytool[13] è un’utility per la gestione delle chiavi e dei certificati, il quale 
permette ad un utente di amministrare le proprie chiavi e di associarle a dei 
certificati per processi di autenticazione o di firma digitale.  
Questo tool memorizza le chiavi e i certificati all’interno di un archivio 
chiamato keystore. 
Il keystore è un contenitore particolare, il cui accesso tramite password lo 
rende sicuro e protetto, che contiene le informazioni dell’utente necessarie 
all’implementazione del processo di firma di file; vale a dire la chiave privata 
e il certificato, contenente la rispettiva chiave pubblica. Un keystore può 
essere memorizzato in un file oppure all’interno di un database o altre 
tipologie di supporto. 
Il keystore può contenere una o più entry identificate da un alias. Sono 
disponibili due possibili tipi di entry, una per i certificati affidabili, definita 
come trustedCertEntry, e una per contenere le chiavi private definita come 
KeyEntry. 
Il tool Keytool permette la creazione di coppie di chiavi pubbliche e private 
tramite la specifica dell’opzione –genkey. È possibile anche specificare 
ulteriori opzioni per le chiavi come l’algoritmo da usare, la lunghezza delle 
chiavi ed altre. 
Un’altra opzione di questo tool è –selfcert, la quale permette la creazione 
di un certificato autofirmato di tipo X.509, tramite tutte le informazioni 
contenute nel keystore. Infine sono presenti anche altre opzioni relative alla 
gestione diretta del keystore e delle chiavi. Per qualsiasi altra informazione si 
lascia al lettore la consultazione del manuale come indicato nella bibliografia. 
 
  
Capitolo 2  La crittografia in Java 
Nel primo capitolo abbiamo detto che la Java Cryptography Architecture 
rappresenta la piattaforma sulla quale poggia la crittografia e come questa sia 
parte dell’ambiente runtime.  
I principi su cui si basa questa architettura sono l’indipendenza 
dall’implementazione, l’interoperabilità e l’estendibilità futura. Per fare in 
modo che questi principi siano rispettati, la struttura architetturale di tutta la 
piattaforma si basa su due concetti molto importanti che andremo ad 
esaminare in questo capitolo: le classi engine e i provider. La JCA è costituita 
da numerose classi contenute all’interno del package java.security con i 
relativi package correlati. L’insieme di queste classi fornisce delle API 
generiche per quelle che sono le funzionalità della crittografia così come è 
offerta dalla SUN Microsystem. 
In questo capitolo ci prefiggiamo l’obiettivo di spiegare quelle che sono le 
strutture portanti dell’architettura, oltre a dare una panoramica sui servizi 
offerti dalla JCA ma anche dalla JCE, con le soluzioni offerte dalla Sun 
Microsystem e da altri provider. 




2.1 L’architettura della JCA 
Il principio fondamentale su cui si basa la Java Cryptography Architecture è 
quello di permettere all’utente di utilizzare i servizi di crittografia offerti senza 
doversi preoccupare di quella che è l’implementazione del servizio stesso. 
L’indipendenza dall’algoritmo è raggiunta definendo dei tipi di crittografia, 
che sono per lo più servizi, detti “engine”, e classi che ne forniscono 
l’implementazione, le quali sono dette “engine class”. 
L’indipendenza dall’implementazione, invece, è raggiunta usando 
un’architettura basata sui provider. Con il termine provider o “fornitore di 
servizi crittografici10” ci riferiamo ad uno o più package che implementano, 
effettivamente, uno o più servizi di crittografia. 
Per quanto riguarda, invece, l’interoperabilità, con questo termine si intende 
che il prodotto di un provider deve essere compatibile con quello di un altro. 
In questo modo ciò che è stato costruito con un provider può essere utilizzato 
in servizi implementati da un altro, riuscendo a superare quelli che possono 
essere i limiti implementativi di un fornitore o di un altro.   
2.1.1 Le “Engine Class” 
Le engine class definiscono astrattamente i servizi per la crittografia, cioè 
sono classi definite abstract, e per questo non forniscono l’implementazione 
vera e propria del servizio.  
La JCA rappresenta l’insieme dei package della sicurezza, presenti nella JDK 
2, relativi alla crittografia, e racchiude anche le engine class, le quali saranno 
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istanziate da un utente per eseguirne le operazioni corrispondenti. Quindi 
queste classi definiscono i metodi che permettono l’accesso a un servizio 
crittografico. Un utente può scegliere tra una gamma di dodici engine class, 
qui di seguito elencate, dove le ultime tre sono introdotte nella ultima versione 
di JDK: 
? MessageDigest: calcola il message digest11 di dati specifici;  
? Signature: calcola e verifica la firma digitale; 
? KeyPairGenerator12: genera una coppia di chiavi asimmetriche, 
pubblica e privata specifiche per un dato algoritmo; 
? KeyFactory13: convertire una chiave crittografica di tipo Key da 
opaca, a trasparente e viceversa;  
? CertificateFactory: crea certificati per chiavi pubbliche e Liste di 
Revoca dei Certificati (CRL); 
? Keystore: utilizzato per creare e gestire un keystore14; 
? AlgorithmParameters: gestisce i parametri di un particolare 
algoritmo, inclusi i parametri di codifica e decodifica; 
? AlgorithmParameterGenerator: genera un set di parametri 
relativi ad un particolare algoritmo; 
? SecureRandom: genera di numeri random e pseudo-random; 
? CertPathBuilder: utilizzata per la costruzione di catene di 
certificati15; 
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? CertPathValidator: utilizzata per l’operazione di verifica della 
validità di un certificato; 
? CertStore: utilizzata per il recupero di certificati da qualche 
contenitore. 
 
Ad essere precisi, le engine class forniscono l’interfaccia per quelle che sono 
le funzionalità di un particolare servizio, in maniera del tutto indipendente 
dall’algoritmo utilizzato. Ad esempio la engine class Signature fornisce i 
metodi di accesso alle funzioni per la firma digitale, indipendentemente da 
quello che sarà il provider installato sulla macchina. L’effettiva 
implementazione, per ciascun algoritmo, dovrebbe essere fornita dalla classe 
SignatureSPI, come per SHA1withDSA, SHA1withRSA e 
MD5withRSA.  
Quindi le engine class forniscono solo l’interfaccia di un certo servizio, 
mentre l’effettiva implementazione è lasciata ai Service Provider Interface, 
SPI. Questo significa che per ogni engine class c’è una corrispondente classe 
astratta SPI, il cui scopo è quello di definire i metodi che quel provider deve 
implementare. 
Ogni chiamata ad un metodo di un’istanza di una  engine  class contiene al suo 
interno, in maniera invisibile all’utente, una chiamata allo stesso metodo di 
un’istanza di una classe SPI. La relazione tra una engine class ed una classe 
SPI è stata standardizzata; ad ogni engine class corrisponde una classe astratta 
con lo stesso nome più il suffisso “SPI”. I metodi di una engine class sono tutti 
definiti final.   
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Quindi, dato che i metodi di una engine class sono interfacce per le classi 
sottostanti, allora un’istanza di queste classi non sarà ottenibile con il costrutto 
new ma si otterrà tramite l’invocazione del metodo getInstance(), il 
quale, in genere, avrà più implementazioni per lo stesso obiettivo, ognuna 
differente dalle altre per il tipo di parametri passati; in ogni caso questi 
concetti saranno spiegati più in dettaglio nel prosieguo della tesi. 
In precedenza si è detto che queste classi implementano in qualche modo dei 
servizi che sono offerti da dei provider, che dovranno essere installati sulla 
macchina per usufruirne dei servizi. Il modo in cui è possibile invocare un 
algoritmo implementato da un provider o l’algoritmo di un provider in 
particolare è spiegato nel paragrafo successivo. 
2.1.2 I provider dei servizi crittografici 
Per usufruire di un servizio, per un particolare algoritmo, un provider deve 
invocare la sottoclasse SPI corrispondente a quel servizio e fornire 
l’implementazione per tutti i metodi astratti in essa definiti. 
Dunque un provider è un insieme di package che forniscono 
l’implementazione ai servizi crittografici offerti.  
La Sun Microsystem fornisce, nell’istallazione della JDK, un provider di 
default chiamato “SUN”. I servizi offerti dal provider della SUN includono: 
? L’implementazione dell’algoritmo DSA; 
? L’implementazione degli algoritmi MD5 e SHA-1 per il calcolo del 
digest; 
? Le funzioni per un generatore di coppie di chiavi pubbliche e private 
DSA; 
? Un AlgorithmParameter per l’algoritmo DSA; 




? Un AlgorithmParameterGenerator per l’algoritmo DSA; 
? Un’implementazione dell’algoritmo proprietario “SHA1PRNG16” come 
SecureRandom17; 
? Una CertificateFactory per i certificati di tipo X.509 e per le 
CRL; 
? Un’implementazione del keystore proprietario chiamato “JKS”. 
 
Ogni istallazione di un SDK di Java prevede l’installazione di uno o più 
provider, a seconda dell’esigenza e dell’utilizzo che ne deve fare l’utilizzatore. 
Quando si aggiungono dei nuovi provider all’architettura del sistema Java, 
questi possono essere richiamati in due modalità: dinamicamente o 
staticamente.  
La JCA offre anche un insieme di metodi, i quali costituiscono le API della 
crittografia in Java. Alcune di queste API sono state introdotte per permettere 
all’utente di interrogare la piattaforma Java su quali provider dispone al 
momento e su quali servizi offrono. 
L’utente Java, quindi, ha in mano i mezzi per potersi configurare a proprio 
piacimento l’ambiente a runtime, installando più provider e specificando 
anche la priorità che devono avere tra di loro. Con il termine priorità si intende 
che i provider vengono montati sulla piattaforma con un certo ordine, il quale 
sarà indispensabile per decidere, a tempo di esecuzione, quale provider andare 
a caricare nel caso in cui nell’applicazione non sia specificato. 
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La classe Provider 
Questa classe, presente come le altre nel package java.security, è 
un’interfaccia comune per package o insiemi di package, fornendo i metodi 
necessari per accedere al nome del provider, al numero della versione e ad 
altre informazioni.  
Per fare in modo tale che, in un’architettura come quella di JCA, un utente 
possa decidere quale provider utilizzare, semplicemente specificandolo come 
parametro nella chiamata di un metodo, occorre che il provider che 
implementa questi servizi aggiunga alla sua implementazione una sottoclasse 
della classe Provider. Il costruttore di questa sottoclasse ha il compito di  
settare alcune proprietà utili al provider stesso. Infatti, ad esempio, in Java 2 
SDK, le API usano una di queste proprietà per cercare i servizi che un 
provider fornisce. In altre parole questa sottoclasse specifica il nome delle 
classi che implementano i servizi. 
Quando un gruppo di sviluppatori implementa dei servizi, può rivolgere 
maggiormente l’attenzione su aspetti software piuttosto che quelli hardware, 
oppure può cercare o meno l’indipendenza dalla piattaforma; la JCA invece 
cerca di considerare più aspetti possibili lasciando sia all’utente finale che allo 
sviluppatore la libertà di scegliere ciò di cui hanno bisogno. 
Installare un provider 
Nel paragrafo 2.1.2 di questo capitolo, avevamo accennato al fatto che un 
provider, non presente sulla macchina, potesse essere caricato staticamente 
oppure dinamicamente. 




Quando si parla di installazione statica di un provider bisogna seguire le 
indicazioni che sono state date nel primo capitolo nel paragrafo su come  
installare la JCE (par. 1.3.1 e 1.3.2). 
Per quanto riguarda invece l’installazione dinamica di un provider, il discorso 
si fa interessante e merita un minimo di spiegazione. 
Per poter installare dinamicamente un provider occorre utilizzare alcune delle 
funzionalità offerte dalle classi Provider, la cui descrizione è stata fatta nel 
paragrafo 2.1.2, e Security, presenti nel package java.security.  
La classe Security 
La classe Security gestisce tutte le proprietà e i metodi relativi alla 
sicurezza, oltre ad offrire un metodo statico per la gestione dei provider. I 
metodi di questa classe sono tutti definiti come static e non sono mai 
istanziati. I metodi per aggiungere o rimuovere un provider ma anche per 
settare le proprietà di sicurezza possono essere eseguiti solo da programmi 
fidati18. Di seguito vengono riportati alcuni metodi contenuti nel package 
java.security.Security che rappresentano le operazioni che si 
possono eseguire per sapere quali provider sono installati e per aggiungere o 
rimuovere dinamicamente un provider.  




                                              
 
18 Per programma “fidato” si intende un’applicazione che non viene eseguita sotto il 
controllo di un security manager, oppure un’applet o un’applicazione che hanno i permessi 
per eseguire metodi specifici. 








static Provider getProvider(String nomeProvider). 
 
Il primo metodo ritorna un vettore contenente tutti i provider installati, 
nell’ordine con cui sono stati memorizzati all’interno del file java.policy. 
Il secondo metodo invece ritorna un oggetto provider rappresentante quello 
specificato come parametro; se il provider specificato non è installato ritorna 
null. 
Per gestire l’aggiunta di un provider possiamo utilizzare i seguenti due metodi: 
 




static int InsertProviderAt (Provider provider, int posizione). 
 
Il primo metodo inserisce il provider specificato come parametro come ultimo 
elemento della lista dei provider installati e ritorna il numero della posizione, 
che sarà pari a -1 nel caso in cui il provider non venga aggiunto perchè già 
installato. Il secondo metodo invece permette si aggiungere un provider alla 
lista, specificandone lo posizione. Se il provider è già installato ritorna -1 e 
non lo aggiunge alla lista, altrimenti lo aggiunge nella posizione indicata e 
aggiorna tutti quelli successivi alla sua posizione traslandoli di una posizione 
indietro. 




Se invece si intende rimuovere un provider dalla lista occorre invocare il 
seguente metodo: 
 
static void removeProvider (String nomeProvider) 
 
Questo metodo rimuove dalla lista il provider specificato e l’aggiorna 
traslando di una posizione in avanti tutti quelli che seguivano il provider 
eliminato. 
Quindi se, ad esempio, si intende aggiornare la priorità di un certo provider 
occorrerà per prima cosa eliminarlo dalla lista e dopodichè inserirlo 
specificano la posizione desiderata.   
È nostra intenzione mostrare il funzionamento della classe Security, nel caso 
in cui siano presenti più provider installati sulla macchina. Per fare ciò ci 
serviremo di un esempio a titolo dimostrativo. 
Supponiamo di avere due provider installati, prov1 e prov2, dove il primo 
implementa sia l’algoritmo SHA1 sia l’algoritmo MD5, come supporto al 
calcolo del digest di un messaggio. Per quanto riguarda, invece, il secondo 
provider, questo implementa solo l’algoritmo MD5, ma all’interno del file 
java.security è presente con una priorità maggiore rispetto all’altro. 
Quando facciamo richiesta di creazione di un digest di un messaggio con 
algoritmo MD5, la classe Security sarà interrogata per sapere quale 
provider utilizzare. In questo caso essendo presente l’implementazione dello 
stesso algoritmo in entrambi i provider verrà selezionato quello con priorità 
maggiore, cioè prov2. Nel caso in cui, invece si desideri il digest di un 
messaggio con algoritmo SHA-1 allora la classe Security selezionerà 
ancora il provider con priorità maggiore, ma poi accorgendosi della mancanza 




dell’implementazione dell’algoritmo richiesto passerà alla selezione del 
restante provider, cioè prov1. 
Se invece volessimo, nel primo esempio, forzare l’esecuzione dell’algoritmo 
implementato dal provider prov1, dovremmo specificare alla classe Security 
quale provider andare a prendere.  
Avremmo anche potuto specificare un provider non presente nelle lista del file 
java.security. Questo è possibile invocando il metodo seguendo e 
passando come parametro il nome del provider: 
 
java.security.Security.addProvider (new nomeprovider()); 
 
in questo modo sarà possibile aggiungere a runtime un nuovo provider alla 
lista di quelli già esistenti, come specificato in precedenza.  
Infine c’è da aggiungere che queste operazioni sui provider sono possibili solo 
se l’applicazione o l’Applet sono considerate fidate e quindi hanno i permessi 
per compiere tali operazioni. 
Consigli utili per scrivere un proprio provider 
Come abbiamo già detto in precedenza un provider deve aggiungere a Java un 
supporto per uno o più algoritmi crittografici. Come il lettore saprà già, ci 
sono molti provider disponibili che affrontano, in maniera simile, tutto quanto 
serve per implementare la crittografia in Java. Può capitare ugualmente che 
una persona o un enete si trovi alle prese con la realizzazione di un provider. 
Le motivazioni che possono spingere una persona o un ente a ciò sono tante, 
ad esempio possono essere richiesti in un’applicazione algoritmi che sono 
poco trattati nelle JCE presenti, per problemi di licenza o costi troppo alti da 
parte delle JCE presenti, oppure semplicemente per la voglia di provare. 




Questo, naturalmente, è un discorso che richiederebbe di entrare molto nel 
dettaglio di quello che è la struttura di un provider, infatti non si tratta solo di 
scrivere codice ma anche di rispettare licenze di programmi e diritti su 
algoritmi, rischiando di esulare da quello che è l’obiettivo di questa tesi.  
Per chi fosse interessato, sono disponibili tutte le informazioni in un’apposita 
guida presente sul sito della Sun Microsystem[15]. In ogni caso, di seguito 
riportiamo quelli che sono i passi principali affrontati nel riferimento, in modo 
da dare, ad un lettore interessato,  un’idea del lavoro da affrontare: 
 
? Scrivere il codice per l’implementazione del provider; 
? Dare un nome al provider; 
? Scrivere la propria classe principale e la sottoclasse di Provider; 
? Compilare e preparare per test l’installazione del provider 
? Scrivere e provare i programmi di test 
? Preparare la documentazione del provider. 
 
Comunque per scrivere ed eseguire il provider è necessario implementare la 
JCE, ed in particolare i seguenti tre package: 
 
? javax.crypto, 
?  javax.crypto.interfaces e  
? javax.crypto.spec. 
 
A partire dalla versione 1.2.1 della JCE di Sun un provider deve avere un 
interessante requisito: il provider deve essere approvato dalla Sun 
Microsystem, la quale deve firmarlo digitalmente. Sfortunatamente il requisito 




imposto sulla firma limita, il più delle volte, l’utilizzazione della JCE. 
Ottenere la firma richiede un procedimento lungo e difficile che però esula 
dall’argomento di questa tesi e perciò non la affronteremo. Per fortuna 
esistono numerosi provider JCE alternativi, open source, che offrono gli stessi 
servizi di Sun, ma che siccome sono stati scritti fuori dagli Stati Uniti sono 
utilizzabili liberamente. Tra questi uno dei più completi è Bouncy Castle[8], 
che verrà affrontato più avanti in questo capitolo.     
2.2 L’architettura della JCE 
Nei paragrafi precedenti abbiamo potuto vedere quale sia la struttura 
architetturale della JCA. Ai più attenti non potrà essere sfuggito il fatto che il 
provider fornito di default dalla Sun Micorsystem, appunto SUN, presenta 
alcune lacune, per non dire che manca totalmente, nella gestione 
dell’algoritmo RSA e nella trattazione dei cifrari, indispensabili per effettuare 
operazioni di cifratura e decifratura. Per riempire tale vuoto lasciato nella 
JCA, la Sun Microsystem ha dotato tutto l’ambiente delle JCE cioè di 
estensioni aggiuntive alla crittografia della JCA. Queste estensioni quindi 
aggiungono quei servizi mancanti di cui parlavamo precedentemente. È stato 
necessario mettere queste estensioni separatamente dalla JDK perchè al 
momento della creazione della piattaforma i limiti presenti sull’esportazione di 
alcuni standard ne hanno impedito l’introduzione.  
Le estensioni JCE implementano ed estendono le tecniche crittografiche 
definite dalla JCA, fornendo provider alternativi a “SUN”. Per inciso la JCE 
ha il compito di fornire un’implementazione completa delle funzionalità di 
cifratura e decifratura dichiarate dalla JCA. La JCA e la JCE sono molto simili 
tra loro, basandosi sugli stessi principi di progetto. In più la JCE offre 




supporto per i cifrari simmetrici a blocchi e a flusso, per i cifrari asimmetrici e 
per quelli con password; infine offre supporto anche per i meccanismi di 
MAC19, per il Key Generator  e il Key Agreement. 
Le classi che costituiscono la JCE si differenziano da quelle della JCA per via 
di una diversa dislocazione all’interno della piattaforma Java. Infatti le API 
della JCE sono tutte raccolte sotto il package javax.crypto e i rispettivi 
package sottostanti.  
Le classi principali sono le seguenti: 
? Cipher: per la cifratura e decifratura di dati mediante uno specifico 
algoritmo; 
? CipherInputStream e CipherOutputStream: incapsulano il 
concetto di canale sicuro, combinando tra loro oggetti Cipher con 
oggetti InputStream e OutputStream per gestire direttamente la 
cifratura e decifratura direttamente durante la comunicazione; 
? KeyGenerator: genera chiavi sicure per algoritmi simmetrici e per lo 
scambio Diffie-Hellmann (DH); 
? SecretKeyFactory: per la conversione di una chiave di tipo Key in 
chiavi opache o trasparenti; 
? SealedFactory: per la costruzione di oggetti serializzabili che 
incapsulano il cifrario semplificando la memorizzazione ed il 
trasferimento di oggetti cifrati; 
? KeyAgreement: per la gestione dei protocolli per concordare una 
chiave; 
? Mac: offre le funzionalità di MessageAuthentication Code. 
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Con la nuova versione della piattaforma di Java, il JDK 1.4, la Sun 
Microsystem ha dotato il linguaggio di un nuovo provider, il cui nome è 
“SunJCE”.  Il package di questo provider include molte implementazioni e 
algoritmi che non verranno affrontati in questa tesi, oltre ai seguenti 
argomenti, invece, inerenti a quelli che sono gli argomenti affrontati: 
? un’implementazione degli algoritmi di cifratura DES, TripleDES e 
Blowfish, in diverse modalità20: ECB, BCB, CFB, OFB e PCBC; 
? un’implementazione di MD5 con DES-CBC PBE21 definito in PKCS#5 
[16]; 
? una SecretKeyFactory per la conversione bidirezionale tra oggetti 
“opachi” DES, TripleDES e PBE e un “Key material” trasparente; 
? un’implementazione dello schema di padding22 definito in PKCS#5. 
 
Tra gli altri provider esistenti, uno che merita una nota particolare, anche 
perchè direttamente utilizzato per l’implementazione della tesi, è il package 
Bouncy Castle, il più completo provider di JCE e in licenza gratuita. Questo 
package offre molti servizi crittografici; tra questi, fornisce il supporto per i 
seguenti algoritmi: 
? Blowfish; 
? DES e DESede, che equivale al TripleDES della SunJCE; 
? IDEA; 
                                              
 
20 La modalità degli algoritmi di cifratura e decifratura sarà affrontata più avanti nel capitolo  
21 PBE – Password-Based Encryption 
22 Il padding nella cifratura e decifratura verrà affrontato più avanti nel capitolo 




? RC2, RC4, RC5,RC6; 
? Rijndael, che equivale a AES di SunJCE; 
? Skipjack e Twofish; 
? RSA, DSA, Diffide-Hellmann; 
? MD2, MD5, SHA-1 e RipeMD160. 
 
Inoltre fornisce la possibilità di leggere certificati in formato X.509, sia per la 
versione 2 che per la versione 3, come avviene all’interno di JCA con la classe 
java.security.cert.CertificateFactory. Quello che rende 
particolare questo aspetto, comunque, è la possibilità di leggere sia il formato 
di codifica PEM23, sia quello DER24. 
La grossa limitazione di questo package è la scarsa documentazione fornita, 
che ne rende complicata la comprensione e l’utilizzo. 
2.3 I principale servizi 
Adesso è nostra intenzione dare una descrizione dettagliata di quelli che sono i 
principali servizi offerti dalla JCA e dalle JCE di cui abbiamo parlato. 
Partiremo da quello che forse è il servizio più utilizzato, la cifratura e 
decifratura, parlando anche della  cifratura basata su password, tratteremo poi  
la creazione e gestione delle chiavi, soffermandosi sulle chiavi asimmetriche, 
quindi vedremo quali sono gli strumenti per la firma digitale, concludendo con 
una rassegna dei servizi rivolti alla creazione e alla gestione dei certificati. 
                                              
 
23 PEM – può contenere sia chiavi private che pubbliche che certificati, consiste in una 
codifica Base64 con formatoDER  
24 DER - può contenere sia chiavi private che pubbliche che certificati; è uno standard di 
default dei browser, non prevede l’intestazione, cosa invece presente nella codifica PEM  




2.3.1 Cifratura e decifratura  
La cifratura è il concetto più semplice della crittografia, consiste nel prendere 
un messaggio in chiaro e tradurlo in un messaggio umanamente 
incomprensibile. Questa operazione viene fatta sulla base di una chiave, 
chiamata chiave di cifratura, la quale determina il modo per passare dal testo 
in chiaro al testo cifrato. In base al tipo della chiave possiamo distinguere tra 
cifratura simmetrica e asimmetrica. Ci soffermeremo sulla cifratura 
asimmetrica in quanto è quella che abbiamo affrontato e implementato nella 
tesi. Il procedimento è il seguente: il testo in chiaro viene fatto passare in un 
cifrario che è stato precedentemente inizializzato con una chiave pubblica. È 
proprio il cifrario a compiere l’operazione di cifratura vera e propria. Per 
quanto riguarda la decifratura il procedimento è completamente analogo, ossia 
si prende il testo cifrato e si fa passare da un cifrario, inizializzato con la 
chiave privata corrispondente alla chiave pubblica usata per la cifratura.  
La Figura 2-1 mostra lo schema a blocchi del processo di cifratura e 
decifratura con chiavi asimmetriche: 
 
 
Figura 2-1: Schema di cifratura e decifratura con chiavi asimmetriche - tratta da [11] 
 




La cifratura asimmetrica è molto più vantaggiosa di quella simmetrica in 
quanto permette lo scambio di un messaggio segreto senza dover instaurare un 
canale sicuro. Con il concetto di cifratura è d’obbligo introdurre anche il 
concetto di modalità e padding che sono direttamente correlati al cifrario 
selezionato. 
La modalità specifica come un cifrario deve applicare un algoritmo; cambiare 
la modalità può permettere ad una certa tipologia di cifrari di funzionare come 
un’altra tipologia. I cifrari si suddividono in due categorie: 
 
? cifrari a blocchi, e 
? cifrari a flusso 
 
I cifrari a blocchi, come è facile intuire, prendono il messaggio e lo spezzano 
in blocchi di un qualsiasi numero di bit, anche se le dimensioni più utilizzate 
sono 64 e 128 bit.  
I cifrari a flusso invece permettono di cifrare i messaggi un solo byte alla 
volta, e per questa loro caratteristica sono molto utilizzati nelle applicazioni 
sequenziali come la comunicazione di rete. 
Le modalità più comuni e presenti nelle JCE esaminate in questa tesi sono: 
ECB, CBC, CFB e OFB. 
La modalità più semplice è, senza dubbio, ECB25, in cui ad ogni blocco del 
testo in chiaro corrisponde sempre lo stesso testo cifrato. Questa 
corrispondenza uno a uno non rende l’ECB molto indicato per trasmettere un 
                                              
 
25 ECB - Electronic Code Block  




flusso di informazioni, in quanto questa corrispondenza statica tra testo in 
chiaro e testo cifrato rende più semplice un attacco da parte di terze parti. 
Un altro tipo di modalità è il CBC26, che risolve in qualche modo quelli che 
sono i problemi visti nell’ECB. Nel CBC ogni blocco di testo in chiaro viene 
cifrato utilizzando le informazioni del blocco di testo in chiaro precedente. Il 
problema di questo metodo è che i messaggi identici verranno sempre cifrati 
in maniera uguale. Per risolvere questo problema basta ricorrere ad un vettore 
di inizializzazione.  
Il vettore di inizializzazione è un blocco di dati usato per inizializzare 
casualmente il cifrario in modo che anche due messaggi uguali siano cifrati 
con blocchi differenti. Il CBC generalmente è utilizzato in trasmissioni di 
testo, ma richiede che i blocchi generalmente abbiano una lunghezza di 8 
caratteri. 
Gli ultimi due metodi sono il CFB27 e l’OFB28. Il CFB ha lo stesso 
funzionamento del CBC e cambia solo per il fatto che i blocchi sono di 
dimensioni minori, generalmente di 8 bit, mentre l’OFB offre maggiore 
protezione rispetto alle eventuali perdite di informazioni durante il 
trasferimento. 
Nella cifratura asimmetrica la modalità più utilizzata è l’ECB, dove 
generalmente viene cifrato un solo singolo blocco di testo in chiaro. Siccome, 
in genere, la dimensione di un blocco si avvicina molto a quella di una chiave, 
per una chiave RSA di 1024 bit possono essere cifrati blocchi fino a 128 byte. 
                                              
 
26 CBC - Cipher Block Chaining 
27 CFB.- Cipher FeedBack 
28 OFB - Output FeedBack 




Nel caso in cui il testo da cifrare sia maggiore occorre usare una cifratura 
diversa.  
Il padding, invece supplisce all’impossibilità di un messaggio di essere di una 
dimensione esattamente multipla della dimensione di un blocco. Quindi, prima 
della cifratura, occorre aggiungere la spaziatura mancante. Esistono due modi 
di fornire questo padding: 
 
? Nessun padding; 
? Padding definiti nello standard PKCS. 
 
Nessun padding significa che non viene applicata nessuna spaziatura, mentre 
PKCS29 indica, in base alla versione dello standard, come deve essere 
implementato il riempimento dei blocchi. Ad esempio nello standard del 
PKCS#5, il più utilizzato, soprattutto nelle cifrature simmetriche, si usa 
aggiungere, come padding, un numero; tale numero corrisponde proprio ai 
byte che mancano per finire il blocco, come si può ben vedere in Figura 2-2  
 
                                              
 
29 PKCS – Public Key Cryptographic Standard 





Figura 2-2: Esempio di padding per lo standard PKCS#5 - tratto da [19] 
 
Per quanto riguarda, invece, la cifratura asimmetrica, generalmente vengono 





Il primo rappresenta la forma standard utilizzata con RSA. Il suo 
funzionamento è abbastanza semplice e prevede di aggiungere al messaggio 
tre blocchi in testa allo stesso. Il primo blocco, con dimensione di un singolo 
byte, indica il tipo del secondo blocco, il quale può avere una dimensione che 
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in genere si attesta sugli 8 byte, e il cui contenuto è casuale. Infine è presente 
il terzo blocco avente la costante nulla, e che serve per riconoscere la fine del 
padding e il conseguente inizio del messaggio. 
Per quanto riguarda l’OAEP, rappresenta un miglioramento dello standard 
precedente. 
Non ci resta che vedere come si può gestire la cifratura vera e propria in Java. 
La cifratura, come abbiamo già detto in precedenza, non è un servizio 
implementato dalla JCA, quindi la sua implementazione sarà presente nella 
JCE, all’interno del package javax.crypto, e i rispettivi package correlati. 
Il concetto principale che caratterizza una cifratura asimmetrica rispetto a 
quella simmetrica, è la presenza di due chiavi, una pubblica e una privata, che 
servono l’una per la cifratura e l’altra per la decifratura.  
Per prima cosa, quindi, occorre possedere una coppia di chiavi, oppure 
generarsela. Il servizio di generazione e gestione di una coppia di chiavi è 
direttamente offerto dalla JCA, all’intero dei seguenti package: 
? java.security.KeyPair: un oggetto di tipo KeyPair contiene 
una coppia di chiavi pubblica e privata. In questa classe sono presenti 
soltanto due metodi, getPublic() e getPrivate() che permettono 
il recupero delle chiavi, rispettivamente pubblica e privata, dal 
contenitore.  
? java.security.KeyPairGenerator: questa classe fornisce gli 
strumenti necessari per la creazione di una coppia di chiavi. Le chiavi 
asimmetriche vengono sempre generate in coppia, perchè non c’e modo, 
da una chiave, di risalire alla sua corrispondente. La generazione di una 
coppia di chiavi si articola in tre passi: istanziamento del generatore con 
l’algoritmo di creazione delle chiavi, inizializzazione dello stesso con la 




dimensione delle chiavi e infine creazione dell’oggetto KeyPair con le 
due chiavi al suo interno. I metodi necessari a svolgere queste operazioni 
sono rispettivamente getInstance(), initialize() e uno tra i 
due seguenti metodi: genKeyPair() o generateKeyPair(). 
Infatti esistono due modi per generare un oggetto KeyPair: un modo 
indipendente dall’algoritmo, oppure specificando l’algoritmo. La 
differenza tra i due modi sta semplicemente nell’inizializzazione 
dell’oggetto KeyPairGenerator. Naturalmente chiamate ripetute 
dell’ultimo metodo producono coppie di chiavi sempre differenti. 
? java.security.PublicKey: rappresenta un’interfaccia per una 
chiave pubblica. È una sotto-interfaccia per la classe Key, ma non 
aggiunge nessun metodo o costante. Serve solamente come interfaccia 
per tutti i gruppi di chiavi pubbliche. Questa classe presenta anche delle 
sotto-interfacce che la estendono, e che estendono alcuni tipi di chiave 
come ad esempio RSAPublicKey e DSAPublicKey. Queste sotto-
interfacce sono presenti all’interno del package 
java.security.interfaces. 
? java.security.PrivateKey: è identica alla classe precedente se 
non per il fatto che rappresenta una chiave privata. Anche questa classe 
presenta delle sotto-interfacce nel package 
java.security.interfaces, che specializzano alcuni tipi di 
chiave, come ad esempio RSAPrivateKey e DSAPrivateKey. 
Anche l’interfaccia RSAPrivateKey ha una sua sotto-interfaccia che 




è RSAPrivateCrtKey, che presenta la variante CRT31, la quale 
permette la possibilità di memorizzare informazioni extra sulla chiave per 
rendere il calcolo della chiave stessa più veloce. 
 
Quindi una volta create le due chiavi sarà possibili utilizzarle per la cifratura. 
Il procedimento di cifratura prevede l’utilizzo della classe Cipher, presente 
nel package di JCE javax.crypto.Cipher. Questa è una delle classi più 
importanti della piattaforma JCE. Anche questa classe svolge l’operazione di 
cifratura in tre passi, ossia un passo iniziale in cui viene istanziato un oggetto 
cifrario, quindi viene inizializzato ed infine viene eseguita la cifratura. I 
metodi coinvolti in questi tre passi sono rispettivamente: 
 
? getinstance(),  
? init(), 
? doFinal().  
 
Il primo metodo, che permette di generare un oggetto Cipher, richiede in 
ingresso la specifica di una trasformazione.  
Il secondo metodo, init(), inizializza il cifrario con una chiave. Il cifrario 




                                              
 
31 come definito all’interno dello standard PKCS#1, rappresenta l’utilizzo del Teorema 
Cinese del Resto  









Le ultime due costanti sono prettamente relative alla gestione di chiavi 
segrete. 
L’ultimo metodo, doFinal(), effettua la cifratura finale, restituendo il 
risultato finale in un buffer di byte. Una volta conclusa l’operazione il cifrario 
viene resettato, quindi per eseguire nuovamente una cifratura, occorre ripartire 
con la chiamata alla init().  
Una trasformazione  è una stringa che descrive l’operazione, o l’insieme delle 
operazioni da eseguire su un dato ingresso. Una trasformazione include 
sempre il nome dell’algoritmo crittografico da usare, ed eventualmente può 
essere seguito dal nome di alcuni algoritmi per l’implementazione della 
modalità e il padding. Quindi lo schema di uno dei parametri del metodo 
getInstance() è: 
 
? “algoritmo/modalità/padding” oppure 
? “algoritmo”. 
 
A volte può essere anche utile specificare la dimensione della modalità, nel 
caso in cui si usino cifrari a blocchi come CFB e OFB. Per tutte le specifiche 
sulle possibili stringhe determinabili per  questo parametro si rimanda il lettore 
alla consultazione del manuale della Sun Microsystem. 




Di seguito riportiamo un semplice esempio di cifratura in cui si fa riferimento 




Cipher cifrario = 
Cipher.getInstance("DES/CBC/PKCS5Padding","BC");  
cifrario.init(Cipher.ENCRYPT_MODE, chiaveSegreta); 
byte[] messaggioCifrato = cifrario.doFinal(messaggio.getBytes()); 
 
 
Quando si creano delle coppie di chiavi queste devono essere memorizzate in 
modo da garantirne la protezione da possibili attacchi, che ne metterebbero in 
pericolo l’affidabilità. Una tecnica molto utilizzata per la protezione delle 
chiavi è la cifratura con password. 
La cifratura con password 
Quando si generano coppie di chiavi asimmetriche, la protezione è 
indispensabile soprattutto per quanto riguarda quella privata. Solitamente si 
usa memorizzare la chiave privata su dispositivi fisici esterni come floppy o 
smartcard, ma questo implica di avere sempre un supporto esterno e di 
mantenerlo in un posto sicuro. Un altro metodo, molto più pratico è quello di 
memorizzare la chiave privata nel file system della macchina locale, 
all’interno di un file e di proteggere il suo accesso con una password. La 
presenza della password si rende necessaria perchè la semplice 
memorizzazione della chiave sul file system è riduttivo in termini di sicurezza, 
in quanto chiunque abbia accesso alla macchina può leggere il contenuto di 
quel file. Un metodo quindi è quello di utilizzare un algoritmo di cifratura con 




password, o PBE; inoltre sarebbe buona norma modificare i diritti di accesso a 
quel file. 
La cifratura con password utilizza una combinazione tra cifrature hash e 
normale cifratura. Acquisita la password calcoliamo il suo digest con 
algoritmo del tipo SHA-1 o MD5, quindi utilizziamo il risultato di questa 
operazione come chiave con cui inizializzare un cifrario. Una volta 
inizializzato il cifrario è possibile andare a cifrare la chiave. 
 
 
Figura 2-3: Processo di cifratura con password - tratto da [11] 
 
Il problema dell’utilizzo di questa tecnica è che generalmente le password 
hanno una dimensione di 6 ÷ 8 caratteri, e per lo più sono parole di senso 
compiuto, in quanto devono essere facilmente ricordabili. Questa loro 
caratteristica li rende facilmente vulnerabili con i cosiddetti attacchi con 




dizionario32. Per questo motivo è un metodo meno sicuro rispetto ad algoritmi 
che utilizzano chiavi binarie come Blowfish o TripleDES. 
Una possibile modifica al PBE che lo rende molto più sicuro è quella di 
prevedere tecniche come: 
 
? Conteggio di ripetizioni; 
? Salt. 
 
Il conteggio di ripetizioni consiste nel tentativo di aumentare il tempo che si 
impiegherebbe per applicare un attacco con dizionario. Quindi, 
operativamente parlando, si tratta di applicare un certo numero di volte 
l’algoritmo del calcolo del digest alla password. Generalmente tale numero è 
preso nell’ordine del migliaio. 
La tecnica del salt, invece, consiste nell’aggiunta di una stringa casuale 
davanti alle password prima che si applichi il calcolo del digest, in modo da 
aumentare sensibilmente il numero di possibili hash generabili con quella 
password. Generalmente queste stringhe aggiuntive sono dell’ordine degli 8 o 
16 byte. Se ad esempio aggiungiamo un salt di 8 byte, abbiamo un spazio dei 
possibili digest che è 264 volte più grande. Dato che la generazione di un digest 
è molto più complesso della generazione di una password, questa modifica 
rende praticamente impossibile riuscire a risalire alla password. 
                                              
 
32 attacco con dizionario – è una tecnica che prevede la generazione delle parole di un 
dizionario e quindi con le possibili password generate si tenta di individuare quella corretta. 
È una sorta di attacco a tentativi, dove si sfrutta la limitatezza dello spazio degli ingressi. 








Figura 2-4: Processo di cifratura con password e salt - tratta da [11] 
 
In Java, la cifratura basata su password si avvale dei servizi offerti dai package 
javax.crypto.spec, oltre ai servizi offerti da alcune classi del package 
javax.crypto: 
? javax.crypto.spec.PBEKeySpec: questa classe viene utilizzata per 
creare una chiave basata su password, utilizzando un’istanza della classe 
SecretKeyFactory.  È una delle poche classi della JCE sulla quale 
l’istanza è ottenuta tramite il costruttore standard. La password da passare 
al costruttore deve essere in formato di array di char. Questa costrizione 
è dovuta la fatto che in Java le stringhe sono immutabili e invece può 
essere necessario eliminare la password dopo il suo utilizzo, per motivi di 
sicurezza. Un esempio di utilizzo di questa classe può essere il seguente: 





char[] password = ”password”.toCharArray(); 
PBEKeySpec pbekeyspec = new PBEKeySpec(password); 
 
 
? javax.crypto.SecretKeyFactory: questa classe rappresenta un 
costruttore per chiavi segrete. Per poter utilizzare concretamente un 
oggetto javax.crypto.PBEKeySpec occorre farlo passare 
attraverso un oggetto SecretKeyFactory. Quest’ultima classe 
tramite una chiamata al metodo generateSecret(), genererà una 
chiave prendendo una specifica di essa  dall’oggetto PBEKeySpec, 
ricevuto come argomento. 
? javax.crypto.spec.PBEParameterSpec: questa classe specifica un 
insieme di parametri usati con un PBE, come è definito nello standard 
PKCS#5. Un oggetto di questo tipo viene passato come parametro al 
cifrario in modo che questo venga inizializzato come un cifrario PBE con 
salt e conteggio di ripetizioni. Un oggetto PBEParameterSpec, 
infatti, è un contenitore per un salt e il conteggio di ripetizioni. 
 
 
SecretKeyFactory skf = SecretKeyFactory.getInstance(“nome 
algoritmo”); 
SecretKey chiave = KeyFactory.generateSecret(pbekeyspec); 
PBEParameterSpec param = new PBEParameterSpec (salt, N_ripet); 
Cipher cipher = Cipher.getInstance(“nome algoritmo”);  
Cipher.init(Cipher.ENCRYPT_MODE, chiave,param); 
 




2.3.2 La firma digitale 
Un utilizzo molto diffuso della crittografia è per processi di autenticazione, 
cioè per processi di convalida dell’identità di un utente o dell’integrità dei dati. 
Una tecnologia molto importante che implementa i meccanismi 
dell’autenticazione è la firma digitale.  
La firma digitale è un procedimento di associazione di un individuo ad una 
particolare informazione. La firma digitale riproduce fedelmente quello che è 
il procedimento di firma, come concetto di comune utilizzo, con il pregio di 
essere molto più difficilmente falsificabile. 
In pratica la firma digitale sfrutta quel servizio crittografico che è l’impronta 
digitale di un messaggio, finora espresso con il termine di digest di un 
messaggio. Il procedimento di firma di un certo documento è abbastanza 
facile; si prende il messaggio che si vuole firmare, se ne determina l’impronta 
tramite un algoritmo di digest, quindi si prende l’impronta e la chiave privata 
del firmatario e si fanno passare attraverso un algoritmo di firma. Quello che 
si ottiene è la firma di quel documento processata con quella particolare 
chiave privata. Quindi se alleghiamo ai documenti la loro firma, chi riceverà 
questi dati potrà determinare in maniera inequivocabile che chi ha firmato quei 
documenti aveva libero accesso alla chiave privata utilizzata.  
In Figura 2-5 riportiamo lo schema a blocchi del processo di firma di un 
messaggio dal mittente al ricevente: 
 





Figura 2-5: Processo di firma di un documento - tratto da [11] 
 
Per quanto riguarda la convalida della firma questa viene effettuata tramite 
l’utilizzo della chiave pubblica associata alla chiave privata del presunto 
firmatario. Il procedimento, anche questa volta, è molto semplice, si firma con 
la chiave pubblica la firma ricevuta, ottenendo così un’impronta del 
messaggio, quindi si prende il documento originale e se ne calcola il digest.  
Se eseguendo il confronto tra le due impronte otteniamo che sono uguali, 
allora possiamo affermare con assoluta certezza che la firma digitale di quei 
documenti è stata effettuata con la chiave privata corrispondente alla chiave 
pubblica utilizzata.  
In Figura 2-6 riportiamo uno schema a blocchi del processo di verifica della 
firma di un documento:  
 





Figura 2-6: Processo di verifica della firma di un documento - tratta da [11] 
 
L’avvenuta convalida di una firma garantisce che il possessore della chiave 
privata associata alla chiave pubblica utilizzata abbia firmato il documento, 
garantendo quindi il non ripudio del documento da parte del firmatario. Inoltre 
garantisce l’integrità dei dati in quanto non è possibile che qualcuno abbia 
modificato e poi firmato nuovamente il documento con la chiave del 
proprietario a meno che la chiave non sia stata compromessa. Quindi 
possiamo affermare che tutti servizi e le garanzie offerte dalla firma digitale 
dipendono strettamente dall’affidabilità della sicurezza della chiave privata del 
firmatario. 
Prima di affrontare il problema della firma digitale in Java è nostro interesse 
dare alcune nozioni su come calcolare l’impronta di un messaggio.  
Il meccanismo di calcolo di un digest di un messaggio è molto utilizzato in 
crittografia in quanto riduce notevolmente le dimensioni di un documento. 
Infatti due documenti che differiscono per pochissimo, hanno la caratteristica 
di generare due digest molto differenti. Inoltre è stato dimostrato che è 




praticamente impossibile da un digest risalire al messaggio originale, 
garantendo l’integrità dell’informazione contenuta.  
 
 
Figura 2-7: Schema a blocchi del processo per il calcolo di un’impronta - tratta da [11] 
  
In Java il calcolo del digest di un messaggio è affidata alla classe 
java.security.MessageDigest.  
Questa classe fornisce le implementazioni degli algoritmi di digest SHA-1 e 
MD5. Questi algoritmi prendono come ingresso dei dati di dimensione 
arbitraria e restituiscono un valore hash di dimensione fissa33. Un oggetto 
MessageDigest, per essere utilizzato, deve essere inizializzato; essendo anche 
questa una classe astratta, una sua istanza viene creata con il metodo 
getInstance() invece della classica chiamata al costruttore. Questo 
metodo ha bisogno che venga specificato l’algoritmo con cui si intende 
generare il digest. Eventualmente, come per moltissime chiamate nei package 
di JCA e JCE, è possibile specificare un provider oppure lasciare quello di 
default. 
                                              
 
33 Per quanto rigurada le dimensioni del valore di hash restituito da questi algoritmi, MD5 
ritorna oggetti valori hash su 128 bit, mentre SHA-1 su 160 bit.  




I dati vengono processati per il calcolo del digest con il metodo update(). 
Questo metodo ha bisogno dei dati da processare. Questi dati devono essere 
passati al metodo sottoforma di byte o array di byte. 
Il metodo che esegue effettivamente il calcolo di un digest è comunque 
digest(). Questo metodo può essere anche invocato direttamente, senza 
prima invocare la chiamata a update(), nel caso in cui i dati da processare 
siano di piccole dimensioni. In ogni caso questo metodo restituisce l’hash 
sottoforma di array di byte. 
Ritornando alla firma digitale, in Java, questo servizio è offerto dal package 
della JCA, java.security.Signature.  
Il nome della classe può sembrare ingannevole, infatti con il termine 
Signature ci si riferisce all’oggetto utilizzato per creare e verificare le 
firma digitali, mentre le firme vere e proprie vengono gestite come array di 
byte.  
All’interno della classe Signature, sono disponibili sei metodi principali 
per la creazione di una firma e la sua verifica.  
Questa classe è astratta, quindi anche per la firma un oggetto Signature 
sarà ottenuto invocando il metodo getInstance(). Analogamente agli 
omonimi metodi delle classi viste finora, anche questo metodo necessita di un 
nome di un algoritmo ed eventualmente anche di un provider. Il nome degli 
algoritmi passati a questo metodo è strutturato in maniera standard, ovvero è 
composto dal nome dell’algoritmo di creazione del digest, seguiti dalla 
costante “with”, e terminati con il nome dell’algoritmo di firma. Quindi 
esempi tipici possono essere: MD5withRSA, SHA1withRSA oppure 
SHA1withDSA e MD5withDSA.  




Come anche altre classi del package java.security, la classe 
Signature fornisce un’implementazione indipendente dagli algoritmi, cioè 
una chiamata ad un metodo di inizializzazione di un oggetto di questa classe, 
con un particolare algoritmo, ritorna un oggetto Signature. 
Un oggetto Signature può essere utilizzato per eseguire la firma oppure per 
verificarla. Una volta creato un oggetto di questo tipo, queste due operazioni si 




? Operazione conclusiva. 
 
Per quanto riguarda l’operazione di inizializzazione, questa viene fatta tramite 
una chiave privata o una chiave pubblica, a seconda che si voglia effettuare 
un’operazione di firma o verifica, rispettivamente. Nel caso in cui si esegua la 
firma, occorre invocare il metodo initSign(). Questo metodo inizializza 
un oggetto Signature per eseguire la firma e necessita di una chiave 
privata, ed eventualmente un oggetto SecureRandom(). Se invece si 
esegue un’operazione di verifica occorre invocare il metodo 
initVerify(); questo metodo ha due implementazioni in quanto è 
possibile passargli sia una chiave pubblica sia un certificato come oggetto 
Certificate. 
Per quanto riguarda l’operazione di aggiornamento, questa viene fatta tramite 
chiamata al metodo update(). Quindi una volta inizializzato l’oggetto firma 
o l’oggetto verifica, bisogna passargli i dati tramite questo metodo. I dati 
devono essere passati come singolo byte, oppure come array di byte. 




Naturalmente, nel caso in cui si stia effettuando la firma, questi dati sono 
rappresentati dai dati da firmare, altrimenti dai dati indicanti la firma già 
effettuata e che occorre verificare. 
Infine l’ultima operazione viene fatta eseguendo una chiamata al metodo 
sign(), se si sta eseguendo la firma, o verify(), se stiamo eseguendo la 
verifica.  
Il metodo sign() viene eseguito sui dati da firmare e ritorna la firma sotto 
forma di byte.  
 
 
Signature firma = Signature.getInstance(“algoritmo_di_firma”); 
firma.initSign(KeyPair.getPrivate()); 
firma.update(dati); 
Byte[] ByteFirmati = firma.sign(); 
 
 
Il metodo verify(), invece, viene eseguito passandogli l’array di byte 
indicante la firma e restituisce un booleano come notifica della verifica.  
Se la verifica ha esito negativo potrebbe anche essere generata un’eccezione di 
tipo SignatureException.  
 
 
Signature firma = Signature.getInstance(“algoritmo_di_firma”); 
firma.initVerify(KeyPair.getPublic()); 
firma.update(dati); 
Byte[] ByteFirmati = firma.sign(); 
try{ 








Questo ultimo caso si verifica quando l’oggetto firma non è stato inizializzato 
correttamente oppure è in un formato diverso da quello atteso.  
2.3.3 I Certificati digitali 
Nella trattazione della firma digitale abbiamo messo in evidenza l’importanza 
della chiave e della sua protezione. Un altro aspetto fondamentale è che la 
chiave pubblica, necessaria alla verifica, sia autentica. Una soluzione a questo 
problema è rappresentato dai certificati digitali. 
I certificati digitali legano tra loro una chiave pubblica ad un particolare 
identificatore di persona o ente, e rappresentano la garanzia, fornita da terze 
parti, che questo legame è autentico. Le terze parti a cui si fa riferimento sono 
particolari autorità dette Certification Authority, il cui scopo è quello di 
garantire l’affidabilità di una chiave di un certo ente o persona. L’affidabilità 
della chiave per essere garantita deve sottostare a rigidissime regole di 
scurezza e integrità. In Figura 2-8 riportiamo lo schema di principio per la 
costruzione di un certificato firmato con la chiave privata corrispondente alla 
chiave pubblica certificata: 
 
 
Figura 2-8: Modello di creazione di un certificato - tratto da [11] 




Le due autorità di certificazione più note sono Verisign e Thawte. Queste sono 
le autorità di certificazione che maggiormente sono presenti sul mercato delle 
certificazioni. Le autorità di certificazioni sono enti di rilascio di certificati 
riconosciute da tutti i maggiori sistemi operativi e enti per la sicurezza. La loro 
notorietà e affidabilità fa in modo che una firma con la loro chiave privata, 
posta su un certificato di una persona o di un ente sia sufficiente per garantire 
l’affidabilità su quanto dichiarato dal certificato stesso.  
Per quanto riguarda il contenuto dei certificati, oltre alla chiave pubblica, sono 
presenti informazioni sulla persona o ente possessore dello stesso e sull’ente 
che lo ha rilasciato. Le principali caratteristiche di un certificato sono appunto 
le identità del possessore e di chi lo ha rilasciato e firmato ma anche la data di 
rilascio e di validità. Infatti un certificato ha una validità di durata limitata, 
oltre la quale non è più considerato valido.  
I certificati in genere sono di vario tipo a seconda dell’utilizzo a cui sono 
destinati; i certificati di tipo X.509 sono i più diffusi. Lo standard X.509 
definisce un’architettura di riferimento per l’erogazione di servizi di 
autenticazione da parte della directory X.500 ai suoi utenti [18].  
La directory, in linea di principio, è un server o un insieme distribuito di 
server, che mantengono una base di dati contente informazioni sugli utenti, tra 
cui quelle relative alla corrispondenza tra nomi utente e indirizzi di rete. La 
directory può essere utilizzata come deposito di certificati a chiave pubblica. 
Ciascun certificato contiene la chiave pubblica di un utente ed è firmato con la 




chiave privata di un’autorità di certificazione fidata34, oppure con la chiave 
privata dell’utente stesso35. 
L’importanza di questo standard è dovuta al fatto che la struttura dei certificati 
e dei protocolli definiti in X.509 sono utilizzati in tantissimi contesti.  
Lo standard X.509 si basa sull’utilizzo della crittografia a chiave pubblica e 
delle firme digitali. Lo standard non impone l’utilizzo di un algoritmo di 
cifratura particolare anche se viene raccomandato l’RSA36. Per quanto 
riguarda la firma digitale si ipotizza l’utilizzo di una funzione di hash, anche 
se lo standard non ne consiglia una specifica. 
In questi certificati sono contenute informazioni personali del possessore, tra 
cui il nome, cognome, ente di cui fa parte il possessore, la sua chiave pubblica 
e la data di emissione e relativa durata di validità del certificato stesso, oltre ai 
parametri relativi alla Certification Authority, che lo ha autenticato con la 
propria firma digitale. La validità di un certificato può dipendere da molti 
fattori, tra cui la lunghezza della chiave utilizzata per firmare il documento e 
soprattutto quanto il possessore lo intende pagare.  
Siccome ottenere un certificato da parte di queste Certification Authority è 
molto costoso, spesso si ricorre a delle tecniche limitative ma più veloci e 
meno costose: l’autocertificazione. Questa soluzione risulta parecchio 
limitativa, infatti un certificato autofirmato non è riconosciuto come fidato, in 
quanto manca la firma della Certification Authority; infatti nel processo di 
verifica di una catena di certificati è importante che a monte della stessa ci sia 
                                              
 
34 CA, Certification Authority 
35 Self-Signed Certificate, certificati autofirmati 
36 sviluppato nel 1977 da Ron Rivest, Adi Shamir e Len Adleman, da cui prende il nome, al 
MIT  




un certificato definito root, considerato trusted, che abbia firmato il proprio 
certificato e quello di livello più alto all’interno della catena.  
Di seguito viene riportato uno schema che specifica i campi contenuti in un 
certificato X.509 con le rispettive versioni: 
 
 
Figura 2-9: Contenuto di un certificato X509 - tratta da [18] 
 
Le catene di certificazioni 
Come si è potuto capire da quanto scritto finora, un certificato sostanzialmente 
convalida una chiave pubblica mezzo di una firma di un’autorità riconosciuta 




attendibile e fidata. Questo procedimento è facilmente estendibile a più 
certificati creando una catena di certificati37.  
Ogni autorità di certificazione presenta un proprio certificato, il root, con il 
quale certifica gli altri certificati. Quindi un’autorità nota, come ad esempio 
Verisign, può utilizzare il certificato root per convalidare il certificato di un 
altro ente che fornisce alcuni servizi tra cui la convalida di certificati privati 
dei singoli utenti. È importante tener presente che nel processo di verifica, 
ogni certificato della catena, ad eccezione del certificato dell’utente, è stato 
utilizzato come autorità di certificazione. 
 
 
Figura 2-10: Catena di certificati dal root all’utente finale 
 
                                              
 
37 dalla terminologia in Java dette anche certification path, mentre la classe Java è CertPath 




Tra le caratteristiche di un certificato, oltre a quelle specificate in precedenza, 
c’è la tipologia del certificato, ossia se il certificato può essere utilizzato per 
l’e-mail, per certificare nuovi certificati, ed altri, oppure se può convalidare 
una chiave pubblica. In un certificato X.509, a partire dalla seconda versione, 
sono state inserite delle estensioni che specificano ciò per cui un certificato 
può essere utilizzato e per cosa non può essere usato. 
La concatenazione dei certificati è molto utile per la gestione degli stessi, in 
quanto è possibile specializzare le funzioni di ogni certificato. 
Lista di revoca dei certificati 
La scadenza del termine di validità non è l’unica causa per cui un certificato 
non è più considerato valido. Le cause della perdita dell’affidabilità di un 
certificato possono essere molteplici; alcune di queste possono riguardare la 
chiave privata associata alla chiave pubblica certificata, oppure a scelte della 
autorità di certificazione, oppure alla terminazione di rapporto di 
collaborazione tra enti, e tante altre ancora. 
Al di là di quale sia la motivazione, una certification authority può avere la 
necessità di revocare la validità ad un certificato. Questo compito viene svolto 
dai Certificate Revocation List, CRL, che non sono altro che un elenco di 
numeri di serie di certificati revocati dall’autorità di certificazione. I CRL 
sono propri di ogni autorità di certificazione, e sono scaricabili dai siti delle 
rispettive autorità, quindi un certificato rilasciato da una certa autorità X, non 
sarà mai presente all’interno di una CRL di un’altra autorità di rilascio Y. Se 
un certificato non è presente all’interno di queste liste e non è ancora scaduto, 
è da considerare valido. Un certificato presente nella CRL ci rimarrà fino alla 




scadenza dello stesso. Sfortunatamente, il controllo di queste liste non è una 
prassi comune per le applicazioni che gestiscono i certificati. 
Il contenuto di una CRL è riportata in Figura 2-11: 
 
 
Figura 2-11: contenuto dei CRL - tratta da [18] 
 
I certificati in Java 
Nel JDK sono presenti tre classi molto importanti per la gestione dei 
certificati, tutte poste nel package java.security.cert. Queste tre classi 
sono le seguenti: 




? java.security.cert.Certificate: è una classe astratta per la gestione di una 
varietà di certificati. Questa classe è un’astrazione per i certificati che 
hanno formati differenti ma ugualmente di uso comune. Per esempio i 
certificati in formato X.509 e PGP sono differenti, ma possono contenere 
alcuni tipi di informazioni comuni come le chiave pubbliche. I metodi 
con i quali si ha più spesso a che fare sono getPublicKey(), 
getEncoded() e verify(). Il primo dei tre metodi serve per 
recuperare una chiave pubblica dal certificato, ritornando proprio un 
oggetto PublicKey. Il secondo metodo permette di ottenere una forma 
codificata di questo certificato. Questo metodo assume che ogni tipo di 
certificato abbia una sola forma di codifica. Ad esempio i certificati 
X.509 potrebbero essere codificati come ASN.1 DER. L’oggetto 
codificato che ritorna da questo metodo è sotto forma di array di byte. 
L’ultimo metodo serve invece per effettuare la verifica del certificato ed è 
necessario che sia passata la chiave pubblica dell’autorità di 
certificazione che lo ha firmato: 
? java.security.cert.X509Certificate: è una classe astratta per i certificati 
X.509. Questa classe rappresenta un modo standard per accedere a tutti 
gli attributi del certificato. Questi certificati sono istanziati usando un 
oggetto CertificateFactory. Sono presenti numerosi metodi get 
che permettono il trattamento di tutte le informazioni contenute nel 
certificato, come il periodo di validità, il numero di serie e le 
informazioni del proprietario e di chi lo ha rilasciato. 
? java.security.certCertificateFactory: questa classe definisce le 
funzionalità di un costruttore di certificati, necessario per la generazione 
di un certificato, di una catena di certificazione e di una lista di certificati 




revocati. Per la conversione, da un file o da un qualunque supporto, in un 
formato adatto, è necessario utilizzare metodi diversi a seconda che si 
tratti di un certificato singolo o di una catena di certificati. Per certificati 
singoli occorre utilizzare il metodo generateCertificate(), 
mentre per catene di certificati occorre utilizzare 
generateCertificates(). Quest’ultimo metodo permette di 
trattare quella che era una catena di certificazione come una collezione di 
certificati non più strettamente legati. Nel caso in cui si volesse generare 
una catena di certificazione il metodo da invocare sarà 
generateCertPath(), mentre nel caso in cui si voglia verificare la 
validità di una catena di certificati, si dovrà fare affidamento sul metodo 
CertPathValidator(). Quando si utilizza un oggetto 
CertificateFactory questo deve ritornare certificati che sono 
istanze di oggetti X509Certificate oppure deve ritornare CRL che 
sono istanze di oggetti X509CRL. Se ad esempio volessimo leggere i 
certificati contenuti in un file, aventi codifica in Base64, in cui ogni 
certificato deve essere limitato, in testa dalla stringa “----BEGIN 
CERTIFICATE----” mentre in coda dalla stringa “----END 
CERTIFICATE----”, dovremmo leggere il file come nel seguente 
esempio: 





FileInputStream fis = new FileInputStream(file); 
BufferedInputStream bis = new BufferedInputStream(fis); 
CertificateFactory cf = 
CertificateFactory.getInstance(“X.509”); 
while (bis.available() > 0){ 
  Certificate cert = cf.generateCertificate(bis); 




Per quanto riguarda le catene di certificazione abbiamo detto che vengono 
gestite in maniera particolare rispetto ad un semplice certificato. Dalla 
terminologia con cui si identificano in Java, certification path, la classe che le 
gestisce è presente nel package java.security.cert, con il nome di 
CertPath: 
? java.security.cert.CertPath: rappresenta una sequenza immutabile di 
certificati. Questa, come altre classi di questo package, è una classe 
astratta, e definisce tutti i metodi comuni a tutte le catene di 
certificazione. Le sue dirette sottoclassi sono classi che specificano 
particolari tipi di certificati come X509 o PGP. Tutti gli oggetti 
CertPath sono formati da un tipo, che è una lista di oggetti 
Certificate,  ed uno o più codifiche di supporto. Il tipo è un oggetto 
String, il cui valore identifica il tipo del certificato all’interno della 
catena. La lista di certificati è una lista ordina di zero o più oggetti 
Certificate. Le codifiche supportate servono alla traslazione degli 
oggetti in array di byte necessari per la trasmissione e la memorizzazione 
degli stessi. Sarebbe opportuno che lo standard di codifica fosse uno di 
largo consumo e ben noto come potrebbe essere il PKCS#7. Per 




convenzione, i certification path in formato X.509, che in Java sono 
rappresentati dagli oggetti della classe X509Certificate, sono 
ordinati in modo che il primo certificato sia quello dell’utente, mentre 
l’ultimo deve essere quello rilasciato da un’autorità certificazione, 
definita in Java, TrustAnchor. Infatti, in una catena, colui che emette 
un certificato è il proprietario di quello successivo e così via fino al 
TrustAnchor. Il certificato della TrustAnchor non dovrebbe essere 
incluso nella catena. Queste, naturalmente, rimangono caratteristiche 
tipiche di una catena di certificazione considerata valida, perchè per 
quelle non valide non è detto che siano rispettate. I metodi di questa 
classe che maggiormente vengono utilizzati sono quelli relativi al 
recupero di informazioni dei certificati e per il recupero dei certificati da 
un certo supporto. Quasi tutti questi metodi iniziano con la parola get 
seguita dall’attributo ritornato, come ad esempio i metodi 
getEncoding() che restituisce la forma codificata della catena, 
tramite la codifica di default, oppure getCertificates(), che 
restituisce la lista di certificati presenti nella catena. 
? java.security.cert.CertPathValidator: rappresenta il supporto 
necessario per effettuare il processo di verifica della validità di una 
catena di certificazione. La struttura di questa classe come quella di 
moltissime altre è costruita su un’architettura basata su provider, come è 
la JCA. Per creare un oggetto CertPathValidator, utilizziamo uno 
dei metodi statici getInstance(), dove a ciascuno di questi passiamo 
una stringa indicante il nome dell’algoritmo per la validazione che si 
vuole usare più, eventualmente, il nome del provider. Una volta che è 
stato creato un oggetto è possibile andare ad effettuare il controllo della 




validità di una catena invocando il metodo validate(), al quale va 
passato come input la catena da verificare sotto forma di oggetto 
CertPath, più un set di parametri di uno specifico algoritmo di 
validazione. Se il processo di validazione dà buon esito questo metodo 
ritornerà un oggetto che implementa l’interfaccia 
CertPathValidatorResult. 
? java.security.cert.CertPathValidatorResult: rappresenta una 
descrizione dettagliata del processo di validazione di una catena di 
certificazione. Il suo scopo è quello di raggruppare in un’interfaccia 
comune tutti i possibili valori di ritorno di un controllo su una catena di 
certificazione. Questa classe non contiene metodi, serve solo per 
rappresentare la buona riuscita del controllo della catena. 
? java.security.cert.PKIXParameters: rappresenta un insieme di 
parametri, relativi all’algoritmo PKIX, da passare come input al metodo 
CertPathValidator.validate(). Per creare un oggetto di 
questo tipo occorre specificare uno o più “most-Trusted CAs”, definiti 
secondo i criteri di validazione dell’algoritmo PKIX. Sono disponibili 
due tipi di costruttori, a seconda del tipo di parametro passato; è possibile 
passare come input al costruttore un oggetto Set, inizializzato con 
oggetti TrustAnchor, ognuno dei quali identifica una delle CA 
trusted. Un altro modo per costruire un oggetto PKIXParameters è 
invece quello di passare al costruttore un oggetto Keystore, il quale al 
suo interno contenga delle entry relativi a certificati trusted, ognuna delle 
quali rappresenta una CA trusted. Una volta creato un oggetto di questo 
tipo è possibile settare ulteriori parametri, che altrimenti assumerebbero  




valori di default, quindi renderlo parametro di ingresso al metodo 
validate(), già esaminato.  
? java.security.cert.TrustAnchor: rappresenta un oggetto che identifica 
una delle CA considerate trusted. Questo oggetto è utilizzato per validare 
una catena di certificati X.509. in questo oggetto sono inclusi sia la 
chiave pubblica che il nome della CA, oltre ad altri parametri. 
 
È nostra intenzione adesso fornire un semplice esempio di utilizzo di queste 
ultime classi appena descritte : 
 
 
FileInputStream fis = new FileInputStream(filenameRoots); 
KeyStore keystore = 
  KeyStore.getInstance(KeyStore.getDefaultType()); 
String password = "password"; 
Keystore.load(fis, password.toCharArray()); 
//questa classe recupera dal keystore le principali CA trusted 
PKIXParameters params = new PKIXParameters(keystore); 
//ottenere il set di trust anchors, che contengono i 
//principali certificati delle CA trusted 
Iterator it = params.getTrustAnchors().iterator(); 
for (; it.hasNext(); ) { 
     TrustAnchor ta = (TrustAnchor)it.next(); 
     //otteniamo il certificato 
     X509Certificate cert = ta.getTrustedCert(); 








2.4 Il provider Bouncy Castle 
Per quanto riguarda i provider, oltre a quello della Sun Microsystem, ce ne 
sono molti altri che offrono, più o meno, gli stessi servizi. Tra questi uno 
particolarmente ricco di funzionalità interessanti è il provider 
org.bouncycastle, il qual è stato anche adoperato anche nel nostro progetto per 
implementare alcuni servizi. Il package con le funzionalità offerte da questo 
provider è veramente ampio. Una delle caratteristiche peculiari di questo 
package  è rappresentata dal fatto che la licenza d’utilizzo è gratuita ed è 
liberamente scaricabile dal sito della BouncyCastle [8].  
Un difetto di questo provider è che tutte le sue funzionalità e i servizi offerti 
sono scarsamente documentati. 
Ci soffermeremo brevemente su quelle che sono le parti di nostro interesse, e 
che sono state utilizzate nell’implementazione del progetto, in quanto una 
breve introduzione al package, ed ai principali servizi, è già stata data nel 
paragrafo 2.2.  
Le classi su cui ci soffermeremo rappresentano alcune classi del package di 
supporto allo standard ASN.138 [20]. Tra le classi di questo package la nostra 
attenzione si è rivolta particolarmente alle seguenti: 
? org.bouncycastle.asn1.DERInputStream: rappresenta una classe che 
estende la classe della Sun java.io.FilterInputStream, il cui 
utilizzo è sconsigliato dal provider stesso. Noi ad esempio lo abbiamo 
utilizzato solo ed esclusivamente come anello di congiunzione tra la 
                                              
 
38 ASN.1 – Abstract Syntax Notation One - è un linguaggio astratto usato per descrivere 
strutture dati in una macchina in modo indipendente dal tipo di implementazione. La 
struttura dati del certificato X.509, per esempio, è definita usando ASN.1 




classe java.io.ByteArrayInputStream e la classe del provider 
org.bouncycatle org.bouncycastle.asn1.ASN1Sequence, che 
andremo a descrive immediatamente; 
? org.bouncycastle.asn1.ASN1Sequence: rappresenta un’estensione della 
classe org.bouncycastle.asn1.DERObject, ed è una classe 
astratta. Questa classe ASN1Sequence ci è tornata utile, ad esempio, 
perchè permette di prendere un oggetto e di ottenere una sequenza di dati 
in formato ASN1; 
? org.bouncycastle.asn1.x509.X509Name: rappresenta un supporto molto 
utile per la creazione di quelle informazioni presenti in un certificato in 
formato X.509, che in Figura 2-9, sono indicati con il nome di Issuer 
Name e Subject Name. Questi campi sono formati da una serie di 
sottocampi che rappresentano le informazioni rispettivamente di colui 
che ha rilasciato il certificato e del proprietario dello stesso. Queste 
informazioni possono essere un numero variabile, nel senso che non tutte 
le informazioni sono necessarie, ma quelle fondamentali sono indicate 
con i seguenti simboli:  

















Tabella 2-1: elenco dei simboli costituenti il distinguished name del certificato 
 
Sono comunque disponibili altri simboli relativi ad atrettanti paramatri che è 
possibile settare, come ad esempio l’e-mail ed altri, per la cui spiegazione si 
rimanda il lettore alle pagine javadoc del provider [8]. 
Infine le ultime due classi, di cui vogliamo dare una breve spiegazione sono le 
seguenti: 
? org.bouncycastle.asn1.x509.X509CertificateStructure: rappresenta 
una classe per la gestione di un certificato in formato strutturale. Infatti 
questa classe permette il recupero di tutte le informazioni  presenti 
all’interno di un certificato in formato X.509 tramite una serie di metodi, 
tutti con il prefisso get; 
? org.bouncycastle.jce.X509V3CertificateGenerator: rappresenta una 
classe importantissima per la creazione ex-novo di un certificato in 
Simboli Significato dei Simboli 
CN 
Rappresenta il nome comune del proprietario o di chi ha 
rilasciato il certificato 
O 
Rappresenta il nome dell’organizzazione a cui appartiene 
CN 
OU 
Rappresenta il nome dell’unità organizzativa all’interno di 
O  a cui appartiene CN 
C 
Rappresenta il nome dello stato incui si trova l’ente che ha 
rilasciato o possiede il certificato 
L 
Rappresenta il nome della località in cui si trova il 
possessore o chi ha rilasciato il certificato 




formato X.509. Come si può intuire dal nome della classe, questa classe 
fornisce gli strumenti per costruire un certificato X509 nel formato della 
versione 3. Sono presenti numerosi metodi per il settaggio dei parametri 
interni al certificato, inoltre è presente un metodo, ridefinito in più forme 
a seconda dei parametri accettati, generateX509Certificate(), 
il quale permette la creazione di un certificato sulla base delle 
impostazioni settate con gli altri metodi della classe sull’oggetto stesso. 
In tutte le sue ridefinizioni, questo metodo accetta in ingresso una chiave 





Capitolo 3  La Sicurezza in quattro Applet 
Fino ad ora sono stati affrontati quelli che sono i problemi di carattere 
generale della tesi, cioè come è stata affrontata la sicurezza in Java nelle varie 
versioni e quella che è l’architettura della sicurezza in Java con la JCA e la 
JCE. 
In questo capitolo è nostra intenzione dare una descrizione del progetto da noi 
implementato. Saranno descritti tutti gli aspetti progettuali e implementativi 
che sono stati affrontati. 
Partiremo con una descrizione di quella che è la causa che ci ha spinto 
all’implementazione di questa tesi, quindi passeremo a  quelle che sono state 
le scelte progettuali, soffermandosi sulle scelte che hanno caratterizzato 
maggiormente tutto il lavoro. 
Infine affronteremo quella che è la struttura di tutto il progetto, spiegando 
come è stato organizzato lo sviluppo del progetto e quale sono state le scelte di 
maggiore interesse. 




3.1 Descrizione del progetto 
Fino ad ora abbiamo descritto quelli che sono gli strumenti a disposizione per 
gestire la sicurezza nel linguaggio Java, senza però soffermarsi su quelle che 
sono le soluzioni presenti al momento. Abbiamo dato spiegazioni, in qualche 
caso, molto dettagliate, di alcuni dei package che permettono 
l’implementazione di alcune delle funzionalità di crittografia e sicurezza, 
senza però dire se sono presenti soluzioni software che le implementano. 
Sul mercato attuale le problematiche della sicurezza stanno sempre più 
prendendo spazio e importanza. Questo ha portato ad un enorme sviluppo di 
soluzioni hardware e software.  
Le soluzioni software presenti sono per lo più applicazioni del tipo 
standalone, in cui cioè il software è gia presente sulla macchina locale e la sua 
esecuzione avviene esclusivamente offline.  
Il nostro progetto si pone come obiettivo quello di fornire agli utenti di 
Internet, un servizio di firma digitale che permetta loro di firmare un file di 
qualsiasi tipo. Affinché la firma sia considerata attendibile da un altro utente o 
ente, è necessario che questa sia accompagnata da un certificato digitale, a sua 
volta firmato da una autorità di certificazione considerata fidata. Affinché 
l’operazione di firma sia considerata attendibile occorre che sia verificabile in 
qualche modo. 
Infine affinché sia possibile firmare e verificare un documento è necessaria 
una coppia di chiavi asimmetriche.  
Il progetto si pone come obiettivo quello fornire ad un utente gli strumenti 
necessari a compiere le principali funzioni crittografiche e per la generazione 
di firme digitali. Gli strumenti forniti sono appunto: 
 




? un software di creazione di una coppia di chiavi; 
? un software di creazione di un certificato autofirmato, 
? un software per la  firma di un documento, 
? ed un software per la verifica della firma di un documento.  
 
3.2 Perchè le Applet   
Una volta definito il progetto, il primo problema da risolvere consiste nello 
scegliere quali strumenti adoperare per implementarlo, vale a dire il 
linguaggio da usare e se sono disponibili alcuni strumenti  da utilizzare come 
supporto per quel particolare linguaggio di programmazione. Naturalmente per 
questo tipo di progetto la scelta era veramente ampia, in quanto sono presenti 
numerosi linguaggi e strumenti software che permettono di trattare la 
sicurezza nella comunicazione e la crittografia.  
La nostra scelta poteva vertere su numerosi strumenti software; infatti 
potevamo orientarci sugli ActiveX control, i quali a differenza di altri 
strumenti molto utilizzati, come il JavaScript, o il MacroMedia Flash, i quali 
ne sono sprovvisti, possiede anche il supporto per le firme digitali. L’unico 
inconveniente che ci ha spinto a rivolgerci altrove è stato il fatto che questo 
strumento lavora solo sul browser Internet Explorer, e pochi altri browser ad 
esso compatibili; ma quello ancor più riduttivo è che funziona solo su sistemi 
operativi Microsoft. Quindi questa scelta poteva limitare enormemente 
l’utilizzo del pacchetto da noi implementato. Quindi la nostra scelta è ricaduta, 
sulle Applet di Java, le quali sfruttano l’indipendenza dalla macchina, tipica 
del linguaggio Java, ed in più sono compatibili con tutti i maggiori browser 
presenti attualmente sul mercato. Uno dei grossi vantaggi rappresentati 




dall’utilizzo delle Applet di Java, oltre al fatto che generalmente sono di 
piccole dimensioni, è che viene  lasciata completamente all’utente la scelta se 
eseguire o meno il software scaricato. Infatti è compito dell’utente a collegarsi 
alla pagina web dove risiede il software e fidarsi della correttezza e affidabilità 
dello stesso. 
Inoltre la presenza della possibilità di firmare le Applet e di accompagnarle 
con un certificato che ne garantisca l’affidabilità, dà maggiori garanzie del suo 
utilizzo sicuro. In questo modo, se l’utente decide di eseguire un codice, per 
l’esattezza un’Applet, la cui origine è dubbia, ed il cui certificato non è 
affidabile, la responsabilità ricadrà totalmente sull’utente stesso.  
Per tutto il resto, ci pensa l’architettura della piattaforma Java a garantire la 
sicurezza della macchina locale, tramite il meccanismo della Java Virtual 
Machine.  
Le Applet hanno la caratteristica di essere chiamate direttamente dal browser e 
la loro esecuzione può avvenire solo all’interno di questo ultimo, il quale 
capisce che deve essere lanciata un’Applet tramite l’interpretazione di 
specifici tag.   
Per far in modo che venga eseguita un’Applet come Applet firmata è 
necessario che sia inclusa in un file .jar e che questa venga firmata. Infatti se 
l’Applet non fosse confezionata in un archivio con estensione .jar e non fosse 
firmata non potrebbe assumere dei permessi speciali che le permettono di 
eseguire operazioni che altrimenti non potrebbe eseguire.  




3.3 Possibili utenti 
Prima di soffermarci nella descrizione dettagliata delle specifiche di progetto,  
può essere interessante vedere quali possono essere i vari utenti, cioè a chi 
possono interessare i servizi offerti.  
L’utenza più ovvia è tutta quella di Internet; infatti essendo un progetto 
implementato tramite Applet, e quindi caricate tramite pagine HTML, tutti i 
“navigatori della rete” sono possibili utenti. In ogni caso l’utenza più 
significativa e realistica, e soprattutto quella a cui è rivolto questo progetto è 
rappresentata da tutti coloro che sono interessati ad avere dei servizi di 
crittografia in maniera mobile, cioè a tutti coloro che hanno il bisogno di 
firmare un certo documento.    
3.4 Struttura del progetto 
Come abbiamo già accennato in precedenza questo progetto è strutturato in 
maniera tale da fornire diversi servizi, i quali sono: 
 
? creazione di coppie di chiavi asimmetriche per la gestione della 
crittografia; 
? creazione di certificati autofirmati per servizi di test, o come base di 
partenza per l’ottenimento di un certificato firmato da un’autorità 
competente; 
? firma digitale di un documento generico, con l’utilizzo di coppie di 
chiavi asimmetriche; 
? verifica della firma digitale di un documento eseguita in un precedente 
momento.  




Come è facilmente intuibile, i servizi cardine di tutto il progetto sono gli 
ultimi due, ovvero i servizi di firma e verifica della stessa, in quanto gli altri 
due servizi possono essere visti come servizi di supporto, anche se possono, 
presi singolarmente, ricoprire ugualmente un ruolo importante. 
La firma digitale ricopre un ruolo importante all’interno del progetto perché, 
oltre al fatto che è il servizio per cui è stata pensata tutta la tesi, riveste un 
ruolo molto significativo all’interno della crittografia, mettendo due utenti 
nelle condizioni giuste per comunicare, sicuri del fatto che nessuno possa 
alterare i propri messaggi. Analogamente anche la verifica ricopre un ruolo 
importante perché permette all’utente che riceve il messaggio firmato di avere 
la garanzia che questo ultimo non sia stato modificato da nessuno.  
Per quanto riguarda la struttura interna del progetto, si è pensato di dividere 
tutti i servizi in quattro Applet distinte. La scelta di dividere il progetto in 
quattro Applet è basata sul fatto che, in questo modo ogni Applet risulta più 
“leggera” dal punto di vista delle prestazioni durante il caricamento da web. 
Quindi il progetto è stato scomposto in quattro package Java, i cui sono 
rispettivamente: 
 
? FirmaApplet: per la firma digitale di un documento; 
? CreaCoppiaChiavi: per la creazione di una coppia di chiavi 
asimmetriche; 
? CreaCertificato: per la creazione di un certificato autofirmato; 
? VerificaFirma: per la verifica della firma posta su un documento. 
 
Sarà adesso nostra intenzione fornire una spiegazione dettagliata di ciascun 
package, partendo però con il fornire alcune informazioni comuni ad ogni 




package e che sono state indispensabili ai fini del corretto funzionamento del 
progetto. 
3.4.1 Applet e HTML 
Per quanto riguarda le Applet, abbiamo detto essere dei programmi in 
linguaggio Java, generalmente di piccole dimensioni che vengono scaricate, 
per essere eseguite, da pagine web scritte in HTML. Proprio il fatto che 
vengono scaricate dal web merita una breve spiegazione. Quando una pagina, 
ad esempio HTML,  viene caricata, il browser della macchina locale, legge, o 
meglio interpreta, quelli che sono i comandi presenti su tale pagina. Ad ogni 
comando, detto tag, corrisponde un’azione da parte del browser che 
ricostruisce la pagina HTML sulla macchina locale, con tutte le funzionalità in 
essa contenute. Un tag molto importante è il tag <applet> insieme al tag 
</applet>, che delimitano il campo di azione di un’Applet presente sulla 
pagina web. Nel primo di questi due tag si inseriscono le indicazioni 
necessarie per comunicare alla macchina client dove reperire, sul server, il 
codice compilato dell’Applet e alcune opzioni come possono essere le 
dimensioni della finestra in cui visualizzarlo. Tra i due tag, invece, è possibile 
specificare, tramite altri tag, alcuni parametri che verranno utilizzati 
nell’Applet. Questi ultimi tag non sono necessari e la loro presenza è legata 
alla particolare Applet; quindi teoricamente il tag di chiusura dello spazio 
dell’Applet, </applet>, può trovarsi immediatamente dopo quello di 
apertura. Il nome dell’Applet da eseguire deve essere posto all’interno del tag 
<applet> preceduto dall’attributo code ed è rappresentato dal nome 
dell’elemento contenente il metodo init(), con estensione .class. Per 
quanto riguarda le Applet firmate queste sono rappresentate da un file .jar che 




deve essere specificato nell’attributo archive, sempre all’interno del tag 
<applet>. Per il passaggio dei parametri all’Applet, il discorso è analogo; 
adoperando il tag <param> è possibile specificare un elemento HTML di 
nome param e attributi name e value.  
Su ogni pagina web possono essere presenti più Applet ciascuna limitata dai 
propri tag. Un esempio che renda più semplice la comprensione di quanto 
detto fino ad ora è riportato di seguito: 
 
 
<applet code = "nomepackage.NomeClasse.class"  
archive = "Archivio.jar" height="50" width="100"> 
 <param name = "type" value = "application/x-java-applet; 
   version=1.4"> 




Per quanto riguarda il primo parametro, 
 
<param name = "type" value = "application/x-java-applet;  
version=1.4"> 
 
serve per indicare il plug-in nel caso in cui questo non fosse presente sulla 
macchina locale. 
3.4.2 Firmare  i file JAR delle Applet 
Come abbiamo già detto, un’Applet, affinché acquisisca dei privilegi non 
posseduti in partenza, deve essere firmata. L’operazione di firma di tutte le 




classi di un’Applet può risultare un’operazione lunga e noiosa. Per evitare 
questi problemi, ci si affida ad una tecnica ormai collaudata e affidabile; si 
raggruppano tutte le classi presenti nell’Applet in un file .jar, di cui abbiamo 
già discusso nel primo capitolo, e si firma una sola volta questo file mediante 
un tool chiamato jarsigner. Sia il tool che il file .jar sono già stati 
introdotti nei precedenti capitoli, quindi non sarà nostra intenzione 
approfondire ulteriormente questi argomenti ma semplicemente mostrare, 
tramite un esempio come si può creare un file .jar, contenente le classi 
dell’Applet e firmare il tutto. Per poter firmare un file .jar occorre disporre  di 
una coppia di chiavi pubblica e private. Generalmente queste coppie di chiavi 
sono mantenute in un file particolare, il keystore, di cui abbiamo già parlato 
nel primo capitolo.  
Di seguito riportiamo il comando necessario alla creazione di un file .jar 
avente al suo interno il package dell’Applet.  
Per comodità di rappresentazione riportiamo il comando che abbiamo 
adoperato per creare il file .jar relativo all’Applet di creazione dei 
certificati, il file Certificato.jar: 
 
jar cmf mainClassCertif.txt c:\Certificato.jar CreaCertificato 
 
In questo comando è da mettere in evidenza la creazione del file manifest, 
il quale conterrà tutte le firme delle varie classi, che vengono create in 
automatico dal comando jar. Un esempio di contenuto del file manifest, 
anche questa volta preso da un caso reale, sempre relativo alla stessa Applet, è 
riportato di seguito: 
 





Figura 3-1: Estratto di un file manifest 
 
All’inizio del file manifest, inoltre viene aggiunta un’indicazione su quella 
che è la classe principale, specificata dall’attributo Main-Class: .... Nel 
nostro caso la classe principale è stata specificata tramite l’ausilio di un file di 
testo: mainClassCertif.txt, come è specificato nel comando. La 
presenza di questo file viene specificata a riga di comando dall’opzione m, che 
nel nostro comando è insieme ad altre opzioni. Per tutte le spiegazioni 
sull’utilizzo del comando jar, si rimanda il lettore alla consultazione 
dell’help disponibile con il tool, digitando semplicemente jar seguito da 
invio. Inoltre è possibile e necessario, per il loro corretto funzionamento, 
specificare la presenza di package aggiuntivi inseriti. Questo viene fatto 
inserendo la dichiarazione dei package aggiuntivi all’interno del file 




mainClassCertif.txt.  Per completezza di descrizione riportiamo 





Per quanto riguarda, infine, la firma del file .jar questa viene eseguita 
tramite un comando del tool jarsigner, come riportato di seguito: 
 
jarsigner -keystore c:\FirmaDocumenti.jks -storepass storepass   -
keypass keypass c:\Certificato.jar firma   
 
Anche questa volta abbiamo riportato un esempio vero, utilizzato per firmare 
l’Applet per la creazione del certificato, dove, però, sono stati, ovviamente, 
omesse le password per l’accesso al keystore, da noi generato, e per l’accesso 
alla chiave privata in esso contenuta.  
A questo punto, non ci resta che passare alla descrizione di ciascuna delle 
quattro Applet, partendo dalla creazione delle chiavi asimmetriche, passando 
poi alla creazione dei certificati e alla firma di un documento, per concludere 
poi con l’Applet per la verifica della firma. 
3.4.3 Applet  “CreaCoppiaChiavi” 
Questa Applet fornisce le funzionalità per creare una coppia di chiavi 
asimmetriche. Lo scopo di questa Applet dunque è quello di creare delle 
chiavi pubbliche e private, e per far ciò si avvale dell’utilizzo di due algoritmi 
molto noti ed utilizzati, RSA e DSA. Per l’utente è anche possibile scegliere la 
dimensione delle chiavi, tra tre possibili varianti, 512, 1024, 2048 per 




quanto riguarda le chiavi di tipo RSA, mentre tra solo due possibilità, 512 e 
1024 per le chiavi di tipo DSA. Questa limitazioni per le chiavi di tipo DSA 
sono dovute ad un fatto di implementazione a basso livello dei package 
utilizzati per la creazione delle chiavi, infatti non è possibile creare chiavi di 
questo tipo e di tale lunghezza. Generalmente le chiavi possono essere create 
di qualsiasi lunghezza purché multiplo di 8, ma nel nostro caso abbiamo scelto 
di ridurre a poche e prefissate dimensioni per una questione di praticità, infatti 
una lunga lista di dimensioni disponibili avrebbe soltanto confuso un utente 
poco esperto e per di più sarebbe stato poco utile dato che la lunghezza della 
chiave incide enormemente sulla sua sicurezza; inoltre quelle messe come 
possibili scelte sono quelle più utilizzate. Dunque l’utente potrà scegliere sia il 
tipo che la dimensione della chiave tramite una finestra di dialogo come 
questa in Figura 3-2: 
 
 
Figura 3-2: Selezione parametri delle chiavi asimmetriche 
 
Naturalmente all’utente non è preclusa a priori la possibilità di scegliere una 
chiave di tipo DSA di lunghezza 2048 bit, ma qualora un utente selezionasse 
questa combinazione verrebbe generata un’eccezione, il cui unico compito è 




quello di informare l’utente della non corretta selezione dei parametri, tramite 
una finestra di dialogo, che per la precisione è creata con un oggetto di tipo 
JOptionPane. Un oggetto di questo tipo ha come scopo proprio quello di 
creare finestre di dialogo per la comunicazione di particolari eventi all’utente, 
fornendo anche la possibilità di inserire delle icone nel messaggio per una 
spiegazione anche visiva di quello che è il tipo del messaggio. Un oggetto 
JOptionPane fa parte del package javax.swing, e presenta alcune 
costanti che ne permettono la personalizzazione a seconda del tipo di 
messaggio e dell’azione che consegue alla notifica del messaggio. Infatti 
tramite un oggetto di questo tipo è anche possibile porre all’utente una 
domanda con delle opzioni di scelta. 
Ritornando alla spiegazione del funzionamento dell’Applet, una volta che 
l’utente avrà selezionato i parametri tecnici della coppia di chiavi, le chiavi 
vengono create e sono pronte per essere salvate in due file. In questo caso 
all’utente viene lasciata la scelta di dove salvare il file con il nome e 
l’estensione che vuole, come mostrato in Figura 3-3: 
 





Figura 3-3: Salvataggio chiavi pubbliche 
 
Sulla scelta dell’estensione vengono fatte delle restrizione a seconda del tipo 
di chiave, pubblica e privata. Per quanto riguarda le chiavi pubbliche, le 
estensioni che si possono scegliere sono mostrate in Figura 3-3, mentre per le 
chiavi private le estensioni si limitano a: .pem, .p12 e .pfx, che sono 
anche gli standard più utilizzati. Di default viene assegnato un nome standard 
sia alla chiave privata sia alla chiave pubblica. Questo nome viene creato in 
parte con una stringa costante e in parte con una stringa che dipende dal tipo di 
chiave, cioè se pubblica o privata e dall’algoritmo usato per la creazione delle 
coppie di chiavi. Quindi il nome di default assegnato alle chiavi avrà la 
seguente forma: 
 






Per il salvataggio della chiave privata, come abbiamo già detto, è necessario 
proteggerne l’accesso con una password, la quale sarà chiesta all’utente con 
una finestra di dialogo come quella riportata in Figura 3-4: 
 
 
Figura 3-4: Immissione della password per il salvataggio della chiave privata 
 
Come è possibile notare dalla figura la scrittura della password a video viene 
protetta con degli asterischi per conservarne la riservatezza.  
Una volta completata tutta la procedura di acquisizione delle informazioni 
dall’utente si passerà alla procedura di salvataggio vera e propria, che 
consisterà nella codifica in Base64 di entrambe le chiave. Per la chiave privata 
invece viene eseguita anche una cifratura con password proprio come descritto 
nel Capitolo 2 , nel paragrafo relativo. Alla fine della procedura di creazione 
della coppia di chiavi, verrà visualizzata una finestra di dialogo che notificherà 
l’avvenuta creazione delle chiavi, come mostrato in Figura 3-5: 





Figura 3-5: Conferma della creazione delle chiavi 
 
In ogni caso, sia in caso di creazione avvenuta con successo, sia in caso di 
fallimento, la procedura ripartirà dall’inizio, pronta per la creazione di una 
nuova coppia di chiavi. 
3.4.4 Applet “CreaCertificato” 
Questa Applet fornisce le funzionalità per creare un certificato dalle 
informazioni dell’utente e da una coppia di chiavi generata ad hoc. Questa 
Applet permette due scelte per l’utente, che riguardano il tipo di algoritmo da 
utilizzare per la creazione e la firma del certificato una sulla durata della 
validità del certificato. Essendo un certificato autofirmato, le caratteristiche 
tecniche del certificato vengono fatte scegliere all’utente stesso, come la 
durata, il tipo di firma da apportare al certificato, e l’estensione del certificato. 
Siccome abbiamo pensato di suddividere il progetto in quattro Applet per 
mantenere ogni servizio indipendente degli altri il più possibile, ci è sembrato 
logico far creare autonomamente,a questa Applet, le chiavi pubbliche e private 
necessarie per la creazione e la firma del certificato.  Infatti una volta che 
l’utente ha acconsentito a far eseguire l’Applet per la creazione di un 
certificato autofirmato, la prima cosa che viene chiesta all’utente è la selezione 
della durata della validità dello stesso e l’algoritmo da utilizzare per la 




creazione delle chiavi e la firma del certificato, tramite una finestra come 
quella mostrata in Figura 3-6: 
 
 
Figura 3-6: Selezione dei parametri del certificato 
 
Sono possibili solo due scelte tra tutte le combinazioni di algoritmi di 
creazione delle chiavi e di firma; questo sempre per cercare di rendere meno 
difficile la scelta ad un utente poco esperto e poi perchè sono anche le 
combinazioni maggiormente utilizzate in crittografia. Per quanto riguarda la 
durata della validità del certificato, questa deve essere  un numero positivo e 
non può prevedere nessun tipo di altro carattere. Infatti viene eseguito un 
controllo sulla consistenza del dato inserito e in caso di errata immissione 
viene lanciata un’eccezione il cui scopo è quello di avvisare dell’errore e 
consentire all’utente di ripartire, come mostrato in Figura 3-7: 
 





Figura 3-7:Controllo immissione parametri validità certificato 
 
Una volta che il controllo sulla coerenza del dato immesso è andato a buon 
fine, si passa alla creazione di due chiavi asimmetriche, proprio come fatto 
nell’Applet precedente. Anche qua le informazioni sull’algoritmo della chiave 
vengono recuperate dalla finestra di dialogo mostrata adesso; l’unica cosa che 
cambia dall’Applet precedente è per la lunghezza della chiave che, in questo 
caso, per togliere ogni possibile problema di incompatibilità tra algoritmo e 
lunghezza si è imposto, per default e senza possibilità di modifica, la 
lunghezza pari a 1024 bit. Anche in questa Applet è presente la limitazione sul 
numero di caratteri che possono comporre la password di memorizzazione 
della chiave privata.  
Quindi a questo punto sono disponibili le chiavi asimmetriche ma mancano le 
informazioni relative all’utente. Siccome il certificato è autofirmato, il 
proprietario è anche colui che lo rilascia, quindi i campi Subject e Issuer 
presenti nel certificato in formato X.509 sono identici.  Questo campo viene 
costruito tramite le informazioni prelevate dalla seconda finestra di dialogo 




mostrata all’utente in cui si chiede di inserire i propri dati personali, che 
faranno parte delle informazioni contenute nel certificato. Queste informazioni 
sono quelle mostrate in Figura 3-8: 
 
 
Figura 3-8: Inserimento di parametri personali nel certificato 
 
In Figura 3-8 si è riportato, per esempio, la schermata utilizzata per creare il 
certificato utilizzato per le prove di funzionamento dell’Applet. Non viene 
fatto nessun controllo sull’immissione dei dati, ad eccezione del fatto che i 
campi non possono essere vuoti. Per attenersi allo standard di definizione dei 
certificati, le stringhe che vengono inserite non possono superare la lunghezza 
massima di 64 caratteri, ad eccezione della stringa dello stato che non può 
superare i 2 caratteri. Nel caso in cui questi vincoli non fossero rispettati 
l’Applet non genererà alcun errore, ma sarà generata un’eccezione da una 
classe esterna, adoperata per la creazione di una struttura di supporto del 
certificato. Questa è la classe X509Name, la quale viene adoperata su un 




oggetto della classe X509V3CertificateGenerator. Queste classi non 
fanno parte della JCA, ma bensì appartengono ad un provider esterno 
importato per l’occasione, org.bouncycastle. Quindi la classe 
X509Name, solleverà un eccezione qualora la lunghezza delle varie stringhe 
non fosse consona ai parametri esposti in precedenza. Per quanto riguarda 
invece la creazione della data di inizio validità del certificato, viene presa la 
data e l’ora del momento in cui viene eseguita l’Applet, mentre per il calcolo 
della data di fine validità, si somma la quantità inserita dall’utente durante la 
prima finestra di dialogo. Quindi la durata della validità del certificato creato 
scadrà alla stessa ora di quella di creazione di un numero di giorni, pari a 
qualli specificati dall’utente, successivi alla stessa.  
A questo punto tutto è pronto per poter creare il certificato, che quindi verrà 
generato tramite la classe X509V3CertificateGenerator del provider 
org.bouncycastle. Il certificato verrà firmato con la chiave privata 
corrispondente alla chiave pubblica presente all’interno dello stesso. 
Il certificato deve, adesso, essere memorizzato all’interno di un file. Per 
quanto riguarda il certificato, a seconda dell’estensione scelta dall’utente 
cambia il modo in cui viene salvato. Se viene scelta come estensione .p7b, 
allora il file viene salvato in formato binario, altrimenti viene salvato in 











Il salvataggio avviene in maniera analoga a quanto avveniva per le coppie di 
chiavi, come si può vedere in Figure 3-9:    
 
 
Figure 3-9: Salvataggio certificato 
 
Per l’operazione di salvataggio del certificato, a differenza di quanto avveniva 
per la coppia di chiavi non è previsto alcun nome di default da assegnare al 
file. Le estensioni associabili al file contenente il certificato sono le stesse 
delle chiavi pubbliche, viste in precedenza. 
La chiave privata invece viene salvata di default con un nome costruito della 
base dei parametri scelti dall’utente, ovvero: 
 
 






Anche l’estensione, come è possibile intuire è prefissata in .pfx. Il 
salvataggio della chiave privata avviene nella stessa directory in cui l’utente 
ha deciso di salvare il file del certificato. 
3.4.5 Applet “FirmaApplet” 
Questa Applet fornisce le funzionalità per firmare un documento con l’utilizzo 
di una chiave privata. È importante specificare che, per il corretto 
funzionamento dell’Applet, l’utente deve essere già in possesso di una coppia 
di chiavi pubblica e privata preventivamente salvate in due file, e la chiave 
privata deve essere anche protetta con una password. Questa Applet non 
implementa alcuna comunicazione con il server da cui è stata scaricata, ma 
una volta acquisiti i permessi, semplicemente lavora sulla macchina locale, 
salvando anche tutto il necessario su questa. Quindi se un utente volesse 
recapitare il file con la firma ad un altro utente, sarà compito suo fare in modo 
che possa riceverli. 
Lo scopo di questa Applet dunque è quello di prendere un file, o un 
documento in genere, di firmarlo con la chiave privata dell’utente quindi 
rendere disponibile la firma per l’invio eventuale ad un alto utente, oppure per 
il salvataggio in un file. 
Quando l’utente che decide di permettere l’esecuzione di questa Applet sulla 
propria macchina si troverà davanti una pagina come quella mostrata in Figura 
3-10: 
 





Figura 3-10: Form iniziale per la firma 
 
A questo punto devono essere inseriti i valori all’interno dei campi. L’Applet 
effettua un controllo sul corretto inserimento dei valori all’interno dei campi. 
Nel caso in cui alcuni campi rimanessero vuoti al momento della pressione del 
pulsante di firma, verrebbe generata un’eccezione per la notifica dell’assenza 
di dati nei campi, come riportato in Figura 3-11: 
 
 
Figura 3-11: controllo immissione nel form di firma 
 
Per poter immettere un path di un file all’interno dei campi è stata prevista la 
presenza di pulsanti per l’apertura di finestre di dialogo che permettono la 




navigazione all’interno del file system della macchina locale. Per quanto 
riguarda la selezione della chiave privata, la navigazione nel file system è stata 




Figura 3-12: Selezione della chiave privata per la firma  
 




Anche in questa Applet la password è gestita in modo tale da garantirne la 
protezione durante la digitazione, infatti ogni carattere inserito sarà sostituto,a 
video, da un asterisco. 
Una volta inseriti i valori all’interno dei campi e una volta che il controllo 
sull’immissione è andato a buon fine si passerà all’operazione di firma vera e 
propria, processata allo stesso modo di come descritta sommariamente nel 
Capitolo 2 . Per quanto riguarda la determinazione dell’algoritmo di firma da 
utilizzare abbiamo deciso di utilizzare soltanto l’algoritmo di digest SHA-1, 
insieme all’algoritmo di creazione della chiave; quindi gli algoritmi di firma 




SHA1withDSA      
 
Quindi, effettuata la firma, se tutto è andato a buon fine, viene visualizzata un 
finestra di dialogo per informare l’utente di quanto accaduto e per chiedere se 
intende avere un resoconto del processo di firma. Per far fare all’utente questa 
scelta è stato utilizzato un oggetto JOptionPane, proprio come si era fatto 
per l’Applet di creazione delle chiavi. La finestra di dialogo si presenterà 
all’utente come mostrato in Figura 3-13: 
 





Figura 3-13: Conferma avvenuta firma 
 
Nel caso in cui l’utente decida di avere un resoconto del processo di firma 
appena terminato si troverà davanti una schermata in cui sono riassunti tutti i 
dati più importanti quali l’algoritmo di firma utilizzato, la posizione, sulla 
macchina locale, in cui è posto il file con la chiave privata e una casella di 
testo in cui è posta la firma del file in formato codificato Base64, proprio 
come è mostrato in Figura 3-14: 
 





Figura 3-14: Resoconto del processo di firma 
 
Come si può notare, è possibile anche salvare la firma in un file tramite la 
pressione del pulsante “Salva”. A questo pulsante corrisponde l’apertura di 
una finestra di dialogo simile a quella vista nel caso del salvataggio delle 
coppie di chiavi. Di default è previsto un nome da assegnare a questo file; tale 
nome è recuperato dal nome del file che abbiamo appena firmato con 
l’aggiunta dell’estensione .sig, come mostrato in Figura 3-15: 
 





Figura 3-15: Salvataggio file di firma 
 
Ad operazione terminata sarà possibile rincominciare con la firma di un nuovo 
documento. 
3.4.6 Applet “VerificaFirma” 
Questa Applet fornisce le funzionalità per verificare la firmare di un 
documento con l’utilizzo della chiave pubblica, presente nel certificato, 
associata alla chiave privata utilizzata per la firma. Questa Applet, per 
funzionare correttamente ha bisogno di tre dati di ingresso, che sono proprio 
quelli prodotti dall’operazione di firma, più un certificato che garantisca 
l’affidabilità della chiave pubblica associata. Quindi per funzionare avrà 
bisogno del file di cui abbiamo calcolato la firma, il file con la firma, e il file 
con il certificato o la catena di certificazione. 




Un utente che avrà permesso ad un’Applet di essere eseguita sulla propria 
macchina con tutti i permessi di cui ha bisogno, si troverà davanti una 
schermata come quella mostrata in Figura 3-16: 
 
 
Figura 3-16: Form iniziale di verifica della firma 
 
In questa Applet, come possiamo notare da quanto mostrato in figura, è 
possibile inserire ogni campo tramite il pulsante “Sfoglia” che permete 
l’ispezione del file system della macchina locale; questo implica che in 
qualche modo l’utente deve aver ricevuto i dati ed esserseli salvati sulla 
propria macchina. 
Per quanto riguarda il campo relativo alla firma, può essere riempito 
manualmente, facendo ad esempio un “taglia e incolla” dal file oppure 
selezionando il file stesso; in ogni caso nel campo, il file apparirà sempre in 
codifica Base64, mentre negli altri campi compariranno i path completi dei 
file. Per quanto riguarda la selezione dei file da file system, sono previsti dei 
filtraggi di accesso  a seconda del tipo di file che si deve selezionare. Per il file 
di firma è previsto un filtro di accesso ai soli file che terminano con 
un’estensione .sig, mentre per il file del certificato è previsto un filtro ai soli 




file che hanno estensione di un certificato, come visto nel paragrafo 3.4.4. Per 
l’accesso al file, invece, non sono previste alcune operazioni di filtraggio. 
Anche questa volta l’Applet compie un’operazione di controllo 
sull’immissione dei dati, generando un’eccezione qualora uno o più campi 
rimanessero vuoti. Il risultato dell’eccezione generata, può essere visto in 
Figura 3-17:  
 
 
Figura 3-17: Controllo immissionedati per la verifica 
 
Una volta che tutti i campi sono stati riempiti correttamente la pressione del 
pulsante “Verifica” fa partire l’operazione di verifica vero e proprio. 
Dato che il certificato può essere singolo oppure una catena di certificazione, 
questa differenziazione va trattata adeguatamente. Se abbiamo una catena di 
certificazione dobbiamo verificare che il certificato root sia un certificato 
Trusted e quindi controllare che la firma su ogni certificato sia stata effettuata 
con la chiave privata di colui che ha lo rilasciato. Ammettendo come ipotesi di 
base che un certificato di root trusted, sia firmato con la chiave privata del 
possessore e di chi lo ha rilasciato, in quanto coincidenti, dobbiamo prendere 
la chiave pubblica presente in un certificato e andare a verificare l’affidabilità 




del certificato sottostante, fino ad arrivare al certificato dell’utente. Per 
verificare se un certificato root di una catena è considerato trusted o meno 
abbiamo controllato se il suo numero di serie compariva all’interno di un file, 
chiamato cacerts. Questo file è installato insieme allo SDK di Java e la sua 
locazione sul file system è nella directory 
java_home\jre\lib\security\. Questo file contiene, di partenza, 25 
entry, ciascuna indicante un certificato di root trusted. In ogni caso è possibile 
aggiungere in ogni momento un certificato; per compiere questa operazione 
possiamo adoperare il tool keytool. 
Nell’eventualità in cui il certificato non fosse presente all’interno del file 
cacerts, verrà visualizzato un messaggio di errore con la stessa tecnica vista 
nelle Applet precedenti, altrimenti si parte con il controllo di affidabilità della 
catena, e infine, a controllo avvenuto, si passa alla verifica della firma con la 
chiave pubblica recuperata dal certificato utente. È da far presente che per 
recuperare la catena di certificazione, in Java, dobbiamo affidarci alle classi 
viste nel Capitolo 2 , e per la creazione dell’oggetto CertPath, il certificato 
dell’utente dovrebbe essere memorizzato al primo posto della catena, mentre il 
certificato di root all’ultimo. 
Quindi per quanto riguarda l’operazione di verifica della firma, se questa 
conclude con esito positivo, allora verrà visualizzata una finestra di dialogo 
simile a quella mostrata in Figura 3-13, la quale notificherà l’avvenuta verifica 
con successo e chiederà all’utente se vuole una schermata con il resoconto 
dell’operazione oppure no. In tal caso verrà visualizzata una schermata simile 





Capitolo 4  Conclusioni 
Lo scopo di questa tesi è quello di fornire dei servizi che permettano ad un 
utente di effettuare operazioni di firma di un certo documento e permettere ad 
un altro utente di effettuare la corrispondente operazione di verifica. Tutto 
questo viene contornato dalla possibilità, per l’utente, di crearsi 
autonomamente delle coppie di chiavi asimmetriche, sia di tipo RSA che di 
tipo DSA, e la possibilità di creare un certificato autofirmato, per la 
certificazione di una chiave pubblica, e la creazione della rispettiva chiave 
privata. 
La validità del certificato è limitata, in quanto non firmato da un’autorità di 
certificazione riconosciuta. Non avendo la possibiltà di ottenere un certificato 
firmato da un’autorità di certificazione riconosciuta, abbiamo dovuto inserire 
il certificato da noi creato e firmato tra i certificati trusted, per poter effettuare 
le prove di funzionamento delle varie applicazioni. Per semplificare il 
problema, e per non inserire certificati non fidati tra quelli trusted, abbiamo 





cui unico problema è quello di contenere una versione ridotta dei certificati 
trusted, per l’esattezza solo 25 certificati. 
Inoltre non avendo un certificato firmato da un’autorità di certificazione, non è 
stato implementato il controllo delle liste di revoca dei certificati, le CRL, in 
quanto non sarebbe stato possibile effettuare test di verifica del corretto 
funzionamento del software.  
Per quanto riguarda gli sviluppi futuri di queste Applet, potrebbe essere 
interessante implementare il servizio di ottenimento della firma di un’aurotità 
di certificazione sui certificati creati tramite i meccanismi di richiesta alle 
autorità, e l’implementazione del controllo della presenza del certificato 
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