Abstract. We address the problem of minimal-change integrity maintenance in the context of integrity constraints in relational databases. Using the framework proposed by Arenas, Bertossi, and Chomicki [4], we focus on two basic computational issues: repair checking (is a database instance a repair of a given database?) and consistent query answers (is a tuple an answer to a given query in every repair of a given database?). We study the computational complexity of both problems, delineating the boundary between the tractable and the intractable. We review relevant semantical issues and survey different computational mechanisms proposed in this context. Our analysis sheds light on the computational feasibility of minimal-change integrity maintenance. The tractable cases should lead to practical implementations. The intractability results highlight the inherent limitations of any integrity enforcement mechanism, e.g., triggers or referential constraint actions, as a way of performing minimal-change integrity maintenance.
Introduction
Inconsistency is a common phenomenon in the database world today. Even though integrity constraints successfully capture data semantics, the actual data in the database often fails to satisfy such constraints. This may happen because the data is drawn from a variety of independent sources as in data integration (see Lenzerini' s survey [57] ), or the data is involved in complex, long-running activities like workflows.
How to deal with inconsistent data? The traditional way is to not allow the database to become inconsistent by aborting updates or transactions leading to integrity violations. We argue that in present-day applications this scenario is becoming increasingly impractical. First, if a violation occurs because of data from multiple, independent sources being merged (a scenario identified by Lin and Mendelzon [58] ), there is no single update responsible for the violation. Moreover, the updates have typically already committed. For example, if we know that a person should have a single address but multiple data sources contain different addresses for the same person, it is not clear how to fix this violation through aborting some update. Second, the data may have become inconsistent through the execution of some complex activity and it is no longer possible to trace the inconsistency to a specific action.
In the context of triggers or referential integrity, more sophisticated methods for handling integrity violations have been developed. For example, instead of being aborted an update may be propagated. In general, the result is at best a consistent database state, typically with no guarantees on its distance from the original, inconsistent state (the research of Ludäscher, May, and Lausen [59] is an exception).
In our opinion, integrity restoration should be a separate process that is executed after an inconsistency is detected. Such an approach is also advocated by Embury et al. [36] under the name of data reconciliation. The restoration should have a minimal impact on the database by trying to preserve as many tuples as possible. This scenario is called from now on minimal-change integrity maintenance.
We claim that a central notion in the context of integrity restoration is that of a repair [4] . A repair is a database instance that satisfies integrity constraints and minimally differs from the original database (which may be inconsistent).
One can interpret the postulate of minimal change in several different ways, depending on whether the information in the database is assumed to be correct and complete. If the information is complete but not necessarily correct (it may violate integrity constraints), the only way to fix the database is by deleting some parts of it. This is a common approach in data warehousing. On the other hand, if the information is both incorrect and incomplete, then both insertions and deletions should be considered. Thus, in some data integration approaches, for example the work of Lenzerini, Lembo, and Rosati [56, 57] , the completeness assumption is not made. For large classes of constraints, e.g., denial constraints, the restriction to deletions has no impact, since only deletions can remove integrity violations. Another dimension of change minimality is whether updates to selected attributes of tuples are considered as a way to remove integrity violations.
Regardless of what notion of minimal change is assumed, a basic computational problem in the context of integrity maintenance is repair checking, namely checking whether a given database instance is a repair of the original database. The complexity of this problem, under different notions of minimal change, is studied in the present paper. Repair checking algorithms can typically be converted to algorithms for nondeterministically computing repairs.
Sometimes when the data is retrieved online from multiple, autonomous sources, it is not possible to restore the consistency of the database by constructing a single repair. In that case one has to settle for computing, in response to queries, consistent query answers [4] , namely answers that are true in every repair of the given database. Such answers constitute a conservative "lower bound" on the information present in the database. The problem of computing consistent query answers is the second computational problem studied in the present paper. The notion of consistent query answer proposed by Arenas, Bertossi and Chomicki [4] has been used and extended in many papers [5, 6, 7, 8, 9, 11, 12, 16, 19, 20, 21, 25, 26, 27, 34, 41, 45, 46, 49, 62, 64] . This research has been surveyed by Bertossi and Chomicki [13] .
We describe now the setting of our results. We analyze the computational complexity of repair checking and consistent query answers along several different dimensions. We characterize the impact of the class of queries and the class of integrity constraints under consideration.
Our results shed light on the computational feasibility of minimal-change integrity maintenance. The tractable cases should lead (and to some degree already have led) to practical implementations. The intractability results highlight the inherent limitations of any integrity enforcement mechanism, e.g., triggers or referential constraint actions [59, 60] , as ways of performing minimal-change integrity maintenance.
The plan of the paper is as follows. In the first three sections, we discuss first-order (or equivalently: relational algebra) queries. In Section 2, we define the basic framework. In Section 3, we consider denial constraints, for which repairs are obtained by deleting facts. In Section 4, we discuss more general universal constraints and inclusion dependencies, under different notions of repair. In Section 5, we study aggregation queries in the presence of functional dependencies. In Section 6, we summarize related research and in Section 7 we draw conclusions and discuss future work. Several key proofs are presented in detail. Other proofs can be found in the original sources.
Basic Notions
In the following we assume we have a fixed relational database schema R consisting of a finite set of relations (which are finite sets of tuples). We also have an infinite set of attributes (column labels) U from which relation attributes are drawn. We have a fixed, infinite database domain D, consisting of uninterpreted constants, and an infinite numeric domain N consisting of all rational numbers. Those domains are disjoint. The database instances can be seen as finite, firstorder structures over the given schema, that share the domains D and N . Every attribute in U is typed, thus all the instances of R can only contain in a single attribute either uninterpreted constants or numbers. Since each instance is finite, it has a finite active domain which is a subset of D ∪ N . (The property that attribute values are atomic is often called First Normal Form or 1NF.) As usual, we allow the standard built-in predicates over N (=, =, <, >, ≤, ≥) that have infinite, fixed extensions. With all these elements we can build a first order language L.
Integrity Constraints
Integrity constraints are closed first-order L-formulas. In the sequel we will denote relation symbols by P, P 1 , . . . , P m , tuples of variables and constants bȳ x 1 , . . . ,x m , and quantifier-free formulas referring to built-in predicates by ϕ.
In this paper we consider the following basic classes of integrity constraints:
1. Universal integrity constraints: L-sentences
We assume that all variables appearing in positive literals appear also in at least one negative literal. 2. Denial constraints: L-sentences
They are a special case of universal constraints. 3. Binary constraints: universal constraints with at most two occurrences of database relations.
They are a special case of binary denial constraints. A more familiar formulation of the above FD is X → Y where X is the set of attributes of P corresponding tox 1 and Y the set of attributes of P corresponding tox 2 (andx 3 ). 5. Referential integrity constraints, also known as inclusion dependencies (INDs):
where thex i 's are sequences of distinct variables, withx 2 contained inx 1 ; and database relations P 1 , P 2 . Again, this is often written as
where X (resp. Y ) is the set of attributes of P 2 (resp. P 1 ) corresponding tox 2 . If P 1 and P 2 are clear from the context, we omit them and write the dependency simply as Y ⊆ X. If an IND can be written without any existential quantifiers, then it is called full.
Several examples of integrity constraints are presented later in Examples 1, 2, and 8.
Given a set of FDs and INDs IC and a relation P 1 with attributes U 1 , a key of P 1 is a minimal set of attributes X of P 1 such that IC entails the FD X → U 1 . In that case, we say that each FD X → Y ∈ IC is a key dependency and each IND P 2 [Y ] ⊆ P 1 [X] ∈ IC (where P 2 is also a relation) is a foreign key constraint. If, additionally, X is the primary (one designated) key of P 1 , then both kinds of dependencies are termed primary.
The above constraint classes are the most common in database practice. They exhaust the constraints supported by present-day database management systems. The SQL:1999 standard [60] proposes general assertions that can be expressed using arbitrary SQL queries (and thus subsume arbitrary first-order constraints). However, such constraints have not found their way into practical DBMS implementations yet and are unlikely to do so in the near future. In fact, most systems allow only restricted versions of FDs and INDs in the form of key dependencies and foreign key constraints, resp. Definition 1. Given a database instance r of R and a set of integrity constraints IC , we say that r is consistent if r IC in the standard model-theoretic sense; inconsistent otherwise.
We assume that we are dealing with satisfiable sets of constraints.
Repairs
Given a database instance r, the set Σ(r) of facts of r is the set of ground facts {P (ā) | r P (ā)}, where P is a relation name andā a ground tuple. (There is clearly a straightforward correspondence between r and Σ(r). However, we will find it more convenient to talk about the set of facts true in a first-order structure than about the structure itself.) Definition 2. The distance ∆(r, r ) between database instances r and r is defined as the symmetric difference of r and r :
Definition 3. For the instances r, r , r , r ≤ r r if ∆(r, r ) ⊆ ∆(r, r ), i.e., if the distance between r and r is less than or equal to the distance between r and r .
Definition 4. Given a set of integrity constraints IC and database instances r and r , we say that r is a repair of r w.r.t. IC if r IC and r is ≤ r -minimal in the class of database instances that satisfy IC.
We denote by Repairs IC (r) the set of repairs of r w.r.t. IC. This set is nonempty because IC is satisfiable.
We will study in Section 4 some notions of repair that differ from that in Definition 4. Also, there is clearly a connection between the above notion of repair and the concepts of belief revision [42] . We discuss this connection in Section 6.
Queries
Queries are formulas over the same language L as the integrity constraints. A query is closed (or a sentence) if it has no free variables. A closed query without quantifiers is also called ground. Conjunctive queries [23, 2] are queries of the form
where the variables of x i are disjoint from that of x j if i = j, and ϕ(x 1 , . . . ,x m ) is a conjunction of built-in atomic formulas. A conjunctive query is simple if it has no repeated relation symbols and ϕ is of the form c 1 (
The following definition is standard [2] :
A tuplet is an answer to a query Q(x) in an instance r iff r |= Q(t).
Consistent query answers
Given a query Q(x) to r, we want as consistent answers those tuples that are unaffected by the violations of IC , even when r violates IC .
Definition 6. [4]
A tuplet is a consistent answer to a query Q(x) in a database instance r w.r.t. a set of integrity constraints IC ifft is an answer to query Q(x) in every repair r of r w.r.t. IC. An L-sentence Q is consistently true in r w.r.t. IC if it is true in every repair of r w.r.t. IC. In symbols:
r |= IC Q(t) ⇐⇒ r |= Q(t) f or every repair r of r w .r.t. IC.
Note: If the set of integrity constraints IC is clear from the context, we omit it for simplicity.
Examples
Example 1. Consider the following instance of a relation Person Name City Street Brown Amherst 115 Klein Brown Amherst 120 Maple Green Clarence 4000 Transit and the functional dependency Name → City Street. Clearly, the above instance does not satisfy the dependency. There are two repairs: one is obtained by removing the first tuple, the other by removing the second. The consistent answer to the query Person(n, c, s) is just the tuple (Green,Clarence,4000 Transit). On the other hand, the query ∃s. Person(n, c, s) has two consistent answers: (Brown,Amherst) and (Green,Clarence). Similarly, the query is consistently true in the given instance of Person. Notice that for the last two queries the approach based on removing all inconsistent tuples and evaluating the original query using the remaining tuples gives different, less informative results.
Example 2. We give here some examples of denial constraints. Consider the relation Emp with attributes Name, Salary, and Manager, with Name being the primary key. The constraint that no employee can have a salary greater that that of her manager is a denial constraint:
Similarly, single-tuple constraints (CHECK constraints in SQL2) are a special case of denial constraints. For example, the constraint that no employee can have a salary over $200000 is expressed as:
Note that a single-tuple constraint always leads to a single repair which consists of all the tuples of the original instance that satisfy the constraint.
Computational Problems
We consider here the following complexity classes:
-P : the class of decision problems solvable in polynomial time by deterministic Turing machines; -NP: the class of decision problems solvable in polynomial time by nondeterministic Turing machines; -co-NP: the class of decision problems whose complements are solvable in NP; -Σ Assume a class of databases D, a class of queries Q and a class of integrity constraints C are given. We study here the complexity of the following problems:
-repair checking, i.e., the complexity of the set B IC = {(r, r ) : r, r ∈ D ∧ r ∈ Repairs IC (r)}, -consistent query answers, i.e., the complexity of the set
for a fixed sentence Φ ∈ Q and a fixed finite set IC ∈ C of integrity constraints. This formulation is called data complexity (introduced by Chandra and Harel [24] and Vardi [63] ), because it captures the complexity of a problem as a function of the number of tuples in the database instance only. The database schema, the query and the integrity constraints are assumed to be fixed. (This is not the only relevant notion of complexity. Under combined complexity, also introduced by Vardi [63] , the constraints and the query are also part of the input. However, in the database context the consensus is that data complexity is of paramount importance, because the size of the database is typically several orders of magnitude larger than the size of the constraints and the query. Thus, data complexity reflects the real computational cost of evaluating a query more faithfully than combined complexity. Consequently, almost all existing results about the complexity of computing consistent query answers are about data complexity, the work of Calì, Lembo, and Rosati [19] being an exception.)
It is easy to see that even under a single key FD, there may be exponentially many repairs and thus the approach to computing consistent query answers by generating and examining all repairs is not feasible.
Example 3. Consider the functional dependency A → B and the following family of relation instances r n , n > 0, each of which has 2n tuples (represented as columns) and 2 n repairs:
On the other hand, Definitions 4 and 6 immediately yield the following result. Proof. An instance r is not a repair of r if it violates the integrity constraints or there is another instance r which satisfies the constraints and is closer (in the sense of ≤ r ) to r than r . The first condition can be checked in P; the second, in NP. A sentence Φ is not consistently true in r if there is a repair r of r in which Φ is false. Any repair r of r can only contain tuples with the same constants as those occurring in the tuples of r. Thus the size of r is polynomially bounded. Therefore, checking if there is a repair r of r in which Φ is false can be done in NP with an NP oracle, i.e., it is in Σ p 2 .
In fact, B F is in co-NP not only for universal but also for arbitrary first-order constraints. On the other hand, for non-universal constraints (e.g., INDs), the size of a repair cannot always be bounded and thus even the decidability of D F,Φ is not guaranteed.
A distinctive property of denial constraints is that their violations can only be removed by deleting tuples from the database. Therefore, repairs (in the sense of Definition 4) are always subsets of the original database. This property has a positive influence on the computational complexity of integrity maintenance. Most of the notions of repair that differ for broader classes of constraints (see Section 4) coincide in the case of denial constraints.
Query rewriting
Query rewriting is based on the following idea: Given a query Q and a set of integrity constraints, construct a query Q such that for every database instance r the set of answers to Q in r is equal to the set of consistent answers to Q in r.
Query rewriting was first proposed by Arenas, Bertossi, and Chomicki [4] in the context of domain relational calculus. The approach presented there was based on concepts from semantic query optimization (Chakravarthy, Grant, and Minker [22] ), in particular the notion of a residue.
Residues are associated with literals of the form P (x) or ¬P (x) (wherex is a vector of different variables of appropriate arity). For each literal P (x) and each constraint containing ¬P (x) in its clausal form (possibly after variable renaming), a local residue is obtained by removing ¬P (x) and the quantifiers forx from the (renamed) constraint. For each literal ¬P (x) and each constraint containing P (x) in its clausal form (possibly after variable renaming), a local residue is obtained by removing P (x) and the quantifiers for the variables occurring only inx from the (renamed) constraint. Finally, for each literal the global residue is computed as the conjunction of all local residues (possibly after normalizing variables).
Intuitively, the residues of a literal represent the conditions that must be true if the literal is true (and thus its negation is false). 
The global residue is the conjunction of the local residues.
We consider queries that are conjunctions of positive and negative literals. The rewritten query is obtained in two steps. First, for every literal, an expanded version is constructed as the conjunction of this literal and its global residue. Second, the literals in the query are replaced by their expanded versions.
A set of constraints is generic if it does not imply any ground literal. The results by Arenas, Bertossi, and Chomicki [4] imply the following: Proposition 2. For every generic set F of binary denial constraints and quantifier-free L-sentence Φ(t) where
This is because query rewriting is done in a database-independent way and thus does not increase data complexity. In fact, since data complexity of evaluating first-order queries is in AC 0 , so is D F,Φ .
The paper [4] shows that query rewriting is also applicable to full inclusion dependencies. But then the literal expansion step might need to be iterated until no changes occur. Also, care needs to be taken about the termination of the expansion (this is addressed by Celle and Bertossi [21] ). However, query rewriting does not generalize to non-binary constraints, general INDs, or queries involving disjunction or quantifiers. The latter is particularly disappointing, since disjunctions or existential quantifiers in queries are necessary to extract partial information from the database. For example, in Example 1, we would like to be able to derive from the database that Brown lives in Amherst at 115 Klein or 120 Maple. Moreover, non-binary constraints and disjunctions do not necessarily lead to intractability, as shown below.
Conflict hypergraph
Given a set of denial constraints F and an instance r, all the repairs of r with respect to F can be succinctly represented as the conflict hypergraph. This is a generalization of the conflict graph defined by Arenas, Bertossi, and Chomicki [6] for FDs only.
Definition 7. The conflict hypergraph G F,r is a hypergraph whose set of vertices is the set Σ(r) of facts of an instance r and whose set of edges consists of all the sets
, and there is a constraint
in F such that P 1 (t 1 ), P 2 (t 2 ), . . . P l (t l ) violate together this constraint, which means that there exists a substitution ρ such that ρ(
Note that there may be edges in G F,r that contain only one vertex. Also, the size of the conflict hypergraph is polynomial in the number of tuples in the database instance. By an independent set in a hypergraph we mean a subset of its set of vertices which does not contain any edge.
Proposition 3. For each repair r of r w.r.t. F , Σ(r ) is a maximal independent set in G F,r , and vice versa.
Proof. Take an instance r such that Σ(r ) is not a maximal independent set in G F,r . Then it contains an edge or is not maximal. In the first case, it means that r violates the constraints; in the second, that r is not minimal in ≤ r . On the other hand, if r is not a repair, then it violates the constraints or is not minimal in ≤ r . In both cases, Σ(r ) is not a maximal independent set. Proposition 3 yields the following result:
For every set of denial constraints F and L-sentence Φ, B F is in P and D F,Φ is in co-NP.
Proof. Checking whether r satisfies F is in P. The repair r has also to be a maximal subset of r that satisfies F . Checking that property can be done as follows: try all the tuplest in r − r , one by one. If r ∪ {t} satisfies F , then r is not maximal. Otherwise, if for no such tuplet, r ∪ {t} satisfies F , no superset of r can satisfy F (violations of denial constraints cannot be removed by adding tuples) and r is maximal. The fact that D F,Φ is in co-NP follows immediately from the definition of consistent query answer.
Note that the repairs of an instance r can be computed nondeterministically by picking a vertex of G F,r which does not belong to a single-vertex edge and adding vertices that do not result in the addition of an entire edge.
Positive results
Theorem 1. [25, 26] For every set F of denial constraints and a ground sentence Φ, D F,Φ is in P.
Proof. We assume the sentence is in CNF 3 , i.e., of the form Φ = Φ 1 ∧ Φ 2 ∧ . . . Φ l , where each Φ i is a disjunction of ground literals. Φ is true in every repair of r if and only if each of the clauses Φ i is true in every repair. So it is enough to provide a polynomial algorithm which will check if a given ground clause is consistently true in an instance r.
It is easier to think that we are checking if a ground clause is not consistently true in r. This means that we are checking, whether there exists a repair r in which ¬Φ i is true for some i. But ¬Φ i is of the form
where thet j 's are tuples of constants. WLOG, we assume that all the facts in the set {P 1 (t 1 ), . . . , P n (t n ))} are mutually distinct.
The nonderministic algorithm selects for every j, m + 1 ≤ j ≤ n, P j (t j ) ∈ Σ(r), an edge E j ∈ G F,r such that P j (t j ) ∈ E j , and constructs a set of facts S such that
and there is no edge E ∈ G F,r such that E ⊆ S. If the construction of S succeeds, then a repair in which ¬Φ i is true can be built by adding to S new facts from Σ(r) until the set is maximal independent. The algorithm needs n − m nondeterministic steps, a number which is independent of the size of the database (but dependent on Φ), and in each of its nondeterministic steps selects one possibility from a set whose size is polynomial in the size of the database. So there is an equivalent polynomial-time deterministic algorithm.
In the case when the set F of integrity constraints consists of only one FD per relation the conflict hypergraph has a very simple form. It is a disjoint union of full multipartite graphs. If this single dependency is a key dependency, then the conflict graph is a union of disjoint cliques. Because of this very simple structure we hoped that it would be possible, in such a situation, to compute in polynomial time the consistent answers not only to ground queries, but also to all conjunctive queries. As we are going to see now, this is only possible if the conjunctive queries are suitably restricted.
Theorem 2. [25, 26] Let F be a set of FDs, each dependency over a different relation among P 1 , P 2 , . . . , P k . Then for each closed simple conjunctive query Q, there exists a closed query Q such that for every database instance r, r |= F Q iff r |= Q . Consequently, D F,Q is in P.
Proof. We present the construction for k = 2 for simplicity; the generalization to an arbitrary k is straightforward. Let P 1 and P 2 be two different relations of arity k 1 and k 2 , resp. Assume we have the following FDs: Y 1 → Z 1 over P 1 and Y 2 → Z 2 over P 2 . Letȳ 1 be a vector of arity |Y 1 |,ȳ 2 a vector of arity |Y 2 |,z 1 and z 1 vectors of arity |Z 1 |, andz 2 andz 2 vectors of arity |Z 2 |. Finally, letw 1 ,w 1 ,w 1 (resp.w 2 ,w 2 ,w 2 ) be vectors of arity k 1 − |Y 1 | − |Z 1 | (resp. k 2 − |Y 2 | − |Z 2 |). All of the above vectors consist of distinct variables. The query Q is of the following form
Then, the query Q (which is also closed) is as follows:
Chomicki and Marcinkowski [26] describe the generalizations of Theorems 1 and 2 to the non-ground case. The generalized version of the algorithm presented in the proof of Theorem 1 has been implemented as a part of a database middleware system Hippo [27, 28] .
The above line of research is continued by Fuxman and Miller [41] . They make the observation that the query
is consistently false if and only if there is a perfect matching in the graph of the relation R (the first argument of R is understood to be the key here). This implies that Q 1 is an example of a tractable query which cannot be answered by query rewriting (see the discussion earlier in this section), because perfect matching is not first order definable. Fuxman and Miller [41] generalize this perfect matching technique to a wider class of queries on databases over binary schemata.
Negative results
We show now that Theorems 1 and 2 are the strongest possible (assuming the arity of relations is not restricted), because relaxing any of their conditions leads to co-NP-completeness. This is the case even though we limit ourselves to key FDs. 
As an example, consider the following monotone formula
The corresponding database r β0 contains the following facts:
Clearly, β 0 is unsatisfiable. Also, Q is true in every repair of r β0 .
To
Note that the query in Theorem 3 is nonsimple.
Theorem 4. [25, 26] There is a set F of two key dependencies and a closed conjunctive query Q ≡ ∃x, y. R(x, y, b), for which D F,Q is co-NP-complete.
The above result was obtained first in a slightly weaker form -for non-key FDs -in [6, 8] .
Theorem 5. [25, 26] There exist a denial constraint f and a closed conjunctive query Q ≡ ∃x, y. R(x, y, b), for which D {f },Q is co-NP-complete.
For the co-NP-hard cases identified above, no approach to the computation of consistent query answers based on query rewriting can work. This is because (a) such approaches produce queries that are evaluable in AC 0 , and (b) the relevant co-NP-complete problems are not in AC 0 .
Beyond denial constraints

Different notions of repair
The basic notion of repair (Definition 4) requires that the symmetric difference between a database and its repair is minimized. But as we have seen, in the context of denial constraints every repair is a subset of the database. Thus, insertions are not used in constructing repairs. The situation is different for more general constraints.
Example 7. Consider the integrity constraint ∀x. ¬P (x)∨R(x) and the database {P (1)}. Then there are two repairs: ∅ and {P (1), R(1)}.
Allowing repairs constructed using insertions makes sense if the information in the database may be incomplete 4 . The latter is common in data integration applications where the data is pulled from multiple sources, typically without any guarantees on its completeness. On the other hand, if we know that the data in the database is complete but possibly incorrect, as in data warehousing applications, it is natural to consider only repairs constructed using deletions. Current language standards like SQL:1999 [60] allow only deletions in their repertoire of referential integrity actions. Moreover, the restriction to deletions guarantees that the number of repairs is finite. This restriction is also beneficial from the computational point of view, as we will see later. Note that the symmetric restriction to insertions would make sense only in the context of inclusion dependencies: denial constraints cannot be fixed by insertions. 
only constraint is that City is a foreign-key, referencing the key of another relation Cities. Then if Clarence does not occur as a key value in the current instance of Cities, then one possible repair is to delete the tuple Green, Clarence, 4000 Transit (the city name may be erroneous). But it is also possible that not all the cities are in the current instance of Cities, thus another way of resolving the inconsistency is to insert a tuple with city name = Clarence into Cities. If Cities has more than one attribute, then infinitely many such repairs arise (all possible values for the nonkey attributes have to be considered). In practice, the nonkey attributes will receive null values in such a case.
In the next subsection, we will consider deletion-only repairs. Afterwards, we will revert to Definition 4.
Repairing by deletion
We modify here Definition 4 to allow only repairs obtained by deletion of one or more tuples from the original instance. The definition of consistent query answers remains unchanged.
We also use B − I (resp. D − I,Φ ) to denote the problem of repair of repair checking (resp. consistent query answers), in order to indicate that due to the different notion of repair those problems are different from the corresponding problems B I and D I,Φ studied earlier.
We establish first a general relationship between the problems of repair checking and consistent query answers. Theorem 6. In the presence of full foreign key constraints, the problem of repair checking is logspace-reducible to the complement of the problem of consistent query answers.
Proof. We discuss here the case of the database consisting of a single relation R 0 . Assume r is the given instance of R 0 and r is an another instance of R 0 satisfying the set of integrity constraints IC. We define a new relation S 0 having the same attributes as R 0 plus an additional attribute Z. Consider an instance s of S 0 built as follows:
-for every tuple (x 1 , . . . , x k ) ∈ r , we add the tuple (x 1 , . . . , x k , c 1 ) to s; -for every tuple (x 1 , . . . , x k ) ∈ r − r , we add the tuple (x 1 , . . . , x k , c 2 ) to s.
Consider also another relation P having a single attribute W , and a foreign key constraint i 0 :
. The instance p of P consists of a single tuple c 2 . We claim that P (c 2 ) is consistently true in the database instance consisting of s and p w.r.t. IC ∪ {i 0 } iff r is not a repair of r w.r.t. IC.
We now characterize the computational complexity of repair checking and consistent query answers for FDs and INDs. Proof. For a given database instance r, a single repair is obtained by deleting all the tuples violating I (and only those).
We consider now FDs and INDs together. We want to identify the cases where both repair checking and computing consistent query answers can be done in P. The intuition is to limit the interaction between the FDs and the INDs in the given set of integrity constraints in such a way that one can use the polynomialtime results presented earlier.
Lemma 1. [26]
Let IC = F ∪ I be a set of constraints consisting of a set of key FDs F and a set of foreign key constraints I but with no more than one key per relation. Let r be a database instance and r be the unique repair of r with respect to the foreign key constraints in I. Then r is a repair of r w.r.t. IC if and only if it is a repair of r w.r.t. F .
Proof. The only thing to be noticed here is that repairing r with respect to key constraints does not lead to new inclusion violations. This is because the set of key values in each relation remains unchanged after such a repair (which is not necessarily the case if we have relations with more than one key).
Corollary 1. Under the assumptions of Lemma 1, B
− IC is in P. The repairs w.r.t. IC = F ∪ I of r are computed by (deterministically) repairing r w.r.t. I and then nondeterministically repairing the result w.r.t. F (as described in the previous section).
We can also transfer the polynomial-time results about consistent query answers obtained for FDs only. Unfortunately, the cases identified above are the only ones we know of in which both repair checking and consistent query answers are in P.
For acyclic INDs (and arbitrary FDs), the repair checking problem is still in P. Surprisingly, consistent query answers becomes in this case a co-NP-hard problem, even in the case of key FDs and primary key foreign key constraints. If we relax any of the assumptions of Lemma 1, the problem of consistent query answers becomes intractable, even under acyclicity. The above proof yields a nondeterministic polynomial-time procedure for computing the repairs w.r.t. IC = F ∪ I.
To our surprise, Theorem 7 is the strongest possible positive result. The problem of consistent query answers is already intractable, even under additional restrictions on the FDs and INDs.
Theorem 8. [26]
There exist a database schema, a set IC of integrity constraints consisting of key FDs and of an acyclic set of primary foreign key constraints, and a ground atomic query Φ such that D − IC,Φ is co-NP-hard.
We show also that relaxing the acyclicity assumption in Theorem 7 leads to the intractability of the repair checking problem (and thus also the problem of consistent query answers), even though alternative restrictions on the integrity constraints are imposed. where ψ is quantifier-free and equals to ψ 1 ∧ ψ 2 ∧ . . . ψ m , where ψ i are clauses. We will construct a database instance r β , over a schema with a single relation R (A, B, C, D), such that R(a, a, ψ 1 , a) is a consistent answer if and only if β is true. The integrity constraints will be A → B and C ⊆ D.
There are 3 kinds of tuples in r β . For each occurence of a literal in ψ we have one tuple of the first kind (we adopt the convention that ψ m+1 is ψ 1 ):
For each universally quantified variable p i we have two tuples of the second kind: R(p i , 1, a i , a i ) and R(p i , 0, a i , a i ). Finally, there is just one tuple of the third kind: R(a, a, ψ 1 , a).
Consider a repair s of r β . Call s white if it does not contain any tuple of the first kind. Call s black if for each clause ψ i of ψ, s contains some tuple of the form R( , , ψ i , ψ i+1 ). We claim, that each repair of r β is either white or black. Indeed, if some R( , , ψ j , ψ j+1 ) is in s (i.e. if s is not white) then, since the C ⊆ D constraint is satisfied in s, there must be some tuple of the form R( , , ψ j−1 , ψ j ) in s. But the last implies that also some R( , , ψ j−2 , ψ j−1 ) must be in s, and so on.
Notice, that it follows from the C ⊆ D constraint that if a repair s is white, then R(a, a, ψ 1 , a) cannot be in s. On the other hand, it is easy to see that if s is black, then R(a, a, ψ 1 , a) is in s. Now, for a repair s of r β define σ Suppose β is false. Let σ be such a valuation of the variables p 1 , p 2 , . . . p k that the formula σ(β) (with free variables q 1 , q 2 , . . . q l ) is not satisfiable. The set s σ of all the tuples from r β which are of the form R(p i , σ(p i ), a i , a i ) is consistent. So there exists a repair s such that s σ ⊆ s. But if s is black then σ 1 s is a substitution which agrees with σ and satisfies ψ, which is a contradiction. So s must be white.
For the opposite direction, suppose β is true, and s is some white repair of r β . This means that s contains only tuples of the second kind, and the projection of s on the first two attributes is some valuation σ of the variables p 1 , p 2 , . . . p k . Since β is true, there exists a valuation σ of the variables q 1 , q 2 , . . . q l such that σ σ(ψ) is true. Now, the union of s and the set of all the tuples of the first kind which are of the form R(p i , σ(p i ), ψ j , ψ j+1 ) or of the form R(q i , σ (q i ), ψ j , ψ j+1 ) is a consistent superset of s, which contradicts the assumption that s was a repair.
Repairing by insertion and deletion
Calì, Lembo, and Rosati [19] study the complexity of query answering when the database is possibly not only inconsistent but also incomplete. Like in the paper of Arenas, Bertossi, and Chomicki [4] and the follow-up work, consistency is defined by means of integrity constraints, and an answer to a query is understood to be consistent if it is true in all possible repairs. Six definitions of the notion of repair are considered by Calì, Lembo, and Rosati [19] , only one of which coincides with Definition 4. Each of those notions postulates that a repair satisfy the integrity constraints.
The sound, exact, and complete semantics do not impose any minimality conditions on repairs. The sound semantics requires that a repair is a superset of the database; the exact semantics -that it is equal to the database; and the complete semantics -that it is a subset of the database. Because an empty database satisfies any set of FDs and INDs, it is a repair under the complete semantics. Therefore, in this case there is no nontrivial notion of consistent query answer. The exact semantics is uninteresting for a different reason: the set of repairs is empty if the database violates the constraints, and consists of the original database if the constraints are satisfied. The sound semantics is suitable if the constraints consist of INDs only; in the presence of FDs, the set of repairs may be empty (this is because the violations of FDs cannot be fixed by tuple insertions). However, solving a violation of an inclusion dependency by adding new tuples may lead to new violations, of other dependencies, and thus there is no clear upper bound on the size of a minimal repair, under the sound semantics. So one can expect the problem of consistent query answers to be undecidable here. And indeed, this undecidability is proved by Calì, Lembo, and Rosati [19] .
To present the decidable cases identified by Calì, Lembo, and Rosati [19] , we need to introduce some definitions. Definition 9. Let IC = F ∪ I be a set of constraints consisting of a set of key FDs F (with at most one key per relation) and a set of INDs I. Then an IND P [X] ⊆ R[Y ] ∈ I is non-key-conflicting w.r.t. F if either: (1) no nontrivial key FD is defined for R in F , or (2) Y is not a strict superset of the key of R.
Theorem 13. [19]
Let IC = F ∪ I be a set of constraints consisting of a set of key FDs F (with at most one key per relation) and a set of non-key-conflicting INDs I. Let Q be a union of conjunctive queries. Then the problem of consistent query answers is in P (under sound semantics).
Notice that Theorem 13 to some degree parallels Lemma 1. One has to bear in mind, however, that those results use different semantics of consistent query answers due to different notions of repair.
The notion of repair under the sound semantics is not powerful enough if some functional dependencies can be violated in the original database (the set of repairs may be empty). This observation leads to the notions of loosely-complete, loosely-sound, and loosely-exact semantics. Under those semantics, repairs are constructed by adding tuples, as well as by deleting them. The loosely-complete semantics does not impose the requirement that the set of deleted tuples be minimal in a repair; therefore, the empty database is a repair and, as under the complete semantics, the notion of consistent query answer is trivial. The notion of repair under the loosely-exact semantics is identical to that of Definition 4. Finally, loosely-sound semantics requires only that the set of deleted tuples is minimized.
Calì, Lembo, and Rosati [19] show that for general key FDs and INDs the problem of consistent query answers under loosely-sound and loosely-exact semantics is undecidable. The decidable cases identified in that paper involve again non-key-conflicting INDs.
Theorem 14. [19]
Let IC = F ∪ I be a set of constraints consisting of a set of key FDs F (with at most one key per relation) and a set of non-key-conflicting INDs I. Let Q be a union of conjunctive queries. Then the problem of consistent query answers is co-NP-complete (under loosely-sound semantics) and Π Contrasting Theorem 14 with Theorem 13, we see that the loosely-sound semantics augments the sound semantics with the nondeterministic choice of the set of tuples to be deleted. The loosely-exact semantics adds another level of nondeterminism.
We conclude by noting that none of the six notions of repair coincides with the one proposed by Chomicki and Marcinkowski [26] . The latter notion, by forcing the repairs to be subsets of the original database, makes the problem of consistent query answers decidable (Theorem 12).
Repairing by attribute modification
In the framework of Arenas, Bertossi and Chomicki [4] , which was adapted by the follow-up papers [5, 6, 7, 8, 9, 11, 12, 19, 21, 25, 26, 34, 41, 45, 46, 49, 62] , the smallest unit to be deleted from (or added to) a database in the process of repairing is a tuple. A different choice is made by Wijsen [64] where tuples themselves are being repaired. The idea there is that even a tuple that violates the integrity constraints can possibly still yield some important information. Wijsen's motivating example is a relation of arity 5 containing information on dioxin levels in food samples. The attributes of this relation are: the sample number, the sample date, the analysis date, the lab and the dioxin level. The integrity constraint is "the sample date must be prior to the analysis date". This is a denial constraint, thus the only thing that can be done with a tuple violating this constraint is dropping it, possibly getting rid of the number and other data of the sample, which may indicate an alarming dioxin level.
Example 10. Consider the relation
Under Definition 4, this instance has two repairs: one obtained by deleting the first tuple and the other -by deleting the second tuple. It might be more natural to consider the repairs obtained by adjusting the individual salary values in such a way that the constraint is satisfied.
The basic idea of the approach proposed by Wijsen [64] is to define the notion of repair by means of the ordering defined by the subsumption of tableaux, instead of the ordering ≤ r defined by set inclusion (Definition 3). A tableau is a generalization of a relation: tuples can have not only constants but also variables as components. Wijsen [64] considers only single-relation databases. The notion of consistent query answer in Wijsen's framework is that of Definition 6 in which the notion of repair of Definition 4 is substituted by that of Definition 11. A repair is any database resulting from the first fix by substituting for x any date prior to 16 Jan 2002 or from the second fix by substituting for y any date later than 17 Jan 2002. In each repair there is a tuple with the dioxin level 150.
The class of integrity constraints considered by Wijsen consists of tupleand equality-generating dependencies [55, 2] . The first are simply universal Horn constraints, the second -restricted denial constraints. The queries studied by Wijsen [64] are conjunctive queries.
Wijsen [64] considers cases where answers to conjunctive queries can be computed by means of early repairs, which means, that for a given relation Note that for denial constraints repair checking under Definition 4 is in P. Thus, unless P = NP , there is a considerable computational price for using Wijsen's framework.
We note that the notions of repair discussed so far do not exhaust all the possibilities. For example, in Example 11 the database could also be repaired by swapping the values of the second and third attributes.
Aggregation
So far we have considered only first-order queries but in databases aggregation queries are also important. In fact, aggregation is essential in scenarios, like data warehousing, where inconsistencies are likely to occur and keeping inconsistent data may be useful.
We consider here a restricted scenario: there is only one relation and integrity constraints are limited to functional dependencies. Thus, every repair in the sense of Definition 4 is a maximal consistent subset of the given instance. Aggregation queries consist of single applications of one of the standard SQL-2 aggregation operators (MIN, MAX, COUNT(*), COUNT(A), SUM, and AVG). Even in this case, it was shown by Arenas, Bertossi and Chomicki [6] that computing consistent query answers to aggregation queries is a challenging problem for both semantic and complexity-theoretic reasons. 2
We give a new, slightly weakened definition of consistent answer to an aggregation query that addresses the above difficulty.
Definition 12.
[6] Given a set of integrity constraints F , an aggregation query f and a database instance r, the set of possible answers Poss 
2
According to this definition, in Example 12, 50K (resp. 70K) are the glbanswer (resp. lub-answer) to the query SELECT MAX(Salary) FROM Emp.
Notice that the interval [glb answer,lub answer] represents in a succinct form a superset of the values that the aggregation query can take in all possible repairs of the database r w.r.t. a set of FDs. The representation of the interval is always polynomially sized, since the numeric values of the endpoints can be represented in binary.
Example 13. Along the lines of Example 3, consider the functional dependency A → B and the following family of relation instances S n , n > 0: r n A a 1 a 1 a 2 a 2 a 3 a 3 · · · a n a n B 0 1 0 2 0 4 · · · 0 2 n The aggregation query SUM(B) takes all the exponentially many values between 0 and 2 n+1 − 1 in the (exponentially many) repairs of the database [6] . An explicit representation of the possible values the aggregation function would then be exponentially large. Moreover, it would violate the 1NF assumption. On the other hand, the glb/lub representation has polynomial size.
2
Arenas et al. [8] provide a complete classification of the tractable and intractable cases of the problem of computing consistent query answers (in the sense of Definition 12) to aggregation queries. Its results can be summarized as follows:
The problem of computing glb/lub answers is in P for all the aggregate operators except COUNT(A), if the set of integrity constraints contains at most one non-trivial FD.
Theorem 17. [8]
The problem of checking whether the glb-answer to a query is ≤ k and the problem of checking whether the lub-answer to a query is ≥ k are NP-complete for COUNT(A) already in the presence of one non-trivial FD, and for the remaining operators in the presence of more than one non-trivial FD.
For the aggregate operators MIN, MAX, COUNT(*) and SUM and a single FD, the glb-and lub-answers are computed by SQL2 queries (so this is in a sense an analogue of the query rewriting approach for first-order queries discussed earlier). For AVG, however, the polynomial-time algorithm is iterative and cannot be formulated in SQL2. Arenas et al. [6, 8] identify some special properties of conflict graphs in restricted cases, paving the way to more tractable cases. For example, for two FDs and the relation schema in Boyce-Codd Normal Form, the conflict graphs are claw-free and perfect [15] , and computing lub-answers to COUNT(*) queries can be done in P.
Given the intractability results, it seems appropriate to find approximations to consistent answers to aggregation queries. Unfortunately, "maximal independent set" seems to have bad approximation properties [51] .
Related work
We only briefly survey related work here. Arenas, Bertossi and Chomicki [4, 13] provide a more comprehensive discussion.
There are several similarities between our approach to consistency handling and those followed by the belief revision community [42] . Database repairs (Definition 4) coincide with revised models defined by Winslett [65] . Winslett's framework is mainly propositional. However, Chou and Winslett [29] study a preliminary extension to first order knowledge bases. Those papers concentrate on the computation of the models of the revised theory, i.e., the repairs in our case. Comparing our framework with that of belief revision, we have an empty domain theory, one model: the database instance, and a revision by a set of ICs. The revision of a database instance by the ICs produces new database instances, the repairs of the original database. We consider a specific notion of minimal change, namely one that minimizes the set of literals in the symmetric differences of two instances. Other possibilities have also been explored in the belief revision community, for example minimizing the cardinality of symmetric difference, as proposed by Dalal [30] .
The complexity of belief revision (and the related problem of counterfactual inference which corresponds to our computation of consistent query answers) in the propositional case is exhaustively classified by Eiter and Gottlob [35] . They show, among others, that counterfactual inference under Winslett's semantics is Π p 2 -complete. Subsequently, they provide a number of restrictions on the knowledge base and the revision formula to reduce the complexity. We note that among the constraint classes considered in the current paper, only universal constraints can be represented propositionally by grounding. However, such grounding results in an unbounded revision formula, which prevents the transfer of any of the polynomial-time upper bounds obtained by Eiter and Gottlob [35] into our framework. Similarly, their lower bounds require different kinds of formulas from those that we use.
The need to accommodate violations of functional dependencies is one of the main motivations for considering disjunctive databases (studied, among others, by Imieliński, van der Meyden, Naqvi, and Vadaparty [53, 54, 61] and has led to various proposals in the context of data integration (Agarwal et al. [3] , Baral et al. [10] , Dung [32] , and Lin and Mendelzon [58] ). There seems to be an intriguing connection between relation repairs w.r.t. FDs and databases with disjunctive information [61] Example 15. The set of minimal models of the formula
cannot be represented as a set of repairs of any set of FDs. 2
Known tractable classes of first-order queries over disjunctive databases typically involve conjunctive queries and databases with restricted OR-objects [53, 54] . In some cases, like in Example 3, the set of all repairs can be represented as a table with OR-objects. But in general a correspondence between sets of repairs and tables with OR-objects holds only in the very restricted case when the relation is binary, say R(A, B), and there is one FD A → B [8] . Imieliński, van der Meyden, and Vadaparty [54] provide a complete classification of the complexity of conjunctive queries for tables with OR-objects. It is shown how the complexity depends on whether the tables satisfy various schema-level criteria, governing the allowed occurrences of OR-objects. Since there is no exact correspondence between tables with OR-objects and sets of repairs of a given database instance, the results of the paper [54] do not directly translate to our framework, and vice versa. A different interesting direction to explore in this context is to consider conditional tables, proposed by Imieliński and Lipski [52] , as a representation for infinite sets of repairs, as in Example 8. There are several proposals for language constructs specifying nondeterministic queries that are related to our approach: witness, proposed by Abiteboul, Hull and Vianu [2] , and choice, proposed by Giannotti, Greco, Pedreschi, Saccà, and Zaniolo [43, 44, 47] . Essentially, the idea is to construct a maximal subset of a given relation that satisfies a given set of functional dependencies. Since there is usually more than one such subset, the approach yields nondeterministic queries in a natural way. Clearly, maximal consistent subsets (choice models [43] ) correspond to repairs. Datalog with choice [43] is, in a sense, more general than our approach, since it combines enforcing functional dependencies with inference using Datalog rules. Answering queries in all choice models (∀G-queries [47] ) corresponds to our notion of computation of consistent query answers (Definition 6). However, the former problem is shown to be co-NP-complete and no tractable cases are identified. One of the sources of complexity in this case is the presence of Datalog rules, absent from our approach. Moreover, the procedure proposed by Greco, Saccà and Zaniolo [47] runs in exponential time if there are exponentially many repairs, as in Example 3. Also, only conjunctions of literals are considered as queries by Greco, Saccà and Zaniolo.
A purely proof-theoretic notion of consistent query answer comes from Bry [17] . This notion, described only in the propositional case, corresponds to evaluating queries after all the tuples involved in inconsistencies have been eliminated. No complexity results have been established for Bry's approach.
Representing repairs as answer sets of logic programs with disjunction and classical negation has been proposed in a number of papers [5, 7, 12, 34, 45, 46, 49, 62] . Those papers consider computing consistent answers to first-order queries. While the approach is very general, no tractable cases beyond those already implicit in the results of Arenas, Bertossi and Chomicki [4] are identified. This is because the classes of logic programs used are Π p 2 -complete [31] . Eiter et al. [34] propose several optimizations that are applicable to logic programming approaches. One is localization of conflict resolution, another -encoding tuple membership in individual repairs using bitvectors, which makes possible efficient computation of consistent query answers using bitwise operators. However, we have seen in Example 3 even in the presence of one functional dependency there may be exponentially many repairs [8] . With only 80 tuples involved in conflicts, the number of repairs may exceed 10 12 ! It is clearly impractical to efficiently manipulate bitvectors of that size.
Conclusions and future work
We envision several possible directions for future work.
First, one can consider various preference orderings on repairs. Such orderings are often natural and may lead to further tractable cases. Some preliminary work in this direction is reported by Greco et al. [45, 48] .
Second, the connection between the semantics of repairs and the complexity of repair checking and consistent query answers should be investigated further, in particular the impact of adopting a cardinality-based minimality criterion for repairs.
Third, a natural scenario for applying the results developed in this paper is query rewriting in the presence of distributed data sources [33, 50, 57] . Abiteboul and Duschka [1] show, among others, that assuming that data sources are complete has a negative influence on the computational complexity of query answering. However, originally, this line of work didn't address problems due to database inconsistency. Only recently the research on data integration [14, 16, 20, 56] has started to deal with issues involved in data sources being inconsistent. These works largely remain within the answer-set-based paradigm discussed above. A new scenario for data integration, data exchange, has been recently proposed by Fagin et al. [37] . In this scenario, a target database is materialized on the basis of a source database using source-to-target dependencies. In the presence of target integrity constraints, a suitable consistent target database may not exist. This issue is not considered by Fagin et al. [37] . The work of Calì, Lembo and Rosati [19] , discussed earlier, can be viewed as addressing the problem of consistent query answering in a restricted data exchange setting.
Finally, as XML is playing an increased role in data integration, it would be interesting and challenging to develop the appropriate notions of repair and consistent query answer in the context of XML databases. A first attempt in this direction is reported by Flesca et al. [40] . It is limited, however, since it does not consider DTDs. Recent integrity constraint proposals for XML have been made by Buneman et al. [18] and Fan, Kuper, and Siméon [38, 39] .
