Abstract. Though more and more researchers have realized the importance of creativity in software development, there are few empirical studies reported on this topic. In this paper, we present an exploratory empirical research in which several issues on creativity in software development are studied, that is, which development phases are perceived to include more creative work, whether or not UML-based documentation can make developers perceive more time is devoted to creative work, whether or not more creative work can accelerate the software development speed, and whether developers more prefer to do the creative work. Based on result analyses, we proposed four hypotheses to direct the future research in this field and discussed the challenge that 'since developers do not like to participate in those improving activities (quality assuring activities), how can we keep and improve software quality effectively and efficiently?'
Introduction
Currently in order to improve industry competing capability and exploit new software application fields, more and more attention is put on the research about creativity in software development which aims to produce novel and high-quality software products. Robert L. Glass compared two aspects in software development, creativity and discipline, and pointed out software construction was primarily a complex problemsolving activity, which required creativity ultimately [1] . Issues of unpredictability and improvisation in small software organizations were discussed in [2] , in which the author pointed out that small software organizations should focus on the relationship between discipline and creativity in software development. In Bring Design to Software [3] , Terry Winograd argued that software development was more like the art creation and we should take human characteristics, including creativity, into consideration. Recently, much attention was paid to the human-computer interface and computer-assistant tools in order to promote human creativity [3] .
Though the term, creativity, has existed for a long time and is used widely in many fields now, there is not a clear definition about creativity. As summarized by J. Daniel Couger, there are more than 100 definitions about creativity [5] . Some define it as characters of a person [6] , some define it as characters of one product or outcome [7] , and others define it as processes [7] through which creative people can produce creative results. In this paper, we adopt the definition that creativity is the process, 'that results in novel and useful products [3] '.
Cognitive psychology has provided us theories to explain the generating process of creativity and proposed relevant methods to motivate human creativity. According to the Cognitive Network Model of Creativity [8] , people always like to use familiar solutions to resolve the problems they encounter. The way to motivate creativity is to stimulate the potential unfamiliar knowledge in one's mind or connect the concerned knowledge of different people to generate creative solutions.
In business research, people have done much work about creativity. Greg and Anne presented the research status about how employee's creativity-relevant personal characteristics and organizational context characteristics influenced the employee's creative performance, and carried out an empirical research which provided positive evidence that 'the employees who had appropriate creativity-relevant characteristics, worked on complex, challenging jobs, and were supervised in a supportive, noncontrolling fashion, produced more creative work [9] . ' Since human creativity is thought as the source to resolve complex problem [1] or create innovative products [10] , one possibility to improve the software development process is to design a process which can stimulate developers' creativity furthest. However, the problem is more complex than this: 'On the one hand, too much emphasis on individual creativity and independence might create problems in controlling development costs, quality, and long-term maintenance. On the other hand, too much structure and control might stifle creativity, innovation, and ability to change.' [11] So here comes a challenge that 'how should we combine the creativity and discipline in software development?' Kristian Rautiainen has provided a successful case study about combining flexibility and control in a small company's software product development process [12] . We believe it is useful for generating more general solution to this challenge if we clarify the following questions that whether there are any definite patterns for the creativity to generate or distribute in software development, whether the principles about creativity applied in business research are still effective in software engineering, and what methods or processes can be used to stimulate the developers' creativity to produce novel and high-quality software products, and at the same time can control development cost, quality and long-term maintenance.
But till now, most of the studies about creativity in software development are qualitative or prescriptive, which lack of practical evidences to support industries to make any decision to balance the two aspects in software development: creativity and discipline. In order to start empirical research, we identified four motivational questions on creativity in software development, designed and carried out an exploratory research. The identified motivational questions are listed as following: − Which phases in software development are perceived to include more creative work compared with discipline-based work? − Can UML-based documentation increase or decrease developers' perception about the amount of creative work compared with discipline-based work? − Can more creative work accelerate or decelerate development speed? − Do developers have distinct inclinations to creative work or discipline-based work?
In this research, we define creative work as the work (process) that are perceived by students to be helpful to generate novel and useful product, for example, the work being helpful to find new, efficient ideas and methods to resolve the encountered problems in software development. On the contrary, we define discipline-based work as the work demanded by the development process that are perceived by students to be mandatory routines, for example, the complex documents and trivial tests, which are perceived to be useless to produce novel products. The difference between them is that creative work can motivate the generation of something new.
The rest of the paper is structured in the following way: In section 2, we describe the research method used in this research; we reported research context and data collecting methods in section 3 and section 4; we presented the results in section 5; in section 6, the interpretations and implications of the results are analyzed, and four hypotheses are formalized; in the end, we present limitations and future works in section 6, and draw conclusions in section 7.
Research Method
This research is based on an educational project in a software architecture course, in which we defined requirements, development phases, mandatory documentation templates, and we divided students into 12 developing groups and asked each group to implement same tasks. And we collected process data during the process of software development and result data through analyzing the final products of each group. In this research, we could get 'multiple instances of an observation in order to support statistical validity of the results' [13] . At this point, this research could be called as controlled experiment. However, unlike the classical experiment, this research began with identifying several motivational questions instead of formalizing several hypotheses because we could not find any related empirical studies in this field (creativity in software development) to formalize hypotheses, and we ended in four hypotheses as final contributions to guide future research in this field instead of evidence to support or oppose the formalized hypotheses.
Though Martin Höst [14] and J. Carver [15] have pointed out that the difference between students and novice professionals is being blurred, we identified one important problem with students experiment that students are lack of process experience compared with professionals [16] , and designed a small warming-up project (KWIC, KeyWord-In-Context) to let students to be familiar with the field of software architecture, and remind them of the skills of programming using Java before carrying out the formal project (Mobile Robot) based on which this research is carried out.
Research Context
This empirical research is based on an educational project (Mobile Robot) in a software architecture course, in which we also designed and carried out a warming-up project (KWIC) to mitigate students' shortness of experience.
Software Architecture Course
Software architecture deals with the transition from requirement specification to software design. This phase produces one or more architecture designs, and these designs are assessed to explore defects and risks in them. Through software architecture phase, defects can be found in high level and early stage [17] , [18] .
This course, in which we carried out this research, was carried out in the spring of 2003 in Norwegian University of Science and Technology (NTNU). It spanned over 13 weeks, and in each week there were 3 hours in class and 9 extra hours for reading and working. Undergraduate students in the 4th year and graduate students in the major of software engineering could select this course. In this term, there were 68 students taking part in this course including 4 PhD students.
In this course, we selected two projects, KWIC and Mobile Robot from the standard example problems in the software architecture community [19] . Both of these two projects were demanded to be implemented using Java, and we used BSCW system to share documents and products besides lectures and face-to-face meetings.
3.2
The Warming-up Project (KWIC)
KWIC (KeyWord-In-Context) was a small project selected with the goal to let students to be familiar with the field of software architecture and remind them of the knowledge of programming using Java. KWIC project was done by students individually and was divided into two phases: producing phase and evaluating phase. In producing phase, students were demanded to complete the tasks of requirement specification, architecture design, and implementation. In the evaluating phase, students evaluated all the results produced in the producing phase: requirement specification, architecture design and final implementation.
KWIC project lasted three weeks. In the first two weeks, students were asked to complete the producing phase. And then they exchanged documents and programs to evaluate between every two or three students in the third week.
The Formal Project (Mobile Robot)
Compared to KWIC project, Mobile Robot project was a larger project that was divided into five phases: requirement specification, architecture design, architecture assessment, implementation (programming and testing), and postmortem analysis. We provided documentation templates for each phase to guide students to complete the tasks in that phase. And in requirement specification phase and architecture design phase, students can choose to use or not to use UML diagrams to describe their requirements, and architecture views. We selected the 'WSU Java Khepera Simulator' [20] as the simulating environment for the Khepera Robot [21] .
In Mobile Robot project, students were organized into 12 groups randomly as developing units and exchanged semi-finished products between each two groups (illustrated in Fig. 1 ). Taking the group 1 and group 2 as an example: after requirement specification phase, group 1 and group 2 exchanged their requirement specification documents and continued to complete architecture design task based on the requirement specification documents they got. The same exchange actions happened again after architecture design phase and architecture assessment phase. Finally after implementation phase, the two groups completed the post-mortem analysis together. This process setting simulated the practical software development in which students acted as different roles interactively: customer, developer, and architect. Mobile Robot project lasted 6 weeks. Each phase used one week except for implementation phase which used two weeks.
Data Collecting Method
In order to study the first three motivational questions, 'which phases in software development are perceived to include more creative work compared with disciplinebased work', 'can UML-based documentation increase or decrease students' perception about the amount of creative work compared with discipline-based work', 'can more creative work accelerate or decelerate development speed', we need to measure the amount of creative work and discipline-based work in each phase. In this research, we used creative time (used to do creative work) or discipline-based time (used to do discipline-based work) to quantify the amount of creative work or discipline-based work. In addition, 'other time' is used to do the work which can not be classified as creative work or discipline-based work by students. All these three types of time are come from students' subjective perception. We put the following data collecting questions into documentation templates for each phase:
In addition, we also asked students to provide the necessary explanation to each type of time, that was, what they really did using their reported time.
In order to study the last motivational question that 'do developers have distinct inclinations to creative work or discipline-based work', we designed a questionnaire to collect students' subjective data at the end of this course. 36 students contributed to the results (there were 36 students attending the class when we handed out the questionnaire).
All these materials (templates and questionnaire) and results are available on the website (http://www.idi.ntnu.no/~mingyang/research/results/spr2003exp).
Results

The Creative Time and Discipline-Based Time in Each Phase
In order to express the relationship of creative work and discipline-based work, we calculate two indicators to each student in each phase: Percentage of Creative Time (PCT) and Percentage of Discipline-based Time (PDT) using Formula 1, 2:
Note: CT and DT in the formulas mean creative time and discipline-based time respectively to each student in each phase
We use relative value (percentage) instead of absolute value of creative time and discipline-based time because of the following two considerations: − In each phase, the amounts of used time differ widely from student to student, so if we calculate statistical results based on absolute data, some valuable clues hidden in the data from many short-time-used students will be obscured by the data from several long-time-used students.
− Every practical project has its limited delivery time, so the meaningful and important thing is how to divide and keep the balance of creative time and discipline-based time, not absolute time in each category.
Box-and-whisker plot (box-plot) is used to express the data about this issue. Boxand-whisker plot is based on the statistics of median, quartiles and extreme values. In this chart, box is used to represent the inter-quartile range which contains the 50% of values. The whiskers are lines that extend from the box to the highest and lowest values, excluding outliers, which are expressed using small cycles. A line across the box indicates the median.
Since the sum of PCT and PDT equals to 1, we need only focus on one of them in the result analysis. In this paper, we choose PCT as indicator to show the relationship between creative work and discipline-based work. The results tell us that compared with discipline-based work, implementation phase is perceived by students to include most creative work, post-mortem phase is perceived to include least creative work , and the amount of creative work in requirement specification phase, architecture design phase and architecture assessment phase are perceived at the same middle level.
The Influence of UML-based Documentation on the Amount of Creative Time in Software Development
In requirement specification phase, there are 4 groups use use-case diagrams to describe their requirements, while others use free-text-based document. And in architecture design phase, 11 out of 12 groups use UML-based diagrams to describe architecture views, and the only group who dose not use UML-based diagrams defines their own diagrams to describe architecture views.
In order to illustrate whether UML-based documentation influence students' perception about how much time is used to do creative work compared with that used to do discipline-based work, we calculate the values of PCT according to Formula 1 to each student and each phase of requirement specification and architecture design, and then we classify all students into two categories in each phase according to whether or not the student uses UML-based diagram in documentation in that phase. The results are reported in Fig. 3 using box-and Fig. 3 . Box-and-whisker plot about the compassion of PCT values between UML-Used students and none UML-Used students in requirement specification phase and architecture design phase
The figure shows us that the values of PCT for students who use UML-based diagram in their documents are higher than those of the students who do not use UML-based diagram in their documentation, especially in the requirement specification phase, which means that UML-based documentation can cause the students to perceive more time is devoted to creative work.
The Relationship between Total Used Creative Development Time and the Total Used Development Time
In order to illustrate whether the amount of creative work has distinct influence on development speed, we calculate the following indicators to each group: So in Fig 4, we illustrate the changing trend of TT following the increase of TPCT to show whether there is distinct relationship between the amount of creative work and development speed. Fig. 4 shows us a intuitive impression that following the increase of TPCT (from 48% to 79%) there is no distinct changing trend for TT, which seems to tell us that the total used creative development time has no influence on the development speed (the correlation coefficient between TPCT and TT is only -0.16).
The Students' Perception about Creativity in Software Development and their Preference to Different Development Phases
The data in this sub-section come from the questionnaire. Here, we use the data about students' perception about what activities should be classified as creative work and what activities should be classified as discipline-based work (question 1), and their personal preferences to each phase (question 2). The results of question 1 are shown in Fig. 5 , from which we can see that more students perceive architecture design (97%) and programming (81%) as creative work, while fewer students classify completing documents with demanded format (33%), architecture assessment (44%) and testing (19%) as creative work. Question 2's results are presented in Fig. 6 , which gives us the impression that most students like requirement specification phase (72%), architecture design phase (91%) and implementation phase (81%). 
Results Analysis and Hypotheses Formalization
From the results presented in the previous section, we can see the statistical trend to each issue. In this section, we will provide the interpretation for these results, discuss their implications, and propose hypotheses for the future research.
6.1
The Relationship between Creative Work and Discipline-based Work in Each Phase From Fig 2, we can find that compared with the time used to do discipline-based work, students perceive most time is devoted to creative work in implementation phase; in post-mortem phase, most time is used to do discipline-based work; and the time used to do creative work are at the middle level in requirement specification phase, architecture design phase and architecture assessment phase.
We can formalize this finding into the following hypothesis: − H1: In software development, there is most creative work in implementation phase and least creative work in post-mortem analysis phase.
One possible interpretation for this hypothesis is that students feel the real meaningful thing is implementing software product, and all the documents and diagrams during development process are done for the teaching staff, especially the post-mortem analysis work which can never help to generate software product, though the documents during the requirement specification phase, architecture design phase and architecture assessment phase can help them clarify their thoughts about software design (which is supported by the result of question 1 in questionnaire partially).
6.2
The Relationship between UML-based Documentation and the Amount of Creative Work Fig. 3 give us a trend that both in the requirement specification phase and architecture design phase, the students who used UML diagrams in their documentation perceived that more time was devoted to creative work than those who did not use UML diagrams in their documents.
So a new hypothesis can be formalized: − H2: UML-based documentation can promote students to do more creative work in requirement specification phase and architecture design phase.
The justification for this hypothesis is that UML diagrams provide students a set of tools to present their ideas about requirement specification and architecture design, which reduces the time used to express their ideas using text, or searching and learning other tools to describe them.
6.3
The Influence of the Amount of Creative Work on Development Speed Fig. 4 illustrates that relative amount of creative work in software development has no distinct influence on the development speed, that is, if we improve the relative amount of creative work, we can not accelerate or decelerate the development speed. So we formalize a new hypothesis based on this analysis: − H3: More creative work compared with discipline-based work can not accelerate or decelerate development speed.
6.4
The Developers' Perception on Creativity in Software Development and their Preference to Different Development Phases According to Fig. 5, if we classify the activities in question 1 into two categories: producing activities, including architecture design and programming, and improving activities (quality assuring activities), including completing document with demanded format, architecture assessment and testing, the results tell us that students perceive there are more creative work in producing activities than in improving activities.
Such result is accordant with the data shown in Fig. 2 to some degree. The architecture design phase (producing architecture design) and implementation phase (producing the final software) include much producing activities and are perceived by students to contain more creative work. On the contrary, architecture assessment and post-mortem phase include more improving activities and are perceived to contain less creative work.
Furthermore, from Fig. 6 we can see that more students like the phases (requirement specification, architecture design, implementation) that include more producing activities than those (architecture assessment, testing, maintain and postmortem) that include more improving activities.
Based on the results of question 1 and question 2, we can conclude that the phases students more like are the phases which they perceive include more creative work. That is to say, they like the requirement specification, architecture design and implementation phases because these phases contain more creative work, and they do not like architecture assessment, testing, maintain and post-mortem phases because these phases include too much discipline-based work.
A new hypothesis can be formalized here that: − H4: Students prefer the phases which include more creative work.
Previous discussions give us a clue that people tend to create something (producing activities), and do not like to test, improve or maintain something (improving activities). This clue gives us a new perspective to explain the emergence and flourish of OSS (Open Source Software) in which participators enjoy designing and programming, and push the testing and evaluating tasks to users of software products.
Generally, people always intend to pay much attention and energy into what they like to do, and always can do it much better than what they do not. And we also know that standardized documentation, architecture assessment, testing, maintaining, and post-mortem analysis play important role to control and improve software quality. So here comes a challenge 'since developers do not like to participate in these improving activities (quality assuring activities), how can we keep and improve the quality of the software product effectively and efficiently?'
In software engineering community, there have been mechanisms to resolve this challenge. One traditional method is to set up a series of mandatory, detailed and easily manipulative evaluating and testing rules or routines, and to provide a set of restrict documents or template to keep or improve software quality.
The other method to solve this challenge is trying to reduce possible errors during producing activities so that the workload of improving activities can be reduced. For example, in XP (eXtreme Programming), there are three rules concerning this topic: the first is 'pair programming', which can motivate pair programmers to find out or avoid as many errors as possible in the process of implementation; the second rule is 'testing first', which asks developers to pay much attention to testing before or during the implementation, the last rule is 'refactoring', which can find errors whenever or wherever possible in whole project life cycle.
OSS is another mechanism to solve this challenge. In our opinion, OSS can be seen to generate a work division in software development. It divides all the tasks of software development into two parts: designing plus implementing (producing activities) and evaluating plus testing (improving activities). The designing and implementing tasks are charged by developers, and the evaluating and testing tasks are managed by users. Developers complete their favorite producing activities to create new designs and programs, while users make use of the software product for their own benefits and carry out testing and evaluating tasks. So both developers and users 'enjoy' their work to complete both producing activities and improving activities.
Limitations and Future Works
As discussed in the research method section, we designed and carried out a warmingup project, KWIC, to mitigate the inherent shortcoming about student-based experiment that students are lack of process experience compared with professionals. There are other limitations about this experiment. Since this research is based on an educational project, we have to take into account the pedagogical goals of this course or the benefits of students and teaching staff [14] , [22] , some of which are inconsistent with the research goals. Concretely speaking, we put much energy and time into architecture phase, that is, we used two weeks to do architecture related work in the total 6 weeks in order to let students experience the process of architecture design and architecture assessment. And we combine the system design, programming and testing into one phase named implementation in order to avoid overmuch burden on students, but the Fig. 5 tells us that students feel there is more creative work in design (architecture design) and programming, while there is more discipline-based work in testing. So we can get more detailed data if we separate the implementation phase into three phases: detailed design, system implementation and system test.
Though we have explained to students that all data about the creative time and discipline-based time are used for an academic research, and have nothing to do with their own scores in this course, students may incline to report more time on each item, more creative time or less discipline-based time than reality to show that they are working hard and efficiently, because they know the staff of this course and the research executants are the same people and believe this submitted data about research topic have some influences on the evaluations of their schoolwork.
As the future works, we will design and carry out experiments to test these formalized hypotheses, in which above identified limitations will be taken into account. Furthermore, we are going to introduce two other parameters: developer's experience and software quality into new experiments. As to the developer's experience, we plan to observe whether the developer's experience has distinct influence on the amount of creative work or discipline-based work. As to the software quality, we plan to observe whether there are distinct relationship between the amount of creative work and the different aspects of software quality, such as performance, functionality, reliability, and usability.
Conclusions
In this paper, we presented an exploratory empirical research on creativity in software development to study the following four identified motivational questions: − Q1: Which phases in software development are perceived to include more creative work compared with discipline-based work? − Q2: Can UML-based documentation increase or decrease students' perception about the amount of creative work compared with discipline-based work? − Q3: Can more creative work accelerate or decelerate development speed? − Q4: Do students have distinct inclinations to creative work or discipline-based work?
Based on the result analysis, we formalized four hypotheses according to each of the above motivational question: − H1: In software development, there is most creative work in implementation phase and least creative work in post-mortem analysis phase. − H2: UML-based documentation can promote students to do more creative work in requirement specification phase and architecture design phase. − H3: More creative work compared with discipline-based work can not accelerate or decelerate development speed. − H4: Students prefer the phases which include more creative work.
In addition, we provided a new perspective to explain the emergence and flourish of OSS, in which the participators enjoy producing activities and push improving activities to the users of the products. We also brought forward one challenge that 'since developers do not like to participate in these improving activities (quality assuring activities), how can we keep and improve the quality of the software product effectively and efficiently?', and discussed three mechanisms to resolve this challenge. In the end, we discussed the limitations of this research and planed our future work.
