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tudi vsem izjemnim prijateljem za podporo in mentorju doc. dr. Roku Ru-






1.1 Motiv . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 1
1.2 Cilji . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 1
1.3 Pregled podobnih aplikacij . . . . . . . . . . . . . . . . . . . . 2
2 Uporabljene tehnologije, jeziki in orodja 5
2.1 JavaScript . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 5
2.2 Node.js . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 6
2.3 HTML5 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 6
2.4 Bootstrap . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 6
2.5 Express . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7
2.6 React . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7
2.7 MongoDB . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7
2.8 Mongoose . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 8
2.9 Postman . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 8
2.10 Npm . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 8
2.11 Visual Studio Code . . . . . . . . . . . . . . . . . . . . . . . . 9
3 Analiza 11
3.1 Diagram primerov uporabe . . . . . . . . . . . . . . . . . . . . 11
3.2 Podatkovni model . . . . . . . . . . . . . . . . . . . . . . . . . 13
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4.4 Razvoj uporabnǐskega vmesnika . . . . . . . . . . . . . . . . . 27
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BSON binary JSON binarni JSON
CRUD create, read, update, delete
functions
funkcije ustvari, preberi, poso-
dobi in izbrǐsi
CLI Command Line Client odjemalec ukazne vrstice
CSS Cascading Style Sheets kaskadne stilske predloge
DB database podatkovna baza
HTML Hyper Text Markup Language jezik za označevanje nadbese-
dila
JS JavaScript JavaScript
JSON JavaScript Object Notation JavaScript notacija objekta
REST Representational State Trans-
fer
/
NPM Node Package Manager Node upravitelj paketov
NoSQL Not only SQL Podatkovne baze, ki ne upora-
bljajo SQL
UI user interface uporabnǐski vmesnik
URI Uniform Resource Identifier enolični identifikator vira

Povzetek
Naslov: Razvoj aplikacije za avtoservisno delavnico
Avtor: Denis Derenda Cizel
V veliko malih podjetij večino administracije še vedno poteka ročno, za kar
delavci porabijo veliko časa, prav tako pa je uporabnost zbranih informacij
zaradi razdrobljenosti med različnimi lokacijami shranjevanja zelo nizka, sto-
pnja redundance pa običajno zelo visoka.
Diplomsko delo obravnava razvoj namenske aplikacije za podporo pri poslova-
nju v avtoservisni delavnici. Rešitev omogoča zamenjavo klasičnih papirnatih
delovnih nalogov, precej hitreǰso administracijo, skupno točko hranjenja in-
formacij, večji nadzor za upravo podjetja in pripravo različnih obrazcev.
Za razvoj sem uporabil trenutno aktualne spletne tehnologije, kot so Java-
Script, ReactJs in Bootstrap za izdelavo uporabnǐskega vmesnika, ter Mon-
goDB, Express in Node.js za izdelavo zalednega dela aplikacije. Vso delo s
podatki pa poteka preko namensko razvitih vmesnikov API.
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In numerous small businesses, a lot of paperwork is done manually and work-
ers spend a lot of time on it. Because information is stored on paper at
different locations, their usefulness is very low, and the redundancy rate is
very high.
My thesis covers the development of a web application for better office ad-
ministration in a car repair shop. The solution enables the replacement of
classic paper work orders with digital ones, much faster office administration
with less manual work, a common storage point for all information, and bet-
ter control over company for management.
For development I have used latest web technologies, such as JavaScript, Re-
actJs and Bootstrap to create front-end, and MongoDB, Express and Node.js
to build the backend of the application.





Danes se z ogromno količino podatkov in administracije srečujejo podjetja
vseh vrst - od zelo majhnih do zelo velikih. Velikokrat sem o zadovoljstvu
z računalnǐskimi programi za podporo pri poslovanju govoril tudi s svojim
očetom, ki je lastnik manǰsega podjetja avtomobilske stroke. Ugotovila sva,
da s trenutno programsko rešitvijo niso preveč zadovoljni, saj je premalo
prilagojena dejavnosti podjetja in ne pokriva vseh željenih funkcionalnosti,
prav tako pa na slovenskem trgu ni mogoče najti ustrezneǰse aplikacije, ali pa
so le-te enostavno predrage ali pa preveč splošne. Zato sem se odločil, da svoje
znanje, ki sem ga pridobil med študijem, uporabim za rešitev praktičnega
problema, v katerem se nahaja očetova avtoservisna delavnica. Pripravil
sem spletno aplikacijo, ki sledi poslovnim procesom njegovega podjetja.
1.2 Cilji
Glavni cilj diplomskega dela je razvoj spletne aplikacije za podporo poslova-
nju v avtoservisni delavnici. Uporaba aplikacije bo zaposlenim in vodstvu
omogočila bolǰsi pregled nad delovnimi nalogi za popravila vozil, porabo de-
lovnih ur zaposlenih, naročili dobaviteljem ter izposojo nadomestnih vozil.
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Ponujati mora izpis raznih obrazcev, ki jih v podjetju uporabljajo na dnevni
ravni. Hkrati bo služila še kot šifrant vseh strank in njihovih kontaktov ter
kot arhiv vseh preteklih popravil na vozilu. Aplikacija mora biti izredno in-
tuitivna in preprosta, da jo lahko brez težav uporabljajo vsi zaposleni. Do
nje mora biti omogočen dostop preko katerega koli sodobnega brskalnika na
poljubnem oparacijskem sistemu, tudi na tabličnih računalnikih. Na voljo
mora biti v slovenskem jeziku.
1.3 Pregled podobnih aplikacij
Preden sem se odločil, katere funkcionalnosti bo pokrivala aplikacija, sem na
spletu poiskal nekaj aplikacij s primerljivimi funkcionalnostmi. Primerjal sem
njihove prednosti in slabosti, ter tako poskušal izbolǰsati svojo aplikacijo.
1.3.1 Program Avtoservis - Matija Murn s.p.
Program omogoča izpis delovnih nalogov, naročanje na servis, pregled šifranta
vozil in strank, izdajanje računov in delovnih nalogov ter osnovno analizo
poslovanja. Omogoča obveščanje strank o popravilih preko SMS. V opisu
funkcionalnosti pa program ustreza delavnicam, kjer izvajajo redne servise
vozil in ne kleparska ter ličarska popravila. Po pregledu posnetkov zaslona,
program izgleda precej enostavno zasnovan in prijazen za uporabo, na vo-
ljo pa je le kot program za operacijski sistem Windows XP. Prav tako za
program že dolgo ni bilo na voljo nobene posodobitve [2].
1.3.2 Program Avtoservis - HiSoft Plus d.o.o.
Program s precej dolgo tradicijo omogoča vodenje zaloge, prodajo vozil, de-
lovne naloge, naročanje vozil na servise, mnoge izpise na tiskalnik, blagajno
itd. Omogoča delo tudi preko interneta in osnovno grafično analizo poslova-
nja, vendar pa ob pregledu zaslonskih mask program izgleda precej zapleten,
z mnogo gumbi in vnosnimi polji. Razvijalci še vedno precej aktivno razvi-
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jajo program, predvidevam pa, da gre za program vǐsjega cenovnega razreda
z nadomestili za mesečno vzdrževanje [3].
1.3.3 IPSPlus Avtoservis - InIn d.o.o.
Programska rešitev podjetja InIn omogoča planiranje obiskov strank, obveščanje
preko SMS, spremljanje zasedenosti zaposlenih in integracijo z drugimi po-
slovnimi sistemi. Med drugim podjetje pokriva tudi rešitve za restavracijo
oz. bar, ki je velikokrat del avtoservisnih delavnic. Za program ni na voljo
nobene zaslonske maske, zato ne morem oceniti njegove uporabnosti, prav
tako pa ni zapisano, ali imajo spletno in/ali Android aplikacijo [7].




Za razvoj sem uporabljal trenutno aktualne spletne tehnologije in programske
jezike, ki so po moji oceni ustrezali zastavljeni aplikaciji in so v nadaljevanju
na kratko predstavljeni.
2.1 JavaScript
JavaScript je programski jezik, ki je bil razvit za pomoč spletnim progra-
merjem pri razvijanju interaktivnih spletnih strani. Je povsem neodvisen od
zloglasne Jave in sintaktično precej sledi jeziku C, vendar pa je po številnih
lasnostih in strukturah vseeno podoben Javi. Na spletnih straneh naprimer
omogoča odpiranje pojavnih oken, enostavne izračune, spremembe strukture
HTML, preverjanje vnesenih podatkov v kontaktne obrazce itd. Uporablja
se tudi v zalednih strežnǐskih sistemih, veliko popularnost pa mu prinaša tudi
njegova uporabnost na mobilnih napravah, saj deluje tako na Android in iOS
platformi [8].
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2.2 Node.js
Node.js je odprtokodno okolje, ki omogoča izvajanje JavaScript programske
kode in deluje na različnih platformah. Znan je po svoji hitrosti izvajanja
kode in asinhronem izvajanju V/I operacij - klici funkcij so vedno asinhroni,
kar pomeni, da ni potrebno čakati, da se vsak zahtevek zaključi pred začetkom
novega zahtevka. Prvotno je bilo okolje zasnovano za uporabno na strežnǐskih
sistemih, danes pa ga lahko srečamo tudi pri razvoju uporabnǐskih vmesnikov
aplikacij [12].
2.3 HTML5
HTML5 je verzija HTML (Hyper Text Markup Language) programskega
jezika, ki ga uporabljamo za izdelavo spletnih strani. Jezik HTML je bil razvit
leta 2004 in je še danes izjemno priljubljen, saj omogoča uporabo skriptnih
programskih jezikov, kot je JavaScript, ter CSS za določanje stilov strani.
Uvaja način strukturiranih dokumentov, kjer je vsak element sestavljen iz
začetne in končne značke v špičastih oklepajih (npr. <h1> in </h1>). Verzija
HTML5 omogoča izbolǰsave za multimedijsko podporo (zvok, video), spletne
obrazce in semantiko [6].
2.4 Bootstrap
Bootstrap je ogrodje, ki omogoča izgradnjo odzivnih spletnih vsebin, prav
tako pa ponuja številne predpripravljene komponente in vtičnike, ki temeljijo
na jQuery tehnologiji. Značilen je po svojih mrežnih elementih, ki prilagajajo
vsebino na zaslone najrazličneǰsih velikosti. Združuje tehnologije HTML,
CSS in JavaScript ter je povsem brezplačen za uporabo.
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2.5 Express
Express je Node.js strežnǐsko aplikacijsko ogrodje, ki poenostavi razvoj sple-
tne in mobilne aplikacije ter API vtičnikov, ki so povezani s podatkovno
bazo. Njegov namen je predvsem usmerjanje HTTP zahtev (HTTP routing)
in izdelava posrednǐskih funkcij (middlewares). Omogoča razvoj enostran-
skih, večstranskih ali hibridnih spletnih aplikacij. Pomaga pri podpiranju
MVC arhitekture na strani strežnika [4, 5].
2.6 React
React je JavaScript odprtokodna knjižnica, ki se uporablja za izgradnjo mo-
dernih spletnih uporabnǐskih vmesnikov oz. prednjega dela aplikacije (Front-
End). Razvit je bil v podjetju Facebook, vendar so ga kasneje objavili kot
odprtokodno rešitev. Uporablja komponentni način kode, kar pomeni, da
vsaka komponenta vsebuje svoje stanje, ki jih nato React združi v celoten
uporabnǐski vmesnik. Prav tako je značilen po svoji Virtual DOM tehnolo-
giji, ki omogoča, da se ob vsaki spremembi podatkov ponovno naloži le del
strani, ki je spremenjen [16].
2.7 MongoDB
MongoDB je danes zelo priljubljena nerelacijska dokumentno-usmerjena po-
datkovna baza (NoSQL), ki omogoča shranjevanje podatkov v JSON oz.
BSON objektih. Podobne primerke teh objektov običajno shranjujemo v ko-
lekcije, vendar MongoDB ne zahteva fiksno določene podatkovne strukture.
Zaradi tega ima zelo dobro skalabilnost, učinkovitost in razpoložljivost. Eno-
stavno jo lahko integriramo s številnimi programskimi jeziki in je platformsko
neodvisna. Prav tako je za MongoDB razvito kar nekaj orodij, ki omogočajo
vizualizacijo in analitiko podatkov v realnem času [9].
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2.8 Mongoose
Mongoose je gonilnik za povezovanje Express aplikacije z MongoDB. Po-
trebujemo ga, ker je za podatkovno bazo MongoDB značilno, da omogoča
shranjevanje JSON objektov s poljubnimi atributi brez strogo opredeljene
sheme. Ker pa v aplikaciji potrebujemo točno določene atribute iz JSON
objektov, nam Mongoose omogoča izdelavo shem, s katerimi modeliramo po-
datke, ki jih prejmemo iz MongoDB. Tako lahko pridobivamo JSON objekte z
različnimi atributi, ki jih z vnaprej definiranimi shemami Mongoose ustrezno
pretvori in nato podatke prikažemo v naši aplikaciji [10, 11].
2.9 Postman
Postman je program za testiranje delovanja aplikacijskega programskega vme-
snika API. Omogoča nam pošiljanje API zahtevkov na naš strežnik in ana-
liziranje odgovorov. Uporabljamo ga večinoma med razvojem aplikacije za
preverjanje ustreznosti GET, POST, DELETE in PATCH zahtev [14].
2.10 Npm
NPM je svetovno največji register programske opreme, saj vsebuje več kot
800 000 paketov kode. Razvijalci odprtokodnih rešitev uporabljajo NPM, da
lahko svojo kodo delijo z drugimi uporabniki, te pa nato z različnih paketov
ustvarijo svoje programe. Je brezplačen za uporabo in se namesti samodejno
ob namestitvi Node.js. Ker NPM vsebuje svoj CLI, je nameščanje paketov
zelo enostavno, npr.: npm install <ime-paketa>. Vsi paketi kode, ki jih
namestimo v projekt preko NPM so opredeljeni v datoteki package.json
[13].
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2.11 Visual Studio Code
VS Code je Microsoftov odprtokodni urejevalnik kode, ki je na voljo za ope-
racijske sisteme macOS, Windows in Linux. Vgrajeno ima podporo za raz-
hroščevanje, obarvanje sintakse za številne programske jezike, sistem Git in
kontrolo verzij, samodejno dopolnjevanje kode in urejanje postavitve kode.
Urejevalnik je brezplačen za privatno in komercialno uporabo [17].
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Poglavje 3
Analiza
Na podlagi pogovorov z zaposlenimi, opazovanja dela in analiziranja podob-
nih aplikacij sem se odločil, katere funkcionalnosti bo podpirala aplikacija.
Nato sem glede na analizo pripravil diagram primerov uporabe in podatkovni
model shranjevanja podatkov.
3.1 Diagram primerov uporabe
Funkcionalnosti aplikacije lahko zelo učinkovito prikažemo s pomočjo dia-
grama primerov uporabe (ang. Use-Case Diagram), ki ga je zelo priporočljivo
definirati že pred začetkom izdelave aplikacije. Prikazuje nam uporabnike,
funkcionalnosti, meje sistema in povezavo z morebitnimi zunanjimi sistemi.
Omogoča pogled na aplikacijo, ki je razumljiv razvijalcu rešitve in naročniku
aplikacije [18].
Zaradi majhnega števila zaposlenih v podjetju in nezahtevnosti aplikacije
imamo definirani le 2 vrsti uporabnikov:
• Običajni delavec, kamor sodijo delavci avtokleparji in avtoličarji, ki
imajo dostop le do delovnih nalogov, možnost vnašanja porabe ur in
nadomestnih delov.
• Delavec v pisarni, kamor sodijo delavci v sprejemni pisarni ter uprava
podjetja, ki lahko uporabljajo vse funkcionalnosti aplikacije.
11
12 Denis Derenda Cizel
Slika 1: Diagram primerov uporabe
Za uporabo aplikacije je najprej potrebna prijava. Po vnosu ustreznega upo-
rabnǐskega imena in gesla se uporabniku prikaže ti. domači zaslon. Če vpi-
sana prijavna podatka nista pravilna, uporabnik prejme opozorilo z vrsto
napake.
Nato so funkcionalnosti aplikacije omejene glede na pravice, ki so dodeljene
uporabniku. Najprej bom opisal funkcionalnosti za običajnega delavca, ki so
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mu na voljo le določene funkcionalnosti. Delavcu se po uspešni prijavi prikaže
domači zaslon, kjer mu je na levi strani na voljo koledar z vsemi popravili, na
desni pa je uporabnikov lastni seznam službenih opravil, ki si jih je zabeležil.
Delavec lahko do posameznega popravila vozila dostopa tako, da nanj kli-
kne v koledarju vseh popravil na domačem zaslonu, ali pa popravilo poǐsče
na seznamu vseh popravil. Nato pridobi pogled nad celotnim popravilom;
seznamom del, naročilom dobavitelju, podatki o vozilu, ki se popravlja in
telefonsko številko lastnika, če jo morebiti potrebuje. Prav tako lahko ureja
najem nadomestnega vozila za čas popravila in izpǐse pogodbo za najem ali
pa natisne papirnato verzijo delovnega naloga za to popravilo. Po končanem
popravilu mora delavec vnesti število porabljenih ur.
Delavcu v pisarni pa so poleg zgoraj opisanih funkcionalnosti na voljo še
dodajanje ter urejanje podatkov o strankah, vozilih in dodajanje novih po-
pravil. Spremeni lahko tudi lastnika vozila in dostopa do seznama najemov
nadomestnih vozil.
3.2 Podatkovni model
Podatki, ki jih uporablja aplikacija, so shranjeni v MongoDB podatkovni bazi
v 9 različnih kolekcijah: Stranke, Poste, Vozila, Popravila, Narocila,
Popravila, Rentacar, Rentacarvozila in Uporabniki.
Podatkovna baza MongoDB ni klasična relacijska podatkovna baza in po-
datkov ne hrani v klasičnih tabelah, vendar so posamezni podobni objekti
shranjeni v kolekcijah. Zanjo torej ni mogoče izdelati klasičnega E-R dia-
grama, lahko pa si pomagamo s programom DbSchema. V program vnesemo
URI povezavo do podatkovne baze, program pa za nas preveri podani naslov
in prikaže podatkovni model. Nastal je model na sliki 2.
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Slika 2: Podatkovni model podatkovne baze
Kolekcija Stranke vsebuje podatke naslednje podatke o posamezni stranki:
• id enolični identifikator, ki ga MongoDB generira samodejno,
• imepriimek ime in priimek stranke, obvezen podatek tipa String,
• telefon kontaktni telefon stranke, obvezen podatek tipa Number,
• naslov naslov stranke, neobvezen podatek tipa String,
• posta in postaSt pošta in poštna številka, neobvezna podatka tipa
String in Number,
• podrobnosti e-naslov stranke, neobvezen podatek tipa String,
• email e-naslov stranke, neobvezen podatek tipa String
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Kolekcija Vozila vsebuje podatke naslednje podatke o vozilih:
• id enolični identifikator, ki ga MongoDB generira samodejno,
• znamka znamka vozila, obvezen podatek tipa String,
• model model vozila, obvezen podatek tipa String,
• leto datum izdelave vozila, neobvezen podatek tipa String, saj je po-
datek lahko podan v različni obliki (dd/mm/llll oz. mm/llll oz. llll),
kar povzroča težavo za shranjevanje pri podatkovnem tipu Date,
• VIN identifikator vozila, neobvezen podatek tipa String,
• registerska registerska oznaka vozila, obvezen podatek tipa String,
• barva barvna koda vozila, neobvezen podatek tipa String,
• posebnosti posebnosti vozila, neobvezen podatek tipa String,
• popravila seznam vseh popravil, ki jih ima to vozilo in hkrati posame-
zna popravila predstavljajo referento na objekte iz kolekcije Popravila,
• stranka Referenca na lastnika vozila iz kolekcije Stranke
Kolekcija Popravila vsebuje podatke naslednje podatke o vozilih:
• id enolični identifikator, ki ga MongoDB generira samodejno,
• opisdel seznam vseh nalog, ki jih je potrebno opraviti pri popravilu,
• zavarovalnica seznam zavarovalnic, ki so plačnice popravila,
• spis številka škodnega spisa, pod katerim se vodi primer na zavaroval-
nici, neobvezen podatek tipa String,
• ureklepar št. porabljenih ur kleparja, neobvezen podatek tipa Num-
ber,
• ureličar št. porabljenih ur ličarja, neobvezen podatek tipa Number,
• klepar seznam vseh kleparjev, ki so izvajali popravilo,
• ličar seznam vseh ličarjev, ki so izvajali popravilo,
• datestart datum začetka popravila, obvezen podatek tipa Date,
• dateend datum zaključka popravila, obvezen podatek tipa Date,
• registracija registerska oznaka vozila, obvezen podatek tipa String,
• status trenutno stanje popravila, obvezen podatek tipa String,
• vozilo Referenca na vozilo, ki se popravlja iz kolekcije Vozila
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Ostalih kolekcij nisem podrobneje opisoval, saj so njihovi atributi precej
razumljivi. Posebne so le kolekcije Poste, Uporabniki in Rentacarvozila.
Kot je razvidno iz podatkovnega modela, omenjene kolekcije niso neposre-
dno povezane z drugimi podatki. Kolekcija Poste namreč vsebuje seznam
vseh pošt v Republiki Sloveniji in tako aplikacija za vneseno poštno številko
pridobi naziv pošte in ga shrani v kolekciji Stranke. Enako je s kolekcijo
Rentacarvozila, kjer iz omenjene kolekcije preberemo podatke o najemnem
vozilu in jih izpǐsemo na najemno pogodbo. Kolekcija Users pa vsebuje vse
uporabnike, ki imajo dostop do aplikacije, njihove e-naslove in kriptirana ge-
sla ter pravice. Ker zaenkrat nimajo vsi delavci svojih uporabnǐskih računov,




Po opravljeni analizi se moramo skupaj z naročnikom prepričati, da smo zajeli
vse željene funkcionalnosti in nato začnemo z razvojem aplikacije. Rešitev
razvijamo po delih, pri tem pa se držimo zastavljenih smernic in priporočil
za programiranje.
4.1 Arhitektura aplikacije
Aplikacija mora biti na voljo za uporabo v spletnem brskalniku, zato je zanjo
ustrezen princip odjemalec/strežnik, kjer uporabnik v spletnem brsklaniku -
odjemalcu na strežnik pošilja določene zahteve, strežnik oz. njegova aplika-
cija pa zna na te zahteve ustrezno odgovoriti. Če je potrebno pri tem dosto-
pati do podatkov, vzpostavimo še povezavo med strežnikom in podatkovno
bazo. V primeru moje aplikacije vsa komunikacija med naštetimi elementi
poteka preko HTTP protokola. Takšno arhitekturo prikazuje tudi slika 3.
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Slika 3: Odjemalec-strežnik tehnologija
Na levi strani lahko vidimo različne vrste odjemalcev s spletnimi brskal-
niki, ki pošiljajo zahteve na strežnik v sredini. Strežnik zahteve obdela,
morebiti dostopa do podatkovne baze, in vrne odgovor odjemalcu v prikaz.
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Aplikacija je zgrajena iz več različnih tehnologij, ki skupaj dajejo celotno
uporabnǐsko izkušnjo. Odločil sem se za MERN sklad tehnologij (MERN
stack), ki ga v grobem sestavljajo:
• MongoDB dokumentna NoSQL podatkovna baza,
• Express.js Node.js ogrodje za izgradnjo spletnega strežnika in API
vmesnikov,
• React JavaScript knjižnica za ustvarjanje uporabnǐskih vmesnikov,
• Node.js JavaScript izvajalsko okolje za razvoj aplikacij [15].
Tehnologije so med seboj povezane na način, kot jih prikazuje slika 4.
Slika 4: Mern tehnologije
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4.2 Izdelava podatkovne baze
Za vzpostavitev podatkovne baze sem izbral spletnega ponudnika MongoDB
Atlas, ki je uradni produkt razvijalcev MongoDB. Uporaba njihovih stori-
tev je brezplačna, v kolikor podatkovna baza na presega velikosti 0.5 Gb.
Ustvarjanje nove podatkovne baze je zelo enostavno. Izbriramo lahko, kje
naj naša baza gostuje: Amazon AWS, Google Cloud platform ali na sistemu
Microsoft Azure. Definiramo lahko različne uporabnike, ki imajo dostop do
baze in IP naslove, s katerih je omogočen dostop. Na koncu prejmemo URI
naslov za povezavo, ki ga nato uporabimo v našem serverju. MongoDB Atlas
nam omogoča tudi pregled, urejanje in iskanje podatkov, ki smo jih vnesli v
podatkovno bazo. Zajem zaslona prikazuje slika 5.
Slika 5: MongoDB Atlas
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4.3 Razvoj zalednega sistema
Strežnik je implementiran s tehnologijo Express. Njegova aplikacija v našem
primeru služi za uporabo API odzivnih točk, s katerimi lahko pridobivamo
in obdelujemo podatke v podatkovni bazi.
Najprej sem v mapi, kjer se nahaja strežnik, pognal ukaz npm init, ki mi je
pomagal ustvarit datoteko package.json, ki vsebuje vse meta-podatke, po-
vezane s projektom v tej mapi. Med razvojem sem po potrebi nato vključeval
različne module, na koncu pa datoteka package.json izgleda kot:
{






"author": "Denis Derenda Cizel",
"dependencies": {
"@hapi/joi": "^15.1.0", // validacija podatkov
"bcryptjs": "^2.4.3", // kriptiranje gesel
"body -parser": "^1.19.0", // razclenjevanje zahtev
"cors": "^2.8.5", // usmerjanje zunanjih zahtev
"dotenv": "^8.0.0", // shranjevanje spremenljivk
"express": "^4.17.1",
"html -pdf": "^2.2.0", // ustvarjanje pdf porocil
"jquery": "^3.4.1",
"jsonwebtoken": "^8.5.1", // preverjanje uporabnikov
"mongoose": "^5.6.5", // povezava na MongoDB
"nodemon": "^1.19.1" // samodejni ponovni zagon
}
}
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Nato sem ustvaril datoteko app.js, v kateri se nahaja glavni del kode apli-
kacije našega strežnika. Nekoliko okrnjeno ima datoteka naslednjo zgradbo:
const express = require(’express ’);
const app = express ();
app.get(’/’, (req , res) => res.send("Pozdravljeni!"));
app.listen (9000 , () => {
console.log(’Server running properly ’)); }
Koda najprej zahteva knjižnico Express. Ob uspešnem zagonu na vratih 9000
v konzolo zapǐse Server running properly. Tako vemo, da je sedaj strežnik
pripravljen za delo na omenjenih vratih. Nato ob morebitni prejeti zahtevi
odgovori z ”Pozdravljeni!”. Ker sem vključil tudi knjižnico nodemon, mi ob
morebitni spremembi v katerikoli datoteki na strežniku le-tega ni potrebno
ponovno zaganjati, vendar se to zgodi avtomatsko.
Nato sledi povezava na MongoDB podatkovno bazo. Potreben je naslov
URI, ki smo ga ustvarili v koraku 4.2, lahko pa seveda izberemo drugačno
shrambo MongoDB. Za pravilno delovanje potrebujemo še Mongoose, ki ga
v datoteko app.js vključimo kot const mongoose = require(’mongoose’).
Sam URI naslov, ki vsebuje tudi uporabnǐsko ime in geslo za dostop do
podatkov ne podamo eksplicitno, ampak ga shranimo v posebno datoteko
.env v spremenljivko DB_CONNECTION, datoteke .env pa ne vključimo v Git
repozitorij. Povezavo na bazo nato v datoteki app.js vzpostavimo kot:
mongoose.connect(
process.env.DB_CONNECTION ,
{ useNewUrlParser: true },
() => console.log(’connected to DB!’)
);
Sledi izdelava API vmesnikov, ki bodo glede na prejete zahteve urejali po-
datke v podatkovni bazi. Predstavil bom le primer dostopa do podatkov
o strankah, saj je postopek povsem enak za katerokoli kolekcijo podatkov v
bazi. Vključiti moramo Body-parser const mongoose=require(’body-parser’)
in app.use(bodyParser.json());. Nato moramo definirati, kam naj strežnik
usmerja zahteve. V datoteko app.js dodamo:
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const strankeRoute = require(’./ routes/stranke ’);
app.use(’/dodajStranko ’, strankeRoute)
To pomeni, da nas bo strežnik ob prejetem URL zahtevku /dodajStranko pre-
usmeril na datoteko stranke.js v mapi routes. V mapi routes se namreč res
nahajajo posamezne datoteke, ki vsebujejo API vmesnike. Vsebina datoteke
stranke.js je naslednja:
const express = require(’express ’);
const router = express.Router ();
const Post = require(’../ models/stranka ’);
const verify = require(’./ verifyToken ’)
const { strankaValidation } = require(’../ validation ’);
V spremenljivko Post shranimo model podatkov, ki opredeljuje strukturo, po
kateri želimo prejeti podatke iz podatkovne baze. Spremenljivka verify nam
v nadaljevanju omogoča, da preverimo ustreznost JWT žetona uporabnika, ki
je poslal zahtevo za podatke. Tako onemogočimo dostop vsem neprijavljenim
uporabnikom. Spremenljivka strankaValidation pa pred shranjevanjem v
podatkovno bazo preveri, ali prejeti podatki ustrezajo podanim pravilom za
obliko podatkov. Več o tem v nadaljevanju.
router.get(’/: postId ’, verify , async (req , res) => {
try {







Zgornji del datoteke stranke.js pa prikazuje pridobivanje podatkov o stranki
z vnaprej podanim ID stranke. Najprej preverimo, če ima uporabnik pravilen
JWT žeton, in nato poskušamo poiskati podatke, ki so oblike Post, kamor
smo prej naložili model stranke. Če je poizvedba uspešna, odgovorimo z
JSON objekom s prejetimi podatki, drugače pa s sporočilom o vrsti napake.
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Na podoben način lahko v MongoDB izvajamo vse operacije CRUD, ki jih v














Tabela 4.1: CRUD operacije
Sam model podatkov za stranko je definiran v datoteko stranka.js v
mapi models. Datoteka vsebuje vse atribute, ki jih želimo shranjevati, in
njihove podatkovne tipe. Model definiramo na naslednji način:
const mongoose = require(’mongoose ’);
const Schema = mongoose.Schema;













module.exports = mongoose.model(’stranka ’, sSchema);
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Validacijo podatkov pred shranjevanjem oz. posodabljanjem podatkov na-
redimo s pomočjo @hapi/joi potrjevalnika JavaScript objektov. Zopet je
potrebno definirati shemo in za vsak atribut podati lastnosti, ki jih mora
vsebovati njegova vrednost. Če je potrjevanje uspešno, dovolimo shranjeva-
nje v bazo, drugače pa vrnemo napako, kje je prǐslo do težave z validacijo.
const Joi = require(’@hapi/joi’);
const strankaValidation = (data) => {
const schema = {
imepriimek: Joi.string ().min(3).required (),
telefon: Joi.number ().required ().min (7),
naslov: Joi.string ().allow(’’).min (4).optional (),
email: Joi.string ().allow(’’).email ().optional (),
postast: Joi.number ().allow(’’).optional ().min (4),
posta: Joi.string ().allow(’’).optional (),
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Preverjanje pristnosti uporabnika se vrši s pomočjo JWT (JSON Web
Token) žetonov. Vsak žeton je sestavljen iz treh delov: glave, telesa in
podpisa. Uporabnik prejme žeton ob prijavi in je shranjen v brskalniku ter
veljaven do odjave oziroma do poteka veljavnosti žetona - v našem primeru
je to 14 dni. Žeton se avtomatsko pripoji k vsaki poizvedbi, ki jo pošlje
uporabnik znotraj aplikacije. Nato preverimo ustreznost JWT žetona in
vrnemo odgovor na poizvedbo, če je žeton veljaven.
const jwt = require(’jsonwebtoken ’);
module.exports = function (req , res , next){
const validacijskiZeton = req.header(’auth -token ’);
if(! validacijskiZeton)
return res.status (401).send(’Dostop zavrnjen ’);
try{








Slika 6: Uporaba JWT žetonov
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4.4 Razvoj uporabnǐskega vmesnika
Za razvoj uporabnǐskega vmesnika sem izbral tehnologijo ReactJS. Začetek
razvoja sem začel z ukazom npm create-react-app ime-aplikacije, ki za
nas v trenutni mapi avtomatsko vzpostavi začetno stanje React projekta.



















Za pravilno delovanje prikaza strani je potrebno v datoteko index.html
dodati Bootstrap in znakovno pisavo Font Awesome. V to datoteko nato
React tudi pošilja elemente za prikaz. Vključevanje storimo tako, da v glavo
dokumenta dodamo
<link rel="stylesheet" href="https :// maxcdn.bootstrapcdn.com/
bootstrap /4.0.0/ css/bootstrap.min.css" >
<link rel="stylesheet" href="https :// use.fontawesome.com/
releases/v5.2.0/ css/all.css" >
pred zaključkom značke <body> pa
<script src="https :// code.jquery.com/jquery -3.2.1. slim.min.js
"></script >
<script src="https :// cdnjs.cloudflare.com/ajax/libs/popper.js
/1.12.9/ umd/popper.min.js" ></script >
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<script src="https :// maxcdn.bootstrapcdn.com/bootstrap /4.0.0/
js/bootstrap.min.js"></script >
Nato sem znotraj mape src ustvaril novo mapo pages, kjer so shranjene
vse zaslonske maske aplikacije oz. komponente, v datoteki app.js pa moramo
opredeliti pot do njih. To poenostavljeno storimo na način:
import React , { Component } from "react";
import { BrowserRouter as Router } from "react -router -dom";
import { ProtectedRoute } from ’./ protected.route’;
import { hasRole } from "./auth";
import Vozilo from "./ pages/VsaVozila";
import dodajVozilo from "./ pages/VozilaForm";





{hasRole(this.state.uporabnik , ["admin"]) &&
<ProtectedRoute path="/vozila" component ={ Vozilo} />
{hasRole(this.state.uporabnik , ["admin"]) &&









Tako aplikacija ob zahtevi /vozila uporabniku vrne datoteko VsaVo-
zila.js, ki prikaže seznam vseh vozil, ki so shranjena v podatkovni bazi.





const JWTzeton =localStorage.getItem(’auth -token ’);
axios({
method: "get",
url: "naslov -do -backenda/dodajStranko/",
headers: { "auth -token": JWTzeton ,
"Content -type": "application/json" }
})
.then(response => {












Kot je razvidno iz kode, se za klicanje našega API-ja s HTTP poizvedbami
uporablja knjižnica axios. Temelji na obljubah (promise-based) in omogoča
asinhrono izvajanje kode. Deluje tudi v stareǰsih brskalnikih, omogoča časovne
omejitve in avtomatsko pretvarja odgovore v JSON obliko. Uporaba je zelo
preprosta in podpira vse operacije REST, prav tako pa je zelo enostavno po-
dajanje dodajanje parametrov k zahtevkom (JWT žetoni, oblike podatkov,
ostali parametri ...) [1].
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V datoteki app.js se na spremembe URI naslova odziva tehnologija React
Router, ki ob vsakem dogodku pove, katera komponenta se bo izrisala na
uporabnǐskem vmesniku. Ker pa morajo biti komponente dosegljive le pri-
javljenim uporabnikom, sem pripravil posebno različico ProtectedRoute. Ta
pred nalaganjem komponente preveri, če ima uporabnik ustrezen JWT žeton
- je pravilno prijavljen v sistem, drugače pa ga preusmeri na stran za vpis.
export const ProtectedRoute = (
{ component: Component , ... rest }) => {
const authToken = ... preveri JWT zeton
return (
<Route {... rest}
render = { props => {
if (authToken === "true") {
console.log("SI PRIJAVLJEN");
return <Component {... props} />;
} else {








Pred samim nalaganjem pa preverimo še ustreznost uporabnikovih pravic
za dostop do posameznih komponent. Za to uporabljamo funkcijo hasRole, ji
podamo uporabnika, ki zahteva komponento, in pravice, ki jih mora imeti, če
želi dostopati do nje. Nato aplikacija preveri ustreznost pravic in o(ne)mogoči
dostop do komponente.





Aplikacija podpira vse funkcionalnosti, ki so prikazane na diagramu primerov
uporabe v poglavju 3.1. V nadaljevanju pa so zaradi preceǰsnje podobnosti
podrobneje predstavljene le nekatere funkcionalnosti in njihove zaslonske ma-
ske.
5.1 Prijava
Za uporabo aplikacije je potrebna prijava z registriranim uporabnǐskim ime-
nom (e-naslovom) in geslom. Če neprijavljen uporabnik poskuša dostopati
do katere izmed podstrani aplikacije, je avtomatsko preusmerjen nazaj na
stran za prijavo. To je implementirano s pomočjo PrivateRoutes, ki sem jih
podrobneje opisal v poglavju 4.3. Ko uporabnik odpre aplikacijo, ga torej
pričaka polje za prijavo v sistem, ki je prikazano na sliki 7.
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Slika 7: Izgled zaslona za prijavo v aplikacijo
Ob kliku na gumb Prijava se izvede naslednja funkcija:
onSubmit = e => {








window.open("naslov -do -aplikacije", "_self");
})
.catch(error => {
this.setState ({ title: "Zgodila se je napaka:" });




Najprej pripravimo podatke, ki jih bomo posredovali strežniku: email ter
vneseno geslo. Nato počakamo na odgovor in v lokalno shrambo brskalnika
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(local storage) shranimo vrnjen JWT žeton uporabnika. Za delovanje aplika-
cije shranimo še podatka Ime uporabnika ter njegov e-naslov. Potrebujemo
ju namreč za personalizacijo domačega zaslona uporabnika, JWT žeton pa
za preverjanje uporabnika. Nato uporabnika preusmerimo na domači zaslon
aplikacije.
Če prijava ni bila uspešna, uporabnik prejme obvestilo o napaki. Primer
dveh obvestil prikazuje slika 8.
Slika 8: Primer obvestil o napaki pri prijavi
Obvestila prikazujemo s knjižnico ReactNotification, ki jo prav tako na-
mestimo iz NPM paketa. So zelo prilagodljiva in enostavna za uporabo. V
kodo jih vključimo kot:











dismiss: { duration: 5000 },
dismissable: { click: true }
});
}
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5.2 Domači zaslon
Po uspešni prijavi je uporabnik avtomatsko preusmerjen na domači zaslon.
Tu mu je na levi strani na voljo mesečni koledar s podatki o popravilih. Ob
kliknu na posamezno popravilo se mu odpre pojavno okno s podrobnostmi o
popravilu in gumb za odpiranje popravila. Različne barve označujejo različne
statuse popravil. Rumena barva označuje status V delu, siva barva status
Ustvarjen, oranžna barva označuje, da je popravilo zaključeno, vendar vozilo
še ni odpeljalo iz delavnice, itd. Na desni strani zgoraj je na voljo iskalnik
vozil po registerski tablici. Spodaj pa je vsakemu uporabniku na voljo prila-
gojen seznam opravil.
Slika 9: Domači zaslon uporabnika
Kolendar na levi je JavaScript kolendar FullCalendar.io. Je izredno prila-
godljiv in je na voljo za večino tehnologij za izdelavo uporabnǐskih vmesnikov:
React, Vue, Angular... Na spletni strani ponuja številne predpripravljene
funkcije in primere uporabe. Ponuja lokalizacijo za skoraj vse države sveta.
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S podatki o popravilih ga napolnimo čisto preprosto. Najprej pridobimo




















Za vsako popravilo najprej preverimo status, da mu lahko nastavimo pravilno
barvo. Nato pa v seznam vseh dogodkov preprosto dodamo nov dogodek in





plugins ={[ dayGridPlugin ]} locale=’sl’
events ={this.state.events } />
</div >
)}
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5.3 Dodajanje nove stranke
Dodajanje nove stranke je funkcionalnosti, ki je na voljo le delavcem v pisarni.
Omogoča nam, da v podatkovno bazo shranimo nov zapis s podatki o stranki.
To storimo preko zaslonske maske na sliki 10.
Slika 10: Obrazec za vnos podatkov o stranki
Za uspešno shranjevanje je potrebno vnesti vsaj 2 podatka: Ime in priimek
ter kontaktni telefon. Po vnosu podatkov kliknemo na gumb dodaj. Pokliče
se funkcija:
onSubmit = e => {
axios ({
method: "post",
url: "naslov -do -api/dodajStranko",
headers: { "auth -token": authToken ,









this.setState ({ title: "Stranka uspesno shranjena" });




this.setState ({ title: "Zgodila se je napaka!" });
this.setState ({ napaka: error.response.data [0]. message })
;




Funkcija pripravi novo zahtevo, ki jo posredujemo na strežnik. Če je njena
obdelava uspešna, izpǐsemo obvestilo o uspešnem shranjevanju. Prav tako
se tedaj gumb Dodaj spremeni v Posodobi in sedaj omogoča posodabljanje
informacij o stranki, zraven pa se prikaže tudi gumb Poglej vozila stranke, ki
nam prikaže seznam vseh vozil stranke.
Ko v polje za poštno številko vnesemo 4 mestno številko, aplikacija preveri, ali
obstaja naziv pošte za to poštno številko. Če takšna poštna številka obstaja,
se naziv prepǐse v polje za naziv pošte. To se zgodi v obliki naslednjega API
klica:











Če pri vnosu podatkov pride do napake, je uporabnik o tem obveščen. Tako
38 Denis Derenda Cizel
naprimer v polje za telefon ne sme biti vpisana črka, e-naslov mora ustrezati
primerni obliki, polje Ime in priimek stranke ne sme biti prazno...
Slika 11: Obvestilo o napaki pri vnosu podatkov
5.4 Urejanje popravila
Najbolj pomembna in hkrati kompleksna funkcionalnost je urejanje popra-
vila vozila. Zaslonska maska na sliki 12 nam prikazuje, katere podatke o
popravilu lahko uporabnik prejme iz podatkovne baze.
Slika 12: Zaslonska maska za vnos podatkov o popravilu
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Ko uporabnik doda novo popravilo, se mu prikaže prazna zaslonska maska.
Ob urejanju pa le spremeni podatke v poljubnih poljih.
Kot je razvidno iz podatkovnega modela, so podatki o posameznem popra-
vilu shranjeni v več kolekcijah, zato je za pridobitev vseh podatkov občasno
potrebnih tudi več zahtev. Pridobivanjem vseh podatkov poteka na podoben
način. Podatke o naročilih nadomestnih delov pri dobaviteljih pridobimo kot:
onSubmitNarocilo = e => {
const authToken = localStorage.getItem("auth -token");








headers: { "auth -token": authToken ,










Najprej preverimo, ali je potrebno ustvariti novo naročilo ali gre za posoda-
bljanje obstoječega. Če ustvarimo novo naročilo, najprej odklenemo vsa polja
za vnos podatkov o naročilu in nato ustvarimo zahtevo za novo naročilo. Če
naročilo že obstaja, na strežnik pošiljamo le zahteve po shranjevanju spre-
memb o naročilu.
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5.5 Izpis najemne pogodbe
Ob izdaji nadomestnega vozila za čas popravila je potrebno podpisati na-
jemno pogodbo. Aplikacija nam pripravi prilagojeno najemno pogodbo s
podatki o stranki in najemnem vozilu na podlagi vnaprej izdelane HTML
predloge. Ustvarjena datoteka pdf se pošlje v tisk na prevzeti tiskalnik v
sistemu. Primer pogodbe je na voljo na sliki 13.
Do funkcionalnosti lahko dostopamo z zaslonske maske za popravilo vozila.
Tam vnesemo podatke o najemnem vozilu, stanju vozila ob prevzemu in
predvidenem datumu vrnitve vozila. Nato ustvarimo pdf dokument.
createAndDownloadPdf = () => {
const authToken = localStorage.getItem(’auth -token ’);
axios({ method: ’get’, url: url , headers: {
’auth -token’: authToken , ’Content -type’: ’application/json’
} })
.then(( response) => {
... pridobimo ter shranimo podatke o najemnem vozilu
})
.then( () => {
axios.post(’/create -pdf’, podatki)
.then (() => axios.get(’/create -pdf’, {responseType: ’blob
’}))
.then((res) => {






Najprej pridobimo podatke o najemnem vozilu. Nato ustvarimo zahtevo za
nov dokument in zraven pošljemo podatke, ki naj jih vključuje. Za tem zah-
tevamo novo ustvarjeno datoteko. Za datoteke uporabljamo format BLOB
(Binary large object). Povemo, katere podatke naj hrani in kakšne oblike naj
bo rezultat. Rezultat shranimo v datoteko newPdf.pdf, ki jo natisnemo.
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Slika 13: Primer pogodbe o najemu nadomestnega vozila
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Poglavje 6
Sklepne ugotovitve
Razvoj aplikacije je lahko zahteven postopek. Ključnega pomena je, da razvi-
jalec razume želje in potrebe naročnika, saj je naročnik tisti, ki bo programsko
rešitev uporabljal. Če mu funkcionalnosti aplikacije ne ustrezajo, je bilo ce-
lotno delo razvijalca razvrednoteno. Prav tako je pomembna izbira ustrezne
tehnologije za razvoj, saj so potrebe aplikacij različne in so zato določene
bolj primerne kot druge. Kvalitetno izdelana in dobro dokumentirana koda
omogoča dolgo delovanje, lažje vzdrževanje in nadgrajevanje aplikacije.
Cilj diplomske naloge je bil izdelava uporabne aplikacije, ki bo poenostavila
delo v očetovem podjetju. Vse skupaj se je začelo s pogovori in opazovanjem
dela ter analiziranjem podobnih aplikacij. Nato sem na podlagi znanja in
priporočil izbral primerno tehnologijo in začel z razvojem. Tu mi je bilo v
veliko pomoč vso gradivo o podatkovnih bazah, razvoju aplikacij in spletnih
tehnologijah, ki sem ga prejel med šolanjem na fakulteti. Spoznal sem način
dela, kjer razvoj ni opredeljen in omejen z natančnimi navodili profesorja.
Po kar nekaj tednih dela in učenja menim, da je cilj dosežen, saj sem razvil
popolno delujočo aplikacijo, ki je primerna za vsakodnevno uporabo.
Razvoj spletnih aplikacij me osebno zanima že dolgo časa. Odločitev, da iz-
berem ravno to temo za diplomsko delo se mi je zato zdela več kot primerna
ter hkrati dober izziv zame. Prav tako sem z delom na diplomski nalogi
izdelal aplikacijo, ki bo zares pomagala ljudem v podjetju.
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6.1 Nadaljni razvoj
Možnosti za nadaljni razvoj so številne in so omejene le s časom, ki ga imamo
na razpolago za izdelavo. Tehnologije, ki sem jih uporabil, so sodobne in se še
vedno precej razvijajo, ter tako aplikaciji omogočajo visoko prilagodljivost in
nadgradljivost. V nadaljevanju sem identificiral le nekaj potencialno možnih
nadgradenj, ki me morda čakajo v prihodnje.
6.1.1 Uporaba API vmesnika za dostop do podatkov o
avtomobilih
Vsako vozilo ima svojo enolično serijsko (VIN) številko. Le-ta nam omogoča,
da lahko v množici različnih modelov in oprem na vozilih prepoznamo, za
katero znamko, vrsto in opremo vozila gre. Uporaba takšnega API vmesnika
bi omogočala, da bi se po vnosu 17-mestne VIN številke v sistem avtomatsko
prepisali podatki o znamki, modelu, letniku, motorju, barvni in opremi vozila
in jih uporabnik ne bi vnašal več ročno. Vmesniki so sicer že na voljo, vendar
podpirajo le vozila, ki so izdelana v Ameriki. Za evropski trg pa so vsi
vmesniki plačljivi ali pa je njihovo delovanje nezanesljivo. Vsekakor pa se mi
to zdi ena izmed bolǰsih možnih nadgradenj.
6.1.2 Obveščanje strank preko SMS obvestil
Obstajajo slovenske spletne storitve za pošiljanje SMS sporočil preko API
vmesnikov. Tako bi lahko omogočili, da aplikacija samodejno 2 dni pred
nastopom popravila vozila pošlje na strankino mobilno telefonsko številko
prijazen opomnik. Enako bi stranke lahko obveščali o zaključku popravila ali
drugih pomembnih informacijah.
6.1.3 Razvoj Android aplikacije
Čeprav se spletna aplikacija prilagaja različnim diagonalam zaslona, je možno
razviti tudi Android različico aplikacije. Danes so namreč zelo popularne t.i.
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hibridne aplikacije, ki so na voljo hkrati kot spletna in Android aplikacija.
Android aplikacija bi omogočala zgolj osnovne funkcionalnosti, npr. pregled
popravila, izposoja nadomestnega vozila. Tako bi dobili še hitreǰsi dostop do
podatkov in to na napravi, ki jo imamo ves čas s seboj.
6.1.4 Hranjenje dokumentov v aplikaciji
MongoDB podatkovna baza omogoča shranjevanje datotek. Aplikacija bi
tako lahko ponujala shrambo dokumentov povezanih z nekim popravilom
vozila. Tako bi lahko po podpisu najemne pogodbe za nadomestno vozilo
le-to takoj skenirali in shranili kot pdf datoteko v aplikacijo in s tem več
ne bi rabili shranjevati fizične verzije tega dokumenta. Podobno je tudi z
prometnim dovoljenem vozila, v katerem so določeni pomembni podatki, ki
so potrebni pri popravilu vozila.
6.1.5 Modul za analitiko poslovanja
MongoDB omogoča številna orodja za vizualizacijo in agregacijo shranjenih
podatkov. Tako bi se dalo izdelati analitiko popravljenih vozil, porabo mate-
riala ali dela posameznega delavca, vendar v podjetju zaenkrat omenjenega
ne potrebujejo.
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