This paper presents an overview of the Common
Lists are used throughout CAIS for the representation of data such as attributes and parameter lists, and they provide a powerful abstraction for tool writers in general.
MITRE'S PROTOTYPE CAIS
Under a three staff year (Oct 84 to Oct 85) internal research and development effort, MITRE Corporation has implemented a large subset of the CAIS specification and has exercised both rehosted and newly-written tools on this prototype. The MITRE prototype includes the node model, the list utilities, Text_Io, Direct Io, and Sequential_Io. Parts of the process model and scroll terminal have also been implemented in support of a line editor and a menu manager rehosted from other systems.
In the next year the prototype will be completed, additional tools will be rehosted, the CAIS will be rehosted to a second system, and an analysis of distributing the CAIS will be undertaken.
The prototype CAIS was developed using the Verdix Ada compiler running under Ultrix on a DEC VAX 11/750. Of the two tools rehosted to the prototype, one was originally developed using the Data General Ada compiler, and the other, using the Telesoft compiler.
The objective of MITRE's prototype development was to submit the CAIS specification to the rigor of implementation and actual use.
It was believed that implementation of a prototype would test the implementability of the CAIS specification, would identify the level of support that CAIS provided to'existing tools, and would result in practical input to CAIS designers, DoD policy makers, and program managers.
The primary focus was on evaluating the CAIS functionality and not on developing an efficient implementation.
The consensus from this study is that the CAIS, for the most part, is internally consistent and provides a good foundation for continued work in standardized operating system interfaces for Ada programming support environments. The next version of the CAIS must, however, be considerably more complete in its specification. Table 1 lists the specific observations made as a result of the prototype implementation. Many of these comments reflect ambiguities in the text.
Some major refinement of exception handling, input/output, and the list utilities is recommended. Other comments reflect specific technical areas and may be addressed by simple modification or addition to existing interfaces. While the required changes certainly appear to be within the scope of the planned upgrade, Version 2.0 of the CAIS will likely contain significant changes to the operational interfaces for tools.
The most difficult problems to evaluate are the ambiguous areas of the specification.
Depending upon the nature of the resolutions that are adopted, these ambiguities may simply disappear or they may result in considerable conflict.
MAJOR OBSERVATIONS AND RECOMMENDATIONS
The results of MITRE's prototype implementation of the Common APSE Interface Set support the Government's current policy for promulgating the CAIS.
The CAIS provides a relatively consistent set of interfaces that address portability issues, but it is not refined to the degree that it can be mandated as a standard. The non-binding Military Standard CAIS issued 31 January 1985 publicizes the direction that the CAIS is taking.
It can be used as guidance for current development efforts and provides a baseline for public critique.
An upgrade of the current definition of CAIS is planned. The new document, CAIS Version 2.0, will be an input to the Software Technology for Adaptable Reliable Systems(STARS) Software Engineering Environment program.
It is intended that CAIS Version 2.0 have the quality and acceptance required of a true military standard. To achieve this quality, the upgrade will have to add rigorousprecision to the current document, will have to refine several existing technical areas, and will have to include technical areas previously postponed. 
4.4
The Scroll_Terminal package provides N/A N/A improvements over Ada IO packages.
Key: Scale -Impact of the observation upon the CAIS specification (Major, Minor, Medium) Scope -Aspects of CAIS specification affected by the observation (Semantics, Interface, Both)
CAIS Version 2.0 should be expected to contain major refinements and additions to the current document. The MITRE prototype effort has found five major issues that mu~t be addressed in the next revision of the current document:
The current document is ambiguous and imprecise--more rigor and precision is required.
The List Utilities abstraction can be made simpler, more complete, and more consistent.
A central model is required for CAIS exception facilities.
The CAIS I0 model is not uniform--it is inconsistent with Ada and with the CAIS node model
The CAIS does not adequately address interactions between itself and the host operating system.
RESOLUTION OF AMBIGUITIES
The precision with which the CAIS is specified in the current document leaves many issues open to the interpretation of the implementor. The semantics of many routines are not specified in detail; implications of alternate interfaces and suggested implementations are not addressed in text; broad statements are made in introductory sections and then are not reflected in discussions of specific routines; information on specific topics (such as predefined attributes) is dispersed throughout the document; and interactions among routines are not qualified. Together these deficiencies result in confusing the intentions of the CAIS and in giving an impression that the CAIS is not completely thought out. Unless corrected, they will make implementation of the CAIS difficult and standardization across CAIS implementations improbable. Clarification of the specification is also necessary to achieve the widespread acceptance necessary for adoption of CAIS as a standard.
LIST UTILITIES REFINEMENT
During the most recent revision of the CAIS document, the List Utilities package underwent significant modification. Further refinement is necessary. The List Utilities package provides an abstraction that is used throughout the CAIS. Our recommendation is that the definition of Token_Type be expanded so that it can represent any of the llst items currently supported (lists, integers, floating points, strings, and identifiers).
This will allow the removal of redundant subprograms, will provide a more consistent interface, and will provide more functionality with less complexity. Enhancements to List_Utilities may allow the CAIS features that rely on List Utilities to also be enhanced.
CENTRAL EXCEPTION MODEL
The treatment of exceptions in the current document is inadequate. The Ada specifications do not correspond to the text, and the text references exceptions by unqualified names. The same exception name is used to refer to several different error conditions. Thus it is difficult to determine the complete set of CAIS exceptions and their relationships. It appears that exceptions were considered only on a procedureby-procedure basis.
A CAIS user will expect a single exception model that is consistent across the entire CAIS. We have proposed a candidate set of exceptions that addresses the entire CAIS and that reduces the instances of exceptions with multiple meanings.
The method of exception handling in the Ada I/O packages could be adopted as a model for coordinating exceptions across several packages, or all exceptions could be declared in the package CAIS. However, the CAIS must evolve to one, consistent, well-engineered model for exception handling.
CLARIFICATION OF THE I/0 MODEL
The co-existence of both node handles and file handles makes the CAIS file nodes inconsistent with either process or structural nodes.
The entire treatment of I/O facilities in CAIS suffers from its unclear relationship with Ada I/0 facilities.
Several sections of the CAIS I/O packages currently refer to Ada I/O packages without addressing the specific effects of differences.
While Ada defines distinct file types for Text Io, Direct_Io, and Sequential_Io, the CAIS defines a single file type and indicates that operations from different I/O modes may be intermixed. However, many implications arising from this capability are not adequately addressed. The description of CAIS I/O would be greatly improved by discussing its intended compatibilities and differences with Ada I/O.
CAIS AND THE HOST OPERATING SYSTEM
For an indefinite time, CAIS environments will be required to co-exist with the environment of the host operating system.
It is unreasonable that all host facilities be converted to interface with a newly installed CAIS.
Military Standard CAIS simply does not address issues related to this co-existence. Even the procedures for importing and exporting files between the two systems disregard important properties of host files and of CAIS files. Methods need to be established for reporting host errors, activating host processes, and making the contents of file nodes available to non-CAIS programs. Unless standards are established to integrate the host and CAIS environments, users of each CAIS will develop their own methods, and portability across CAIS implementations will be impacted. 
