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is improved and some comments and corrections are presented. The proposed generator not only has 
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1. INTRODUCTION 
In a recent article, Sherif and Dear [1] presented a new random number generator called the 
Composite Sherif-Dear (CSD) generator. It combines digits of two random number generators 
(RNG) to extend the period and improve statistical properties. The first generator may be any 
reasonable RNG. The second one uses the first and fourth digits from the right of the numbers 
resulted from the cubing of four digit integers. They compare their generator with conventional 
method and find it quite rewarding. The aim of this study is to extend the results obtained by 
Sherif and Dear and present some comments. 
2. US ING MORE D IG ITS  OF  RANDVALUE~:  
It is possible and necessary to use more digits of the first generator. For a reasonable approx- 
imation to a given distribution, the number of significant digits of the uniform random number 
generator is crucial. As pointed out by Monahan [2], "The generation of continuous random 
variables on a digital computer encounters a problem of accuracy caused by approximations and 
discretization error. These in turn impose a bias in simulation results." Therefore, it is necessary 
to add the criteria of accuracy to those mentioned by Sherif and Dear. A good random num- 
ber generator must have as many significant digits as possible. This will cause the numbers to 
approach the 'continuous' uniform distribution on (0,1). Using only two digits of the first RNG 
will waste the remaining part. Therefore, the aim should be the use of a maximum number of 
significant digits provided by the computer and the compiler. This approach is more efficient 
than the concatenation of only four digits. 
I would like to thank Y.S. Sherif for suggesting the investigation of correlations between digits of NEWNUM, 
which inspired me to change the order of arrangement of digits in the original manuscript to secure a better 
independence quality of R1 and R2. 
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3. MORE EFF IC IENT PROGRAMMING 
It is possible to increase the programming efficiency by some simple alterations: 
(a) Instead of defining constants A~, B15&, B16&, P& and CONST# within the function RANF, 
one could take them as in-line constants by writing, for example, 
XHI& = SEED&/65536, 
RANF& = FHI&/32768, etc. 
(b) The implementat ion f RNG adopted for demonstrat ion purposes is very slow. The same 
generator may be written in a more efficient version: 
LONG FN RANF# (SEEDgO 
KSEED& = SEED~/127773 
SEEDa = 16807*MOD(SEEDa, 127773)-2836*KSEED~. 
IF SEEDa < 0 THEN SEED = SEEDa+2147483647 
RANDVALUE# = SEEDa * 4.656612875E- I0 
END FN = RANDVALUE# 
This implementation is about twice faster as indicated by Sezgin [3]. On  the other hand, 
there is no need to define a separate function as RANF#(SEED&). Since the program calls the 
function only once, it would be more efficient to compute the U# directly as RANDVALUE# 
just before the D1 line. 
(c) Instead of using a single RNG with a very large truncator and implementing it by decom- 
position, it is possible to use several RNG's  with smaller truncators. For example, in the 
multipl icative linear congruential generator 
Xi+l ----A*XiMOD (M), 
h = 1172, H = 1664501 and h = 1236, M = 1664459 may be used simultaneously to ob- 
tain random digits. This will not cause integer overflow for 32-bit computers and will 
have a period of 1.39.1012 approximately. There are also similar generators for 16-bit 
computers [4]. 
Table 1. Cubed numbers~ross reference frequency 2and 3 positions from the right 
when the rightmost digit is not 0 or 5. 
Digit 2 Digit 3 positions from the right 
position 0 1 2 3 4 5 6 7 8 9 
80 80 80 80 80 80 80 80 80 80 
80 80 80 80 80 80 80 80 80 80 
80 80 80 80 80 80 80 80 80 80 
80 80 80 80 80 80 80 80 80 80 
80 80 80 80 80 80 80 80 80 80 
80 80 80 80 80 80 80 80 80 80 
80 80 80 80 80 80 80 80 80 80 
80 80 80 80 80 80 80 80 80 80 
80 80 80 80 80 80 80 80 80 80 
80 80 80 80 80 80 80 80 80 80 
Total 800 800 800 800 800 800 800 800 800 800 
4.  US ING OTHER D IG ITS  OF  NEWNUM~ 
The distr ibut ion properties of the first and fourth digits from the right of the cube of a four 
digit integer is very remarkable as discovered by Sherif and Dear [1]. There is, however, another 
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interesting property of these numbers. It may be seen from Table 1 that when the rightmost digit 
is not 0 or 5, second and third digits from the right are also uniform and independent. Therefore 
it is possible to use 8000 more digits and increase the efficiency of the generator substantially. 
Since these digits are independent, here is no need to separate them. The same argument holds 
for digits of RNG. They may be used in pairs, triples, etc. When the rightmost digit is 0 or 5 
in forming four digit random integers, an alternative source may be found. For example digits 
3-6 may be chosen from the RNG or the fractional part of the sum of two random numbers may 
be used, so that instead of only one random number, two random numbers may be obtained for 
each run. 
5. PORTABL IL ITY  
The portability of a good random number generator is a very useful property. The requirement 
of 12 significant digits of real arithmetic is quite restrictive. In general, portability is assessed by 
considering the word-sizes of widespread computers. Therefore, most of the portable generators 
are developed for 32-bit computers. There are few examples for 16 or 8-bit computers. For 
general use it would be better to calculate the NEWNUM in integer form and take MOD(10000) if 
necessary after finding VALUE*VALUE as will be explained below. Since only last four digits are 
required, it is not necessary to calculate the exact value. On the other hand, FORTRAN is a 
more common language used in a wide range of simulation works. In this study, the generator is 
implemented in FORTRAN by some alterations. 
6. SEED VALUES LARGER THAN 9999 
It is possible to improve the quality of the generator further by noting that the restriction 
of four digit integers is not necessary. In fact, the independence of the aforementioned digits 
holds for all integers 0 < NVALUE < oc, since the fourth digit of the cube is not influenced 
by the fifth or further digits of NVALUE. Therefore, if it is intended to impose a restriction like 
NVALUE < NMAX, MMAX should be an integer with the last four digits 9999. In practice, for very 
large values of NMAX, this restriction on the last four digits may be relaxed. Therefore, more than 
one digit of RNG may be added. For example, in a 32-bit computer, if one takes the truncator 
of the random number generator as g = 2147483647, it is possible to add a nine digit integer 
to NVALUE. It is advisable to take an M value large enough within the word size limitations of 
the computer and compiler. If the NVALUE is not very large, a slightly faster implementation is 
possible in computing M0D of a cubed integer. For 32-bit computers, if the integer is smaller than 
1291, the cube may be computed irectly. For integers 1291 _< NVALUE one may use a two step 
approach to avoid an integer overflow: 
NEWNUM = MOD (NVALUE*NVALUE, IO000) 
NEWNUM = M0D (NEWNUM*NVALUE,IO000) 
7. THE PROBLEM OF ZERO VALUES 
The CSD returns random integers between 0 and 9999. In order to obtain standard uniform 
random numbers within the open interval (0,1), one must use the transformation 
XRNDON = (RNUM + 1)/10001. Note that RNUM/10000 will contain 0 value causing some pro- 
gramming errors in simulation studies, since some nonuniform random number generators involve 
functions like logarithm or division. 
8. THE PER IOD OF THE GENERATOR 
The authors state that the period of the composite random number generator will be as much 
as 10000 times longer than that of the first RNG alone. In combined random number generators, 
the period is generally the least common multiple of parent generators. But the period is less 
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than this for our case. In fact, it is very difficult to determine the period of CSD since it is not 
a constant. Because only two digits are used from the cubed integer, after exhausting the first 
(multiplicative) generator, the output would repeat itself if, at any step, Cl and C4 are produced 
which have already been used with the same D1 and D2, and this has a quite high probability. In 
order to demonstrate his, a large body of data is generated from three generators, 
Xi+l : l l *X i  NOD (179), 
Xi+ 1 : 30*Xi NOD (1021), 
Xi+l = 171.Xi NOD (30269), 
and the excess of the periods over 178, 1020 and 30268 are investigated. Quite surprisingly, the 
composite generator starts to repeat itself after the first P + d numbers, where P is the period 
of the multiplicative congruential generator and d is a random variable. The distribution of d is 
investigated on 300 runs from each generator and the following statistics are found: 
Modulus Mean of d Variance ofd Skewness of d Kurtosis of d 
179 14.6 211.0 4.2 2.0 
1021 12.5 117.0 1.5 1.4 
30269 13.8 152.0 4.5 1.8 
Therefore, there is no substantial improvement in the period. 
9. AN IMPROVED IMPLEMENTATION 
Table 2 presents an improved FORTRAN 77 version of the CSD suitable for 32-bit computers. 
The program uses two parent RNG's: KX = MOD(l172*KX, 1664501) and KY = MOD(1236*KY, 
1664459). The four digit random integer CSD is represented by N. The algorithm used in the 
subroutine is as follows: 
Step 1. Get KX by sampling from the first RNG. Normalize the result, calculate the first and 
second triple digits (NXl3 and NX46). 
Step 2. Add the first three digits to the current CSD seed (N), cube the result and get the 
new CSD seed by taking M0D 10000. 
Step 3. Set N1 equal to the first digit from the right and N4 to the fourth digit from the right 
of the new CSD seed. 
Step 4. Obtain the first output R1 by concatenating N4, NX13, N1 and NX46, adding 1, and 
normalizing the result. 
Step 5. Sample from the second RNG (get KY). 
Step 6. Obtain the second output R2 in two different ways: 
6a. If N1 = 0 or N1 = 5, add the normalized values of the first and second RiNG's and 
take the fractional part. 
6b. If N1 is not 0 or 5, find the third and second digits of the seed CSD. Concatenate 
these with the first and second triples of normalized KY. 
There is a slight correlation between first and middle digits. But this does not influence the 
quality of the random number output. The digits of R1 are uncorrelated and so are the digits 
of R2. The correlation between R1 and R2 is almost zero (r = 0.000001). The overall auto 
correlation of the stream is practically zero since the R1 and R2 numbers follow each other in 
a completely random order. The validity of step 6a in generating uniform random numbers is 
justified by Deng and George [5]. The program generates 18182 random numbers per second 
on IBM 4381, whereas the original CSD function suggested by Sherif and Dear generates 12500 
random numbers. The speed of the same generators on Macintosh Plus using MS FORTRAN 2.1 
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are 614 and 370 numbers per second respectively. Therefore, the generator suggested in this 
study not only has twice as many significant digits compared to CSD, but also is considerably 
faster. 
Table 2. The improved random number generator computer program. 
SUBROUTINE RANDOM(KX,KY,N,RI,R2) 
KX=MOD(II72*KX,1664501) 
KANX=FLOAT(KX) 
NXI3=RANX*6.007806544E-4 
NXI6=RANX*6.007806544E-I 
NX46=NX16-1000*NX13 
N=N+NI13 
IF(N.LT.1291) THEN 
N=MOD(N*N*N,IO000) 
ELSE 
NK=MOD(N*N,IO000) 
N=MOD(NK*N,IO000) 
ENDIF 
N4=N/IO00 
NI=MOD(N,IO) 
NA=IOOOOOOO*N4+IOOOO*NXI3+IOOO*NI+NX46 
RI=FLOAT(NA+I)*9999.9999E-12 
KY=MOD(1236*KY,1664459) 
RANY=FLOAT(KY) 
IF(NI.EQ.5.0R.NI.EQ.O) THEN 
R2=AMOD(RANX*6.007806544E-7+RANY*6.007958141E-7,1.O) 
ELSE 
NMIDDL=N-IOOO*N4-NI 
N3=NMIDDL/IO0 
N2=NMIDDL-IOO*N3 
NY13=RANY*6.007958141E-4 
NY16=RANY*6.007958141E-1 
NY46=NY16-1000*NY13 
NB=lOOOOOOO*N3+lOOOO*NY13+lOOO*N2+NY46 
R2=FLOAT(NB+l)*9999.9999E-12 
ENDIF 
END 
10. SOME CORRECTIONS 
The paper of Sherif and Dear needs a few comments and corrections ome of which are for 
typing errors: 
1. Table 2.1 is trivial and a direct result of Table 1. 
2. In Table 2.2, the last digit of the left column should be 9 and the second entry of column 
corresponding to digit 0 should be 100. 
3. In Table 2.3, the row corresponding to right-most digit 5 should be 
0 250 0 250 0 0 250 0 250 0 
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4. In Section 2, the expression "This implies that the two digits axe uncorrelated--i.e., lin- 
early independent" gives the impression that uncorrelated variables are linearly indepen- 
dent, which may not be the case. It would be sufficient to state that the variables are 
independent. 
5. The lines of the tag of Figure 1 must be interchanged. 
6. In Table 5, the number 4999 in column 4 should read 499. 
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