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Abstrakt
Platforma iOS je v dnešní dobeˇ jedním z nevýznamneˇjších hrácˇu˚ na poli operacˇních sys-
tému˚ mobilních zarˇízení. iOS aplikace se zacˇínají využívat i ke zpracovávání a vizualizaci
dat. Pro prˇehledné zobrazení dat se velmi cˇasto používají grafy, avšak pro platformu iOS
prozatím neexistuje žádná volneˇ dostupná grafová knihovna, která by poskytovala uspo-
kojivé výstupy. Z tohoto du˚vodu vznikla tato diplomová práce, která se snaží zmapovat
situaci v oblasti existujících grafových knihoven pro iOS, nalézt v nich špatné a dobré
vlastnosti, a poté vytvorˇit knihovnu novou, která doplní stávající rˇešení a poskytne kva-
litní zpracování grafu˚. Soucˇástí je také popis architektury knihovny a náznak konkrétní
implementace neˇkterých vybraných cˇástí. V záveˇru práce poskytuje shrnutí dosažených
výsledku˚ a námeˇty na další postup vývoje knihovny. Tato knihovna je implementována
pro firmu Inmite s.r.o. a bude sloužit výhradneˇ k jejím interním potrˇebám.
Klícˇová slova: grafy, knihovna, iOS, Inmite, Objective-C, Cocoa Touch, Core Animation,
CoreGraphics
Abstract
iOS platform is one of the leading operating systems in nowadays mobile devices indus-
try. iOS applications very often manipulate and visualize various data. Most often, charts
are used for this purpose but unfortunately, there is not many of sufficiently good chart-
ing libraries for iOS available now. In this document I will try to capture existing charting
libraries, describe their advantages and disadvantages and try to come up with custom
solution which will complement the existing ones. I will also describe the basic archi-
tecture of the custom charting library and include concrete implementation examples of
some of its parts. In the last section of the document I will review all the achieved results
and suggest next steps in development of the library. The whole library is built for Inmite
s.r.o company and is designated for its internal use only.
Keywords: charts, library, iOS, Inmite, Objective-C, Cocoa Touch, Core Animation, Core-
Graphics
Seznam použitých zkratek a symbolu˚
API – Rozhraní programového jazyka
AppStore – Proprietární služba spolecˇnosti Apple, umožnˇující kupovat
a prodávat iOS aplikace
BSD – Softwarová licence umžnˇující volné šírˇení zdrojového kódu
Cocoa Touch – Základní soubor trˇíd využívaných pro tvorbu iOS aplikací
Core Animation – Soubor trˇíd využívaných k vytvárˇení animací v iOS aplikacích
CoreGraphics – Soubor trˇíd využívaných k implementaci grafického výstupu
v iOS aplikacích
CPU – Procesor pocˇítacˇe nebo mobilního zarˇízení
Framework – Soubor trˇíd a funkcí zabezpecˇujících urcˇitou funkcionalitu
GPLv3 – Softwarová licence umožnˇující volné šírˇení zdrojového kódu
s urcˇitými omezeními
GPU – Grafický procesor
i386 – Architektura operacˇního systému využívaná pro beˇh iOS Si-
mulátoru na Mac OS X
IDE – Prostrˇedí urcˇené k vývoji aplikací
iOS – Opracˇní systém používaný v zarˇízeních Apple iPhone, iPod
Touch a iPad
kanvas – Oblast na displeji zarˇízení, ve které se zobrazuje grafický vý-
stup
Mac OS X – Operacˇní systém pocˇítacˇu˚ od Apple
MVC – Návrhový vzor Model View Controller
OpenGL ES – Soubor funkcí umožnˇující zobrazovat 2D a 3D grafiku
PowerPC – Typ architektury procesoru drˇíve používaného v pocˇítacˇích
Apple
UI – Uživatelské rozhraní
VCS – Systém pro správu a verzování zdrojových kódu˚
Xcode – IDE pro tvorbu iOS aplikací
1Obsah
1 Úvod 6
2 Dostupné grafové knihovny 7
2.1 CorePlot . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7
2.2 PowerPlot . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 8
2.3 iPhone Charting Library . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 9
2.4 Ostatní knihovny . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 11
3 Možnosti a varianty implementace 13
3.1 Návrhové vzory typické pro iOS . . . . . . . . . . . . . . . . . . . . . . . . 13
3.2 Zpu˚soby grafického výstupu pro iOS . . . . . . . . . . . . . . . . . . . . . . 16
3.3 Animace prvku˚ na obrazovce . . . . . . . . . . . . . . . . . . . . . . . . . . 20
4 Požadavky na vlastní rˇešení 25
4.1 Požadavky zadavatele – Inmite s.r.o. . . . . . . . . . . . . . . . . . . . . . . 25
4.2 Dodatecˇné požadavky na knihovnu . . . . . . . . . . . . . . . . . . . . . . 27
5 Implementace vlastní grafové knihovny 29
5.1 Struktura a návrh z vyšší perspektivy . . . . . . . . . . . . . . . . . . . . . 29
5.2 Zajímavé ukázky z implementace knihovny . . . . . . . . . . . . . . . . . . 37
5.3 Grafický výstup pomocí CoreGraphics . . . . . . . . . . . . . . . . . . . . . 44
6 Prˇehled podporovaných grafu˚ v knihovneˇ 49
6.1 Kolácˇový graf . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 49
6.2 Spojnicový graf . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 49
6.3 Spojnicový graf s výplní . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 50
6.4 Sloupcový graf . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 50
6.5 Histogram . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 51
6.6 OHLC svícˇkový burzovní graf . . . . . . . . . . . . . . . . . . . . . . . . . . 51
6.7 Bublinový graf . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 52
6.8 Bodový korelacˇní diagram . . . . . . . . . . . . . . . . . . . . . . . . . . . . 53
7 Záveˇr 54
7.1 V jaké fázi je aktuální rˇešení . . . . . . . . . . . . . . . . . . . . . . . . . . . 54
7.2 Možnosti dalšího vývoje . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 54
7.3 Aplikace, ve kterých se už knihovna používá . . . . . . . . . . . . . . . . . 54
8 Reference 55
Prˇílohy 55
2A Ukázky zdrojových kódu˚ 56
A.1 Vytvorˇení jednoduchého grafu pomocí frameworku CorePlot . . . . . . . 56
A.2 Vytvorˇení jednoduchého grafu pomocí frameworku PowerPlot . . . . . . 56
A.3 Vytvorˇení jednoduchého grafu pomocí knihovny iPhone Charting Library 57
A.4 Metoda vykreslující histogram pomocí animací . . . . . . . . . . . . . . . . 58
A.5 Kategorie UIView pro uložení pohledu do obrázku nebo PDF . . . . . . . 60
B Užitecˇné odkazy 62
C Obsah prˇiloženého CD 63
3Seznam tabulek
1 Vlastnosti UIView, které lze animovat . . . . . . . . . . . . . . . . . . . . . 21
4Seznam obrázku˚
1 Objekt Framework posílá zprávu svému delegátovi . . . . . . . . . . . . . 14
2 Architektura OpenGL ES pro iOS . . . . . . . . . . . . . . . . . . . . . . . . 19
3 Pru˚beˇh základních funkcí pro cˇasování animací . . . . . . . . . . . . . . . 23
4 Trˇídní diagram hierarchie trˇíd grafu˚ . . . . . . . . . . . . . . . . . . . . . . 30
5 Struktura rozdeˇlení kódu podle oblastí pu˚sobnosti . . . . . . . . . . . . . . 33
6 Demonstrace grafického výstupu optimalizovaného pro pozice pixelu˚ . . 46
7 Ukázka grafu˚ kolácˇového, spojnicového a spojnicového s výplní . . . . . . 51
8 Ukázka sloupcového grafu, histogramu a OHLC svícˇkového grafu . . . . 52
9 Ukázka bublinového a korelacˇního grafu . . . . . . . . . . . . . . . . . . . 53
5Seznam výpisu˚ zdrojového kódu
1 Animace pohledu pomocí bloku˚ . . . . . . . . . . . . . . . . . . . . . . . . 21
2 Ukázka základní animace CAAnimation . . . . . . . . . . . . . . . . . . . 22
3 Definice protokolu IMTXYChartDataSource . . . . . . . . . . . . . . . . 31
4 Volání fyzikální funkce kmitavého pohybu . . . . . . . . . . . . . . . . . . 34
5 Definice protokolu IMTAreaFill . . . . . . . . . . . . . . . . . . . . . . . 34
6 Rozšírˇení trˇídy IMTPieChartView . . . . . . . . . . . . . . . . . . . . . . 35
7 Definice kategorie NSIndexPath . . . . . . . . . . . . . . . . . . . . . . . . 36
8 Implementace kategorie NSIndexPath . . . . . . . . . . . . . . . . . . . . 37
9 Inicializace gesture recognizeru . . . . . . . . . . . . . . . . . . . . . . . . . 37
10 Prˇirˇazení recognizeru k pohledu . . . . . . . . . . . . . . . . . . . . . . . . 38
11 Implementace metody drawRect: ve trˇídeˇ XYChartView . . . . . . . . . 39
12 Inicializace hodnot pro animaci magnetického prˇitahování do strˇedu vý-
secˇe kolácˇového grafu . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 40
13 Vypocˇítání okamžité odchylky prˇi oscilaci kolácˇového grafu . . . . . . . . 41
14 Implementace metody Histogramu reloadDataAnimated: . . . . . . . 42
15 Krok animace v histogramu . . . . . . . . . . . . . . . . . . . . . . . . . . . 42
16 Metoda kategorie UIView ukládající pohled jako PDF soubor . . . . . . . 43
17 Transformace objektu UIView na objekt UIImage . . . . . . . . . . . . . . 43
18 Ukázka vykreslení zeleného cˇtverce s cˇerveným okrajem . . . . . . . . . . 44
19 Ukázka vykreslení cesty pomocí CoreGraphics . . . . . . . . . . . . . . . . 45
20 Ukázka vykreslení textu . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 45
21 Nastavení prˇipínací cesty ve sloupcovém grafu . . . . . . . . . . . . . . . . 47
22 Vytvorˇení jednoduchého grafu pomocí frameworku CorePlot . . . . . . . 56
23 Vytvorˇení jednoduchého grafu pomocí frameworku PowerPlot . . . . . . 56
24 Vytvorˇení jednoduchého grafu pomocí knihovny iPhone Charting Library 57
25 Metoda vykreslující histogram pomocí animací . . . . . . . . . . . . . . . . 58
26 Kategorie UIView – hlavicˇkový soubor . . . . . . . . . . . . . . . . . . . . . 60
27 Kategorie UIView – implementacˇní soubor . . . . . . . . . . . . . . . . . . 61
61 Úvod
Cílem diplomové práce je prozkoumat existující rˇešení na poli knihoven vykreslujících
grafy pro iOS zarˇízení – iPhone a iPad, a navrhnout vlastní knihovnu, která bude doplnˇo-
vat nedostatky knihoven již existujících. Knihovna je implementována pro firmu Inmite
s.r.o., která se stane majitelem celého rˇešení.
Nejprve prozkoumám existující rˇešení, u nichž se pokusím posoudit jejich klady a
zápory. Poté navrhnu vlastní rˇešení knihovny tak, aby co nejlépe vyvažovalo klady a
zápory zmíneˇných knihoven a zárovenˇ, aby splnˇovalo požadavky od zadavatele, tedy
firmy Inmite s.r.o.
Shrnu také možnosti programového rozhraní iOS a ukážu varianty implementace
knihovny prˇi použití ru˚zných technologií. Pokusím se rozhodnout, která technologie
bude pro implementaci nejvýhodneˇjší a jaké jsou k tomu du˚vody.
V záveˇru práce popíšu konkrétní úseky mého rˇešení a neˇkteré zajímaveˇjší problémy
názorneˇ vysveˇtlím s použitím ukázky zdrojového kódu. Finální rˇešení grafové knihovny
shrnu a názorneˇ ukážu prostrˇednictvím testovací iOS aplikace urcˇené pro iPhone a iPad.
72 Dostupné grafové knihovny
Tato cˇást popisuje existující grafové knihovny mnou nalezené v dobeˇ psaní tohoto textu.
Shrnuje jejich výhody a nevýhody a snaží se z nich odvodit požadavky na implemen-
taci vlastní grafové knihovny, která by odstranila nedostatky zmíneˇných, již dostupných
rˇešení.
Inspirován klady a snahou vyvarovat se záporu˚m, poté navrhnu a implementuji vlastní
rˇešení knihovny.
2.1 CorePlot
CorePlot je open source framework, který lze stáhnout na stránce http://code.google.
com/p/core-plot/. Na této adrese rovneˇž najdeme návod, jak jej prˇidat do Xcode pro-
jektu, ukázku class diagramu struktury frameworku a jiné dokumenty. Bohužel tam ne-
najdeme mnoho reálných prˇíkladu˚, jak knihovnu použít v praxi.
CorePlot je docela dobrˇe použitelný jak pro iOS, tak i pro Mac OS X. Je to asi je-
den z nejpoužívaneˇjších open source grafových frameworku˚. Na domovské stránce je
prˇítomen pomeˇrneˇ dlouhý seznam iOS a Mac aplikací, které ho využívají. Dostupný je
také užitecˇný návod, který obsahuje shrnutí architektury frameworku a vysveˇtlení, jak
se grafy sestavují a ovládají. Tento návod však zahrnuje jen návrh frameworku z vyšší
perspektivy, nezachází už do prˇílišných detailu˚, takže prˇi vytvárˇení konkrétních grafu˚
je programátor odkázán na procházení zdrojových kódu˚ a odhadování možností grafu
podle implementace jeho trˇíd.
Mezí hlavní nedostatky knihovnknihovny kromeˇ nedostatecˇné dokumentace, patrˇí
prˇíliš velká složitost struktury grafu˚. Každý graf vyžaduje zbytecˇné množství dodatecˇ-
ných komponent. I když tyto komponenty programátor ve skutecˇnosti nepotrˇebuje vy-
užít, prˇesto je musí vytvorˇit a sestavit graf tak, aby se správneˇ zobrazil. A to není úplneˇ
triviální záležitost. Další špatnou vlastností je ne vždy peˇkný výstup. Neˇkteré grafy jsou
mírneˇ rozmazané a celkoveˇ výsledek nepu˚sobí graficky úhledneˇ. Ve frameworku chybí
optimalizace výstupu tak, aby byl pokud možno co nejlepší a neobsahoval rozmazané
cˇásti. Zárovenˇ firma Inmite, která nyní tuto knihovnu používá v neˇkterých svých aplika-
cích, vyjádrˇila také nespokojenost s rychlostí vykreslování grafu˚.
Framework obsahuje asi 10 ru˚zných typu˚ grafu˚.
2.1.1 Výhody
• nabízí výbeˇr z velkého množství typu˚ grafu˚
• framework je docela rozšírˇený a je v soucˇasnosti aktivneˇ udržován komunitou
• zdrojový kód je pod New BSD licencí, tudíž lze framework použít bez nutnosti
dodat k výsledné aplikaci zdrojové kódy
• možnost použití pro iOS i pro Mac OS X
82.1.2 Nevýhody
• složitá struktura, která znesnadnˇuje jednoduché vytvorˇení grafu – je potrˇeba inici-
alizovat mnoho objektu˚/kontejneru˚, aby bylo možné vykreslit jednoduchý graf
• pomalé renderování výstupu
• žádná dostupná oficiální dokumentace
• výstup není graficky peˇkný (obcˇas rozmazaný)
• nefunguje spolehliveˇ (prˇi testování knihovny graf vyhazoval výjimku prˇi své inicia-
lizaci a bylo zjevné, že chyba je ve frameworku, nikoliv v aplikaci, která jej používá)
2.1.3 Ukázka zdrojového kódu
Ukázka vytvorˇení jednoduchého grafu je obsažena v sekci A, jako prˇíloha A.1.
2.2 PowerPlot
PowerPlot je další z open source frameworku˚. Kvalitou o neˇco prˇevyšuje drˇíve zminˇo-
vaný CorePlot. Je dostupný na adrese http://powerplot.nua-schroers.de/. Na
webu také nalezneme jednoduchý tutoriál, popis struktury frameworku a odkaz na do-
kumentaci trˇíd vygenerovanou pomocí nástroje Doxygen. Webové stránky rovneˇž obsa-
hují jednoduchý prˇehled novinek, týkajících se této knihovny, ze kterých lze usoudit, že
knihovna je stále aktivneˇ vyvíjena autorem. Ovšem je trošku škoda, že zdrojové kódy
nejsou dostupné na žádném verˇejném VCS úložišti jako naprˇíklad github nebo google
code. Takto je knihovna vyvíjena cˇisteˇ jedním autorem jako tzv. „one man show“ projekt,
bez jakékoliv komunity prˇíznivcu˚. Rizikem takového zpu˚sobu vývoje je fakt, že pokud
autor z neˇjakého du˚vodu prˇestane mít cˇas na vývoj knihovny, mu˚že projekt zcela zanik-
nout.
Zatím se však zdá, že autor odvádí dobrou práci. Prˇi pohledu do zdrojových kódu˚
frameworku jsem byl témeˇrˇ okamžiteˇ schopen identifikovat známé návrhové vzory a
pomeˇrneˇ snadno jsem se v kódu dokázal zorientovat. Trˇídy jsou prˇehledneˇ rozdeˇleny do
skupin a obsahují také hojné množství komentárˇu˚, díky kterým lze velmi rychle pocho-
pit, jak se která metoda chová a jakým zpu˚sobem ji lze použít. Struktura trˇíd grafu˚ na meˇ
však pu˚sobila dojmem, že pokud by programátor potrˇeboval vytvorˇit vlastní typ grafu,
který v knihovneˇ obsažen není, vyžadovalo by to od neˇj velké množství úsilí.
Velkým prˇínosem u této knihovny je dobrá dokumentace, která je dokonce lepší než u
knihovny CorePlot. Kromeˇ popisu základní struktury objektového návrhu jsou na webové
stránce projektu dostupné také ukázky a návody, jak vytvorˇit jednotlivé grafy. Tato doku-
mentace poskytuje naprosto dostacˇující podklady pro zacˇátky používání knihovny a pro
pokrocˇilejší úpravy mu˚že programátor využít komentárˇu˚ ve zdrojových kódech, které
jsou prˇítomny skoro u každé metody a trˇídy.
9Knihovna je vydaná pod licencí GPLv3, která rˇíká, že prˇi používání knihovny ve
svých zdrojových kódech musí autor spolu s binární verzí aplikace uvolnit i její zdro-
jové kódy. To však není moc vhodné pro tvorbu iPhone aplikací a distribuci prˇes AppS-
tore. Autor knihovny však nabízí možnost zakoupit jinou licenci, díky které nebude trˇeba
spolu s aplikací prˇikládat i její zdrojové kódy.
Framework obsahuje asi 8 ru˚zných grafu˚ nabízejících široké možnosti prˇizpu˚sobení.
Grafy nativneˇ podporují animace.
2.2.1 Výhody
• vytvorˇení jednoduchého grafu je snadné
• dobrý objektový návrh trˇíd, využívání známých návrhových vzoru˚
• velmi kvalitní a udržovaná dokumentace
• probíhá aktivní vývoj knihovny
• široké možnosti prˇizpu˚sobení vzhledu grafu˚
• nativní podpora animací
2.2.2 Nevýhody
• obtížneˇjší možnost sestavení vlastního grafu odvozeného ze základních komponent
v knihovneˇ
• neˇkteré vlastnosti grafu jsou závislé na porˇadí, v jakém jsou nastavovány (naprˇ.
pokud nastavím text titulku grafu a až poté jeho font, tak se už font nebere v úvahu.
Pokud chci zmeˇnit font titulku, musím ho nastavit drˇíve, než samotný text titulku.)
• výstup není vždy ideální – naprˇ. rozmazaný text v názvech os
• zdrojové kódy jsou pod licencí GPLv3, která prˇikazuje distribuovat s aplikací také
její zdrojové kódy. Jiný typ licence je zpoplatneˇný.
2.2.3 Ukázka zdrojového kódu
Ukázka vytvorˇení jednoduchého grafu je obsažena v sekci A, jako prˇíloha A.2.
2.3 iPhone Charting Library
Jako zástupce placených knihoven jsem vybral knihovnu iPhone Charting Library, která
je dostupná jak pro iPhone, tak pro iPad. Knihovna je ke stáhnutí na stránce http://
www.iphonechart.com/, prˇípadneˇ na stránce http://www.keepedge.com/products/
iphone_charting/, kde nalezneme i neˇkolik ukázek použití jednotlivých grafu˚. Li-
cence stojí $ 999 pro jednu aplikaci.
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Na webových stránkách nalezneme sekci novinek z vývoje frameworku. Nejaktuál-
neˇjší novinka je z cˇervna 2010 a zminˇuje vydání verze 1.0. Od té doby se asi nic neudálo,
proto soudím, že framework už není aktivneˇ vyvíjen a jeho zdrojové kódy jsou témeˇrˇ 2
roky zastaralé. Takže už nemusí být zarucˇeno, že budou stoprocentneˇ funkcˇní i v dnešní
dobeˇ. Další neprˇíjemností je licencˇní poplatek, který je nejenže pomeˇrneˇ vysoký, ale na-
víc je vyžadován zvlášt’ pro iPhone verzi knihovny a iPad verzi knihovny. Pokud chce
programátor využívat grafy v iPhone i iPad aplikaci, musí si zakoupit licence dveˇ.
Framework (jeho verze ke stažení zdarma) je dostupný pouze jako binární sdílená
knihovna (soubor s prˇíponou .a), ale v této knihovneˇ není zkompilovaná architektura
i386, pouze PowerPC, což znemožnˇuje spoušteˇní na iOS Simulátoru a kvu˚li tomu je apli-
kaci možné testovat pouze na reálném zarˇízení. Tento fakt znacˇneˇ zneprˇíjemnˇuje a hlavneˇ
zpomaluje vývoj prˇi použití této knihovny. Protože spolu s knihovnou programátor ne-
získá zdrojové kódy, je nucen prˇi používání knihovny spoléhat jen na dokumentaci prˇí-
tomnou na jejím webu. Našteˇstí tam však nalezneme prˇíklady pro vytvorˇení snad všech
druhu˚ grafu˚, které knihovna nabízí, takže ji lze relativneˇ úspeˇšneˇ používat. Toto rˇešení
ale nepovažuji za naprosto ideální.
Prˇi pohledu na ukázky zdrojových kódu˚ z webu lze usoudit, že struktura knihovny je
velmi jednoduchá. Každý graf je samostatná trˇída, která se nakonfiguruje pomocí svých
parametru˚ a poté se nechá zobrazit. Samotné zobrazení je možné pouze prostrˇednictvím
grafického kontextu (objekt CGContextRef, bude zmíneˇn níže v textu). Grafický kontext
je prˇístupný jen v urcˇitých okamžicích a vykreslování prˇímo pomocí neˇj je velmi limitu-
jící. V této knihovneˇ by naprˇíklad bylo velmi obtížné vytvárˇet animace grafu˚. Sama o
sobeˇ knihovna animace nepodporuje.
Na webové stránce projektu je vypsána více než dvacítka ru˚zných typu˚ grafu˚, které
framework podporuje. Ke všem jsou také velmi detailní prˇíklady jejich použití.
2.3.1 Výhody
• velká nabídka rozdílných typu˚ grafu˚
• k dispozici je velmi mnoho ukázkových prˇíkladu˚, které mohou usnadnit vytvárˇení
grafu˚
• snadné a rychlé vytvorˇení jednoduchého grafu
• grafický výstup je docela peˇkný, až na rozmísteˇní legendy grafu, která vypadá dost
rozházeneˇ
2.3.2 Nevýhody
• nestandardní rozhraní trˇíd – kód není prˇíliš podle zvyklostí jazyka Objective-C
• nedostupnost zdrojových kódu˚ a zastaralost distribuované binární podoby knihovny
• grafy je potrˇeba sestavit a vykreslit prˇímo v metodeˇ drawRect: prˇedáním objektu
CGContextRef, což je velmi limitující, naprˇíklad pro vytvárˇení animací grafu
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• není dostupná žádná dokumentace objektové struktury frameworku, takže je pro-
gramátor odkázán jen na ukázkové prˇíklady, které však nejsou vše vysveˇtlující
• nefunguje stoprocentneˇ – pokoušel jsem se vytvorˇit kolácˇový graf, ale ten se bohu-
žel z neznámých du˚vodu nevykreslil. Tento graf nefunguje ani v oficiální ukázkové
aplikaci demonstrující vlastnosti frameworku, která je prˇiložena v balícˇku spolu s
frameworkem. Ostatní grafy vypadají, že se vykreslují správneˇ.
• použití frameworku je zpoplatneˇno licencˇním poplatkem, je vyžadována zvlášt’ li-
cence pro iPhone a pro iPad
2.3.3 Ukázka zdrojového kódu
Ukázka vytvorˇení jednoduchého grafu je obsažena v sekci A jako prˇíloha A.3.
2.4 Ostatní knihovny
V této cˇásti zmíním neˇkteré další knihovny, na které jsem narazil. Tyto knihovny dnes už
nejsou prˇíliš použitelné pro reálný vývoj aplikací bud’to z du˚vodu jejich zastaralosti nebo
proto, že obsahují velmi malé množství grafu˚ a velmi omezené možnosti práce s nimi.
2.4.1 GraphX
Grafový framework sestavený pro Mac OS X aplikace. Domovská stránka projektu je
http://blog.oofn.net/projects/graphx/. Acˇkoliv obrázky na webu vypadají
docela slibneˇ, framework je v dnešní dobeˇ velmi obtížneˇ použitelný. Je totiž implemen-
tovaný pro velmi starou verzi Mac OS X primárneˇ ješteˇ pro architekturu PowerPC, která
se už neˇkolik let nepoužívá.
Zdrojové kódy po menších úpravách šly zkompilovat, tím však práce a úpravy na
nich nekoncˇí. Framework není uzpu˚sobený pro použití na iOS a obsahuje trˇídy, které
jsou dostupné jen pro Mac OS X. Pokud by chteˇl programátor tuto knihovnu použí-
vat, vyžadovalo by to veˇtší cˇasovou investici na úpravu zdrojových kódu˚, aby vu˚bec
šly zkompilovat pro iOS a zacˇít používat.
Vzhledem k tomu, že tato knihovna obsahuje jen 3 typy grafu˚ (histogram, korelacˇní
diagram a spojnicový graf), nedá se mluvit o reálném použití tohoto frameworku.
2.4.2 iVisualization
Na webové stránce projektu (http://www.ivisualization.com/) autorˇi tvrdí, že se
jedná o knihovnu, která nabízí témeˇrˇ jakýkoliv 2D a 3D graf. Je zde vypsáno také neˇkolik
dobrˇe zneˇjících vlastností knihovny. Avšak ke stažení je dostupná jen knihovna obsahující
kolácˇový graf. Navíc je knihovna dostupná pouze v binární podobneˇ, zkompilovaná pro
iOS 4.2. Prˇitom v dobeˇ psaní toto textu je aktuální verze iOS 5.1. Tedy knihovna opeˇt není
moc použitelná. Úsmeˇvný je také fakt, že spolu s knihovnou je prˇiložen dvoustránkový
dokument obsahující licencˇní text o tom, jak smí být kolácˇový graf používán.
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Kolácˇový graf je údajneˇ jen ukázkou cˇásti knihovny, ale na webu není žádná další
zmínka o tom, kde je možné získat kompletní knihovnu, ani jaké jsou podmínky k jejímu
používání. Dokonce tam ani není zmíneˇno, kdo je autorem kolácˇového grafu.
2.4.3 SM2DGraphView
Opeˇt framework pu˚vodneˇ sestavený pro platformu Mac OS X. Prezentován na webové
stránce http://developer.snowmintcs.com/frameworks/sm2dgraphview. Bo-
hužel tato knihovna je také velmi stará. Poslední verze Mac OS X, pro kterou byla sesta-
vena, je verze 10.5, a ta už se více než 2 roky nepoužívá. V dobeˇ psaní tohoto textu má
nejnoveˇjší verze porˇadové cˇíslo 10.7. Zárovenˇ je knihovna dostupná pouze pro Mac OS X
a vyžadovala by tedy znacˇného prˇepisování, aby šla použít pro iOS. Navíc obsahuje jen
3 typy grafu˚ – kolácˇový, spojnicový a sloupcový, takže není moc o co stát.
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3 Možnosti a varianty implementace
V této cˇásti se zameˇrˇím na nejcˇasteˇjší návrhové vzory, používané prˇi vývoji iPhone apli-
kací a porovnám jejich použitelnost pro implementaci mé knihovny. Také ukážu, jaké
možnosti grafického výstupu iOS nabízí, jak se vytvárˇí ru˚zné typy animací a naznacˇím
zvyklosti prˇi psaní zdrojového kódu v jazyku Objective-C.
Zámeˇrneˇ jsem se snažil v knihovneˇ použít co nejvíce návrhových vzoru˚ a rozdeˇlit
kód na logicky spolu související cˇásti. Kód je rozdeˇlen do oblastí podle své funkce. Je
to naprˇíklad kód, který zajišt’uje vykreslování obrazcu˚ na grafický kanvas, kód pro po-
cˇítání matematických výpocˇtu˚, reagování na dotyková gesta, a v neposlední rˇadeˇ trˇídy
obsluhující samotné grafy. Grafy využívají návrhové vzory pro práci se svými daty, za-
chytávání dotykových gest, kompozici více grafu˚ do jednoho celku a další.
Du˚kladneˇji tyto možnosti rozeberu a zhodnotím v následujících podkapitolách.
3.1 Návrhové vzory typické pro iOS
3.1.1 Delegát jako zdroj dat
Delegát je jedním z nejvíce využívaných návrhových vzoru˚ v celém iOS, a proto jsem se
rozhodl zakomponovat ho i do své grafové knihovny.
Tento návrhový vzor je mírnou napodobeninou známého vzoru Observer a slouží
k poskytování notifikací objektu˚m, které chteˇjí reagovat na události ve sledovaném ob-
jektu.
Princip je následující:
• sledovaný objekt definuje delegáta, který musí implementovat urcˇité metody ozna-
mující, že se udála neˇjaká událost
• jiný objekt mu˚že implementovat tyto metody a sám sebe prˇirˇadit jako delegáta ke
sledovanému objektu
• až nastane konkrétní událost, sledovaný objekt zavolá metodu svého delegáta (jež
je vlastneˇ objekt, který chce zachytit tuto událost), tudíž se zavolá jeho metoda a ob-
jekt v ní mu˚že udeˇlat, co uzná za vhodné. Sledovaný objekt prˇedá instanci sama
sebe jako parametr metody delegáta.
Toto chování lze znázornit na následujícím diagramu 1.
Velmi typickým použitím delegáta je zprostrˇedkování prˇístupu k datu˚m objektu. Tento
prˇístup využívá také jedna z nejpoužívaneˇjších komponent Cocoa Touch – UITableView,
proto jsem si z této trˇídy vzal inspiraci a zpu˚sob prˇedávání dat jsem napodobil. V mém
rˇešení graf nemá verˇejné promeˇnné, obsahující data, ale má objekt delegáta, kterého se
vždy na data dotáže. Tento princip používá také existující knihovna CorePlot pro prˇedá-
vání dat grafu˚m.
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Obrázek 1: Objekt Framework posílá zprávu svému delegátovi1
3.1.2 Datové série a prˇedávání dat v jednom objektu
Další možností, jak prˇedávat data grafu˚m, je vytvorˇit speciální objekt, který ponese všechny
hodnoty, které má graf obsahovat. Tímto zpu˚sobem je naprˇíklad rˇešeno prˇedávání dat
v knihovneˇ PowerPlot. Princip je takový, že uživatel grafu nejprve vytvorˇí pole typu klícˇ
⇒ hodnota, které poté prˇedá grafu a ten toto pole zobrazí v požadovaném vzhledu. Toto
rˇešení má však své nevýhody.
V první rˇadeˇ je to fakt, že musíme najednou vytvorˇit všechny hodnoty a uchovávat je
v objektu, což našteˇstí v prˇípadeˇ grafu, který obsahuje pouze cˇísla, není takový problém.
Tento problém by byl horší, kdyby graf potrˇeboval jako své hodnoty objekty, které jsou
velké a nárocˇné na pameˇt’. Z tohoto du˚vodu naprˇíklad komponenta UITableView pou-
žívá delegáta pro specifikaci rˇádku˚ tabulky, protože by to jednoduše bylo prˇíliš nárocˇné,
uchovávat všechny rˇádky jako pole objektu˚.
Druhou výhodou delegáta oproti poli objektu˚ je, že díky delegátu mu˚žeme zobra-
zit libovolné a nekonecˇné množství dat. Již zminˇovaný UITableView se naprˇíklad vždy
dotáže jen na rˇádky, které jsou aktuálneˇ viditelné. Nepotrˇebuje mít informaci o všech rˇád-
cích, protože veˇtšinu z nich stejneˇ zobrazit nemu˚že. Stejneˇ tak grafy by mohly zobrazit
nekonecˇná data nebo velmi dlouhou historii dat jednoduše dotázáním se delegáta zajiš-
t’ujícího data na pouhou podmnožinu dat. Teoreticky by neexistoval rozdíl mezi zobraze-
ním desítek hodnot nebo tisícu˚ hodnot. V prˇípadeˇ uchovávání velkého množství hodnot
jako pole objektu˚ by to byl obtížneˇ rˇešitelný problém.
3.1.3 View Controller versus View
U iOS aplikací je samozrˇejmostí používat návrhový vzor MVC, tedy oddeˇlovat logiku,
data a zpu˚sob jejich zobrazení. U grafu˚ se nabízí dvojí použití. Bud’to mu˚že graf vystu-
povat jako view controller a zabezpecˇovat celou logiku ovládání, nebo mu˚že být jen jako





Z du˚vodu jednoduchosti jsem se rozhodl pro použití grafu jako obycˇejného pohledu.
Díky tomu mohou do hry vstupovat další objekty a jednodušeji s grafem spolupraco-
vat, než kdyby to byl view controller. Zárovenˇ jsem si ponechal možnost vytvorˇit view
controller zahrnující více grafu˚ a uzpu˚sobit ho pro konkrétní analýzy dat a jiná prˇedprˇi-
pravená rˇešení.
3.1.3.1 Zobrazovací cyklus View Controlleru View controller v iOS typicky pro-
chází urcˇitým cyklem prˇi svém vykreslování. Základní trˇída, ze které všechny view con-
trollery deˇdí, je UIViewController.
1. nejprve dochází k inicializaci view controlleru, metodou init nebo
initWithNibName:bundle:
2. poté se zavolá metoda viewWillLoad oznamující, že se zacˇíná inicializovat po-
hled, který má view controller zobrazit
3. pohled se vytvárˇí metodou loadView. V této metodeˇ bud’to programátor pohled
sám inicializuje nebo pokud k vytvárˇení pohledu použil nástroj na tvorbu uživa-
telského rozhraní – Interface Builder – tak využije toho, že pohled se vytvorˇí sám
v implementaci loadView metody v materˇské trˇídeˇ, tudíž se o jeho vytvorˇení sám
starat nemusí
4. po vytvorˇení pohledu se zavolá metoda viewDidLoad, ve které mu˚že programátor
pohled dodatecˇneˇ upravit podle potrˇeby. Této metody se využívá zejména, pokud
jsou pohledy tvorˇeny v Interface Builderu
5. prˇi zobrazování view controlleru v aplikaci se zavolá metoda viewWillAppear:,
která oznamuje, že pohled se práveˇ zacˇíná zobrazovat
6. po zobrazení celého pohledu se zavolá metoda viewDidAppear: naznacˇující, že
zobrazení bylo ukoncˇeno
Toto jsou metody první poloviny zobrazovacího cyklu view controlleru – zobrazení.
Každá z teˇchto metod má svu˚j význam a programátor by meˇl veˇdeˇt, které kroky se v jaké
metodeˇ mají provádeˇt. Naprˇíklad metoda viewDidLoad se zavolá pouze prˇi úplneˇ prv-
ním vytvárˇení pohledu pro view controller, ale už se nevolá prˇi prˇepínání mezi view con-
trollery, protože view controller zu˚stává inicializován i se svým pohledem. Proto pokud
programátor chce prˇi každém zobrazeni controlleru zajistit vždy aktuální data, musí svu˚j
kód pro aktualizaci dat vložit do metody viewWillAppear:, která se volá prˇi každém
zobrazení view controlleru v aplikaci.
Druhá polovina zobrazovacího cyklu – skrytí view controlleru – je analogická k té




První dveˇ metody se volají prˇed každým prˇepnutím na jiný view controller. V nich
je naprˇíklad vhodné uložit zmeˇny, které se v pohledu a datech provedly. Druhé dveˇ me-
tody se volají pouze jednou, ve chvíli, kdy se má celý view controller odstranit z pameˇti,
což cˇasto bývá až prˇi vypnutí celé aplikace. Konecˇneˇ metoda dealloc zajistí samotné
zrušení objektu view controlleru a uvolneˇní pameˇti.
3.1.3.2 Pohled Pohled, tedy trˇída zdeˇdeˇná z UIView, je oproti view controlleru velmi
jednoduchý. Zobrazuje pouze informace, které má k dispozici. Jeho významnou vlast-
ností je, že v sobeˇ dokáže zakomponovat další pohledy a tedy vytvárˇet komplexneˇjší
soubor, vytvorˇený z více pohledu˚ najednou. Takto naprˇíklad funguje trˇída UITableView
používaná pro vytvárˇení tabulek. Zobrazuje jednotlivé rˇádky v tabulce, které jsou také
pohledy a každý z rˇádku˚ rovneˇž obsahuje své pohledy, kterými mohou být texty, tla-
cˇítka nebo obrázky. Pohled, který zobrazuje view controller, tedy cˇasto bývá velmi kom-
plexním složením neˇkolika menších pohledu˚. Samozrˇejmeˇ cˇím složiteˇjší pohled je, tím
nárocˇneˇjší je jeho zobrazení. Proto se neˇkteré techniky optimalizace výkonnosti aplikace
zabývají práveˇ snížením pocˇtu vnorˇených pohledu˚.
Cyklus zobrazování pohledu je následující:
1. inicializace pohledu a prˇedání obdélníku udávajícího rozmeˇr, ve kterém se pohled
má zobrazit
2. zavolání metody layoutSubviews, která zajistí rozmísteˇní prˇípadných sub-pohledu˚,
které pohled obsahuje
3. automatické zavolání metody drawRect: zajišt’ující vykreslení pohledu
Pokud se data pro pohled zmeˇní a je trˇeba vykreslit je znova, stacˇí zavolat metodu
setNeedsDisplay nebo setNeedsDisplayInRect: a pohled se sám prˇekreslí, až
prˇijde ta správná chvíle. Toto je du˚ležité – až prˇijde ta správná chvíle. Pohled není možné
vykreslit kdykoliv si programátor zamane. Tohle je cˇastou chybou zacˇínajících progra-
mátoru˚, kterˇí se snaží vykreslovat pohled naprˇíklad v metodách zachycujících dotykové
události. Správný postup prˇi zachycení události je pouze zmeˇnit vlastnosti pohledu a práveˇ
pomocí metody setNeedsDisplay mu oznámit, že se má prˇekreslit. iOS pravidelneˇ ta-
kovéto zmeˇny sleduje a pohled, který má nastaveno, že se má prˇekreslit, bude automa-
ticky prˇekreslen. Obecneˇ (s malými výjimkami) platí, že vykreslování by se meˇlo dít jen
a pouze v metodeˇ drawRect:. Metoda bude zavolána na vyžádání frameworku Cocoa
Touch ve chvíli, kdy bude vykreslení potrˇeba. Programátor by ji nikdy nemeˇl sám volat
v kódu.
3.2 Zpu˚soby grafického výstupu pro iOS
Prˇi diskuzi o pohledech a jejich zobrazování jsem už nakousl otázku samotného vykreslo-
vání pomocí grafického enginu. iOS nabízí neˇkolik možností vykreslování. Pokusím se je
ted’ krátce rozebrat jednu po druhé a prˇiblížit možnosti jejich použití pro úcˇely vytvárˇení
grafu˚.
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3.2.1 Graf složený ze spousty pohledu˚
Jedním z možných rˇešení je vytvorˇit graf jako složení více pohledu˚. Nejjednodušeji se
toto rˇešení dá prˇedstavit na sloupcovém grafu. Každý sloupecˇek by v tomto prˇípadeˇ byl
samostatný pohled.
Na prˇíkladu sloupcového grafu toto rˇešení vypadá (a dost pravdeˇpodobneˇ i je) velmi
jednoduché a rychlé. Pro každou hodnotu v grafu stacˇí rozhodnout výšku prˇíslušného
sloupce, vytvorˇit obdélník o této výšce a prˇidat ho jako sub-pohled na správnou pozici.
Navíc v takto sestaveném grafu by se také velmi jednoduše realizovaly animace, pro-
tože Cocoa Touch umožnˇuje programátorsky velmi snadno vytvárˇet animace pro zmeˇnu
velikosti, pru˚hlednosti cˇi rotaci celých pohledu˚.
Problém by však mohl nastat u grafu˚, které mají velký pocˇet hodnot. Tehdy by graf
obsahoval velký pocˇet sub-pohledu˚. Jak bylo již zmíneˇno, platí: cˇím veˇtší pocˇet sub-
pohledu˚, tím delší cˇas potrˇebný pro jejich vykreslení.
U ostatních typu˚ grafu˚ by mohla nastat rozdílná situace. Trˇeba spojnicový graf je jen
krˇivka, která se ru˚zneˇ klikatí naprˇícˇ stupnicí hodnot. Nevýhodou v této situaci je fakt,
že pohled se v základu vykresluje jako obdélník, ale spojnicový graf potrˇebuje vykres-
lit ne zrovna pravidelnou krˇivku cˇi lomenou cˇáru. Musela by se proto vytvorˇit neˇjaká
cˇára, podle které by se pohled serˇízl a teprve pak prˇidal do grafu. Ale práveˇ takovéto
definování krˇivky a serˇíznutí je velmi nárocˇné a proto je v této situaci výhodneˇjší krˇivku
vykreslit prˇímo, než ji vytvorˇit jen aby se podle ní serˇízl pohled, který se teprve prˇidá
jako sub-pohled.
3.2.2 CoreGraphics
Na nižší úrovni grafického výstupu je framework CoreGraphics. Ve skutecˇnosti tento
framework používají i pohledy, aby zobrazily samy sebe. CoreGraphics není objektový.
Je napsaný jako soubor funkcí z jazyka C, které zabezpecˇují vykreslování na grafický
kanvas. Toto vykreslování se deˇje, jak už jsem zmínil drˇíve, témeˇrˇ výhradneˇ v metodeˇ
drawRect: v jednotlivých pohledech.
Framework CoreGraphics je vhodný pro zobrazení 2D objektu˚, velmi hojneˇ je vyu-
žíván programátory a velmi dobrˇe optimalizován na straneˇ iOS, tudíž je velmi rychlý
a efektivní.
3.2.2.1 Architektura CoreGraphics Framework CoreGraphics je také neˇkdy nazý-
ván Quartz 2D. Oba tyto názvy z velké cˇásti oznacˇují to stejné. Základním stavebním
kamenem frameworku je grafický kontext – definovaný strukturou CGContextRef.
Princip vykreslování funguje tak, že získáme grafický kontext a jeho parametry neˇja-
kým zpu˚sobem modifikujeme, naprˇíklad prˇidáním krˇivky, barvy výplneˇ nebo specifikací
tloušt’ky cˇáry cˇi fontu. Poté kontext necháme vykreslit. Samotný objekt kontextu repre-
zentuje místo, kde se výstup má zobrazit. Nejcˇasteˇji se setkáme s kontextem pro vykres-
lování na displej telefonu (prˇípadneˇ obrazovku u desktopových aplikací), ale mu˚že to
stejneˇ tak být i PDF kontext, bitmapový kontext nebo kontext pro tisk na tiskárneˇ. Du˚le-
žité je, že stejný kód je možné vykreslit na ru˚zných místech jen zmeˇnou kontextu.
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Kromeˇ kontextu obsahuje CoreGraphics ješteˇ další datové typy pro uchovávání infor-
mací o použitých barvách, krˇivkách, obrázcích, vzorech, stínech a spousteˇ dalších. Tyto
objekty jsou veˇtšinou jen nositeli informace, jakým zpu˚sobem kontext upravit a vykreslit
co je potrˇeba.
Kontext v sobeˇ dokáže uchovávat neˇkolik grafických stavu˚. Vykresluje se vždy aktu-
ální grafický stav. Chceme-li tedy nastavit barvu a tloušt’ku cˇáry vykreslené kontextem,
použijeme k tomu funkce, které zmeˇní jeho aktuální grafický stav. Rutiny zajišt’ující vy-
kreslení pak tento aktuální stav použijí pro zobrazení výstupu. Grafický kontext si udr-
žuje zásobník takovýchto stavu˚. Vytvárˇením a úpravou stavu˚ lze pak docílit vytvorˇení
velmi komplexního obrazu i za pomocí takto jednoduchého systému.
Nový grafický stav se vytvárˇí voláním funkce CGContextSaveGState. Po vytvo-
rˇení se stav automaticky prˇidá na vrchol zásobníku. Po dokoncˇení vykreslování v tomto
stavu musí programátor zavolat funkci CGContextRestoreGState, která stav odstraní
ze zásobníku a jako aktuální prˇirˇadí ten, který byl uložen pod ním, a upraví parametry
grafického kontextu tak, aby odpovídaly aktuálnímu stavu. Je proto velmi du˚ležité ujistit
se, že volání teˇchto dvou metod je balancované, tedy po každém prˇidání stavu do zá-
sobníku následuje také jeho odebrání. Jinak se vykreslování zcela urcˇiteˇ nepodarˇí podle
našich prˇedstav.
Vybrané parametry kontextu, které souvisí s aktuálním grafickým stavem:
• transformacˇní matice aplikovaná na výstup (Current transformation matrix, CTM)
• maska výstupu (Clipping area)
• cˇára: šírˇka, zaoblení rohu˚, zaoblení konce, plnost cˇáry
• nastavení antialiasingu
• nastavení barvy výplneˇ a okraje
• hodnota pru˚hlednosti (alpha)
• použité barevné schéma
• text: typ a velikost fontu, mezery mezi znaky, mód vykreslování textu
• zpu˚sob prolínání výstupu s jinými grafickými stavy
Prˇi pocˇítání sourˇadnic bodu˚ zobrazovaných pomocí CoreGraphics je potrˇeba si uveˇ-
domit, že pocˇátek pro sourˇadnice pohledu je v levém horním rohu a vektory os smeˇrˇují
doprava a dolu˚, kdežto pocˇátek pro sourˇadnice grafického kontextu je v levém spodním
rohu a osy smeˇrˇují doprava a nahoru. Je tedy nutné y sourˇadnici vždy správneˇ prˇepocˇítat
tak, aby výsledný obraz nebyl zrcadloveˇ obrácený.
Popis architektury frameworku CoreGraphics byl prˇevzat z [8].
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Obrázek 2: Architektura OpenGL ES pro iOS2
3.2.3 OpenGL ES
iOS nabízí také možnost využití zobrazovacího enginu OpenGL ES sloužícího pro zobra-
zování 2D a 3D scén. Podporováno je OpenGL ES 1.1 a také OpenGL ES 2.0. Oboje jsou
multiplatformní soubory funkcí v jazyku C. Samotné funkce OpenGL ES jsou hardwa-
roveˇ akcelerované prˇímo na grafické karteˇ, cˇímž je docíleno velké výkonnosti.
3.2.3.1 Architektura OpenGL ES v iOS OpenGL ES je založeno na architekturˇe klient-
server. Aplikace, využívající OpenGL ES, volá funkce na OpenGL ES klienta. Ten zpracuje
volání a pokud je to nutné, pošle funkci dále ve formeˇ prˇíkazu pro OpenGL ES server. Kli-
ent zpracovává volání na CPU, server beˇží na GPU. Rozložení funkcí na klienta a server
a komunikace mezi nimi je specifická pro konkrétní implementaci a platformu OpenGL
ES a je ru˚zná pro iOS a pro Mac OS X.
Standard OpenGL ES nedefinuje spolupráci grafických funkcí se systémem. Každá
platforma proto musí poskytnout svoji vlastní implementaci funkcí pro vytvárˇení rende-
rovacích kontextu˚ a systémových framebufferu˚.
Renderovací kontext je vnitrˇní stav informací, který OpenGL ES používá. Každá apli-
kace musí mít svu˚j vlastní kontext a mu˚že jich používat i více.
Systémový framebuffer slouží k uchovávání prˇíkazu˚ pro vykreslování pomocí OpenGL
ES a bývá závislý na grafickém systému konkrétního zarˇízení, na kterém aplikace beˇží.




rˇuje tak, aby sdílel svá data se systémovou vrstvou Core Animation, která je jediným
vykreslovacím nástrojem pro iOS.
OpenGL ES je velmi výhodné z hlediska výkonnosti a plynulosti grafických animací
a je vhodné prˇedevším k renderování 3D scén. Pro vykreslování grafu˚, které v základu
budou jen ve 2D prostoru, je použití OpenGL možná prˇíliš prˇedimenzované. OpenGL je
dle mého názoru vhodneˇjší pro zobrazení celoobrazovkových scén a jejich animaci. Grafy
velmi pravdeˇpodobneˇ budou zobrazovány jen jako sub-pohledy ve view controllerech.
Další nevýhodou je zachycování dotykových událostí v OpenGL. Programátor má
prˇístup pouze k sourˇadnicím pixelu˚, kde došlo k dotyku, ale nemá žádné další dodatecˇné
informace. Naproti tomu prˇi vykreslování pomocí CoreGraphics mu˚žeme využít toho, že
graf deˇdí z UIView a umožnˇuje sofistikovaneˇjší zachytávání dotyku˚, naprˇ. pomocí trˇíd
zdeˇdeˇných z UIGestureRecognizer.
Popis architektury OpenGL ES byl prˇevzat z [9].
3.3 Animace prvku˚ na obrazovce
iOS nabízí široké možnosti animování prvku˚ v aplikacích. V této podkapitole ukážu, jaké
jsou možnosti zakomponování animací do iOS aplikace a jaké typy animací jsou vhodné
pro grafovou knihovnu.
3.3.1 Animace pomocí zmeˇny properties pohledu˚
Jednou z veˇcí, které lze díky frameworku Cocoa Touch deˇlat velmi jednoduše, jsou zá-
kladní animace v pohledech. Celý princip teˇchto animací spocˇívá v tom, že pohledu rˇek-
neme jakým zpu˚sobem se má animovat, jak dlouho animace má trvat a zbytek necháme
na neˇm. Animace se provede sama a vypadá vždy dobrˇe. Cocoa Touch umožnˇuje takto
animovat jen neˇkteré properties trˇídy UIView, které je možno tímto zpu˚sobem animovat.
Jejich výcˇet je vypsán v tabulce 1.
V soucˇasné dobeˇ existují dveˇ možnosti zápisu teˇchto animací. Ta starší spocˇívá v na-
definování animace pomocí statických metod trˇídy UIView a mu˚žeme ji rozdeˇlit na trˇi
cˇásti.
1. definice vlastností animace – délka trvání, zpoždeˇní zacˇátku, metoda zavolaná prˇi
zapocˇetí/dokoncˇení animace, kontext animace atp. K tomu slouží naprˇíklad me-
tody ([UIView beginAnimation:inContext:], [UIView
setAnimationDuration:] a další)
2. definice zmeˇn provedených beˇhem animace – zde nastavíme properties animova-
ného pohledu tak, jak je chceme po dokoncˇení animace
3. odsouhlasení animace – každou animaci je potrˇeba potvrdit pomocí metody [UIView
commitAnimations]. Tehdy se teprve provede
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property význam
frame Obdélník, ve kterém se pohled vykresluje. V závislosti na sourˇad-
ném systému nadrˇazeného pohledu.
bounds Obdélník, ve kterém se pohled vykresluje. V závislosti na svém
vnitrˇním systému nadrˇazeného pohledu.
center Strˇed trojúhelníku v závislosti na sourˇadném systému nadrˇaze-
ného pohledu.
transform Afinní transformace aplikovaná na pohled.
alpha Pru˚hlednost pohledu.
backgroundColor Barva pozadí pohledu.
contentStretch Obdélník definující oblast, která se mu˚že roztáhnout prˇi zmeˇneˇ
velikost pohledu (naprˇíklad prˇi zmeˇneˇ zobrazovacího módu dis-
pleje z landscape na portrait).
Tabulka 1: Vlastnosti UIView, které lze animovat
Druhým zpu˚sobem, jak takovouto animaci vytvorˇit, je použití bloku˚, tedy anonym-
ních funkcí. Tato metoda je ješteˇ jednodušší, avšak ne vždy použitelná, protože starší
verze iOS bloky nepodporují.
K tomuto prˇístupu se opeˇt využívají statické metody trˇídy UIView, naprˇíklad metoda
[UIView animateWithDuration:animations:completion:], jejíž konkrétní po-
užití je ukázáno v následujícím zdrojovém kódu:
CGPoint originalCenter = icon.center;
[UIView animateWithDuration:2.0
animations:^{













Výpis 1: Animace pohledu pomocí bloku˚
Tento kód bude beˇhem dvou sekund animovat posun ikony o 60 bodu˚ níže a po do-
koncˇení této animace se spustí další dvousekundová animace, která ikonu vrátí na její
pu˚vodní místo.
Je jasné, že tímto prˇístupem nelze docílit úplneˇ všech typu˚ animací. Zvlášteˇ neˇkteré
složiteˇjší animace takto vytvorˇit nelze a musí proto být použit jiný zpu˚sob.
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3.3.2 Rozsáhlejší animace pomocí Core Animation
Core Animation je další ze základních frameworku˚ zajišt’ujících zobrazování a animaci
objektu˚ na obrazovce. Je také hlavním nástrojem pro tvorbu animací. Prˇedchozí popiso-
vané animace, které UIView podporuje, interneˇ využívají trˇídy Core Animation.
Trˇídy Core Animation se dají rozdeˇlit do neˇkolika kategorií:
• trˇídy reprezentující vrstvy zobrazeného obsahu
• trˇídy pro animace a jejich cˇasování
• trˇídy sloužící jako definice rozvržení (layoutu) obsahu
• trˇídy spojující animace neˇkolika vrstev najednou do atomických transakcí
V této cˇásti se zameˇrˇím pouze na trˇídy definující animace a jejich cˇasovací funkce. Jsou
to trˇídy CAAnimation plus její potomci, a protokoly CAMediaTiming a CAAction.
Stejneˇ jako trˇída UIView, také trˇídy vrstev obsahu lze animovat zmeˇnou nastavení
jejich properties. Toto platí pro trˇídu CALayer a její potomky. CALayer ovšem dokáže
animovat mnohem více vlastností, než tomu bylo u UIView. Core Animation framework
umožnˇuje animovat bud’to vybrané atributy vrstev nebo obsah celé vrstvy najednou. Po-
užívá k tomu základní animace vytvárˇené zmeˇnou neˇkterých properties vrstev nebo tzv.
key-frame animace definující pru˚beˇh krok za krokem. Protokol CAMediaTiming urcˇuje
cˇasování, rychlost, pru˚beˇh a pocˇet opakování animace. Vrstvy také dokáží vyvolat ani-
maci jako odpoveˇd’ na události zachycené ve vrstveˇ. K tomu slouží již zminˇovaný proto-
kol CAAction.
Z hlediska cˇasování animací nabízí Core Animation už prˇedprˇipravené cˇasovací funkce
– s lineárním pru˚beˇhem, zpomalené nebo zrychlené v cˇase podle definované Beziérovy
krˇivky a neˇkolik dalších. Samozrˇejmeˇ existuje možnost definovat si svoji vlastní cˇasovací
funkci.
Pro vytvorˇení animace je nejdrˇíve potrˇeba vytvorˇit instanci trˇídy deˇdící z CAAnimation,
cˇasto se používá trˇída CABasicAnimation. Této instanci nadefinujeme, kterou property
vrstvy má animovat, dobu trvání animace, cˇasový pru˚beˇh, pocˇet opakování a další. Takto
vytvorˇenou animaci prˇirˇadíme libovolné vrstveˇ, tedy instanci trˇídy CALayer, pomocí
metody addAnimation:forKey:. Animace se automaticky provede. Celý princip ilu-











Obrázek 3: Pru˚beˇh základních funkcí pro cˇasování animací3
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[ theLayer addAnimation:hideAnimation forKey:@"animateOpacity"];
Výpis 2: Ukázka základní animace CAAnimation
O neˇco nárocˇneˇjší jsou key-frame animace. Trˇída CAKeyframeAnimation. Tento
druh animací jsem se snažil využít pro animování tocˇení kolácˇového grafu, prˇi simulaci
magnetického tlumeného kmitání kolem strˇedu výsecˇe. Ovšem jak jsem nakonec zjistil,
key-frame animace nebyly pro mé úcˇely dostacˇující. Požadovaný efekt sice bylo možné
realizovat, ale pu˚sobil prˇíliš umeˇle a neprˇirozeneˇ. Prˇestože jsem se snažil nastavit kroky
animace a její cˇasování tak, aby co nejveˇrneˇji simulovaly reálné chování, nepodarˇilo se mi
docílit uspokojivého výsledku.
Krokovací animace se vytvárˇí obdobným zpu˚sobem jako základní animace, jen s tím
rozdílem, že místo hodnoty na pocˇátku a na konci je potrˇeba nadefinovat sérii hodnot
a k ní prˇíslušící sérii cˇasovacích funkcí pro každý krok animace. Dále je nutno mít na
pameˇti, že pocˇet hodnot v sérii musí být roven pocˇtu kroku˚ animace, kdežto pocˇet cˇa-
sovacích funkcí je o 1 menší – každá cˇasovací funkce totiž definuje pru˚beˇh od jednoho
kroku k dalšímu.
Po vytvorˇení key-frame animace ji prˇipojíme k libovolné vrstveˇ opeˇt využitím metody
addAnimation:forKey:, jako kteroukoliv jinou animaci.
3.3.3 Vlastní implementace animací
Poslední možností, jak docílit animovaného obsahu, kterou zde popíši, je implementace
animace úplneˇ od nuly. Tento zpu˚sob je neˇkdy nezbytný, hlavneˇ pro složité animace,
které nelze vytvorˇit žádným z prˇedchozích zpu˚sobu˚. Nebo pro animace, které potrˇebují
precizní cˇasování a pru˚beˇh.
Princip spocˇívá v tom, že nastavíme cˇasovacˇ, který bude pravidelneˇ v požadovaném
intervalu volat metodu, která zpu˚sobí prˇekreslení pohledu. Pokud naprˇíklad požadu-
jeme animaci o rychlosti 40 oken za sekundu, musíme cˇasovacˇ nastavit tak, aby metodu
opakovaneˇ volal s periodou 1/40 sec.
V metodeˇ pak definujeme cokoliv je potrˇeba udeˇlat, aby mohl nastat další krok ani-
mace a pohled necháme prˇekreslit pomocí metody setNeedsDisplay. Pamatujme na
to, že v této metodeˇ se nesmíme pokoušet o vlastní kreslení, protože ješteˇ není ten správný
cˇas. Viz prˇedchozí cˇást textu 3.2.2 o CoreGraphics.
Tento styl animace je v mé knihovneˇ využíván pro prˇekreslování neˇkterých grafu˚.
V metodeˇ volané v každém kroku se zmeˇní neˇkteré properties grafu a zavolá se na neˇj
metoda setNeedsDisplay, díky které, až prˇijde cˇas vykreslování, se zavolá metoda
drawRect:, ta podle aktuálního nastavení properties graf vykreslí v požadované po-
dobeˇ.
Acˇkoliv toto rˇešení mu˚že na první pohled vypadat jako velmi neefektivní, funguje
naprosto plynule. I na slabším hardware (iPhone 3GS) a prˇi rychlosti 60 oken za sekundu.
Konkrétní ukázka tohoto prˇístupu k animacím bude uvedena v cˇásti 5.2.2, zabývající




4 Požadavky na vlastní rˇešení
4.1 Požadavky zadavatele – Inmite s.r.o.
Postup formulace požadavku˚ na grafovou knihovnu a funkcí, kterými bude disponovat,
s firmou Inmite s.r.o., byl velmi agilní. Prˇed zapocˇetím implementace byly dohodnuty jen
opravdu základní požadavky na neˇkteré typy interakcí a jen velmi málo typu˚ grafu˚. Bylo
to dáno hlavneˇ tím, že firma Inmite všechny své projekty rˇeší agilním zpu˚sobem a tedy
požadavky vznikají až v pru˚beˇhu vývoje produktu. Druhým du˚vodem bylo, že firma
Inmite prˇi zapocˇetí vývoje ve skutecˇnosti potrˇebovala do svých aplikací jen trˇi typy grafu˚,
a proto nemeˇla prˇesnou prˇedstavu, jaké další typy grafu˚ v budoucnu bude využívat.
Pro referencˇní prˇíklad k vizualizaci grafu˚ mi sloužila aplikace Roambi Analytics Vi-
sualizer4 a mým cílem bylo co nejvíce funkcˇneˇ napodobit neˇkteré grafy obsažené v této
aplikaci.
4.1.1 Základní požadavky frameworku
Mezi základní požadavky frameworku jsem zarˇadil ty, jež jsme dohodli spolecˇneˇ s firmou
Inmite s.r.o. Požadavky jsou rozdeˇleny do kategorií na funkcˇní, nefunkcˇní a na popis
funkcí a chování jednotlivých typu˚ grafu˚.
4.1.1.1 Funkcˇní
• Možnost interakce s grafy pomocí dotykových událostí
• Plynulé animace grafu˚ (minimálneˇ 40 fps)
• Možnost zobrazení grafu jak na iPhone, tak na iPadu
• Export grafu do PNG cˇi JPG obrázku
4.1.1.2 Nefunkcˇní
• iOS like styl požívání frameworku – využití delegátu˚ a data sourcu˚ (podobný styl,
na kterém je založena standardní komponenta UITableView)
• Peˇkneˇ vypadající grafy
• Uspokojivá rychlost vykreslování
• Jednoduchý zpu˚sob používání grafu˚ a jejich úpravy
4http://itunes.apple.com/us/app/roambi-analytics-visualizer/id315020789
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4.1.1.3 Požadované typy grafu˚ 5
1. kolácˇový
2. spojnicový s výplní
3. sloupcový
4.1.1.4 Obecné požadavky grafu˚ Meˇla by být možnost zobrazit více souboru˚ hod-
not v jednom typu grafu. Tzn. ve spojnicovém grafu více krˇivek pro ru˚zné série dat, ve
sloupcovém grafu pro každou sérii dat sloupce ru˚zných barev, atp.
U os grafu by meˇla být možnost nastavit si:
Z pohledu vizualizace:
• velmi du˚ležité: jestli jsou osy, major tickery/grid6 a minor tickery/grid, videˇt
• strˇedneˇ du˚ležité: barva osy, major tickeru/gridu a minor tickeru/gridu
• málo du˚ležité: tloušt’ka cˇar osy, major tickeru/gridu a minor tickeru/gridu
Z pohledu dat:
• velmi du˚ležité: mít možnost pro každý bod explicitneˇ nastavit popisek osy
• málo du˚ležité: mít možnost nastavit krok pro tickery
4.1.1.5 Kolácˇový graf Kolácˇový graf by meˇl umeˇt zobrazit barevné výsecˇe ve veli-
kosti tak, aby reprezentovaly data grafu prˇedaná. Základní vlastností grafu je možnost
otácˇení dotykem prstu. Programátor bude moci nastavit velikost grafu, barvu a hodnoty
pro každou výsecˇ. Bude mít také možnost nastavit barvu a tloušt’ku cˇáry oddeˇlující jed-
notlivé výsecˇe.
Graf umožní nastavit pozici zobácˇku, jenž bude poskytovat informace, která výsecˇ
je aktuálneˇ zobácˇkem oznacˇena a jaká je hodnota v této výsecˇi. Po prˇerušení tažení ko-
lácˇe bude graf nadále pokracˇovat v otácˇení setrvacˇným pohybem rychlostí úmeˇrnou té,
kterou dotyk skoncˇil. Navíc prˇi dokoncˇení setrvacˇného otácˇení se graf zastaví tak, aby
zobácˇek ukazoval do strˇedu naposledy vybrané kruhové výsecˇe. Animace zarovnání do
strˇedu mu˚že vypadat tak, že zobácˇek strˇed výsecˇe magneticky prˇitahuje a graf neˇkolikrát
osciluje, než se ve strˇedu výsecˇe zastaví.
5jelikož zadavatel primárneˇ požaduje pouze trˇi typy grafu˚, doplním do knihovny neˇkteré další dle svého
uvážení
6tickery jsou dílky na ose, grid je mrˇížka uvnitrˇ grafu zvýraznˇující neˇkteré hodnoty
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4.1.1.6 Spojnicový graf s výplní Tento typ grafu bude vypadat jako typický spojni-
cový graf, ale bude umožnˇovat nastavit výplnˇ oblasti mezi krˇivkou grafu a osou x. Výplnˇ
grafu mu˚že být jednolitá barva, barevný prˇechod nebo libovolný obrázek. Výplnˇ vznikne
tak, že se pozadí vykreslí prˇes celý obdélník grafu a poté se serˇízne podle datové krˇivky,
cˇást pozadí pod krˇivkou se ponechá, cˇást nad krˇivkou se zobrazovat nebude.
Graf bude reagovat na dotyky a tažení prstu. Prˇi dotyku se v grafu vizuálneˇ zvýrazní
hodnota na datové krˇivce odpovídající pozici dotyku prstu a zobrazí se svislá cˇára nazna-
cˇující hodnotu na ose X korespondující se zvýrazneˇnou hodnotou na krˇivce. Prˇi tažení
prstu se bude meˇnit vyznacˇená oblast a svislá cˇára tak, aby vyznacˇovaly vždy hodnotu,
na kterou ukazuje prst.
4.1.1.7 Sloupcový graf Bude obsahovat sloupce. Sloupce budou animovaneˇ ru˚st. Vý-
plnˇ sloupcu˚ bude stejná jako u spojnicového grafu s výplní – barva, barevný prˇechod
nebo obrázek. Graf bude umeˇt automaticky prˇizpu˚sobit šírˇku sloupcu˚ jejich pocˇtu a místu
vymezenému pro zobrazení grafu. Nereaguje na žádná dotyková gesta
4.2 Dodatecˇné požadavky na knihovnu
Po prozkoumání a zhodnocení existujících grafových knihoven jsem navrhl vlastní po-
žadavky, které doplnˇují ty od zadavatelské firmy, a zárovenˇ se snaží vyvarovat nedostat-
ku˚m existujících knihoven. Definoval jsem také dodatecˇné typy grafu˚, které považuji za
užitecˇné a vhodné pro zobrazení na iOS zarˇízeních. Celkem bude knihovna obsahovat
8 ru˚zných typu˚ grafu˚.
Mezi další vhodné požadavky patrˇí zejména:
• jednoduché vytvorˇení nového typu grafu použitím základních komponent knihovny
• možnost spojení více grafu˚ do komplexneˇjší studie
• každý graf podporuje animace
• graf se dokáže uspokojiveˇ zobrazit v ru˚zných velikostech a pomeˇrech stran
4.2.1 Dodatecˇné typy grafu˚
4.2.1.1 Spojnicový graf Typický spojnicový graf, který obsahuje krˇivku vytvorˇenou
spojením neˇkolika bodu˚. Tento graf je odvozen ze spojnicového s výplní s tím rozdílem,
že oblast pod krˇivkou dat je prázdná, tedy neobsahuje žádnou výplnˇ. Graf dokáže rea-
govat na stejná dotyková gesta, jako jeho obdoba s výplní.
4.2.1.2 OHLC burzovní graf Tento graf je hojneˇ využíván naprˇíklad pro zobrazování
pohybu akcií cˇi komodit a ostatních financˇních artiklu˚. Název OHLC pochází z anglic-
kého open, high, low, close a vyjadrˇuje cˇtyrˇi hodnoty v urcˇitém cˇasovém úseku – oteví-
rací, nejvyšší, nejnižší a uzavírací.
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Rozmezí nejvyšší a nejnižší hodnoty bude graf zobrazovat jako svislou cˇáru, uzavírací
a otevírací hodnoty budou zobrazeny jako krátké vodorovné cˇáry smeˇrˇující vlevo (ote-
vírací) a vpravo (uzavírací). Graf bude také podporovat alternativní zobrazení v podobeˇ
svícˇkového grafu. Toto zobrazení se liší jen tím, že rozmezí otevírací a uzavírací hodnoty
je zobrazeno v podobeˇ barevného obdélníku. Zelená barva naznacˇuje, že otevírací hod-
nota byla na zacˇátku cˇasového úseku nižší než uzavírací na jeho konci, opacˇný prˇípad je
znázorneˇn barvou cˇervenou.
Graf bude podporovat animaci zobrazení hodnot, prˇi které hodnoty jakoby vyrostou
nahoru a dolu˚ ze svého strˇedu. Nebude reagovat na dotyková gesta.
4.2.1.3 Bublinový graf Tento graf slouží pro zobrazení trojrozmeˇrných dat. Osy x a y
reprezentují jakékoliv hodnoty a trˇetí rozmeˇr je demonstrován velikostí bubliny v grafu.
Velikost bubliny je nutné zobrazit jako procentuální hodnotu tedy musí nabývat hodnot
z intervalu <0;1>. Graf automaticky urcˇí velikost bublin podle daných procentuálních
hodnot a upraví rozmezí os x a y tak, aby dokázalo pojmout i dodatecˇné navýšení roz-
meˇru˚ bublin. Barvu bublin je možné nastavit libovolneˇ.
Graf bude podporovat animaci, prˇi které se bublina z nulové velikosti zveˇtší na svu˚j
konecˇný rozmeˇr. Nebude reagovat na dotyková gesta.
4.2.1.4 Histogram Je jedním ze základních statických grafu˚. Zobrazuje distribuci dat
v urcˇitém intervalu hodnot pomocí sloupcového diagramu. Zárovenˇ dokáže v každém
intervalu procentuálneˇ vyjádrˇit i kumulativní hodnotu cˇetnosti vu˚cˇi soucˇtu všech hod-
not. Graf tedy obsahuje jednak sloupce, ale také krˇivku jiných hodnot. U každé kumu-
lativní cˇetnosti je vypsána prˇíslušná procentuální hodnota. Graf umožní nastavit výplnˇ
sloupcu˚, stejneˇ jako sloupcový diagram, a zvolit libovolnou barvu krˇivky kumulativních
cˇetností.
Prˇi animovaném zobrazení histogramu vyjíždeˇjí sloupce odspoda a zárovenˇ zleva do-
prava se postupneˇ objevuje krˇivka zobrazující kumulativní cˇetnost. Teˇsneˇ prˇed úplným
dokoncˇením animace se zobrazí samotné cˇíselné hodnoty kumulativní cˇetnosti. Graf ne-
bude reagovat na dotyková gesta.
4.2.1.5 Bodový graf (korelacˇní diagram) Je dalším z cˇasto používaných statistic-
kých grafu˚. Tento graf je charakteristický tím, že dokáže zobrazit více y hodnot prˇísluší-
cích jedné x sourˇadnici. Používá se na vyjádrˇení míry korelace mezi dveˇma statistickými
promeˇnnými. Graf umí takovéto body zobrazit jako malé barevné cˇtverecˇky rozmísteˇné
podle své pozice. Graf umožní nastavit libovolnou barvu teˇmto cˇtverecˇku˚m.
Prˇi animaci se cˇtverecˇky budou postupneˇ zobrazovat zleva doprava. Graf nebude
reagovat na dotyková gesta.
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5 Implementace vlastní grafové knihovny
Tato kapitola slouží k popisu procesu implementace grafové knihovny. Je zde zachyceno
mé bádání nad návrhovými vzory, které jsem v knihovneˇ použil a nad zpu˚sobem rozdeˇ-
lení zdrojových kódu˚ podle logických závislostí. Dále jsou zde poskytnuty ukázky neˇkte-
rých konkrétních problému˚ prˇi implementaci knihovny a zdu˚vodneˇní použitého rˇešení.
Poslední cˇást kapitoly poskytuje obecné povídání o možnostech grafického vykreslování
pro iOS.
5.1 Struktura a návrh z vyšší perspektivy
Protože programátorská knihovna je produkt, který bude využívat po dlouhou dobu
mnoho jiných programátoru˚, ne pouze já, považoval jsem za nezbytné na zacˇátku své
práce prˇemýšlet nad strukturou zdrojových kódu˚ a jejich logickým uskupením. Záro-
venˇ požadavkem firmy Inmite s.r.o. byla jednoduchost použití pro ostatní programátory.
Proto jsem se snažil komponenty knihovny navrhnout tak, aby splnˇovaly požadavek jed-
noduchosti a zárovenˇ, aby byly co nejsnazší na pochopení. Bez nutnosti prˇikládat zdlou-
havé manuály a návody na použití knihovny.
V této sekci uvedu základní stavební kameny knihovny a její strukturu z vyššího
pohledu návrhových vzoru˚ a logického seskupení zdrojových kódu˚.
5.1.1 Použité návrhové vzory
5.1.1.1 Model–view–controller (MVC) První a velmi známý návrhový vzor, který mi
„padl do oka“ byl MVC. Je to velmi rozšírˇený vzor mezi knihovnami a programova-
cími jazyky a samotný framework Cocoa Touch ho využívá velmi cˇasto. Pu˚vodneˇ jsem
uvažoval, že každý graf, vcˇetneˇ titulku, legendy a ostatních náležitostí, bude v základní
podobeˇ vystupovat jako view controller a bude mít svu˚j vlastní, prˇesneˇ definovaný po-
hled (view). Programátorovi, využívajícímu knihovnu, bude stacˇit jen definovat model,
pomocí neˇhož se graf dozví, jaké data má zobrazit. Po delším prˇemýšlení jsem ale dospeˇl
k názoru, že toto rˇešení je prˇíliš omezující a neumožnˇuje rozsáhlejší možnosti rozširˇování
trˇíd frameworku pro konkrétní použití.
Zvolil jsem tedy strategii, kdy je graf cˇisteˇ jen pohled (view) a je možné jej napojit
na zdroj dat. Samotný graf neobsahuje legendu cˇi titulek. Tu je možné prˇiložit zvlášt’.
Ponechal jsem však možnost spojit graf, legendu a další cˇásti a vytvorˇit si view cont-
roller, který bude samostatný a nezávislý. Aktuální rˇešení je více variabilní z du˚vodu, že
graf jako pohled lze vložit do jiných view controlleru˚ a používat jej jako kterýkoliv jiný
pohled. Na velmi podobném principu funguje také jedna z nejvíce používaneˇjších kom-
ponent Cocoa Touch frameworku – UITableView, ze které jsem si pro návrh vzal hodneˇ
inspirace.
Hierarchická struktura pohledu˚ a grafu˚ je prˇiblížena na obrázku 4.
Všechny grafy jsou potomky standardní komponenty UIView, díky které je možné
je vložit do view controlleru a obsluhovat je jako klasický pohled. Grafy, které jsou si












Obrázek 4: Trˇídní diagram hierarchie trˇíd grafu˚
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z trˇídy XYChartView, která zajišt’uje všechny potrˇebné výpocˇty, vykresluje osu, datovou
mrˇížku atp., ale neumí vykreslit samotná data grafu. Konkrétní grafy jsou nadstavba nad
touto trˇídou, která už spocˇítané hodnoty jen zobrazí bud’ jako cˇáru spojující jednotlivé
body, jako sloupce vedené od osy X nebo jiným potrˇebným zpu˚sobem. Ale už se nemusí
zajímat o vykreslení os, protože to je plneˇ v režii materˇské trˇídy.
5.1.1.2 Data prˇedávaná skrze objekt Data Source Možnosti napojení dat ke grafu
už jsem probíral v drˇíveˇjší cˇásti tohoto textu. Realizace je uskutecˇneˇna podle návrhového
vzoru delegát, typického pro Objective-C a framework Cocoa Touch. Každý graf definuje
delegáta urcˇujícího prˇesneˇ typ dat potrˇebných pro konkrétní graf.
Podobná deˇdicˇnost jako u grafu˚ se dá vytvárˇet i u jejich delegátu˚. Trˇída XYChartView
má svého delegáta XYChartDataSource, který požaduje data nutná pro zobrazení ja-
kéhokoliv grafu mezi osami x a y. Jaká tyto data jsou naznacˇují metody delegáta, které





− (NSString ∗)xyChart:(IMTXYChartView ∗)xyChart labelForAxisXTickAtIndex:(NSUInteger)
tickIndex;
− (NSNumber ∗)xyChart:(IMTXYChartView ∗)xyChart valueForPointAtIndexPath:(NSIndexPath ∗)
chartPath;
@end
Výpis 3: Definice protokolu IMTXYChartDataSource
Z metod Data Source vidíme, že každý graf, používající osy x a y potrˇebuje veˇdeˇt,
kolik krˇivek má zobrazit, kolik díku˚ je na ose X a jaké jsou popisky k teˇmto dílku˚m.
V poslední metodeˇ se Data Source dotáže na konkrétní y hodnotu pro konkrétní krˇivku
na konkrétním dílku osy x.
Pro vyjádrˇení pozice v grafu (který dílek na ose X pro kterou cˇáru v grafu) se používá
trˇída NSIndexPath rozšírˇená tak, aby obsahovala property plot oznacˇující porˇadové
cˇíslo krˇivky a property axisXTick oznacˇující porˇadí dílku na ose X.
Trˇídní hierarchie Data Source protokolu˚ jednotlivých grafu˚ je identická jako hierar-
chie samotných grafu˚, proto ji zde nebudu uvádeˇt.
5.1.1.3 Zachycení dotykových událostí a reakce grafu˚ Du˚kazem toho, že v pru˚-
beˇhu implementace se velmi cˇasto meˇní struktura trˇíd a pu˚vodních návrhu˚, je imple-
mentace zachycování dotykových gest v grafech. Pu˚vodneˇ byl mu˚j plán využít stejného
návrhového vzoru použitého pro Data Source. Každý graf by obsahoval svoji vlastní im-
plementaci pro zachycování dotykových událostí a poskytoval by další property – De-
legáta – oznamujícího, která událost byla práveˇ vyvolána. To je také zpu˚sob, jakým rˇeší
reakci na dotyková gesta trˇída UITableView.
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Záhy jsem ale zjistil, že více grafu˚ potrˇebuje reagovat na stejné dotykové události stej-
ným zpu˚sobem a tím pádem by mu˚j pu˚vodní návrh zpu˚sobil kopírování stejného kódu
do ru˚zných trˇíd. Proto jsem se pokusil vymyslet jiný zpu˚sob, který mi umožní znovu
použití již existujícího kódu.
Nejprve jsem uvažoval o použití návrhového vzoru Dekorátor, ale nakonec jsem tento
zámeˇr zavrhl, protože nebyl dostacˇující. Mé výsledné rˇešení využívá objektu˚ implemen-
tujících protokol XYChartTouchBehavior. Jak název protokolu napovídá, definuje do-
tykové chování použitelné jen pro grafy mezi osami x, y. Tento protokol obsahuje me-
todu, která chování grafu inicializuje a nastaví tak, aby bylo schopno spolupracovat
s konkrétním grafem a dále obsahuje delegáta, který zajišt’uje oznámení dotykových udá-
lostí zpu˚sobem, aby byly zachytitelné programátorem a ten je mohl dále zpracovat ve své
aplikaci.
Trˇída XYChartView pak uchovává pole objektu˚ implementujících tento protokol
a zabezpecˇuje spolupráci grafu s teˇmito objekty. Tento prˇístup umožnˇuje prˇidání dalšího
typu reakce na dotyková gesta pouze vytvorˇením nového objektu, implementujícího pro-
tokol XYChartTouchBehavior, a prˇirˇazením objektu do prˇíslušného pole v grafu. Graf
obsluhuje všechny tyto objekty, takže prˇirˇazením více objektu˚ je možné docílit neˇkolika
ru˚zných reakcí na ru˚zná dotyková gesta. Konkrétní zpu˚sob implementace tohoto vzoru
uprˇesním v další cˇásti tohoto textu.
5.1.2 Oddeˇlení kódu podle funkcˇnosti
Prˇi psaní obecné knihovny je du˚ležité nejen vytvorˇit dobrý návrh trˇíd a vazeb mezi nimi,
ale také udržet prˇehlednou a oddeˇlenou strukturu podle funkcionality a typu úlohy, které
trˇídy vykonávají.
Já jsem se prˇi psaní knihovny snažil o maximální oddeˇlení logicky spolu souvisejí-
cího kódu. Proto naprˇíklad trˇídy grafu˚ neobsahují žádný kreslící kód. Využívají jen jiné
prostrˇedníky, kterˇí se o kreslení postarají. Stejneˇ tak prˇi zachycování a zpracovávání doty-
kových událostí se animace grafu deˇjí na základeˇ matematických a fyzikálních výpocˇtu˚,
ale grafy ani dotyková chování nedokáží vyhodnocovat fyzikální výpocˇty. Jen využívají
trˇídy, které výpocˇty zabezpecˇují.
Struktura rozdeˇlení kódu do kategorií je patrná z následujícího obrázku 5.
V následujících podkapitolách tyto kategorie detailneˇji popíšu.
5.1.2.1 Matematické a fyzikální výpocˇty Acˇkoliv to na první pohled není zrˇejmé,
neˇkteré grafy potrˇebují notnou dávku matematiky a fyziky, aby docílily prˇirozených ani-
mací. Je to zejména kolácˇový graf, který prˇi svém otácˇení zjišt’uje úhlovou rychlost, po
ukoncˇení tažení prstem pokracˇuje otácˇení pohybem rovnomeˇrneˇ zpomaleným, a prˇed
zastavením vytvárˇí efekt magnetického prˇitahování do strˇedu výsecˇe, cˇehož je docíleno
tlumeným kmitavým pohybem.
Pro pocˇítání matematických a fyzikálních výpocˇtu˚ jsem zvolil nejjednodušší možnou
implementaci. Jednotlivé funkce jsou implementovány jako statické metody trˇíd. Toto
rˇešení jsem zvolil z toho du˚vodu, že potrˇebuji využívat velmi rozdílné matematické a fy-













Bar chart Line chart
OHLC/Candlestick 
chart
Bubble chart ScatterplotArea chart
Obrázek 5: Struktura rozdeˇlení kódu podle oblastí pu˚sobnosti
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obsluhujících matematiku. Výpocˇty jsem jen podle jejich vlastností rozdeˇlil do trˇíd Math,
Math2D a Physics. Samotný výpocˇet je tedy realizován zavoláním statické metody prˇí-
slušné trˇídy a prˇedáním potrˇebných argumentu˚ této metodeˇ.
Ukázka zjišt’ování výsledku fyzikálního výpocˇtu pro otácˇení grafu:






Výpis 4: Volání fyzikální funkce kmitavého pohybu
Díky zvolené úrovni oddeˇlení kódu je také mnohem jednodušší provádeˇní unit testu˚.
Všechny matematické a fyzikální výpocˇty jsou otestovány unit testy, aby se zajistila jejich
bezchybná funkcˇnost.
5.1.2.2 Vykreslování Veškerý kód, který obstarává vykreslování, je soustrˇedeˇn do
trˇíd implementujících jednoduchý protokol Drawable. Tento protokol obsahuje jedinou
metodu - (void)drawInContext:(CGContextRef)context. Každá trˇída imple-
mentující protokol Drawable musí prostrˇednictvím této metody zajistit, že se dokáže
správneˇ vykreslit v grafickém kontextu. Grafy obsažené v knihovneˇ potrˇebují vykreslo-
vat cˇáry, kruhové výsecˇe cˇi text. Pro každý z teˇchto vykreslitelných objektu˚ je definována
trˇída obsahující property a metody pro vytvorˇení správného objektu. A protože každý
z objektu˚ implementuje metodu drawInContex:, je možné jej snadno vykreslit na dis-
plej zarˇízení. Navíc díky zabalení vykreslování do trˇíd je možné jejich instance ukládat
a znovu je používat bez nutnosti jejich opeˇtovného inicializování.
5.1.2.3 Výplnˇ grafových oblastí Další logicky oddeˇlitelnou cˇástí kódu je tvorba vý-
plneˇ pro grafy. Identickou výplnˇ totiž mu˚že používat graf sloupcový pro vnitrˇek sloupcu˚,
graf spojnicový pro výplnˇ oblasti pod krˇivkou dat a jiné grafy. Proto jsem tento kód od-
deˇlil do zvláštních trˇíd a umožnil tak jeho znovupoužití kdekoliv v aplikaci.
Klícˇovým pro definici výplneˇ je protokol AreaFill:
@protocol IMTAreaFill <NSObject>
@required
@property (nonatomic, assign) CGFloat strokeWidth;
@property (nonatomic, retain) UIColor ∗strokeColor;
− (void)drawInRect:(CGRect)rect;
@end
Výpis 5: Definice protokolu IMTAreaFill
Metoda drawInRect: má za úkol vykreslit výplnˇ ve vymezené oblasti. Dále pro-
tokol obsahuje property, umožnˇující specifikovat barvu a tloušt’ku ohranicˇení výplneˇ.
Každý typ výplneˇ, at’ je to jednolitá barva, barevný prˇechod nebo obrázková výplnˇ, musí
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implementovat tento protokol. Díky této obecnosti graf nepotrˇebuje znát typ své výplneˇ.
Pracuje jen s obecným protokolem a nechává samotné vykreslení výplneˇ na konkrétním
objektu.
5.1.2.4 Implementace grafu˚ Velmi prˇirozeným rozhodnutím bylo sdružit dohromady
trˇídy související s jednotlivými grafy. Trˇídy tvorˇící implementaci jednoho konkrétního
grafu zacˇínají vždy stejným prefixem, vyjadrˇujícím typ grafu, a poté následuje urcˇení
role trˇídy. Tedy naprˇíklad u kolácˇového grafu mají trˇídy názvy PieChartView,
PieChartDataSource, PieChartDelegate, PieChartSlice apod.
5.1.2.5 Privátní a verˇejné trˇídy a metody, kategorie Z hlediska bezpecˇnosti kódu je
také vhodné uvažovat nad tím, které trˇídy budou verˇejné a viditelné zvencˇí a které bu-
dou sloužit jen pro interní potrˇebu knihovny a nemeˇly by být prˇístupné programátoru˚m
používajícím knihovnu.
Samotný framework Cocoa Touch, obsahuje velké množství privátních trˇíd. Nic však
není stoprocentní. Existují zpu˚soby jak privátní trˇídy odhalit a jak je používat. Spolecˇnost
Apple se však snaží všemožnými zpu˚soby volání soukromých trˇíd zabránit a pokud zjistí
tuto skutecˇnost, veˇtšinou to zpu˚sobí zamítnutí schválení aplikace do AppStore, jediného
místa, kde je možné aplikace prodávat.
Já ve své knihovneˇ také používám hrstku soukromých trˇíd, u kterých nechci, aby byly
viditelné zvencˇí. Pokud se neˇkde privátní trˇídy vyskytnou, jsou umísteˇny ve zvláštní
složce s názvem private. Jsou to veˇtšinou jednoúcˇelové implementacˇní úseky, vztahující
se ke konkrétnímu problému nebo grafu.
Avšak i verˇejné trˇídy obsahují podstatnou cˇást metod, které jsou privátní. Snažím se
všechny nepotrˇebné záležitosti schovávat prˇed okem programátora, aby prˇístupné roz-
hraní zu˚stalo co nejjednodušší a zárovenˇ umožnˇovalo budoucí rozšírˇení. Ve svém kódu
využívám privátní metody velmi cˇasto. Odhadem více než polovina metod, které trˇídy
mají, jsou privátní. Vychází to také ze skutecˇnosti, že je vhodneˇjší psát kratší metody za-
jišt’ující jednu konkrétní cˇinnost a ty pak používat vícekrát. Prˇesneˇ takovéto metody jsou
adepty na to, stát se privátními.
5.1.2.6 Zvyky pro psaní privátních metod Objective-C podporuje tzv. rozširˇování
trˇíd (class extensions). Zápis rozšírˇení je podobný definici rozhraní trˇídy, ale za názvem
trˇídy se ješteˇ prˇidávají prázdné závorky (), a zárovenˇ se už nespecifikují materˇské trˇídy,
ze kterých trˇída deˇdí.
Ukázka rozšírˇení trˇídy PieChartView:












@property (nonatomic, retain) NSMutableArray ∗dataValues;
@property (nonatomic, assign) NSInteger numberOfSlices;





Výpis 6: Rozšírˇení trˇídy IMTPieChartView
Dále se s rozšírˇením pracuje jako s klasickou definicí trˇídy – mohou se prˇidávat pri-
vátní promeˇnné, property cˇi metody. Nepsaným pravidlem také je, že všechny privátní
metody zacˇínají svu˚j název podtržítkem.
Rozšírˇení se definuje v souboru s implementací trˇídy (.m) v horní cˇásti souboru. Tím
se zajistí, že uvnitrˇ implementace jsou viditelné všechny metody, i ty privátní, ale nave-
nek lze použít jen ty, které jsou definované ve verˇejném hlavicˇkovém souboru.
5.1.2.7 Kategorie – rozšírˇení trˇídy bez nutnosti z ní deˇdit Na velmi podobném
principu, jako jsou trˇídní rozšírˇení, fungují také kategorie. Ve skutecˇnosti je trˇídní roz-
šírˇení speciálním typem kategorie, která nemá žádný název.
Kategorie je tedy další zpu˚sob, jak trˇídu rozšírˇit o nové metody. Tento zpu˚sob defi-
nuje verˇejneˇ použitelné metody všude, kde vložíme hlavicˇkový soubor kategorie. Velká
síla kategorií je v tom, že s jejich pomocí je možné prˇidávat metody do existujících trˇíd,
jejichž implementaci nemu˚žeme nebo nechceme meˇnit a dokonce i do trˇíd, jejichž im-
plementaci máme dostupnou jen ve zkompilované binární podobeˇ. To vše bez nutnosti
použití deˇdicˇnosti. Pomocí kategorií dokážeme jakékoliv trˇídeˇ fakticky prˇidat nové me-
tody. Tato vlastnost je typická pro jazyk Objective-C a nevyskytuje se v jiných známých
jazycích, jako je Java nebo C++.
Drˇíve jsem zmínil, že trˇídní rozšírˇení je kategorie beze jména, z toho plyne, že každá
kategorie musí mít své jméno. Druhým rozdílem mezi kategoriemi a rozšírˇeními trˇíd je,
že kategorie nedovolují definovat privátní promeˇnné, pouze property nebo nové metody.
Jinak je syntaxe rozhraní kategorie identická se syntaxí trˇídního rozšírˇení. Pro implemen-
taci platí, že za název trˇídy se navíc v závorkách prˇipisuje název kategorie.
Pro ukázku prˇikládám implementaci jednoduché kategorie ke trˇídeˇ NSIndexPath.
Definice:
@interface NSIndexPath (IMTXYChartView)








+ (NSIndexPath ∗)indexPathForAxisXTick:(NSInteger)axisXTick inPlot:(NSInteger)plot {









Výpis 8: Implementace kategorie NSIndexPath
5.2 Zajímavé ukázky z implementace knihovny
Prˇi tvorbeˇ knihovny jsem se setkal s neˇkterými implementacˇními úseky, které bych na
tomto místeˇ rád zmínil. Neˇkteré z nich prˇibližují myšlenky, které jsem naznacˇil drˇíve
v textu, jiné popisují situace, které nejsou na první pohled patrné a hledání jejich správ-
ného rˇešení vyžadovalo veˇtší míru experimentování a testování ru˚zných prˇístupu˚ v im-
plementaci.
5.2.0.8 Zachycování dotykových událostí Jak jsem již drˇíve zmínil, v pru˚beˇhu im-
plementace zachycování dotykových událostí jsem zjistil, že potrˇebuji prˇepracovat své
pu˚vodní plány a navrhl jsem proto rozhraní XYChartTouchBehavior, které jsem po-
psal v drˇíveˇjší cˇásti tohoto textu. Nyní detailneˇ rozeberu, jak zachycování gest pomocí
dotykových chování funguje. Prˇedtím však ukáži, jak se obecneˇ rˇeší zachycení dotyku˚ na
iOS.
Pro zachycení dotykových událostí je velmi výhodné použít podtrˇídy
UIGestureRecognizer. Protože tyto trˇídy definované frameworkem Cocoa Touch
umožnˇují velmi jednoduché zachycení konkrétních gest – t’uknutí (tap), tažení prstem
(pan), otácˇení (rotate), roztahování (pinch), a mnoho dalších.
Práce s gesture recognizery je následující:
1. vytvorˇení gesture recognizeru
Prˇi vytvárˇení gesture recognizeru specifikujeme target a action neboli objekt
a jeho metodu, která se na neˇj má zavolat prˇi sledování pru˚beˇhu gesta.
_panGesture = [[UIPanGestureRecognizer alloc] initWithTarget:self action:@selector(
panChartArea:)];
Výpis 9: Inicializace gesture recognizeru
2. prˇirˇazení recognizeru k pohledu




Výpis 10: Prˇirˇazení recognizeru k pohledu
3. sledování pru˚beˇhu gesta
Pru˚beˇh gesta sledujeme práveˇ metodou, kterou jsme specifikovali prˇi inicializaci
recognizeru.
Tato metoda musí prˇebírat jeden parametr, kterým je samotný gesture recognizer.
Recognizer ji zavolá ve chvíli, kdy se neˇjak zmeˇní stav gesta a do parametru prˇedá
sám sebe. Uvnitrˇ metody, prostrˇednictvím objektu recognizeru, zjistíme sourˇadnice
doteku v pohledu, stav gesta (zapocˇetí, pru˚beˇh, ukoncˇení,..) a jiné vlastnosti. Neˇ-
které vlastnosti jsou specifické pro konkrétní gesta, naprˇíklad gesto pro tažení prs-
tem poskytuje informaci o rychlosti pohybu prstu, gesto pro rotaci zná úhel aktu-
álního otocˇení, apod. Zde vidíme sílu použití recognizeru˚. Programátor tyto údaje
nemusí sám pocˇítat, ale recognizer je spocˇítá za neˇj.
Výpis nejcˇasteˇji zachycovaných stavu˚ recognizeru:
• UIGestureRecognizerStatePossible – z obdržených dotyku˚ ješteˇ nebylo kon-
krétní gesto rozpoznáno, ale je možné, že se tomu tak stane po zachycení více do-
datecˇných dotyku˚
• UIGestureRecognizerStateBegan – z dotyku˚ bylo rozpoznáno, že se jedná
o požadované gesto
• UIGestureRecognizerStateChanged – dotyky déle trvajícího gesta pokracˇují
• UIGestureRecognizerStateEnded – z dotyku˚ bylo rozpoznáno správné ukon-
cˇení gesta
• UIGestureRecognizerStateCancelled – recognizer obdržel dotyky, které za-
prˇicˇinily ukoncˇení gesta (naprˇíklad prˇi rozpoznání jiného gesta, které pohled sou-
beˇžneˇ zachycuje)
• UIGestureRecognizerStateFailed – recognizer obdržel sekvenci neˇkolika do-
tyku˚, kterou není schopen rozeznat jako soucˇást žádného gesta
Nyní jsme si ukázali, jak používat gesture recognizery. To je však jen jedna cˇást samot-
ného reagování na dotyková gesta. Poté, co gesto v grafu zachytím, chci na neˇj reagovat
a reflektovat zmeˇny v pohledu. To se deˇje v metodeˇ zachycující stav gesta. Avšak je nutno
mít na pameˇti fakt, že v této metodeˇ nemu˚žeme vykreslovat uživatelské rozhraní pomocí
funkcí CoreGraphics, protože jak už jsem zmínil drˇíve, vykreslování je možné jen v urcˇité
správné chvíli, což však není chvíle, kdy je zachycena událost. Až tato chvíle prˇijde, bude
zavolána metoda drawRect:. Proto se prˇi zachycení dotyku pouze poznacˇí údaje o do-
tyku a prˇepocˇítají se hodnoty potrˇebné pro dodatecˇné kreslení a na sledovaný pohled
se zavolá metoda setNeedDisplay. Ta zpu˚sobí, že pohled se prˇekreslí, jak nejdrˇíve to
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bude možné. V metodeˇ drawRect: se pak podle vypocˇítaných hodnot vykreslí to, co je
potrˇeba.
Prˇesneˇ na tomto principu fungují v grafové knihovneˇ trˇídy implementující protokol
XYChartTouchBehavior. Navíc to jsou trˇídy, které deˇdí z UIView. Prˇirˇazením doty-
kového chování do grafu se objekt chování vloží jako sub-pohled ke grafu a nastaví sám
sobeˇ dotykový recognizer. V hierarchii pohledu je objekt dotykového chování umísteˇn
nad grafem a celý ho prˇekrývá. Prˇi zachycení dotyku prˇekresluje sám sebe a není tedy
nutné znova vykreslovat celý graf, což je efektivní z hlediska cˇasové nárocˇnosti. Navíc
toto usporˇádání umožnˇuje široké možnosti zvýrazneˇní grafu, aniž by bylo ovlivneˇno sa-
motné zobrazení dat. Objekt dotykového chování si také drží instanci grafu, ve kterém
zachycuje události, takže má možnost i ovlivnit tento graf, zmeˇnit ho, prˇípadneˇ ho prˇe-
kreslit.
Ukázkovou implementaci takového objektu si lze prohlédnout na prˇiloženém CD
v souboru /src/lib/IMTCharts/IMTCharts/IMTXYChartTouchPanBehavior.m.
5.2.1 Prˇepocˇítání hodnot grafu teˇsneˇ prˇed jeho vykreslením
Požadované chování grafu˚ je takové, že programátor mu˚že kdykoliv nastavit neˇjakou
property a graf by meˇl toto nastavení správneˇ reflektovat. To však není úplneˇ triviální
problém, vzhledem k tomu, že graf ideálneˇ potrˇebuje vypocˇítat hodnoty dat, která má
zobrazit, drˇíve, než beˇhem jejich vykreslování. Je tedy potrˇeba najít zpu˚sob, jak zajistit,
že hodnoty budou prˇepocˇítány prˇed samotným vykreslováním, ale ne prˇíliš brzo, aby
dokázaly reflektovat zmeˇnu hodnot grafu, kterou programátor provedl.
Pocˇítání teˇchto hodnot hned prˇi inicializaci grafu by bylo nevhodným rˇešením, pro-
tože po inicializaci bývá graf mnohokrát zmeˇneˇn, naprˇíklad je prˇipojen Data Source. Jako
rozumné rˇešení se zdá vypocˇítat hodnoty grafu po prˇirˇazení Data Source objektu, ale tím
by se už nereflektovaly zmeˇny, které se s grafem provedou poté, co už byl Data Source
prˇirˇazen. A to opeˇt nesplnˇuje požadavek reflektování všech zmeˇn, provedených kdyko-
liv.
Prˇi du˚kladném prozkoumání rozhraní trˇídy UIView, ze které všechny grafy deˇdí,
jsem zjistil, že UIView neposkytuje žádný zpu˚sob, jak získat notifikaci o tom, že se práveˇ
chystá být prˇekreslen. Jediné místo, které lze s jistotou použít pro rozpoznání, že graf
bude zobrazen, je metoda drawRect:, tedy metoda, která zajišt’uje samotné vykreslení.
To si ale mírneˇ protirˇecˇí s tím, co jsem zmínil drˇíve – prˇi vykreslování grafu by se už
nemeˇlo nic pocˇítat. Proto jsem se snažil co nejvíce pocˇítání optimalizovat a vykonávat
ho jen tehdy, když je skutecˇneˇ potrˇeba, když už ho tedy budu muset deˇlat v metodeˇ pro
vykreslování grafu.
− (void)drawRect:(CGRect)rect {
if (! _dataIsValid) {
[ self prepareForDrawing];
}




if ( self .showAxisY)
[ self drawAxisYInRect:self.axisYFrame];
}
Výpis 11: Implementace metody drawRect: ve trˇídeˇ XYChartView
Zavedl jsem privátní booleovskou promeˇnnou _dataIsValid, která udržuje infor-
maci o tom, jestli jsou data grafu aktuální. Data grafu se prˇepocˇítávají jen tehdy, pokud
validní nejsou. Naopak, pokud dojde k požadavku vykreslení grafu, jehož data jsou stále
validní, není potrˇeba je znovu vyhodnocovat a okrádat se tak o výpocˇetní cˇas.
5.2.2 Rotace kolácˇového grafu pomocí cˇasovacˇu˚ a fyzikálních funkcí
Implementace otácˇení kolácˇového grafu nebyla vu˚bec jednoduchá. Nejnárocˇneˇjší bylo
zejména setrvacˇné otácˇení a také efekt magnetického prˇitahování strˇedu výsecˇe prˇi ukon-
cˇování rotace. Nejdrˇíve jsem se pokoušel tyto animace implementovat pomocí trˇídy
CAAnimation a standardních cˇasovacích funkcí z Cocoa Touch. Ale výsledek nebyl ide-
ální a nevypadal prˇirozeneˇ. Dospeˇl jsem tedy k názoru, že pro skutecˇneˇ realistický vý-
sledek musím do hry zapojit skutecˇnou fyziku, a proto bylo potrˇeba vytvorˇit fyzikální
funkce, které dokáží simulovat reálné otácˇení kotoucˇe.
Oba druhy otácˇení, setrvacˇné i magnetické prˇitahování do strˇedu, fungují na stejném
principu. Je vytvorˇen cˇasovacˇ, který neˇkolikrát, podle frekvence oken za sekundu, volá
metodu, ve které se spocˇítá posunutí za daný cˇasový okamžik a vyvolá se prˇekreslení
grafu. Pro zjišteˇní posunu se využívají fyzikální funkce pro rovnomeˇrneˇ zpomalený po-
hyb (1) a pro tlumené kmitání (2).
s = v · t− 1/2 · a · t2 (1)
y = e−d·t · Y · sin(ω · t+ φ) (2)
Prˇed samotným zapocˇetím animace je nutné spocˇítat pocˇátecˇní hodnoty nezbytné pro
fyzikální výpocˇet. Pro kmitání kolem strˇedu výsecˇe jsou to hodnoty kmitavého pohybu –
pocˇátecˇní fáze, maximální amplituda, pocˇátecˇní úhlová rychlost a polomeˇr rotace. Navíc,
protože každá kruhová výsecˇ je jinak veliká a pro správný efekt musí kmitavý pohyb
probíhat v rozmezí odchylky <π2 ;−π2>, probíhá na zacˇátku mapování úhlové vzdálenosti
výsecˇe na tento interval, ve kterém se kmitání pocˇítá.
_oscillationTransformationRatio = M_PI_2 / maxAngle;
_oscilationPhase = [self angleToMiddleOfSliceWithIndex:sliceIndex] ∗
_oscillationTransformationRatio;




CGFloat zeroVelocity = 3.0f;
_oscilationVelocity = ( initialVelocity + zeroVelocity) ∗ _oscillationTransformationRatio ;





Výpis 12: Inicializace hodnot pro animaci magnetického prˇitahování do strˇedu výsecˇe
kolácˇového grafu
Prˇi urcˇování posunu v každém okneˇ animace se tato vzdálenost opeˇt prˇepocˇítává na
skutecˇnou vzdálenost ve výsecˇi. O tuto vzdálenost se pak posune kolácˇ grafu a pokracˇuje
se dalším krokem animace.
// vypocitani okamzite odchylky v case t0 a t1 pomoci promennych _oscilationMaximumAmplitude,
// _oscilationVelocity , _oscilationPhase, _oscillationTime a~fyzikalnich funkci
// y0 = ...
// y1 = ...
CGFloat fi0 = asinf (y0 / _oscilationRadius) / _oscillationTransformationRatio ;
CGFloat fi1 = asinf (y1 / _oscilationRadius) / _oscillationTransformationRatio ;
CGFloat angleShift = fi0 − fi1 ;
_rotationImmediateVelocity = angleShift / timeStep;
_wheelView.transform = CGAffineTransformRotate(_wheelView.transform, −angleShift);
[ self didRotateWithAngle:angleShift];
Výpis 13: Vypocˇítání okamžité odchylky prˇi oscilaci kolácˇového grafu
5.2.3 Animované nacˇítání grafu˚
Jedním z mých požadavku˚ na knihovnu bylo animované nacˇítání grafu˚. Jednak proto,
že existující knihovny animace témeˇrˇ nepodporují, a také hlavneˇ proto, že animace jsou
standardním prvkem iOS aplikací, na které jsou uživatelé zvyklí a ocˇekávají je. Práveˇ
peˇkné animace jsou jedním z tzv. „wow efektu˚“, jež mu˚že vývojárˇ do aplikace zakom-
ponovat a zaujmout tak svého zákazníka. Pokud si uživatel hraje s neˇjakým prvkem gra-
fického rozhraní jen, protože se mu líbí animace, je to velký úspeˇch pro programátora.
O podobný úspeˇch jsem se snažil i já prˇi návrhu animací v grafech. Samozrˇejmeˇ všeho
musí být s mírou a animace by meˇly být decentní a rychlé. Standardní doba trvání ani-
mace se pohybuje okolo 1/3 sekundy.
Všechny grafy zobrazené mezi osami x a y využívají jednotný princip animací. Tento
princip ukážu na prˇíkladu animace histogramu. Pro prˇipomenutí, animace histogramu
má 3 cˇásti:
1. vyru˚stání sloupcu˚ grafu˚ od osy x smeˇrem nahoru
2. zobrazování krˇivky kumulované cˇetnosti zleva doprava
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3. zobrazení cˇíselných hodnot krˇivky v záveˇru animace
Animace zacˇíná zavoláním metody reloadDataAnimated:, která ji inicializuje a spustí






_animationDistortion = CGSizeMake(1.0f, 0.0f);




Výpis 14: Implementace metody Histogramu reloadDataAnimated:
V každém kroku animace je zavolána metoda animationStep:, jejímž úkolem je
upravit hodnotu promeˇnné _animationDistortion a vyvolat prˇekreslení grafu po-
mocí metody setNeedsDisplay.
− (void)animationStep:(NSTimer ∗)timer {
_animationDistortion = CGSizeMake(1, [self displacementsForDefaultExponentialAnimation][
_animationTimeStep++]);
[ self setNeedsDisplay];
if (_animationTimeStep >= kAnimationTimeSteps) {
[ timer invalidate ];
_animationDistortion = CGSizeMake(1.0f, 1.0f);
}
}
Výpis 15: Krok animace v histogramu
Prˇi vykreslování grafu je využito faktu, že promeˇnná _animationDistortion na-
bývá hodnot z intervalu <0; 1> v závislosti na aktuálním pru˚beˇhu animace – na zacˇátku
je nulová, na konci má hodnotu 1.
V prvním kroku animace, náru˚stu sloupcu˚, se vynásobí konecˇná výška každého sloupce
hodnotou _animationDistortion, tím se zajistí, že beˇhem animace sloupce porostou
podle této hodnoty.
Dalším krokem je postupné zobrazování krˇivky kumulativní cˇetnosti zleva doprava.
Tohoto efektu je docíleno tak, že krˇivka se ve skutecˇnosti vykreslí celá, ale poté se na ni
aplikuje omezující obdélník, tzv. clipping path (tento princip bude popsán níže v textu),
který zpu˚sobí vykreslení jen cˇásti krˇivky. Podle hodnoty _animationDistortion se
meˇní šírˇka obdélníku, od nulové po šírˇku celého grafu.
Konecˇneˇ posledním krokem je uzavrˇení animace zobrazením cˇíselných hodnot popi-
sujících krˇivku kumulativní cˇetnosti. Toho docílíme jednoduchou podmínkou, rˇíkající, že
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text se vykreslí až tehdy, pokud se hodnota _animationDistortion blíží cˇíslu 1, což
naznacˇuje ukoncˇení animace.
Všechny tyto kroky jsou zpracovávány v metodeˇ drawChartAreaInRect: sloužící
k vykreslení grafu pomocí grafického kontextu. Zdrojový kód této metody je zahrnut
sekci A jako prˇíloha A.4.
5.2.4 Ukládání UIView do obrázku nebo PDF souboru
Díky nezávislosti objektu UIView na kontextu, ve kterém se vykresluje, je velmi jedno-
duché uložit pohled jako obrázek nebo PDF soubor. Stacˇí si jen místo kontextu kreslícího
na displej vytvorˇit PDF kontext nebo obrázkový kontext a nechat do neˇj existující pohled
znovu vykreslit pomocí metody [CALayer renderInContext:]. PDF kontext se vy-
tvárˇí pomocí volání funkce CGPDFContextCreateWithURL, jak lze videˇt na následující
ukázce kódu:
CGRect mediaBox = self.bounds;





[ self . layer renderInContext:ctx];
CGPDFContextEndPage(ctx);
CFRelease(ctx);
Výpis 16: Metoda kategorie UIView ukládající pohled jako PDF soubor
Pokud chceme pohled uložit do obrázku, je potrˇeba analogicky vytvorˇit kontext ob-
rázkový, pomocí funkce UIGraphicsBeginImageContextWithOptions. Díky tomuto
kontextu dokážeme z pohledu vytvorˇit objekt UIImage, se kterým mu˚žeme dále libo-
volneˇ nakládat. Naprˇíklad uložit ho do galerie obrázku˚ v telefonu pomocí funkce
UIImageWriteToSavedPhotosAlbum, odeslat ho jako prˇílohu emailem nebo ho uložit
jako soubor do dokumentu˚ aplikace a pracovat s obrázkem dále.
UIGraphicsBeginImageContextWithOptions(self.bounds.size, self.opaque, 0.0);
[ self . layer renderInContext:UIGraphicsGetCurrentContext()];
UIImage∗ image = UIGraphicsGetImageFromCurrentImageContext();
UIGraphicsEndImageContext();
Výpis 17: Transformace objektu UIView na objekt UIImage
Další cˇástí skládanky jsou funkce, které z instance trˇídy UIImage dokáží vytvorˇit
.jpg nebo .png soubor. Jsou to funkce UIImagePNGRepresentation
a UIImageJPEGRepresentation.
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V knihovneˇ jsou tyto funkce implementovány v samostatné kategorii trˇídy UIView.
Díky tomuto prˇístupu je možné kterýkoliv pohled uložit jako obrázek cˇi PDF soubor nebo
jej prˇevést na objekt UIImage.
Kompletní kód kategorie je k nahlédnutí v sekci A jako prˇíloha A.5.
5.3 Grafický výstup pomocí CoreGraphics
Veškeré vykreslování grafu˚ je zabezpecˇováno frameworkem CoreGraphics, který už byl
nepatrneˇ zmíneˇn v drˇíveˇjší cˇásti tohoto textu. V této cˇásti framework popíši du˚kladneˇji
s du˚razem na jeho reálné použití prˇi implementaci vykreslování objektu˚.
5.3.1 Základní princip vykreslování jednoduchých objektu˚
Základním stavebním kamenem je grafický kontext, který uchovává svu˚j aktuální gra-
fický stav. V principu jde o to, zmeˇnit neˇjakým zpu˚sobem grafický stav kontextu a poté
kontext vykreslit. Stav se meˇní pomocí funkcí, které zacˇínají prˇedponou GCContext. Na-
prˇíklad barvu výplneˇ lze zmeˇnit funkcí CGContextSetFillColor, šírˇku vykreslené
cˇáry lze nastavit funkcí CGContextSetLineWidth a spousty dalších. Neˇkteré objekty
Cocoa Touch, naprˇíklad UIColor, cˇi UIBezierPathmají své metody, které samy zmeˇní
vlastnosti grafického kontextu. Naprˇíklad nastavení barvy výplneˇ lze docílit také pomocí
metody [UIColor setFill].
Kontext, který mu˚žeme vykreslit, získáme jako návratovou hodnotu funkce
UIGraphicsGetCurrentContext.
CGContextRef context = UIGraphicsGetCurrentContext();
CGContextSetLineWidth(context, 2);
[[ UIColor redColor] setStroke];







Výpis 18: Ukázka vykreslení zeleného cˇtverce s cˇerveným okrajem
Z prˇedchozí ukázky kódu vidíme, že kreslení probíhá na kanvasu urcˇeném velikostí
pohledu. Vždy je potrˇeba kontext umístit do urcˇitého bodu a rˇíci mu, jak má kreslit.
V tomto prˇípadeˇ jsme vytvorˇili cestu (path) pomocí posunutí kontextu do pocˇátecˇního
bodu a neˇkolikerého prˇidání úsecˇky k cesteˇ použitím funkce CGContextAddLineToPoint.
Informace o cesteˇ se ukládají uvnitrˇ kontextu, zavoláním funkce CGContextDrawPath
se celý obsah kontextu vykreslí.
Samozrˇejmeˇ cestu nemusíme vytvárˇet jen za pomoci úsecˇek. Mu˚žeme do ní prˇidávat
také cˇásti kružnic, elipsy, obdélníky nebo libovolné krˇivky (Beziérovy, ale i jiné typy).
Pro ilustraci, graf LineChartView automaticky vytvárˇí krˇivku podle aktuálních dat
zobrazených v grafu a tuto krˇivku (neboli cestu) zobrazuje. K tomu se využívá metody
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[UIBezierPath stroke], která upraví kontext tak, aby cestu vykreslil jako jeden tah
šteˇtcem.
Zjednodušená ukázka vykreslení spojnicového grafu:
UIBezierPath ∗path = [self closingPathForPlotWithIndex:i];
//





Výpis 19: Ukázka vykreslení cesty pomocí CoreGraphics
Cˇasto je také potrˇeba vykreslit text. Toho lze velmi snadno docílit díky metodeˇ [NSString
drawInRect:withFont:], která text prˇímo zobrazí na kanvas pomocí aktuálního gra-
fického kontextu. Text bude vykreslen v daném obdélníku daným fontem. Prˇed tím, než
text budeme kreslit, veˇtšinou chceme veˇdeˇt, jak velký obdélník vlastneˇ bude zabírat. Pro
zjišteˇní této velikosti mu˚žeme použít metodu [NSString sizeWithFont:] vracející
velikost textu zobrazeného daným fontem.
UIFont ∗font = [UIFont systemFontOfSize:9.0f];
NSString ∗label = [ self .dataSource xyChart:self labelForAxisXTickAtIndex:i];
CGSize labelSize = [label sizeWithFont:font ];
CGRect labelFrame = CGRectMake(0, 0, labelSize.width, labelSize.height);
[ label drawInRect:labelFrame withFont:font];
Výpis 20: Ukázka vykreslení textu
5.3.2 Pixel perfect vykreslování
Prˇi kreslení tenkých cˇar a neˇkterých detailu˚ se mu˚že stát, že výsledek bude zobrazen
rozmazaneˇ. Souvisí to s hardwarovým omezením kreslení. CoreGraphics používá pro
sourˇadnice bodu hodnoty typu float, takže je možné naprˇíklad vykreslit cˇáru širokou
2,5 px. Ale samozrˇejmeˇ fyzický pixel nelze rozdeˇlit na polovinu. Takže cˇára o tloušt’ce
2,5 px se ve skutecˇnosti vykreslí na trˇi pixely a poslední pixel bude vybarven sveˇtlejší
barvou, což simuluje použití jen poloviny pixelu. Díky tomuto jevu mu˚že být vykreslo-
vání tenkých cˇar rozmazané, pokud si programátor nedá pozor na tuto skutecˇnost a ne-
prˇizpu˚sobí tomu sourˇadnice pocˇátku kreslení.
Prˇi vytvárˇení cˇáry vezme CoreGraphics aktuální pozici kontextu (lze nastavit na-
prˇíklad pomocí funkce CGContextMoveToPoint) a tato pozice se stane strˇedem cˇáry.
Kolem tohoto strˇedu se cˇára kreslí vždy na každé straneˇ polovinou své tloušt’ky. Po-
kud máme naprˇíklad cˇáru tlustou 2 px a zacˇínáme kreslit na pozici [10, 0], bude obarven
10. a 11. pixel od pocˇátku. Nyní, když si prˇedstavíme, že cˇára je široká pouze 1 pixel,
nastává problém, protože tehdy by se správneˇ meˇla zabarvit pravá polovina 10. pixelu
a levá polovina 11. pixelu. To však není fyzicky možné, proto se zabarví oba pixely, ale
sveˇtlejší barvou.
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Obrázek 6: Demonstrace grafického výstupu optimalizovaného pro pozice pixelu˚
Rˇešením problému rozmazaných pixelu˚ je sledovat tloušt’ku cˇáry a pocˇátek vykreslo-
vání. Prˇi liché tloušt’ce cˇáry posuneme pocˇátek o 0,5 px neˇkterým smeˇrem a díky tomu se
výsledek strefí prˇesneˇ do pozic pixelu˚. V prˇedchozím prˇípadeˇ bychom naprˇíklad zvolili
tloušt’ku cˇáry 1 px a pocˇátecˇní pozici [10, 5; 0], nyní by se zabarvil pouze jeden pixel, 10.
v porˇadí.
Na obrázku 6 je porovnání výstupu sloupcového grafu, který neoptimalizuje pozice
pixelu˚ (vlevo) a grafu, který pozice optimalizuje (vpravo).
5.3.3 Opakované kreslení cest, transformace, path clipping
Využívání cest má neˇkolik výhod. Pokud vykreslujeme výstup, který se pravidelneˇ opa-
kuje (naprˇíklad pravidelnou mrˇížku grafu), stacˇí vytvorˇit cestu pro jednu cˇást mrˇížky.
Tuto cestu uložit a poté ji vykreslit neˇkolikrát po sobeˇ, jen s posunutím sourˇadnic vykres-
lení. Díky tomuto prˇístupu bude vykreslování mnohem rychlejší. CoreGraphics používá
pokrocˇilé metody kešování teˇchto uložených cest, takže výsledná rychlost kreslení je op-
timálneˇjší, než kdybychom pokaždé cestu vytvárˇeli znova.
5.3.3.1 Posunutí a transformace grafického výstupu Posunutí sourˇadnic kreslení
se deˇje pomocí funkce CGContextTranslateCTM, která ve svých parametrech ocˇekává
x a y sourˇadnici posunutí. Prˇed každým voláním CGContextTranslateCTM by meˇl být
uložen soucˇasný stav kontextu pomocí funkce CGContextSaveGState, která zárovenˇ
inicializuje nový grafický stav a dá ho na vrchol zásobníku grafických stavu˚. Poté, co je
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vykreslování ukoncˇeno, zavoláme funkci CGContextRestoreGState, zmeˇníme sou-
rˇadnice posunutí na jinou pozici a celé vykreslení mu˚žeme opakovat znova. Takto lze
velmi rychle vykreslit opakující se grafické obrazce.
Posunutí je však jen jednou z transformací, které CoreGraphics nabízí. Vykreslený ob-
rázek je možné naprˇíklad pootocˇit o urcˇitý pocˇet radiánu˚ pomocí funkce CGContextRotateCTM,
zmeˇnit pomeˇry stran obrázku funkcí CGContextScaleCTM nebo na neˇj aplikovat jakou-
koliv afinní transformaci. Afinní transformace se vytvárˇí funkcí CGAffineTransformMake,
které musíme prˇedat hodnoty transformacˇní matice 3x3.
5.3.3.2 Omezení výstupu prˇipínací cestou Dalším cˇastým využitím cest je path clip-
ping, tedy prˇipnutí grafického výstupu dovnitrˇ uzavrˇené cesty. Tohoto principu mu˚žeme
využít naprˇíklad pro vykreslení obdélníku se zaoblenými rohy. Stacˇí ke kontextu prˇip-
nout cestu, která bude mít zaoblené rohy a pak kontext vykreslit. Zobrazí se jen oblast
ohranicˇená cestou. Stejného prˇístupu se využívá i v grafové knihovneˇ prˇi kreslení grafu
s výplní, který má barevneˇ vyznacˇenu oblast pod datovou krˇivkou až po osu x.
Ukázková implementace path clipping ve sloupcovém grafu s výplní:
// 1. vytvoreni cesty
UIBezierPath ∗path = [UIBezierPath bezierPath];
[path moveToPoint:CGPointMake(0, CGRectGetHeight(rect))];




// 2. ziskani vyplne
id<AreaFill> areaFill = [ self .dataSource areaChart:self fillForPlotAtIndex : i ];
// 3. ulozeni stavu, nastaveni clipping path, vykresleni
CGContextSaveGState(context);
[path addClip];
[ areaFill drawInRect:CGRectOffset(rect, −rect.origin.x, −rect.origin .y) ];
CGContextRestoreGState(context);
Výpis 21: Nastavení prˇipínací cesty ve sloupcovém grafu
V prvním kroku ukázky vytvorˇíme prˇipínací cestu rozšírˇením základní cesty ohrani-
cˇující hodnoty v grafu o okrajové body grafu tak, aby byla cesta uzavrˇená a zahrnovala
oblast od hodnot grafu po osu x. V druhém kroku zjistíme, jaká je výplnˇ grafu, pou-
žitím metody Data Source prˇíslušného grafu. Ve trˇetím kroku vytvorˇíme nový grafický
stav, tomu prˇipneme vytvorˇenou cestu a vykreslíme výplnˇ zdánliveˇ prˇes celou oblast ob-
délníku, ve kterém kreslení probíhá. Díky nastavené prˇipínací cesteˇ se grafický výstup
omezí jen touto cestou a nebude prˇekrývat celý obdélník.
Acˇkoliv jsou prˇipínané cesty velkým pomocníkem prˇi kreslení, jsou také cˇastým zdro-
jem chyb. Mnohokrát se stává, že samotné kreslení je správné, ale programátor omy-
lem nesprávneˇ nastaví prˇipínací cestu a výstup je pak úplneˇ jiný, než jsou jeho prˇed-
stavy. Pro odladeˇní prˇipínacích cest se doporucˇuje samotnou cestu vykreslit, abychom
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zjistili, na jakou oblast jsme výstup omezili. Vykreslení cesty se docílí jednoduše funkcí
CGContextStrokePath.
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6 Prˇehled podporovaných grafu˚ v knihovneˇ
Tato cˇást textu slouží jako rekapitulace, otestování a shrnutí prací, které jsem na grafovém
frameworku vykonával. Zmíním zde kompletní výcˇet všech grafu˚ a jejich ukázky. Pro
jejich otestování jsem vytvorˇil aplikaci zobrazující náhodná data.
6.1 Kolácˇový graf
Kolácˇový graf obsahuje bez pochyby nejvíce propracované animace a reakce na dotyková
gesta ze všech grafu˚ obsažených v knihovneˇ. Strávil jsem opravdu velké množství cˇasu
optimalizováním animací tak, aby se pokud možno co nejvíce podobaly reálnému sveˇtu.
Proto jsou v grafu zakomponovány nejru˚zneˇjší fyzikální principy. Dokonce si troufám
tvrdit, že animace tohoto grafu jsou kvalitneˇjší, než animace kolácˇového grafu obsaže-
ného v aplikaci Roambi, která mi byla pro tvorbu tohoto grafu vzorem.
6.1.1 Animace a efekty kolácˇového grafu
Graf obsahuje cˇtyrˇi ru˚zné efekty:
• Prˇi dotknutí se kolácˇe a tažení prstem se kolácˇ otácˇí a podává informace o zmeˇneˇ
aktuálneˇ vybrané výsecˇe, na kterou zobácˇek grafu ukazuje.
• Prˇi prˇerušení tažení a pozvednutí prstu z displeje graf pokracˇuje v rotaci zpoma-
lujícím se pohybem a stále poskytuje informace, kterými výsecˇemi pohyb aktuálneˇ
prochází. V cˇím veˇtší rychlosti byl pohyb tažení prstem ukoncˇen, tím déle bude
setrvacˇné otácˇení probíhat.
• Pokud se graf setrvacˇneˇ otácˇí tak pomalu, že už zobácˇek grafu nedojede do další
výsecˇe, zmeˇní se efekt otácˇení na simulaci magnetického prˇitahování strˇedu po-
slední výsecˇe k zobácˇku grafu. Graf kolem tohoto zobácˇku neˇkolikrát zakmitá. Po-
cˇet a rychlost kmitu˚ je závislá na velikosti výsecˇe a rychlosti, s jakou se kolácˇ prˇed
zapocˇetím efektu pohyboval.
• Prˇi setrvacˇném pohybu se kolácˇ dá zabrzdit také dotknutím prstu kdekoliv na
ploše kolácˇe. V této fázi kolácˇ jako by byl brzdeˇn tímto dotekem. Zacˇne zpomalovat
bud’to dokud se stisknutí prstu neuvolní, pak pokracˇuje v dokoncˇení setrvacˇnosti
aktuální rychlostí. Nebo pokud se zastaví úplneˇ, cˇeká na uvolneˇní prstu, po kterém
se animací magnetického prˇitahování posune do strˇedu aktuální kruhové výsecˇe.
6.2 Spojnicový graf
Toto je další z notoricky známých a nejcˇasteˇji používaných typu˚ grafu˚. Zobrazí se tak, že
hodnoty vynesené mezi sourˇadnicemi x a y se jednoduše spojí rovnou cˇarou. Výsledná
cˇára se tedy klikatí podle zobrazených dat. V dalších verzích tohoto grafu by mohla být
prˇidána podpora interpolovaného zaoblení rohu˚ krˇivky, které jsou nyní ostré. Graf by
vypadal na pohled úhledneˇji. Zatím však zadavatel tento požadavek nevznesl.
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Pomocí tohoto grafu je možné zobrazit více datových krˇivek. V takovém prˇípadeˇ se
rozmezí hodnot na osách grafu automaticky upraví tak, aby se do neˇj všechny krˇivky
vešly. Osy x a y zobrazují hodnoty pouze neˇkterých dílku˚, vybírané automaticky podle
dostupných dat. Zobrazují se naprˇíklad pouze násobky 10 nebo jiná vhodná cˇísla, aby byl
graf dobrˇe cˇitelný. Pokud hodnoty prˇesahují nulu, je nula ukázána vždy. Volitelneˇ mu˚že
graf v nulové hodnoteˇ vykreslit vodorovnou cˇáru naprˇícˇ celým prostorem.
6.2.1 Animace a efekty spojnicového grafu
Prˇi animovaném zobrazení spojnicového grafu jeho krˇivky zacˇínají s nulovou délkou
a postupneˇ se prodlužují, jako by je neˇkdo kreslil tažením šteˇtce. Tažení je zapocˇato veˇtší
rychlostí, v záveˇru se rychlost exponenciálneˇ zpomaluje.
Graf také reaguje na dotyková gesta. Dotykem prstu se pomocí svislé cˇáry zvýrazní
hodnota na ose x a barevnými body se vyznacˇí hodnoty na krˇivkách korespondující s x
pozicí.
6.3 Spojnicový graf s výplní
Tento typ grafu je pouze odvozením z prˇedešlého spojnicového grafu. Vznikne tak, že se
oblast pod krˇivkami k ose x vybarví barevnou výplní. Kromeˇ jednolité barvy graf podpo-
ruje výplnˇ gradientem složeným ze dvou barev a v budoucnu je možnost prˇidání výplneˇ
vytvorˇené z obrázku. Výplni je možno nastavit také okraj libovolné tloušt’ky a barvy.
6.3.1 Animace a efekty spojnicového grafu s výplní
Pro tento typ grafu jsem zvolil jiný efekt animovaného zobrazení, než u jednoduchého
spojnicového grafu. Animace opeˇt probíhá zleva doprava, na zacˇátku jsou všechny hod-
noty jakoby zmácˇknuty na malém prostoru a tento prostor se postupneˇ rozširˇuje. Ani-
mace tak tvorˇí efekt, jako by se otevíral papír poskládaný do varhánek.
6.4 Sloupcový graf
Poslední z trojce nejžádaneˇjších grafu˚ v knihovneˇ. Zobrazuje sloupce, jejichž výška se au-
tomaticky upraví podle dat grafu. Šírˇka sloupcu˚ se spocˇítá dynamicky podle pocˇtu hod-
not na ose x tak, aby sloupce meˇly vždy urcˇitý pomeˇr mezi tloušt’kou sloupce a prázd-
ným místem mezi dveˇma sloupci. Tento pomeˇr je 5:7, 5 dílku˚ je široký sloupec, 2 dílky je
mezera. Tyto rozmeˇry jsou navíc ješteˇ upraveny tak, aby zapadly prˇesneˇ do pozic pixelu˚
a všechny hrany tak zu˚staly ostré. Výplnˇ sloupcu˚ je opeˇt možné nastavit bud’to jednoba-
revnou nebo jako barevný prˇechod s volitelným okrajem.
6.4.1 Animace a efekty sloupcového grafu
Povaha sloupcového grafu se prˇímo vybízí k tomu, aby animace prˇipomínala náru˚st
sloupcu˚ z nuly do své skutecˇné výšky. Proto jsem takovou animaci zvolil. Všechny sloupce
51
Obrázek 7: Ukázka grafu˚ kolácˇového, spojnicového a spojnicového s výplní
najíždeˇjí soucˇasneˇ a všechny dokoncˇí animaci ve stejný okamžik, nezávisle na své výšce.
Není to tedy tak, že by se nižší sloupce zastavily drˇíve, než ty vyšší.
6.5 Histogram
Tento graf slouží jako základní pomu˚cka statistických analýz. Existují ru˚zné zpu˚soby,
jak zobrazovat histogram. V grafové knihovneˇ je tento graf implementován jako spojení
sloupcového grafu zobrazujícího hodnoty statistické promeˇnné, doplneˇného o krˇivku
spojnicového grafu, na které je zaznamenána kumulativní cˇetnost hodnot promeˇnné.
Každý bod krˇivky cˇetnosti má rovneˇž svu˚j popisek vyjadrˇující jeho procentuální hod-
notu. Tato krˇivka je však dobrovolná a nemusí se zobrazovat, pokud ji programátor ex-
plicitneˇ vypne použitím promeˇnné grafu.
Graf umožnˇuje nastavit výplnˇ sloupcu˚ a barvu kumulativní krˇivky. Sloupce grafu
jsou zobrazeny vedle sebe, bez mezer.
6.5.1 Animace a efekty histogramu
Animace prˇi nacˇítání histogramu je složená ze trˇí cˇástí. První dveˇ probíhají soucˇasneˇ. Je
to zveˇtšování sloupcu˚ a zárovenˇ postupné kreslení krˇivky kumulativní cˇetnosti. V záveˇru
se zobrazí také samotná cˇísla popisku˚ cˇetností a tím se animace ukoncˇí.
6.6 OHLC svícˇkový burzovní graf
OHLC graf a svícˇkový graf jsou ve skutecˇnosti dva ru˚zné typy, které však zobrazují stejná
data – jde vždy o cˇtyrˇi hodnoty pro danou x sourˇadnici – otevírací, nejvyšší, nejnižší
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Obrázek 8: Ukázka sloupcového grafu, histogramu a OHLC svícˇkového grafu
a uzavírací. Z tohoto du˚vodu jsem se rozhodl tyto dva grafy spojit do jednoho a po-
mocí booleovské promeˇnné lze grafu prˇikázat, jestli se má zobrazit jako OHLC nebo jako
svícˇkový. Zpu˚sob zobrazení teˇchto dvou grafu˚ je popsán v kapitole o požadavcích na
grafovou knihovnu.
6.6.1 Animace a efekty OHLC svícˇkového grafu
Graf se nacˇítá s efektem, jako by jeho hodnoty vyrostly ze svého strˇedu, rovnomeˇrneˇ
nahoru a dolu˚. Nereaguje na dotyková gesta.
6.7 Bublinový graf
Tento graf byl nárocˇneˇjší na implementaci z toho du˚vodu, že bubliny mohou mít pro-
meˇnlivé rozmeˇry. Nejprve bylo potrˇeba projít všechny hodnoty grafu, z teˇch spocˇítat mi-
nimální a maximální rozmezí y osy, a poté toto rozmezí zveˇtšit tak, aby dokázalo pojmout
rozmeˇry bublin, které by se do neˇj jinak nevešly. Rovneˇž rozmezí osy x se muselo upravit
proto, aby bubliny nezasahovaly prˇes okraj grafu.
6.7.1 Animace a efekty bublinového grafu
Bubliny v grafu se zobrazují animovaneˇ tak, že se z nuly zveˇtší do své skutecˇné podoby.
Graf nereaguje na dotyková gesta.
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Obrázek 9: Ukázka bublinového a korelacˇního grafu
6.8 Bodový korelacˇní diagram
Anglickým názvem se tento diagram nazývá Scatter plot. Je velmi cˇastým nástrojem sta-
tistických šetrˇení. Na první pohled prˇipomíná jednoduchý bodový diagram nebo spojni-
cový graf, jehož hodnoty ale nejsou spojeny. Rozdíl je však v tom, že korelacˇní diagram
mu˚že zobrazovat pro každou hodnotu na ose x libovolný pocˇet bodu˚ na ose y. Proto
byl u implementace tohoto typu grafu potrˇeba trošku jiný prˇístup než u implementace
spojnicového grafu. Výsledný graf zobrazuje body korelacˇního diagramu jako barevné
cˇtverecˇky, kterým je možné nastavit libovolnou barvu.
6.8.1 Animace a efekty bodového korelacˇního diagramu
Prˇi animaci tohoto grafu se body jednotliveˇ zobrazují podle svého porˇadí zleva doprava.
Stejneˇ jako u jiných animací, animace je zpocˇátku rychlejší a v pru˚beˇhu se zpomaluje.
Graf nereaguje na dotyková gesta.
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7 Záveˇr
Cílem mé diplomové práce bylo navrhnout vlastní grafovou knihovnu, která doplnˇuje
knihovny již existující. Pru˚beˇh návrhu, implementace a testování knihovny je popsán
v drˇíveˇjších kapitolách tohoto textu. Zde zmíním, jaký je stav aktuálního rˇešení, jaké jsou
možnosti dalšího vývoje knihovny a ve kterých aplikacích je knihovna již používána.
7.1 V jaké fázi je aktuální rˇešení
V soucˇasné chvíli je knihovna plneˇ prˇipravena k použití. Splnˇuje základní požadavky
zadavatele a obsahuje osm ru˚zných typu˚ grafu˚. Je implementována její nejzákladneˇjší
verze, tedy vybrání neˇkterého z podporovaných typu˚ grafu˚, prˇirˇazení mu potrˇebných dat
a jeho zobrazení. Všechny grafy také podporují animace a knihovna je sestavena tak, aby
pro programátora bylo co nejjednodušší rozšírˇit seznam grafu˚ dle potrˇeby o své vlastní.
Firma Inmite už knihovnu aktivneˇ používá v neˇkterých svých projektech (zmíneˇných
níže).
7.2 Možnosti dalšího vývoje
V budoucnu plánuji prˇidání více grafu˚ a doplneˇní neˇkterých animací a interakcí s grafy.
Také je zde možnost vytvorˇit prˇedprˇipravené view controllery, které budou spojovat více
grafu˚ dohromady a vytvárˇet specifické analýzy nad daty.
Grafy jsou sestaveny s du˚razem na jednoduchost, a proto zatím zámeˇrneˇ nepodpo-
rují zobrazování popisku˚ os, legendy a dalších údaju˚. V budoucnu pocˇítám s doplneˇním
teˇchto informací, pravdeˇpodobneˇ jako oddeˇlené komponenty grafu˚.
Chci také prozkokumat možnosti napojení zdroje dat grafu˚ na webové API, protože
zobrazování dat získávaných online bude zrˇejmeˇ majoritním zpu˚sobem použití knihovny.
Rád bych vytvorˇil neˇjakou obecnou strukturu trˇíd a rozhraní, které programátorovi co
nejvíce usnadní napojení dat grafu˚ na webové API.
7.3 Aplikace, ve kterých se už knihovna používá
Knihovna je prˇipravena pro použití v další verzi aplikace At Media7. Bohužel update
aplikace At Media ješteˇ nebyl schválen mezi uživatele, takže knihovna dosud nebyla
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A Ukázky zdrojových kódu˚
A.1 Vytvorˇení jednoduchého grafu pomocí frameworku CorePlot
− (id)initWithNibName:(NSString ∗)nibNameOrNil bundle:(NSBundle ∗)nibBundleOrNil
{
self = [super initWithNibName:nibNameOrNil bundle:nibBundleOrNil];
if ( self ) {
_chartData = [NSArray arrayWithObjects:[NSNumber numberWithInt:10], [NSNumber
numberWithInt:10], [NSNumber numberWithInt:20],







CPTGraphHostingView ∗hostingView = [[CPTGraphHostingView alloc] initWithFrame:self.view.
bounds];
CPTGraph ∗graph = [[CPTGraph alloc] init];





[ self .view addSubview:hostingView];
}
−(NSUInteger)numberOfRecordsForPlot:(CPTPlot ∗)plot {
return [[ self chartData] count];
}
−(NSNumber ∗)numberForPlot:(CPTPlot ∗)plot field:(NSUInteger)fieldEnum recordIndex:(
NSUInteger)index {
return (NSNumber ∗)[self.chartData objectAtIndex:index];
}
Výpis 22: Vytvorˇení jednoduchého grafu pomocí frameworku CorePlot




float sourceData[10] = { 0, 1, 7, 3, 4, 8, 6, 7, 4, 9 };
57
data = [WSData dataWithValues:[WSData arrayWithFloat:sourceData
withLen:10]
withValuesX:[WSData arrayOfZerosWithLen:10]];
data = [data indexedData];
chartView = [[WSChart alloc] initWithFrame:CGRectMake(0, 0, CGRectGetWidth(self.view.
bounds), CGRectGetHeight(self.view.bounds) / 2)];








chartView.chartTitleFont = [UIFont systemFontOfSize:14];
[chartView setChartTitle:@"Toto je muj graf"];
[ self .view addSubview:chartView];
}
Výpis 23: Vytvorˇení jednoduchého grafu pomocí frameworku PowerPlot
A.3 Vytvorˇení jednoduchého grafu pomocí knihovny iPhone Charting Lib-
rary
− (void) drawRect: (CGRect) rect
{
CGContextRef aContext = UIGraphicsGetCurrentContext();
CGRect imageArea = CGRectMake(0, 0, 320, 400);
IPCPieChart ∗pieChart = [[IPCPieChart alloc] initWith3D:NO];
IPCTitle ∗ title = [[ IPCTitle alloc ] initWithTitle :@"Muj kolacovy graf"];
[pieChart setTitle : title ];
DTCDefaultPieDataset ∗pDataset = [DTCDefaultPieDataset new];
[pDataset setValueWithKey: (id <DTCIComparable>) @"Google" doubleValue: 84.96];
[pDataset setValueWithKey: (id <DTCIComparable>) @"Yahoo" doubleValue: 6.24];
[pDataset setValueWithKey: (id <DTCIComparable>) @"Bing/Live" doubleValue: 3.39];
[pDataset setValueWithKey: (id <DTCIComparable>) @"Baidu" doubleValue: 3.06];
[pDataset setValueWithKey: (id <DTCIComparable>) @"Others" doubleValue: 2.35];
[pieChart drawChartWithContext:aContext area:imageArea dataset:pDataset];
}
Výpis 24: Vytvorˇení jednoduchého grafu pomocí knihovny iPhone Charting Library
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A.4 Metoda vykreslující histogram pomocí animací
− (void)drawChartAreaInRect:(CGRect)rect {
[super drawChartAreaInRect:rect];
CGContextRef context = UIGraphicsGetCurrentContext();
CGContextSaveGState(context);
CGContextTranslateCTM(context, rect.origin.x, rect. origin .y) ;
for ( int plotIdx = 0; plotIdx < self .numberOfPlots; plotIdx++) {
id<IMTAreaFill> areaFill = nil ;
if (_histoChartFlags.dsFillForBarAtIndexExits)
areaFill = [ self .dataSource histogram:self fillForBarAtIndex : plotIdx ];
if ( areaFill == nil )
areaFill = [IMTColorFill fillWithColor :[ UIColor blackColor ]];
UIColor ∗color = nil ;
if (_histoChartFlags.dsColorForBarAtIndexhExists)
color = [ self .dataSource histogram:self colorForBarAtIndex:plotIdx];
else if ( areaFill .strokeColor != nil )
color = areaFill .strokeColor;
if (color == nil )
color = [UIColor blackColor];
CGFloat previousCumulativeXPosition = 0;
CGFloat previousCumulativeYPosition = 0;
for ( int tickIdx = 0; tickIdx < self .numberOfXTicks; tickIdx++) {
// draw bar
CGPoint peak = [[[self .plotsYValues objectAtIndex:plotIdx] objectAtIndex: tickIdx ]
YValue].chartPosition;
CGFloat barHeight = (CGRectGetHeight(rect) − peak.y) ∗ _animationDistortion.height;














if ( areaFill .strokeWidth > 0 && areaFill .strokeColor != nil ) {
path.lineWidth = areaFill .strokeWidth;




// draw cumulative frequency
if ( self .showCumulativeValue && _histoChartFlags.
dsPercentageForCumulativeFrequencyAtChartPathExists) {
NSIndexPath ∗chartPath = [NSIndexPath indexPathForAxisXTick:tickIdx inPlot:
plotIdx];
CGFloat maxHeight = CGRectGetHeight(rect) ∗ 8.0/10.0;
CGFloat y = CGRectGetHeight(rect);
CGFloat cumulativePercentage = [self.dataSource histogram:self
percentageForCumulativeFrequencyAtChartPath:chartPath];
y −= maxHeight ∗ cumulativePercentage;
if (_histoChartFlags.dsColorForBarAtIndexhExists)
color = [ self .dataSource histogram:self colorForBarAtIndex:plotIdx];
CGRect clippingRect = rect;
clippingRect.size.width += self .barsWidth;
clippingRect.size.width ∗= _animationDistortion.height;




















fillColor : color ] drawInContext:context];
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// draw text
if (_animationDistortion.height > 0.99f) {
NSString ∗label = [NSString stringWithFormat:@"%d%%", (int)(
cumulativePercentage ∗ 100)];
UIFont ∗font = [UIFont systemFontOfSize:10];
CGSize labelSize = [label sizeWithFont:font ];
CGRect labelFrame = CGRectMake(peak.x − labelSize.width / 2, y − labelSize.
height − 5.0, labelSize.width, labelSize.height);











Výpis 25: Metoda vykreslující histogram pomocí animací




/∗∗ Returns representation of UIView as UIImage object ∗/
− (UIImage ∗)imageRepresentation;
/∗∗ Exports view as PDf file stored at given path ∗/
− (void)exportInPDFFileAtPath:(NSString∗)path;
/∗∗ Exports view as PNG file stored at given path ∗/
− (void)exportInPNGFileAtPath:(NSString∗)path;
/∗∗ Exports view as JPEG file with compression quality stored at given path∗/
− (void)exportInJPEGFileAtPath:(NSString∗)path withQuality:(CGFloat)compressionQuality;
@end






− (UIImage ∗)imageRepresentation {
UIGraphicsBeginImageContextWithOptions(self.bounds.size, self.opaque, 0.0);
[ self . layer renderInContext:UIGraphicsGetCurrentContext()];





CGRect mediaBox = self.bounds;










NSData ∗imageData = UIImagePNGRepresentation([self imageRepresentation]);
[ imageData writeToFile:path atomically:YES];
}
− (void)exportInJPEGFileAtPath:(NSString∗)path withQuality:(CGFloat)compressionQuality {
NSData ∗imageData = UIImageJPEGRepresentation([self imageRepresentation],
compressionQuality);
[ imageData writeToFile:path atomically:YES];
}
@end
Výpis 27: Kategorie UIView – implementacˇní soubor
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B Užitecˇné odkazy
URL Jakou informaci odkaz poskytuje?
http://developer.apple.com/iphone/ Oficiální dokumentace spolecˇnosti Apple,
rozsáhlé množství prˇíkladu˚
http://itunes.stanford.edu/ Kurzy programování iPhone aplikací od
Stanfordské univerzity na iTunes U
http://cvut.iknow.eu/iphone/ Cˇeské kurzy programování pro iPhone vyu-
cˇované na CˇVUT
http://iPhoneDeveloperTips.com/ Krátké tutoriály na nejru˚zneˇjší témata z ob-
lasti vývoje iPhone a iPad aplikací
http://icodeblog.com/ Další zdroj užitecˇných tutoriálu˚
http://iphonedevelopmentbits.com/ Blog shromažd’ující mnoho užitecˇných
cˇlánku˚ souvisejících s vývojem iPhone
aplikací
http://www.cimgf.com/ Cˇlánky na obtížneˇjší témata týkající se vý-
voje iOS aplikací
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C Obsah prˇiloženého CD
/src – složka se zdrojovými kódy
/src/lib – zdrojové kódy grafové knihovny
/src/samples – ukázkové aplikace používající knihovnu
/text – složka s tímto textem
