Random Number Generators (RNGs) are applied in a wide variety of cryptographic operations such as cryptographic computer security protocols, encryption algorithms, and keystreams. Stream ciphers employ an encryption transformation which varies with time. These algorithms transform a short random key sequence into a long Pseudorandom Number Generator (PRNG) sequence, termed keystream, which, in turn, is deployed for the encryption or decryption of the message into ciphertext or plaintext message. This paper presents a PRNG which relies on Rabbit cipher to generate a 128-bit keystream, with feedback as the initial vector for PRNG. The proposed PRNG produces a sequence of bits that have a semi-random distribution. This new generator helps develop a range of cryptographic applications to enhance system security. Its performance is evaluated in terms of implementation aspects, security properties, and statistical test for randomness. The proposed PRNG proved to be efficient with regard to its speed and security.
Introduction
Random Number Generators (RNGs) used in cryptographic applications typically produce a sequence of binary bits that may be combined into sub-sequences or blocks of random numbers. RNGs are commonly classified as deterministic and nondeterministic. A deterministic RNG includes an algorithm that produces a sequence of bits from an initial value called the 'seed'. A nondeterministic RNG generates output that is dependent on some irregular physical source that is outside human control. However, a True Random Number Generator (TRNG) can produce nondeterministic output so that running the same random generator twice will not yield identical results both times. Thus a Pseudo Random Number Generator (PRNG), as a deterministic device, is preferred in cryptography because running it twice or more produces the same results (Blum & Micali 1984) .
Cryptography requires values which cannot easily be guessed by an adversary simply by trying all possibilities. Good cryptography requires good random numbers. A sequence of numbers is validated as random according to two criteria: uniform distribution and independence. Distribution uniformity means that the frequency of occurrence of each of the numbers is approximately the same. Independence, in this context, signifies that no one value in the sequence can be inferred from the others (Beker & Piper 1982 ).
According to Blum et al. (1986) , random sequence generation for cryptographic purposes should have the following properties:
a)
It looks random, i.e. it passes all the available statistical tests of randomness.
b)
It is unpredictable, i.e. it is computationally infeasible to foresee what the next random bit will be, even if the adversary has complete knowledge of the algorithm, the hardware which creates the sequence, and all of the previous bits in the keystream.
The most widely applied technique for PRNG, according to Paplinski & Bhattacharjee (1996) is an algorithm known as linearly congruent method, which was originally proposed by Lehmer. The sequence of random numbers { } is obtained via the iterative equation
Park and Miller (1988) proposed three tests for the evaluation of a random number generator. They are:
T1: the function should be a full period generating function. T2: the generated sequence should appear random. T3: the function should implement efficiently with 32-bit arithmetic.
For a 32-bit arithmetic, a convenient prime value of is 2 31 − 1.
Thus the iterative equation becomes
Pseudorandom number generator using Rabbit cipher
This generator is widely deployed and has been subjected to more testing operations than any other PRNG. It is frequently recommended for statistical and simulation work (Ritter 1991; Sauer & Chandy 1981) . While an efficient PRNG would be ideal, it is desirable to render the applied actual sequence nonreproducible. As a result, an opponent's knowledge of part of the sequence will be insufficient to determine future elements within that sequence (Stallings 2003 In this paper, we present a PRNG to generate the keystream suitable for stream ciphers based on Rabbit algorithm. We design feedback instead of IV to generate efficient, secure, and high-speed keystream that passes all statistical tests for randomness. The paper is organized as follows. Section 2 describes the Rabbit cipher. In section 3, the proposed PRNG and its advantages are presented. In section 4, randomness tests for the keystream bits of the new PRNG are applied. Finally, conclusion is summed up in section 5.
Rabbit Cipher
Rabbit cipher is characterized by its high performance in software with a measured encryption speed of 3.7 clocks per byte on the Pentium III processor (Boesgaard et al. 2001 ). This synchronous stream cipher was first presented at the fast software encryption workshop in 2003 (Boesgaard et al. 2003 ). Due to the lack of S-boxes and operations in (2 ), no lookup tables are required, keeping the memory requirements for both hardware and software base implementations very low. Basically, only one single copy of the inner state has to be saved. On most modern processors, the full inner state fits into the registers, eliminating (computationally expensive) memory access (Boesgaard et al. 2004 ). Rabbit has been specified as suitable for both software and hardware implementations. Rabbit algorithm can briefly be described as a technique which takes a 128-bit secret key and a 64-bit IV as input and generates, for each iteration, an output block of 128 pseudo-random bits from a combination of the internal state bits. Encryption/decryption is done by XORing pseudo-random data with the plaintext/ciphertext. The size of the internal state is 513 bits divided between eight 32-bit state variables, eight 32-bit counters and 1-bit counter carry. The eight state variables are updated by eight coupled non-linear functions (Gurkaynak et al. 2006 ).
The notations employed are as follows: ⨁ denotes logical XOR; & denotes logical AND; ≪ and ≫ denote left and right logical bit-wise shift; ⋘ and ⋙ denote left and right bit-wise rotation; and ⋄ denotes concatenation of two bit sequences.
[ ..ℎ] means bit number g through h of variable A. When numbering bits of variables, the least significant bit is denoted by 0. Hexadecimal numbers are prefixed by '0x'. Finally, integer notation is applied for all variables and constants.
The algorithm is initialized by expanding the 128-bit key into both the eight 32-bit state variables and the eight 32-bit counters in such a way that there is a one-toone correspondence between the key and the initial state variables ,0 and the initial counter ,0 . where all additions are modulo 2 64 . This coupled system is illustrated in Figure 1 . Furthermore, the constants are defined as:
After each iteration the output is extracted as follows: The extracted bits are XOR'ed with the plaintext/ciphertext to encrypt/decrypt:
where and denote the th blocks in ciphertext and in plaintext, respectively.
The PRNG in the proposed stream cipher is implemented using the Rabbit algorithm due to Rabbit's security properties. First, the cryptanalysis of Rabbit did not reveal an attack better than exhaustive key search. Second, Rabbit is of high performance quality in software. Third, the simplicity and small size of the Rabbit algorithm make it suitable for implementation on processors with limited resources such as 8-bit microcontrollers. Finally, Rabbit was designed to be faster than commonly applied ciphers, justifying a key size of 128 bits for encrypting up to 2 64 blocks of plaintext. In other words, for an adversary who does not know the key and who uses fewer steps than required for an exhaustive key search over 2 128 keys, it cannot be possible to distinguish up to 2 64 blocks of cipher output from the output of a truly random generator.
The Proposed Prng
A cryptosystem such as an encryption cipher or a hash function can also be deployed to generate a random stream of bits. The new PRNG relies on an encryption algorithm, using the Rabbit cipher. The proposed PRNG is indented for use with the 16-byte key. This key is implemented in the Rabbit algorithm to generate a keystream of up to 64 bytes. In each iteration, the Rabbit algorithm produces a 16-byte keystream that is combined, applying a nonlinear invertible combiner, with a 16-plaintext dataset to produce a 16-byte ciphertext.
Description of the PRNG
The chaotic scheme that is used in this PRNG (see Figure 2) can achieve a higher level of complexity than classical binary systems due to their arithmetical properties. The new PRNG is a generator with a different type of design. It provides a strong non-linear mixing of the inner state between iterations. In comparison with other designs currently available, it uses neither linear feedback shift registers nor Sboxes. This design decision has a number of important consequences that are explained in the next subsections.
Cipher Feedback
The basic assumption is that stream cipher algorithms never use the keystream more than once. In some algorithms, Initial Vector (IV) is used as another input to ensure the possibility of using the same key more than once. The proposed PRNG produces the ciphertext 0 , creating the possibility of applying the same key for more encryptions than what the IV offers, this increases the randomness in the internal states. As shown in Figure 3 , the data value involved in the ciphertext is feedback into the RNG internal state (in Rabbit cipher) by XORing with the four 32-bit counter variables , according to the condition of the fifth byte of the keystream. , [2] , , [4] ,and , [6] are modified with four bytes of the ciphertext; otherwise , [1] , , [3] , , [5] , and , [7] [2] , , [3] , , [4] , , [5] , , [6] , , [7] 5 th byte of [3] , , [5] , , [7] , [0], , , [2] , , [4] , , [6] Modified with 4 bytes of C.T , counter variable, which will affect the new 16-bytes of the keystream generation in the next generation, used in the combiner function. The important advantage of the feedback is to share (contribute) the round function in the encryption/decryption process; the feedback cannot be isolated. In the proposed PRNG, there is dependency between the feedback to the RNG and the generated function combiner since the keystream that is being updated by the previous ciphertext at the th iteration is immediately employed as the new keystream. This dependency diminishes the speed of the encryption/decryption by about the time needed for modifying , variables of the internal states. The proposed PRNG implementation uses simple instructions that constitute a relatively small part of the overall computation. Moreover, it does not deal with this dependency because its effect on the encryption speed is very limited on the Pentium 4 processor. The ciphertext is also feedback to the RNG instead of the combiner round function because the round function is used merely as an obscurity following XOR. In doing so, the PRNG reduces the trails of analysing ciphertext. The combined output cannot be used as contributor in the next processes.
Advantages of the proposed PRNG algorithm
The cryptanalysis of the proposed PRNG reveals a number of advantages over the Rabbit algorithm as currently used.
1)
The proposed PRNG algorithm gives considerable strength due to its proper jumping from along the internal state to guarantee the necessary randomness in the resultant keystream.
2)
The feedback of ciphertext to the RNG effectively creates a long distance for that jumping (as an effect of feedback). This holds a plaintext in a good condition in its package, affecting the next internal state values. Moreover, it reduces the ability to address the challenges encountered in the analysis of Rabbit RNG alone since the plaintext has a great impact on the internal state used in keystream generation.
3)
These jumping and feedback characteristics of the proposed algorithm create an additional property over the current Rabbit algorithm since the new PRNG contains the feedback.
4)
Some stream cipher cryptographers use fast but weak RNG as a keystream generator, followed by a dynamic substitution combiner such as penknife stream cipher (Ritter 1996) , but the resulting keystream is not suitable for the modern usage. Instead, Rabbit serves the proposed algorithm as a high-performance RNG, hence producing efficiently random-looking sequences that seemingly are indistinguishable from truly random sequences. This will remain the basic concept of stream cipher algorithm design where RNG is treated as a long distance algorithm.
3.4
The significant PRNG properties
The proposed PRNG has several properties.
1)
Suitability for hardware or software. The new PRNG uses only primitive computational operations typically available on microprocessors.
2)
Mixed operation. The PRNG employs more than one arithmetic and/or Boolean operator, which complicates cryptanalysis. It also uses primitive operations like + and ⨁ since these operators do not commute and hence cryptanalysis becomes more challenging.
3)
Variability of the number of rounds. An increase in the number of rounds augments the cryptanalytic strength of the new PRNG. Also, it increases the encryption/decryption time. A variable number of rounds permit the user to make a compromise between security and execution speed.
4)
Simplicity and high speed. The new PRNG applies a simple algorithm that is easy to implement, reducing the complexity of determining the strength of the algorithm.
5)
Low memory requirement. This property makes the proposed PRNG suitable for devices with restricted memory.
Randomness Tests
Some statistical tests on the Rabbit cipher were performed: the NIST Test Suite (NIST 2001), the DIEHARD battery of tests (Masaglia 1996) and the ENT test (Walker 1998 ). These tests were performed on both the internal state and the extracted output. Furthermore, the randomness property of the proposed PRNG was analyzed by performing the following statistical tests: Frequency test, Serial test, Poker test, Runs test, and Auto-correlation test (Beker & Piper 1982) . Different key sizes were adopted in these tests. The keystream generated by the proposed PRNG successfully passed all five statistical tests for every run, and no weaknesses were found in any case. Table 2 shows the results of these tests. 
Conclusion
The cryptanalysis of the proposed PRNG demonstrates two principal properties: first, that the utilization of the feedback approach in the proposed PRNG has added extra processing time although the increased time is quite negligible, especially for certain applications to a relatively large data block; and second, the nonlinearity of feed-backing and the selection of taps for the output function sufficiently disguise short distance correlations.
