INTRODUCTION
The size and complexity of the software system increases, testing becomes an important activity, which is not only confined to the testing of source code, but, also includes testing and verification of design and architecture. Designing effective test cases and identifying effective test suites consisting of effective test paths has become the prominent area of research these days. There are many limitations of UML. Firstly, UML is Visual not formal, so it is not possible to apply rigorous automated analysis or to execute a UML model in order to test its behavior, so graph formalism is used in many works. Secondly, it is not executable because it does not comprise of any code. Thirdly, UML diagrams depict different views of the same system. Possible inconsistencies are found in UML.Since, UML diagrams are not explicitly traceable, so Graph based analysis is done for traceability.
In our earlier work we have proposed a Graph model OOG to model the UML artifacts of an object oriented system through its different phases -requirement analysis, design & implementation that has been focus in the research work i.e. referred in [1] . In this work, we model the interrelationships of artifacts as OOG and implement the OOG to be generically applicable. We propose a novel data structure called HGAL for OOG which help an effective storage of graph data in the memory and based on this data structure an algorithm called IHGAL is propose for representing the OOG into adjacency list. Various Graphs based algorithms towards a generic approach for overall analysis and testing of an object oriented system like ICHG, TPS and TTP to identify different constructs and to design effective test cases and calculate test path and trace path to the different phases of SDLC also. This is a generic approach that is applicable for all the phases of SDLC starting from requirement analysis, design, and implementation. This will also help us in requirement traceability and verification of consistency among the analysis and design models both in forward and reverse direction.
REVIEW OF RELATED WORK
The OMG initiative MDA has revolutionized the way models would be used for development. Testing based on UML models has been lately quite an interesting area of research where behavioral diagrams like sequence, activity, state charts and use cases have been generally used. We have classified the research works into three categories. A) Testing or verification at the analysis phase, based on activity diagram, B) Testing or verification at the design phase, based on sequence diagram, C) Testing or verification based on object oriented code.
Verification at Analysis phase: Activity Models
In this section we present the review of some of the research work on verification of OO systems based on UML activity diagrams which are used in the analysis phase to detail the use case flow of events.
The authors in [8] describe a tool that supports verification of workflow models specified in UML activity diagrams, by translating an activity diagram into an input format for a model checker according to a mathematical semantics. With the model checker, arbitrary propositional requirements can be checked against the input model. A prototype tool has been proposed in [6] to derive test scenarios from activity diagrams. To formalize the behaviors of UML Activity Diagrams by employing the Hoare's CSP (communicating sequential processes), an approach to model checking UML Activity Diagrams during software analysis or design stage has been proposed in [7] . A method is proposed in [4] to generate test cases from UML activity diagrams that minimize the number of test cases generated while deriving all practically useful test cases by building an I/O explicit activity diagram from an ordinary UML activity diagram and then transforming it to a directed graph, from which test cases for the initial activity diagram are derived based on the single stimulus principle, which helps avoid the state explosion problem in test generation for a concurrent system. A graph based approach is done to measure the complexity of component based architecture in [14] .
Verification at Design phase: Sequence Models
Graph based methods are used in some to derive test paths, test cases or ensure scenario coverage in some of the behavioral diagrams. Graph theory is an area of mathematics that helps us in using graph based model information to test applications in many different ways. This section discusses some of them relevant to our domain of work.
In [9] an integrated approach to generate system level test cases and assess reliability of a system is proposed. We have extended this concept further in our work [2] to define a graphical model for integrating the sequence diagrams of a system for a particular use case, which will depict all the scenarios. It is a hierarchical graph where each node at the top layer is a sequence diagram and in the next layer is a SDG [10] . We also define a metrics to identify optimum number of paths in the D-SG as a function of the number of paths in the individual sequence diagrams. The paths within a sequence may be derived based on the path detection methods in [10] . This work in [2] will be particularly useful to be applied for modeling distributed systems. Further in [15] , we propose Activity Relationship graph model that depicts the interrelationship of activity diagrams modeling a use case. We also define a set of metrics named Use case Scenario Paths (USP) that measures the minimum number of independent paths in ARG. An algorithm is proposed to analyze ARG and derive the number of Use case Scenario Paths. This gives a measure of the number of test paths for a requirement based on analysis models early in the life cycle.
Verification at Implementation phase: Implementation Models
Software is tested usually to achieve two goals-achieve quality by detecting and removing defects (debug testing) and assessing existing quality for measuring reliability (operational testing). The relationship between the two testing goals using a probabilistic analysis has been the focus of research work in [12] . In [13] , a probe based testing technique has been designed that observes the internal details of execution. Probes are predetermined and rebuilt and test coverage reports are generated at probe, method, class, inheritance, regression and dynamic binding levels. In [11] , a combination of use cases and cause effect graphing has lead to the development of a rigorous approach for acceptance testing which ensures function coverage as well. In [12] Bixin Li describes new techniques based on object oriented program slicing techniques that compute the amount and width of information flow, correlation coefficient and coupling among basic components. In [13] dynamic data flow analysis in Java programs has been presented to detect data flow anomalies.
Bertolino et al. Al presents a generalized algorithm in [13] that generates a set of paths that covers every arc in the program flow graph for branch testing of program code. In [3, 5] we have proposed an extension of McCabe's CFG by Extended Control Flow Graph (ECFG).
Based on the reviewed works, we represent an OOG graph in our work using the adjacency list which is addressing the problem that arises in the previous research work, i.e., in OOG, the graph data is stored in the form of a 3 dimensional matrix. But, that was a sparse matrix, where, most of the cells hold the value null, which is wastage of resources. So, in this work the OOG in the form of adjacency list will help to detect all possible number of path and nodes in each path in that graph such that all nodes are covered and we describe each path along with the order of the node. An algorithm is proposed based on the data structure to identify the different constructs of OOG, where the different constructs are explained.
In this work, we use Graph theoretic techniques to model an object-oriented software system and proposed Graph based algorithms towards a generic approach for overall analysis and testing of an object oriented system. These works propose a graph based framework to ensure design effective test cases and calculate different test path with possible cases. As the use cases that capture a functional requirement are sometimes related by different relationships, and as the flow of events of use case is depicted visually using activity diagram, different activity diagrams are also related. This is a generic approach that is applicable for all the phases of SDLC starting from requirement analysis, design, and implementation phase.
SCOPE OF WORK
Object Oriented Graph (OOG) is a graphical representation of the UML diagrams used in different phases of SDLC. In this paper, we propose an efficient data structure HGAL to represent OOG and two algorithms ICHG and TPS for identifying different constructs of OOG and test paths respectively. The rest of the paper is organized as follows:
In section V, we discuss a data structure HGAL to represent an OOG graph into adjacency list and on the basis of this data structure an algorithm IHGAL is designed in the same section which will help to find the no. of paths and nodes in each path of that graph such that all nodes are covered and we describe each path along with the order of the nodes. An algorithm called Identifying Constructs of Hierarchical Graph i.e. ICHG is proposed based on the data structure HGAL in section V, to identify the different constructs of OOG, where the different constructs among the nodes are discussed. Based on HGAL Data Structure also, we propose an algorithm TPS i.e. Test Path Search in section VI, in order to determine the minimum number of test paths covering all the nodes, that gives a measure of the number of test path for a requirement based on analysis models early in the SDLC. Designing minimum number of test cases that will cover maximum number of nodes in the OOG is of utmost importance. This would be a generic approach to each phase of SDLC modeled by the layers of OOG. In section VII, we discuss the trace path for which an algorithm called Traversal of Trace Path i.e. TTP is implemented. This will also help us in requirement traceability and verification of consistency among the analysis and design models both in forward and reverse direction.
OBJECT ORIENTED GRAPH (OOG) & ITS ENHANCEMENT
Testing based on UML models has been lately quite an interesting area of research where behavioral diagrams like sequence, activity, state charts and use cases have been generally used. In our earlier work [1] a graphical modelObject Oriented Graph (OOG) was proposed for object oriented software development life cycle. This graphical model can be applied for different phases of SDLCrequirement analysis, design, and implementation. We here briefly describe the features of OOG.
OOG Features

1.
It is a multilayered graph which comprises of a graph at each level.
2. At each level, the graph comprises of nodes and directed edges.
3. The graphs at different levels are interconnected with each other in this order G0 G1 G2 G3
4.
The significance of nodes and edges are different in each level. E.g. at L=1, the nodes of G1 represent activity diagrams, at L=2, nodes of G2 represent sequence diagrams, nodes of G3 represent methods of a class.
Fig 1: the Graph based Layered Framework: OOG
5.
There may be different ways in which nodes are connected for each of which an edge is drawn. This depends upon the manner in which the diagrams are interleaved. The next section discusses the constructs of OOG and its significance corresponding to each different case of node connectivity for the different levels.
6. The edges drawn to represent connection/relation between nodes are of different types like -firm edge, dotted edge, to model different cases of connectivity.
7. The nature of the OOG e.g. the out-degree and in-degree of nodes, the depth depends upon the manner in which the nodes i.e. the diagrams are being called or referred.
8. Since the OOG has different meanings in different levels depending on its context of use, we assign different names to the graph models for each level. They are - 
Notations and terms used
We define certain terms and notations that we will be using in this paper and their relationship based on the features of OOG discussed in the previous subsection. 
Hierarchical Graph Adjacency List: HGAL
We use adjacency list for representation of the OOG, for storing a linked list of adjacent vertices for each vertex. The following shows the OOG and its corresponding adjacency list HGAL: In Fig 2, Fig 2a. A Hierarchical Graph Adjacency List is a data structure for representing hierarchical OOG graph. In HGAL we keep, for each vertex in the graph, a list of all other vertices which it has an edge to (that node's "adjacency list". In Table 1 , we show the nodes of OOG and their corresponding adjacency list.
Fig 2a: List Representation of OOG: HGAL
The adjacency-list representation of the OOG is shown in Fig  2a & table 1 .The arrow (->) means a link in a list. Since, the node 1->node 2, node1->3, by dotted edge, so vertex value is stored as 1,and the rest of the node in the graph is connected by node 1 by firm edges, its vertex value is stored as 0 in the list as it is depicted in the diagram. In this representation the n rows of the adjacency matrix are represented as n linked lists. There is one list for each vertex in OOG. The nodes in list I represent the vertices that are adjacent from vertex i. Each node has at least two fields: VERTEX and LINK. The VERTEX fields contain the indices of the vertices adjacent to vertex i. The adjacency list for OOG is shown above. Each list has a head node. The head nodes are sequential providing easy random access to the adjacency list for any particular vertex.
Algorithm for Implementation of Hierarchical Graph into Adjacency List: IHGAL Fig 3(A): Nodes which forms the part of the Graph, 3(B):
Node which forms the part of the adjacency list
In Fig 3(A) , nodes are having three fields. Firstly, vertex_val which stored the indices of the vertices adjacent to vertex i, secondly, down field represent the next adjacent node of the current vertex that is shown by red pointer, and thirdly, the next field represent the next node of the graph i.e. is represented by black pointer.
The IHGAL algorithm is as follows:
Step-1: Initialize the list which holds the nodes of the graph that are connected by firm/dotted edges.
Step-2: Make the list that holds the graph, having all the vertices in the graph
Step 
Identifying Constructs of Hierarchical Graph: ICHG
We discuss the generic algorithm for identifying different constructs of OOG based on the adjacency list representation. The OOG manifests itself as ARG, D-SG and ECFG [2, 3 and 5] in the later phases. In all these layers we use HGAL data structures for representation of the graphs. To identify constructs of OOG an algorithm ICHG is proposed, which is applicable in other phases of SDLC. In this section, we discuss the different cases that may arise in OOG and the algorithm to identify them.
Case 1: Nodes of OOG in sequence
This refers to nodes which have in-degree and out-degree equal to one. Nodes are connected to each other one after the other by firm edges in the OOG. If node N1 and N2 are in sequence, it means that the events or steps in N2 follow events or steps of N1.
Fig 5: Nodes of OOG in sequence
From the adjacency list, a set of nodes connected by firm lines denotes the group of nodes in sequence. This is identified by the black color arrow in the adjacency list of OOG. This can be easily identified from adjacency list where the following algorithm holds true. This refers to the case where the out-degree is more than one. Nodes are connected to each other by firm edges in the OOG. If node N1 calls N2, N3, N4, then the OOG will depict firm edges from N1 to each of N2, N3 and N4. It means that N2, N3 N4 are parallel and are connected to N1 at different points of its flow. The significance is different in different levels i.e. in ARG, D-SG and ECFG. This refers to the case where in-degree of nodes is more than one. Nodes are connected to each other by dotted edges in the OOG. If node N1, N2, N3 calls N4, then the OOG will depict firm edges from N1, N2, and N3 to N4. It means that N2, N3 N4 separately are connected to N1 at different points of their flow. The significance is different in different levels i.e. in ARG, D-SG and ECFG.
Fig 7: Nodes of OOG being called/referred more than once
If it is known that every node in the graph is reachable from the starting node s, the spanning forest is a single spanning tree and the while loop and select are not required in the traversal algorithm, since every node is visited in a single call to dtraverse. A depth-first traversal, as it name indicates, traverse a single path of the graph as far as it can go (that is, until it visits a node with no successors or a node all of whose successors have already been visited).It then resumes at the last node on the path just traversed that has an unvisited successors and begins traversing a new path emanating from that node.
In linked representation, nextsucc is implemented as follows.
(We assume arc arcptr field in each header node and ndptr and nextarc fields in each arc node.) 
CONCLUSION
Graph Based Analysis of Object Oriented System models at different phases of software development life cycle is a prominent area of research. In this paper, we propose an approach to represent the OOG in the form of adjacency list in order to address the previous problem of research of a suitable and efficient data structure to represent the graph. A generic algorithm is also proposed to identify the different constructs of the nodes of the OOG graph and for finding the test paths by considering all best possible paths with minimum test cases. For each layer it refers to test paths and for entire OOG the path refers to trace path. This approach improves the requirement traceability and verification of consistency among the analysis and design models both in forward and reverse direction. Requirement traceability in different phases of software development, consistency verification, designing effective test cases in different phases of SDLC can be done and the levels or extents of the properties can be measured in an automated manner. This approach would help analysis of object oriented system to be more efficient and less complex.
