Abstract-Multi-stage molding is capable of producing better-quality articulated products at a lower cost. During the multi-stage molding process, assembly operations are performed along with the molding operations. Hence, it adds new constraints to the assembly planning problem. This paper introduces the problem of generating multi-stage molding plans for articulated assemblies. We present detailed algorithms for determining the molding sequence and intermediate assembly configurations.
I. INTRODUCTION
Plastic products are usually produced by first molding individual components separately, and then assembling them together. A recent alternative, referred to as in-mold assembly process, performs molding and assembly steps concurrently inside the mold itself [Pirk98] , [Plan02] , [Good02] , [Li04] , [Gouk06] , [Priy07] . This means that an entire assembly consisting of multiple components can be produced by a single set of molds, thereby eliminating the need for secondary assembly operations and the use of bolts, welds, glue, or other fasteners. Fewer components in-turn reduces the overall production cost and results in products with better structural integrity.
One of the most recent successful applications of in-mold assembly has been in producing multi-material rigid-body articulated devices. Multi-material articulated devices are widely used in toys, medical instruments, consumer products, and household appliances. Figure 1 shows examples of in-mold and traditionally manufactured swash plates. The number of components in the traditionally manufactured swash-plate is eleven, while the in-mold version has only five.
Multi-stage molding process adds new constraints to the assembly planning problem. Solving this planning problem requires finding a sequence in which components can be molded. For each step in the sequence we also need to find the assembly configuration in which the new component will be molded onto the previously completed assembly. This planning problem is different from classical assembly planning problems due to following reasons. First, sequence constraints are fundamentally different and they mainly arise due to molding considerations (e.g., formation of undercuts, melting points, shrinkage). Second, multiple components can be added to the assembly at the same time. Third, joints can be manipulated to change assembly configuration at each step. Finally, the cost function is different from the assembly The mold design software systems available in market today do not generate a molding plan, but provide tools for analyzing moldability and creating mold pieces. A molding plan needs to be developed manually which is difficult. Developing a plan which is both feasible and optimal involves examining many sequences and solving complex geometric reasoning problems. The desired articulation and multiple molding stages introduce geometric constraints, which if violated, results in poor part quality, longer molding cycles, and high tooling cost.
Li [Li04] presented a geometric algorithm for automated design of multi-stage mold designs for rotary-platen process. The algorithm is limited to two-material two-lump objects. It consists of two steps -determination of molding strategy and creation of mold pieces. In the first step, a molding strategy is determined depending on the geometry of the two lumps. The molding strategy consists of the number of mold stages and fabrication sequence that will be required to mold the object. They show that a two-material two-lump object can be molded in either two or three stages. In the second step, the algorithm automatically generates the mold pieces for different mold stages. The limitations of their algorithm are as follows. First, only cylindrical undercut features are handled by this algorithm. Second, the input object cannot have more that two materials and two lumps. Third, materialbased precedence constraints are not incorporated. Finally, configuration of articulated assemblies cannot be changed during the molding process.
This paper investigates the problem of generating multistage molding plans for articulated assemblies. We present a planning framework that allows us to utilize constraints from experimentally proven molding plans. As a part of the planning problem, the algorithm presented in this paper determines the molding sequence and intermediate assembly configurations.
II. PROBLEM FORMULATION
In multi-stage molding, a multi-material articulated assembly A = {a 1 , . . . , a m } is produced using a sequence of molding stages S = {s 1 , . . . , s n }. The number of molding stages n may not be equal to the number of components m. In each molding stage s i , a set of components C i is added to the already molded sub-assembly A i−1 to produce A i , such that
A molding plan consists of a sequence of molding stages required to mold an articulated assembly. A molding stage s i is represented as: s i = (C i , T i ), where C i is the set of components to be added in the i th molding stage, and T i is the configuration of subassembly A i . T i is defined as (Θ,T ), where Θ = {θ 1 , . . . , θ m } are the joint coordinates, andT is the homogeneous transformation applied to the whole assembly. Figure 2 shows the molding plan for a swash plate. Figure 2a shows the swash plate in the given initial configuration. Figure 2b shows the first molding stage s 1 . The component set C 1 consists of two components c 1 and c 3 . The molding configuration T 1 is obtained by rotating c 1 about the joint axis t 1 by −30
• . Figure 2c shows the second molding stage in which c 2 is molded.
A. Feasibility of a Molding Plan
A molding plan S = {s 1 , . . . , s n } is considered feasible for a given multi-material articulated assembly A = {a 1 , . . . , a m } if: 
where,
• k 1 is the constant stage setup cost. We will use k 1 = 203.30.
• T h is the maximum wall thickness of the components [Boot01] . We will use k 2 = 1.5.
• N u is the total number of undercuts on the components for which side actions are required. We will use k 3 = 0.7. 2) Defect cost: This represents the cost of producing defective components. Constructing parting lines as 'flat' as possible is one of the best mold design practices followed in the molding community. The parting line defines the profile of the shutoff surface between the core and cavity. A flat parting line results in an accurate and high precision shutoff surface. It also increases the sealing pressure between the core and cavity, which in turn reduces the material flash. Hence the defect cost can be measured in terms of the flatness of parting line as follows:
where ρ is a measure of flatness of the parting line. Increasing the flatness decreases the defect cost. 3) Tooling cost: This represents the cost of manufacturing the mold for a molding stage. The relative cost mainly
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depends on the time taken to machine the shutoff surface. The cost of machining a shutoff surface s is given by:
• A s is the surface area (in sq. inch) of s. We will use k 4 = 100.
• N s is the number of surface normals on surface patch s (which is a connected set of planar facets). We will use k 5 = 8.5. Now, the cost of a molding stage can be written as:
The molding cost is usually very large compared to the defect cost and the tooling cost. The tooling cost is a fixed cost while the molding cost is a running cost. The molding cost becomes more significant as the production volume increases. We will therefore perform a hierarchical optimization to minimize the cost of a molding stage. We first optimize the molding cost, then defect cost, and finally tooling cost. When comparing the cost of two candidate molding stages, we only compare the molding cost of the two. The defect cost and tooling cost are used only in case of a tie.
The total cost C of a molding plan S = {s 1 , . . . , s n } is the sum of the cost of each molding stage s i .
C. Problem Statement
Input: Multi-material articulated assembly A. Output: A molding plan, which is a sequence of molding stages S = {s 1 , . . . , s n }.
• The molding plan is feasible as defined in Section II-A • The molding plan is optimal, i.e., the cost C of the molding plan as defined in Section II-B is minimum.
III. OVERVIEW OF APPROACH
We formulate the molding planning problems as a statespace search problem. The search space is represented as a tree T = {N, E, S, G}, where
• N is the set of nodes in the tree. Each node in the search tree represents an intermediate assembly.
• E is the set of edges between the nodes. Each edge in the search tree represents a molding operation or stage. Each molding stage is described by the set C i of components to be molded, called stage components and the configuration T i of the subassembly in which the molding will take place. It is mathematically represented as a two-tuple (C i , T i ). Each edge or mold stage has an associated manufacturing cost given by Equation 4.
• S is the root node which represents an empty assembly.
• G is the set of leaf nodes in the tree. The leaf nodes of the search tree are either nodes corresponding to the final assembly, or nodes corresponding to the intermediate subassemblies that have infeasible molding configuration. The leaf nodes that do not correspond The state-space search problems are known to be combinatorial optimization problems. For an assembly with m components, a brute-force approach that evaluates all possible states will take O(m!) time. The state-space search problems are usually solved using branch and bound algorithm with a lower time complexity. The main objective in a branch and bound algorithm is to perform an enumeration of the alternatives without evaluating each search node.
To further reduce the search space and ensure that we only produce feasible plans, we reuse precedence and configuration constraints from proven molding plans for individual joints. We have developed and experimentally validated several different plans for making revolute, spherical, and prismatic joints. For every joint in the new assembly, we first select the closest possible joint for which a proven plan exist. The closest joint is selected based on the type, size, material, and local geometry compatibility of the joints. Constraints are extracted from the existing plan and added to other problem constraints.
Our planning problem has the following characteristics. First, our planning problem involves short sequences. Currently, it is not practical to do more than four shots on injection molding machines. Second, complex geometric computations need to be performed to determine the best assembly configuration during a molding step. Finally, this planning problem has an objective function which enables MoB1.2 use of hierarchical optimization.
IV. THE SEARCH ALGORITHM
The search algorithm used in this paper is a combination of Depth-First Search (DFS) as the overall principle and BestFirst Search (BeFS) when choice is to be made between nodes at the same level of the search tree. In DFS, a live node with the deepest level in the search tree is chosen for exploration, which quickly produces a feasible solution. However, if the current-best or incumbent solution is far from the optimal solution, large amounts of unnecessary computations take place.
Combining BeFS to choose between the nodes at the same level of the search tree avoids this problem. BeFS proceeds preferentially through nodes that problem-specific heuristic indicates might be on the best path to a goal. A heuristic evaluation function is used to help decide which node is the best one to explore next. Given a node n in the search tree, the heuristic evaluation function f (n) estimates the total path cost of going from a start node to a goal node via n. The value returned by f (n) is an underestimate and hence can also be used as a bounding value for discarding unpromising solution paths. BeFS selects the node for which f (n) is minimum.
Algorithm GENERATEMOLDINGPLAN

Input:
1) Multi-material articulated assembly A = {a 1 , . . . , a m }. 2) Each component a i is a lump with an associated material attribute m i . 3) Each joint j k in the assembly with an associated molding plan p k .
Output: A sequence of molding stages S = {s 1 , . . . , s n } Steps: 1) Initialize solution:
• IncumbentSolution := ∅ • IncumbentCost := ∞ 2) Initialize search:
The algorithm GENERATEMOLDINGPLAN recursively traverses a search tree and returns the molding plan with minimum cost. The algorithm initializes the search with a node containing an empty assembly. It then calls the algorithm PROCESSNODE that recursively builds the assembly by inserting components. The variables IncumbentSolution and IncumbentCost are global that are updated by the algorithm PROCESSNODE whenever a solution better than the incumbent solution is found.
Algorithm PROCESSNODE
1) S := Path from P 0 to P 2) If A P = A, then a) If COST(S) < IncumbentCost, then
3) If A P has already been processed, then a) Retrieve the shortest path S P from A P to A b) S := S ∪ S P c) If COST(S) < IncumbentCost, then
where COST(S) is the actual cost of the path S and h(P ) is an underestimate cost of molding the remaining components {A − A P } [Priy06b]. 5) If f (P ) ≥ IncumbentCost then return 6) Branch on P generating children search nodes P ′ = {P 1 , . . . , P q } using algorithm GENERATEMOLDINGSTAGES(A P ) described in Section V 7) If |P ′ | = 0, i.e., no feasible molding stage is possible for the current subassembly then return. 8) LivePriorityQueue := {(P i , f (P i ))} 9) Repeat until LivePriorityQueue = ∅ a) Extract a node P i with minimum lower-bound cost f (P i ) from LivePriorityQueue to be processed b) PROCESSNODE(P i ) The algorithm PROCESSNODE processes a node in the search tree. Each node P in the search tree stores the current subassembly A P . The search node is either fathomed or branched into multiple search nodes. A search node is fathomed in three scenarios:
1) The search node is a leaf node, i.e., the current subassembly A P is the final assembly A.
2) The subassembly A P contained in the search node has already been processed before, and the result can be reused. 3) If the lower bound cost f (P ) is no better than the incumbent. The current solution path is not promising because no feasible solution of the subproblem can be better than the incumbent solution. Whenever a new solution is found, it is compared with the incumbent solution. If it is better, the incumbent solution is updated. If a search node cannot be fathomed, the possibility of a better solution cannot be ruled out.
V. GENERATING MOLDING STAGES
The algorithm for generating all possible molding stages for a subassembly is described below.
MoB1.2
Algorithm GENERATEMOLDINGSTAGES Input: Current subassembly A P Output: All possible molding stages S P = {s 1 P , . . . , s q P } for A P Steps:
1) Find the sets of stage components C = {C 1 , . . . C q } using algorithm FINDSTAGECOMPONENTS described in Section V-A 2) S P = ∅ 3) For each C i ∈ C do a) Find a component b ∈ A P that is connected to all components in C i . In case of multiple such components, any one can be arbitrarily chosen b) Orient the base component b to determineT as described in Section V-B c) Θ = ∅ d) For each stage component a j ∈ C i do i) Find a feasible and optimal configuration θ j as described in Section V-C and Section V-D ii) Θ = Θ ∪ θ j e) Pre-stage components
A. Finding Stage Components and the Base Component
This is the first step of generating a molding stage for the current subassembly. Before we can generate a molding stage, we need to find the components that can be added to the current subassembly in a molding stage.
Algorithm FINDSTAGECOMPONENTS
Input:
1) Input assembly A 2) Current subassembly A P 3) Precedence constraints G: The precedence constraints are derived from the joint molding plans. Each joint molding plan specifies a sequence in which the connected components need to be molded. This defines a partial ordering on the assembly components, which is represented as Directed Acyclic Graph (DAG). 4) Concurrency constraints: The concurrency constraints represent the requirement that all components molded in a single stage must be of the same material and connected to a common base component. The parameters for this constraint are available in the input assembly model. Each component model a i has a material attribute m i and mating data in the assembly provides the connectivity information. Output: Sets of stage components C = {C 1 , . . . C q }. Each C i is a set of components that can be molded in the next stage.
Steps: 1) For each component a i in A P remove a i and associated edges from G 2) U := set of all nodes in G for which in-degree count is zero 3) Partition U into groups of components C = {C 1 , . . . C q } such that C i ⊂ U and ∪C i = U . 4) Return C.
B. Orienting the Base Component
In this step, we determineT to orient the base component such that joint-axes constraints are satisfied. The molding plan for a joint specifies a feasible configuration space of the joint axes. For example, the joint axis for a revolute joint must be perpendicular to the parting direction. A molding stage forming a component of a joint must be configured such that the joint axis is within the feasible configuration space. Orienting the base component to satisfy the joint-axis constraints amounts to building a transformation matrixT . Here we are interested in orienting an axis or a vector along a particular direction. Since a vector always passes through the origin, this transformation is equivalent to one or more rotations about the three principle coordinate axes.
C. Finding the Feasible Configuration Space for a Stage Component
This step describes a method to determine feasible configuration space for a stage component. In order for a molding stage to be feasible, the parameter θ of the joint between the stage component a and the base component b must be defined such that following three constraints are satisfied: 1) Joint parameter constraints. θ must be within the range specified by the joint molding plan, i.e., θ l ≤ θ ≤ θ The sweep is a translation or rotation depending on on whether the stage component is connected to a prismatic or revolute joint. We then find the actual ranges for which the stage component does not intersect with or cast shadow over the base component. This partitions the initial range specified by the molding plan into sets of feasible and infeasible ranges.
It is easy to see that if the shadow constraint is satisfied for a particular configuration, the intersection constraint is automatically satisfied. Hence, we can conclude that if we sweep the stage component a over the initial range [θ l , θ u ] specified by the joint molding plan, the set of joint parameters θ for which the projection of the stage component a and the base component b do not intersect, constitutes the feasible configuration space of a.
The projection of a triangulated polyhedron p onto a plane consists of a set of triangles. A projectionp 1 intersects with
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another projectionp 2 if any triangle inp 1 intersects with any triangle inp 2 . A triangle t 1 intersects with another coplanar triangle t 2 if any edge in t 1 intersects with any edge in t 2 or if it is completely enclosed inside t 2 . Hence, the intersection of projection of two polyhedrons can be tested by just considering projected edges. We can further reduce the number of projected edges to be tested by just intersecting the silhouette the two polyhedrons. The projection of a polyhedron is a simple polygon with holes. The boundary of this polygon is called silhouette of the polyhedron.
Let us first consider prismatic joints. A proven molding plan for prismatic joint specifies that the parting direction be perpendicular to the joint axis, i.e., joint axis is in the x-y plane. If a stage component is connected to the base component via a prismatic joint, the sweep of a vertex v of the stage component is a line segment. We project this line segment onto the x-y plane to get another line segment l. It can be seen in Figure 4a that the overlap status of an edge e connected to this vertex v can only change at the intersections of l and the silhouette h of the base component. Figure 4b shows that for each edge on the stage component, the initial feasible configuration space θ is partitioned into feasible and infeasible ranges. The feasible ranges for each edge e i can be represented as
The final feasible range for the stage component is the intersection of the feasible ranges for each edge on the stage component.
As the stage component is translated along the joint axis, the silhouette of the stage component does not change. Hence we can further optimize the implementation by only considering the silhouette edges of the stage component.
If the stage component is connected to the base component via a revolute joint, the sweep of a vertex on the stage component is a circular arc. The projection of this arc on the x-y plane is again a line segment. Therefore we can use the same scheme used for prismatic joint. However, as the stage component is rotated, its silhouette continuously changes. Hence we need to consider all edges of the stage component.
The sweep of a stage component connected via a spherical joint is too complicated for the scheme presented above. We use an iterative scheme to handle spherical joints.
D. Finding an Optimal Configuration for a Stage Component
The previous section finds a feasible configuration space (range of joint parameter θ) for a stage component. This section chooses a configuration from the feasible range that minimizes the molding stage cost. From Equation 4, we need to optimize the molding cost (C m ), defect cost (C d ), and tooling cost (C t ). As explained in Section II-B, we follow a hierarchical approach in optimizing the parameters of a molding stage. We first optimize the molding cost, then defect cost, and finally tooling cost.
In the first step, we further subdivide the feasible range of joint parameter such that the number of undercuts in We select the subrange with the minimum number of undercuts. In the next step, we find the configuration within the selected range for which the parting line is flattest. It should be noted that this method is only needed for revolute joints. The motion of a prismatic joint in a straight line does not change the number of undercuts or flatness of the parting line. In the final step, we construct a shutoff surface for which the machining cost is minimum. We have adapted the algorithm of Ahn et al. [Ahn02] to find ranges of joint parameters in which the number of undercuts remains invariant. The detailed description of this modified algorithm and the algorithm for constructing the shutoff surface can be found in [Priy06b] . This section describes an algorithm to find the configuration within a feasible range for which the parting line is flattest. We first calculate the mold-piece regions of the stage component for a orientation within the feasible range. The algorithm for calculating the mold-piece regions is described in [Priy06a] . The parting line is the set of boundary edges between the core region and the cavity region. If we rotate the stage component within the feasible range, the status of the mold-piece regions does not change, and hence the parting line also does not change. However, the flatness of the parting line with respect to the parting direction changes. Figure 5 shows a simple 2D case where the parting direction is along the z-direction and the joint axis is along the x-axis.
For simplicity, we assume that the lower bound of the feasible range is zero and the upper bound is θ, i.e., the selected feasible range is [0, θ]. We need to find an angle Before we can develop a method, we must formally define the notion of flatness of a parting line. Let us consider the scheme shown in Figure 5c . The parting direction is along the z-direction and the joint axis is along the x-axis. Let AB be the projection of a line segment in the parting line onto the yz-plane. Our measure of flatness of AB is:
where l i be the length of AB and α i be the angle between the y-axis and AB. Note that ρ(AB) ≥ 0, with equality holding if and only if AB is perpendicular to the z-axis (parting direction). In general, the smaller the value of ρ(AB), the flatter is AB. If AB is rotated to CD along the x-axis (joint axis) by an angle α as shown in Figure 5c , the new measure of flatness would be:
The optimization problem can now be formally stated as follows. Create the parting line L = {e 1 , . . . , e k } for the stage component oriented with α = 0. Project each parting line edge e i onto the yz-plane to create a line segment of length l i that makes an angle α i with the y-axis.
Differentiating and solving the above objective function gives α for which the parting line is flattest. 
VI. RESULTS
A swash plate, shown in Figure 2a , is a mechanical device used in helicopters to control the motion of the main rotor blades. The swash plate consists of three rings connected together by revolute joints. The inner and outer rings, c 1 and c 3 respectively are made of the same material. In addition to the assembly model, the designer also provides a molding plan for each joint in the assembly. The swash plate example has two revolute joints. The designer compares the type, size, geometry, and material of the joints to find a molding plan for the joints. The assembly model of the swash plate and the selected molding plan is fed to the planner.
The planner first creates a Directed Acyclic Graph (DAG) of components using the precedence constraints in the joint molding plan. The plan specifies that pin must be molded after hole, i.e., component c 2 must be molded after component c 1 and c 3 . Figure 6 shows the precedence constraints for the assembly. Figure 3 shows a partial state space for the swash plate example. The node numbers (N 1 , . . . , N 8 ) correspond to the sequence in which each node is processed by the algorithm PROCESSNODE. The bounding value f is also shown against the first-level nodes. Our techniques for solving the statespace search efficiently works very well on this example. The algorithm fully processes only two nodes -N 1 and N 2 . It can also be seen that nodes N 4 and N 7 are similar to each other and to the node N 1 . Hence even if the algorithm had to process these nodes, the cached results from node N 1 could be simply used.
In the first stage, we choose node N 1 that has the minimum bounding value. In the second stage (node N 2 ), we just need to find a configuration for the assembly. We have one stage component c 2 and choose c 1 as the base component. The joint-axis constraints from the joint molding plan are used to calculateT and orient c 1 . We find a feasible configuration space for component c 2 such that c 1 and c 2 do not occlude each other along the parting direction as shown in Figure 7 . We then find a configuration within the feasible configuration space such that the number of undercuts is minimum and the parting line is flattest as shown in Figure 8 .
We have successfully tested our algorithms with several examples such as automotive vent assembly, serpentine robot module, and gimbal assembly. Because of space restrictions these results are not reported here.
VII. CONCLUSIONS
This paper describes an algorithm for generating a molding plan for an articulated assembly. This algorithm produces a molding plan, which is feasible as well as optimal with respect to the manufacturing cost. The molding planning problem is a combinatorial optimization problem. We formulate it as a state-space search problem and use branch and bound to search for an optimal solution. Our state space has large number of search nodes and processing each node takes a lot of time. We handle these problems by pruning infeasible solution paths and reusing the results of a search node. This paper also presents geometric reasoning algorithms for the subproblems that need to be solved as part of the overall planning problem. These subproblems include finding stage components and assembly configuration for each molding stage. The assembly configuration found by the algorithm is such that the number of undercuts on the stage components is minimum and the parting line is flattest. The algorithms have been tested with several complex assemblies for which multiple molding plans are possible.
The algorithm for generating the molding sequence presented in this paper does not consider the flow and thermal limitations of molding machines. It is assumed that each component is feasible to mold from the mold-flow point of view in all possible sequences and the thermal management system is capable of providing appropriate cooling and heating. This assumption may however break down for some molding stages. Hence the constraints imposed by the flow and thermal considerations should also be incorporated into the future version of the algorithm.
