We introduce a new class of problems concerned with the computation of maximum flows through twodimensional polyhedral domains. Given a polyhedral space (e.g., a simple polygon with holes), we want to find the maximum "flow" from a source edge to a sink edge. Flow is defined to be a divergence-free vector field on the interior of the domain, and capacity constraints are specified by giving the maximum magnitude of the flow vector at any point. Strang proved that max flow equals rain cut; we address the problem of constructing rain cuts and max flows. We give polynomial-time algorithms for maximum flow from a source edge to a sink edge through a simple polygon with uniform capacity constraint (with or without holes), maximum flow through a simple polygon from many sources to many sinks, and maximum flow through weighted polygonal regions. Central to our methodology is the intimate connection between the max-flow problem and its dual, the min-cut problem.
Introduction
Computing maximum flows in a capacitated network has been a very important problem in combinatorial optimization. Many ingenious polynomial-time algorithms exist [EK, Ga, GT, IS, etc.] . It is natural to ask how to generalize the maximum flow problem to a continuous domain. Gomory and Hu have addressed the problem of flows in continua from the point of view of approximating them with a discrete network [Hu] .
Strang [St] and Iri [Ir] have shown duality results that max flow equals min cut for flows in continua. Papadimitriou [Pal has recently suggested that examining algorithms to compute maximum flows in continua may suggest new methods of attacking the shortest path problem in weighted regions [MP] . It is the purpose of this paper to examine the complexity of computing maximum flows in the continuum and to analyze the duality relationship between the maximum flow problem and the shortest path problem.
We begin with a precise statement of our problem, following the notation of Strang [St] . We are given a compact connected domain f~ (which we take to be a polyhedral domain in two dimensions, described by n vertices), with boundary F. There is an open subset, F1 C F, of the boundary through which flow can enter f~, and there is an open subset, F2 C r, disjoint from F1, through which flow can exit i2. We assume that F1 and F2 each contain a finite number of connected components each of which is bounded by vertices of r.
(Note that, without loss of generality, the connected components of F1 and r~ can be assumed to be open facets of fL) rl (resp., F2) is naturally called the set of sources (resp., sinks). Let F0 = r \ (rl u r~). Since we are assuming that f~ is bounded, its complement, f~c will have precisely one unbounded connected component; we let Foo be the boundary of this component.
We are given flow capacity constraints, c(p), for every point p interior to 12 (p G int(f~) ); the magnitude of the flow vector at point p is bounded by e(p). We wish to compute a vector field a, a flow, that solves the following program:
Maximize subject to i~ = fr tr.n ds 2 lal<c infl,
Here, n is the unit normal vector to r which is outward pointing. We are assuming that there are no source or sink points internal to ft. Hence, the statement of flow conservation is that the field o" is divergencefree. (Note that flow conservation implies that for any feasible a, p = fr2 a. n ds = -fr, Or. nds; i.e., flow in equals flow out.) The flow across a simple curve, C, is obtained by integrating fc a. nds along the curve (where n is the unit normal to C). We let/~* denote the value of the flow,/.t, for an optimal flow tr.
Remark: The specification of our problem here is slightly different from that of Strang [St] , who requires that o'. n = Af on F, and maximizes )L. Here, f is a real-valued function defined on r which describes the intensity of sources/sinks on the boundary of ~. Our formulation can be shown to be equivalent to a special case of Strang's. An example of a simple polygonal domain is shown ill Figure 1 . There is just one source edge and one sink edge. Here, we assume that the function c(p)
is everywhere equal to 1. A maximum flow field o-is indicated by the "streamlines" shown. The flow a is 0 everywhere that streamlines are not shown; otherwise, a is a unit vector parallel to the streamlines, oriented from source to sink. The value of the maximum flow is the width of the "stream" from source to sink. A cut is defined as a (not necessarily connected) subset S of fl such that its boundary OS contains all sources (i.e., rl COS). Part of OS will coincide with F, and part, 7 = OS\F, will cut through the interior of ft. Frequently, we will speak of 7 as the "cut", as it is a path which separates f~ into two or more connected components. The capacity, C(S), of a cut S is the line integral f.y c ds. Any cut 7* which minimizes f'r c ds over all cuts 7 is called a minimum capacity cut, or a rain cut, for short.
It is not hard to check that weak duality must hold, namely, that the maximum flow value cannot exceed the capacity of the minimum cut. (This is just a statement of the classic divergence theorem.) Strang [St] has proved a max-flow/min-cut theorem. This is a statement of strong duality: the value of the maximum flow,/.t*, is equal to the capacity, C(S*), of a minimum capacity cut, S*. Strang, however, offers no algorithm for computing either the rain cut or the max flow. Iri [Ir] has worked on similar results in higher dimensions.
For the example in Figure 1 , the min cut is shown as a heavy gray line.
We are interested in the computational complexity of computing the value, p*, of a maximum flow (which is equivalent to computing the length, 17"[, of a min cut) and of constructing maximum flow fields o'.
We give polynomial-time algorithms for both of these problems, under a variety of different assumptions on f~, rl, r~, and c. 7). We study the duality that exists between max flow problems and shortest path problems. In particular, we show how the continuous Dijkstra methodology relates to a "continuous Berge" algorithm. This research suggests that further investigations should be conducted into the mapping between discrete graph algorithms and their continuous analogues in geometry.
Summary of Results
1). We characterize maximum flow fields and minimum capacity cuts for polyhedral domains with discrete data (piecewise-constant capacity function c).
We give a data structure for describing an optimal flow field and show that its size is O(n), where n is a measure of the size of the scene (e.g., the number of vertices describing the polyhedral domain).
2). We consider the problem of computing maximum flow through a uniformly capacitated (c = 1) simple polygon, from a single source edge to a single sink edge. This problem is solved in time O(n log n).
We generalize to the case of many source and many sink edges within the same time bound.
3). We consider the generalization to the case of a simple polygon with h holes, and a single source and single sink. We then show that the maximum flow can be found in time O(n~). We prove a lower bound of ~(n + h log h). 4). We generalize to the case of many source and many sink edges. We examine the problem of computing a minimum cut in this case (which is no longer a problem of finding a single shortest path). We show that both the min cut and maximum flow problems can be solved in time O(n2). 5). By a continuous-Dijkstra type method ("continuous Berge"), we improve the bounds in 3) and 4)
to O(nh + n log n). 6). We consider the more general case in which the capacity constraint function c is piecewise constant. We relate the maximum flow problem to the shortest path problem in weighted regions IMP], and thereby get a polynomial-time algorithm for flows.
3.

Motivations
Several applications motivate our problem. First, consider the problem of moving fleets of parts through a domain. Parts can be moved at a certain speed, and they must avoid holes (obstacles) in the domain.
If the parts are small, then the problem can be approximated by a continuum of "fluid" which must flow through the domain. The maximum flow gives us the rate at which parts can be moved through the domain.
There are applications of this problem to routing flows of vehicles through factory floors and to routing fleets of ships through enemy radar stations or to routing planes through mountain passes.
Another application can be seen in routing wires on a circuit board among components (obstacles). The continuous maximum flow is an approximation to the number of wires that can be routed between terminals.
(The wires follow the streamlines of the vector field.) Still another application is in the automatic determination of the amount of flow that can be sent through a part that is designed on a CAD system. For instance, we may be designing a particular type of valve or pipe fitting, and we need to know how much fluid will be able to flow through the part.
Another motivation for this research was an effort to find more efficient algorithms for shortest path problems. Since shortest path problems arise in the formulation of the min cut problem, it seems natural to look at the dual problem of finding maximum flows. It may be that results for the max flow problem will suggest new techniques for shortest path problems. Papadimitriou [Pal has suggested that solving the max flow problem in the continuum may provide new methods for finding shortest paths in weighted regions.
Flows in a Simple Polygon
Consider first the case in which there is precisely one source edge, F1, and one sink edge, F2, and we are working in a uniformly capacitated (c = 1) simple polygon ~2 (without holes). Then, the set F0 consists of two connected components, T ("top") and B ("bottom"). Note that either T or B may be a single point.
The problem of finding a rain cut is simply the problem of finding a shortest path within fl from B to T. It is easy to see that the shortest path will be a single line segment. In the context of the 0/1/c¢ weighted region problem of [GM*,Mi3], we can consider the exterior of the polygon to be an obstacle (a weight +oo region), each of the two simple chains B and T to be a zero-weight region, the interior of f~ and Ft and F2 to be weight 1, and the start and goal points to arbitrary points of B and T. The results of [GM*,Mi3] tell us that the rain cut can be found in time O(n~), which is obvious also from the fact that the rain cut is a single edge joining B and T.
We can do better by observing that the min cut is related to the Voronoi diagram of ft. First, we need some definitions. By a perforated simple polygon we mean a closed simple polygonal region (without holes) which has had some subset of its (open) boundary edges deleted (in our case, these will be the sets Ft and r2). The resulting region is no longer closed or open, as part of its boundary has been removed. We let B be the set of remaining boundary edges and vertices (in our case, B = B U T). Then, the skeleton or Voronoi diagram of a perforated polygonal region is defined to be the locus of points p within the region such that there exists more than one shortest path within the region from p to B; that is, p is equidistant (according to paths within the region) from two or more elements of B. (The Voronoi diagram of an unperforated region is also known as the medial axis transform or the (internal) skeleton of the polygon [Ki,Le] .) Note that since B must include all vertices (we deleted open edges), the shortest paths from p to B will always consist of a single line segment. From the results of [Ya] , we know that the skeleton of a perforated polygon will consist of straight line segments and arcs of parabolas (just as is the case with unperforated polygons).
By a slight modification of the algorithm of [Ya] , one can compute the skeleton of a perforated polygon in O(n log n) time (or one can start with the skeleton of the unperforated polygon and modify it in O(n log n) time to take into account the perforation).
One can show that the min cut for the problem of max flow through a simple polygon corresponds to an edge in the skeleton of the perforated polygon (i.e., 77* is a Delannay edge). Since there are only O(n) such edges in the skeleton, it can be found in O(n) time once the skeleton is constructed. Basically, the skeleton gives us a means of transforming the flow problem in a simple polygon into a trivial network flow problem.
First, delete from the skeleton any edges which are bisectors between adjacent elements of B (two edges of B are said to be adjacent if they share an endpoint, and an edge is adjacent to both of its endpoint vertices). The resulting skeleton is a tree which touches the boundary r only at the source and sink edges Fx and F2. Capacities can be assigned in the obvious way: an edges's capacity is simply twice the minimum distance from a point along the edge to the set 6. There is a unique path through the skeleton from source to sink, and the minimum capacity along it is the value of the max flow problem. One can actually construct (in a straightforward way) a flow field a of maximum value based on the path from source to sink. The result is the following. 
Proof:
Omitted in this abstract. | Remark: Note the close similarity between the simple max flow problem considered here and a motion planning problem. The length of the min cut corresponds to the maximum diameter disk that can be moved through the polygon, entering at the source edge, and leaving at the sink edge. Use of the skeleton to compute flows relates to the familiar retraction method of motion planning.
Simple Polygons with Holes
In the case that the domain is a simple polygon with h holes (and still c = 1, and F1, F2 each consist of a single edge), we get a picture like that in Figure 2 . Note that we have drawn the source and sink edges on F~, the boundary of the infinite face of f~c; however, one or both of the edges could lie on any of the boundaries of the holes (the bounded faces of tic). That is, F1 and We begin by assuming that F1 and F2 lie in the same connected component of F. Let F1 = ~. One can prove, then, that the min cut problem is that of finding the shortest path from point s to point t in the weighted region problem which puts weight +oo on the exterior of t, weight 0 on F0 (which includes part or all of the boundaries of the holes), and weight 1 on int(f~) and on the edges F1 and F2.
In the case that F1 and F2 lie on different connected components of F, we first find the shortest paths from Fi (i = 1,2) to Foo, according to the weighted region metric which puts weight ~ on tic, weight 1 on int(t), and weight 0 on F0. (If F1 or F2 already lies on Foo, then the path is trivial.) We then "cut open" t along these paths. Effectively, we have brought in the boundary F~ to meet the edges Fi (i = 1, 2), so that they now both lie on the outer boundary Foo. We make this more precise in the full paper. The result is that we have reduced the problen' to the case of F1 and F2 lying in the same component of F (namely, F~). Now, the results of [GM*, Mi3] give an O(n 2) algorithm for the computation of the min cut.
Constructing the max flow once the rain cut is known can be done by a "flow pushing" technique we describe in the next section.
A Lower Bound
We give now a lower bound to the complexity of To show a lower bound on constructing max flow fields, we will show that we can use any optimal field a to sort h integers in time O(h). (Note that there may be uncountably many possible optimal flow fields.) For integers it,...,ih, let it (resp., iu) be the smallest (resp., largest) integer. Map the points ij onto the parabola defined by the function y(z) = (z -(it -1)) 2 (let the resulting points be pj). Let r = iu -iz + 1, and place a point O at location (it -1,-r2). Draw a ray from O through each pj, and define a set of holes, Hi, which are the segments of these rays between pj and the boundary of a large rectangle. Enclose this construction in a slightly larger rectangle, R. Let the bottom edge of R be a source edge, and let the top edge be a sink edge. Let t be the rectangle R with holes Hi, and let c = 1. See Figure 3 . Then, in this max flow problem we claim that the rain cut 7* visits the holes/Ij in the sorted order of the ij's. Furthermore, from simply knowing the values of a(pj) for each j, we can read off the sorted order in O(h) time: the vector a(pj) faust be a unit vector whose slope equals that of the ray from O through pj,, where j' is the index of the integer ij, which immediately precedes ij in the sorted order of the integers. Thus, we can walk through the sorted order by making h inquiries on a. The result is the following theorem. 'G 
Given a uniformly capacitated simple polygon with h holes, a lower bound on computing a representation of a maximum flow field o" is ~2(n --b h log h). (This assumes that the representation of o-allows constant-time evaluations at vertices of the polygon.)
Flow Pushing
Assume that we have computed a rain cut 7" for a flow problem in a uniformly weighted simple polygon. We know that there must exist a flow field o" which achieves a total flow of # = 17"1, but how do we compute such a field? In this section we outline one method which we call "flow pushing". Another method is based directly on a shortest path map calculation, as described in section 9. Our discussion in this abstract will be brief, as section 9 outlines an alternative means of constructing 0". For the purpose of illustration, we mention here only the case IFll = IF21 = 1 and F:t,2 C Fee.
Begin by defining o" along the cut 7*-This is easy, since for p E 7", a(p) must be the vector of unit length which is orthogonal to 7* at p and oriented from S* to (S*)~ (that is, from source to sink).
We will be very informal here; the full paper makes precise the following discussion. The basic idea is to "push" a rectangular "tube" (or, in the case of holes, tubes) of flow from 77* out through the source edge and, separately, out through the sink edge. Every time the tube hits a wall, we have to figure out how to "bend" it or possibly (in the case of holes) to "split" it in order to direct flow towards the source/sink. Inside a tube, the flow field a is defined to be the constant vector whose length is 1 and whose direction is parallel to the walls of the tube (and oriented from source to sink). When a tube "bends", it must conserve flow.
One of many ways to do this is with a flow field with circular arc streamlines (as was shown in Figure 1 ).
Another, is to "miter" the two tubes so that they join together along a straight line segment which bisects the angle between the two tubes. This provides a means of turning a corner with a piecewise-constant flow over a polygonal subdivision. (The streamlines are then polygonal chains, and will not contain curved arcs.)
The flow pushing algorithm furnishes a proof that there exists a piecewise-constant flow field of maximum value defined on a polygonal subdivision of linear size.
Many Sources and Many Sinks
Another interesting flow problem for simple polygonal domains is that in which there are multiple source edges and multiple sink edges. (In other words, F1 and/or F2 consist of several connected components.)
It is now not so clear how to find rain cuts, as they are not merely single shortest paths (7* may be disconnected). See Figure 4 for an example with three source edges and three sink edges.
We see in the figure that the optimal cut S* (the shaded region) consists of two connected components, (F1 t3 F2) , and the distance function used is d~. Thus, the skeleton will be the set of points in fl which are equidistant to two or more edges of Foo \ (F1 t3 F~) , where distance is measured according to the 0/1 weighted distance, with the holes considered to be zero-weight regions. Figure 5 shows an example of a skeleton. and 7* consists of four paths. In general, S* will be fully describable by a partitioning of the source edges into classes which border a connected component of S*. Given such a partitioning, then, we can define a set of shortest path problems in 0/1 weighted regions which will find a minimum cut consistent with the partition. But among the exponentially many possible partitions, how does one pick the partition whose cut length will be minimum?
We look at the problem in another way. Consider the skeleton of the perforated simple polygon obtained by deleting F1 and F2 (assume for now that there are no holes). As described in section 4, the skeleton can be used to define a capacitated tree which intersects F only at edges of F1 or F2. We can then use this (undirected) tree to find a max flow. The edges of the skeleton which are at full capacity are dual to edges (line segments) which form a rain cut 7*. We can also use the solution in the skeleton tree to construct a max flow field o'. The result is an O(n log n) algorithm for computing an optimal o'.
The situation becomes more complex when we consider the effect of holes. Assume for simplicity that all sources and sinks lie on the outer boundary rco. Now, we cannot simply use the Voronoi diagram of the polygonal region as a network to search for max flow. Instead, we define a new kind of skeleton for a polygon with holes.
Let d~ (p,q) be the length of the shortest path Using the continuous Dijkstra method, we show that the skeleton can be constructed in time O(n2).
We know of no subquadratic algorithm at this time.
With this new notion of skeleton, we can again get a capacitated tree which can be searched for max flows. A max flow field er can be constructed from the network solution, and, in fact, we can construct a flow field w]hich is piecewise-constant over a polygonal subdivision over linear size. The final result is an O(n 2) algorit]hm for computing an optimal flow.
Flow Through Weighted Regions
We generalize our results to the case in which c is piecewise-constant over a polygonal subdivision. The higher the value of c, the greater the magnitude of the flow vector that is permitted in the region. We concentrate here on the case in which there is a single source edge rl and a single sink edge r2, both on the outer boundary too. More general cases will appear in the full paper.
The rain cut problem is to find a path 7 from B to T which minimizes the weighted Euclidean length, f~ c ds. This problem has been solved in polynomial time O(nTL) to yield an e-optimal path IMP]. (Here, L is the precision of the problem instance, including the number of bits in e.) Note that since the rain cut problem is solved only to within e-optimality, so will our max flow problem. for the definition of critical points), we have a section of 7" which refracts according to Snell's Law. The idea is to "push" such refraction path sections (sweeping them in a parallel fashion, with the bend points following streamlines while obeying the "orthogonal" Snell's Law) in much the same way as we pushed line segments in the c = 1 case described in section 6. See 
Continuous Berge Algorithm
In this section we establish a direct correspondance between the continuous Dijkstra methodology of searching for shortest paths and a continuous version of Berge's algorithm for maximum flow in a planar graph.
(Berge's algorithm applies to a capacitated planar network in which the source and sink nodes are both on the outer face. The idea is simply to select the "lowermost" path from source to sink, push as much flow as possible through it, delete the resulting saturated edges, and repeat the process. In this way, augmenting paths are selected according to an ordering from the "bottom" of the graph to the "top". Berge's algorithm can be implemented to run in time O(n log n) [IS] .)
For the case of shortest paths among obstacles in the plane, [RS] have given an O(nh + n logn) algorithm, where h is the number of obstacles. This is an improvement over the O(n 2) algorithms of [AA*,We] in case h << n. We can achieve similar bounds for the problem of maximum flows in a uniformly weighted polygonal region with h holes. The idea is to apply continuous Dijkstra (which takes on the form of a "continuous Berge" algorithm for this problem).
We consider here only the case of a single source edge P1 and a single sink edge F2, both on the boundary P~ of ft. (Thus, F0 fl r~ consists of 2 components, which we have been calling B and T.) We assign weight 1 to int(f2), rl, F2, weight co to tic, and weight 0 to F0. Then, we run a continuous Dijkstra algorithm from a starting point on B (equivalently, we treat B as a source, since it has weight 0). The idea of continuous Dijkstra is to propagate a wavefront from the source, maintaining a structure which describes the shortest path map for all points whose distance from the source is less than the current event distance (see [Mil] ). Events occur at those discrete times when the combinatorial structure of the wavefront changes.
We can only outline the procedure in this abstract. First, in total time O(n log n) (and space O(n)) we can compute the (outside) Voronoi diagrams of B, of T, and of each hole H E 7-/(letting 7"/be the set of holes) [Ya] . Now, we wish to determine the effect of propagating a wavefront from B throughout fl, treating the holes as zero-weight regions. (This means that as soon as a hole is hit by the wavefront, its entire boundary instantaneously becomes a new source to continue propagation.) Our algorithm maintains the shortest path map of (.9, the set of objects that have already been hit by the wavefront, and the Voronoi diagram of T4, the set of objects remaining to be hit. mal flow field. First, note that o" is indeed divergencefree (09~rl/Ox-t-Oa2/Oy = 0). Next, note that along any shortest path from p to B, the field is orthogonM to the path. In particular, this is true along the shortest path (7*) from B to T; hence, the value of the flow is optimal. Since the size of the shortest path map is linear, this suffices to prove a linear space bound on a representation of an optimal o'. It also proves that one can construct an optimal cr within the time complexity of building the shortest path map SPM. Note, however, that the vector field defined above is not piecewiseconstant, and the boundaries of the shortest path map are not necessarily line segments. (In fact, the streamlines corresponding to the field defined above consists of arcs of circles (centered at vertices) and straight line segments, and the boundaries of cells of the SPM consist of straight line segments and parabolic and hyperbolic arcs.) Note also that some of the streamlines form closed loops, which do not contribute to the net flow from source to sink. These loops correspond to "homogeneous solutions" which can be subtracted without affecting the optimality of ~r.
Conclusion
We have addressed the problem of computing rain cuts and max flows in the continuum from the point of view of algorithmic complexity.
Several other extensions and open questions are suggested by our research. 1). Can one achieve an o(n 2) algorithm for finding max flows in a simple polygon with holes? At the time of this writing, our best algorithm for the general case is O(nh + n log n) (the same bound that we know for the shortest path problem among 0/1 or 1/oo weighted regions).
2).
Can an arbitrary shortest path problem among 0/1 weighted regions be mapped into a max flow problem (at a cost of at most O(n log n))? A similar question arises for arbitrarily weighted regions.
(Proving a nontrivial reduction from shortest paths to max flow would be an important first step towards verifying Papadirnitriou's conjecture that max flow algorithms may be of utility for solving shortest path problems.)
3). What connection is there between shortest paths in 0/1 weighted regions and shortest paths in l/co weighted regions? Are these problems equally hard? 4). We could consider allowing point sources inside f~. Another generalization would be to allow the capacity function e to also depend on the direction of flow at a point. A generalization of possible relevance to pipe routing applications would be to restrict the streamlines of the flow to have a bounded radius of curvature. 5). Consider the problem in which one wants to minimize the area of ~ for which o" ~ 0. We then get the m/n-area max flow problem. (Strang [St] refers to these as "optimal design" problems.) Another criterion might be to minimize the maximum length of a streamline. 6). How does one generalize the flow problem to higher dimensions? Min cuts in three dimensions correspond to minimum area surfaces spanned by a closed Jordan curve (Plateau's problem). Such problems are hard to solve in general. It may be possible to solve the special case in three dimensions for orthohedral spaces under the restriction that the flow field be parallel to one of the coordinate axes at all times.
An interesting variation on the max flow problem is the one that restricts the orientations of 0". For instance, we may be interested in routing wires which
