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Resumen
Este documento contiene el Trabajo de Fin de Grado del alumno David Rico Zam-
brana, estudiante del Grado en Ingenier´ıa del Software, en la Universidad de Ma´laga.
Este trabajo se ha realizado bajo la tutorizacio´n de Lorenzo Mandow Andaluz, pro-
fesor del Departamento de Lenguajes y Ciencias de la Computacio´n.
El trabajo se titula Ana´lisis de algoritmos de inteligencia artificial para vi-
deojuegos, y consiste en el desarrollo de una aplicacio´n usando Unity3D en la que
se muestren de forma dida´ctica conceptos de inteligencia artificial aplicada a los vi-
deojuegos, como son el pathfinding o bu´squeda de caminos y los steering behaviors
o algoritmos de movimiento.
La aplicacio´n tiene dos secciones diferenciadas. En una, se muestra al usuario un
escenario de juego en el que se pueden seleccionar coordenadas de inicio y destino,
y la aplicacio´n muestra y compara los caminos que proporcionan los distintos algo-
ritmos de pathfinding implementados. La otra seccio´n de la aplicacio´n consiste en
un enfrentamiento en tiempo real entre un jugador humano y un jugador controlado
por una inteligencia artificial. En esta seccio´n se pueden controlar diversos para´me-
tros de los steering behaviors que controlan al jugador IA.
Palabras clave: Bu´squeda de caminos, algoritmos de movimiento, ma´quinas de estado,
videojuegos, inteligencia artificial, Unity3D.
Abstract
This document contais the final dissertation ot the degree student David Rico Zam-
brana for the studies Grado en Ingenier´ıa del Software, of Universidad de Ma´laga.
This dissertation has been realised under the supervision of Lorenzo Mandow An-
daluz, from the Departamento de Lenguajes y Ciencias de la Computacio´n.
The title of this project is Analysis of artificial intelligence algorithms for
videogames, and it consists in the development of a desktop application using
Unity3D which shows in a didactic manner some concepts of artificial intelligence
applied to videogames, as pathfinding or steering behaviors.
The application has two separate sections. In the first one, the user is presented with
a game scenery in which start and goal coordinates can be chosen, and then the dif-
ferent paths calculated by the various pathfinding algorithms are shown to the user.
The other section of the application consists in a real time confrontation between
a human player and an artificial intelligence controlled player. In this section, the
user can control an array of parameters which control the steering behaviors of the
AI player.
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Este documento representa el trabajo de fin de grado del alumno David Rico Zambrana
para los estudios de Grado en Ingenier´ıa del Software de la Universidad de Ma´laga. El
trabajo, bajo el t´ıtulo de “Ana´lisis de algoritmos de inteligencia artificial para videojue-
gos”, pretende mostrar de forma dida´ctica la aplicacio´n de diversas te´cnicas de inteligencia
artificial para juegos, as´ı como comparar su efectividad y el realismo de sus resultados.
Para ello, se ha desarrollado una aplicacio´n en Unity3D en la que se ponen en pra´ctica
distintos conceptos, principalmente pathfinding y steering behaviors. Se trata de un juego
de accio´n en tiempo real, en el que dos personajes se enfrentan en un escenario delimita-
do, representado con una perspectiva cenital. Los personajes pueden moverse en cualquier
direccio´n, y al mismo tiempo pueden disparar en cualquier direccio´n (no necesariamente
en la misma en que se mueven).
1.1. Motivacio´n
El presente trabajo esta´ motivado principalmente por un intere´s en el mundo del desarrollo
profesional de videojuegos. El sector de los videojuegos es un sector cultural que cada vez
tiene ma´s importancia, y como industria mueve cifras equiparables o mayores a las del
cine. Adema´s, es una salida profesional del Grado en Ingenier´ıa del Software que, sin
embargo, no parece tener mucha consideracio´n en los planes de estudios actuales. Es
cierto que existen asignaturas que tratan aspectos espec´ıficos de los videojuegos, y que
gran parte del conocimiento general es tan aplicable a los videojuegos como al desarrollo
web, pero no deja de haber un vac´ıo en cuanto a las herramientas usadas actualmente
en la industria del videojuego, como pueden ser Unity3D o Unreal Engine, y tambie´n en
cuanto a te´cnicas usadas comu´nmente en el desarrollo.
1.2. Objetivos
Con este trabajo se pretenden conseguir mu´ltiples objetivos:
Desarrollar una aplicacio´n en Unity3D, demostrando conocer una de las herramien-
tas ma´s usadas en el desarrollo de videojuegos profesional.
Visualizar de forma dida´ctica los resultados de distintos algoritmos de bu´squeda de
caminos.
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Visualizar de forma dida´ctica el comportamiento de un agente controlado por stee-
ring behaviors, as´ı como el efecto de variar diferentes para´metros de e´stos.
1.3. Organizacio´n de la memoria
En este primer cap´ıtulo hemos introducido el trabajo realizado. A continuacio´n, en los
siguientes cap´ıtulos hablaremos de varios conceptos necesarios para el desarrollo de este
trabajo (cap´ıtulo 2: antecedentes), luego se explicara´ el disen˜o y la arquitectura de la
aplicacio´n desarrollada (cap´ıtulo 3: disen˜o de la aplicacio´n), un breve manual de usuario
de la aplicacio´n donde veremos que´ cosas se pueden experimentar en cada seccio´n (cap´ıtulo
4: uso de la aplicacio´n), y por u´ltimo las conclusiones que se extraen del presente trabajo
as´ı como a´reas en las que ser´ıa interesante profundizar (cap´ıtulo 5: conclusiones y trabajo
futuro). Un breve ape´ndice da unas pinceladas acerca de por do´nde se puede extender
este trabajo, y cerramos con las referencias bibliogra´ficas y los agradecimientos.
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2 - Antecedentes
En este cap´ıtulo se van a exponer diferentes conceptos relacionados con el desarrollo de
este trabajo.
2.1. Juegos y videojuegos
Por juego se suele entender una actividad realizada por uno o varios jugadores, siguiendo
un conjunto de reglas establecidas en comu´n, con un objetivo lu´dico.
Sin adentrarnos demasiado en el debate filoso´fico de que´ es un videojuego y que´ no es un
videojuego (debate muy vivo en los u´ltimos tiempos en las redes, debido al lanzamiento
de diversos t´ıtulos que desaf´ıan la concepcio´n normal de videojuego, como Gone Home
en el que no hay condicio´n de derrota, o Johan Sebastian Joust, que se juega con los
mandos del PSMove pero sin pantalla), podemos decir que un videojuego es un juego que
se ejecuta en un soporte electro´nico. El tipo de videojuegos que nos ocupa tendra´ una
salida de imagen a trave´s de alguna pantalla, y recibira´ o´rdenes de uno o varios jugadores
humanos a trave´s de algu´n dispositivo hardware dedicado a ello, como puede ser una
pantalla ta´ctil, un mando, un teclado o un rato´n. En este trabajo nos centraremos en
los llamados videojuegos en tiempo real, en los que las acciones de los jugadores no se
realizan por turnos, sino que tienen lugar en un instante cualquiera dentro del continuo
de la simulacio´n.
2.2. Pathfinding
Llamamos pathfinding a la bu´squeda del camino ma´s corto entre dos puntos, aunque
en el a´mbito de los videojuegos se le da ma´s importancia a la bu´squeda de un camino
que sortee un obsta´culo que al hecho de que dicho camino sea efectivamente el ma´s
corto. Esto se debe principalmente a dos motivos: en primer lugar, en videojuegos no
se dispone de mucho tiempo de procesamiento para calcular un camino, por lo que se
prefiere un algoritmo que proporcione una solucio´n aceptable en un tiempo mı´nimo frente
a un algoritmo que proporcione una solucio´n o´ptima pero en un tiempo mayor; en segundo
lugar, generalmente el camino o´ptimo no va a resultar tan natural como otros caminos.
Existen multitud de algoritmos de pathfinding, pero para este trabajo nos hemos centrado
en los ma´s destacables.
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2.2.I. A*
A* es sin duda alguna el referente en cuanto a pathfinding. Utiliza una funcio´n de eva-
luacio´n que combina por una parte el coste desde el nodo origen hasta el nodo actual y
por otra una funcio´n heur´ıstica que estima el coste desde el nodo actual hasta el nodo
meta. La clave del e´xito de A* es que, si el heur´ıstico utilizado es admisible, es decir, si
no sobreestima el coste de alcanzar el nodo meta, el algoritmo garantiza que se encuentra
el camino ma´s corto si es que existe, es decir, la solucio´n es o´ptima.
Adema´s, A* es un algoritmo tremendamente flexible: el coste de computacio´n var´ıa segu´n
el heur´ıstico que se utilice. Por ejemplo, si utilizamos un heur´ıstico que siempre de´ co-
mo resultado 0, el algoritmo se comporta exactamente como el algoritmo de Dijkstra. Si,
por otra parte, utilizamos un algoritmo no admisible, podemos obtener una solucio´n (no
o´ptima) en un tiempo mucho menor, como defienden algunos autores1. En este trabajo se
ha optado por usar un heur´ıstico admisible correspondiente a la distancia en movimiento
8-vecinos entre dos puntos.
2.2.II. HPA*
HPA* es un algoritmo de los que llamamos jera´rquico: divide el mapa de juego en bloques,
y aplica la bu´squeda de caminos en varios niveles, empezando por el superior y utilizando
la informacio´n de niveles inferiores para calcular caminos locales. 2
2.2.III. Suavizado
Por lo general, y de forma simplificada, A* se suele implementar sobre una cuadr´ıcula con
un movimiento en cuatro u ocho direcciones. En los casos en que el espacio de juego no es
discreto sino continuo y los personajes pueden moverse en cualquier direccio´n, se pueden
aplicar postprocesados sobre la solucio´n de A* que simplifican el camino, convirtiendo en
l´ıneas rectas secciones que originalmente ser´ıan un zigzag, por ejemplo. Existen tambie´n
algoritmos como el llamado Theta* que incorporan este tipo de movimiento en cualquier
direccio´n, pero en este trabajo se ha optado por aplicar un postprocesado sobre A* por
reutilizacio´n de co´digo.
2.3. Movimiento
Para el movimiento auto´nomo de un agente controlado por una inteligencia artificial se usa
una combinacio´n de diversas te´cnicas. En este trabajo se han utilizado steering behaviors





Los llamados steering behaviors son comportamientos que, agregados, determinan cua´l
sera´ la posicio´n del agente en base a su posicio´n y velocidad actual, su entorno y sus
objetivos. Cada steering behavior cumple una funcio´n, y sera´ necesario un nivel superior
de decisio´n que determine que´ comportamientos utilizar en cada momento de juego. De
forma abstracta, cada comportamiento recibe la informacio´n que necesite del agente o
del entorno y dara´ como resultado un vector que representa una fuerza. Al sumarse los
distintos vectores de los comportamientos activos, se obtienen comportamientos con una
apariencia compleja y un co´mputo muy sencillo.
Huida
El comportamiento de huida aplica una fuerza que intenta alejar al agente del punto que se
proporcione como entrada. Existe una variante llamada evasio´n que aplica una prediccio´n
sobre la posicio´n futura del elemento que se pretende evitar.
Bu´squeda
El comportamiento de bu´squeda aplica una fuerza que intenta acercar al personaje al
punto que se proporcione. Al igual que en el caso anterior, existe una variante llamada
persecucio´n que aplica una prediccio´n sobre la posicio´n futura del elemento que se persigue.
Deambular
El comportamiento de deambular intenta que el agente se desplace de forma aleatoria
pero no cao´tica, evitando los giros bruscos tanto como las l´ıneas perfectamente rectas.
2.3.II. Ma´quina de estados
En el apartado anterior menciona´bamos que es necesario acompan˜ar a los steering beha-
viors de un nivel superior de decisio´n que determine que´ comportamientos deben estar
activos en cada momento y co´mo se combinan. Por lo general se utilizan tres aproxima-
ciones: ma´quinas de estados, a´rboles de decisio´n y funciones de utilidad. La ma´s sencilla
de estas opciones es la ma´quina de estados, que se compone de una serie de estados, las
transiciones entre estos estados, las condiciones para que se den estas transiciones, y los
eventos que disparara´n las condiciones.
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3 - Disen˜o de la aplicacio´n
En este cap´ıtulo se explica co´mo se ha procedido con el disen˜o de la aplicacio´n que se ha
desarrollado. Vamos a hablar del entorno de Unity3D, y luego de co´mo se ha enfocado la
implementacio´n de los algoritmos de pathfinding, de movimiento y la ma´quina de estados.
3.1. Visio´n general
La aplicacio´n se ha separado en dos secciones principales: una centrada en los algoritmos
de pathfinding, en la que se pueden hacer comparativas de los distintos algoritmos, y otra
centrada en los steering behaviors, donde se realiza un enfrentamiento entre un jugador
humano y un jugador controlado por una inteligencia artificial. Un menu´ inicial permite
navegar entre ambas secciones.
El menu´ principal incluye tres botones: uno lleva a la escena de enfrentamiento, otro
lleva a la escena de pathfinding, y el u´ltimo cierra la aplicacio´n. En este menu´ se incluye
tambie´n el t´ıtulo del trabajo y los nombres del alumno y el tutor.
En la seccio´n correspondiente al enfrentamiento, donde se muestran los steering behaviors,
incluimos los siguientes elementos:
Un espacio de juego delimitado y con una serie de obsta´culos
Dos objetos mo´viles correspondientes a los personajes controlados por el jugador
humano y la IA, con capacidad de moverse en tiempo real por el escenario
Un menu´ inicial donde se pueden modificar diversos para´metros de los personajes,
del control por parte del jugador, y de los valores utilizados por la inteligencia
artificial
En esta seccio´n, el usuario podra´ controlar a uno de los dos personajes y experimentar con
el comportamiento del oponente controlado por la IA. Adema´s, modificando los diversos
para´metros del menu´ podra´ experimentar co´mo afectan distintos valores al comporta-
miento de la IA.
En la seccio´n de pathfinding se incluyen los siguientes elementos visuales:
Un espacio de juego delimitado, con obsta´culos y con una cuadr´ıcula
Un objeto mo´vil similar a los personajes de la seccio´n anterior que recorrera´ los
caminos introducidos por el usuario
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Figura 3.1: Entorno del editor de Unity3D con la escena del menu´ principal
Un menu´ donde se puede seleccionar el algoritmo de pathfinding que se quiere
visualizar, y las coordenadas de origen y destino del camino a buscar, y donde se
muestran los costes de los caminos encontrados por los distintos algoritmos
En esta seccio´n el usuario podra´ visualizar los caminos generados por los distintos algo-
ritmos de pathfinding, adema´s de visualizar al personaje recorriendo el camino correspon-
diente al algoritmo que se desee; se podra´n visualizar adema´s los costes de los distintos
caminos y compararlos entre s´ı.
3.2. Unity3D
En el editor de Unity3D, el contenedor ba´sico en torno al que gira el desarrollo es la
escena. Una escena contiene una jerarqu´ıa con distintos objetos de juego, entre los que se
incluye una ca´mara, alguna luz, y los elementos que queramos incluir. El menu´ inicial de
la aplicacio´n esta´ hecho en su propia escena, y cada uno de los botones carga la escena
correspondiente. As´ı, el desarrollo de las distintas secciones de la aplicacio´n es indepen-
diente de las dema´s.
En la figura 3.1 se muestra el entorno del editor de Unity3D. Se ha cargado la escena
correspondiente al menu´ inicial, que se puede ver en la ventana de la escena. En la parte
de la derecha de la pantalla se encuentran las vistas del proyecto, de la jerarqu´ıa de la
escena, y del inspector de objetos. En la jerarqu´ıa se puede ver que la escena consiste en
una luz, una ca´mara, y un elemento Canvas que contiene todos los objetos correspondien-
tes al menu´. En Unity3D, los elementos de interfaz de usuario (botones, etiquetas, etc)
van todos dentro de algu´n Canvas; una misma escena puede tener varios Canvas, lo cual
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Figura 3.2: Entorno del editor de Unity3D con la escena de la comparativa de caminos
puede ser u´til para mostrar u ocultar diferentes menu´s o partes del interfaz. En este caso,
el Canvas es sencillo: hay tres botones y unas cuantas etiquetas de texto.
En la figura 3.2 se muestra la escena del comparador de caminos. En la vista de escena
se puede ver el escenario, con el personaje, los obsta´culos, etc. En la vista de la jerarqu´ıa
se puede ver que tambie´n hay un Canvas con los elementos del menu´, aunque en esta
ocasio´n no se ve en la vista de escena. Se puede apreciar que este menu´ es ma´s complejo
que el anterior: hay varios inputfields, adema´s de los botones y etiquetas de texto. En esta
captura podemos ver adema´s que el entorno de trabajo de Unity3D es bastante gra´fico: los
elementos de juego se introducen en la escena de forma visual y pra´cticamente se montan
tal y como se van a ver durante la ejecucio´n.
En la figura 3.3 vemos la escena correspondiente al enfrentamiento entre el jugador hu-
mano (el personaje azul en la escena) y el jugador controlado por la inteligencia artificial
(el personaje rojo en la escena). Vemos que la escena en s´ı no se diferencia mucho de la
anterior, y la diferencia principal es el comportamiento de los personajes, que en la an-
terior escena estaba disen˜ado para seguir un camino en funcio´n del algoritmo de entrada
que se le proporcione, y en esta escena esta´n disen˜ados para el enfrentamiento.
3.3. Pathfinding
Para los algoritmos de pathfinding se ha optado por una arquitectura con una superclase
Pathfinding, que incluye un me´todo GetPath que, tras introducirle las coordenadas de
origen y destino devuelve un camino entre ambos puntos, y otro me´todo DrawPath que
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Figura 3.3: Entorno del editor de Unity3D con la escena del enfrentamiento
hace lo mismo pero dibujando el camino en pantalla. Se ha creado una clase TerrainInfo
cuya responsabilidad es tomar la informacio´n del escenario de juego y convertirla en una
matriz de celdas que los algoritmos de pathfinding puedan entender y trabajar.
3.4. Movimiento
Los comportamientos de movimiento se han implementado todos en una clase Steering-
BehaviorManager; la inteligencia artificial del jugador rojo, implementada en una clase
AIPlayerBasic, hace llamadas a este SteeringBehaviorManager para acumular los vectores
de los comportamientos que necesite, segu´n dicte la ma´quina de estados.
3.5. Ma´quinas de estados
La ma´quina de estados esta´ programada en la misma clase AIPlayerBasic. En funcio´n de
determinados valores, como por ejemplo el nu´mero de veces que el personaje haya recibido
un impacto, la ma´quina puede saltar de un estado a otro. Actualmente la ma´quina tiene
tres estados: uno agresivo, en el que los comportamientos tienen como objetivo acercar
al personaje a su oponente; uno evasivo, en el que los comportamientos intentan alejar
al personaje de su oponente; y un estado entre bu´squeda y wandering, que se activa al
perder l´ınea de visio´n hacia su oponente, y que consiste en separar el escenario en sectores
y mover al personaje de un sector a uno de los sectores adyacentes aleatoriamente.
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4 - Uso de la aplicacio´n
En la figura 4.1 se muestra el menu´ inicial de la aplicacio´n. En el centro de la pantalla
hay dos botones: Enfrentamiento y Comparar caminos. El primero, Enfrentamiento, nos
lleva a la seccio´n de la aplicacio´n donde se muestra el funcionamiento de los algoritmos
de movimiento y la ma´quina de estados. El segundo, Comparar caminos, nos lleva a
la seccio´n en la que se compara la ejecucio´n de los distintos algoritmos de pathfinding
implementados. Por u´ltimo, en la esquina inferior derecha encontramos el boto´n Salir,
con el que cerramos la aplicacio´n.
Figura 4.1: Menu´ inicial
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Figura 4.2: Menu´ de enfrentamiento
4.1. Experimentacio´n con movimiento y ma´quinas
de estado
La figura 4.2 muestra el menu´ de la seccio´n de enfrentamiento, en la que un jugador hu-
mano se enfrenta a un jugador controlado por una inteligencia artificial. A la izquierda
tenemos los controles de los para´metros del jugador humano, y a la derecha los controles
de los para´metros de la inteligencia artificial.
Empezando por la izquierda, con el jugador humano, tenemos un slider que controla la
velocidad de rotacio´n del personaje, y otro slider que controla la velocidad a la que se
puede desplazar el personaje. A continuacio´n, una casilla nos permite indicar si queremos
controlar al personaje con el rato´n o, si no la marcamos, con el teclado.
Si elegimos el control con rato´n, haciendo click izquiero sobre el escenario ordenamos al
personaje que se mueva a esa posicio´n, y haciendo click derecho dispararemos en la di-
reccio´n del puntero. Si elegimos este modo de control, tendremos que seleccionar adema´s
el algoritmo de pathfinding que va a usar el personaje para desplazarse de su posicio´n a
la que le indiquemos. Por otra parte, si preferimos el control con teclado, usaremos las
flechas para desplazar al personaje, las teclas W A S D para mirar hacia arriba, izquierda,
abajo y derecha respectivamente, y la barra de espacio para disparar en la direccio´n en
que estemos mirando.
A la derecha tenemos los para´metros de la inteligencia artificial. En primer lugar, los
mismos sliders que para el jugador humano controlan la velocidad de rotacio´n y de des-
plazamiento del personaje. Un siguiente slider controla cada cua´ntos impactos recibidos
va a cambiar el comportamiento de la inteligencia artificial, entre un modo agresivo y un
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Figura 4.3: Escenario de enfrentamiento
modo evasivo. Por u´ltimo, dos sliders controlan el taman˜o del vector fuerza resultado de
agregar los distintos steering behaviors, y el taman˜o del vector fuerza del comportamiento
de evasio´n de obsta´culos, y otros dos sliders controlan la distancia hasta la que intenta
acercarse el personaje en modo agresivo y a la que intenta alejarse en el modo evasivo.
En la figura 4.3 vemos la pantalla de juego en s´ı. El personaje azul es el controlado por
el jugador humano, y el personaje rojo corresponde a la inteligencia artificial. Arriba, a
la izquierda aparecen los impactos que ha logrado el jugador humano, y a la derecha los
impactos que ha logrado la inteligencia artificial, as´ı como el estado actual de la ma´quina
de estados que lo controla.
4.2. Experimentacio´n con pathfinding
La figura 4.4 muestra la seccio´n de pathfinding, donde se comparan los distintos algoritmos
de bu´squeda de caminos. A la derecha aparece el menu´ que controla esta seccio´n. Mediante
una casilla podemos seleccionar que´ algoritmo queremos ver ejecutar al personaje, aunque
mediante una traza se muestran todos los caminos de los distintos algoritmos a la vez.
Podemos seleccionar las coordenadas de origen y destino del camino de dos formas: bien
introduciendo los nu´meros en los recuadros que aparecen, o bien haciendo click izquierdo
sobre el escenario para seleccionar el origen, y click derecho para seleccionar el destino.
En la figura 4.5 vemos el resultado tras elegir un camino y pulsar el boto´n Empezar. Los
nu´meros que aparecen junto a cada casilla de los distintos algoritmos corresponde al coste
del camino encontrado. Sobre el escenario vemos las l´ıneas de colores que corresponden a
cada camino.
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Figura 4.4: Pantalla de pathfinding
Figura 4.5: Pantalla de pathfinding tras ejecucio´n de un camino
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5 - Conclusiones y trabajo futuro
A modo de conclusio´n, podemos considerar que los objetivos principales de este trabajo
se han cumplido correctamente: se ha desarrollado una aplicacio´n en Unity3D, y en las
distintas secciones de la aplicacio´n se pueden visualizar de forma dida´ctica los resultados
de los diversos algoritmos de bu´squeda de caminos y los comportamientos y cambios en
un agente controlado por steering behaviors.
El desarrollo de este trabajo ha supuesto un acercamiento a Unity3D, uno de los entornos
de trabajo ma´s importante en la industria del videojuego actualmente, y a la progra-
macio´n en C#. Unity3D ha demostrado ser una herramienta flexible y potente, con una
curva de aprendizaje suave, que permite obtener resultados vistosos con relativamente
poco trabajo.
En cuanto a los algoritmos de bu´squeda de caminos, la comparativa entre los distintos
caminos resulta especialmente ilustrativa. Se puede ver que el algoritmo A*, a pesar de
proporcionar caminos o´ptimos dentro de sus condiciones, esta´ limitado de forma natural
por las direcciones de movimiento que se le proporcionen. En un entorno con un espacio
continuo, como el que se presenta en este trabajo, da resultados mucho ma´s naturales un
algoritmo con un suavizado, que permita movimientos en cualquier a´ngulo.
Por u´ltimo, los steering behaviors han demostrado ser muy delicados en cuanto a los valo-
res de los para´metros que se utilizan para determinar las fuerzas de los distintos vectores.
Esto se debe, entre otras cosas, a que el fuerte de los steering behaviors son los compor-
tamientos en grupo, mientras que para este trabajo se han utilizado de forma individual.
Cuando se aplican a un nu´mero suficientemente grande de agentes, la masa se comporta
de forma suficientemente convincente, aunque individualmente haya errores o comporta-
mientos extran˜os.
A partir de este trabajo, ser´ıa interesante seguir incluyendo algoritmos de bu´squeda de
caminos para ampliar la comparativa. Por otra parte, ser´ıa interesante ampliar la sec-
cio´n de steering behaviors para incluir varios agentes que trabajen en grupo, y poder as´ı
comprobar los comportamientos grupales.
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6 - Ape´ndice: ampliaciones de la
aplicacio´n
La aplicacio´n es fa´cilmente ampliable en varias direcciones. En primer lugar, se pueden
an˜adir distintas escenas en las que aplicar otros conceptos que no se han tratado en este
trabajo. Por ejemplo, se podr´ıa an˜adir una escena en la que hacer una demostracio´n de
aprendizaje automa´tico. Para ello bastar´ıa con crear la nueva escena en Unity3D, y en la
escena del menu´ inicial an˜adir un boto´n que cargue esa escena.
En segundo lugar, se pueden ampliar las escenas existentes: es muy fa´cil an˜adir ma´s al-
goritmos de pathfinding, por ejemplo: ya tenemos las clases para los nodos, la estructura
para gestionar los distintos algoritmos, etc. La clase correspondiente al algorimo que se
quiera an˜adir solo tiene que heredar de Pathfinding e implementar los me´todos FindPath
y DrawPath.
En cuanto a los steering behaviors, se pueden an˜adir ma´s comportamientos en la clase ma-
nager, y es fa´cil ampliar la ma´quina de estados para incluir los nuevos steering behaviors.
Habr´ıa que programar la lo´gica de las transiciones, que esta´ en la clase AIPlayerBasic, y
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