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1. Introducción 
 
En esta sección se pone al lector en el contexto actual en el que está basado el 
proyecto, se definen los objetivos y se introducen los conceptos más importantes para 
la completa comprensión del resto de la memoria.  
 
1.1. Objetivos del proyecto 
 
El objetivo general de este proyecto es el de realizar una librería en Flash para la 
creación de videojuegos de plataformas en dos dimensiones con estilo gráfico clásico. 
Para conseguir tal propósito se establecieron estos objetivos concretos: 
 
1. Diseñar una librería en Flash reutilizable y ampliable para la realización de 
videojuegos en flash, para lo cual se pretende: 
 
 Estudiar y analizar ActionScript 3, el lenguaje de programación de Flash. 
 
 Estudiar y analizar patrones de diseño aplicados a ActionScript 3 adaptables a 
la realización de videojuegos. 
 
 Adaptar los conocimientos adquiridos en Ingeniería Informática y el diseño de 
aplicaciones de gestión a la realización de videojuegos. 
  
2. Implementar la librería usando ActionScript 3, para lo cual se realizan estas tareas: 
 
 Implementar las funcionalidades típicas de un juego de plataformas en 2D y 
las interacciones entre sus elementos. 
 
 Resolver la parte tecnológica de un videojuego de plataformas minimizando 
así el trabajo de programación del que quiera crear un videojuego con la 
librería. 
 
3. Realizar una demo que demuestre lo que se puede hacer con la librería. 
 
4. Escribir un tutorial que explique paso a paso cómo se ha implementado la demo y 
cómo hacer videojuegos con esta librería. 
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1.2. Contexto del proyecto: Videojuegos 
 
En este apartado se valoran los videojuegos de forma general, cuáles son sus 
características básicas, y cómo se pueden clasificar; para acotar así el tipo de 
videojuego en el que se basa este proyecto.  
 
1.2.1. Qué es un videojuego 
 
Un videojuego es un software informático enfocado al entretenimiento, basado en la 
interacción entre el usuario (jugador) con un aparato electrónico que ejecute dicho 
videojuego. Este aparato puede ser bien una consola; bien un PC; bien una recreativa; 
u otro dispositivo capacitado para ejecutar juegos como actualmente un móvil o una 
PDA.  
 
La creación de videojuegos, así como la del software doméstico, es una materia muy 
joven. El primer videojuego del que se tiene conocimiento es del año 1957. Un físico 
norteamericano, William Higginbotham, realizó un videojuego que simulaba una 
partida de tenis denominado Tennis for Two. La idea no la patentó, ya que lo consideró 
únicamente una demostración científica.  
 
Muchos años después, partiendo de ese concepto, en 1972, apareció la recreativa 
Pong, realizada por Nolan Bushnell, que fue todo un éxito comercial. No fue el primer 
juego comercial que apareció, éste fue Spacewar, aparecido en 1961 y realizado por 
unos estudiantes del MIT comandados por Steve Russell.  
 
La popularidad en alza de este tipo de software, su alta rentabilidad y la atracción 
inevitable de muchas personas por ellos, permitió desarrollar más videojuegos cada 
vez más sofisticados tecnológicamente y poco a poco fue generando nuevos géneros 
dentro de la materia. En pocas décadas el sector ha evolucionado desde de la 
creación de juegos minimalistas que representaban la realidad de forma muy 
abstracta, hasta la actual generación en la que el hiperrealismo se lleva casi al límite.  
 
Los videojuegos recrean situaciones virtuales, que pueden pretender ser realistas o 
no, en las que el jugador puede controlar algún elemento de ese entorno virtual con 
algún objetivo concreto delimitado por unas reglas ya definidas.  
 
La forma de interactuar de una persona con un videojuego es muy variada, sobre todo 
actualmente. Se puede jugar mediante el uso de un teclado, de un ratón, de un mando 
(pad), de un joystick, mediante pantallas táctiles, alfombras de presión, dispositivos 
detectores de movimiento…  
 
En general, un jugador interacciona con el videojuego, mueve su personaje y juega 
contra otros jugadores o contra la inteligencia artificial de la máquina que, según el 
juego, puede estar implementada de varias maneras. Por ejemplo, en un juego de 
tenis, la IA de la máquina es otro jugador que devuelve las bolas; y en un juego de 
acción son varios enemigos que intentan disparar al jugador mientras lo flanquean.  
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Para entrar en más detalle en los tipos de juegos que hay y así profundizar en el 
concepto concreto de videojuego con el que se trabaja en este proyecto, se analizan 
dos formas de clasificar los juegos: por género y por dimensión. En los siguientes 
apartados (1.2.2 y 1.2.3) se explican detenidamente. 
 
 
1.2.2. Clasificación por género 
 
El género de un videojuego define el tipo de jugabilidad que tendrá el juego. Es decir, 
aplica una serie de reglas y propone un tipo de interacción que es común a todos los 
juegos que pertenecen a ese género. Dentro de cada género existen sub-géneros que 
delimitan más concretamente unas características distintas. Generalmente son los 
siguientes: 
 
 Estrategia: Un videojuego de estrategia es un juego en el que el jugador ha 
de poner en práctica sus habilidades de gestión de unidades, de planificación 
y de pensamiento para cumplir ciertos objetivos pre-fijados. Tiene dos sub-
géneros principales: 
 
 En tiempo real: Son juegos en los que el tiempo transcurre de 
forma continua, con lo cual el jugador tiene que reaccionar a los 
eventos que ocurran en tiempo real. Ejemplos: Age of Empires, 
Warcraft, Command & Conquer… 
 
 Por turnos: El jugador tiene un tiempo para pensar cada vez que 
ha de realizar algún movimiento. Los jugadores han de esperar su 
turno para poder realizar cualquier acción. Estos juegos son 
mucho más pausados que los que son en tiempo real.  Ejemplos: 
Civilization, Fantasy General, Worms, Heroes of Might & Magic… 
 
 Rol: Este tipo de juegos utiliza elementos de los juegos de rol tradicionales. 
En estos el jugador interpreta un papel (un rol) y ha de mejorar sus 
habilidades mientras interacciona con el entorno y otros personajes (jugables 
o no jugables). Se caracterizan habitualmente porque pueden tener toma de 
decisiones con las que el personaje se puede encaminar hacia el bien o el 
mal. Sus sub-géneros principales son: 
 
 Rol de acción: Son juegos con un componente importante de 
acción en tiempo real. El personaje elimina a los enemigos 
luchando directamente. Ejemplos: Diablo, Kingdom Hearts, 
Baldur’s Gate… 
 
 Rol por turnos: En estos juegos los combates con los enemigos 
son por turnos. Los jugadores tienen una lista de acciones 
posibles a escoger con las que atacar. Una vez han realizado sus 
movimientos, el enemigo realiza las suyos en su turno, y así 
sucesivamente. Ejemplos: Final Fantasy, Dragon Quest… 
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 Rol multijugador masivo: También conocidos como MMORPG, 
consisten en un mundo virtual en el que pueden interactuar con 
otras personas que manejan sus propios personajes. Cada 
jugador tiene un avatar personalizado y realiza aventuras en 
solitario o en grupo en ese mundo online. Ejemplos: World of 
Warcraft, Everquest, Ultima Online… 
 
 Táctico: Son juegos de rol con alto componente estratégico. En 
ellos el jugador ha de controlar sus unidades y controlar dónde 
colocarlas durante los combates con los enemigos. Ejemplos: 
Final Fantasy Tactics, Fire Emblem… 
 
 Aventura: En estos juegos la parte primordial del juego es la trama 
argumental. El jugador avanza en la trama interactuando con los elementos 
del juego, los personajes o alcanzando ciertos lugares definidos como 
objetivo. El género aventura puede englobar otro tipo de juegos que también 
contienen una trama como juegos de rol, acción o plataformas; pero para 
diferenciar aventura de los otros géneros se pueden considerar únicamente 
estos sub-géneros: 
 
 Aventura de acción: Combina historias propias del género de la 
aventura mezclándolas con elementos de acción. Es uno de los 
géneros más eclécticos de los videojuegos, ya que puede abarcar 
multitud de juegos distintos que podrían ser catalogados en otros 
géneros más concretos. Ejemplos: Desde el Legend of Zelda 
hasta el God of War, pasando por el Tomb Raider. 
 
 Aventura gráfica: Estos juegos están caracterizados por un gran 
número de líneas de guión, conversaciones entre los personajes y 
distintas líneas argumentales que escoger. Una de sus señas de 
identidad es la resolución de rompecabezas. Normalmente éstos 
consisten en la combinación de diferentes objetos entre sí 
acumulados durante la aventura. Ejemplos: Day of the Tentacle, 
Maniac Mansión, Monkey Island, Broken Sword, Runaway… 
 
 Aventuras conversacionales: Es un tipo de aventura ya 
desfasado en el que se sitúa al jugador en escenarios descritos en 
texto. El jugador interactua describiendo las acciones 
directamente en lenguaje natural. Inicialmente solo contenían 
texto y en sus últimas versiones había alguna imagen evocadora. 
Pasaron a la historia una vez que aparecieron las aventuras 
gráficas. Ejemplos: La aventura original, Chichen Itzá, Don Quijote 
de la Mancha… 
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 Plataformas: Se caracterizan por tener que recorrer escenarios saltando 
sobre elementos como plataformas o muros, evitando o eliminando enemigos 
mientras se recogen objetos. El jugador ha de alcanzar cierto objetivo final 
como por ejemplo, llegar al fin de la pantalla. Los juegos de plataformas no 
suelen tener sub-géneros, más que la diferencia entre los que son 2D y 3D. 
Se cambia la dimensión, pero la esencia es la misma. Suelen tener scroll 
horizontal, pero también los hay con scroll vertical o incluso sin scroll. 
Ejemplos: Super Mario BROS, Sonic, Megaman… 
 
 Acción o disparos: En estos juegos el jugador ha de abrirse camino por el 
juego disparando todo tipo de armas. Se pueden dividir en multitud de sub-
géneros, estos son: 
 
 Matamarcianos: Sub-género básico de juego de disparos. 
Consisten habitualmente en una nave que controla el jugador y 
que ha de disparar continuamente contra los enemigos. Puede ser 
de scroll horizontal, vertical o sin scroll. Ejemplos: Gradius, 1942, 
Space Invaders… 
 
 En primera persona: Son juegos en tres dimensiones en los que 
el jugador se pone en la piel del protagonista viendo únicamente el 
arma de éste. El jugador dispara y se mueve como si estuviese 
dentro del personaje del juego. Ejemplos: Call of Duty, Half-life, 
Doom, Quake, Unreal… 
 
 En tercera persona: El jugador ve a su avatar y dispara, tanto 
puede ser en dos dimensiones como en tres dimensiones. En 3D 
normalmente la cámara se posiciona detrás del personaje 
principal. Va desde juegos como Contra o Metal Slug hasta juegos 
como Gears of War o Uncharted.  
 
 Sobre raíles: Parecido a un juego en primera persona, pero el 
movimiento de la cámara es automático y el jugador sólo ha de 
apuntar y disparar. Puede ser tanto en 2D como en 3D. Ejemplos: 
House of the Dead, Operation Wolf, Time Crisis… 
 
 Velocidad: Son juegos que basan su mecánica en las carreras de bólidos, 
sean cuales sean. Van desde las motos, hasta los coches de formula 1, karts, 
etcétera. Se dividen en dos sub-géneros, que son el arcade y el de 
simulación. En los primeros no se recrea una física realista como por ejemplo 
en juegos como Mario Kart o F-Zero; y en los segundos se busca un tipo de 
juego de simulación realista como Gran Turismo o Toca Race Driver. 
 
 Simulación: Este género engloba todo tipo de simulaciones de la realidad. El 
juego consiste en simular de una forma lo más realista posible un tipo 
concreto de situación real. Los posibles sub-géneros son: 
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 Simulador de vehículos: Van desde los simuladores de aviones 
hasta ferroviarios pasando por los coches. En estos juegos se 
recrea lo más fielmente posible la conducción real de esos 
vehículos. Ejemplos: Flight Simulator, Train Simulator, Gran 
Turismo… 
 
 Simuladores sociales: Emulan situaciones de la vida cotidiana 
como ir a trabajar, cuidar una granja o cuidar animales. Ejemplos: 
The Sims, Animal Crossing… 
 
 Deportivos: Son videojuegos que se basan en el mundo del deporte, ya 
puede ser enfocándolos de forma realista o de forma más arcade. Ejemplos: 
FIFA Soccer, Nba Live, Virtua Tennis, PC Fútbol… 
 
 Puzzle: Son videojuegos que retan la habilidad y el ingenio del jugador 
resolviendo ejercicios de dificultad progresiva. Van desde juegos como Tetris, 
pasando por aventuras con puzzle como Profesor Layton o juegos como 
Peggle. 
 
 Lucha: Son juegos que basan su mecánica en la lucha de personajes uno 
contra uno. Cada personaje tiene una serie de golpes a su disposición, 
incluyendo golpes especiales, y ha de usarlos contra otro jugador o la 
inteligencia artificial de la máquina. Ejemplos: Street Fighter II, Tekken, King of 
Fighters… 
 
 Musical: Estos basan su jugabilidad en la música en cualquiera de sus 
formatos. Ya sea para imitar cantantes (Singstar), para simular que se toca un 
instrumento (Guitar Hero, Rock Band) o juegos en los que la mecánica sigue 
ritmos musicales como Elite Beat Agents o Rythm Paradise.  
 
 Casual: Son juegos enfocados a partidas rápidas y sencillas que no requieren 
mucho esfuerzo. Pueden basar su mecánica en simulación de situaciones 
cotidianas o en minijuegos. Ejemplos: Brain Training, la saga Imagina ser, 
Nintendogs… 
 
 Educativo: Estos juegos pueden tener una jugabilidad de todo tipo, pero 
tienen el objetivo de educar al jugador. Enfocado principalmente a niños, 
pretenden que se aprenda a la vez que se juega. Ejemplos: El autobús 
mágico, Narcís Monturiol: El joc… 
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1.2.3. Clasificación por dimensión 
 
La dimensión de un juego define los ejes en los que el jugador se puede mover. Es 
decir, si en este se simula la profundidad o no. 
 
 Juegos 2D: Los juegos 2D se caracterizan por no tener el eje z en su eje de 
coordenadas. Así pues, el jugador se puede mover únicamente por el 
escenario en x o en y. Es decir, hacia arriba o abajo o derecha e izquierda. La 
profundidad no está implementada. Pueden subdividirse según la vista que se 
utilice: 
 
 Cenital: Los personajes se ven como si una cámara estuviese 
encima de ellos y el personaje se puede mover en todas 
direcciones en un mismo plano. Ejemplos: The Legend of Zelda: A 
Link to the past, Final Fantasy VI. 
 
 Lateral: Los personajes se ven desde un lado, y se mueve de 
izquierda a derecha. Existe la altura y para poder moverse en y 
normalmente es necesario o bien el salto, o bien el uso de 
escaleras u otro tipo de elementos que permitan ascender. 
Ejemplos: Super Mario BROS, Megaman. 
 
 Isométrico: Es una perspectiva en dos dimensiones que pretende 
simular una vista en tres dimensiones. Por dentro, el algoritmo que 
se encarga de dibujar el juego en la pantalla, pinta los elementos 
más alejados antes y los elementos más cercanos después, 
creando una sensación de profundidad. Ejemplos: Baldur’s Gate, 
Batman (MSX). 
 
 Juegos 3D: Los juegos 3D sí tienen el eje z implementado. Los personajes 
suelen ser modelados con gráficos poligonales. El jugador se puede mover 
por el juego en todas las direcciones. Suelen tener un juego de cámaras para 
poder dirigir la dirección en la que se debe mirar. Según donde esté colocada 
la cámara hay dos grandes subgéneros: 
 
 Primera persona: La cámara se sitúa desde el punto de vista el 
personaje principal del juego y únicamente se ve una parte de 
éste con la que el jugador se identifica. Ejemplos: Doom, Quake, 
Call of Duty. 
 
 Tercera persona: La cámara se sitúa detrás del personaje 
principal, permitiendo así ver al personaje y también lo que hay 
alrededor. Ejemplos: Super Mario Galaxy, Zelda: Ocarina of Time, 
Uncharted. 
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 Juegos 2.5D: Este tipo de juegos definen una jugabilidad en 2D, es decir, el 
jugador no se puede mover en el eje z; pero sí existe profundidad de 
escenario o el modelado de los personajes sí es en tres dimensiones. 
Ejemplos: Street Fighter IV, New Super Mario BROS Wii, Bionic Commando 
Rearmed. 
 
 
1.3. Videojuegos de plataformas en 2D 
 
De la clasificación por género y dimensión de los apartados anteriores (1.2.2 y 1.2.3) 
se puede extraer un tipo de videojuego: los juegos de plataformas en 2D. Este 
proyecto está basado en este tipo de videojuegos y en este apartado se analizan de 
forma más detallada. 
 
 
 
1.3.1. Historia y evolución 
 
Los juegos de plataformas nacen en las antiguas recreativas de los salones arcade. 
Uno de los que se consideran pioneros de los juegos de plataformas es Space Panic, 
aparecido en 1980. Era un videojuego de recreativa que tenía plataformas, enemigos y 
escaleras por las que moverse de plataforma en plataforma. El objetivo era el de cavar 
huecos con una pala para que los enemigos quedasen atrapados. Hay expertos que 
piensan que un juego de plataformas sin salto no puede ser considerado como tal, con 
lo que consideran al posterior Donkey Kong de 1981 como el verdadero pionero de los 
juegos de plataformas. 
 
A pesar de que el salto es una de las señas de identidad de los videojuegos de 
plataformas, hay muchos juegos aparecidos posteriormente que se definen como 
“plataformas” sin llegar a implementar el salto, como Bionic Commando, publicado 
para NES y recreativas en 1987. Así pues, queda en cuestión de gustos personales el 
decidir cual fue el primer juego de plataformas, con lo que se consideran ambos 
(Donkey Kong y Space Panic) pioneros del género. Estos se diferenciaban 
principalmente de los otros juegos de la época por las escaleras, el uso de la gravedad 
y en el caso del Donkey Kong, el uso del mencionado salto. 
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Fig.1.1. Donkey Kong y Space Panic, pioneros de los juegos de plataformas. 
 
Posteriormente, el género de plataformas quedó definido completamente con la 
aparición de Pitfall, en 1982 para Atari 2600. Este juego implementó la última seña de 
identidad imprescindible para un juego de plataformas: el scroll horizontal. A pesar de 
que se siguen considerando videojuegos de plataformas a aquellos que no tienen 
scroll.  
 
Más tarde, en el año 1985 apareció el boom de los juegos de plataformas gracias al 
revolucionario Super Mario BROS, aparecido en recreativas y en la consola doméstica 
de Nintendo llamada NES. Este juego, diseñado por el genio japonés Shigeru 
Miyamoto, fue un punto de inflexión en el mercado de las consolas, relanzándolas 
después de la crisis de 1983; e introdujo una serie de novedades que luego fueron un 
patrón en los siguientes juegos del género. Como por ejemplo la recolección de ítems, 
los power-ups o la subdivisión de los niveles en mundos.  
 
 
 
Fig.1.2. Super Mario Bros 
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El género de plataformas vivió su época dorada a finales de los 80 con videojuegos 
para recreativa como Bubble Bobble, Adventure Island; o juegos para consolas 
domésticas, que permitían una ambientación más desarrollada y la introducción de 
historias. Esto hizo aparecer juegos como Metroid (NES, 1987) o Prince of Persia (PC, 
1989) que aportaron novedades jugosas al género como la exploración o la 
introducción de nuevas animaciones realistas, respectivamente. 
 
Posteriormente, en los años 90 y con la llegada de máquinas más sofisticadas en el 
mundo de las recreativas y de las consolas de 16 bits; el género se estandarizó y se 
perfeccionó. Era la época en la que el juego estrella de cada consola era un 
plataformas. Los grandes exponentes del género en la época fueron Sonic The 
Edgehog (Mega Drive, 1991) y Super Mario World, lanzado en Japón en 1990 y 
considerado por muchos críticos como el mejor juego de plataformas de la historia.  
 
La esencia de los videojuegos de plataformas se mantuvo inamovible y las novedades 
jugables iban enfocadas al uso de nuevos movimientos para el personaje, distintos 
enemigos o power-ups más desarrollados; pero en esencia los juegos de plataformas 
seguían siendo iguales con mejoras gráficas. La gran novedad del género en la época 
de los 16 bits fue Donkey Kong Country (Super Nintendo, 1994), que implementaba 
gráficos pre-renderizados con apariencia 3D aunque seguía manteniendo la clásica 
jugabilidad 2D. 
 
 
 
Fig.1.3. Donkey Kong Country 
 
Con la aparición de la nueva generación de 32 bits de consolas, algunos 
desarrolladores intentaron traspasar los juegos de plataformas al mundo 3D, con éxito 
desigual. En algunos casos se implementaron absolutos desastres. Otros probaron a 
introducir mundos 3D manteniendo la jugabilidad 2D, como Pandemonium en 1996 o 
Klonoa en 1997 para Playstation.  
 
La revolución en los juegos de plataformas en el paso a las 3D fue nuevamente un 
juego de Mario: Super Mario 64, aparecido en Japón en 1996 para la consola Nintendo 
64. Este juego abrió el camino de las tres dimensiones a los juegos de plataformas. 
Consiguió mantener la esencia de los juegos de Mario en 2D, añadiendo de forma 
natural las tres dimensiones y elementos de exploración.  
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A pesar del éxito de los juegos en tres dimensiones, los juegos de plataformas siguen 
siendo un género que suele ser jugado en 2D y aún hoy aparecen juegos nuevos 
realizados de esta manera. Algunos implementando una jugabilidad clásica sin más, y 
otros adaptando la fórmula con ideas novedosas como el juego independiente Braid 
que incluye como mecánica jugable la manipulación del tiempo. 
 
 
 
Fig.1.4. Braid 
 
Así pues, a día de hoy, se puede decir que el género de las plataformas en 2D sigue 
vivo, tiene mercado y aún sigue siendo divertido de jugar.  
 
 
1.3.2. Características principales 
 
En resumen, estas son las características principales de un juego de plataformas en 
dos dimensiones: 
 
 El personaje puede saltar 
 Scroll horizontal 
 No existe profundidad (2D) 
 Objetos a recoger 
 Enemigos a eliminar que complican la existencia al jugador 
 Plataformas donde saltar 
 
Con ciertas variaciones, se puede considerar un juego de plataformas uno que 
simplemente contenga la mayoría de esas características, de manera de que ninguna 
de ellas sea completamente imprescindible. Es, quizá, uno de los géneros más 
versátiles del mundo del videojuego. 
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1.4. Estructura interna de un videojuego 
 
En la carrera de Ingeniería Informática se enseña principalmente a diseñar software de 
gestión. Cualquier tipo de aplicación informática tiene unas características básicas que 
son comunes a todas ellas, con lo cual cuando uno aprende a diseñar una aplicación, 
puede diseñar muchas otras similares. En términos genéricos, se puede diseñar de 
forma parecida una aplicación de gestión del stock de una empresa, que una 
aplicación de búsqueda de hoteles baratos para una página web. Ambas tienen una 
estructura similar y un comportamiento también parecido: la aplicación funciona 
siguiendo un patrón de acción-reacción. Cuando el usuario realiza una acción, 
entonces la aplicación actúa; mientras tanto ésta no hace nada. En un videojuego esto 
es distinto. 
 
Para diseñar e implementar un videojuego se ha de tener en cuenta que éste siempre 
está calculando información de todo tipo en todo momento. Un videojuego, 
concretamente uno de plataformas que es de lo que trata este proyecto, puede tener 
enemigos o plataformas que se mueven. Éstas tienen implementada cierta lógica 
interna que ha de estar ejecutándose siempre, haga lo que haga el jugador. Aunque 
éste no realice ninguna acción los enemigos seguirán acercándose a él para quitarle la 
vida y la plataforma del fondo que se mueve para arriba y para abajo seguirá 
haciéndolo.  
 
Esto indica, que durante la ejecución del juego, siempre habrá un bucle ejecutando lo 
que sea necesario durante todo el juego. Esto se puede entender más claramente con 
la siguiente imagen (figura 1.5), que muestra cuál es la estructura básica de un 
videojuego: 
 
 
Fig.1.5. Estructura de un videojuego 
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Así pues, siguiendo la figura 1.5, se puede dividir la estructura de un videojuego en 
tres grandes partes. La primera es la de la inicialización, la segunda el bucle del juego 
(separado en tres partes más) y la tercera la finalización. Cada una de ellas tiene sus 
propias particularidades: 
 
 Inicialización: Es la parte del juego donde se ponen los valores iniciales de 
las variables y se cargan todos los recursos externos necesarios. 
 
 Bucle del juego: Se divide en tres partes a su vez, que son: 
 
 Entrada: Donde se capturan las interacciones del usuario, ya sea 
por ratón, joystick, teclado… 
 
 Proceso: Donde se procesa la información que le llega en el 
jugador, se pone en marcha la lógica interna de cada una de las 
partes del juego, se calcula la IA y las físicas.  
 
 Salida: Muestra la respuesta, si hay sonidos también se emiten en 
esta parte. 
 
 Finalización: Se liberan los recursos, se guardan los récords en caso de 
haber. 
 
Todo videojuego, de forma más sencilla o más compleja, sigue esta estructura básica 
para su creación. 
 
 
1.5. Estado actual: Librerías en Flash para videojuegos 
 
Generalmente, el desarrollo de videojuegos en Flash estaba lastrado por el 
amateurismo. Los primeros lenguajes de desarrollo en Flash tampoco ayudaban a la 
realización de videojuegos bien estructurados y diseñados usando ideas de la 
ingeniería del software. Tampoco permitían, ni mucho menos, librerías complejas 
implementando funcionalidades concretas.  
 
Actualmente, gracias en buena parte al lenguaje Action Script 3, que se explica en el 
capítulo siguiente, hay una buena cantidad de librerías y motores que implementan 
funcionalidades para la realización de videojuegos. Muchas de ellas implementan 
físicas realistas con el uso de ragdolls como Box2D o Fisix; incluso algunas también 
implementan físicas de partículas bastante complejas.  
 
Para la realización de este proyecto se tienen en cuenta tres librerías muy 
relacionadas que existen actualmente, dos de ellas han aparecido una vez que el 
proyecto ya estaba en marcha (Flashpunk y Flixel) y otra ya existía (Ffilmation). 
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1.5.1. Ffilmation 
 
El motor Ffilmation provee a los desarrolladores una serie de clases que permiten la 
creación de videojuegos de vista isométrica olvidando los detalles de implementación 
del renderizado gráfico y entrando directamente en temas de desarrollo del 
videojuego. 
 
Las características de este motor son: 
 
 Un motor capacitado para manejar varias escenas isométricas de diferentes 
complejidades. 
 Crear escenas a partir de definiciones en XML permitiendo una fácil edición de 
los escenarios y contenidos. 
 Los gráficos pueden estar en recursos externos para ser cargados cuando sea 
necesario. 
 Se pueden pintar los gráficos directamente en flash y usando las líneas de 
tiempo de éste. 
 Iluminación dinámica, iluminación global y sombras en tiempo real. Múltiples 
luces se pueden aplicar a un mismo objeto. 
 Interfaz de materiales extensible. 
 Detección de colisiones implementada. 
 API de inteligencia artificial básica implementada. 
 
 
1.5.2. Flash Punk 
 
Esta librería es una librería de propósito general que permite la creación de 
videojuegos de cualquier tipo con gráficos al estilo de los sprites. Sus características 
básicas son: 
 
 Framerate fiable 
 Renderización y animación de sprites 
 Input de usuario implementado 
 Colisiones básicas 
 
Está sobre todo enfocado a trabajar con sprites y permitir muchos de ellos en pantalla.  
 
 
1.5.3. Flixel 
 
Flixel es una librería de propósito general para la realización de todo tipo de 
videojuegos. Está implementada por un experto desarrollador de videojuegos en Flash 
y está muy trabajada. Sus características básicas son:  
 
 Permite cientos de objetos a la vez 
 Es capaz de crear mapas de tiles a partir de imágenes o archivos de texto. 
 Generador y emisor de partículas. 
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 Emisión de sonidos. 
 Scroll de objetos o grupos, implementa una cámara propia para el seguimiento 
de objetos. 
 Botones, textos y cursores de ratón ya implementados. 
 Posibilidad de salvar partidas, utilidades matemáticas y colisiones. 
 
Esta es una herramienta verdaderamente potente para la realización de videojuegos 
en Flash de tipo genérico. Ofrece las herramientas básicas para cualquier juego y 
luego el desarrollador puede decidir qué hacer con ellas.  
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2. Tecnologías utilizadas 
 
En este capítulo se describen las tecnologías que se han usado para la realización de 
este proyecto. Dentro de esas tecnologías está el lenguaje en el que se implementa la 
librería, qué características tiene, así como sus ventajas y desventajas a la hora de 
desarrollar videojuegos; y también se analiza la librería Bulk Loader, usada en este 
proyecto para la carga de datos externos. Para el final del capítulo queda la valoración 
del entorno de trabajo. 
 
2.1. Flash y ActionScript 
 
2.1.1. Qué es Flash 
 
Flash es una plataforma multimedia desarrollada en 1996 por la empresa Macromedia, 
planteada para permitir la creación y visualización de animaciones y aplicaciones 
interactivas en páginas web.  
 
La herramienta Flash se usó en sus primeros años sobre todo para la creación de 
anuncios y animaciones para páginas web. Posteriormente también ha servido para 
integrar video en páginas web y realizar videojuegos. En los últimos años, también ha 
sido usada para crear aplicaciones complejas en Internet. 
 
Flash proporciona una interfaz gráfica (el entorno) para la creación de las aplicaciones. 
Éstas luego serán ejecutadas mediante el denominado Flash Player, una máquina 
virtual que permite lanzar los archivos con extensión .swf. Este nombre proviene de 
ShockWave Flash. Son en general consideradas películas flash y son capaces de 
ejecutar tanto animaciones como juegos.  
 
La característica técnica más importante de Flash que concierne a este proyecto es su 
capacidad para manipular tanto gráficos rasterizados como vectoriales. Esto permite 
que los desarrolladores en Flash tengan que preocuparse mucho menos de la parte de 
mostrar los gráficos por pantalla, concentrándose en la parte de interacción y gestión 
interna de la aplicación. 
 
Actualmente, el desarrollo de Flash lo lleva la empresa informática Adobe que ha 
enfocado la herramienta hacia el desarrollo de software convencional. Esto ha sido 
gracias a la evolución del lenguaje de programación asociado a la herramienta Flash: 
ActionScript. Este lenguaje ha sufrido muchas mejoras desde sus primeras versiones 
hasta la actual, la 3.0.  
 
En los siguientes apartados, se estudia ActionScript, cuales son sus características y 
qué aporta. 
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2.1.2. Qué es ActionScript 
 
ActionScript es un lenguaje de programación orientado a objetos creado por 
Macromedia, y posteriormente desarrollado y ampliado por Adobe, para la herramienta 
Flash. El código realizado en este lenguaje se guarda en archivos .as. Se basa en las 
especificaciones de la ECMA sobre lenguajes scriptados. Esta especificación, toma 
como partida a su vez el lenguaje de programación JavaScript, muy utilizado en el 
ámbito web.  
 
La especificación ECMA está definida como estándar ISO/IEC 16262 y marca unas 
características muy concretas para los lenguajes que se atienen a ella. Son las 
siguientes: 
 
 Los tipos se asocian con valores, no con variables. Es decir, en este tipo de 
lenguajes, las variables pueden modificar su valor dinámicamente. Puede 
haber un String y que en un momento dado se comporte como un número, 
con lo cual el lenguaje entenderá que esta variable es un número. El 
comportamiento de la variable define el tipo. 
 
 Basado en objetos, pero usando prototypes en vez de clases. Es decir, las 
clases no están y la herencia y la reutilización de procesos se basa en la 
clonación de objetos ya existentes, extendiendo sus funcionalidades. 
 
 Trabaja en un entorno en tiempo de ejecución. Por ejemplo, funciona en un 
navegador de Internet para comunicarse con el “mundo”. 
 
 Las funciones son objetos per se. Permite la creación de funciones en tiempo 
de ejecución. 
 
ActionScript se basa en estas características definidas en la especificación de la 
ECMA y las amplía. Originariamente, sus primeras versiones fueron creadas por 
Macromedia, que desarrolló una herramienta muy enfocada al diseño gráfico. 
Posteriormente Adobe compró Macromedia y enfocó el diseño de este lenguaje hacia 
el mundo de la ingeniería del software, aumentando poco a poco sus capacidades. 
 
En las primeras versiones de Flash las posibilidades eran muy pequeñas. Había una 
pequeña serie de acciones que se podían hacer. Por ejemplo: asociar la acción a un 
botón o a un frame concreto. A partir de la versión 4 de Flash, se puso en marcha un 
ActionScript mejorado que daba soporte a bucles, condicionales, variables y otras 
construcciones básicas de un lenguaje de programación. 
 
Fue a partir de la versión 5 cuando se lanzó oficialmente ActionScript basado en las 
especificaciones de la ECMA para lenguajes scriptados, permitiendo la programación 
orientada a objetos y a procedimientos.  
 
A partir de la versión 6 introdujeron el modelo de gestión de eventos. También 
empezaron a dar soporte a video y audio en streaming, una característica muy 
importante en el devenir del desarrollo multimedia de la web.  
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Con la versión 7 de Flash apareció la versión 2.0 de ActionScript. Se basaba en una 
nueva especificación de la ECMA que permitía la herencia basada en clases. Todavía 
permitía la compilación de código en ActionScript 1.0. 
 
La versión número 8 de Flash únicamente proporcionó nuevas librerías para la API de 
Flash, pero pocas modificaciones dignas de mención.  
 
La llegada de la versión 9 de Flash, que inicialmente fue llamada la versión 8.5, fue la 
que dio un gran cambio a este lenguaje: Lanzaron ActionScript 3.0 (AS3.0) junto a una 
nueva máquina virtual llamada ActionScript Virtual Machine 2 (AVM2). 
 
En el siguiente apartado se profundiza en las posibilidades de AS3.0 y sus 
características principales. 
 
 
2.1.3. ActionScript 3: Características importantes 
 
En la nueva versión de ActionScript, la 3.0, hay una considerable cantidad de mejoras. 
Se hace hincapié en las mejoras que son especialmente útiles en este proyecto. A 
continuación se muestra un pequeño resumen inicial de estas características y en los 
siguientes sub-apartados se explican más detalladamente. 
 
 JIT Compiler en la nueva máquina virtual. 
 Soporte para packages, namespaces y expresiones regulares. 
 Sistema mejorado para el trabajo con herencia de clases en vez del uso de 
prototypes. 
 Nueva API mejorada. 
 Acceso directo a la display list de Flash en tiempo de ejecución. 
 Permitir trabajar con Bitmaps. 
 Control de eventos unificado basado en el estándar de DOM.  
 Parsear E4X XML (definido en la última versión de la ECMA). 
 
 
2.1.3.1. JIT Compiler 
 
Para la nueva versión 3.0 de ActionScript, Adobe diseñó una nueva máquina virtual, 
de nombre AVM2 (ActionScript Virtual Machine 2), enfocada a la mejora del 
rendimiento general de las aplicaciones creadas con este lenguaje. Así pues, esta 
nueva máquina virtual incluye un nuevo compilador JIT, que recibe este nombre por 
sus siglas en inglés Just-in-time, que traducido significa “justo a tiempo”. 
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Saber cómo funciona un compilador de este estilo permite conocer mejor cómo 
funciona ActionScript 3.0 (AS3). Los lenguajes que compilan de esta manera permiten 
la compilación dinámica del código, en tiempo de ejecución. Los lenguajes como AS3, 
así como Java, por ejemplo; compilan primero en bytecode, que es un lenguaje 
máquina intermedio con un nivel de abstracción más alto que el código máquina 
nativo. Seguidamente, los compiladores JIT traducen este bytecode al código máquina 
nativo de forma dinámica y en tiempo de ejecución. Así consigue un mejor rendimiento 
general. Justo cuando va a ejecutarse el código correspondiente, se pasa a código 
máquina.  
 
Esta mejora del rendimiento es debido a la traducción de bytecode anterior que ya 
tiene. Esto permite que la traducción a código máquina sea mucho más rápida y 
menos pesada que la que sería si tradujese directamente desde el código fuente de 
más alto nivel.  
 
Se ha de tener en cuenta que en la nueva versión de ActionScript el bytecode que se 
genera es totalmente diferente del bytecode que se generaba en las anteriores 
versiones, lo que significa que códigos de distintas versiones son completamente 
incompatibles. La máquina virtual permite compilar en AS2, pero nunca se puede 
mezclar código en AS2 con código en AS3.  
 
 
2.1.3.2. Soporte para packages, namespaces y expresiones regulares 
 
Un package es un contenedor de clases que permite agrupar un conjunto de clases 
que tienen elementos comunes entre sus funcionalidades. Esto permite distribuir las 
clases de un mismo proyecto en diferentes partes según el funcionamiento de éstas, 
haciendo que el recorrido por las clases sea más intuitivo y que sea más sencillo 
reutilizar el código. 
 
En esta versión de ActionScript se añade este soporte permitiendo así crear 
aplicaciones más organizadas y reutilizables. Una vez definidos se pueden acceder 
desde otro package o clase con la sentencia “import”. En la figura 2.1 se observa cómo 
se definen los packages y cómo se realizan las sentencias import.  
 
 
Fig. 2.1. Definición de packages y uso de import en AS3 
 
//definición del package 
package paquete_prueba { 
 //import de un package entero 
 import flash.display.*; 
//import de una clase concreta de un 
package 
 import flash.geom.Matrix; 
 
 public class prueba { 
  //clase que se crea 
 } 
} 
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También añade la posibilidad de definir namespaces. AS3 ya aporta como 
namespaces por defecto los conocidos como public, private, protected e internal; pero 
si estos no fueran suficientes para el desarrollador, esta nueva versión también ofrece 
la posibilidad de definir namespaces propios.  
 
De esta manera se puede crear un espacio de nombres adecuado a las necesidades 
del desarrollador. Por ejemplo, si se desea crear un espacio de nombres a las que solo 
accedan dos clases de un mismo package, pero todas las demás no las puedan ver. 
En vez de definir las funciones como públicas se pueden definir como el namespace. 
En la figura 2.2 se observa cómo se definen los namespaces y cómo se usan. 
 
 
Fig.2.2. Definición y uso de namespace en AS3 
 
Además, en la nueva versión de AS3 también se da soporte a la utilización de 
expresiones regulares para definir patrones de carácteres. Esto es útil para comprobar 
si una información que llega a una función es correcta o no. Como por ejemplo el 
formato de un e-mail o de una fecha.  
  
 
2.1.3.3. Herencia de clases 
 
Como se explica en el apartado 2.1.2 las versiones anteriores de ActionScript no 
trabajaban con herencia de clases, sino que trabajaban con prototypes. En la versión 
2.0 añaden la posibilidad de admitir herencia de clases, pero es en esta nueva versión 
en la que se mejora esta funcionalidad y el sistema de herencia de clases queda 
completamente separado de la parte de herencia mediante prototypes. 
 
La herencia de clases es importantísima en este proyecto y para la forma de trabajar 
que queremos imprimir. La herencia permite la reutilización de código y la 
extensibilidad del software mediante el reaprovechamiento de clases ya definidas y 
verificadas. Así pues, un desarrollador puede coger cualquier clase definida en la API 
de Flash y extenderla de forma que herede todas las funciones y atributos que puedan 
heredarse, y añadirle nuevas funciones y atributos para crear el comportamiento 
deseado. 
 
En AS3.0 para heredar de una clase a otra se utiliza la sentencia extends.  
//definición del namespace 
namespace espacio1; 
 
//definición de función con namespace 
espacio1 function miFuncion():void { 
} 
 
//uso de la función, o bien 
use namespace espacio1; 
miFuncion(); 
//o bien 
espacio1::miFuncion(); 
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2.1.3.4. Nueva API mejorada 
 
La API (Application Programming Interface) que ofrece Flash es todo un conjunto de 
funciones o métodos que permiten hacer toda una serie de funcionalidades con esta 
herramienta.  
 
En la nueva versión de ActionScript, Flash ofrece una API mejorada mucho más 
organizada y con nuevas funcionalidades. La más importante es la de distribuirse en 
packages según el objetivo conjunto de las clases, aprovechando una de las nuevas 
posibilidades de AS3 que se explica en el apartado 2.1.3.2. Así, se puede observar el 
package “display” que contiene todas las clases enfocadas a la creación de 
presentaciones visuales; o el package “geom” que engloba todas las clases que 
implementan elementos geométricos. 
 
Todas estas clases son utilizadas desde la interfaz gráfica de Flash, la mayoría de las 
veces, de forma transparente al usuario final. Si se programa en ActionScript 3.0 se 
puede acceder a todas estas clases para el uso que sea necesario. 
 
La API ofrece una jerarquía de clases ya definida que marca el camino a la hora de 
diseñar cualquier software en ActionScript. La gestión interna de toda aplicación 
realizada en ActionScript 3.0 queda supeditada a esta jerarquía. Con lo cual, buena 
parte del trabajo a la hora de realizar una aplicación ya está hecho. Como por ejemplo: 
la gestión de eventos (recuperar información de teclado o ratón), información gráfica a 
mostrar, carga de archivos externos… Así pues, la API de Flash proporciona muchas 
gestiones básicas ya solucionadas que el desarrollador puede ampliar y usar a su 
gusto.  
 
 
2.1.3.5. Acceso directo a la display list de Flash 
 
En la versión 3.0 de ActionScript se permite el acceso directo a la display list de Flash 
en tiempo de ejecución. Para entender el concepto de acceder a esta lista de 
visualización, se ha de entender en qué consiste la display list de Flash.  
 
Cada aplicación programada en AS3.0 tiene una jerarquía de objetos que se muestran 
por pantalla conocida como la display list. Ésta contiene todos los elementos visibles 
de la aplicación, y pueden caer en uno o más de estos tres grupos: 
 
 stage: Es el contenedor básico de todos los objetos que se muestran por 
pantalla (display objects). Cada aplicación tiene un objeto de la clase Stage, y 
solo uno. Éste contiene cada uno de los display objects que se muestran por 
pantalla. Está en la cima de la jerarquía de clases de la display list. Cuando se 
crea un archivo SWF, éste siempre tiene asociado una clase ActionScript que 
se considera el main del archivo. Cuando el Flash Player ejecuta un archivo 
SWF llama al constructor de la clase principal y la añade como hijo del objeto 
Stage. Por lo tanto, el Main de una aplicación con ActionScript será siempre 
una extensión de la clase Sprite.  A la clase stage no se puede acceder nunca 
directamente, pero sí desde el atributo stage definido en cada uno de los 
DisplayObject.  
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 Display objects: Todos los elementos visibles que aparecen en una 
aplicación AS3.0 son display objects. La API de Flash define la clase 
DisplayObject que da las definiciones básicas de este tipo de objetos y luego 
las extiende en Sprite, MovieClip o TextField, por ejemplo.  
 
 
 Display object container: Estos son objetos especiales de display objects 
que además permiten añadir como hijos a otros display objects. 
DisplayObjectContainer es una subclase de DisplayObject y puede tener una 
lista de varios DisplayObjects como hijos.  
 
 
 
 
Fig.2.3. Jerarquía de la Display List de AS3 
 
Analizando la figura 2.3 se observa la jerarquía típica de una display list en AS3. Hay 
un Stage y la instancia principal de la clase. Dentro hay una serie de display objects 
que serán los que se mostrarán por pantalla. Los elementos se muestran siguiendo el 
orden que se define en la display list. El que esté en la posición 0 se muestra atrás del 
todo, el 1 delante del 0, etcétera. Es lo que sería la profundidad de dibujado.  
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El uso de esta display list y la forma de jerarquizar las clases permite a Flash ser 
mucho más eficiente que en versiones anteriores. Permite el acceso a los display 
object en tiempo de ejecución pudiendo modificar sus valores y realizar todo tipo de 
acciones que sean necesarias para la aplicación correspondiente, sin necesidad de 
estar repintando de nuevo lo mismo en pantalla. Es muy útil sobre todo cuando se 
tienen multitud de elementos a la vez mostrándose en pantalla como puede ser en un 
videojuego. 
 
 
2.1.3.6. Trabajar con Bitmaps 
 
A partir de la versión 8, un poco antes de la introducción de AS3.0, se introdujeron en 
la API de Flash las clases Bitmap y BitmapData. Hasta la llegada de estas dos clases 
Flash fundamentalmente ha trabajado con gráficos vectoriales. Gracias a estas clases 
permite también los gráficos rasterizados. 
 
De esta manera, en AS3.0 permite que se puedan aplicar filtros, manipular las 
imágenes, copiar píxeles de una imagen a otra, entre otras aplicaciones. Así pues, las 
posibilidades de trabajar con Bitmaps (mapas de bits en castellano) permiten que se 
puedan utilizar dibujos externos en las aplicaciones Flash y usarlos a conveniencia. 
 
La clase Bitmap y BitmapData pertenecen al package de flash llamado “display”. A 
pesar de eso, las dos no heredan de la clase DisplayObject que se explica en el 
apartado anterior (2.1.3.5). La única que hereda de Display Object es Bitmap, como se 
puede apreciar en la siguiente figura 2.4:  
 
 
 
Fig. 2.4. Jerarquía de clases que heredan de DisplayObject 
 
Bitmap (recuadrada en rojo en la figura 2.4) hereda de DisplayObject, no así 
BitmapData. Esto es especialmente útil porque de esta manera todas las operaciones 
que se hagan sobre los píxels de una imagen no entrarán en el motor de renderizado 
del Flash Player, evitando tener que dibujar continuamente el contenido, algo que sí 
pasa en el dibujado con vectores.  
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Anteriormente, cuando se querían dibujar muchos vectores por pantalla el rendimiento 
del reproductor flash bajaba considerablemente. En cuanto que pudieron agrupar 
todos los vectores a una sola imagen, desapareció el problema liberando al 
procesador de encargarse de calcular estas tareas. 
 
Además, otra de las posibilidades que permite este diseño de la clase Bitmap y 
BitmapData es el de poder trabajar con varios BitmapData para un sólo Bitmap, de 
manera que se pueda tener una imagen escalada, otra rotada, etcétera; ya guardada 
para un Bitmap, ocupando así solo la memoria de una imagen. 
 
Otro de los usos importantes de la clase Bitmap y BitmapData es el de poder guardar 
la información gráfica de un archivo externo y permitir dibujarla usando la clase 
Graphics en un objeto de la clase Sprite. De esta manera, con la función 
beginBitmapFill de la clase Graphics se puede pintar un objeto Sprite con un dibujo 
extraído de un archivo .png externo.   
 
 
2.1.3.7. Control de eventos unificado 
 
Un controlador de eventos (event handler) es una subrutina que recibe los inputs de un 
programa y se encarga de llamar a otras subrutinas de forma asíncrona en base a 
esos inputs. Esto es: teclas pulsadas, movimientos o clicks de ratón, temporizadores, 
acciones seleccionadas…  
 
En la versión 3.0 de ActionScript se crea un sistema unificado de control de eventos 
basado en las especificaciones del estándar de DOM (Document Object Model) de 
nivel 3. El DOM sirve para definir una API para documentos válidos HTML y bien 
construidos XML. Sirve como estándar para una gran variedad de lenguajes de 
programación.  
 
En el caso de los eventos, están definidos unos estándares de DOM para que no haya 
problemas de compatibilidad entre distintos modelos de eventos. En la versión 3.0, 
ActionScript se adapta a este estándar.  
 
Cada evento tiene unas propiedades características y unos nombres definidos. Los 
más importantes para la creación de un videojuego son sobre todo los de ratón y 
teclado, para poder acceder a los eventos generados por el jugador.  
 
 
2.1.3.8. E4X XML 
 
En la versión 3.0 de ActionScript se implementa este nuevo estándar de tratamiento de 
XML. Es decir, ActionScript incluye soporte nativo de XML, utilizando el estándar E4X 
definido por la ECMAScript. 
 
 
 
Librería en Flash para la creación de videojuegos de plataformas  
 - 36 -
Este estándar proporciona una sintaxis propia para el tratamiento de documentos XML 
alternativa a las interfaces del DOM. Una de las partes más importantes es que 
permite identificar un documento XML como un objeto más del código. De tal manera 
que permite un acceso más rápido, ya que acepta a éste como una estructura más de 
datos dentro del propio código. 
 
Según la propia documentación de Flash, los objetivos por los que utilizar E4X con 
ActionScript son estos: 
 
 Simplicidad: Facilita la escritura y comprensión de código trabajando con 
XML. 
 Coherencia: Los métodos y la lógica interna del E4X son coherentes 
internamente y también con los otros componentes de ActionScript. 
 Familiaridad: Los operadores de E4X son conocidos, como por ejemplo el 
punto (.) o la arroba (@). 
 
En la siguiente figura 2.5 se puede apreciar un ejemplo genérico de manipulación de 
XML mediante E4X: 
 
 
Fig.2.5. Ejemplo XML en AS3 con E4X 
 
Cogiendo este ejemplo como referencia, se puede observar cómo aparecerían los 
resultados utilizando la herramienta trace de ActionScript 3 para mostrar información 
por la salida estándar de Flash. En la siguiente figura 2.6 se observa cómo sería el 
código y cómo sería la salida: 
 
 
Fig.2.6. Ejemplo de salidas usando el XML de la fig.3.1 
 
trace(miXML.elementos[0].propiedad1); 
//la salida será 25 
 
trace(miXML.elementos.(@id == 1)); 
//la salida será <propiedad1>30</propiedad1> 
 
//si hacemos 
trace(miXML.elementos.(@id == 1).propiedad1); 
//la salida será 30 
var miXML: XML = 
<elementos> 
<elemento> 
<propiedad1>25</propiedad1> 
<propiedad2>hola</propiedad2> 
</elemento> 
<elemento id = “1”> 
<propiedad1>30</propiedad1> 
</elemento> 
</elementos> 
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El ejemplo demuestra que la especificación E4X XML simplifica mucho la manipulación 
de este tipo de documentos. Se puede acceder de forma sencilla e intuitiva a los 
elementos internos de un XML y además se pueden hacer recorridos fácilmente 
usando la sentencia “for each” disponible en AS3.  
 
Por ejemplo, para hacer un recorrido por el XML de la figura 2.7 se escribe: 
 
 
Fig.2.7. Ejemplo de recorrido por el XML  
 
El tratamiento del XML es relativamente sencillo y es una característica muy útil para 
el desarrollo de videojuegos porque se puede aprovechar la versatilidad del XML para 
definir configuraciones de escenario, opciones o textos. 
 
2.1.4. Diferencias entre AS3 y AS2 
 
En los apartados anteriores se explica qué es ActionScript y qué aporta la versión 3.0 
a este lenguaje. En este apartado se entra a valorar qué hay de diferente entre AS2 y 
AS3, más allá de las mejoras comentadas, para que AS3 sea elegido como lenguaje 
de programación adecuado para programar videojuegos y por extensión, una librería 
para la realización de videojuegos. 
 
La versión 3.0 de ActionScript es mucho más estricta en la sintaxis del código que en 
AS2. Esto permite programar de forma más unificada, siguiendo los estándares de 
programación y evitando que se cometan muchos de los errores habituales de 
programación de los que adolecen muchos lenguajes scriptados. AS3 obliga a: 
 
 Definir los tipos de datos: Las variables deben declararse siempre, no se les 
puede asignar un valor directamente. En AS2 se podía definir una variable 
poniéndole un nombre y asignándole directamente un valor, pudiendo usar 
una misma variable como String y como entero en un mismo trozo de código. 
 
 Especificar las funciones: Cada función ha de tener especificado si es 
pública, privada, interna o protegida. Si no se hace el compilador muestra un 
warning avisando que la función se comportará como interna por defecto. 
 
AS3 tiene muchos tipos de datos nuevos en comparación con AS2. En la nueva API 
diseñada para la ocasión, se añaden muchas novedades. Una de las más llamativas 
es la de la introducción del tipo de datos int. Hasta el momento el lenguaje ActionScript 
no tenía un tipo de datos para guardar enteros: todos los números eran Numbers. 
Tanto con coma flotante, como si no. AS3 implementa los enteros (y los enteros sin 
signo uint) con el considerable ahorro de memoria. 
 
for each (var propiedad:XML in miXML.elementos) { 
//hacer lo que haga falta 
//podemos acceder a cada propiedad tal y como 
hacemos en la figura 3.2 
} 
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AS2 se solía utilizar para añadir código en acciones concretas. Es decir, se usa la 
propia interfaz de Flash para añadir en puntos concretos de la película Flash ciertos 
trozos de código que realizasen las acciones necesarias. Esto convertía a una 
aplicación Flash medianamente grande en algo inabarcable a la hora de mantener. 
Con AS3 esto se puede seguir haciendo, pero se puede realizar una aplicación entera 
(por ejemplo, un juego) sin tocar ni un fotograma en la interfaz de Flash y realizándolo 
todo mediante código aplicando una estructura de software clásico. 
 
Esto permite que ActionScript 3.0 sea mucho más útil para la realización de 
aplicaciones informáticas complejas que requieran de mantenimiento.  
 
Gracias a la implementación de packages permite un encapsulamiento mayor entre 
clases que realicen funcionalidades semejantes.  
 
Es más fácil extender las funcionalidades de las clases gracias a la mejorada herencia 
de clases, con lo cual se pueden realizar proyectos como el de este documento: 
librerías de funcionalidades fácilmente adaptables y reutilizables.  
 
Además, según la propia Adobe, un código programado para AS3, comparado con el 
mismo en AS2, es diez veces más rápido en ejecutarse. El coste es mayor para el 
programador a la hora de escribir el código, pero en términos de eficiencia AS3 tiene 
un rendimiento mucho mayor que el de AS2. 
 
Desde el punto de vista de un diseñador acostumbrado a trabajar con Flash desde sus 
inicios, AS3 es un problema: pide conocimientos de programación y orientación a 
objetos que no eran necesarios en AS2. Desde el punto de vista de un ingeniero del 
software, AS3 es un paso adelante muy importante que permite la realización de 
aplicaciones muy complejas en Flash.  
 
 
2.1.5. Ventajas e inconvenientes de usar Flash y AS3 para la creación de 
videojuegos de plataformas 2D 
 
Flash y AS3 es una de las combinaciones que ofrece más ventajas para programar un 
videojuego de plataformas en 2D. Son estas: 
 
 Implementación gráfica solucionada: La API de Flash ofrece un conjunto de 
clases que implementan la parte interna de mostrar elementos visibles en 
pantalla. Como se explica en el apartado 2.1.3.5, Flash contiene todo el 
funcionamiento de la display list y añadiendo hijos a la escena (stage) el 
programador se puede desentender de la gestión de la parte gráfica más allá 
del diseño.  
 
 Gestión de eventos: La API de Flash tiene implementada la gestión de 
eventos, con lo cual la interacción con el usuario final está solucionada y es 
sencilla de implementar.  
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 Gestión de colisiones: Flash es capaz de detectar cuando dos objetos 
visibles se están tocando. Esto es especialmente útil para la gestión de 
colisiones entre elementos de un juego. Dependiendo del grado de 
complejidad exigido en las colisiones de un juego, esto debe ampliarse; sin 
embargo, da una ventaja importante a la hora de programar un videojuego. 
 
 El estándar E4X de XML: En el apartado 2.1.3.8 se explica cómo acceder a 
archivos XML ya cargados en ActionScript 3. Esto es especialmente ventajoso 
a la hora de cargar información externa de XML, haciendo los videojuegos 
fácilmente modificables desde el exterior sin tocar código.  
 
 Fácilmente exportable: ActionScript 3, al funcionar con una máquina virtual 
que únicamente requiere de un plugin, es fácilmente exportable a todo tipo de 
plataformas que den soporte a Flash. Incluidos los móviles, aunque en este 
caso requieren ciertas modificaciones en lo que concierne a la interacción con 
el usuario. 
 
El gran inconveniente de usar Flash para la realización de videojuegos de plataformas 
2D está en: 
 
 Falta de control interno: En el caso de querer realizar juegos más complejos, 
el desarrollador está supeditado a lo que está definido en la API de Flash, con 
lo cual puede perder cierto control de las instancias que se crean, cómo se 
libera la memoria, etcétera. Algo que en otros lenguajes como C++ se controla 
mucho más exhaustivamente por el propio desarrollador. 
 
Para la complejidad necesaria para hacer videojuegos de plataformas en 2D, incluso 
con muchos enemigos en pantalla, Flash y AS3 dispone de muchas ventajas y pocos 
inconvenientes, siendo una herramienta muy adecuada para hacer este tipo de 
videojuegos. 
 
 
2.2. La librería BulkLoader 
 
2.2.1. Contexto: Cargar archivos externos con la API de Flash 
 
Para la realización de esta librería se desea cargar archivos externos para introducirlos 
en el juego: imágenes de los elementos visibles del juego y archivos de configuración 
XML para el diseño de niveles.  
 
La API de Flash proporciona dos clases que sirven para cargar imágenes y archivos 
XML respectivamente: Loader y URLLoader. El funcionamiento de ambas es similar. 
 
La clase Loader permite cargar archivos de imágenes (.jpg, .png, .gif) u otros archivos 
.swf. Se le pasa por parámetros a la función load una url y éste guarda su valor como 
DisplayObject en su atributo content. En la siguiente figura 2.8 se puede ver un 
ejemplo de su funcionamiento: 
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Fig. 2.8. Ejemplo de uso de carga de una imagen con la clase Loader 
 
Este funcionamiento, sencillo y útil, tiene un problema muy importante: sólo permite 
cargar una imagen a la vez. Como se puede observar por el atributo content, si se 
quiere cargar otra imagen, la anterior quedará borrada del loader.  
 
Aquí es donde aparece la necesidad de usar una librería como BulkLoader.  
 
 
2.2.2. Características de la librería BulkLoader 
 
Esta librería de código abierto permite la carga de muchos datos externos a la vez de 
una forma rápida y eficaz. Está diseñada para que sea fácil aprender a utilizarla. El 
mecanismo de funcionamiento es muy parecido al de la clase Loader de ActionScript 
3.0. La interfaz es independiente de los tipos de datos que se carguen.  
 
Además, a diferencia de la clase Loader, permite cargar tanto XML como imágenes, 
sonido, texto… Permitiendo así que con una misma clase se puedan cargar varios 
tipos de archivo. 
 
Es decir, gracias a la librería BulkLoader se puede unificar la carga de todo tipo de 
archivos necesarios para un videojuego.  
 
Las características generales de esta librería son: 
 
 Connection pooling 
 Interfaz unificada para los distintos tipos de archivos a cargar. 
 Notificación de progreso de la carga unificada 
 Eventos para ítems individuales o para grupos. 
 Prioridades 
 Posibilidad de parar y seguir cargando más adelante 
 Estadísticas de carga (latencia, velocidad, velocidad media) 
 Varios tipos de indicaciones de progreso (bytes, ítems cargados, ítems a 
cargar y en porcentaje) 
//Creación del objeto Loader 
var loader: Loader = new Loader(); 
/*Creación del objeto URLRequest (clase de la API de flash 
que representa una URL y que requiere la clase Loader) */ 
var urlReq:URLRequest = new URLRequest(“data/prueba.jpg”); 
/* La función load se encarga de cargar la imagen en el 
content de loader */ 
loader.load(urlReq); 
/*Se añade un listener para que recoja el evento de haberse 
completado la carga*/ 
loader.contentLoaderInfo.addEventListener(Event.COMPLETE, 
cargaRealizada); 
/* Cuando se active el listener cargaRealizada la imagen ya 
estará cargada y será accesible desde el atributo content de 
loader para ser utilizada como DisplayObject*/ 
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 Número de reintentos de carga configurable. 
 Logging configurable. 
 Distintos tipos de archivos (XML, SWF, Imágenes, sonido, texto) 
 
2.2.3. Cómo se usa la librería BulkLoader 
 
El funcionamiento de la clase BulkLoader es similar al de la clase Loader, al menos 
para la carga de un solo archivo. Aún así, la librería da muchas más posibilidades de 
configuración al gusto del desarrollador.  
 
Siguiendo la guía de los desarrolladores de la librería, los pasos a seguir para cargar 
archivos externos con la librería BulkLoader son estos: 
 
1. Crear una instancia de BulkLoader. 
 
Fig. 2.9. Creación de la instancia BulkLoader 
 
2. Añadir las direcciones (url) que van a ser cargadas mediante el uso de la función 
add. 
 
 
Fig. 2.10. Añadir archivos a cargar 
 
3. Añade listeners para cada elemento individual o para todos a la vez. 
 
/* Se crea una instancia de BulkLoader, pasándole un nombre. 
Esto permite que se pueda acceder a la información incluso 
sin tener la referencia a la instancia */ 
var loader: BulkLoader = new BulkLoader(“main”); 
/* Caso simple */ 
loader.add(“icon.png”); 
 
/* Se le puede añadir un identificador para que se pueda acceder 
expresamente a ese elemento */ 
loader.add(“level1.xml”, {id: “1”}); 
loader.add(“image.png”, {id: “prueba”}); 
/* Se le pueden añadir atributos de tipo, prioridad o número máximo de 
reintentos por separado o junto */ 
loader.add(“9.jpg”, {type:”image”,priority:20,maxTries:2}); 
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Fig. 2.11. Añadir eventos que recojan información sobre la carga de los datos 
 
4. Inicia la carga, con una sola sentencia lo carga todo: 
 
loader.start(); 
 
5. Recoge los contenidos una vez que la carga esté finalizada. 
 
 
Fig. 2.12. Recoger la información cargada con BulkLoader 
 
Además, la librería BulkLoader ofrece funciones para recoger información como estas: 
getXML, getText, getNetStream, getSound, getMovieClip y getNetStreamMetaData.  
 
 
/* Este listener se ejecutará cuando todos los elementos estén cargados */ 
loader.addEventListener(BulkLoader.COMPLETE, todoCargado); 
 
/* Este listener se ejecutará mientras carga cualquiera de los ítems que se 
estén cargando. El evento BulkProgress es una subclase de ProgressEvent con 
información extra */ 
loader.addEventListener(BulkLoader.PROGRESS, progresoTodos); 
 
/* Este listener se ejecutará si cualquiera de los elementos que se están 
cargando falla al cargar. El evento es BulkErrorEvent y lleva un array con 
cada instancia de LoadingItem que haya fallado al cargar. */ 
loader.addEventListener(BulkLoader.ERROR, errorTodos);           
//Se pueden poner listeners sólo para un elemento            
loader.get("1").addEventListener(Event.COMPLETE, unoCargado); 
 
/* O por ejemplo que sólo salte el error si falla el xml de nivel: */ 
loader.get("level1.xml").addEventListener(BulkLoader.ERROR, falloXML); 
 
/* Las dos maneras más importantes son: recogiendo el 
contenido y aplicándole un cast */  
var icon:Bitmap = loader.getContent(“prueba”) as 
Bitmap; 
 
/* O bien usando la propia función de BulkLoader que 
devuelve el tipo que esperamos: */ 
var icon:Bitmap = loader.getBitmap(“prueba”); 
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2.3. Entorno de trabajo 
 
En este apartado se valora el software que se ha utilizado para la realización de este 
proyecto.  
 
 
2.3.1. Flash CS4 
 
Flash CS4 es el entorno de desarrollo oficial de Adobe para trabajar con Flash. La 
última versión de este software es la CS5, pero para este proyecto se ha estudiado 
durante una parte la versión CS4.  
 
Adobe Flash CS4 permite trabajar tanto desde el punto de vista del desarrollador de 
software como desde el punto de vista de un diseñador de aplicaciones gráficas. Aún 
así, es una herramienta muy enfocada al desarrollo como animador o grafista y 
trabajar directamente con código ActionScript es más incómodo que con otras 
soluciones. 
 
Este software permite todo tipo de herramientas para el desarrollo de animaciones y 
presentaciones en Flash. Trabaja con capas de dibujo, tiene una barra de 
herramientas basada en todo tipo de posibilidades de dibujado, contiene una línea 
temporal para el desarrollo de las animaciones, un escenario donde se realiza el 
dibujado y una serie de paneles para acceder a propiedades del documento o a los 
objetos generados.  
 
Como se puede deducir del anterior párrafo, la parte de desarrollo de software con 
ActionScript es solamente una parte; que incluso se puede obviar completamente 
dependiendo del uso que se le quiera dar al entorno. Es un software que no está 
enfocado al desarrollo al estilo clásico, a pesar de dar cierto soporte.  
 
En el caso de querer desarrollar software sin utilizar las herramientas que ofrece 
Flash, se puede hacer; pero se debe crear un documento .fla necesariamente. A este 
documento se le debe asociar el archivo que se considere el main para seguidamente 
poder ejecutarlo.  
 
Normalmente, cuando se trabaja con Flash CS4 se puede crear un dibujo en el 
entorno, y luego asociarle ciertas acciones realizadas en ActionScript o bien convertirlo 
en un símbolo de una clase: es decir, se puede convertir ese dibujo en una instancia 
de la clase que se desee.  
 
Adobe Flash CS4 también permite la creación de proyectos en ActionScript de forma 
parecida a como lo hacen los IDE’s conocidos para otros lenguajes. Pero no lleva un 
soporte muy fuerte en esta cuestión. Como ejemplo es el del resaltado del código, si 
se está acostumbrado a trabajar con otros IDE’s el resaltado de Flash es muy pobre. 
Tampoco tiene implementado la recomendación de código o el reconocimiento de las 
clases si no pertenecen a la IDE de Flash. De esta manera el entorno Flash es menos 
cómodo que otros entornos a la hora de trabajar directamente con código. 
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El desarrollo de este proyecto es desde el punto de vista de un desarrollador de 
software y no de un animador. Con lo cual se desarrolla directamente en código, sin 
utilizar ninguna de las herramientas de dibujo ni animación. De esta manera, se decide 
estudiar otro tipo de IDE’s para el desarrollo con ActionScript más adecuados a esta 
forma de trabajar. 
 
 
2.3.2. Flash Develop 
 
Flash Develop es un entorno de desarrollo para la realización de proyectos en 
ActionScript. A diferencia de Flash CS4 que tiene una vertiente muy enfocada al perfil 
de diseñador, Flash Develop está completamente enfocado a programadores en 
ActionScript. Es, además, un proyecto de software libre con lo cual no es necesaria 
una licencia para trabajar con él. 
 
Este software permite trabajar con Flash de la misma manera que se trabajaría con 
cualquier otro lenguaje como Java o C++. Ofrece un entorno muy parecido al que 
ofrecen entornos de desarrollo conocidos como Eclipse, NetBeans o VisualStudio para 
los lenguajes mencionados. 
 
Permite generar proyectos en Flash y archivos .swf sin necesidad de tener un archivo 
.fla asociado al código como necesita el IDE de Flash. Simplemente asignando un 
archivo en ActionScript como main, permite la ejecución del código en el Flash Player.  
 
En general está diseñado como un editor de código de propósito general y además 
ofrece las funcionalidades para Flash. Así pues, como editor contiene estas 
características principales: 
 
 Resaltado de la sintaxis para AS2, AS3, JScript, HTML, XML, CSS, Python y 
HaXe. 
 
 Controlador de tareas a hacer, lo que se llama tareas “TODO”.  
 
 Plantillas de código para propósitos concretos 
 
 Arquitectura abierta basada en plugins. 
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Fig. 2.13. Captura de FlashDevelop 
 
 
Como editor de código ActionScript ofrece además soporte avanzado con estas 
opciones:  
 
 Soporta ActionScript 2 y 3. 
 
 Función de autocompletar código y generadores de código. Es capaz de 
detectar tanto clases definidas en la API de Flash como las generadas en el 
propio proyecto.  El IDE de Flash sólo muestra las de la API de Flash. 
 
 Completado de código para XML, HTML y MXML. 
 
 Acceso a la declaración de una función o atributo a través de la tecla 
F4/Mayus + F4.  
 
 Integración total con Flash y compiladores de linea de comandos. Compila y 
ejecuta simplemente pulsando ctrl.+Intro.  
 
 Integración de un Project Manager, que permite controlar todas las 
propiedades de un proyecto y navegar por sus clases. (Parte derecha de la 
figura 2.13). 
 
 Plantillas de proyectos para empezar fácilmente. 
 
 Permite la documentación automática de código usando ASDocs o AS2Api. 
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Es altamente recomendado si se desea trabajar únicamente con código ActionScript. 
Es decir, es muy útil para programadores que no sepan trabajar con las 
particularidades de Flash y no las necesiten.  
 
En este proyecto todo el trabajo se hace con código, sin ninguna herramienta del 
entorno Flash CS4. Con lo cual, Flash Develop ha sido el escogido finalmente para 
realizar toda la librería, en detrimento del IDE oficial de Adobe. 
 
 
2.3.3. ArgoUML 
 
ArgoUML es una herramienta de software libre que permite realizar diagramas en UML 
para cualquier tipo de proyecto. Está programado en Java, con lo cual se puede utilizar 
en cualquier sistema que tenga instalada la máquina virtual correspondiente.  
 
Sus características son las siguientes:  
 
 Implementa UML 1.4 
 
 Permite la creación de diagramas de secuencia, de casos de uso, de clases, 
de colaboración, de estado, de actividades y de despliegue.  
 
 Contiene una interfaz de módulos extensible. 
 
 Permite restricciones OCL para clases. 
 
 Soporte para la generación de código para distintos lenguajes como Java o 
C++. 
 
 Ingeniería inversa. 
 
 Soporte para comentarios 
 
 Permite la creación de archivos png y otros formatos para la creación de 
imágenes a partir de los diagramas. 
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Fig. 2.14. Captura de pantalla de ArgoUML. 
 
En este proyecto únicamente se necesita para la realización del diagrama de clases 
principal. Es útil para la organización y creación de las clases, aunque tiene algunos 
bugs que hacen que trabajar con este software sea a veces algo frustrante. Durante la 
realización de este proyecto se han encontrado ciertos problemas considerables: 
 
 Problemas con la gestión de memoria que han hecho el programa 
impracticable necesitando que se reiniciara para poder seguir trabajando. 
 
 Imposibilidad de deshacer cambios con una acción.  
 
 La gestión gráfica provoca problemas a la hora de mover clases ya que no 
adapta las relaciones inteligentemente según el movimiento de las clases y 
obliga a recorrer todo el diagrama reorganizando todo en cualquier 
modificación.  
 
A pesar de sus limitaciones, ha sido el programa escogido para trabajar con él debido 
a su licencia libre, su facilidad para realizar capturas y su interfaz sencilla para las 
necesidades del proyecto. En caso de necesitarse más funcionalidades para trabajar 
con UML es recomendable evaluar otras herramientas antes de decantarse por esta. 
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3. Patrones de diseño aplicados al 
videojuego 
 
Los patrones de diseño son el resultado de estudiar problemas comunes en el 
desarrollo del software y aplicar soluciones que se han confirmado que los resuelven. 
 
Los patrones de diseño tienen como principales objetivos evitar la búsqueda de 
soluciones para problemas ya conocidos y resueltos; y estandarizar el modo en el que 
se realiza un diseño. Permiten la reusabilidad del código y la facilidad de adaptación a 
todo tipo de software donde ese problema concreto se reproduzca.  
 
Como se explica en capítulos anteriores, Adobe ha introducido una serie de mejoras 
en la nueva versión de ActionScript 3.0 que aporta al lenguaje una serie de 
características que se pueden encontrar en otros lenguajes como C++ o Java. De esta 
manera, ahora es posible programar en ActionScript de una forma mucho más 
sofisticada.  
 
Por esta razón, se ha de pensar en el uso de patrones de diseño para solucionar 
problemas conocidos, y en el caso que concierne a este proyecto, para el diseño de 
una librería de videojuegos. Así pues, en este capítulo se estudian cinco patrones de 
diseño que pueden ser aplicados al diseño de un videojuego o de una librería de 
videojuegos; en qué consisten y qué pueden aportar.  
 
Es importante notar que hay muchos más patrones de diseño; por lo que a partir de los 
más importantes, se han escogido los que más pueden adecuarse a priori a un 
videojuego. 
 
3.1. Patrón Singleton 
 
3.1.1. Objetivos 
 
El objetivo principal del patrón de diseño Singleton es el de ofrecer un punto de acceso 
global en el sistema y asegurar que una clase sólo es instanciada una sola vez.  
 
 
3.1.2. Motivación  
 
Está pensado para ser utilizado cuando el desarrollador necesite una sola instancia de 
una clase en una aplicación. Este patrón, por su facilidad de uso y por la sencillez del 
concepto, se usa de forma tan común como podría ser el uso de una variable. 
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A veces, este mismo patrón se combina con otros patrones a la misma vez. Cuando el 
desarrollador necesite un acceso global y una instancia única, allí hay un Singleton. En 
algunos casos se pueden usar varias clases Singleton a la vez en conjunción cuando 
solo una instancia de cada clase deba ser instanciada a la misma vez.  
 
Por ejemplo, si en una aplicación de reproducción de archivos de música, se pretende 
que sólo una canción esté sonando a la misma vez; se requeriría una única instancia 
de la clase para que reproduciese la música.  
 
 
3.1.3. Diseño del patrón 
 
El diseño del patrón Singleton es sencillo. Lo único que se ha de asegurar es que no 
haya más de una instancia y que exista un acceso a esa instancia única. En esta 
figura 3.1 se puede apreciar la sencillez del concepto de este patrón: 
 
 
 
Fig.3.1. Diseño del patrón Singleton 
 
Como se puede observar, fijándose en que las operaciones están arriba y los atributos 
abajo, hay un atributo llamado uniqueInstance declarado como estático (static) que 
guarda la instancia única de la clase. El otro atributo singletonData representa 
cualquier tipo de datos que se quiera añadir en la clase Singleton.  
 
Se ha de notar que las operaciones más importantes de la clase Singleton son la 
constructora y el método que permite el acceso a la instancia única. La constructora de 
la clase Singleton se declara como privada. En el apartado 3.1.5 se explica la 
particularidad de implementar esta característica en AS3, ya que este lenguaje no 
admite la declaración de constructoras como privadas.   
 
La operación principal es la llamada Instance, que está declarada como estática. Este 
es el método que se encarga de devolver la instancia única de la clase y de controlar 
que la instancia siga siendo única.  
 
Las otras operaciones, SingletonOperation y GetSingletonData, están para dejar 
patente que una vez generado el comportamiento de la clase Singleton se pueden 
añadir todas las operaciones oportunas. 
 
Así pues, a modo de resumen, el patrón Singleton es capaz de ofrecer una única 
instancia global debido a que: 
 
 La propia clase es la que se encarga de crear la instancia única. 
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 Permite el acceso global mediante una operación de la propia clase. 
 
 Declara el constructor como privado para que no pueda ser instanciado 
directamente. 
 
 
3.1.4. Implementación en AS3 
 
Tal y como se define en el diseño de la figura 3.1 en ActionScript debería 
implementarse de esta manera: 
 
 
Fig.3.2. Cómo debería ser la implementación de un Singleton 
 
Como se puede apreciar, el atributo privado “instancia” evita que se pueda acceder a 
él directamente. Así pues, se ha de llamar a la función pública getInstancia, y ésta se 
encarga de crear la instancia si ésta no existe y de devolverla.  
 
El problema que hay con esta implementación es una limitación de ActionScript 3: no 
se puede declarar la constructora de una clase como privada. ActionScript 3 obliga a 
que las clases que han de ser instanciadas deban ser públicas o parte de un package.  
 
A pesar de este problema, se pueden hacer ciertos cambios en el código para simular 
el comportamiento de una constructora privada. Como no se puede crear una clase 
privada dentro de un package, se creará fuera del package. Para que esta clase 
privada sea accesible por otra clase, en este caso la clase Singleton; la clase privada 
deberá estar definida en el mismo archivo .as.  
 
En la figura 3.3 se muestra cómo sería la implementación del patrón Singleton con la 
clase privada: 
 
class Singleton { 
 //atributo que guarda la instancia única 
 private static var instancia:Singleton; 
 //constructora privada 
 private function Singleton() {  } 
 //función que da acceso a la instancia 
 public static function getInstancia():Singleton 
 { 
  if (instancia == null) { 
Singleton.instancia = new Singleton(); 
} 
return Singleton.instancia; 
 } 
} 
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Fig.3.3. Creación del patrón Singleton en AS3.0 
 
Creándolo así, nadie desde fuera de esta clase puede crear una instancia de 
Singleton. Si intentan hacer: var sing:Singleton = new Singleton(); se 
encuentran con que la clase Singleton pide un parámetro de entrada que no se le está 
pasando. Si intentan hacer var sing:Singleton = new Singleton (new 
ClasePrivada()); se encuentran con que la instancia de ClasePrivada no la 
pueden crear porque no es accesible desde fuera del archivo .as que contiene la clase 
Singleton. 
 
 
3.1.5. Aplicación en videojuegos 
 
Este patrón, tanto para videojuegos como para cualquier otra aplicación, sirve siempre 
para asegurar un punto de acceso global y para obtener una instancia única de una 
sola clase. En el caso particular de videojuegos se pueden ver un par de ejemplos que 
muestren ideas de aplicación de este patrón. 
 
Se puede tener un videojuego en el que se mantenga el control de puntuación de la 
partida general y se desee tener una única instancia de ese total. No tendría sentido 
tener dos totales de los records del juego donde solo se quiere tener uno único, como 
por ejemplo en un juego de pinball en el que al final de la partida se guardan las 
mejores puntuaciones. 
 
package prueba_singleton { 
 public class Singleton { 
  private static var instancia:Singleton; 
  public function Singleton(pvt:ClasePrivada) { 
  } 
  public static function getInstancia():Singleton 
  { 
   if (instancia == null) { 
/* Se crea la instancia de Singleton 
llamando a la creación de la clase 
privada que pide la constructora de 
Singleton por parámetros */ 
Singleton.instancia = new Singleton(new 
ClasePrivada()); 
   } 
   return Singleton.instancia; 
  } 
 } 
} 
//Fuera del package se crea la clase privada 
class ClasePrivada { 
 public function ClasePrivada() { 
   
 } 
} 
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O por ejemplo cuando se quieren usar ciertas operaciones de una clase que usan 
muchos objetos de un juego. Por ejemplo el cálculo de colisiones entre elementos de 
un juego. De esta manera se ofrece un punto de acceso global y se evita que se creen 
objetos de la clase que se encarga de las colisiones para cada uno de los elementos 
del juego, sobrecargando sin necesidad la memoria del sistema. 
 
 
3.2. Patrón Plantilla 
 
3.2.1. Objetivos 
 
El patrón plantilla es un patrón de comportamiento que define el esqueleto de un 
algoritmo aplicable a varias clases; pero que cada una de ellas ha de implementar de 
forma concreta ya que tienen un comportamiento interno diferente.  
 
Lo que se desea es que se evite la replicación de código: es decir que se implementen 
las funcionalidades generales en la superclase plantilla, y las subclases redefinan 
únicamente las que implementen comportamientos diferentes.  
 
 
3.2.2. Motivación y ejemplos de uso 
 
La principal motivación para aplicar el patrón plantilla es la de querer definir una 
estructura básica de una secuencia de operaciones para alcanzar una meta concreta. 
Se define un comportamiento por defecto para la generalidad y en los casos concretos 
se redefinen los detalles de las acciones que tengan que realizarse. Un ejemplo 
permite verlo más claro. 
 
Por ejemplo, existe un comportamiento genérico: hacer un viaje. La operación hacer 
un viaje puede realizarse mediante avión, barco o coche; las tres con un esquema 
similar para preparar el viaje, pero con unas particularidades especiales para cada 
una.  
 
El esquema básico de hacer un viaje sería: 
 
 Preparar el transporte 
 Mover el transporte 
 Beber café 
 
El primer paso, preparar el transporte, será distinto dependiendo del transporte que se 
use. Si va en avión, preparar el transporte consiste en comprar el billete, facturar las 
maletas y embarcar. Si es en barco, es comprar el billete en otro lugar, ir al puerto, 
comprar las pastillas contra el mareo… Y si va en coche sería comprobar el estado de 
las ruedas, echar gasolina, parar a descansar cada cierto tiempo… Cada uno de ellos 
tiene su comportamiento concreto a pesar de seguir un patrón general. 
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Para el segundo paso, mover el transporte, también depende del transporte escogido. 
Si se va en avión éste ha de volar, el barco ha de navegar y el coche va por carretera. 
Sin embargo, para el tercer paso, beber café se puede hacer igual tanto en un 
transporte como en otro, con lo cual la parte de beber café es común a todos y puede 
ser implementada en la clase que sirve de plantilla. 
 
 
3.2.3. Diseño del patrón 
 
En general, el patrón plantilla es un creador de algoritmos flexible centrado alrededor 
de la clase dominante donde el algoritmo se define. Estas son las características 
básicas del patrón plantilla: 
 
 Uso de la herencia para la distribución de comportamientos entre las clases. 
 
 Permite a las subclases proveer detalles de algunas operaciones en el 
algoritmo general. 
 
 Usa una estructura de control invertida. Es la clase padre la que llama a 
funciones de las clases que heredan. 
 
 Especifica los pasos de un algoritmo y fija el orden en el que se ejecutarán las 
funciones en el algoritmo. 
 
 Permite operaciones gancho para posibles extensiones en puntos específicos. 
 
En la siguiente figura 3.4 se puede observar el diseño de este patrón: 
 
 
 
Fig.3.4. Diseño del patrón plantilla 
 
La clase AbstractClass incorpora un método llamado TemplateMethod (método 
plantilla). Esta función es la que se encarga de implementar el algoritmo que sirve 
como plantilla para todas las clases que hereden. Es un método concreto y desde ahí 
llama a las operaciones A y B definidas como abstractas y que deben ser sobrescritas 
en las subclases concretas.  
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Así pues, la clase ConcreteClass implementa el comportamiento específico que debe 
tener PrimitiveOperationA y PrimitiveOperationB para su caso concreto. Esto permite 
que pueda haber varias ConcreteClass, por ejemplo ConcreteClass2, que 
especificaran comportamientos para las operaciones A y B distintos a los de 
ConcreteClass. Lo que hace de este patrón un diseño muy extensible y reusable. 
 
 
3.2.4. Implementación en AS3 
 
Para la implementación de este patrón en ActionScript 3.0 hay que tener en cuenta 
que este lenguaje no admite la declaración de clases abstractas. Con lo cual, para 
simular el comportamiento de una clase abstracta se deben hacer algunos retoques de 
código para evitar que alguien cree una instancia de la clase que se ha definido.  
 
Así pues, para evitar que nadie cree una instancia de la clase abstracta, ésta se 
generaría de esta manera: 
 
 
Fig.3.5. Creación de una clase abstracta en AS3 
 
De esta manera, la clase asegura que no se podrá crear una instancia de la clase 
AbstractClass. La única manera de conseguir una instancia será creándola desde una 
subclase, que es precisamente lo que interesa al crear una abstracta.  
 
Para que una subclase pueda heredar de esta AbstractClass se debe realizar esta 
operación en la constructora de la clase concreta: 
 
 
Fig. 3.6. Extensión de una clase abstracta en AS3 
 
public class AbstractClass { 
 //constructora de la clase 
 public function AbstractClass (self:AbstractClass) { 
  if (self != this) { 
throw new IllegalOperationError(“clase abstracta”); 
  } 
 } 
} 
public class ConcreteClass extends AbstractClass { 
 
 public function ConcreteClass() { 
/*Se llama a la constructora superior enviándose a sí 
mismo por parámetros */ 
super(this); 
  //otras inicializaciones que sean necesarias 
 } 
} 
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Ahora solo queda ver cómo introducir el método plantilla en la clase abstracta y cómo 
deberían implementarlo las clases concretas. En la figura 3.7 se puede apreciar cómo 
funciona el método plantilla en la clase padre definida como abstracta: 
 
 
Fig. 3.7. Método plantilla aplicado a la AbstractClass 
 
Las clases que hereden de AbstractClass deben sobrescribir los métodos que están 
vacíos en la clase abstracta. En el ejemplo de la figura 3.7 es la operacion1 la que hay 
que sobrescribir, y si se desea, también la operacion2. La operacion3 es una función 
que implementa un comportamiento que es válido para todos. Recordando el primer 
ejemplo del apartado 3.2.2 sería el equivalente a beber café. 
 
Así, la clase que hereda de AbstractClass: ConcreteClass; queda tal y como muestra 
la figura 3.8: 
 
 
Fig.3.8. Extensión de la clase AbstractClass aplicando patrón plantilla 
public class ConcreteClass extends AbstractClass { 
 public function ConcreteClass () { 
 //..} 
 override protected function operacion1():void { 
  //sobrescribe la superclase 
  if (algo == “lo que sea”) { 
   //hacer lo que sea 
  } 
} 
//Sobrescribe la función gancho 
override protected function operacion2():void { 
 var prueba:int = 2; 
} 
} 
public class AbstractClass { 
 public function AbstractClass (self:AbstractClass) { 
 //..} 
 public function metodoPlantilla():void { 
  operacion1(); 
  operacion2(); 
  operacion3(); 
 } 
 protected function operacion1():void { 
  //se ha de sobrescribir en la subclase 
} 
//Función gancho que se puede extender 
protected function operacion2():void { 
 var prueba:int = 1; 
} 
/*Función final que hace un comportamiento que no se extiende 
*/ 
private final function operacion3():void { 
 trace(“Aquí ya se ha hecho todo”); 
} 
} 
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Para cada clase que herede de AbstractClass se hace lo mismo modificando la 
implementación de cada una de las operaciones dependiendo de las necesidades 
concretas de la clase.  
 
3.2.5. Aplicación en videojuegos 
 
El patrón plantilla se puede implementar en multitud de ocasiones. Allá donde haya un 
comportamiento base para cualquier cosa y se puedan añadir distintos 
comportamientos más concretos, podrá aplicarse el patrón plantilla.  
 
Un ejemplo típico de lugar donde se puede usar el patrón plantilla es en la creación de 
enemigos en un videojuego. Se puede crear una clase que englobe el comportamiento 
genérico de los enemigos llamada Enemigo. Para cada uno de ellos hay una 
inteligencia artificial que conlleva un comportamiento. Así pues, un enemigo puede 
tener un comportamiento básico de moverse, común a todos, y otros que sean 
dependientes del tipo de enemigo. 
 
Se podría tener una estructura básica de un comportamiento de un enemigo así: 
 
 Lógica de gravedad 
 Lógica de colisiones con el escenario 
 Lógica de disparar 
 Lógica de IA 
 
Por ejemplo, la lógica de gravedad puede ser distinta para cada enemigo si el enemigo 
es uno que vuela o no. La lógica de colisiones con el escenario puede ser común a 
todos y ser implementada en la clase genérica de Enemigo. La lógica de disparar 
puede ser distinta para un enemigo que dispara siempre u otro que dispara 
únicamente cuando ve al personaje principal. Y la lógica de la IA es distinta para un 
enemigo que solo camine de un lado a otro; o que persiga al personaje principal; o que 
se mantenga quieto en un solo lugar.  
 
De esta manera en la clase plantilla se ofrece un comportamiento básico y las 
concretas se encargan de definir qué se hace exactamente para cada uno.  
 
 
3.3. Patrón Factory 
 
3.3.1. Objetivos 
 
El patrón Factory tiene como objetivo proporcionar un método de creación de objetos 
de forma que la creación sea independiente del llamador y que evite el acoplamiento 
entre clases.  
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3.3.2. Motivación y ejemplos de uso 
 
Normalmente, en cualquier tipo de código en lenguajes de orientación a objetos, se 
puede llegar a tener una situación semejante a esta: 
 
 
Fig. 3.9. Situación de ejemplo 
 
Este código es completamente correcto, pero como se puede observar crea un 
acoplamiento entre la clase Cliente y la clase Producto. En otras palabras, Cliente 
depende de producto y cualquier modificación en el número de parámetros de la 
constructora de Producto implica cambios en la clase Cliente. La situación puede 
empeorar si distintos clientes usan la clase Producto, con lo cual un cambio en esta 
última implica cambios en múltiples clases. 
 
El patrón Factory introduce un intermediario entre el cliente y la clase concreta. El 
intermediario suele ser una clase a la que se denomina Creador y permite al cliente 
acceder a los objetos sin especificar la clase exacta del objeto que será creado. Esto 
lo consigue delegando la creación de objetos a un método llamado factory cuyo 
principal objetivo es instanciar los objetos y devolverlos.  
 
Por ejemplo, se podría tener una clase que crea figuras geométricas. La clase sería 
algo así como Figura. Pero cada Figura tiene unas particularidades, y cada una de 
ellas está implementada en una subclase de Figura, por ejemplo: Cuadrado, Redonda, 
Rectángulo. Figura se declara como abstracta y define una función que se dedica a 
dibujar. Solamente dibujar. Cada clase concreta implementa qué dibuja según la 
figura.   
 
Desde un cliente se quiere pasar un tipo de dibujo y que dibuje lo que le toque a cada 
figura. Tal y como está, sin el patrón Factory, el cliente debería saber qué clase es la 
que implementa cada tipo de figura. Asignándole un creador, únicamente pasándole el 
tipo de figura que se quiere dibujar; el creador se encargará de decidir qué instancia 
crear evitando el acoplamiento de la clase con todos los tipos de figuras que existan. 
 
 
3.3.3. Diseño del patrón 
 
Hay dos formas de diseñar un patrón Factory. Hay una sencilla, y hay otra que añade 
más complejidad de clases. La primera tiene un diseño en UML como este de la figura 
3.10:  
 
public class Cliente { 
 
 public function hazAlgo():void { 
  var o:Object = new Producto(); 
  o.manipular(); 
 } 
} 
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Fig.3.10. Diseño del patrón Factory sencillo 
 
Simplemente hay una clase intermediaria que se encarga de la creación de los 
productos concretos que necesite el cliente. El cliente Client llama al Creator, éste 
instancia el objeto de Product que necesite y se lo devuelve al Client.  
 
El diseño más complejo añade creadores concretos para cada caso particular en vez 
de un único creador que contenga una selección en su interior para saber a qué clase 
hay que instanciar. Así pues, para añadir un nuevo producto distinto habría que 
modificar la clase Creator. Por lo tanto, si se quiere mantener el código cerrado para 
mantenimiento, existe este otro diseño del patrón Factory: 
 
 
 
Fig.3.11. Diseño del patrón Factory complejo 
 
Ahora la clase Creator es una clase abstracta que obliga a que se implemente una 
clase concreta con el método Factory adecuado al producto concreto que se desee 
instanciar. El cliente Client accederá al Creator, que no podrá ser intanciado, con lo 
cual el cliente creará un ConcreteCreator para el producto que desee. Éste ejecutará 
el factoryMethod y devolverá el producto concreto (ConcreteProduct) que necesite el 
cliente. 
 
 
3.3.4. Implementación en AS3 
 
En la implementación se ve más claramente cómo es el funcionamiento de este 
patrón. Se usa un ejemplo minimalista del uso de este patrón. 
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Existe una clase abstracta que define productos que tiene a su vez dos subclases que 
definen producto1 y producto2 como se ve en la figura 3.12, cada una de ellas estaría 
implementada en su propio archivo .as: 
 
 
Fig.3.12. Clase de ejemplo Producto con subclases 
 
Ahora es necesaria una clase Creador que se encargue de elegir qué instancia crear, 
si una de Producto1 o una de Producto2. Para esto se implementa la clase Creador, 
que queda como se puede ver en la figura 3.13:  
 
package prueba { 
 public class Producto { 
  //ABSTRACTA, no se instancia 
  public function hacerAlgo():void { 
   //esperando implementacion 
  } 
 } 
} 
package prueba { 
 public class Producto1 extends Producto { 
  override public function hacerAlgo():void { 
   trace(“haciendo algo con product1”); 
  } 
 } 
} 
package prueba { 
 public class Producto2 extends Producto { 
  override public function hacerAlgo():void { 
   trace(“haciendo algo con product2”); 
  } 
 } 
} 
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Fig.3.13. Clase Creador que implementa el método factory 
 
La clase Creador recibe como parámetro el tipo de producto que debe crear, que en 
este caso es un entero; y decide según el tipo de producto recibido, qué instancia 
necesita y la devuelve. Esta instancia la recoge un cliente, que se implementa de esta 
manera:  
 
Fig. 3.14. Main cliente que se encarga de llamar al Creador 
 
De esta manera una clase cliente recibe la información necesaria sin tener que saber 
exactamente qué tipo de instancia está creando. Así se consigue independencia entre 
esta clase Main cliente y las subclases de Product.  
 
 
package prueba { 
 public class Main extends Sprite { 
  public function Main() { 
   var create:Creador = new Creador(); 
 
var producto:Product=create.factoryMethod(1); 
   producto.hacerAlgo(); 
/*Devolverá por pantalla: “haciendo algo con 
product1”*/ 
   producto = create.factoryMethod(2); 
   producto.hacerAlgo(); 
/*Devolverá por pantalla: “haciendo algo con 
product 2”*/ 
  } 
 } 
} 
package prueba { 
 public class Creador { 
  //constructora por defecto 
  public function Creador() {} 
  //método factory 
  public function factoryMethod(prod:int):Product 
  { 
   var product:Product; 
   switch(prod) { 
    case 1: product = new Product1(); 
      break; 
    case 2:   product = new Product2(); 
      break; 
default:  throw new ArgumentError(“el número 
de producto no es válido”); 
  break; 
   } 
   return product; 
  } 
 } 
} 
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3.3.5. Aplicación en videojuegos 
 
La aplicación de este patrón en videojuegos es muy variada, pero sirve sobre todo 
para la creación de cualquier tipo de elemento, con independencia de la 
implementación. Puede servir para la creación de enemigos, de tipos de plataformas, 
de tipos de misiles distintos, de tipos de objetos a recoger… Podrá usarse allá donde 
haya creación tipificada y se quiera abstraer al cliente que crea los elementos. 
 
Por ejemplo, tenemos un juego en el que hay enemigos que pueden disparar un tipo 
de proyectil y un jugador principal que pueda disparar otro tipo de proyectil. Los 
enemigos disparan cuadrados y el jugador principal dispara redondas. El juego puede 
implementar una clase que se denomine Proyectil con dos subclases que implementen 
ProyectilRedondo y ProyectilCuadrado. Por lo tanto para la creación de proyectiles, 
según quién lo cree necesitará un tipo de proyectil u otro. Para evitar que éstos sepan 
qué clase es la que han de instanciar, se implementa una clase creadora para las 
armas, que definan la creación, haciéndola independiente de las clases que generen 
los enemigos y el jugador principal. 
 
 
3.4. Patrón Observador 
 
3.4.1. Objetivos 
 
El objetivo principal del patrón observador es el de reducir el acoplamiento entre 
clases que han de notificarse información entre ellas. Así pues, el patrón observador 
se encarga de definir una dependencia de tipo uno a muchos entre objetos, de manera 
que cuando uno de ellos se modifique, todos los que dependen de él han de ser 
notificados automáticamente. 
 
 
3.4.2. Motivación y ejemplos de uso 
 
El funcionamiento del patrón observador es similar conceptualmente a la suscripción 
de una persona a una revista. Una persona decide suscribirse y recibe esa revista 
puntualmente en su casa hasta que dé la orden de anular la suscripción. Así funciona 
el patrón observador, un objeto se suscribe a otro que le notifica los cambios que 
surgen hasta que el observador deja de querer recibir esa información. 
 
Está pensado para ser usado en aplicaciones en las que una única fuente de 
información necesita enviarla hacia múltiples receptores diferentes.  En estos casos, 
un diseño con una única fuente que se encargue de enviar la información a los 
receptores tiene mucho más sentido que tener varios receptores realizando llamadas 
una y otra vez a la fuente de información.  
 
Los usos habituales de este patrón son para: 
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 Escuchar eventos externos 
 
 Escuchar cambios en el valor de una propiedad de un objeto 
 
 Lista de correos, se envía un correo cada vez que se produce un evento. 
 
Hay que tener en cuenta también, que la idea que subyace bajo el gestor de eventos 
ya implementado en la API de Flash, es también un modelo de patrón observador. En 
él, los objetos pueden subscribirse a otros añadiendo los llamados listeners y recoger 
los cambios acaecidos mediante el uso de funciones que recojan los eventos 
lanzados. 
 
Un ejemplo de uso sería en cualquier aplicación en el que multitud de información 
debe ser actualizada según los cambios de otro lugar. Por ejemplo un web service que 
ha de enviar información sobre el stock de material de una empresa. Si la aplicación 
está preparada para recibir la información de una única fuente que notifica los 
cambios, es mucho más eficiente que estar enviando continuamente llamadas al web 
service según las necesidades de la aplicación.  
 
3.4.3. Diseño del patrón 
 
Para el diagrama de clases que muestra el diseño del patrón observador, se puede 
dividir en cuatro partes: el subject, el subject concreto, el observer y el observer 
concreto. En la figura 3.15 se observa cómo está diseñado:  
 
 
 
Fig.3.15. Diseño del patrón observador 
 
El diseño tiene dos clases que son interfaces (Observer y Subject) a los que se les 
puede añadir observadores y sujetos concretos, tantos como se desee que las 
implementen. 
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La interfaz de Subject ofrece los métodos para notificar a los observadores los 
cambios de estado. Además, el Subject ofrece los métodos para subscribirse y des-
suscribirse. El observador, por su parte, sólo necesita implementar un método para 
actualizar sus estados.  
 
Por otro lado, el sujeto concreto implementa el método notificar (Notify Observer) 
definido en su interfaz y se encarga de llamar a la función de actualizar (update) de la 
clase observador. El observador concreto, a su vez, se encarga de implementar el 
método update definido en su interfaz para actualizar su información una vez sea 
notificado. 
 
La interfaz de Subject genera las conexiones clave entre el Observer y él mismo 
estableciendo métodos que conectan y desconectan el observador del proceso de 
notificación, los Subscribe Observer y Unsubscribe Observer de la figura 3.15. Por su 
parte, la función update de Observer referencia el proceso de notificación del Subject. 
 
El ConcreteSubject mantiene un atributo llamado state work que se encarga de 
guardar el estado por lo que los observadores serán notificados. Y también es 
responsable de enviar la notificación a los observadores. A través de la función update 
del ConcreteObserver guarda el valor del estado consistente con el Subject y mediante 
un atributo propio guarda el estado actual. 
 
 
3.4.4. Implementación en AS3 
 
Como en el patrón Factory, se explica el patrón Observador con una versión 
minimalista que implementa las clases mínimas necesarias para implementar este 
patrón. El ejemplo pretende que se informe a los observadores si una luz se ha 
apagado o encendido. Para este caso se necesitan cuatro clases:  
 
 La interfaz del sujeto 
 La interfaz del observador 
 El sujeto concreto 
 El observador concreto 
 
En el diseño ya se han visto las operaciones necesarias que se han de implementar. 
Para saber cuáles son los observadores a los que ha de notificar la clase que 
implemente el sujeto concreto, se usa un array para guardarlos y el estado actual se 
guarda en propiedades del sujeto concreto.  
 
La interfaz de sujeto necesita de las operaciones básicas de notificar y suscribirse 
como se puede ver en la figura 3.16:  
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Fig.3.16. Interfaz Subject del patrón Observador 
 
Al ser una interfaz no hay nada que esté implementado, sino que solo están las 
cabeceras de las funciones para ser implementadas por su subclase ConcreteSubject 
más adelante.  
 
En la figura 3.17 se puede apreciar cómo se ha de implementar la interfaz de 
Observer. Ésta será la que dé las pautas de los observadores que reciban la 
información de los sujetos.  
 
 
 
Fig.3.17. Interfaz Observer del patrón Observador 
 
La interfaz no implementa nada, igual que en Subject. Ésta únicamente tiene una 
función que se llama update que se encarga de recibir los cambios en Subject. Se le 
pasa por parámetro el String luz. Es lo que se necesita para este ejemplo, en realidad 
en un observador a la función update se le puede pasar por parámetros tantos como 
sean necesarios. En este caso es luz para que el sujeto actualice si está “on” o “off”.  
 
Las interfaces son sencillas e implementan lo que se ha considerado en el diseño. El 
sujeto concreto tiene más información a implementar, concretamente: 
 
 Establecer un array para guardar los observadores. 
 
 Establecer una propiedad que guarde el estado. 
 
 Implementar los detalles del proceso de suscripción uniendo el supertipo 
Observer y el array de observadores. 
 
 Preparar el proceso para des-suscribir a los observadores del array de 
observadores. 
 
 Establecer un proceso de notificación que esté unido al método update 
heredado de la interfaz Observer. 
 
package { 
 public interface Subject 
 { 
  function subsObserver(o:Observer):void; 
  function desubsObserver(o:Observer):void; 
  function notifyObserver():void; 
 } 
} 
package { 
 public interface Observer 
 { 
  function update(luz:String):void; 
 } 
} 
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Así, el sujeto concreto (ConcreteSubject) queda implementado tal y como se ve en la 
figura 3.18: 
 
 
Fig.3.18. Implementación del ConcreteSubject en el patrón Observador 
 
El sujeto concreto trabaja con el observador superclase, es decir, con la interfaz. En la 
parte final de este capítulo, donde se ve cómo se ejecuta el patrón observador, se 
aprecia claramente cómo se utilizan estos parámetros.  
 
 
package { 
 public class ConcreteSubject implements Subject 
 { 
  //atributo que guarda el estado 
private var luz:String; 
//array que guarda los observadores 
  private var observers:Array; 
  function ConcreteSubject()  
{ 
observers = new Array(); 
  } 
  public function subsObserver(o:Observer):void 
{ 
 //guarda el observador en el array 
 observers.push(o); 
} 
public function desubsObserver(o:Observer):void 
{ 
 for (var i:int = 0; i < observers.length; i++) 
 { 
  if(observers[i] == o) 
  { 
   observers.splice(i,1); 
   break; 
  } 
 } 
} 
public function notifyObserver():void 
{ 
 for (var n in observers) 
 { 
  //actualiza todos los observadores 
  observers[n].update(luz); 
 } 
  } 
  /*Función que modifica el estado, si este cambia 
  se notifica a los observadores usando el notify*/ 
  public function setLuz(luz:String):void 
  { 
   this.luz = luz; 
   notifyObserver(); 
  } 
 } 
} 
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En la figura 3.19 está escrita la implementación del observador concreto 
(ConcreObserver), la última clase que queda por implementar para tener el patrón 
observador completo. Ésta implementa la interfaz Observer y la función update. Queda 
así: 
 
 
Fig.3.19. Implementación del ConcreteObserver con patrón Observador 
 
Para utilizar estas clases lo que hay que hacer es crear un sujeto concreto, los 
observadores concretos que se deseen, subscribirlos y una vez hecho todo esto las 
modificaciones en el sujeto concreto serán recogidas por los observadores suscritos. 
En la figura 3.20 se observa un main minimalista que muestra el funcionamiento desde 
un cliente: 
 
 
Fig.3.20. Prueba con el patrón observador. 
 
package { 
 public class Prueba extends Sprite 
 { 
  public function Prueba() { 
   var sub:ConcreteSubject = new ConcreteSubject(); 
   var ob1:Observer = new ConcreteObserver(); 
   var ob2:Observer = new ConcreteObserver(); 
   sub.subsObserver(ob1); 
   sub.subsObserver(ob2); 
/*A partir de ahora, toda modificación en sub con el 
setLuz modificará los observadores */ 
sub.setLuz(“on”); 
/*El atributo luz en ob1 y en ob2 vale “on” */ 
sub.desubsObserver(ob2); 
/*Ahora el observador ob2 no recibe actualizaciones de 
sub*/ 
sub.setLuz(“off”); 
/*El atributo luz en ob1 vale “off”, y en ob2 sigue 
teniendo el valor de antes: “on”*/ 
} 
 } 
} 
package { 
 public class ConcreteObserver implements Observer 
 { 
  private var luz:String; 
  public function ConcreteObserver() {} 
   
/*función de actualizar la información que se llama desde 
el ConcreteSubject*/ 
  public function update(luz:String):void  
  { 
   this.luz = luz; 
  } 
 } 
} 
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Como se puede apreciar, si se modifica la luz del sujeto mientras los dos observadores 
están suscritos, entonces ambos modifican su atributo de luz. En caso de des-
suscribirse alguno, ese atributo se queda igual que estaba. 
 
3.4.5. Aplicación en videojuegos 
 
En una parte de un juego donde puede aplicarse este patrón es a la hora de guardar 
puntuaciones para todos los elementos del juego, de esta manera se actualizan los 
estados de todos los jugadores de forma rápida. En caso de que haya un elemento 
que desaparezca del juego y no deba recibir más puntuaciones, simplemente con des-
suscribirse del sujeto tiene suficiente. Es una manera rápida y eficiente de modificar 
los marcadores. 
 
En un juego de fútbol en el que puedan realizarse fichajes, un equipo puede estar 
interesado en un jugador. De esta manera cuando se interesa por él, se suscribe a 
todas las noticias que surjan del jugador. Cuando se produzca algún evento (fichaje 
por otro equipo, interés de otros clubs, lesiones, etcétera) el equipo suscrito recibirá 
esa información desde un sujeto que lo notifique. 
 
 
3.5. Patrón Decorador 
 
3.5.1. Objetivos 
 
El objetivo principal del patrón Decorador es el de añadir funcionalidades nuevas a un 
Objeto de forma dinámica. Es una alternativa a las subclases para añadir 
funcionalidades.  
 
 
3.5.2. Motivación y ejemplos de uso 
 
El patrón decorador está pensado para añadir funcionalidades nuevas a componentes 
sin necesidad de tener una subclase para cada nueva funcionalidad que se desee 
añadir.  
 
Por ejemplo, una clase implementa una ventana, y se quiere que ésta permita el scroll 
vertical. Inicialmente un planteamiento podría ser crear una subclase que herede de la 
ventana original y que añada la funcionalidad de scroll. Si a su vez, se desea que esta 
ventana añada además la funcionalidad de implementar el borde, podría crearse otra 
subclase que implementara las dos funcionalidades. Pero si también se desea tener 
una con solo borde habría que generar otra clase más. Con lo cual, la ventana podría 
irse ampliando hasta necesitar infinitas subclases para todas las opciones posibles. 
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El patrón decorador permite añadir las funcionalidades de forma dinámica y sin 
necesidad de tener una subclase para cada elemento nuevo que haya que añadir. 
Creando una clase Decorator que implementa la funcionalidad y asociándola a la clase 
base permite añadir las funcionalidades nuevas sin necesidad de usar la herencia. 
 
El concepto queda más claro con la figura 3.21: 
 
 
 
Fig.3.21. Concepto del patrón Decorator 
 
Como se observa en el dibujo, se van añadiendo las funcionalidades hasta crear el 
objeto final decorado. Cada decorador es una clase, pero permite la combinación entre 
ellos al gusto del desarrollador. Además, estas funcionalidades pueden ser añadidas y 
mezcladas en tiempo de ejecución según las necesidades. 
 
Otro ejemplo similar es el de tener una aplicación que muestre la compra de coches. 
Para cada modelo de coche se le pueden añadir extras dinámicamente. Cada extra es 
una opción. Por ejemplo, una sería el GPS, otra el aire acondicionado… Ahí es fácil de 
ver que un decorador permitiría añadir las funcionalidades nuevas sin necesidad de 
modificar la base. De otra manera, haciéndolo con subclases habría que hacer una 
subclase para cada posibilidad de combinación entre extras. Algo inabarcable. 
 
 
3.5.3. Diseño del patrón 
 
Analizando el diagrama de la siguiente figura 3.22 se pueden observar dos elementos 
claves: el componente y el decorador (Component y Decorator). El componente 
representa qué es lo que va a ser decorado, y el decorador es la clase abstracta para 
las decoraciones concretas que se definen. El componente concreto (Concrete 
Component) es lo que está actualmente siendo decorado y las decoraciones concretas 
son las que están en este momento siendo ejecutadas. El origen de todos ellos, hay 
que tenerlo en cuenta, es la misma clase: Component.  
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Fig.3.22. Diseño del patrón Decorador 
 
El patrón decorador está diseñado para permitir añadir funcionalidades nuevas a la 
clase inicial (Component) sin alterarla. Ésta queda completamente intacta y sin 
embargo tiene los nuevos elementos adicionales que la envuelven. La clase queda 
decorada con subclases que no interfieren en la clase padre, de la que los 
decoradores han derivado. 
 
Además, cada decorador puede decidir implementar una funcionalidad distinta. Como 
se puede ver en el ejemplo, el decorador Alpha añade un estado: una propiedad. En 
otro caso, por ejemplo el decorador Beta, podría añadir un comportamiento distinto 
añadiendo una nueva función. El patrón, en ese sentido, es muy flexible y fácil de 
adaptar a las nuevas situaciones. 
 
Queda por ver el concepto de “wraps” que se observa en la flecha que va de Decorator 
a Component en la figura 3.22. Wrap viene del inglés “envolver”. Para hacerse una 
idea, el wraps del Decorator funciona como un papel de regalo. El papel envuelve el 
regalo, modificando su apariencia externa, pero no cambia el regalo de dentro, ya que 
éste sigue siendo el mismo. 
 
Usando la clase Decorator, los componentes quedan envueltos en decoradores. La 
clase “que envuelve” es una instancia concreta del decorador, y la clase “envuelta” es 
una instancia del componente concreto. Por lo tanto, el componente concreto contiene 
las características del “que envuelve”; pero esas características no son heredadas. 
Son características “prestadas”. Cuando esas características ya no se necesitan, se 
puede apartar el envoltorio y seguir con la clase tal cual estaba. 
 
 
Librería en Flash para la creación de videojuegos de plataformas  
 - 71 -
3.5.4. Implementación en AS3 
 
Para la implementación de este patrón en ActionScript 3, se realiza de nuevo un 
ejemplo minimalista, con las características básicas que ha de tener este patrón para 
ser implementado correctamente.  
 
Los elementos necesarios para crear una implementación del patrón decorador son: 
 
 Un componente abstracto 
 Un decorador abstracto 
 Un componente concreto 
 Decoradores concretos 
 
Lo primero que se ha de crear es el componente, la versión abstracta. Se ha de 
pensar como aquello que se va a decorar: por ejemplo, un árbol de navidad o una 
muñeca de papel. Todas las características que se vayan a añadir las manejarán los 
decoradores, por lo tanto la clase Component solo tiene la base.   
 
 
Fig.3.23. Clase Component del patrón Decorator 
 
Hay que tener en cuenta que la clase es abstracta, pero en el ejemplo no se 
implementa expresamente ya que el tema de las clases abstractas ya se trata en 
apartados anteriores como el apartado 3.2.  
 
La siguiente clase a implementar es la clase Decorator, ésta hereda de Component y 
es también una clase abstracta. Únicamente extiende Component y sobrescribe la 
función getInfo.  
 
Fig.3.24. Clase Decorator del patrón decorador 
 
package { 
 //Clase abstracta 
 public class Component { 
  internal var informacion:String; 
   
  public function getInfo():String 
  { 
   return informacion; 
  } 
 } 
} 
package { 
 public class Decorator extends Component { //Clase abstracta 
  override public function getInfo():String 
  { 
   return informacion; 
  } 
 } 
} 
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Una vez establecidas ambas clases abstractas, se han de crear las clases concretas 
que heredan de ellas. En este ejemplo se crea un único componente concreto que 
será decorado por los decoradores concretos, pero en general con este patrón se 
pueden crear varios componentes concretos que pueden usar la misma decoración.  
 
En la figura 3.25, se implementa la clase ConcreteComponent: 
 
 
Fig.3.25. Clase ConcreteComponent del patrón decorador 
 
Esta clase únicamente guarda en información una frase que los decoradores se 
encargarán de decorar de forma distinta. Así pues, los decoradores concretos se 
implementan como se ve en las figuras 3.26 y 3.27: 
 
 
Fig.3.26. Clase DecConA del patron decorador 
 
Se ha de notar que la clase decoradora concreta guarda en un atributo propio el 
componente que va a ser decorado y lo pide en la constructora. Luego a ese 
componente será al que le cree la decoración correspondiente, que en este caso es 
añadirle las dos palabras “Decoration Alpha” a la frase que ya tenía guardada el 
componente.  La clase DecConB hace lo mismo que DecConA, pero cambiando las 
palabras de la frase: 
 
package { 
//Clase concreta 
 public class ConcreteComponent extends Component { 
   
  public function ConcreteComponent() 
  { 
informacion = “Concrete Component está decorado 
con: ”; 
  } 
 } 
} 
 
package { 
//Decorador concreto Alpha 
 public class DecConA extends Decorator { 
/*Se usa el “_” para diferenciarlo del nombre reservado 
de AS3 component.*/ 
  private var _component:Component; 
  public function DecConA(c:Component) 
  { 
this._component = c; 
  } 
  override public function getInfo():String 
  { 
return _component.getInfo() + “Decoration Alpha”; 
  } 
 } 
}
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Fig.3.27. Clase DecConB del patrón decorador 
 
Para probar su funcionamiento se crea un main de prueba en el que se genera un 
componente concreto y se aplican a la vez los dos decoradores. Por pantalla se 
mostrará el mensaje completo uniendo todas las frases. El código de la prueba es 
como se escribe en la figura 3.28: 
 
 
Fig.3.28. Código de prueba del patron decorador 
 
Lo que saldrá por pantalla gracias a la función trace será: “ConcreteComponent está 
decorado con: Decoration AlphaDecoration Beta”. Así pues, queda decorado el 
componente concreto con las dos decoraciones posibles. 
 
 
 
 
package { 
//Decorador concreto Beta 
 public class DecConB extends Decorator { 
/*Se usa el “_” para diferenciarlo del nombre reservado 
de AS3 component.*/ 
  private var _component:Component; 
  public function DecConB(c:Component) 
  { 
this._component = c; 
  } 
  override public function getInfo():String 
  { 
return _component.getInfo() + “Decoration Beta”; 
  } 
 } 
} 
package { 
//Decorador concreto Beta 
 public class TestDecorator extends Sprite { 
 
  public function TestDecorator() 
  { 
   //se crea el componente concreto 
var testC:Component = new ConcreteComponent(); 
   //se le envuelve con el decorador A 
   testC = new DecConA(testC); 
   //se envuelve el decorado A con el decorador B 
   testC = new DecConB(testC); 
   //se muestran los resultados 
   trace(testC.getInfo()); 
  } 
 } 
} 
 
Librería en Flash para la creación de videojuegos de plataformas  
 - 74 -
3.5.5. Aplicación en videojuegos 
 
La aplicación en juegos más evidente es la de tener a un personaje que puede portar 
armas en un juego de acción. Puede combinar las armas que lleve usando un 
decorador concreto para cada arma. Combinando ambos, incluso, si el personaje 
puede portar varias armas a la vez, por ejemplo. 
 
También en juegos en los que se diseña un personaje y se van añadiendo 
componentes como ropa, diferentes tipos de pelo, complementos como gorras, 
pulseras, etcétera. De manera que cada decorador se pueda combinar para crear un 
personaje al gusto del usuario. Así pues, la aplicación no tendría que tener todas las 
combinaciones de personajes posibles que se pueden crear; y tener que combinar 
adecuadamente todos y cada uno de los elementos aplicables al jugador. 
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4. Análisis y diseño de la librería 
 
En este capítulo se describe todo el trabajo de análisis y diseño que ha desembocado 
en la realización de la librería para juegos de plataformas 2D.  
 
 
4.1. Análisis 
 
Para realizar una librería de videojuegos de plataformas en 2D, lo primero que se ha 
de estudiar es un juego de plataformas en 2D que sea representativo del género. De 
esta manera se puede decidir qué es necesario en una librería genérica como la de 
este proyecto. 
 
El juego escogido para ser estudiado es el Súper Mario BROS, aparecido en la 
consola NES de Nintendo en el año 1985. Así pues, jugando unas partidas a los 
primeros niveles de este videojuego se pueden extraer las características típicas que 
debe tener un videojuego de plataformas: 
 
 Personaje principal con movimientos asociados 
 
 Salto 
 Correr 
 Agacharse 
 Andar 
 Movimientos alternativos: 
 Agarrar saliente 
 Doble salto 
 Caída rápida 
 Disparar partículas 
 Coger objetos 
 
 Enemigos de distintos tipos: 
 
 Tonto, movimiento de un lado a otro del escenario 
 Menos tonto, movimiento de un lado a otro del escenario evitando 
“caídas” 
 A eliminar con una colisión con el personaje, o con varias 
 Estático 
 Que pueda lanzar partículas dañinas para el personaje 
 Indestructible 
 Que se pueda eliminar saltando encima 
 Que se pueda eliminar disparándole alguna partícula 
 Que salte 
 Que dañe al personaje tocándolo de cualquier manera 
 Que dañe al personaje tocándolo por los lados 
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 Plataformas de distintos tipos: 
 
 Destructibles 
 Indestructibles 
 Colocadas en cualquier espacio del escenario sin caer 
 En el “suelo” 
 Dañinas que hacen daño al personaje principal 
 Móviles en horizontal o en vertical 
 
 Power-ups: 
 
 Hacerte grande 
 Permitir disparar 
 Dar puntos 
 Dar vida extra 
 
 Colisiones entre: 
 
 Enemigo y personaje principal 
 Personaje principal y plataformas 
 Enemigos y plataformas 
 Personaje principal y partículas lanzadas 
 Enemigos y partículas lanzadas 
 Partículas lanzadas y plataformas 
 Personaje principal y power-ups 
 
 Marcadores 
 
 Puntos 
 Vidas 
 Energía 
 Tiempo de juego 
 
 Input de usuario 
 
 Control con teclado 
 Control con joystick 
 
 Emisión de partículas 
 
 Disparos rectos 
 Disparos haciendo trayectorias específicas 
 
 Diseño de niveles 
 
 Música y sonido 
 
 Menús 
 
 Scroll del escenario 
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A partir de las necesidades extraídas del juego Mario BROS junto con algunas ideas 
extraídas de otros juegos de plataformas; se decide qué se va a implementar, qué no y 
qué se puede ampliar.  
 
Se toma la decisión de que los movimientos del personaje serán únicamente los 
básicos de saltar, correr y disparar. Permitiendo, del mismo modo, la ampliación de 
estos movimientos ya que la librería ha de ser extensible.  
 
Las características de los enemigos se agrupan, así como las de los elementos de 
escenario. No es necesario tener una clase que implemente propiedades concretas 
cuando se pueden tener las mismas clases con distintas propiedades modificables en 
la creación. Sólo son necesarias las subclases para comportamientos distintos o bien 
para añadir nuevas propiedades en futuras versiones. 
 
Se decide ampliar el input de usuario para permitir también interacción básica con el 
ratón eliminando la interacción con joystick. 
 
La música y el sonido se dejan aparte ya que Flash ofrece posibilidad de reproducirla y 
no es necesaria en la librería. Con lo cual se hace hincapié en la parte más jugable de 
la librería. 
 
Se descarta hacer plataformas destructibles, pero se da la posibilidad de que se pueda 
hacer en futuras ampliaciones. Se decide encapsular las plataformas junto con otro 
tipo de elementos de escenario como escaleras y bumpers. Cualquier plataforma ha 
de poder ser móvil con lo cual ha de ser una propiedad. 
 
A partir de estas decisiones respecto a las características que debe tener la librería, se 
pueden extraer los requisitos concretos y a partir de ahí realizar un diseño de clases 
que permita implementar una librería que cumpla esos requisitos.  
 
 
4.2. Especificación de requisitos 
 
Este apartado se centra en la toma de requisitos, tanto funcionales como no 
funcionales. Captando las características del apartado anterior, decidiendo cuales son 
básicas y cuales se deben implementar, se extraen los requisitos siguientes.  
 
 
4.2.1. Requisitos funcionales 
 
Los requisitos funcionales son aquellos que especifican los comportamientos internos 
del software y las funcionalidades específicas necesarias de una aplicación. Para este 
proyecto, se han definido como requisitos funcionales los siguientes. 
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La librería ha de: 
 
 Ofrecer las siguientes funcionalidades para personaje protagonista y los 
enemigos: 
 
 Capacidad de saltar. 
 Capacidad de correr. 
 Capacidad de disparar elementos. 
 Moverse en las cuatro direcciones. 
 
 Ofrecer lógicas de comportamiento básicas para todos los elementos visibles 
de la librería.  
 
 Ofrecer lógicas específicas de comportamiento para cada elemento definido. 
 
 Implementar comportamientos de IA para los enemigos básicos: 
 
 Caminar de un lado a otro 
 Mantenerse en una plataforma 
 Perseguir al jugador 
 Quedarse parado 
 Saltar continuamente. 
 
 Permitir que los atributos de comportamiento de todos los elementos visibles 
sean modificables en su creación o a posteriori. 
 
 Ofrecer distintos tipos de objetos a recoger por el personaje principal, ya 
implementados y con una lógica interna definida: 
 
 Premios 
 Vida extra 
 Energía extra  
 Arma  
 Invencibilidad. 
 
 Ofrecer distintos tipos de elementos de escenario ya implementados: 
 
 Plataformas móviles 
 Plataformas estáticas 
 Plataformas chocables por abajo 
 Plataformas traspasables por abajo 
 Paredes 
 Suelos 
 Escaleras 
 Elementos dañinos 
 Bumpers. 
 
 Ofrecer un sistema de colisiones entre los elementos visibles de la librería. 
 
 Ofrecer un personaje principal definido con vidas, energía y puntos. 
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 Ofrecer un sistema de información del estado del juego y de menú. 
 
 Ofrecer una interfaz para la interacción del usuario final con el teclado o el 
ratón.  
 
 Permitir la carga de datos externos como imágenes o xml. 
 
 Permitir la carga de configuración de escenarios desde un archivo XML 
 
 Permitir dibujar y animar los elementos visibles mediante el uso de sprites.  
 
 
4.2.2. Requisitos no funcionales 
 
Los requisitos no funcionales son aquellos que especifican criterios que sirven para 
valorar el sistema en vez de para describir su funcionamiento. Para este proyecto, se 
han definido como requisitos no funcionales los siguientes. 
 
La librería ha de: 
 
 Ser portable. Es decir, puede ejecutarse en cualquier PC con el reproductor 
Flash instalado. 
 
 Estar correctamente documentada. Para cada clase y para cada función y 
atributo ha de estar explicado para qué sirve y cuál es su objetivo.  
 
 Ser fácil de mantener. 
 
 Ser fácil de extender. 
 
 Ofrecer versatilidad a la hora de crear juegos de plataformas 2D. 
 
 Ser eficiente y permitir una cantidad considerable de enemigos y elementos 
en pantalla sin que el rendimiento se resienta. 
 
 Ofrecer unas funciones con nombres explicativos e intuitivos. 
 
 Estar enfocada a usuarios desarrolladores, nunca a usuario final. Será una 
herramienta para crear videojuegos, no un videojuego en sí. 
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4.3. Diseño 
 
4.3.1. Clases que se reutilizan de la API de Flash 
 
En el dibujo del diseño final de la librería no aparecen las clases de Flash que se 
reaprovechan por motivos de legibilidad, sin embargo se ha de tener en cuenta que 
parte de las funciones que se necesitan para el proyecto las puede proporcionar la 
propia API de Flash.  
 
Por lo tanto, las clases principales de la librería heredan de clases de Flash y también, 
dentro de las clases de la librería, se pueden usar funcionalidades ya implementadas. 
Todas estas clases que se usan han influido en el diseño. 
 
Las clases que se usan en la librería son: 
 
 Sprite: Es un elemento básico que pertenece a la lista de visualización de 
Flash (Display List). Es una clase que puede mostrar gráficos y a la vez tener 
elementos secundarios añadidos. Al contrario de la clase típica de Flash 
(MovieClip) no contiene línea de tiempo. En este proyecto, al no necesitar la 
línea de tiempo por el uso de sprites con animación clásica, se ahorra espacio 
y herencia de funciones innecesarias usando esta clase y no MovieClip.  
 
Esta clase se aprovecha para tener una base con la que visualizar los 
elementos en pantalla, guardar su tamaño y mostrar los gráficos. Parte de 
estas funcionalidades vienen heredadas de la clase DisplayObject. La clase 
Sprite ofrece las posibilidades de dibujar los elementos en pantalla. 
 
Todas las clases que pretendan visualizar algo en esta librería dependen de la 
clase Sprite y heredan de ella de forma directa o indirecta. De ella se 
aprovechan propiedades como las de tamaño, posicionamiento en pantalla o 
muestreo de gráficos usando la clase Graphics; y funciones como las de 
addChild, removeChild para añadir elementos secundarios a la display list, así 
como funcionalidades de detección de colisiones como hitTestObject. 
 
 Graphics: Es la clase que sirve como herramienta de dibujado en Flash. La 
clase Sprite dispone de una propiedad que pertenece a esta clase. Ésta nos 
permite dibujar directamente con herramientas parecidas a las de la interfaz 
de Flash, pero usando código. Gracias a la función beginFill se pueden dibujar 
círculos o rectángulos directamente en código. Pero además, tiene una 
función más útil para el proyecto que es beginBitmapFill que permite dibujar 
un Bitmap o parte de él dentro del Sprite. De ahí el interés de la clase Bitmap 
(y BitmapData) para esta librería. 
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 Bitmap y BitmapData: La clase Bitmap permite representar objetos de 
visualización que representan imágenes de mapas de bits, como puede ser un 
dibujo cargado a partir de un archivo externo como un .png. Tiene asociado un 
BitmapData que da las posibilidades de modificación y manipulación. Gracias 
a funciones como copyPixels y fillRect permite coger un Bitmap grande y 
recortarlo de tal manera que se pueda mostrar únicamente el recuadro de 
píxels escogido por el usuario. Utiliza también las clases Rectangle, Point y 
Matrix que representan rectángulos, puntos y matrices respectivamente. Esto 
resulta muy útil para uno de los objetivos del proyecto que es el de dibujar 
sprites old-style. Recogiendo un archivo de imagen externo donde hay varias 
imágenes en el mismo archivo y se puede escoger la que más convenga. 
Estas dos clases junto a Graphics y Sprite tienen la máxima importancia en el 
proyecto ya que la clase principal de la librería dependerá directamente de 
estas clases para poder dibujar los elementos en pantalla. 
 
 Event: Los eventos implementados en Flash permiten definir una acción 
concreta cuando ese evento ocurra. Esto es útil para recibir eventos de 
teclado, de ratón o de tiempo. Por ejemplo, cuando un usuario pulsa una tecla 
se lanza un evento de “KEY_DOWN”. Gracias a la clase Event y sus 
subclases se puede recoger ese evento y asociarle una función que se 
ejecute a partir de ese momento. 
 
 Timer: Permite hacer cálculos de tiempo, útil tanto para los marcadores como 
para controlar los frames que se muestran por segundo al realizar una 
animación. 
 
 TextField y TextFormat: Útiles para la muestra del marcador de puntos, 
tiempo, vidas, etcétera. También para mostrar mensajes en pantalla de 
cualquier tiempo. Permiten escribir en pantalla y también heredan de Display 
Object, con lo cual pueden ser introducidos como elementos secundarios de 
cualquier Sprite que los pueda contener. 
 
 Errores: De la API de Flash también se aprovechan algunas clases de errores 
que permiten gestionar cualquier eventualidad que no sea la esperada. Flash 
ya proporciona una gestión de errores que permite lanzarlos, tanto errores 
genéricos con la clase Error, como errores más concretos como 
IllegalOperationError o ArgumentTypeError. 
 
 
4.3.2. Metodología de diseño 
 
Para diseñar esta librería se ha utilizado la metodología de diseño prototipado. Esta 
metodología de diseño consiste en realizar el análisis, definir los requisitos, realizar un 
diseño pequeño, con las funcionalidades justas, implementarlo y probarlo. Una vez 
todo esto está en funcionamiento, ya se ha hecho un primer prototipo y se pasa a la 
siguiente fase, que es ir ampliando las funcionalidades de la librería hasta llegar al 
objetivo final. 
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Desarrollar de esta manera puede tener sus desventajas porque puedes estar 
programando de más, o desechando código continuamente o bien puedes pecar de no 
realizar suficiente análisis del producto.  
 
Sin embargo, en el caso de este proyecto, al estar en pleno aprendizaje de la 
realización de videojuegos, es necesario ir realizando prototipos y pruebas de 
funcionamiento. Así se puede saber primero cómo es un videojuego de plataformas en 
Flash y una vez que se va aprendiendo en base a los prototipos, se puede ir 
ampliando y mejorando el diseño inicial del que se partió.  
 
 
4.3.3. Decisiones sobre las clases necesarias y patrones de diseño 
 
En el apartado de implementación se entra en más detalle sobre la finalidad de cada 
una de las clases. En este apartado se valoran las clases necesarias, las dificultades 
que pueden ofrecer y las decisiones de diseño en base a los patrones que se explican 
en el capítulo 3.  
 
Para esta librería se necesitan las siguientes clases: 
 
 Una clase que englobe todos los elementos de visualización y que aporte más 
propiedades que las que ya ofrece Sprite.  (Bicho) 
 
 Una clase que englobe los elementos que interaccionan y realizan acciones 
en la escena de visualización. (PersonajeJuego) 
 
 Una clase que se encargue de implementar el jugador principal. (Jugador) 
 
 Una clase que englobe la creación de enemigos. (Enemigo) 
 
 Una clase que englobe la creación de elementos de escenario 
(ElementoEscenario). 
 
 Una clase que englobe la creación de objetos power-up para el personaje. 
(Objeto) 
 
 Una clase que englobe los disparos que se pueden realizar. (Misil) 
 
 Una clase que englobe un escenario completo. (Escenario) 
 
 Una clase que se encargue de las colisiones entre elementos visibles. 
(IntColisiones) 
 
 Una clase que se encargue de los marcadores. (ScoreHandler) 
 
 Una clase que se encargue de la carga de datos externos. (Data) 
 
 Unas clases que se encarguen de la interacción tanto con teclado como con 
ratón. (KeyboardHandler y MouseHandler) 
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Además, tomando como consideración que la librería sea extensible y permita la 
modificación de las distintas propiedades de cada uno de los elementos con el fin de 
tener una librería amoldable y lo más genérica posible.  
 
Por esta razón, se usan patrones de diseño para algunas funcionalidades del sistema. 
Se explican cinco patrones en el capítulo 3 de este documento y de esos se usan tres: 
Singleton, Plantilla y Factory. Otro está implícito en la API de Flash: el Observador, 
que se usa para la gestión de eventos; y el patrón Decorator se descarta por no haber 
una funcionalidad específica en la librería que se adecue a la problemática que 
soluciona ese patrón. 
 
El patrón Singleton se utiliza para la gestión de las colisiones con la clase 
IntColisiones. La clase IntColisiones es la encargada de gestionar todas las colisiones 
entre los elementos visibles de la librería. Es llamada por la práctica totalidad de los 
objetos que se crean en la visualización, con lo cual es necesario tener un punto de 
acceso global para todos esos elementos y no tener que crear una instancia nueva 
para cada uso; evitando así el gasto innecesario de memoria. Además, el patrón 
permite tener un punto de acceso global que permite a todas las clases acceder de 
forma sencilla. 
 
El patrón Plantilla se usa en conjunción con el patrón Factory. Debido a que el uso del 
patrón plantilla provocaba una nueva problemática a la hora del diseño que justamente 
soluciona el patrón Factory. En los primeros diseños la clase Enemigo, 
ElementoEscenario y Objeto eran clases que englobaban todas las variantes definidas 
para cada uno de ellos. Todos sus tipos estaban definidos dentro del código de las 
clases. Para evitar retocar demasiado código para posibles ampliaciones con nuevos 
enemigos (o elementos de escenario u objetos), una opción buena es usar el patrón 
Plantilla, que permite definir una plantilla para todos los enemigos y luego especificar 
comportamientos concretos en las subclases.  
 
El problema de aplicar el patrón plantilla es que a la hora de crear las instancias de 
Enemigo desde la clase Escenario, que es donde se crean los enemigos, aumentaba 
el acoplamiento con todas las subclases de Enemigo. Con lo cual a cada nueva 
subclase que se agregara a la librería, Escenario debería ser modificado. Con el 
patrón Factory se separa la creación de la clase Escenario creando una nueva clase 
llamada CreatorEnemigos, la cual libera a Escenario de esa responsabilidad y evita así 
que la creación de nuevos enemigos le afecte. Esto se aplica exactamente igual para 
ElementoEscenario y Objeto. 
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4.3.4. Diseño final 
 
Tomadas todas estas consideraciones, se realiza un diseño conceptual de clases 
como se muestra en la figura 4.1 en la página siguiente. Se han eliminado los atributos 
y funciones del dibujo para hacerla más legible. Cada clase resulta explicada de forma 
más detallada en cada uno de sus apartados del capítulo 5. En el código quedan 
agrupados en packages la parte de Objeto y sus subclases, ElementoEscenario y sus 
subclases, Enemigo y sus subclases, IntColisiones y sus clases auxiliares (Colision y 
Colision Mutua) y las dos clases de interacción KeyboardHandler y MouseHandler. Las 
demás quedan englobadas en el package principal de la librería. Con los packages se 
mantiene una organización más pulcra y fácil de seguir para mantener el código y 
reutilizarlo. 
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Fig.4.1. Diagrama de clases resultante. 
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5. Implementación 
 
Este capítulo versa sobre la implementación de todas las clases desgranadas en los 
anteriores capítulos. En los siguientes apartados se explica la implementación de cada 
una de ellas y para qué sirve cada uno de sus atributos y funciones. A partir del diseño 
inicial en UML de la figura 4.1 se extraen las siguientes clases.  
 
 
5.1. La clase Bicho 
 
5.1.1. Descripción y objetivo de la clase 
 
La clase Bicho es la clase principal de la librería. Englobas las características y 
funcionalidades básicas de todos los elementos visibles que interactúan dentro de la 
librería. Todos ellos heredan de esta clase, heredando a su vez todos sus atributos y 
funciones definidas como públicas o protegidas.  
 
Bicho, de la misma manera, hereda de la clase Sprite de la API de Flash (apartado 
4.3), que ofrece ciertas funcionalidades implementadas como la de añadir información 
gráfica: colocar en posición (x,y), dibujar en pantalla usando el atributo graphics de 
Sprite o añadir a la display list usando la función addChild/removeChild de 
DisplayObject. 
 
Esta clase funciona como plantilla para los elementos como el PersonajeJuego (que 
engloba enemigos y jugador), los objetos, las plataformas o los misiles. Aúna en una 
sola clase todo lo necesario para dibujar y posicionar cualquier objeto genérico que 
haga falta. 
 
En esta clase se aprovecha una idea del patrón plantilla: definir la clase como 
abstracta para que nadie pueda crear un objeto Bicho y se obligue a crear una 
subclase de este para el juego que se pretenda programar. Aunque hay un problema: 
en ActionScript 3.0 no se admiten clases abstractas. 
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Fig. 5.1. Clase Bicho 
 
 
Como se ha podido ver en el apartado 3.2.4 hay formas de simular el comportamiento 
de una clase abstracta. Para ello se crea una constructora para Bicho de manera que 
no pueda ser llamada directamente, pero sí por una subclase. Esto sólo es posible si 
la constructora pide como parámetro de entrada un objeto que es la propia clase.  
 
En la figura 5.2 se puede apreciar lo explicado en este último párrafo, la constructora 
recibe un objeto de tipo Bicho y comprueba si es él mismo, si no lo es lanza un error:  
 
 
Fig.5.2. Constructora de la clase Bicho, simulando una clase abstracta 
public function Bicho(self:Bicho):void { 
if (self != this) { 
throw new IllegalOperationError("Bicho es 
abstracta. No puede ser instanciada 
directamente"); 
 } 
} 
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Es imprescindible, eso sí, que desde las subclases que hereden de Bicho tengan una 
llamada a la constructora superior tal que así:  
 
super(this) 
 
Es decir, que se llame a la constructora de Bicho pasándole como parámetro la propia 
subclase.  
 
A pesar de implementarla como clase abstracta, el patrón plantilla no está aplicado 
debido a las dificultades en definir un comportamiento genérico para todos los 
elementos del juego. Únicamente encapsula las tareas concretas como dibujar, animar 
o posicionar un elemento en pantalla.  
 
Bicho implementa muchas de las funciones que sirven como base, o que son 
comunes, a todos los elementos que heredan; y deja a elección de las clases que 
heredan la decisión de sobrescribirlas o no. En la mayoría de los casos de esta librería 
no se sobrescriben las funciones y las subclases de Bicho tienen sus propias 
funciones específicas para comportamientos concretos. 
 
 
5.1.2. Relaciones 
 
Como se puede apreciar en la figura 4.1, la clase Bicho está relacionada directa o 
indirectamente con la práctica totalidad de las clases del proyecto.  
 
Es superclase de PersonajeJuego, ElementoEscenario, Misil y Objeto.  
 
Además, Bicho está relacionada directamente con la clase Animación en una relación 
1-*. Es decir, para cada Bicho puede haber o bien ninguna animación asociada, o bien 
todas las que sean necesarias. Esta relación está implementada en la clase como un 
Array de objetos de la clase Animación. Es necesaria para poder crear animaciones de 
los objetos Bicho.  
 
 
5.1.3. Atributos 
 
En este apartado se explica cada uno de los atributos de la clase Bicho, su 
justificación y para qué sirve cada uno. Todos los atributos de Bicho están definidos 
como protected. Es decir, no son visibles desde fuera, pero sí los son por sus 
subclases. Las constantes son los únicos atributos definidos como públicos. 
 
 id: Este atributo definido como entero proporciona un identificador para el 
objeto Bicho en cuestión. Es útil cuando se quiere acceder a uno de los 
objetos guardados en un Array y se sabe concretamente quién es al que 
queremos acceder. Por ejemplo en la creación de escenarios, al añadir 
animaciones a un objeto de la clase Enemigo. 
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 ladoIzq, ladoDer, ladoArr, ladoAbaj: Estos cuatro atributos juntos se 
consideran internamente como una “bounding box”, que en castellano sería la 
caja contenedora. Es decir, estos atributos marcan la posición en píxels 
exacta de cada uno de los lados de un objeto Bicho en la escena del 
videojuego. Se van actualizando continuamente con la llamada a la función 
darValores. Es útil en la gestión de colisiones. 
 
 velocidad: Este atributo definido como Number marca la velocidad en píxels a 
la que se moverá el Bicho. En el caso de un Jugador, que será el personaje 
que maneje un posible usuario final; son los píxeles que se mueve cada vez 
que le damos a avanzar hacía un lado u otro de la escena. En el caso de un 
Enemigo o un ElementoEscenario que sea móvil, son los píxeles que se 
mueve a cada frame.  
 
 defVelocity: Sirve para guardar el valor de la velocidad por defecto. Para 
recuperarla en caso de modificación de la velocidad. Por ejemplo, al activar el 
correr.  
 
 interfazColisiones: Hay un objeto de la clase IntColisiones para poder 
recoger la instancia única (ver apartado 5.12) de esa clase que permita 
calcular las colisiones de unos objetos Bicho con otros.  
 
 initPosX, initPosY: Estos dos atributos guardan los valores iniciales de las 
posiciones x e y del objeto Bicho. Es útil en caso de tener que reiniciar las 
posiciones del Bicho a las posiciones iniciales.  
 
 estado: Este atributo es un entero que indica en qué estado está el Bicho. Los 
estados están definidos como constantes estáticas de la clase. Son 
especialmente útiles para las animaciones o para saber si un Enemigo está 
“mirando” en la dirección donde se encuentra el personaje principal, por 
ejemplo. Pueden tomar como valor:  
 
 LOOKRIGHT 
 LOOKLEFT 
 LOOKUP 
 LOOKDOWN 
 WALKRIGHT 
 WALKLEFT 
 WALKUP 
 WALKDOWN 
 IDLE 
 
 imagen: Este atributo pertenece a la clase Bitmap, de la API de Flash. Guarda 
una referencia a la imagen que está asociada al Bicho y sirve tanto para 
dibujar un frame concreto como para crear animaciones. 
 
 imagenData: Este atributo pertenece a la clase BitmapData, de la API de 
Flash. Se genera a partir del atributo imagen y es necesario para poder dibujar 
la imagen por pantalla. 
 
Librería en Flash para la creación de videojuegos de plataformas  
 - 91 -
 imagenConcreta: Este atributo pertenece a la clase BitmapData, de la API de 
Flash. Guarda el frame en concreto que se quiere dibujar. Estos tres últimos 
atributos se usan en la función de dibujar. 
 
 
5.1.4. Funciones 
 
En este apartado se entra en detalle del funcionamiento de las funciones de Bicho y 
cuáles son sus objetivos. La mayoría de las funciones están definidas como públicas 
para que puedan ser usadas desde fuera. En caso contrario se especifica en la 
explicación. Las funciones son estas: 
 
 Bicho(self:Bicho): Constructora de la clase. Lo único que hace esta 
constructora en su interior es comprobar si el parámetro que se le pasa es él 
mismo. En caso de no serlo se lanza una excepción de IllegalOperationError 
definida en la API de Flash. Esto permite simular el comportamiento de una 
clase abstracta, impidiendo que se pueda instanciar un objeto de clase Bicho 
directamente y obligando el uso de subclases. 
 
 initPositions(posX:int, posY:int):  Se encarga de poner las posiciones 
iniciales del Bicho en la escena. Los parámetros posX y posY marcan las 
posiciones x e y respectivamente. Es importante llamar a esta función 
después de la creación de los objetos Bicho para tener guardadas las 
posiciones iniciales.  
 
 posicionar(posX:int, posY:int): Se encarga de poner la posición actual del 
Bicho en las posiciones x e y indicadas por los parámetros que se le pasan. 
 
 moverDerecha y moverIzquierda(escenario:Escenario):  A ambas se les 
pasa el mismo parámetro de entrada que es un objeto de tipo Escenario (ver 
apartado 5.4). La versión de estas funciones de Bicho es una versión de 
comportamiento por defecto preparada para ser sobrescrita en las subclases. 
En la librería de este proyecto sólo la sobrescribe Jugador (ver apartado 
5.3.4). El escenario en esta versión se pasa como nulo por defecto. La función 
únicamente modifica la posición x del Bicho hacia derecha o izquierda según 
la velocidad indicada en el atributo velocidad y modifica el estado al 
correspondiente. 
 
 moverArriba y moverAbajo(elementos:Array): A ambas se les pasa el 
mismo parámetro de entrada, un array con los elementos de escenario para 
poder ser sobrescrita. Se mueve en la dirección que corresponda según la 
velocidad indicada por el atributo velocidad. 
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 darValores(scroll:int): Esta función se encarga de modificar las posiciones 
relativas de un Bicho respecto a la escena. Es decir, se modifica lo que se 
denomina la Bounding Box del Bicho que se usa para las colisiones. Se le 
pasa un parámetro llamado scroll. Este parámetro proviene de la clase 
Escenario (ver apartado 5.4) y se encarga de guardar el desplazamiento que 
sufre el escenario cuando el personaje principal hace scroll horizontal. Cuando 
hay scroll el escenario se mueve en dirección contraria al personaje principal 
(Jugador), con lo cual las posiciones relativas de los elementos y enemigos 
quedan modificadas. Es necesario pasar ese valor scroll al darValores para 
que las posiciones de enemigos y elementos queden adecuadas a lo que se 
ve en la escena. El Jugador siempre se le ha de pasar el valor 0 al parámetro 
de scroll en darValores. En caso contrario hay problemas de posiciones 
relativas y las colisiones no funcionan bien. Para el sistema los objetos no 
están donde se esperan y lo que se ve en pantalla no correspondería con la 
realidad del juego. 
 
 stop(): Función que se llama cuando es necesario dejar quieto a un Bicho. Lo 
único que hace es modificar el estado correspondiente. Pasa al estado LOOK 
hacia el lado que le corresponda según el estado en el que estaba 
anteriormente. 
 
 animar(): Función que se encarga de animar a un Bicho. Como se observa en 
el apartado 5.1.2, cada Bicho puede tener asociada una serie de animaciones. 
Esto son: objetos de la clase Animación. Esta clase y sus atributos se ven más 
detalladamente en el apartado 5.18. Se ha de notar que cada animación tiene 
un id que necesariamente ha de estar asociado a un estado del Bicho. Esto es 
así para que no dependa la implementación actual de la animación de los 
estados predefinidos en Bicho, de esta manera para cualquier estado definido 
a posteriori en ampliaciones, la función sigue siendo igual de válida. Así pues, 
esta función busca en el Array de animaciones cuál de ellas está asociada al 
estado actual del Bicho. En caso de encontrar una, recoge la información y va 
dibujándola en la escena frame a frame. Este es un estilo de animación que 
se denomina old-style, se basa en sprites y simula una animación cambiando 
rápidamente de un frame a otro.  
 
 dibujar(spriteWidth:int, spriteHeight:int, spriteOffsetX:int, 
spriteOffsetY:int): Como se observa en las clases que heredan de Bicho, 
todas tienen en la constructora la opción de asociar una imagen al objeto. 
Esta imagen se guarda en los atributos imagen e imagenData (apartado 
5.1.3). La imagen que se guarda puede ser grande, pero puede requerirse 
dibujar solamente una pequeña parte que es el Bicho en cuestión. Es decir, 
tomando como ejemplo una imagen de 256x230 como la de la figura 5.3, se 
puede querer dibujar un sprite de 32x32.  
 
Hay que tener en cuenta las limitaciones de Flash a la hora de crear 
BitmapData, que es lo que se genera al dibujarlos. En Flash 9 el límite es de 
2880 píxeles tanto para el width como para el height. Esta librería se 
recomienda compilar en Flash 10, para la cual está preparada y que permite 
un límite de 8192 píxeles de alto o de ancho.  
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En caso de llegar a este límite no se permite que el alto o el ancho que no 
llegue al límite pase de 2048 píxels. Es decir, el tamaño máximo de una 
imagen es de 16777216 píxels. 
 
En el ejemplo de los ladrillos de la parte de abajo, se observa cómo dibuja 
esta función: 
 
 
 
Fig.5.3. Mosaico de sprites 
 
Gracias a esta función de dibujar simplemente señalando de qué tamaño 
queremos el sprite (los dos primeros parámetros, en este ejemplo 32x32) y en 
qué posición empieza respecto al eje de coordenadas (los dos últimos 
parámetros, en este ejemplo 0 y 176); ésta se encarga de trabajar con los 
Bitmaps para mostrar en la escena el sprite concreto que se quiera dibujar. Y 
el resultado es este: 
 
 
 
Fig.5.4. Sprite final a mostrar por pantalla 
 
 dibujarConRepeticion(spriteWidth:int, spriteHeight:int, spriteOffsetX:int, 
spriteOffsetY:int, repeticiones:int): Hace exactamente lo mismo que la 
función de dibujar con la diferencia de que permite dibujar un mismo sprite 
varias veces repetido en el eje x o en el eje y. Es útil sobre todo para dibujar 
plataformas o paredes que requieran la repetición de varios sprites que son 
exactamente iguales. Para decidir si queremos las repeticiones en eje x o y se 
marca en el mismo número de repeticiones. Si el parámetro repeticiones es 
negativo se repetirá en el eje y, en caso de ser positivo se repetirá en el eje x. 
Los resultados que ofrece son como en este recorte de una imagen de las 
pruebas de la demo (figura 5.5): 
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Fig.5.5. Varias repeticiones de sprites 
 
 buscarAnimacionPorId(id:int): Función que, pasado un id por parámetros, 
encuentra la animación asociada dentro del Array de animaciones definido en 
Bicho. Es útil para la función de animar.  
 
 addAnimation(animación:Animación): Función que permite añadir una 
animación al Array de animaciones definido en Bicho. 
 
 setImage(imagen:Bitmap): Función que permite modificar la imagen 
asociada a un Bicho, o añadírsela a posteriori en caso de no tener. 
 
 outOfBounds(xLoc:int, yLoc:int): Función protegida que permite comprobar 
si un Bicho ha salido fuera de la zona delimitada. Por defecto solo se 
comprueba si el Bicho cae más abajo que la altura de la escena (stageWidth).  
 
 
5.2. La clase PersonajeJuego 
 
5.2.1. Descripción y objetivo de la clase 
 
La clase PersonajeJuego engloba todos los elementos del juego que son visibles y 
además realizan acciones sobre el escenario. En esta definición entran los enemigos y 
el personaje principal del juego.  
 
En ella se define la lógica básica que ha de ejecutar todo personaje del juego, que es 
que se le aplique la gravedad. Después cada una de las clases que hereden tendrá su 
propia lógica asociada.  
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Fig. 5.6. Clase PersonajeJuego 
 
La clase hereda de Bicho y también es abstracta. Es decir, no se puede instanciar 
directamente, pero sí hacer subclases de ella.   
 
 
5.2.2. Relaciones 
 
Es superclase de Jugador y Enemigo. 
 
Tiene una relación directa con Misil. También es una relación 1-* con lo cual un 
PersonajeJuego puede tener de ninguno a muchos objetos de la clase Misil asociados. 
Está implementada como un Array de objetos de la clase Misil. Es necesaria para 
poder guardar los elementos que puede lanzar un objeto PersonajeJuego y aplicarles 
la lógica interna asociada. 
 
 
5.2.3. Atributos 
 
En este apartado se explica cada uno de los atributos de la clase PersonajeJuego, su 
justificación y para qué sirve cada uno. Todos los atributos de PersonajeJuego están 
definidos como protected. Es decir, no son visibles desde fuera, pero sí los son por sus 
subclases. 
 
 salto: Este atributo definido como Number marca el número de píxels que 
ascenderá un PersonajeJuego cuando se produzca un salto. Mientras más 
alto sea este número más alto será el salto. Si se pone un valor bajo el objeto 
PersonajeJuego apenas se moverá del elemento considerado como suelo. 
 
Librería en Flash para la creación de videojuegos de plataformas  
 - 96 -
 defSalto: Sirve para guardar el valor del salto por defecto. Para recuperarlo 
en caso de modificación del salto. Por ejemplo, al saltar encima de un 
enemigo y saltar más alto. 
 
 saltando: Este atributo es un booleano que permite saber si el 
PersonajeJuego está saltando. Es de uso interno para el algoritmo de saltar. 
 
 escalando: Este atributo es un booleano que permite saber si el 
PersonajeJuego está subiendo por un elemento definido como escalera. Esto 
nos es útil para comprobar si hemos de aplicar gravedad o no. Si el personaje 
está subido a un elemento de este tipo no ha de caer y se le permite moverse 
de arriba abajo. 
 
 gravedad: Este atributo definido como Number sirve para simular la gravedad. 
Es decir, cómo de rápido atrae el suelo al PersonajeJuego cuando este está 
en un lugar alto y cae o cuando salta. Su valor no debe estar nunca por 
encima de 1 ni por debajo de 0. Por defecto vale 0.9.  
 
 dispara: Este atributo es un booleano que marca si el PersonajeJuego puede 
disparar o no. Se comprueba en la función de disparar. Si este atributo está a 
falso no se permitirá el disparo. Es de uso interno, para calcular el tempo de 
disparo. Es decir, que no se pueda disparar continuamente objetos de la clase 
Misil sin ningún límite. Para los enemigos se implementa por defecto. Para el 
Jugador lo ha de controlar el desarrollador desde el propio juego. 
 
 arma: Este atributo es un booleano que indica si lleva arma o no el 
PersonajeJuego. Si lleva arma puede disparar, si no la lleva no. Se 
complementa con el atributo dispara en la función de disparar. 
 
Además, PersonajeJuego implementa unas constantes nuevas de estado, que siguen 
las definidas en Bicho. Son estas: 
 
 SALT_DER 
 SALT_IZQ 
 CORRE_DER 
 CORRE_IZQ 
 DISPARA_DER 
 DISPARA_IZQ 
 DISPARA_ARR 
 DISPARA_ABAJ 
 SUBE_ESC 
 BAJA_ESC 
 
5.2.4. Funciones 
 
En este apartado se entra en detalle del funcionamiento de las funciones de 
PersonajeJuego y cuáles son sus objetivos. La mayoría de las funciones están 
definidas como públicas para que puedan ser usadas desde fuera. En caso contrario 
se especifica en la explicación. Las funciones son estas: 
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 moverArriba y moverAbajo(elementos:Array): A ambas se les pasa el 
mismo parámetro de entrada, un array con los elementos de escenario, 
sobrescribe las funciones definidas en Bicho. Sirve para comprobar si el 
PersonajeJuego está en una escalera o no. Si no lo está no se le permite 
moverse en el eje y. Si lo está, se mueve a la velocidad indicada por el 
atributo velocidad reducida a la mitad. 
 
 saltar(elementos:Array): Esta es la función básica de salto. Hace el salto 
inicial si el objeto PersonajeJuego no está saltando ya y si éste está pisando 
lo que se considera suelo. Es decir, o el suelo propiamente dicho, o alguna 
plataforma (ElementoEscenario). De la lógica de caer se encarga la función 
logicaBasica.  
 
 correr(corre:Boolean, aumento:Number): Esta función se encarga de 
modificar la velocidad el aumento indicado por parámetros, que por defecto es 
1.5 (el doble). Si el parámetro corre está a cierto se le aplica el aumento a la 
velocidad por defecto. Si no, la velocidad toma el valor de la velocidad por 
defecto. 
 
 logicaBasica(elementos:Array): Función que se encarga de la lógica interna 
básica de todo PersonajeJuego. Es decir, básicamente se encarga de que a 
éste le atraiga la gravedad: que caiga en dirección a lo que se considera el 
suelo. Se encarga también de comprobar si el PersonajeJuego está subido en 
una escalera o si choca con algún elemento por debajo que permita el 
choque. Se llama desde las funciones de lógica interna de las subclases. 
 
 disparar(imagenMisil:Bitmap, spriteWidth:int, spriteHeight:int, 
spriteOffsetX:int, spriteOffsetY:int): Función que se encarga de disparar. Es 
llamada desde el main del juego para el personaje principal (Jugador) y desde 
la lógica interna de los enemigos en caso de que éstos puedan disparar. Los 
parámetros que se le pasan son los necesarios para dibujar el misil por 
pantalla, en caso de tener una imagen asociada. Estos parámetros se 
explican más detalladamente en el apartado de la función dibujar (apartado 
5.1.4).  
 
 tocaEscalera(elementos:Array): Función protegida. De uso interno para 
comprobar si el objeto PersonajeJuego puede subir y bajar en y con las 
funciones de moverArriba y moverAbajo. Devuelve un booleano que es cierto 
si el PersonajeJuego está tocando un elemento del tipo “escalera”, definido en 
las constantes de ElementoEscenario (apartado 5.8.3); y falso en caso 
contrario.  
 
 pisamosSuelo(elementos:Array): Función protegida que se encarga de 
comprobar si un PersonajeJuego pisa el suelo o una plataforma. También 
comprueba si ha topado con un bumper (definido en ElementoEscenario, 
apartado 5.8), en ese caso hace saltar al personaje. En el comportamiento 
normal hace que el personaje quede encima de la plataforma o el suelo y 
devuelve cierto si ha topado, y falso si no. 
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 pisamosSoloSuelo(elementos:Array): Función protegida que hace la misma 
comprobación que la de pisamosSuelo con la diferencia de que 
pisamosSoloSuelo devuelve cierto solo si estamos encima de un elemento 
definido como ElemSuelo (subclase de ElementoEscenario, apartado 5.8.5). 
Útil para movernos por escaleras, evita un posible bug si una escalera toca el 
suelo y el personaje intenta bajar.  
 
 
5.3. La clase Jugador 
 
5.3.1. Descripción y objetivo de la clase 
 
La clase Jugador se encarga de implementar las funciones principales asociadas al 
comportamiento del personaje principal del juego. Es decir, es el objeto que llevará a 
cabo las acciones específicas del usuario final, el usuario que juegue a un juego 
realizado con esta librería.  
 
Hereda de PersonajeJuego todas las funcionalidades generales que ya se describen 
en el capítulo anterior y especifica nuevas.  
 
 
 
 
Fig.5.7. Clase Jugador 
 
 
El objetivo de esta clase es el de proporcionar un personaje principal ya definido y a su 
vez permitir la posibilidad de ampliarlo simplemente heredando de esta clase. En caso 
de querer hacer otro tipo de Jugador completamente distinto también es posible 
desechar esta clase, heredar de PersonajeJuego y generar una clase Jugador propia 
con las funcionalidades deseadas. 
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5.3.2. Relaciones 
 
La clase Jugador únicamente está relacionada directamente con la clase 
PersonajeJuego de la cual hereda.  
 
Hace uso, no obstante, de la clase IntColisiones, de la cual extrae la instancia única 
para calcular las colisiones con todos los demás elementos del Escenario.  
 
Está acoplada con la clase Escenario, a pesar de no tener relación directa con ella en 
el diagrama. A varias de las funciones de Jugador se le pasa el escenario completo, 
debido a que es necesario recoger los datos que allí se guardan (enemigos, 
elementos, objetos) para comprobar las colisiones del Jugador con ellos.  
 
 
5.3.3. Atributos 
 
En este apartado se explica cada uno de los atributos de la clase Jugador, su 
justificación y para qué sirve cada uno. Todos los atributos de Jugador están definidos 
como protected. Es decir, no son visibles desde fuera, pero sí podrían serlo por sus 
subclases si las hubiese en una ampliación. 
 
 vidas: Entero que indica el número de veces que puede el personaje principal 
perder. En general, se suele terminar el juego cuando el número de vidas del 
Jugador sea 0, pero esto depende de la configuración del juego en sí, no de la 
librería.  
 
 puntos: Entero que define el número de puntos que puede tener el personaje 
principal. Se añaden al recoger objetos que dan puntos o al eliminar 
enemigos. Puede ser útil en caso de configurarse así en un posible juego 
principal. Como recoger monedas, por ejemplo. Se puede usar únicamente 
para llevar una cuenta de puntos, para acumular récords; o para dar algún 
obsequio a partir de ciertos puntos alcanzados.  
 
 invencibilidad: Este atributo definido con un booleano indica que el personaje 
principal no puede ser dañado ni por enemigos ni por ningún elemento dañino 
definido en ElementoEscenario. Sí puede perder vida en caso de salirse de 
los límites de la pantalla (función outOfBounds de Bicho, ver apartado 5.1.4). 
Se usa en la logicaColisiones y va asociado a un contador de tiempo. 
 
 energia: Este atributo definido como entero indica la energía total que tiene el 
personaje principal, ésta va disminuyendo conforme el personaje colisiona con 
enemigos o elementos dañinos. Dependiendo del daño que hagan esos 
elementos, disminuye más rápida o lentamente la energía. En caso de 
reducirse la energía por debajo de cero, se llama a la función de perderVida. 
Se usa en logicaColisiones.  
 
 defEnergia: Este atributo sirve para tener guardada la energía inicial del 
personaje, para recuperarla cada vez que éste pierde una vida. 
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 scrollingRight y scrollingLeft: Estos atributos booleanos marcan si se está 
haciendo scroll para la derecha o para la izquierda, útil en las funciones de 
moverIzquierda y moverDerecha y son de uso interno.  
 
 friccionIni y friccion: Son los atributos de fricción, que permiten que el 
personaje resbale un poco en vez de frenar de golpe una vez se ha dejado de 
pulsar el botón de moverse hacia alguna dirección.  
 
 
5.3.4. Funciones 
 
En este apartado se entra en detalle del funcionamiento de las funciones de Jugador y 
cuáles son sus objetivos. La mayoría de las funciones están definidas como públicas 
para que puedan ser usadas desde fuera. En caso contrario se especifica en la 
explicación. Las funciones son estas: 
 
 Jugador(): La constructora. Por legibilidad de la memoria no se han puesto 
todos los atributos que se le han de pasar en el título. Estos son: imagen, 
velocidad, salto, vidas, dispara, gravedad, energía y fricción. Como se puede 
observar la mayoría son atributos definidos en PersonajeJuego o en Bicho, 
pero es aquí donde se inicializan.  
 
 dibujarPrototipo(color:uint, anchura:int, altura:int): Se ha añadido esta 
función para ofrecer un dibujo por defecto para hacer pruebas con la librería. 
En caso de estar implementando un juego con esta librería y no tener sprites 
realizados se puede trabajar con este prototipo. La función dibuja un 
rectángulo del color, anchura y altura pasados como parámetros. 
 
 logicaPersonaje(escenario:Escenario): Esta función engloba toda la lógica 
del personaje principal del juego. Se encarga de llamar a la logicaBasica 
definida en PersonajeJuego y a la logicaColisiones del propio Jugador. Está 
separada la lógica básica del personaje de la de colisiones por cuestiones de 
legibilidad y mantenimiento de código. De esta manera se mantienen 
conceptos distintos en distintas funciones.  
 
 logicaMisiles(elementos:Array): Esta función recorre los misiles que han 
sido lanzados por el jugador y llama a su lógica concreta llamada moverMisil. 
  
 logicaColisiones(escenario:Escenario): Esta función tiene el propósito de 
calcular todas las colisiones del personaje principal con todos los elementos 
del escenario y actuar en consecuencia. Es decir, comprueba colisiones con 
paredes, enemigos, elementos dañinos y también se encarga de comprobar si 
los misiles lanzados por el personaje han golpeado a un enemigo. En caso de 
haber algún contacto con un enemigo que signifique que el enemigo pierde, 
se encarga de eliminar el enemigo en el Array de enemigos del objeto 
Escenario pasado por parámetros. 
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 perderVida(escenario:Escenario): Esta función protegida encapsula todo lo 
que ha de hacerse cuando se decide que el personaje pierde una vida. Es 
decir, pone al personaje principal en sus posiciones iniciales y a los enemigos 
también, a no ser que hayan sido eliminados. Se devuelve el escenario a la 
posición inicial si ha habido scroll. Además, se hace que el personaje sea 
invencible por cinco segundos y parpadee. Esto lo controlan entre la 
logicaPersonaje y el invencibilidadHandler. 
 
 invencibilidadHandler(event:TimerEvent): Cuando nos volvemos 
invencibles, en la lógica del personaje se activa un contador de tiempo, 
perteneciente a la clase Timer de la API de Flash. Cuando éste llega a cinco 
segundos (porque está definido así) se lanza un evento de tipo TimerEvent 
(también definido en la API de Flash). Este evento lo recoge esta función 
protegida, invencibilidadHandler, y al entrar pone al personaje sin 
invencibilidad y para el contador.  
 
 moverIzquierda y moverDerecha(escenario:Escenario): Estas funciones 
sobrescriben las funciones moverIzquierda y moverDerecha de Bicho. Esto se 
hace porque para realizar el scroll horizontal es necesario tener estas 
funciones específicas. Cuando el personaje se mueve hacia uno de los lados 
y llega a la mitad de la pantalla, si el escenario total (definido en la clase 
Escenario, apartado 5.4) es mayor que el tamaño de la escena (definido en 
stage, clase de la API de Flash) entonces el escenario comienza a moverse 
en sentido contrario al del personaje principal. Esto es de lo que se encargan 
estas dos funciones. Hace que si el scroll está quieto se mueva el personaje 
por la pantalla; y si se ha de mover el escenario, sea éste el que se mueva y 
no el personaje. Si no se hace así y se mueven ambos a la vez el personaje 
se movería a más velocidad de la definida y en general el juego tendría un 
comportamiento inesperado. 
 
 borrarMisiles(): Función que sirve para borrar los misiles lanzados por el 
personaje. Útil al final del juego, para despejar la pantalla; o en el paso de un 
nivel a otro; o por la pérdida de vida del personaje principal. Hace un recorrido 
por los misiles definidos en el Array en la clase Bicho y los va eliminando uno 
a uno. 
 
 
5.4. La clase Escenario 
 
5.4.1. Descripción y objetivo de la clase 
 
La clase Escenario engloba todo lo que concierne a la creación de niveles para el 
juego. En ella queda guardada toda la información de los elementos de escenario, los 
enemigos y los objetos. El Jugador no forma parte del escenario, sino que se mueve 
por él.  
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Hereda, igual que Bicho, de la clase Sprite, que ya da funcionalidades básicas 
necesarias como las de posición en la escena (x,y) o la función addChild y 
removeChild que nos permite añadir o borrar elementos a la display list de Flash.  
 
Esta clase es especialmente útil para tener en un mismo lugar todos los elementos 
visibles del juego, a excepción del Jugador, pero sobre todo es muy útil para la 
implementación del scroll. Tener todos los elementos del escenario en un mismo 
objeto, permite poder moverlos todos a la vez de un lado a otro sin ningún problema.  
 
En la siguiente página se puede observar la clase Escenario, que por motivos de 
legibilidad debido a la cantidad de parámetros se muestra girada y ocupando casi toda 
la página. 
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Fig.5.8. Clase Escenario 
 
 
Además, esta clase se encarga de la carga de los todos los elementos y ofrece 
funciones que permiten extraer, a partir de un archivo XML cargado por la clase Data 
(apartado 5.15),  la información con la configuración del escenario. Así como también 
permite la carga de información del escenario mediante código. En la explicación de 
las funciones se ve más claramente, pero para hacerse una idea se ha de tener en 
cuenta que si se quieren colocar ciertos objetos en lugares concretos, se puede hacer 
mediante el XML.  
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Y a la vez, desde un posible main del juego pueden añadirse elementos al escenario 
de forma aleatoria mediante código utilizando las funciones definidas en Escenario. 
Por ejemplo, un bucle que genere cincuenta enemigos en posiciones aleatorias del 
escenario. 
 
Así pues, esta clase permite combinar ambas maneras de crear escenarios o usarlas 
completamente por separado.  
 
 
5.4.2. Relaciones 
 
La clase Escenario está relacionada directamente con la mayoría de elementos 
visibles de la escena. Forma parte, como se ve en el diseño del apartado 4.3, de la 
parte cliente del patrón factory aplicado en la creación de los elementos visibles del 
escenario tales como: enemigos, objetos y elementos de escenario. 
 
Por lo tanto tiene una relación *-1 con el CreatorEnemigos, CreatorElementoEscenario 
y con CreatorObjetos. Estos, a su vez, están relacionados con las clases respectivas 
Enemigo, ElementoEscenario y Objeto con una relación 1-*. Esta relación termina 
implementándose en Escenario como un Array para cada una de las clases donde se 
guardan los elementos visibles que hay. Es decir, un array para enemigos, otro para 
elementos de escenario y otro para los objetos. 
 
La última relación es con la clase Data. Tiene una relación 1-1. La clase Escenario 
guarda una referencia a la clase Data para así poder cargar toda la información 
necesaria de datos externos. La clase Data se explica en el apartado 5.15, sirve de 
interfaz con una librería para la carga de información externa como imágenes o xml.  
 
Además está acoplada con la clase PersonajeJuego y Jugador debido a que se pasa 
por parámetros el escenario para comprobar las colisiones. 
 
5.4.3. Atributos 
 
En este apartado se explica cada uno de los atributos de la clase Escenario, su 
justificación y para qué sirve cada uno. Todos los atributos de Escenario están 
definidos como protected. Es decir, no son visibles desde fuera, pero sí podrían serlo 
por sus subclases si las hubiese en una ampliación. 
 
 alturaEscena: Este atributo definido como entero marca la altura de la escena 
en píxels. De esta manera se puede obtener un escenario más alto que lo 
marcado por la escena (stage.stageHeight). Tal y como está realizada la 
librería a día de hoy, se recomienda que el valor de alturaEscena no sea 
mayor que el stageHeight ya que no está implementado el scroll vertical. Se 
permite modificar la altura de la escena para permitir posibles ampliaciones. 
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 anchuraEscena: Este atributo definido como entero marca la anchura de la 
escena en píxels. De esta manera se puede obtener un escenario más ancho 
que lo marcado por la escena (stage.stageWidth). En este caso sí se 
recomienda, si la idea del desarrollador es la de tener un juego con scroll, 
tener un escenario más ancho que el stageWidth; ya que el scroll horizontal sí 
que está implementado. Este valor se comprueba en las funciones de 
moverIzquierda y moverDerecha de Jugador (apartado 5.3.4) para saber si ha 
de avanzar o no el scroll.  
 
 level: Este atributo definido como entero marca el número de nivel del 
escenario. Normalmente se define en el archivo de configuración del XML y va 
asociado a cierta configuración concreta. Es útil para saber dónde está el 
juego y a qué nivel tendrá que pasar el Jugador una vez finalizado el nivel en 
el que está. La transición entre niveles es tarea del programa principal en sí y 
no entra en las funcionalidades implementadas en la librería. 
 
 posFinal: Este entero permite indicar al Escenario donde está el final de la 
pantalla, en caso de ser utilizado en un juego en el que el objetivo sea llegar a 
un punto concreto del escenario. La decisión de llegar al final de un nivel corre 
a cargo del programa principal en sí y por lo tanto no está implementado 
internamente en la librería. 
 
 scroll_: Este atributo definido como Number marca el desplazamiento del 
Escenario cuando ha habido scroll horizontal. Si este valor está a 0 quiere 
decir que el escenario se ha mantenido estático; si el valor es negativo quiere 
decir que el Escenario se ha movido hacia la izquierda, es decir, que el 
personaje principal se ha movido hacia la derecha; y si es positivo, el 
Escenario se ha movido a la derecha y el personaje hacia la izquierda. 
 
 
5.4.4. Funciones 
 
En este apartado se entra en detalle del funcionamiento de las funciones de Escenario 
y cuáles son sus objetivos. La mayoría de las funciones están definidas como públicas 
para que puedan ser usadas desde fuera. En caso contrario se especifica en la 
explicación. Las funciones son estas: 
 
 Escenario(loader:Data): Constructora del Escenario. Simplemente inicializa 
todos los Array y recoge la referencia al objeto Data que contiene la 
información externa ya cargada a tratar.  
 
 cargarXML(nivel:String): Función que se encarga de recoger un XML del 
objeto Data guardado en la clase a partir identificador llamado “nivel” pasado 
por parámetros. Una vez recogido el XML, trata toda la configuración del 
escenario: enemigos, elementos, elementos dañinos, objetos; así como la 
configuración de la escena: altura, anchura, posición final y el nivel asignado. 
En el capítulo 6 que corresponde al tutorial y la demo se explica 
detenidamente cómo ha de ser la estructura de los archivos XML para que 
esta función sea capaz de interpretarlos. 
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 addImagenMisilEnemigo: Por legibilidad de la memoria no se ponen los 
parámetros directamente, que son estos: idEnemy, imagenMisil, spriteWidth, 
spriteHeight, spriteOffsetX y spriteOffsetY. Como se puede observar, 
exceptuando el primer parámetro que es el identificador del Enemigo (id de la 
clase Bicho, apartado 5.1.3), los demás pertenecen a los parámetros que se 
suelen usar en la función dibujar de Bicho (apartado 5.1.4.) y que espera la 
función disparar de la propia clase Bicho (apartado 5.1.4), ya que en cada 
disparo se dibuja el misil.  Es decir, esta función nos permite guardar 
información en un Enemigo concreto sobre la imagen asociada a los misiles 
que va a poder disparar.  
 
 logicaEscenario(personaje:Jugador): Esta función se encarga de 
encapsular la lógica del escenario, esto es: llamar a la lógica de todos los 
elementos guardados en él.  
 
 eliminarEnemigo(enemigo:int): Esta función se encarga de borrar un 
enemigo que está en la posición indicada por el parámetro “enemigo” del 
Array de enemigos de Escenario. También se encarga de borrarlo de la 
escena. 
 
 eliminarObjeto(objeto:int): Esta función se encarga de borrar un objeto que 
está en la posición “objeto” pasada por parámetros del Array de objetos de 
Escenario. También se encarga de borrarlo de la escena. 
 
 moverObjetos, moverEnemigos y moverElementos(personaje:Jugador): 
Estas tres funciones recorren sus respectivos Array (objetos, enemigos y 
elementos) y llaman a la lógica interna de cada uno de ellos definidas en sus 
clases: Objeto (apartado 5.10.), Enemigo (apartado 5.6) y ElementoEscenario 
(apartado 5.8).  
 
 addEnemy, addObjeto y addElementoEscenario: A estas tres funciones se 
les pasa como parámetros la información que requieren sus respectivas 
constructoras (a excepción del parámetro tipo), explicadas en sus 
correspondientes apartados (5.6.4, 5.8.4 y 5.10.4); y la información necesaria 
para el posible dibujado. Es decir, los parámetros necesarios para la función 
dibujar y posicionar de Bicho (apartado 5.1.4). Estas funciones se encargan 
de crear estos objetos, posicionarlos en pantalla y añadirlos a la display list 
como hijos de Escenario (función addChild). 
 
 addEnemyAnimation, addObjetoAnimation, addElementoAnimation: A 
estas tres funciones se les pasa como parámetro un id del elemento y un 
objeto Animación. A excepción de la función de añadir una animación a un 
ElementoEscenario que también se le indica en el parámetro hurt si es dañino 
o no, para saber a qué Array acceder: si al de elemsHurt, o al de elemsFijos. 
Estas funciones simplemente acceden al elemento con id indicado por 
parámetro, y en su Array de animaciones le añaden un nuevo objeto 
Animación. 
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 borrarEscenario(): Función que recorre todos los elementos del escenario: 
objetos, enemigos y elementos; y los borra de la display list y de sus vectores, 
vaciándolo completamente. Es útil cuando se ha terminado el juego o se pasa 
de un nivel a otro.  
 
5.5. La clase CreatorEnemigos 
 
5.5.1. Descripción y objetivo de la clase 
 
Esta clase tiene como único objetivo el hacer transparente la creación de objetos de la 
clase Enemigo según el tipo. Evita además el acoplamiento entre la clase Escenario y 
cada una de las subclases que implementan los tipos de Enemigo que hay.  
 
 
 
Fig.5.9. Clase CreatorEnemigos 
 
Implementa el patrón Factory y es la encargada de recibir la información desde 
Escenario y decidir qué tipo de objeto Enemigo ha de crear.  
  
   
5.5.2. Relaciones 
 
La clase CreatorEnemigos tiene una relación directa con Escenario y con Enemigo. 
Forma parte del patrón Factory que se genera entre las tres clases.  
 
Tiene una relación 1-* con Escenario y otra relación 1-* con Enemigo.  
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5.5.3. Atributos 
 
En esta clase se guardan como atributos únicamente las constantes estáticas de tipo 
de Enemigo. 
 
 Constantes de tipo de enemigo: Estos atributos definidos como constantes 
estáticos de tipo String indican el tipo de enemigo del objeto Enemigo que se 
va a crear. Dependiendo del tipo de enemigo elegido la clase que se generará 
será una u otra. Estos son los tipos posibles de Enemigo ya definidos como 
constantes en la librería:  
 
 CHOCAPAREDES: Su comportamiento es el de caminar de un 
lado a otro chocando con los elementos de escenario que se 
encuentre a su paso. Puede caer de una plataforma o fuera del 
propio escenario. 
 
 FIJOELEMENTO: Su comportamiento es el de caminar de un lado 
a otro, pudiendo chocar con elementos, pero sin caer jamás de la 
plataforma allá donde esté. 
 
 PERSIGUE: Comprueba dónde está el personaje principal y si 
está a una distancia cercana lo persigue a más velocidad. Si no ve 
al personaje se comporta como un CHOCAPAREDES. 
 
 PERSIGUEFIJO: Comprueba dónde está el personaje principal y 
si está a una distancia cercana lo persigue a más velocidad. Si no 
ve al personaje se comporta como un FIJOELEMENTO. 
 
 SALTARIN: Va saltando de un lado al otro del escenario hasta 
que choca con alguna pared y da la vuelta. Puede caer fuera del 
escenario. 
 
 QUIETO: Se queda quieto allá donde esté. 
 
 
5.5.4. Funciones 
 
Esta clase tiene únicamente una función que es la que se encarga de crear el 
Enemigo y devolverlo a la clase que la llame.  
 
 crearEnemigo: No se ponen todos los parámetros al lado de la cabecera por 
cuestiones de legibilidad. Los parámetros que recibe esta función son todos 
los que puede recibir cualquiera de las subclases de Enemigo que 
implementan cada uno de los tipos. No tienen por qué ser las mismas. Así que 
el total de parámetros son: imagen, id, tipo, velocidad, salto, distanciaJug, 
dispara, gravedad, estadoInicial, damage e indestructible. La función elige qué 
tipo de Enemigo crear según el tipo pasado por parámetros y crea el Enemigo 
con los atributos que correspondan a esa clase.  
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 crearElementoAmpliacion: Función gancho para permitir futuras 
ampliaciones de enemigos.  
 
 
5.6. La clase Enemigo 
 
5.6.1. Descripción y objetivo de la clase 
 
La clase Enemigo implementa las características básicas de un elemento del juego 
capaz de hacer daño al personaje principal (Jugador).  
 
 
 
Fig. 5.10. Clase Enemigo 
 
La clase Enemigo implementa el patrón plantilla. Da una base para encapsular la parte 
básica de los enemigos, y a su vez crea un esquema para el comportamiento concreto 
de los enemigos que deberá ser implementado en las respectivas subclases. 
 
Enemigo no es instanciable directamente ya que está considerada una clase 
abstracta. Tiene las mismas restricciones en la constructora como en la de Bicho, que 
se explica en el apartado 5.1.  
 
Los objetos de la clase Enemigo tienden a hacer daño al Jugador. Ya sea 
disparándole o simplemente al tocarlo. Son dañinos siempre que el Jugador colisione 
con ellos por los lados o por abajo, y son dañinos por todos lados si el Enemigo está 
considerado indestructible (apartado 5.6.3). 
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5.6.2. Relaciones 
 
La clase Enemigo está relacionada directamente con PersonajeJuego, de la cual es 
subclase y hereda todas sus funciones y atributos.  
 
Además, la clase Enemigo tiene una relación *-1 con Escenario, de manera que un 
Enemigo está relacionado con un solo escenario; y a su vez un Escenario puede tener 
muchos objetos de la clase Enemigo, como se explica en el apartado 5.4.2. 
 
La clase Enemigo hace uso de la instancia única de la clase IntColisiones para el 
cálculo de colisiones con elementos del escenario.  
 
 
5.6.3. Atributos 
 
En este apartado se explica cada uno de los atributos de la clase Enemigo, su 
justificación y para qué sirve cada uno. Todos los atributos de Enemigo están definidos 
como protected. Es decir, no son visibles desde fuera, pero sí podrían serlo por sus 
subclases si las hubiese en una ampliación. 
 
 indestructible: Este atributo definido como booleano indica si el objeto 
Enemigo puede ser eliminado directamente por el Jugador o no. Esto quiere 
decir que si este booleano tiene el valor “cierto” el personaje principal definido 
por Jugador no puede eliminar al enemigo saltando en él. Cualquier colisión 
con el Enemigo significa la pérdida de energía del personaje principal. En 
caso de tener arma el Jugador, sí puede eliminar a este enemigo, pero solo 
disparando. Si este booleano toma como valor falso, el personaje principal 
puede eliminar al enemigo o bien saltando encima; o bien disparándole. 
 
 damage: Este atributo definido como un entero marca el número de puntos de 
energía que quitará el Enemigo al Jugador en caso de colisionar con él por 
alguno de los lados excepto por arriba, y por todos los lados en caso de que el 
valor del atributo indestructible sea cierto. 
 
 movDer: Atributo de uso interno para el movimiento del Enemigo. Si está a 
cierto el enemigo va hacia la derecha, si falso va hacia la izquierda. Se utiliza 
en las funciones de la lógica de chocaParedes, fijoElemento y perseguidor; 
para saber cuando ha de ir hacia un lado o el otro.  
 
 tiempo y timer: Estos dos atributos son de uso interno. Sirven para calcular el 
tiempo necesario entre disparo y disparo para que un enemigo, si puede 
disparar, no lo haga continuamente, sino a ráfagas. Por defecto espera 300 
tics de reloj antes de disparar de un disparo a otro. 
 
 imagenMisil, misilWidth, misilHeight, misilOffX, misilOffY: En Enemigo se 
guarda la información de la imagen de misil y su tamaño para cuando se lance 
poder dibujarlo. El significado de estos atributos se explican en la función de 
dibujar de Bicho (apartado 5.1.4).  
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5.6.4. Funciones 
 
En este apartado se entra en detalle del funcionamiento de las funciones de Enemigo 
y cuáles son sus objetivos. La mayoría de las funciones están definidas como públicas 
para que puedan ser usadas desde fuera. En caso contrario se especifica en la 
explicación. Las funciones son estas: 
 
 Enemigo(self:Enemigo): Constructora que simula el comportamiento de 
clase abstracta ya que en AS3 no se pueden definir constructoras privadas. 
Sólo permite crear instancias si se llama desde una subclase.   
 
 dibujarPrototipo(): Función abstracta a implementar en las subclases, se 
encarga de dibujar un prototipo básico de Enemigo. 
 
 logicaIA(elementos:Array, objetivo:Jugador): Función abstracta que se 
encarga de la lógica específica de cada tipo de Enemigo, que ha de ser 
implementada en las subclases. 
 
 logicaEnemigo(elementos:Array, objetivo:Jugador): Función que engloba 
toda la lógica de todos los tipos de Enemigo y funciona como método plantilla. 
Se encarga de llamar a la lógica básica definida en PersonajeJuego (apartado 
5.2.4) y también a la lógica de disparos del propio Enemigo en caso de poder 
disparar. Seguidamente llama a la lógicaIA que implementan los respectivos 
enemigos en las subclases para decidir qué comportamiento realizar. También 
se encarga de llamar a la función de animar de Bicho. Se le pasa por 
parámetros los elementos de escenario para comprobar colisiones con 
paredes; y también el personaje principal (Jugador) para poder detectarlo; 
bien para los disparos, bien para perseguirlo.  
 
 logicaDisparo(objetivo:Jugador): Función que se encarga de decidir cuando 
un Enemigo puede disparar y cuando no. Se basa en la posición del Jugador. 
Si el Enemigo “ve” al Jugador, es decir, si el estado de enemigo está mirando 
hacia un sentido donde en la línea recta se encuentra el Jugador, entonces 
dispara. Y entre disparo y disparo hay un tiempo prudencial de 300 tics del 
reloj timer. Para calcularlo se usan los atributos timer y tiempo.  
 
 logicaChocaParedes(elementos:Array): Esta función tiene como objetivo 
calcular la inteligencia artificial de los tipos de Enemigo chocaParedes. Lo 
único que calcula es si colisiona con una pared o no, usando la interfaz de 
colisiones. En caso de topar con una pared, el enemigo vuelve sobre sus 
pasos hasta que topa con otra y se vuelve a dar la vuelta. Si este enemigo 
llega al final de una plataforma cae. Si sale fuera de los límites vuelve a 
aparecer en la posición inicial. Se pasa como parámetros los elementos para 
comprobar si colisiona con elementos de escenario. Está definida en esta 
clase porque varios subtipos la usan y es un comportamiento típico de un 
Enemigo. 
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 logicaFijoElemento(elementos:Array): Esta función tiene el propósito de 
calcular la inteligencia artifical del tipo de Enemigo fijoElemento. El Enemigo 
queda fijo en una plataforma, la primera que pise. La función se encarga de 
calcular cuando un Enemigo de este tipo ha llegado al final de una plataforma, 
en caso de llegar al final se da la vuelta sobre sus pasos. No permite que el 
Enemigo llegue a caer fuera del escenario. Se pasan como parámetro los 
elementos para comprobar las colisiones con las plataformas y saber donde 
está pisando. Está definida en esta clase porque varios subtipos la usan y es 
un comportamiento típico de un Enemigo. 
 
 logicaMisiles(): Esta función se encarga de recorrer el Array de misiles 
definido en PersonajeJuego (apartado 5.2.2) y llamar a la lógica de cada misil 
para que se muevan por la pantalla una vez disparados.  
 
 borrarMisiles(): Esta función permite borrar todos los misiles lanzados por un 
Enemigo. Se suele llamar cuando un enemigo es eliminado de la pantalla y 
sus misiles siguen en escena. Para evitar problemas, cuando un enemigo es 
eliminado, se llama a esta función y todos desaparecen. 
 
 addImagenMisil(): Por motivos de legibilidad de la memoria no se ponen los 
parámetros, que son estos: imagenMisil, spriteWidth, spriteHeight, 
spriteOffsetX, spriteOffsetY. Esta función sirve para guardar la información 
gráfica de los misiles que vaya a disparar el Enemigo. Se guardan en los 
atributos de imagen de misil que se explican en el apartado 5.6.3. Son los 
parámetros que sirven para dibujar un Bicho usando la función dibujar de la 
clase mencionada. Esta función es necesaria porque ni la creación de objetos 
Enemigo, en la carga de XML, ni la propia constructora de la clase está 
preparada para recibir información sobre los misiles. De esta manera se 
separa una información de la otra para evitar sobrecargar la constructora y 
hacer más sencilla la creación de enemigos. En caso de no añadir imagen al 
misil de Enemigo, la propia librería tiene un prototipo de dibujo. 
 
 setTamanyMisil(width:int, height:int): Función que sirve para modificar el 
tamaño de los misiles que lanza el objeto Enemigo dependiendo de los 
parámetros que se le introducen.  
 
 autoborrarse(): Función que permite que un objeto Enemigo sea capaz de 
borrarse de la escena mediante el uso de la función removeChild de stage.  
 
 
5.6.5. Subclases de tipo de Enemigo 
 
En esta librería se implementan muchas funcionalidades de lo que debería tener un 
juego de plataformas. Para la clase Enemigo ya hay implementados seis tipos de 
enemigos cada uno con su clase. Todos heredan de Enemigo y lo único que hacen es 
implementar su lógicaIA propia y su dibujarPrototipo así como su constructora.  
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Las subclases implementadas de Enemigo son las siguientes. Todas heredan todos 
los atributos de Enemigo sin añadir ninguno excepto dos, que están especificados en 
la enumeración siguiente: 
 
 EnChocaParedes 
 
 EnFijoElem 
 
 EnPersigue:  
 
 distanciaJugX: Este atributo definido como Number marca la 
distancia o rango de visión en el eje X de un Enemigo. Se mide en 
píxels. Solo se usa en la lógica del enemigo perseguidor. Mientras 
más alto sea este número, a más distancia en X será capaz un 
enemigo de detectar que el personaje principal está ahí. 
 
 distanciaJugY: Este atributo definido como Number marca la 
distancia o rango de visión en el eje Y de un Enemigo. Medido en 
píxels. Solo se usa en la lógica del enemigo perseguidor. Mientras 
más alto sea este número, a más distancia en Y será capaz un 
enemigo de detectar al personaje principal. Por defecto vale 64.  
 
 EnPersigueFijo: Implementa los mismos atributos que EnPersigue y sirven 
para lo mismo. 
 
 EnSaltarin 
 
 EnQuieto 
 
La constructora es la misma para todos excepto para EnPersigue y EnPersigueFijo, la 
única diferencia es que en la constructora de estos dos últimos se les pasa también el 
atributo distanciaJug por parámetros, que se encarga de modificar el valor 
distanciaJugX comentado anteriormente. 
 
La constructora funciona así: 
 
 Constructora: Por motivos de legibilidad de la memoria no se ponen los 
parámetros directamente; que son estos: imagen, id, velocidad, salto, 
distanciaJug (solo para EnPersigue y EnPersigueFijo), dispara, gravedad, 
estadoInicial, damage, indestructible. Los parámetros que son atributos de 
Bicho son velocidad, id, imagen, salto, dispara, estadoInicial y gravedad. Los 
demás son los parámetros que se colocarán en los atributos que se han 
definido en el apartado 5.6.3. 
 
Las funciones implementadas en estas subclases son: 
 
 logicaIA(elementos:Array, objetivo:Jugador): Implementa la función 
abstracta de Enemigo. Aplica la lógica asociada a cada tipo de Enemigo. 
Todos han de implementar esta función para que el subtipo de Enemigo haga 
alguna cosa. 
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 dibujarPrototipo(): Dibuja un prototipo de enemigo, de un color distinto según 
el tipo y del mismo tamaño 10x15. 
 
Además, para las subclases EnPersigueFijo y EnPersigue se implementa esta función 
extra:  
 
 setDistanciaJug(disX:int, disY:int): Función que permite modificar la 
distancia  en X e Y que es capaz un Bicho de detectar al personaje principal 
(Jugador).  
 
5.7. La clase CreatorElementoEscenario 
 
5.7.1. Descripción y objetivo de la clase 
 
Esta clase tiene como único objetivo el hacer transparente la creación de objetos de la 
clase ElementoEscenario según el tipo. Evita además el acoplamiento entre la clase 
Escenario y cada una de las subclases que implementan los tipos de 
ElementoEscenario que hay.  
 
 
 
Fig.5.11. La clase CreatorElementoEscenario 
 
Implementa el patrón Factory y es la encargada de recibir la información desde 
Escenario y decidir qué tipo de objeto ElementoEscenario ha de crear.  
 
 
5.7.2. Relaciones 
 
La clase CreatorElementoEscenario tiene una relación directa con Escenario y con 
ElementoEscenario. Forma parte del patrón Factory que se genera entre las tres 
clases.  
 
Tiene una relación 1-* con Escenario y otra relación 1-* con ElementoEscenario.  
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5.7.3. Atributos 
 
En esta clase se guardan como atributos únicamente las constantes estáticas de tipo 
de Objeto. 
 
 Constantes de tipo de elemento de escenario: Estas constantes de tipo 
estático definidas como String marcan el tipo de ElementoEscenario. En la 
librería ya están implementados estos tipos: 
 
 TIPICO: Define una plataforma considerada típica de un juego de 
este tipo. Es decir, si el personaje principal salta por debajo de 
una de estas plataformas puede subir sin chocar con el suelo del 
elemento. 
 
 CHOCABLEABAJO: Define una plataforma de un juego de este 
tipo, pero que no puede ser traspasada saltando desde abajo. 
Para poder subir encima de la plataforma desde abajo, el 
personaje principal ha de rodearla y llegar por uno de los lados. 
 
 SUELO: Este tipo está definido para diferenciar el suelo de una 
plataforma, a efectos prácticos funciona igual que una plataforma 
típica, pero este elemento se ha de poner abajo del todo de la 
escena.  
 
 PARED: Este tipo de elemento está definido para diferenciar las 
paredes de una plataforma normal, a efectos prácticos 
actualmente no hay diferencia entre una pared y una plataforma 
típica. Está definido para que en futuras ampliaciones se puedan 
diferenciar comportamientos en caso de ser necesario. 
 
 DAMAGE: Este tipo de elemento está definido para marcar que es 
un elemento dañino y que ha de considerarse aparte. Cuando 
definimos un elemento de este tipo, el atributo hurts ha de valer 
cierto. Si el Jugador colisiona con un elemento de este tipo, 
perderá energía. 
 
 ESCALERA: Este tipo de elemento define un elemento que un 
Bicho puede “escalar”. Con un elemento de este tipo, si el Bicho 
colisiona con él, puede subir y bajar por el escenario sin 
necesidad de saltar.  
 
 BUMPER: Este tipo de elemento permite que si un Bicho colisiona 
con él por la parte de arriba, salte el doble de lo normal 
automáticamente. 
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5.7.4. Funciones 
 
Esta clase tiene únicamente una función que es la que se encarga de crear el 
ElementoEscenario y devolverlo a la clase que la llame.  
 
 crearElementoEscenario: No se ponen todos los parámetros al lado de la 
cabecera por cuestiones de legibilidad. Los parámetros que recibe esta 
función son todos los que puede recibir cualquiera de las subclases de 
ElementoEscenario que implementan cada uno de los tipos. No tienen por qué 
ser las mismas. Así que el total de parámetros son: imagen, id, tipo, hurts, 
movil, tipoMovimiento, numPasos, velocidad y damage. La función elige qué 
tipo de ElementoEscenario crear según el tipo pasado por parámetros y crea 
el ElementoEscenario concreto con los atributos que correspondan a esa 
clase.  
 
 crearElementoAmpliacion: Función gancho para permitir futuras 
ampliaciones de elementos de escenario.  
 
 
5.8. La clase ElementoEscenario 
 
5.8.1. Descripción y objetivo de la clase 
 
La clase ElementoEscenario es la clase que engloba los tipos de elementos fijos que 
consideramos “plataformas”, o bien elementos dañinos de todo tipo. Esta clase tiene 
una serie de propiedades que permite crear la mayoría de plataformas típicas de un 
juego de este tipo.  
 
Los ElementoEscenario jamás desaparecen de la escena, son fijos y no aportan al 
personaje puntos ni mejoras. Aportan puntos de apoyo, obstáculos, funcionalidades 
extra y en un caso concreto, daños al personaje principal.  
 
 
 
Fig. 5.12. Clase ElementoEscenario 
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La clase ElementoEscenario implementa el patrón plantilla. Da una base para 
encapsular la parte básica de los elementos de escenario, y a su vez crea un esquema 
para sus comportamientos que debe ser implementado en las respectivas subclases. 
 
ElementoEscenario no es instanciable directamente ya que está considerada una 
clase abstracta. Tiene las mismas restricciones en la constructora como en la de 
Bicho, que se explica en el apartado 5.1.  
 
Cada tipo de ElementoEscenario implementa en sus subclases un comportamiento 
diferente respecto al mundo del juego.  
 
 
5.8.2. Relaciones 
 
La clase ElementoEscenario está relacionada directamente con Bicho de la cual es 
subclase. Hereda sus atributos y funciones.  
 
Por otro lado, como se puede ver en el apartado 5.4.2, ElementoEscenario está 
relacionado con Escenario y con CreatorElementoEscenario con dos relaciones *-1. La 
primera relación se llama elemsFijos y la segunda elemsHurt y están implementadas 
en la clase Escenario. Una para guardar todos los elementos de escenarios que no 
sean dañinos y la otra para los que sí lo sean. 
 
A pesar de todo, esta clase está fuertemente acoplada con los demás objetos de la 
clase Bicho a excepción de los objetos de la clase Objeto. Son necesarios para saber 
en qué posiciones están para saber si colisionan o no con el elemento de escenario. 
 
 
5.8.3. Atributos 
 
En este apartado se explica cada uno de los atributos de la clase ElementoEscenario, 
su justificación y para qué sirve cada uno. Todos los atributos de ElementoEscenario 
están definidos como protected. Es decir, no son visibles desde fuera, pero sí podrían 
serlo por sus subclases si las hubiese en una ampliación. 
 
 hurts: Este atributo definido como booleano indica si un ElementoEscenario 
hace daño al personaje principal o no. Si vale cierto hace daño, y si es falso 
no.  
 
 damage: Este atributo definido como entero marca el daño que un 
ElementEscenario puede infligir sobre la energía del personaje principal en 
caso de ser dañino. Este atributo no tiene incidencia si el valor de hurts es 
falso. 
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 movil: Este atributo definido como booleano indica si el ElementoEscenario 
es móvil o no. Si lo es, la lógica se encarga de mirar el tipo de movimiento 
para decidir cómo mover el ElementoEscenario. 
 
 tipoMovimiento: Este atributo definido como entero nos indica qué tipo de 
movimiento puede hacer un elemento, si movil es falso este atributo no tiene 
incidencia. Los tipos de movimiento son estos: 
 
 HORIZ: Es el movimiento por defecto, se mueve en el eje 
horizontal. 
 
 VERT: Se mueve en el eje vertical. 
 
 numPasos: Este atributo definido como entero nos indica el número de pasos 
totales que realizará el ElementoEscenario. Este atributo no tiene incidencia si 
el atributo movil es igual a falso. 
 
 dir: Este atributo definido como entero es de uso interno. Indica la dirección 
del elemento en caso de ser móvil. Valdrá 1 o -1. Si vale -1 y está moviéndose 
en X irá hacia la izquierda, si es en Y hacia arriba. En caso de ser 1 se 
moverá en X hacia la derecha y en Y hacia abajo. 
 
 pasos: Este atributo definido como entero es de uso interno. Lleva la cuenta 
de los pasos que ha hecho el ElementoEscenario en una dirección para 
comprobar si ha llegado al numPasos total. 
 
 choca: Este atributo booleano indica si el ElementoEscenario es chocable o 
no. Es decir, si permite que un Bicho que tope con él lo traspase o no. Por 
defecto este booleano vale “cierto” para todos los elementos. En la subclase 
que implementa el elemento de tipo escalera se pone a falso, para que el 
jugador no choque con el elemento. Puede servir para crear zonas ocultas del 
escenario si se pone este atributo a falso a otro elemento que no sea la 
escalera. 
 
 
5.8.4. Funciones 
 
En este apartado se entra en detalle del funcionamiento de las funciones de 
ElementoEscenario y cuáles son sus objetivos. La mayoría de las funciones están 
definidas como públicas para que puedan ser usadas desde fuera. En caso contrario 
se especifica en la explicación. Las funciones son estas: 
 
 ElementoEscenario(self:ElementoEscenario): Constructora que simula el 
comportamiento de clase abstracta ya que en AS3 no se pueden definir 
constructoras privadas. Sólo permite crear instancias si se llama desde una 
subclase.   
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 dibujarPrototipo(width:int,height:int): Función abstracta a implementar en 
las subclases, se encarga de dibujar un prototipo básico de 
ElementoEscenario. 
 
 
 logica (personaje:Jugador, elemsHurt:Array, enemigos:Array): Función 
que implementa el método plantilla. Comprueba si el elemento es móvil y 
llama a la función que implementa la lógica del movimiento de los elementos. 
Y además llama a la función abstracta logicaElemento que actualmente no 
implementa ninguna subclase. 
 
 logicaMovil(personaje:Jugador, elemsHurt:Array, enemigos:Array): Esta 
función se encarga de la lógica de los elementos cuando son móviles. En este 
caso se mueven en la dirección indicada por el atributo tipoMovimiento. 
También se encarga de comprobar si colisiona con algún enemigo, elemento 
dañino o personaje, para que éstos se muevan con el elemento allá donde 
vaya a la misma velocidad.  
 
 logicaElemento(personaje:Jugador, elemsHurt:Array, enemigos:Array): 
Función abstracta que han de implementar las subclases. Actualmente 
ninguna subclase hace uso de ella pero está definida para permitir futuras 
ampliaciones. 
 
 
5.8.5. Subclases de tipo de ElementoEscenario 
 
En esta librería se implementan muchas funcionalidades de lo que debería tener un 
juego de plataformas. Para la clase ElementoEscenario ya hay implementados siete 
tipos de elementos de escenario cada uno con su clase. Todos heredan de 
ElementoEscenario y lo único que hacen es implementar su dibujarPrototipo así como 
su constructora, podrían implementar una lógica aparte propia, pero en los elementos 
implementados en esta librería no es necesario. Sí podrían en una posible ampliación.  
 
Las subclases implementadas de ElementoEscenario son las siguientes, todas 
heredan todos los atributos de ElementoEscenario sin añadir ninguno. 
 
 ElemTipico 
 ElemChocaAbajo 
 ElemPared  
 ElemSuelo 
 ElemDamage 
 ElemEscalera 
 ElemBumper 
 
La constructora es la misma para todos y hacen exactamente lo mismo, a diferencia 
del ElemEscalera donde dentro de la constructora se pone el atributo choca definido 
en ElementoEscenario a falso, ya que no se puede chocar un Bicho con una escalera 
como si fuese una pared. 
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La constructora funciona así: 
 
 Constructora de las clases: Por motivos de legibilidad no están puestos los 
parámetros que se le pasan, que son estos: imagen, id, hurts, movil, 
tipoMovimiento, numPasos, velocidad y damage. Los parámetros imagen, id y 
velocidad son los que se pueden ver en Bicho (apartado 5.1.3) y los demás 
parámetros son los que equivalen a los que se comentan en el apartado 5.8.3. 
Además, la constructora se encarga de poner el estado de ElementoEscenario 
a IDLE, que es su estado por defecto. Para acabar inicializa los atributos 
internos de movimiento en caso de ser móvil. 
  
La única función implementada en la subclase es: 
 
 dibujarPrototipo(anchura:Number, altura:Number): Dibuja un prototipo de 
elemento de escenario que será de un color y forma distinta según el tipo de 
subclase al que se esté llamando. 
 
 
5.9. La clase CreatorObjetos 
 
5.9.1. Descripción y objetivo de la clase 
 
Esta clase tiene como único objetivo el hacer transparente la creación de objetos de la 
clase Objeto según el tipo. Evita además el acoplamiento entre la clase Escenario y 
cada una de las subclases que implementan los tipos de Objeto que hay.  
 
 
 
Fig.5.13. La clase CreatorObjetos 
 
Implementa el patrón Factory. Es la encargada de recibir la información desde 
Escenario y decidir qué tipo de objeto Objeto ha de crear.  
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5.9.2. Relaciones 
 
La clase CreatorObjetos tiene una relación directa con Escenario y con Objeto. Forma 
parte del patrón Factory que se genera entre las tres clases.  
 
Tiene una relación 1-* con Escenario y otra relación 1-* con Objeto.  
 
 
5.9.3. Atributos 
 
En esta clase se guardan como atributos únicamente las constantes estáticas de tipo 
de Objeto. 
 
 Constantes de tipo de objeto: Estas constantes de tipo estático definidas 
como String marcan el tipo de Objeto. En la librería ya están implementados 
estos tipos: 
 
 PREMIO: Aumenta los puntos del personaje principal (Jugador) el 
número indicado en el atributo puntos de Objeto.  
 
 VIDAEXTRA: Aumenta en uno el número de vidas del personaje 
principal (Jugador). 
 
 INVENCIBLE: Pone el atributo invencible del personaje principal 
(Jugador) a cierto con lo que éste se vuelve intocable por los 
enemigos y elementos dañinos por cinco segundos. 
 
 ENERGY: Aumenta el atributo energía del personaje principal 
(Jugador) en número indicado por el atributo puntos de Objeto. 
 
 ARMA: Pone el atributo de arma del personaje principal (Jugador) 
a cierto y permite a éste disparar misiles a partir de ese momento. 
 
 
5.9.4. Funciones 
 
Esta clase tiene únicamente una función que es la que se encarga de crear el Objeto y 
devolverlo a la clase que la llame.  
 
 crearObjeto(imagen:Bitmap,id:int, tipo:String, puntos:int): Los parámetros 
que recibe esta función son todos los que puede recibir cualquiera de las 
subclases de Objeto que implementan cada uno de los tipos. El tipo no se 
pasa a las constructoras ya que no se guarda, cada clase que se crea es un 
tipo definido por sí misma. La función elige qué tipo de Objeto crear según el 
tipo pasado por parámetros y crea el Objeto concreto con los atributos que 
correspondan a esa clase.  
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 crearElementoAmpliacion: Función gancho para permitir futuras 
ampliaciones de objetos.  
 
 
5.10. La clase Objeto 
 
5.10.1. Descripción y objetivo de la clase 
 
La clase Objeto es la clase que engloba los objetos de escenario que el personaje 
principal puede recoger y que le aportan algún tipo de mejora. Es lo que se suele 
llamar en videojuegos power-up.  
 
Esta clase únicamente define unos tipos de objetos a recoger por defecto y una lógica 
a realizar en caso de ser colectados por el personaje. Así pues la clase Objeto se 
dedica a comprobar si el propio objeto ha sido recogido por el personaje y de ahí 
realiza la acción correspondiente. 
 
 
 
Fig.5.14. Clase Objeto 
 
La clase Objeto implementa el patrón plantilla. Da una base para encapsular la parte 
básica de los objetos del juego, y a su vez crea un esquema para el comportamiento 
de los objetos que deberá ser implementado en las respectivas subclases. 
 
Objeto no es instanciable directamente ya que está considerada una clase abstracta. 
Tiene las mismas restricciones en la constructora que las de Bicho, que se explica en 
el apartado 5.1.  
 
Cada tipo de ElementoEscenario implementa en sus subclases un comportamiento 
diferente respecto al mundo del juego. Las clases que definen tipos de objeto por 
defecto proporcionan premio, vida extra, energía extra, arma e invencibilidad. 
 
 
5.10.2. Relaciones 
 
La clase Objeto está relacionada directamente con Bicho de la cual es subclase. 
Hereda todos los atributos y funciones de ésta.  
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Además, está relacionada directamente con Escenario, como se puede ver en el 
apartado 5.4.2 con una relación *-1 que está implementada en la clase Escenario 
como un Array. Aunque realmente la relación es *-1 con el CreatorObjetos que a su 
vez está relacionado con Escenario.  
 
Aparte, Objeto está acoplada con Jugador en el sentido de que en su lógica es 
necesario pasarle por parámetros el objeto Jugador para comprobar si colisiona Objeto 
con él o no.  
 
 
5.10.3. Atributos 
 
En este apartado se explica cada uno de los atributos de la clase Objeto, su 
justificación y para qué sirve cada uno. La clase Objeto únicamente tiene un atributo 
que está definido como protected.  
 
 puntos: Este atributo definido como entero indica los puntos que da un Objeto 
al recogerlo. En caso de ser un objeto de tipo ENERGY los puntos equivalen a 
la energía que da al personaje principal. 
 
 
5.10.4. Funciones 
 
En este apartado se entra en detalle del funcionamiento de las funciones de Objeto y 
cuáles son sus objetivos. La mayoría de las funciones están definidas como públicas 
para que puedan ser usadas desde fuera. En caso contrario se especifica en la 
explicación. Las funciones son estas: 
 
 Objeto(self:Objeto): Constructora que simula el comportamiento de clase 
abstracta ya que en AS3 no se pueden definir constructoras privadas. Sólo 
permite crear instancias si se llama desde una subclase.   
 
 dibujarPrototipo(): Función abstracta a implementar en las subclases, se 
encarga de dibujar un prototipo básico de Objeto.  
 
 logica (personaje:Jugador): Comprueba si colisiona un objeto con el 
personaje pasado por parámetros y devuelve un booleano que es cierto en 
caso de haber colisionado con un objeto para que desde el llamador se pueda 
eliminar al objeto de la escena. En caso de haber colisionado, llama también a 
la función específica logicaObjeto que está implementada en las subclases de 
Objeto. A esta función se la suele llamar desde la clase Escenario, en la lógica 
de objetos (apartado 5.4.4). Es la que implementa el método plantilla. 
 
 logicaObjeto(personaje:Jugador): Función abstracta a implementar en las 
subclases que se encarga de la lógica concreta de cada subtipo de Objeto. 
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5.10.5. Subclases de tipo de Objeto 
 
En esta librería se implementan muchas funcionalidades de lo que debería tener un 
juego de plataformas. Para la clase Objeto ya hay implementados cinco tipos de 
objetos cada uno con su clase. Todos heredan de Objeto y lo único que hacen es 
implementar su dibujarPrototipo, su logicaObjeto propia así como su constructora. 
 
Las subclases implementadas de Objeto son las siguientes, todas heredan todos los 
atributos de Objeto sin añadir ninguno. 
 
 ObjPremio 
 ObjVidaExtra 
 ObjInvencible 
 ObjArma 
 ObjEnergia 
 
La constructora es la misma para todos y hacen exactamente lo mismo para todos. 
 
La constructora funciona así: 
 
 Constructora de las clases: Los parámetros que se les pasa son estos: 
imagen, id y puntos. Los parámetros imagen e id pertenecen a atributos de 
Bicho (apartado 5.1.3). Puntos se refiere al atributo explicado en el apartado 
5.10.3. 
  
Las funciones implementadas en cada subclase son: 
 
 dibujarPrototipo(): Dibuja un prototipo de objeto que será triangular y de un 
color distinto según el tipo de subclase al que se esté llamando. 
 
 logicaObjeto(personaje:Jugador): Realiza las acciones asociadas a cada 
comportamiento de cada tipo de Objeto que hay, se definen sus 
comportamientos en el apartado 5.9 del CreatorObjetos. 
 
 
5.11. La clase Misil 
 
5.11.1. Descripción y objetivo de la clase 
 
La clase Misil es la que se encarga de implementar las partículas y de emitirlas. Sirve 
para que un Bicho pueda lanzar objetos de tipo Misil. Por ejemplo, el disparo del 
Enemigo al Jugador, y viceversa. Una colisión con un Misil provoca la desaparición del 
Bicho que ha sido colisionado. 
 
En la librería la clase Misil permite disparos en línea recta. Tal y como está 
implementada la librería solamente se dispara en los cuatro puntos cardinales, pero la 
clase está preparada para poder disparar también en ocho direcciones.  
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Fig.5.15. Clase Misil 
 
En futuras ampliaciones esta clase podría tener trayectorias curvas y de distintos tipos, 
pero no está implementado en la librería actualmente. 
 
 
5.11.2. Relaciones 
 
La clase Misil es subclase de Bicho, de la cual hereda todos sus atributos y funciones.  
 
Tiene una relación *-1 con PersonajeJuego implementada en PersonajeJuego 
(apartado 5.2.2).  
 
 
5.11.3. Atributos 
 
Los dos atributos de Misil están definidos como protected. Es decir, no son visibles 
desde fuera, pero sí podrían serlo por sus subclases si las hubiese en una ampliación. 
 
 dirX y dirY: Estos dos enteros son los únicos atributos de Misil. Cogen el 
valor 0, 1 o -1 que marca el sentido en el que se moverá el misil en cada 
dirección X o Y.  
 
 
5.11.4. Funciones 
 
En este apartado se entra en detalle del funcionamiento de las funciones de Objeto y 
cuáles son sus objetivos. La mayoría de las funciones están definidas como públicas 
para que puedan ser usadas desde fuera. En caso contrario se especifica en la 
explicación. Las funciones son estas: 
 
 Misil(velocidad:int): Constructora de misil. Se le pasa por parámetros la 
velocidad a la que se moverá el Misil. Los atributos que se inicializan son 
velocidad y defVelocity definidos en Bicho (apartado 5.1.3).  
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 dibujarMisil(anchura:int, altura:int, color:uint): Sirve para dibujar un misil 
de prototipo. En caso de no tener imagen asociada al misil permite dibujarlo 
de manera que se puedan hacer pruebas mientras no hay sprite dibujado. 
 
 lanzar(dirX:int, dirY:int): Función que se encarga de la inicialización de las 
direcciones en las que se moverá el Misil cuando se acceda a la lógica 
moverMisil.  
 
 moverMisil(elementos:Array): Función que se encarga de la lógica del Misil, 
lo mueve en la dirección indicada hasta que se sale de la escena o colisiona 
con uno de los elementos pasados por parámetros, en tal caso desaparece.  
 
 autoBorrarse(): Función que permite a un misil borrarse de la escena. 
 
 
 
5.12. La clase IntColisiones 
 
5.12.1. Descripción y objetivo de la clase 
 
La clase IntColisiones, que es la abreviatura de interfaz de colisiones, ofrece una serie 
de funciones para comprobar colisiones entre los distintos elementos visibles de la 
librería.  
 
Está implementada siguiendo el patrón de diseño Singleton, que se explica en el 
apartado 3.1.1 de este documento. Como se ha visto en el apartado de análisis y 
diseño del capítulo 4 la decisión de implementar esta clase con este patrón es el de 
ahorrar espacio en memoria y tener un punto de acceso global a la gestión de 
colisiones.  
 
 
 
Fig. 5.16. Clase IntColisiones 
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En este apartado se entra en detalle de la implementación de este patrón para la clase 
IntColisiones.  
 
Primero se necesita un atributo _instancia de tipo IntColisiones que será el encargado 
de guardar la instancia única de la clase.  
 
Seguidamente, hace falta que la constructora de la clase pida como parámetro de 
entrada una instancia de una clase privada. De esta manera se evita que puedan 
crearse instancias nuevas de esta clase desde fuera de ella. La clase privada en 
cuestión que se crea en esta clase se llama Singleton. Se implementa al final de la 
clase así:  
 
Fig. 5.17. Implementación de la clase privada Singleton 
 
La clase, como se puede observar, está vacía. Simplemente sirve de traba para que 
no se pueda crear una instancia nueva desde fuera. Así pues, la constructora de 
IntColisiones queda de esta manera:  
 
 
Fig.5.18. Constructora de la clase IntColisiones 
 
Ahora queda la parte final de la implementación de la clase Singleton: la función de 
getInstancia. Esta función será la que se llama desde todas las clases que quieran 
hacer uso de las funciones de IntColisiones. Se implementa de esta manera: 
 
public class IntColisiones { 
 var _instancia:IntColisiones; 
//todas las funciones 
  
 … 
} 
class Singleton { 
 //clase privada vacía 
} 
public function 
IntColisiones(s:Singleton):void { 
 //vacío 
} 
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Fig. 5.19. Implementación de la función getInstancia 
Que devuelve una instancia única de IntColisiones 
 
A partir de aquí ya se obtiene la estructura de una clase con el patrón Singleton 
implementado y se pueden ir añadiendo las funciones que se precisen para las 
necesidades de la clase.  
 
 
5.12.2. Relaciones 
 
La clase IntColisiones está acoplada con las clases auxiliares Colision y ColisionMutua 
(apartado 5.13 y 5.14) que las usa como estructura de datos útiles para enviar 
información sobre las colisiones acaecidas a las clases que usen IntColisiones. 
 
Además, está acoplada con Jugador, Misil, Bicho, Objeto y ElementoEscenario; ya que 
en algunas de las funciones se necesitan comprobar atributos de estas clases para 
saber si colisionan o no unas con las otras.  
 
 
5.12.3. Atributos 
 
La clase IntColisiones sólo tiene un atributo que es la instancia única de IntColisiones. 
Se explica en el apartado 5.12.1.  
 
 
5.12.4. Funciones 
 
En este apartado se entra en detalle del funcionamiento de las funciones de 
IntColisiones y cuáles son sus objetivos. La mayoría de las funciones están definidas 
como públicas para que puedan ser usadas desde fuera. En caso contrario se 
especifica en la explicación.  
 
public static function 
getInstancia():IntColisiones 
{ 
if (_instancia == null) { 
 
IntColisiones._instancia  =  
new  IntColisiones(new 
Singleton); 
  
 } 
  
 return _instancia; 
} 
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La parte de creación y obtención de la instancia única queda explicado en el apartado 
5.12.1, en este apartado se explican las funciones que calculan las colisiones 
concretamente. Las funciones son estas: 
 
 colisionaSuelo(objetivo:Bicho, elementos:Array): Función que comprueba 
si el objetivo pasado por parámetros colisiona con la parte de arriba de alguno 
de los elementos del Array pasado por parámetros. Si es así devuelve la 
información correspondiente de la clase Colision. 
 
 colisionaSueloConcreto(objetivo:Bicho, elemento:ElementoEscenario): 
Función que devuelve cierto si el objetivo pasado por parámetros está 
colisionando por la parte de arriba del elemento pasado por parámetros. 
 
 colisionaTecho(objetivo:Bicho,elementos:Array): Función que comprueba 
si el objetivo pasado por parámetros colisiona con la parte de debajo de 
alguno de los elementos del Array pasado por parámetros siempre y cuando 
el elemento pertenezca a la clase ElemChocableAbajo (ver apartado 5.8.5). Si 
es así, devuelve la información correspondiente de la clase Colision. 
 
 colisionaParedes(objetivo:Bicho, elementos:Array): Función que 
comprueba si el objetivo pasado por parámetros colisiona por alguno de los 
lados de alguno de los elementos del Array pasado por parámetros. Si es así, 
devuelve la información correspondiente de la clase Colision. 
 
 colisionaEnemigos(objetivo:Bicho,enemigos:Array): Función que 
comprueba si el objetivo pasado por parámetros colisiona por algún lado con 
alguno de los enemigos del Array pasado por parámetros. Si es así, devuelve 
la información correspondiente de la clase Colision. 
 
 colision(objetivo:Bicho, elemento:Bicho): Función que comprueba si un 
Bicho colisiona con otro Bicho por alguno de los lados. En caso de ser así 
devuelve cierto, sino falso. 
 
 colisionaMisilesBichos(misiles:Array, bichos:Array): Función que 
comprueba si alguno de los misiles colisiona con alguno de los bichos 
pasados por parámetros. Útil para saber si un misil colisiona con un enemigo. 
En caso de colisionar se devuelve la información correspondiente de la clase 
ColisionMutua.  
 
 colisionaMisilElemento(misil:Misil, elementos:Array): Función que 
comprueba si un misil concreto colisiona con alguno de los elementos 
pasados por parámetros. Útil para saber si un misil choca con alguna 
plataforma o pared. Devuelve cierto si ha colisionado, falso sino. 
 
 colisionaPersonajeObjeto(player:Jugador, objeto:Objeto): Función que 
devuelve cierto si el Jugador pasado por parámetros colisiona con un Objeto 
pasado por parámetros. En caso contrario devuelve falso. 
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 colisionaMisilPersonaje(player:Jugador, misiles:Array): Función que 
comprueba si uno de los misiles pasados por parámetros colisiona con el 
personaje principal Jugador, pasado por parámetros. En caso de ser así 
devuelve cierto, sino falso. 
 
 
5.13. La clase Colision  
 
5.13.1. Descripción y objetivo de la clase 
 
Esta es una clase auxiliar que sirve a la clase IntColisiones y a las que la llaman para 
dar información sobre las colisiones.  
 
 
 
Fig.5.20. Clase auxiliar Colision 
 
En el apartado 5.13.3, dedicado a los atributos de esta clase se puede ver para qué 
sirve cada uno de los atributos definidos en esta clase. Esta clase siempre va referida 
a un elemento que ha recibido una colisión y pertenece a algún Array de objetos 
Bicho. Es decir: o bien pertenece a un array de ElementosEscenario o de Enemigo, o 
de Objeto, o de Misil. 
 
 
5.13.2. Relaciones 
 
Está acoplada con la clase IntColisiones y también con todas las clases que llaman en 
algún momento a esta clase. Es decir, todas las que heredan de Bicho, Bicho incluida. 
 
 
5.13.3. Atributos 
 
En este apartado se explica cada uno de los atributos de la clase, su justificación y 
para qué sirve cada uno. Todos los atributos de Colision están definidos como 
públicos. Es una clase auxiliar que permite el acceso a sus propiedades. 
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 colIzq, colDer, colArr, colAbaj: Estos cuatro atributos están definidos como 
booleanos, si alguno de ellos está a cierto significa que han colisionado al 
Bicho de la posición “posición” por el lado que indica la abreviatura de su 
nombre: izquierda, derecha, arriba y abajo respectivamente. 
 
 posición: Este atributo es un entero que define qué posición exacta del Bicho 
que ha recibido la colisión en el Array que lo contiene.  
 
 
5.13.4. Funciones 
 
Esta clase no tiene funciones definidas. 
 
 
5.14. La clase ColisionMutua 
 
5.14.1. Descripción y objetivo de la clase 
 
Esta es una clase auxiliar que sirve a la clase IntColisiones y a las que la llaman para 
dar información sobre las colisiones.  
 
 
 
Fig.5.21. Clase auxiliar ColisionMutua 
 
En el apartado 5.14.3, dedicado a los atributos de esta clase se puede ver para qué 
sirve cada uno de los atributos definidos en esta clase. Esta clase siempre se refiere a 
dos Bichos que han recibido una colisión entre ellos y pertenecen a un Array de 
objetos Bicho. Actualmente solo se usa para colisiones entre objetos Misil y objetos 
Enemigo. 
 
 
5.14.2. Relaciones 
 
Tiene relación directa con la clase IntColisiones y está acoplada únicamente con 
Jugador, que es la única que la necesita.  
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5.14.3. Atributos 
 
En este apartado se explica cada uno de los atributos de la clase, su justificación y 
para qué sirve cada uno. Todos los atributos de ColisionMutua están definidos como 
públicos. Es una clase auxiliar que permite el acceso a sus propiedades. 
 
 posicion1: Atributo definido como entero que marca la posición del primer 
Bicho colisionado en el Array que lo contiene. 
 
 posicion2: Atributo definido como entero que marca la posición del segundo 
Bicho colisionado en el Array que lo contiene. 
 
 
5.14.4. Funciones 
 
Esta clase no tiene funciones definidas. 
 
 
5.15. La clase Data 
 
5.15.1. Descripción y objetivo de la clase 
 
La clase Data es la clase que se encarga de acceder a la información externa de la 
librería: básicamente imágenes y archivos xml. También puede usarse en un futuro 
para cargar otro tipo de archivos como sonidos y músicas.  
 
Hereda de la clase principal de la librería BulkLoader. Sólo implementa la constructora 
que llama a la constructora superior. Hereda todo lo demás. Lleva implementadas 
constantes de identificadores de archivo para que se puedan acceder desde el main.  
 
 
 
Fig.5.22. Clase Data 
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5.15.2. Relaciones 
 
La clase Data está relacionada directamente con la clase Escenario, que guarda una 
referencia para acceder a la información externa que mantenga el objeto Data 
guardado. La relación es 1-*, hay un objeto Data que puede estar asociado a varios 
objetos Escenario.  
 
 
5.15.3. La librería BulkLoader 
 
Esta clase no implementa ninguna función ni atributo. Sirve de enlace dentro de la 
librería con la clase BulkLoader y como utilidad para guardar constantes de datos. 
Esta librería se explica en el apartado 2.2 de este documento.  
 
 
5.16. La clase KeyboardHandler 
 
5.16.1. Descripción y objetivo de la clase 
 
La clase KeyboardHandler es la encargada de recoger los eventos de teclado y 
guardar la información de las teclas pulsadas en su interior. Está basado en la gestión 
de teclado del motor Flixel para juegos Flash. 
 
La clase permite saber en todo momento del juego qué teclas ha pulsado el usuario 
final, cuales ha soltado y además también guarda cuáles ha soltado y pulsado justo en 
el último instante. 
 
 
 
Fig.5.23. Clase KeyBoardHandler 
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Esta clase sólo se usa desde el Main que el usuario de la librería cree para desarrollar 
su juego. Debe asignársele los listeners correspondientes de Flash para que usen 
handleKeyDown y handleKeyUp de esta clase. De esta manera cuando haya eventos 
de teclado de pulsar y soltar teclas, los recogerán estas funciones.  
 
Desde el mismo main también se utiliza para ver si se ha pulsado alguna tecla, para 
luego asignarle la acción correspondiente que se desee. 
 
En el tutorial (capítulo 6) se entra más a fondo en esta cuestión. 
 
 
5.16.2. Relaciones 
 
Esta clase no está relacionada con ninguna otra clase de la librería. 
 
 
5.16.3. Atributos 
 
Como atributos de la clase KeyboardHandler hay un booleano para cada tecla del 
teclado que se mapee. Por motivos de legibilidad, no se han reescrito ni en el diseño ni 
en la memoria. Hay, también, una constante de número de teclas igual a 256, el 
número de teclas del teclado QWERTY. 
 
Los demás atributos son: 
 
 lookup: Este atributo definido como Object es un objeto que sirve para 
guardar el equivalente de código ascii de cada tecla.  
 
 teclas: Este atributo es un Array que sirve para guardar información sobre 
cada una de las teclas del teclado. La posición del Array es el código ascii de 
la tecla y dentro de cada posición guarda un Object con estos atributos 
internos: 
 
 name: Nombre de la tecla. Ejemplo: si el código es 62, el name es 
‘A’ 
 
 current: Puede tomar estos valores: 
 
 0: No está pulsada 
 
 1: Está pulsada 
 
 2: Recién pulsada 
 
 -1: Recién soltada 
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 last: Toma los mismos valores que current. Guarda la información 
de la tecla en la anterior vuelta de actualización del update 
(apartado 5.16.4). 
 
 
5.16.4. Funciones 
 
En este apartado se entra en detalle del funcionamiento de las funciones de 
KeyboardHandler y cuáles son sus objetivos. La mayoría de las funciones están 
definidas como públicas para que puedan ser usadas desde fuera. En caso contrario 
se especifica en la explicación. Las funciones son estas: 
 
 KeyboardHandler(): Constructora de la clase. Inicializa mediante el uso de la 
función protegida interna addKey el nombre de la tecla junto a su código ascii 
en el Array de teclas. 
 
 update(): Es la función que debe ser llamada desde el bucle principal del 
juego. Se encarga de actualizar los estados de las teclas dependiendo de sus 
estados anteriores.  
 
 reset(): Es la función que se encarga de reiniciar el teclado completamente y 
poner todos los valores a 0 y los booleanos que guardan las teclas pulsadas a 
falso. 
 
 pressed(Key:String): Pasado un nombre de tecla como Key nos devuelve 
cierto si está pulsada y falso si no.  
 
 justPressed(Key:String): Pasado un nombre de tecla como Key nos 
devuelve cierto si está recién pulsada. 
 
 justReleased(Key:String): Pasado un nombre de tecla como Key nos 
devuelve cierto si está recién soltada. 
 
 handleKeyDown(event:KeyboardEvent): Se encarga de recoger los eventos 
de teclado cuando se pulsa una tecla. Pone el valor de esa tecla a cierto en el 
booleano que le toque. Y actualiza el valor de current de la tecla en el array de 
teclas. 
 
 handleKeyUp(event:KeyboardEvent): Se encarga de recoger los eventos de 
teclado cuando se suelta una tecla. Pone el valor de esa tecla a falso en el 
booleano que le toque. Y actualiza el valor de current de la tecla en el array de 
teclas. 
 
 addKey (KeyName:String,KeyCode:uint): Función interna protegida que 
sirve para añadir las teclas junto a su código ascii en el Array de teclas. 
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5.17. La clase MouseHandler 
 
5.17.1. Descripción y objetivo de la clase 
 
La clase MouseHandler es la encargada de recoger los eventos de ratón y guardar la 
información de las coordenadas donde se clickó. Está basado en la gestión de ratón 
del motor Flixel para juegos Flash. 
 
 
 
Fig.5.24. Clase MouseHandler 
 
 
La gestión es muy sencilla, simplemente guarda dónde se ha clickado con el ratón, si 
se ha clickado o no y si se ha clickado o soltado recientemente. El funcionamiento es 
muy parecido a la gestión de teclado, pero simplificado. 
 
 
5.17.2. Relaciones 
 
Esta clase no está relacionada con ninguna otra clase de la librería 
 
 
5.17.3. Atributos 
 
La clase MouseHandler tiene cuatro atributos, dos públicos y dos protegidos.  
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Estos son: 
 
 x, y: Atributos que se encargan de guardar la posición donde ha pulsado el 
ratón en el eje x y el eje y. 
 
 actual, ultima: Atributos auxiliares que guardan la información necesaria para 
saber si el ratón ha sido recientemente pulsado o soltado. 
 
 
5.17.4. Funciones 
 
En este apartado se entra en detalle del funcionamiento de las funciones de 
MouseHandler y cuáles son sus objetivos. La mayoría de las funciones están definidas 
como públicas para que puedan ser usadas desde fuera. En caso contrario se 
especifica en la explicación. Las funciones son estas: 
 
 MouseHandler(): Constructora. Pone a 0 todos los atributos. 
 
 update(): Funciona de la misma manera que el update de teclado (apartado 
5.16.4). Se llama desde el loop del juego que habrá en el main creado por el 
desarrollador y va guarda la posición del puntero y actualiza los valores de 
actual y ultima. 
 
 reset(): Devuelve todos los atributos a 0, excepto los de las coordenadas del 
ratón.  
 
 pressed(): Devuelve cierto si se ha clickado. Independientemente del botón 
clickado. 
 
 justPressed(): Devuelve cierto si se acaba de clickar. 
 
 justReleased(): Devuelve cierto se si acaba de soltar el botón del ratón. 
 
 handleMouseDown(event:MouseEvent): Función que se encarga de 
recoger los eventos de ratón cuando este se clicka y actualiza los valores del 
atributo actual.  
 
 handleMouseUp(event:MouseEvent): Función que se encarga de recoger 
los eventos de ratón cuando este se suelta y actualiza los valores del atributo 
actual.  
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5.18. La clase Animación 
 
5.18.1. Descripción y objetivo de la clase 
 
 
 
Fig.5.25. Clase Animación 
 
La clase Animación se considera una clase auxiliar para los objetos de tipo Bicho. Con 
ella se puede guardar y encapsular toda la información necesaria para realizar 
animaciones basadas en sprites.  
 
Este tipo de animación se le llama animación old-style. Es decir, en Flash se suele 
animar mediante la clase MovieClip y con animaciones ya pre-guardadas como 
pequeñas películas. En esta librería se animan los dibujos frame a frame a partir de un 
archivo en bmp o png.  
 
Los archivos pueden ser una imagen como esta:  
 
 
 
Fig.5.26. Ejemplo de png con sprites para animar 
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Esta clase permite que según la información que se le de en la constructora a los 
atributos de Animación, la función animar de Bicho (apartado 5.1.4) sea capaz de 
coger la imagen de ejemplo y mover frame a frame las imágenes señaladas en el 
círculo rojo para que hagan el efecto de una animación. 
 
 
5.18.2. Relaciones 
 
Esta clase está relacionada directamente con la clase Bicho en una relación *-1. Un 
Bicho puede tener muchas animaciones.  
 
 
5.18.3. Atributos 
 
En este apartado se explica cada uno de los atributos de la clase Animación, su 
justificación y para qué sirve cada uno. Todos los atributos de Animación están 
definidos como públicos para poder ser accedidos desde fuera.  
 
Se explican los atributos de esta clase usando un ejemplo, el de la figura 5.20. Si se 
quiere animar la tira señalada con un círculo en la figura 5.20 cuando un enemigo esté 
mirando hacia la izquierda se le tendría que dar esta información a la clase Animación:  
 
 id: En este atributo debería ir el identificador de la animación. El id ha de 
coincidir siempre con un estado conocido del Bicho que se va a animar. Si no, 
no funcionará debido a cómo está implementada la función animar en Bicho 
(apartado 5.1.4). Por lo tanto en este caso, como queremos que esta 
animación se ejecute cuando el enemigo camina hacia la izquierda el id ha de 
ser: Bicho.WALKLEFT (apartado 5.1.3).  
 
 despX y despY: Estos dos atributos contienen el desplazamiento inicial en el 
eje X y en el eje Y de la imagen que se quiere animar. En el caso que nos 
ocupa, el desplazamiento en Y (despY) es 0 ya que la primera imagen está 
arriba del todo. Y el desplazamiento en X es 240, ya que la primera imagen 
empieza a 240 píxels del eje inicial. 
 
 frameIni: Nos indica cual es el frame inicial de la animación, en este caso es 
0. El atributo frameActual se inicializa también al valor de frameIni. El atributo 
frameActual es el que irá avanzando en la función animar de Bicho. 
 
 framesTotal: Este atributo ha de tomar el valor del número total de frames 
que contendrá la animación. En este caso es 3, porque son 3 imágenes las 
que contiene el círculo rojo. 
 
 pixelsX y pixelsY: Estos dos atributos han de indicar el tamaño del sprite que 
se va a dibujar en cada frame. En este caso los valores son 48 y 49 
respectivamente.  
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 framesDir: Este atributo indica la dirección en la que se animará el sprite. La 
clase sólo permite animar en el eje x o en el eje y. En el caso de ejemplo el 
valor de framesDir será “y” porque animamos de arriba abajo.  
 
 enBucle: Este booleano indica si se quiere animar continuamente en bucle, 
es decir, que una vez llegado al último frame, vuelva al frame inicial. Por 
defecto se anima en bucle, pero cabe la posibilidad de querer hacer que una 
animación empiece y termine y no se repita hasta el infinito. Aunque no está 
implementado en la librería, está preparada para que por ejemplo un Bicho 
salte y haga un movimiento de salto y pare. En el caso de ejemplo enBucle 
vale cierto. 
 
 
5.18.4. Funciones 
 
Animación no tiene funciones, únicamente la constructora en la que se inicializan 
todos los atributos explicados en el apartado anterior.  
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5.19. La clase ScoreHandler 
 
5.19.1. Descripción y objetivo de la clase 
 
La clase ScoreHandler se encarga de guardar y mostrar por pantalla la información del 
estado del juego. Tiene implementadas los mensajes de vidas restantes del personaje, 
puntuación obtenida, energía restante, tiempo de juego y nivel en el que se encuentra. 
También sirve para la creación de menús. 
 
 
 
Fig.5.27. Clase ScoreHandler 
 
Implementa a su vez la gestión de mostrar mensajes de transición. Estos pueden 
considerarse por ejemplo los mensajes de game over, final de juego o transiciones 
entre niveles.  
 
 
5.19.1. Relaciones 
 
Esta clase no tiene relaciones con el resto de clases de la librería. Se ha de usar 
directamente desde el main que cree el desarrollador para realizar un juego. 
 
La clase ScoreHandler hereda directamente de la clase Sprite de la API de Flash. De 
esta manera hereda los atributos y funciones necesarias para añadir elementos a la 
display list y poder mostrarse por pantalla. 
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Está acoplada con la clase TextField y la clase TextFormat de la API de Flash, ya que 
todos sus atributos son de una o de otra clase.  
 
 
5.19.2. Atributos 
 
En este apartado se explica cada uno de los atributos de la clase ScoreHandler, su 
justificación y para qué sirve cada uno. Todos los atributos de ScoreHandler están 
definidos como protected. Es decir, no son visibles desde fuera, pero sí podrían serlo 
por sus subclases si las hubiese en una ampliación. 
 
 formatoTexto: Este atributo definido como TextFormat sirve para definir el 
formato de texto que se desea para todos los mensajes que aparecen por 
pantalla. Se aplica a todos los demás atributos. 
 
 vidasCont: Este atributo definido como TextField sirve para mostrar el título 
de vidas restantes del jugador. Se actualiza el valor de su texto en la función 
mostrarMarcador. 
 
 score: Este atributo definido como TextField sirve para mostrar el título de 
puntuación actual del jugador. Se actualiza el valor de su texto en la función 
mostrarMarcador. 
 
 time: Este atributo definido como TextField sirve para mostrar el título de 
tiempo de juego. Se actualiza el valor de su texto en la función 
mostrarMarcador. 
 
 energia: Este atributo definido como TextField sirve para mostrar el título de 
energia restante del jugador. Se actualiza el valor de su texto en la función 
mostrarMarcador. 
 
 nivel: Este atributo definido como TextField sirve para mostrar el título de nivel 
actual de la partida. Se actualiza el valor de su texto en la función 
mostrarMarcador. 
 
 mensajeTransicion: Este atributo definido como TextField sirve para mostrar 
un mensaje de información sobre el estado del juego. Se suele usar para 
mostrar mensajes de game over, final del juego o de cambio de niveles. 
 
 playButton, quitButton, instructionsButton: Atributos que pertenecen a la 
clase Sprite y permiten simular el comportamiento de un botón.  
 
 play, quit, instructions: Atributos definidos como TextField que sirven para 
introducir texto en los botones correspondientes del menú. 
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5.19.3. Funciones 
 
En este apartado se entra en detalle del funcionamiento de las funciones de 
ScoreHandler y cuáles son sus objetivos. La mayoría de las funciones están definidas 
como públicas para que puedan ser usadas desde fuera. En caso contrario se 
especifica en la explicación. Las funciones son estas: 
 
 ScoreHandler(tipoLetra:String, color:uint): Constructora de clase. Da el 
valor de color y tipo de letra pasado por parámetros a los valores 
correspondientes del atributo de formato de texto. 
 
 addMarcador(tipo:int, posX:int, posY:int): Inicializa los valores de los 
atributos vidasCont, score, time, energia y nivel según el tipo pasado; según la 
posición x e y pasada por parámetros en pantalla y los añade a la display list 
para ser mostrados. Los tipos están definidos como constantes en la clase y 
pueden ser: 
 
 VIDAS  0 
 SCORE  1 
 ENERGIA  2 
 NIVEL  3 
 TIEMPO  4 
 
 mostrarMarcador(vidas:int,puntos:int, energy:int, nivelAct:int): Esta 
función se encarga de colocar los valores pasados por parámetros en el texto 
de cada uno de sus atributos. Si no se va a mostrar es suficiente con poner a  
0 el parámetro correspondiente. 
 
 mostrarMensajeTransición(mensaje:String): Función que se encarga de 
mostrar un mensaje en el centro de la pantalla con la información que se pasa 
por parámetros como mensaje. 
 
 limpiar(): Función que se encarga de borrar todos los textos de los atributos 
de vidasCont, score, time, energia y nivel. 
 
 removeMensajeTransicion(): Borra el mensaje de transición que se haya 
mostrado por pantalla. 
 
 showMenu(): Se encarga de mostrar un menú básico con los botones de 
“play”, “instructions” y “quit”.  
 
 hideMenu(): Se encarga de hacer desaparecer el menú mostrado con la 
función showMenu. 
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6. Tutorial y demo: Cómo usar la librería  
 
Este capítulo versa sobre cómo utilizar la librería que se ha implementado (cd adjunto 
a la memoria). La librería permite realizar videojuegos de plataformas 2D sin requerir 
ninguna ampliación extra. Solamente se han de crear los gráficos, diseñar los niveles y 
programar un main que se encargue de llamar a las funciones correspondientes. En la 
segunda parte del capítulo, se explica cómo se puede extender la librería en caso de 
que las funcionalidades ofrecidas no sean suficientes para el juego que se desee 
implementar. 
 
 
6.1. Hacer un juego de plataformas con esta librería 
 
En este apartado se explica paso a paso cómo crear un juego de plataformas con la 
librería implementada en este proyecto. La demo es un pequeño juego que consiste en 
hacer desaparecer a todos los enemigos de la pantalla para pasar de nivel. El primer 
nivel no tiene scroll y el segundo sí. El personaje principal no puede disparar hasta que 
consigue el arma, una piedra colocada en algún lugar del escenario, cambiante según 
el nivel; y si algún enemigo le toca perderá una vida. Con esta demo se pretende 
mostrar lo que se puede hacer con la librería.  
 
 
6.1.1. Preparar el entorno 
 
Para realizar esta demostración se utiliza el entorno de desarrollo que se explica en el 
apartado 2.3.2: Flash Develop. Es un entorno que permite mucha más comodidad 
como programador y ofrece las funcionalidades necesarias para un proyecto de este 
tipo en el que no se utilizan gráficos Flash, sino gráficos de tipo sprite clásico. 
 
Para empezar, se han de copiar los archivos de la librería y de la librería externa 
BulkLoader a una carpeta habilitada al efecto, por ejemplo: DemoTutorial. Como se 
puede apreciar en la figura 6.1 siguiente: 
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Fig.6.1. Carpetas necesarias para el juego 
 
Seguidamente, usando FlashDevelop y se ha de clickar en la opción New Project de la 
página inicial. Una vez ahí, aparece una pantalla que indica qué tipo de proyecto se 
quiere crear. La opción a escoger es la que se señala en rojo en la figura 6.2:  
 
 
 
Fig.6.2. Nuevo proyecto en FlashDevelop 
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Flash Develop genera código automático si se escoge alguna plantilla. En este caso 
no interesa porque el código ya está generado en la librería, de ahí que la opción 
escogida sea la de Empty Project.  
 
En la misma figura también se observa que como nombre de proyecto se elige 
DemoTutorial, y el lugar donde estará el código es la misma carpeta donde está la 
librería, en este caso “E:\Uni\pfc\DemoTutorial”. El programa avisará de que el 
directorio no está vacío, se clicka al botón de aceptar. Seguidamente, pedirá el nombre 
del autor; se pone el nombre que se desee y el programa generará el árbol de clases 
en la parte derecha de la aplicación: 
 
 
 
Fig.6.3. Árbol de clases en FlashDevelop 
 
Para terminar de tener preparado todo antes de ponerse a diseñar niveles y crear el 
videojuego en sí, se ha de configurar el compilador y un Main base con el cual 
compilar.  
 
Para modificar las propiedades del proyecto y de compilador se ha de clickar con el 
botón derecho en el nombre del proyecto, en la parte de arriba del árbol de clases: 
DemoTutorial(AS3). En el menú desplegable que aparece se ha de pulsar la opción 
Properties y ahí se configura tal y como se indica en la figura 6.4 a continuación:  
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Fig.6.4. Propiedades del proyecto DemoTutorial 
 
La plataforma escogida es Flash 10, ya que permite archivos de imágenes más 
grandes que los de Flash 9, además de nuevas funcionalidades interesantes. La 
librería funciona con Flash 9 igualmente, pero está enfocada para la versión 10.  
 
Seguidamente se ha de elegir un archivo de salida, para este juego Demo.swf; las 
dimensiones que se deseen, por defecto a 800x600; el fondo apropiado, en este caso 
el negro para que case con la temática del juego; y el framerate que corresponda, se 
mantiene el que viene por defecto: 30fps. 
 
Antes de crear el Main, en FlashDevelop también tiene que estar configurado dónde 
está el SDK de Flex, con el que compilará Flash. Para configurar esta opción, se ha de 
ir a la pestaña Tools  Program Settings y dentro está esta configuración (figura 6.5), 
allí se ha de indicar donde está el sdk de Flex:  
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Fig.6.5. Configuración del path del SDK de Flex 
 
Una vez preparado todo esto, se ha de crear un programa principal (main) con el que 
se compilará el proyecto. Para crearlo, hay que pulsar con el botón derecho en la base 
del proyecto (DemoTutorial (AS3)) y elegir la opción Add  New Class.  
 
Allí se genera un Main vacío que hereda de Sprite y realiza los imports 
correspondientes a flash.display.Sprite - necesario para poder heredar de esa clase - y 
de engine.* - para poder acceder a todos los elementos de la librería con los que se va 
a realizar el juego -.  
 
FlashDevelop permite compilar código en AS3 sin necesidad de un archivo .fla 
(apartado 2.3.2); pero para hacerlo necesita indicarle al compilador cuál es el 
programa principal a partir del cual ha de compilar. Para que el compilador sepa que 
ha de compilar en base a ese Main, se ha de clickar con el botón derecho encima de la 
clase Main en el árbol de clases y pulsar en la opción: Always Compile. Todo esto se 
puede observar en la siguiente figura 6.6: 
Librería en Flash para la creación de videojuegos de plataformas  
 - 150 -
 
 
Fig.6.6. Main del juego y opción de always compile. 
 
Como se puede apreciar, una vez seleccionada la opción de “always compile” el icono 
de la clase cambia del color rojo al verde. A partir de ahora ya se puede compilar un 
proyecto en Flash usando la clase Main como clase principal a ejecutar. Ahora ya está 
configurado el entorno para la creación de un juego, el siguiente paso es diseñar los 
niveles.  
 
6.1.2. Diseñar niveles en XML 
 
Como se ha visto en el capítulo anterior, concretamente en el apartado 5.4, la librería 
implementada en este proyecto ofrece funciones para la carga de todos los elementos 
visibles que pertenecen al escenario. Puede realizarse mediante la carga de un XML 
externo, o generándolos de forma aleatoria en el código. Esta demo está enfocada 
hacia la creación de escenarios usando XML. 
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Es importante, si se desea, tener una carpeta aparte que guarde los archivos externos. 
En el caso de esta demo, se ha creado una carpeta llamada “data” que los guarda, 
tanto el XML de este apartado, como las imágenes del apartado siguiente. 
 
La librería tiene una función implementada que espera un documento XML con una 
estructura ya definida. La estructura base del documento que espera la función 
cargarXML de la clase Escenario (apartado 5.4.4) es la que se puede apreciar en la 
siguiente figura 6.7:  
 
 
Fig.6.7: Plantilla de ejemplo de XML para un Escenario 
<?xml version="1.0" encoding="utf-8" ?> 
<escenario anchura = "" altura = "" level = "" posFinal = ""> 
 <elementos> 
  <elemento> 
<basic imagen = "" id = "" tipo = "" posX = "" posY = "" 
spriteWidth = "" spriteHeight = "" spriteOffsetX ="" 
spriteOffsetY = ""> 
</basic> 
<optional repeticiones = "" hurts = "" movil = "" 
tipoMovimiento = "" numPasos = "" velocidad = "" damage =""> 
    <animaciones> 
<animacion id_anim = "" despX = "" despY = "" 
frameIni ="" framesTotal="" pixelsX ="" pixelsY 
="" framesDir = "" enBucle=""></animacion> 
    </animaciones> 
   </optional> 
  </elemento> 
 </elementos> 
 <enemigos> 
  <enemigo> 
<basic imagen = "" id = "" tipo = "" posX = "" posY = "" 
spriteWidth = "" spriteHeight = "" spriteOffsetX ="" 
spriteOffsetY = ""> 
</basic> 
<optional velocidad = "" salto = "" distanciaJug = "" 
dispara = "" gravedad = "" estadoInicial = "" damage="" 
indestructible = ""> 
    <animaciones> 
<animacion id_anim = "" despX = "" despY = "" 
frameIni ="" framesTotal="" pixelsX ="" pixelsY 
="" framesDir = "" enBucle=""></animacion> 
    </animaciones> 
   </optional> 
  </enemigo> 
 </enemigos> 
 <objetos> 
  <objeto> 
<basic imagen = "" id = "" tipo = "" puntos = "" posX = "" 
posY = "" spriteWidth = "" spriteHeight = "" spriteOffsetX 
="" spriteOffsetY = ""> 
</basic> 
   <optional > 
    <animaciones> 
<animacion id_anim = "" despX = "" despY = "" 
frameIni ="" framesTotal="" pixelsX ="" pixelsY 
="" framesDir = "" enBucle=""></animacion> 
    </animaciones> 
   </optional> 
  </objeto> 
 </objetos> 
</escenario> 
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En la figura 6.7 se observa un tag general para el escenario que se llama “escenario”. 
Este tag contiene cuatro propiedades a las que dar un valor y son las que definen el 
escenario. Estas son, la anchura, la altura, el nivel y la posición final.  
 
La anchura y la altura definen el tamaño total de ese escenario. En el apartado anterior 
(6.1.1, figura 6.4) se definía una escena de 800x600. Eso es el tamaño de la ventana 
de visualización de Flash, pero no tiene por qué ser el tamaño de la pantalla del 
mundo del juego. Por lo tanto, en el XML se puede indicar el tamaño real del 
escenario. Si el tamaño es mayor que el de la ventana, el juego tendrá scroll; si por el 
contrario el tamaño es igual, no habrá scroll y la pantalla del juego se mantendrá 
estática. 
 
El atributo level indica el número de nivel que representa el xml del escenario a cargar 
y el atributo posFinal sirve para tener en el propio escenario un punto que marque que 
ese es el final de la pantalla. Así, en un juego de plataformas típico de scroll horizontal, 
una vez pisado el punto marcado por posFinal se puede realizar la transición de un 
nivel a otro. De todas formas, el paso de un nivel a otro se define en el propio main del 
juego, con lo cual el desarrollador tiene completa libertad para decidir cuál es el 
objetivo de cada nivel. No siempre es llegar al final de una pantalla, en el ejemplo de 
esta demo se llega al final de un nivel cuando se eliminan todos los enemigos.  
 
En la figura 6.7 también se aprecia que dentro del tag de escenario hay varios tags 
importantes marcados en azul, igual que escenario. Estos son los tipos de elementos 
que se pueden crear para el juego: elementos de escenario, marcados por el tag 
elementos; enemigos, marcados por el tag enemigos; y objetos de powerup o premios, 
marcados por el tag objetos.  
 
Cada uno de los tags tiene una estructura similar. El singular de su tag está marcado 
en naranja. Esto es porque cada uno de los tags de elementos, por ejemplo, puede 
tener varios elementos definidos. Cada uno de ellos se define con el tag elemento. Y 
para cada tag elemento hay uno llamado basic, para los atributos básicos que se han 
de poner obligatoriamente; y un tag llamado optional, para los atributos que se pueden 
dejar vacíos. Dentro del optional también están las animaciones con su tag 
correspondiente. Se ha de notar que si una imagen tiene animaciones y se activa el 
tag optional para ponerlas, todos los atributos dentro del este optional deben tener 
valor. Si no se quiere modificar el valor por defecto se ha de copiar el valor que tienen 
asignado y que está definido en la documentación de la librería. 
 
Así pues, para cada elemento visible que se quiere introducir, se han de colocar unos 
valores concretos que correspondan con los valores que esperan la función de 
creación de cada uno de ellos en el Escenario. Esto son las funciones de addEnemy, 
addElementoEscenario y addObjeto que se explican en el apartado 5.4.4 de este 
documento. 
 
La parte de atributos básicos son atributos que en su mayoría pertenecen a la clase 
Bicho, clase de la cual heredan todos estos elementos. Para ElementoEscenario, 
Enemigo y Objeto, dentro del tag elementos, enemigos u objetos, se espera que los 
valores de cada uno de los atributos en el tag basic de cada uno de ellos sean los 
siguientes: 
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 imagen: Debe ser un String que identifique una imagen que haya sido 
cargada. Debe coincidir con una imagen definida o el programa fallará. Si se 
coloca el valor “null” en este campo la librería generará un dibujo de un 
prototipo por defecto que dependerá del tamaño que se indique en los 
atributos spriteWidth y spriteHeight. 
 
 id: Ha de ser un número que sirve para identificar el elemento en caso de 
necesidad. 
 
 tipo: (ElementoEscenario) Debe ser un String que defina un tipo de 
escenario conocido, por lo tanto el String debe ser el valor exacto de las 
constantes definidas en la clase CreatorElementoEscenario (apartado 5.7) 
que en valores de String son exactamente estas: 
 
 tipico 
 chocableAbajo 
 suelo 
 pared 
 damage 
 escalera 
 bumper 
 
 tipo: (Enemigo): El String mencionado debe ser el valor exacto de las 
constantes definidas en la clase CreatorEnemigos (apartado 5.5), en valores 
de String son estas: 
 
 Chocaparedes 
 Fijoelemento 
 Persigue 
 Persigue fijo 
 Saltarin 
 Quieto 
 
 tipo: (Objeto): El String mencionado debe ser el valor exacto de las 
constantes definidas en la clase CreatorObjetos (apartado 5.9), en valores de 
Strings son estas: 
 
 Premio 
 Vida Extra 
 Invencible  
 Energy 
 Arma 
 
 puntos: (sólo en Objeto): Debe ser un valor numérico que indique el número 
de puntos que da el objeto en cuestión (más detalles en el apartado 5.10). 
 
 posX, posY: Valores numéricos que indiquen la posición en la cual se desea 
colocar el elemento de escenario, enemigo u objeto. 
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 spriteWidth, spriteHeight: Valores numéricos que indiquen el tamaño del 
sprite que se desea dibujar.  
 
 spriteOffsetX, spriteOffsetY: Valores numéricos que indican donde empieza 
la imagen que se desea dibujar en el archivo externo de imágenes que se 
haya cargado. (se explica más detalladamente en el apartado 5.1.4) 
 
Los atributos opcionales sí que son distintos para cada uno de ellos. Para los objetos 
no hay atributos opcionales a no ser que se pongan animaciones. Para los elementos 
de escenario y los enemigos los atributos opcionales son diferentes.  
 
Estos son los atributos opcionales que espera un ElementoEscenario (tag elemento): 
 
 repeticiones: Para los elementos de escenario se permite que hayan 
repeticiones de un mismo sprite. De esta manera se pueden dibujar 
plataformas largas repitiendo el mismo sprite varias veces, como se ve en la 
función dibujarConRepeticion de Bicho (apartado 5.1.4). Este valor ha de ser 
numérico e indicar el número de repeticiones que se quieren. Si el valor es 
positivo (5, por ejemplo) serán cinco repeticiones en el eje x. Si el valor es 
negativo (-5, por ejemplo) serán cinco repeticiones en el eje y. Por defecto el 
valor es 1. 
 
 hurts: La constructora espera un booleano, con lo cual se ha de poner un 
String que diga o “false” o “true”. Sirve para indicar si un elemento es dañino 
con el personaje principal o no. Por defecto el valor ha de ser false. 
 
 movil: La constructora espera un booleano, con lo cual se ha de poner un 
String que diga o “false” o “true”. Sirve para indicar si un elemento es móvil o 
no. Por defecto el valor ha de ser false. 
 
 tipoMovimiento: Es un valor numérico que pertenece a las constantes 
definidas en ElementoEscenario. Sólo hay dos valores posibles 0 o 1. El 0 
indica movimiento horizontal y el 1 indica movimiento vertical. Sólo sirve si el 
elemento tiene como “true” el atributo movil. Por defecto ha de valer 0. 
 
 numPasos: Es un valor numérico que indica el número de pasos que ha de 
dar un elemento si es móvil. Por defecto ha de valer 20. 
 
 velocidad: Es un valor numérico que indica la velocidad con la que se mueve 
un elemento. Sólo sirve si el elemento es móvil. Por defecto vale 3.  
 
 damage: Es un valor numérico que indica cuanto daño hace un elemento. 
Sólo valido si el elemento es del tipo damage. Por defecto ha de valer 0. 
 
Para Enemigo los atributos que espera son estos (tag enemigo): 
 
 velocidad: Es un valor numérico que indica la velocidad a la que se mueve el 
enemigo. Por defecto ha de valer 2.  
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 salto: Es un valor numérico que indica cuanto puede saltar un enemigo. Por 
defecto ha de valer 10.  
 
 distanciaJug: Es un valor numérico que indica a qué distancia en x es capaz 
de detectar al jugador. Por defecto ha de valer 60. El valor no tiene 
importancia en caso de crearse un enemigo que no sea del tipo persigue o 
persigue fijo.  
 
 dispara: La constructora espera un booleano, con lo cual se ha de poner un 
String que diga o “false” o “true”. La función que carga el XML se encarga de 
pasarlo a booleano según el valor. Sirve para indicar si un enemigo puede 
disparar o no. Por defecto ha de valer false. 
 
 gravedad: Es un valor numérico que indica la atracción que ejerce el suelo 
sobre el enemigo. Por defecto vale 0.9, el valor perfecto no ha de variar 
mucho entre 0.8 y 1.  
 
 estadoInicial: Valor numérico que indica el estado inicial del enemigo en la 
escena. Ha de coincidir con los estados definidos en la clase Bicho. Por 
defecto vale 4 que equivale al estado de Bicho WALKRIGHT. Puede tomar 
valores del 0 al 8 en los estados de la clase Bicho y del 9 al 16 en los estados 
definidos en la clase PersonajeJuego.  
 
 0  LOOKRIGHT 
 1  LOOKLEFT 
 2  LOOKUP 
 3  LOOKDOWN 
 4  WALKRIGHT 
 5  WALKLEFT 
 6  WALKUP 
 7  WALKDOWN 
 8  IDLE 
 9  SALT_DER 
 10  SALT_IZQ 
 11  CORRE_DER 
 12  CORRE_IZQ 
 13  DISPARA_DER 
 14  DISPARA_IZQ 
 15  DISPARA_ARR 
 16  DISPARA_ABAJ 
 17  SUBE_ESC 
 18  BAJA_ESC 
 
 damage: Valor numérico que indica la cantidad de daño que hace un enemigo 
al tocar al personaje. Por defecto vale 20. 
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 indestructible: La constructora espera un booleano, con lo cual se ha de 
poner un String que diga o “false” o “true”. La función que carga el XML se 
encarga de pasarlo a booleano según el valor. Sirve para indicar si un 
enemigo puede ser eliminado saltando encima o no. Por defecto ha de valer 
false. 
 
Dentro del tag optional se pueden añadir animaciones. Éstas sólo son válidas si el 
elemento visible en cuestión tiene una imagen asociada. Si el valor de la imagen era 
null no se pueden generar animaciones. Así pues, los atributos que espera el tag de 
animación son los atributos de la constructora de la clase Animacion (apartado 5.18). 
Estos son: 
 
 id_anim: Es un valor numérico que ha de coincidir con un valor definido en la 
clase Bicho o PersonajeJuego para el estado. Del 0 al 16 como se ha visto 
unos párrafos más arriba. 
 
 despX: Indica el número de píxels de desplazamiento en x donde empieza la 
primera imagen. 
 
 despY: Indica el número de píxels de desplazamiento en y donde empieza la 
primera imagen. 
 
 frameIni: Indica el frame inicial en el que empieza la animación 
 
 framesTotal: Indica el número de frames total que tiene la animación. 
 
 pixelsX: Indica el tamaño en x de la imagen a animar. 
 
 pixelsY: Indica el tamaño en y de la imagen a animar. 
 
 framesDir: Indica la dirección en la cual se han de buscar los frames 
siguientes, su valor ha de ser o “x” o “y”.  
 
 enBucle: La constructora espera un booleano, con lo cual se ha de poner un 
String que diga o “false” o “true”. Sirve para indicar si la animación se repite 
continuamente o termina en el último frame. Por defecto ha de valer “true”. 
 
Una vez creados todos los elementos visibles del escenario ya hay un escenario 
configurado con el que se podrá jugar, pero no podrá ser visible hasta que se cargue 
en el main como se explica en el apartado 6.1.4. Por ahora, hay un escenario vacío, el 
cual se llenará cuando se tengan las imágenes externas creadas y se puedan cargar 
mediante el main usando la clase Data.  
 
Así que el siguiente paso ha de ser crear los gráficos necesarios para el juego.  
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6.1.3. Crear gráficos en un archivo externo 
 
La librería, a pesar de que se puede crear un juego con dibujos prototipo en forma de 
rectángulos de distintos tamaños, permite la carga de gráficos de archivos externos en 
.png o en .jpg. Se pueden usar al gusto del desarrollador, pero la idea es que cada uno 
de los elementos importantes del juego estén en un mismo archivo .png que contenga 
los sprites necesarios con los distintos dibujos que representan a su vez una 
animación.  
 
Para tener más claro este concepto es necesario observar las siguientes imágenes de 
la figura 6.8 que representan los elementos que se introducen en un escenario. 
 
 
 
Fig. 6.8. Archivos .png con sprites para el juego (objetos y elementos) 
 
En este caso no son sprites creados para la ocasión sino que son sacados de otros 
juegos. El primero del Wario de Nintendo, y el segundo de un juego propio realizado 
para la asignatura de Videojuegos.  
 
Si se observa la segunda linea del dibujo de la derecha, se puede ver un dibujo que 
representa un fuego. A su vez, el dibujo no es estático sino que se le puede asociar 
una animación. Si se dibuja frame a frame cada uno de los dibujos del fuego de la 
segunda línea, la librería simula una animación y crea el efecto de una llama en  
movimiento. 
 
De esos dos archivos se usan los bloques marrones para los elementos de escenario 
que sean traspasables (tipo típico); y los bloques de ladrillos para los elementos 
chocables por abajo (tipo chocableAbajo). Del mismo archivo de la izquierda se usan 
las pequeñas piedras para representar los disparos del personaje principal, así como 
la propia arma que se tendrá que recoger. 
 
Del archivo de la derecha se aprovecha el dibujo del fuego de la segunda línea como 
elemento dañino (tipo damage).  
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Para dibujar el personaje y los enemigos se usan otros dos archivos distintos. Los 
enemigos serán representados por zombis y el personaje principal es un hombrecillo 
calvo muy redondo. El primer archivo está reaprovechado del juego Zombies Ate my 
Neighbours de Super Nes; y el segundo es una modificación de unos sprites usados 
para el mismo juego que el archivo de la figura 6.8.  
 
 
 
Fig.6.9. Sprites para personaje principal y enemigos 
 
Del archivo de la izquierda, las imágenes que representan el caminar hacia la 
izquierda o la derecha son las dos primeras columnas de la izquierda; las dos 
columnas siguientes sirven para representar que el personaje corre; las dos siguientes 
para el salto; y las dos últimas para los disparos. La columna de la parte de abajo, 
tercera empezando por la derecha, sirve para subir y bajar escaleras. 
 
En el archivo de los zombis se aprovechan únicamente las que miran hacia ambos 
lados, que son en este caso las dos columnas de la derecha de la imagen de la 
derecha. 
 
Estos gráficos serán cargados mediante la clase Data (apartado 5.15) que hereda de 
la librería BulkLoader (apartado 2.2). La clase Data implementa unas constantes para 
tipos de archivo para identificar cada uno de los archivos que se carga. Estas son: 
 
 OBJETOS  “Objetos” 
 ENEMIGOS  “Enemigos” 
 ELEMENTOS  “Elementos” 
 HEROE  “Heroe” 
 EL_DAMAGE  “Elementos damage” 
 ESCENARIO  “Escenario” 
 
Además, se generarán imágenes para mostrar las instrucciones, el título del juego y el 
fondo, que será el mismo para los dos niveles. Las imágenes son estas: 
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Fig. 6.10. Imagen del título del juego 
 
 
 
Fig. 6.11. Imagen de las instrucciones del juego 
 
 
 
6.12. Fondo de ambos niveles 
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Una vez preparado el entorno de desarrollo y las imágenes asociadas a cada uno de 
los elementos, el paso siguiente es el de programar el main y terminar de diseñar los 
niveles.  
 
 
6.1.4. Creación del videojuego 
 
El main se programa teniendo encuenta la estructura de un videojuego (apartado 1.4). 
Esto sirve tanto para un juego de plataformas como para cualquier otro juego de otro 
género.  
 
Implementar un videojuego es muy distinto en comparación con una aplicación de 
escritorio cualquiera. Se han de tener en cuenta otras consideraciones distintas a las 
que se tienen creando otras aplicaciones. 
 
Normalmente una aplicación informática actúa únicamente cuando se produce un 
evento. Funciona como un elemento de acción-reacción. Se clicka en un botón de la 
pantalla, entonces la aplicación reacciona y hace lo que sea necesario. 
 
En un videojuego esto no es así. Aunque el personaje principal esté parado y el 
usuario no realice ninguna acción, el juego está calculando continuamente: las 
colisiones con los objetos, la IA de los enemigos, el cálculo del tiempo, los 
movimientos de los elementos del escenario… En ningún momento para. Esto significa 
que un videojuego siempre tiene un bucle de eventos que ocurren continuamente y 
que se ha de programar.  
 
Para tener clara esta definición de funcionamiento de un videojuego, la siguiente figura 
6.13 recuerda lo explicado en la introducción: 
 
 
 
Fig.6.13. Estructura básica de un videojuego 
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Siguiendo esta estructura para la realización de un videojuego, se implementará la 
demo con esta librería.  
 
Como indica la figura 6.13, la implementación de un videojuego empieza por la 
declaración e inicialización de las variables necesarias. Primero se definen las 
variables que representan las constantes de estado. Se ha de tener en cuenta que un 
videojuego es como una máquina de estados. Para este videojuego se definen siete 
posibles estados distintos. Estos son: 
 
 JUGANDO: Este estado define que el juego está en marcha, y por lo tanto 
debe de estarse recogiendo lo que hace el jugador y toda la lógica de los 
elementos visibles del juego, así como los marcadores. 
 
 TRANSICION: Este estado define que el juego está en una transición de un 
nivel a otro. En este estado el juego está parado, pero está esperando una 
acción del usuario para volver a jugar. 
 
 MENU: Este estado define que el juego está en el menú inicial.  
 
 FINAL: Este estado define el momento en el que se está cuando se ha 
acabado el juego. 
 
 GAMEOVER: Este estado define el momento en el que se está cuando se 
han terminado las vidas y se ha terminado el juego. 
 
 WAIT_REINICIO: Este estado sirve para que el juego espere a que el jugador 
decida volver al inicio, una vez terminada la partida.  
 
 INSTRUCTIONS: Este estado es en el que estará el juego cuando se estén 
mostrando las instrucciones del juego. 
 
Se ha de definir también una instancia de tipo Jugador y otra de tipo Escenario. 
Cuando hay que poner un marcador con los puntos, vidas, etcétera o el menú se ha de 
crear una instancia de tipo ScoreHandler. Si se desea trabajar con teclado basta con 
definir una instancia de tipo KeyboardHandler, si es con ratón MouseHandler. En este 
caso se crea una de teclado y una de ratón, la primera para usarla como interacción 
con el personaje y la segunda para interactuar con el menú. Además, es necesaria 
una variable de tipo Data, para cargar los datos externos y unas variables globales 
para guardar el nivel actual, el número de niveles totales que tendrá el juego y la 
variable para guardar el estado del juego actual. 
 
En la inicialización se da valor a todas esas variables globales ya definidas, y además 
se llama a las funciones de Data (BulkLoader, se explica en el apartado 2.2) para la 
carga de las imágenes externas y de los dos niveles de los que consta el juego.  
 
Así pues, el código de esta parte queda como se ve en la figura 6.14 (página 
siguiente): 
Librería en Flash para la creación de videojuegos de plataformas  
 - 162 -
 
Fig.6.14. Inicialización de los datos de la demo 
public class Main extends Sprite 
{ 
 public static const JUGANDO:String = "Jugando"; 
 public static const TRANSICION:String = "Transicion"; 
 public static const MENU:String = "Menu"; 
 public static const FINAL:String = "Final"; 
 public static const GAMEOVER:String = "Game Over"; 
 public static const WAIT_REINICIO:String = "Espera reinicio"; 
 public static const INSTRUCTIONS:String = "Instrucciones"; 
 //Jugador y Escenario   
 private var personaje:Jugador; 
 private var escenario:Escenario; 
 //Variables de score, teclado, ratón y carga de datos 
 private var score:ScoreHandler  
 private var teclado:KeyboardHandler; 
 private var mouse:MouseHandler; 
 private var loader:Data; 
 //Variables auxiliares de nivel, numero de niveles y estado  
 private var nivelActual:int; 
 private var numNiveles:int; 
 private var estadoJuego:String; 
 //Estas variables se explican más adelante 
 private var dibujoTitulo:ElemGrafico; 
 private var instrucciones:ElemGrafico; 
 private var fondo:ElemGrafico;  
 private var fondoBorrado:Boolean = false; 
 
 public function Main()  
 { 
  inicializacion(); 
 } 
 //Función de inicialización de las variables 
 private function inicializacion():void { 
  //incialización de variables  
score = new ScoreHandler("Century Gothic", 0xFFFFFF); 
  loader = new Data("main-site"); 
  nivelActual = 1; 
  numNiveles = 2; 
  estadoJuego = MENU; 
  teclado = new KeyboardHandler(); 
  mouse = new MouseHandler(); 
  //carga de datos externos 
  loader.add("data/player.png", { id:Data.HEROE } ); 
loader.add("data/zombies.png", { id:Data.ENEMIGOS } ); 
  loader.add("data/NSMB.gif", { id:Data.ELEMENTOS } ); 
  loader.add("data/element.png", { id:Data.EL_DAMAGE } ); 
loader.add("data/level_1.xml", { id:Data.ESCENARIO + "1" } ); 
loader.add("data/level_2.xml", { id:Data.ESCENARIO + "2"} ); 
loader.add("data/titulo_juego.png", { id:"Titulo" } ); 
 loader.add("data/instrucciones.png", { id:"Instrucciones" } ); 
 loader.add("data/fondo.png", { id:"Fondo" } ); 
loader.addEventListener(BulkLoader.COMPLETE, datosCargados); 
loader.addEventListener(BulkLoader.PROGRESS, datosProgreso); 
  loader.addEventListener(BulkLoader.ERROR, datosError); 
  loader.start(); 
 }  
} 
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Como se puede observar en las líneas finales del código, y como se explica en el 
apartado 2.2, una vez que se hayan cargado todos los datos que se han añadido al 
loader (imágenes y los xml de los dos niveles), se ejecutará la función asociada al 
evento de completado de BulkLoader. En este caso datosCargados. Las funciones de 
datosError y datosProgreso sirven para realizar alguna acción en caso de error y 
mientras se cargan los datos, respectivamente. No se implementan, porque no aportan 
nada al tutorial; simplemente muestran un mensaje por la salida estándar mediante la 
función trace de Flash. Lo que se haga en esas funciones corre a cargo del 
desarrollador.  
 
Una vez cargados todos los elementos la función a la cual se llamará será 
datosCargados. Ésta se encarga de preparar las funciones que tratarán la entrada de 
datos y de lanzar el bucle principal del juego. Para esto, en la función datosCargados 
se han de usar de nuevo los listeners de Flash. Aprovechando los eventos de teclado 
de flash (KeyboardEvent) se ha de agregar un listener para el evento de pulsar y otro 
para el evento de soltar la tecla. Y llamar a la función correspondiente de la clase 
KeyboardHandler que se encarga del tema. Lo mismo para los eventos de ratón. 
Seguidamente se ha de agregar un listener para que a cada frame se ejecute el bucle 
del juego, llamado loopJuego.  
 
El código de datosCargados queda así: 
 
 
Fig.6.15. Función datosCargados 
 
Una vez implementada esta función, ya está preparado para la ejecución de un bucle 
de juego en donde pueden ir ocurriendo todos los eventos mientras el programa esté 
en marcha, lo que en la figura 6.13 representa desde el cuadro Entrada hasta el fin del 
juego. Antes de ver cómo se crea el loop hay que tener preparadas un par de 
funciones importantes. 
private function datosCargados(e:Event):void { 
 trace("Se han cargado todos los elementos”); 
 //si queremos tener el marcador en pantalla añadimos el score  
 addChild(score); 
 //Carga de dibujos de menú y fondo (se explica más adelante) 
 dibujoTitulo = new ElemGrafico(); 
 dibujoTitulo.setImage(loader.getBitmap("Titulo")); 
 instrucciones = new ElemGrafico(); 
 instrucciones.setImage(loader.getBitmap("Instrucciones")); 
 fondo = new ElemGrafico(); 
 fondo.setImage(loader.getBitmap("Fondo"));  
 //Eventos: comprobar las teclas y el loop del juego 
stage.addEventListener(KeyboardEvent.KEY_DOWN,teclado.handleKeyDown)
; 
 stage.addEventListener(KeyboardEvent.KEY_UP, teclado.handleKeyUp); 
stage.addEventListener(MouseEvent.MOUSE_DOWN, 
mouse.handleMouseDown); 
 stage.addEventListener(MouseEvent.MOUSE_UP, mouse.handleMouseUp); 
 //Proceso 
 this.addEventListener(Event.ENTER_FRAME, loopJuego); 
    
} 
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Llegados a este punto, se puede observar como en el código de la figura 6.14 hay una 
llamada a dos archivos xml que corresponden al level_1 y al level_2. Por motivos de 
legibilidad de la memoria no se realiza la copia de todo el código XML que se produce 
para la creación de los escenarios. Se puede ver en el código adjunto a la memoria, en 
los archivos del mismo nombre. En esos archivos quedan definidos cómo serán los 
escenarios siguiendo la pauta del apartado 6.1.2. 
 
A partir de aquí, se han de preparar las dos funciones que se encargan de cargar tanto 
el escenario como el personaje. Estas serán llamadas desde el loop antes de que 
empiece el juego, es decir, antes de que el estado pase al estado JUGANDO. Las 
funciones se encargan de llamar a los métodos definidos en Escenario y Jugador 
(apartados 5.4 y 5.3) encargados de la creación de escenarios y del jugador.  
 
Para el escenario únicamente hay que crear la instancia de Escenario y llamar a la 
función de carga de xml pasándole el número de nivel que se desea cargar. Una vez 
cargado se añade a la lista de visualización (display list) con la función addChild.  
 
Para el jugador se ha de crear la instancia de la clase Jugador decidiendo en cada uno 
de los parámetros de la constructora cómo se desea el jugador. En el caso de esta 
demo se le dibuja con la imagen definida con el id Data.HEROE, tiene una velocidad 
de 5 píxels, un salto de 15 píxels, 5 vidas, no puede disparar de antemano, una 
gravedad normal de 0.9 y una energía de 20. Que no pueda disparar de antemano es 
una característica implícita en la definición del juego: el personaje ha de conseguir el 
arma y sobrevivir a los zombis hasta poder dispararles. 
 
Se le añaden animaciones si se desea. En este caso tiene animaciones para todos los 
movimientos posibles del jugador. Siguiendo el dibujo de la figura 6.9 y la explicación 
de las funciones de la clase Animación (apartado 5.18) se puede observar como 
funcionan estas animaciones.  
 
Si se mira la primera llamada en la primera animación en la figura 6.16 se le asigna el 
estado Bicho.WALKRIGHT. Esto significa que cuando el Jugador esté caminando 
hacia la derecha se le aplica esta animación. Se le indica que hay un desplazamiento 
en el eje x de 32 píxels. Es decir, la imagen empieza con el lado izquierdo de eje de 
referencia; por lo tanto, 32 píxels a la derecha del eje de referencia. El desplazamiento 
en y (tercer parámetro de la constructora de Animación) es 0; es decir, empieza la 
imagen arriba del todo del archivo .png. Seguidamente, se define el frame inicial como 
el 0 y el número de frames total de la animación: 3. Esto significa que los tres dibujos 
siguientes que se ven en la figura 6.9 serán los que se vayan mostrando 
continuamente para crear la animación. El último parámetro marca que es en el eje Y, 
es decir, las imágenes van de arriba a abajo alternándose. El antepenúltimo y 
penúltimo parámetro marcan el tamaño de la imagen en píxels, que es de 32x32. 
 
Para las demás animaciones funciona igual. Después de añadir las animaciones 
pertinentes, se dibuja el jugador por defecto y se posiciona en pantalla. Se le dan los 
valores a la caja contenedora llamando a la función correspondiente de Bicho 
darValores; y se añade a la display list. 
 
El código queda como se ve en la figura 6.16:  
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Fig.6.16. Funciones de cargar escenario y personaje principal 
 
 
 
 
 
 
public function cargarEscenario(nivel:String):void { 
 escenario = new Escenario(loader); 
 //se añade a la display list 
 addChild(escenario); 
 //se carga el nivel 
 escenario.cargarXML(nivel); 
 nivelActual = escenario.nivel; 
} 
public function cargarPersonaje():void { 
 //se carga el jugador con la imagen correspondiente 
personaje = new 
Jugador(loader.getBitmap(Data.HEROE),5,15,5,false,0.9,20); 
 //se añaden animaciones 
personaje.addAnimation(new Animacion(Bicho.WALKRIGHT, 32, 0, 0, 3, 
32, 32,Animacion.Y)); 
personaje.addAnimation(new Animacion(Bicho.WALKLEFT, 0, 0, 0, 3, 32, 
32, Animacion.Y)); 
personaje.addAnimation(new Animacion(Bicho.LOOKLEFT, 0, 0, 0, 1, 32, 
32, Animacion.Y)); 
personaje.addAnimation(new Animacion(Bicho.LOOKRIGHT, 32, 0, 0, 1, 
32, 32,Animacion.Y)); 
personaje.addAnimation(new Animacion(PersonajeJuego.CORRE_DER, 96, 
0, 0, 4, 32, 32,Animacion.Y,true)); 
 personaje.addAnimation(new Animacion(PersonajeJuego.CORRE_IZQ, 64, 
0, 0, 4, 32, 32, Animacion.Y,true)); 
 personaje.addAnimation(new Animacion(PersonajeJuego.SALT_IZQ, 128, 
0, 0, 4, 32, 32, Animacion.Y,false)); 
 personaje.addAnimation(new Animacion(PersonajeJuego.SALT_DER, 160, 
0, 0, 4, 32, 32, Animacion.Y, false)); 
 personaje.addAnimation(new Animacion(PersonajeJuego.DISPARA_DER, 
224, 0, 0, 4, 32, 32, Animacion.Y,true)); 
 personaje.addAnimation(new Animacion(PersonajeJuego.DISPARA_IZQ, 
192, 0, 0, 4, 32, 32, Animacion.Y,true)); 
personaje.addAnimation(new Animacion(PersonajeJuego.SUBE_ESC, 160, 
128, 0, 5, 32, 32, Animacion.Y, true)); 
 personaje.addAnimation(new Animacion(PersonajeJuego.BAJA_ESC, 160, 
128, 0, 5, 32, 32, Animacion.Y, true)); 
//se dibuja el personaje 
 personaje.dibujar(32,32,32,0); 
 //se posiciona en la pantalla 
personaje.initPositions(400,stage.stageHeight - (personaje.height + 
10)); 
 personaje.posicionar(personaje.initX,personaje.initY); 
 //se le dan los valores a su caja contenedora 
 personaje.darValores(); 
 //se añade a la display list 
 addChild(personaje); 
} 
Librería en Flash para la creación de videojuegos de plataformas  
 - 166 -
Si en el estado actual del código se llaman a estas funciones, dibujarán por pantalla 
los elementos de escenario que se han creado en el XML y el jugador que se ha 
pretendido dibujar. Quedaría una imagen como la de la figura 6.17, completamente 
estática, ya que aún no se le ha aplicado ninguna lógica al juego. Con esto se puede 
ver que con la creación y carga de escenarios y personaje la librería ya es capaz de 
generar una pantalla con la apariencia de un videojuego. La captura es con fondo 
blanco para hacer más legibles los comentarios dentro de la captura. 
 
 
 
Fig.6.17. Imagen estática (sin el juego en marcha) generada 
 
 
Una vez preparado todo el escenario y la carga de jugador, se ha de implementar la 
función que será la encargada de llevar el peso de la aplicación: el bucle del juego. 
Este bucle recibe un evento de tipo ENTER_FRAME. Es decir, es llamado por el 
listener que se implementó en la función de inicialización a cada frame del juego. La 
función loopJuego no para de ejecutarse mientras el juego está en marcha.  
 
Al principio del tutorial se han creado unas constantes de estado que no se han 
utilizado hasta ahora. Estas son las que sirven para que el bucle del juego sepa qué 
tiene que hacer en cada momento dependiendo del estado en el que está el programa 
principal. Para verlo más claro se puede crear un loopJuego genérico que sirva para 
cualquier juego. Para cada estado posible, loopJuego llama a una función que 
encapsula lo que ha de hacer la aplicación en cada estado concreto.  
 
El código en cuestión del loop genérico sería como el que muestra la figura 6.18:  
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Fig.6.18. Bucle de juego genérico 
 
Esta función podría pertenecer a cualquier juego. Lo que cambiará será lo que cada 
una de las funciones internas implemente. Primero recibe las entradas de teclado y 
ratón. A continuación, comprueba el estado actual del juego y decide qué hacer 
dependiendo de su valor. El estado inicial del juego será el de menú (se le da ese 
valor en la función de inicialización, figura 6.14). 
 
El menú ofrece tres opciones: o bien jugar (play), o ver las instrucciones (instructions) 
o salir de la aplicación (quit). Si se clicka en instructions pasará al estado 
correspondiente (INSTRUCTIONS) y mostrará las instrucciones del juego. Si clicka en 
el botón de play, pasará al estado TRANSICION.  
 
Antes de acceder al código del estadoMenu es necesaria una clase nueva para 
introducir gráficos concretos en el juego. Aprovechando las posibilidades que ofrece 
Bicho se puede generar una clase llamada ElemGrafico que simplemente hereda de 
Bicho y no hace nada más. Esto es obligatorio ya que Bicho es una clase abstracta y 
no se puede utilizar directamente. Lo que se desea creando esta clase es tener la 
posibilidad de dibujar cualquier imagen creada externamente. En el caso de esta demo 
para tener un fondo de pantalla, un título de menú y unas instrucciones. 
 
La clase ElemGrafico simplemente hace un extends de Bicho y en la constructora, hay 
que recordar, se coloca la sentencia “super(this)”. Con esto es suficiente para tener la 
clase que se necesita, ya que Bicho implementa las funciones de dibujar en pantalla 
un archivo gráfico externo. 
 
Así pues, el código de la función estadoMenu queda tal y como se observa en la figura 
6.19: 
 
private function loopJuego(event:Event):void { 
 /* Actualiza el estado del teclado y el ratón, válido para todos los 
estados del juego (ENTRADA)*/ 
teclado.update(); 
 mouse.update(mouseX, mouseY);  
 //PROCESO  
 switch(estadoJuego) { 
  case MENU:    estadoMenu(); 
      break; 
  case JUGANDO:  estadoJugando(); 
      break; 
  case GAMEOVER:  estadoGameOver(); 
      break; 
  case WAIT_REINICIO: estadoEsperaReinicio(); 
      break; 
  case TRANSICION:  estadoTransicion(); 
      break; 
  case FINAL:   estadoFinalJuego(); 
      break; 
  case INSTRUCTIONS:  estadoInstrucciones(); 
      break; 
 } 
} 
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Fig. 6.19. Función estadoMenu 
 
Esto permitirá tener una imagen de menú como la que se muestra a continuación: 
 
 
 
Fig. 6.20. Menú principal del juego 
 
public function estadoMenu():void { 
 //Se coloca el dibujo del titulo en la pantalla  
 dibujoTitulo.x = 225; 
 dibujoTitulo.y = 100; 
 dibujoTitulo.dibujar(384, 83, 23, 16); 
 addChild(dibujoTitulo); 
 //se muestra el menú y se espera el evento de ratón 
 score.showMenu();  
 if (mouse.justPressed()) { 
  //dependiendo de qué botón se clicke realiza una acción 
  if (score.botPlay.hitTestPoint(mouseX, mouseY)) { 
   estadoJuego = TRANSICION; 
   score.hideMenu(); 
   removeChild(dibujoTitulo); 
  } 
  else if (score.botQuit.hitTestPoint(mouseX, mouseY)) { 
   fscommand("quit"); 
  } 
  else if (score.botInstr.hitTestPoint(mouseX, mouseY)) { 
   estadoJuego = INSTRUCTIONS; 
   score.hideMenu(); 
  } 
 }    
} 
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Al pasar al estado de consultar las instrucciones, la función que se encarga de 
manejar ese estado únicamente mostrará las instrucciones manteniendo el título del 
menú en pantalla. El código queda así: 
 
 
Fig. 6.21. Función estadoInstrucciones 
 
En este estado la función únicamente espera a un clic de ratón para volver al menú 
principal una vez se hayan leído las instrucciones del juego. La imagen que se 
mostrará al entrar en el estado instrucciones será una como la de esta figura 6.22: 
 
 
 
Fig. 6.22. Imagen que se muestra en el estado de instrucciones 
 
Desde el menú principal, una vez que se clicke el botón play, el juego entrará en el 
estado Transición. El estado de transición requiere que muestre únicamente un 
mensaje por pantalla que diga en qué nivel está, y que espere una pulsación del 
“enter” por parte del usuario o bien un click de ratón. Una vez se haya pulsado una de 
las dos opciones, la función cargará el jugador, el escenario y el fondo de pantalla; y 
pasará a estar en el estado jugando.  
public function estadoInstrucciones():void { 
    
instrucciones.x = 225; 
 instrucciones.y = 200; 
 instrucciones.dibujar(394, 220, 6, 2); 
 addChild(instrucciones); 
 //En cuanto que se clicke con el ratón se vuelve al menú 
 if (mouse.justPressed()) { 
  estadoJuego = MENU; 
  removeChild(instrucciones); 
 } 
} 
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El código de la función estadoTransición queda tal y como se ve en la figura 6.23: 
 
 
Fig. 6.23. Función estado de transición junto a la clase auxiliar de marcador 
public function estadoTransicion():void { 
 //Se asegura el foco del juego en el score 
score.focusRect = new Rectangle(0, 0, 0, 0); 
 stage.focus = score; 
if (nivelActual == 1) { 
score.mostrarMensajeTransicion("Nivel " + new 
String(nivelActual)); 
 } 
 else { 
  score.limpiar(); 
score.mostrarMensajeTransicion("Nivel " + new 
String(nivelActual)); 
if (!fondoBorrado) { 
 escenario.removeChild(fondo); 
 fondoBorrado = true; 
} 
 } 
 //comprobación de si se ha pulsado el botón ENTER o el ratón 
 if (teclado.pressed("ENTER") || mouse.justPressed()) { 
  if (nivel == 1) { 
   cargarEscenario(Data.ESCENARIO + new String(nivel)); 
   cargarPersonaje(); 
/* El fondo se pone con el escenario para que se mueva 
con el scroll, y se añade a la display list en la 
posición 0 para que quede atrás del todo */ 
   fondo.dibujar(1000, 600, 0, 0); 
   escenario.addChildAt(fondo, 0); 
   fondoBorrado = false; 
   estadoJuego = JUGANDO; 
   score.removeMensajeTransicion(); 
   añadirMarcador(); 
  }  
  else { 
   cargarEscenario(Data.ESCENARIO + new String(nivel)); 
personaje.posicionar(personaje.initX, 
personaje.initY); 
   addChild(personaje); 
   fondo.dibujar(1000, 600, 0, 0); 
   escenario.addChildAt(fondo, 0); 
   fondoBorrado = false; 
 
   estadoJuego = JUGANDO; 
   score.removeMensajeTransicion(); 
   añadirMarcador(); //añade los elementos de marcador 
  } 
} 
} 
//Función auxiliar que pone los elementos de marcador en pantalla 
public function añadirMarcador():void { 
 score.addMarcador(ScoreHandler.VIDAS, 50, 25); 
 score.addMarcador(ScoreHandler.NIVEL, 170, 25); 
 score.addMarcador(ScoreHandler.ENERGIA, 290, 25); 
 score.addMarcador(ScoreHandler.SCORE, 480, 25); 
 score.addMarcador(ScoreHandler.TIEMPO, 670, 25); 
} 
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Esta función es muy dependiente del juego que se esté creando. Aquí ya se tiene que 
definir cierto comportamiento de cómo ha de ser el juego. En el caso que ocupa la 
demo el estado de transición es ligeramente distinto si está en el primer nivel que si 
está en uno de los niveles siguientes. 
 
En el primer nivel lo único que hay que mostrar es el mensaje de transición, función 
que implementa la clase ScoreHandler. En el ejemplo la instancia de ScoreHandler es 
score, tal y como se ha visto antes. Como una vez cargado el primer nivel ya habrá un 
marcador con los puntos, vidas, etcétera; a partir del nivel siguiente antes de mostrar 
el mensaje de transición se ha de borrar el marcador de la pantalla, de ahí el uso de la  
función de limpiar.  
 
Una vez mostrado el mensaje de transición, el juego espera en este mismo estado 
hasta que el usuario pulsa el botón ENTER o el clic del ratón. A cada vuelta del loop 
del juego entrará en esta función y hasta que no se pulse el botón indicado no pasará 
al nivel que le toque. El tratamiento también es distinto si el nivel es el primero o no. Si 
es el primero la función tendrá que cargarlo todo, personaje y escenario del nivel 1; y 
pasar al estado JUGANDO. Pero en el caso de ser un nivel siguiente, el jugador ya 
estará cargado y creado y no se ha de cargar de nuevo. Ya que si se crea una 
instancia nueva se pierde todo el progreso del jugador. Con lo cual a partir del nivel 2 
se carga el nuevo escenario, pero al personaje ha de estar en la posición inicial del 
escenario y hay que añadirlo de nuevo a la lista de visualización. 
 
En la pantalla, mientras esté en el estado de transición se verá algo como lo que 
muestra la figura 6.24: 
 
 
 
Fig.6.24. Mensaje de transición 
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Una vez el usuario pulse el botón ENTER o clicke con el ratón pasará al estado 
JUGANDO. Ese estado es el que lleva todo el peso del juego, el que se encarga de 
llamar a las funciones correspondientes que hacen que el usuario pueda interaccionar 
con el personaje principal, y todos los elementos del juego funcionen internamente 
como es debido. 
 
La función que encapsula el comportamiento del juego en el estado JUGANDO es la 
función llamada estadoJugando. Se encarga de llamar a la función que decide, una 
vez recogida la interacción del usuario por parte de la interfaz KeyboardHandler, qué 
ha de hacer según la tecla pulsada, y luego aplicar la lógica del jugador. 
Seguidamente ha de ejecutar la lógica de escenario. Esto es imprescindible para todo 
juego creado con esta librería. Después, si se desea mostrar un marcador, se llama a 
la función que se encarga de mostrar esa información con los datos necesarios. 
 
La segunda parte de la función es algo que depende del tipo de juego que se cree. El 
caso de esta demo es que el personaje vacíe el escenario de zombis. Por lo tanto se 
ha de comprobar si quedan enemigos. En caso de no quedar ni un solo enemigo en el 
escenario se pasa al siguiente nivel, cambiando de estado al de transición. En caso de 
llegar al último nivel, se pasa al estado FINAL. Y si el jugador se queda sin vidas, se 
pasa al estado GAMEOVER.  
 
El código queda tal y como se ve en la figura 6.25 (página siguiente): 
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Fig.6.25. Función del estado jugando 
 
Para terminar de entender qué hace esta función, se ha de ver el método que 
implementa el movimiento del jugador. La función moverPersonaje decide qué hacer 
en función de lo que el usuario pulsa en el teclado. La interfaz de KeyboardHandler lo 
único que hace es recoger los eventos de teclado, pero no decide qué hacer con ellos. 
Simplemente dice si una tecla concreta ha sido pulsada o no. En el método 
moverPersonaje se decide qué hacer en cada pulsación. El código queda tal y como 
se ve en la figura 6.26: 
 
private function estadoJugando():void { 
 /** Parte que sirve para todo juego creado con esta librería */ 
//ponemos un focus que no se vea y lo ponemos en el personaje 
personaje.focusRect = new Rectangle(0, 0, 0, 0); 
 stage.focus = personaje; 
 //Función que decide qué hacer según las teclas pulsadas 
moverPersonaje(); 
//Lógica del escenario 
 escenario.logicaEscenario(personaje); 
 //Mostrar el marcador y actualizar el teclado 
score.mostrarMarcador(personaje.life,personaje.score,personaje.ene
rgy,escenario.nivel); 
 
 /** Parte variable según el juego */ 
 //Cambio de nivel (LIMPIAR ENEMIGOS) 
 if (escenario.getEnemigos().length == 0) { 
  //pasar al siguiente nivel 
  nivelActual++; 
  if (nivelActual > numNiveles) { 
   estadoJuego = FINAL; //final del juego 
  } 
  else { 
   personaje.borrarMisiles(); 
   personaje.weapon = false; 
   removeChild(personaje); 
   escenario.borrarEscenario(); 
   removeChild(escenario); 
      
   estadoJuego = TRANSICION;//nuevo nivel 
  } 
 } 
 if (personaje.life <= 0) estadoJuego = GAMEOVER; 
} 
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Fig.6.26. Función para mover el personaje principal 
 
Se asignan las flechas de izquierda, derecha, arriba y abajo para los movimientos 
directos en esas direcciones. A la letra X se le asigna el salto, a la Z correr y a la C 
disparar. El personaje no puede disparar hasta que no tiene el arma, una vez que la 
tiene pulsando la C puede disparar, mientras tanto pulsar C no tendrá ningún efecto. A 
la función de disparar (definida en Bicho, apartado 5.1.4) se le ha de enviar los 
parámetros y el dibujo que ha de mostrar para representar los misiles. Se pone el 
disparar a falso con el setDispara para evitar que el jugador pulse la tecla C, la deje 
apretada y dispare todo lo que quiera. Para seguir disparando debe soltar la tecla y 
volver a pulsar.  
 
 
public function moverPersonaje():void { 
 if (teclado.pressed("LEFT")) { 
  personaje.moverIzquierda(escenario); 
 } 
 else if (teclado.pressed("RIGHT")) { 
  personaje.moverDerecha(escenario); 
 } 
 else { 
  personaje.stop(); 
 } 
 if (teclado.pressed("X")) { 
  personaje.saltar(escenario.getElementos()); 
 } 
 if (teclado.pressed("DOWN")) { 
  personaje.moverAbajo(escenario.getElementos()); 
 } 
 if (teclado.pressed("UP")) { 
  personaje.moverArriba(escenario.getElementos()); 
 }   
 if (teclado.pressed("C")) { 
//la función de disparar espera recibir una definición de 
//imagen para el misil que se dispare. 
personaje.disparar(loader.getBitmap(Data.ELEMENTOS),10, 10, 
150, 86); 
//no se permite disparar momentáneamente 
  personaje.setDispara(false); 
 } 
 else if (teclado.justReleased("C")) { 
  //cuando se suelta el botón c se permite disparar 
  personaje.setDispara(true); 
 } 
 if (teclado.pressed("Z")) { 
  personaje.correr(true); 
 } 
 if (!teclado.pressed("Z")) { 
  personaje.correr(false); 
 } 
 //se llama a la lógica del personaje 
 personaje.logicaPersonaje(escenario); 
 //se actualizan los valores de la caja contenedora 
 personaje.darValores(0); 
} 
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Una vez definidas las teclas se llama a la lógica del personaje pasándole el escenario 
del juego. Ésta se encarga de decidir qué hacer para que el personaje caiga, se 
choque con las paredes o mate a los enemigos. Todo eso ya corre a cargo de la 
librería. 
 
Una vez realizado esto, ya hay un juego en movimiento, en esta imagen estática 
(figura 6.27) no se puede apreciar; pero se puede observar cómo el enemigo de la 
izquierda no queda pegado junto al elemento móvil del escenario como sí lo hacía en 
la figura 6.17. Esto es porque se está aplicando, ahora sí, la lógica del escenario 
donde están las colisiones y los movimientos de enemigos y elementos de escenario. 
La captura, nuevamente, se ha realizado sin fondo dibujado, con fondo blanco, para 
hacer más legibles los comentarios dentro de la captura. 
 
 
 
Fig.6.27. Juego en movimiento (diferencias con figura 6.17 marcadas en rojo) 
 
Ahora sólo queda terminar de implementar las funciones de los estados de game over, 
final del juego y esperar el reinicio. Las de game over y final del juego son similares. 
Hacen lo mismo cambiando el mensaje a mostrar. Borran todo el escenario y muestran 
el mensaje pertinente, una vez hecho pasan al estado WAIT_REINICIO donde se 
espera una pulsación de la tecla ENTER para volver al estado MENÚ y volver a 
empezar.  
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La implementación de las funciones de estos estados se pueden ver juntas en la 
misma figura 6.28: 
 
 
Fig.6.28. Las funciones que implementan los estados game over, final del juego y 
esperar el reinicio 
 
Las funciones estadoGameOver y estadoFinalJuego podrían ser una sola pasándole el 
mensaje a mostrar por parámetros; pero para hacer más entendible que son dos 
estados distintos están separadas. Este es un caso sencillo de una demostración, pero 
en un posible juego que se crease podría tener un dibujo especial para el game over y 
una animación final para el final del juego con lo cual cambiaría el trabajo interno de 
ambas funciones. La función de estadoEsperaReinicio únicamente actualiza el teclado 
y espera un ENTER. Cuando eso pasa el juego vuelve al menú. La parte de esperar el 
reinicio sería lo que en la estructura de un videojuego (figura 6.13) se ha definido como 
la parte de Finalización.  
 
Una vez realizado todo esto ya está el juego implementado. Se podría hacer el juego 
mucho más bonito visualmente eligiendo otros sprites con animaciones con más 
frames y más elaboradas, pero no es el objetivo de esta demo. Con la demo 
implementada se puede ver cómo se puede crear un juego completo. Tiene dos 
niveles, y un final.  
public function estadoGameOver():void { 
 removeChild(personaje); 
 escenario.borrarEscenario(); 
 removeChild(escenario); 
 score.limpiar(); 
 if (!fondoBorrado) { 
  escenario.removeChild(fondo); 
  fondoBorrado = true; 
 } 
 score.mostrarMensajeTransicion("GAME OVER"); 
 estadoJuego = WAIT_REINICIO; 
} 
public function estadoFinalJuego():void { 
 removeChild(personaje); 
 escenario.borrarEscenario(); 
 removeChild(escenario); 
 score.limpiar(); 
 if (!fondoBorrado) { 
  escenario.removeChild(fondo); 
  fondoBorrado = true; 
 } 
 score.mostrarMensajeTransicion("FINAL DEL JUEGO. ENHORABUENA"); 
 estadoJuego = WAIT_REINICIO; 
} 
public function estadoEsperaReinicio():void { 
 stage.focus = score; 
 if (teclado.pressed("ENTER")) { 
  nivelActual = 1; 
  estadoJuego = MENU; 
  score.removeMensajeTransicion(); 
 } 
} 
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Antes de terminar, como esto es un juego de zombis, se puede ampliar el número de 
enemigos. Hasta ahora se habían dibujado dos únicamente, que están definidos en el 
XML. Estos enemigos tienen un objetivo concreto: fastidiar al jugador. Están diseñados 
para que al jugador le sea difícil conseguir el arma. Ahora se pueden añadir más 
zombis para que terminar la pantalla sea un poco más complicado una vez se consiga 
el arma. 
 
Como la librería permite cargar enemigos de forma aleatoria, sin necesidad de usar el 
archivo XML, se puede aprovechar esta función para crear enemigos aleatorios. De 
esta manera, los enemigos creados en XML son enemigos posicionados en lugares 
concretos para el objetivo de fastidiar al jugador cuando realice ciertas acciones. Por 
ejemplo, si el jugador sube la escalera directamente, sin esperar, lo más probable es 
que el enemigo de la izquierda caiga sobre él y le haga perder una vida.  
 
Así pues, se pueden crear enemigos aleatorios para rellenar el nivel creando la función 
definida en la figura 6.29. En la misma figura también se muestra la modificación de la 
función cargarEscenario para aprovechar la función de crear enemigos aleatorios 
(página siguiente): 
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Fig.6.29. Creación de enemigos aleatorios y cargarEscenario modificado 
 
La función de crear enemigos aleatorios crea enemigos a ambos lados del personaje. 
El personaje principal se posiciona siempre al principio de cada nivel en el medio del 
eje x. Por lo tanto la función crea tantos enemigos a ambos lados como se le indique 
por parámetros. Crea enemigos del tipo perseguidor que quedan fijos en el escenario 
(PERSIGUEFIJO) y usa las mismas animaciones que se definen en los XML de cada 
nivel para los otros enemigos creados.  
public function cargaEnemigosAleatorios(numEnemigos:int):void {  
 var i:int; 
 //enemigos de la izquierda del personaje 
 for (i = 0; i < numEnemigos; i++) { 
escenario.addEnemy(loader.getBitmap(Data.ENEMIGOS), i, 
CreatorEnemigos.PERSIGUEFIJO, i*40, 550, 48, 49, 192, 0, 1, 
10, 60, false, 0.9, Bicho.LOOKRIGHT, 10, true); 
escenario.addEnemyAnimation(i, new 
Animacion(Bicho.WALKRIGHT, 240, 0, 0, 3, 48, 49, 
Animacion.Y)); 
escenario.addEnemyAnimation(i, new Animacion(Bicho.WALKLEFT, 
192, 0, 0, 3, 48, 49, Animacion.Y)); 
escenario.addEnemyAnimation(i, new 
Animacion(Bicho.LOOKRIGHT, 240, 0, 0, 1, 48, 49, 
Animacion.Y)); 
escenario.addEnemyAnimation(i, new Animacion(Bicho.LOOKLEFT, 
192, 0, 0, 1, 48, 49, Animacion.Y)); 
 } 
 //enemigos de la derecha del personaje 
 for (i = numEnemigos; i < numEnemigos*2; i++) { 
escenario.addEnemy(loader.getBitmap(Data.ENEMIGOS), i, 
CreatorEnemigos.PERSIGUEFIJO, 800 - ((i-numEnemigos)*40), 
550, 48, 49, 192, 0, 1, 10, 60, false, 0.9, Bicho.LOOKLEFT, 
10, true); 
escenario.addEnemyAnimation(i, new 
Animacion(Bicho.WALKRIGHT, 240, 0, 0, 3, 48, 49, 
Animacion.Y)); 
escenario.addEnemyAnimation(i, new Animacion(Bicho.WALKLEFT, 
192, 0, 0, 3, 48, 49, Animacion.Y)); 
escenario.addEnemyAnimation(i, new 
Animacion(Bicho.LOOKRIGHT, 240, 0, 0, 1, 48, 49, 
Animacion.Y)); 
escenario.addEnemyAnimation(i, new Animacion(Bicho.LOOKLEFT, 
192, 0, 0, 1, 48, 49, Animacion.Y)); 
 } 
} 
private function cargarEscenario(nivel:String):void { 
 escenario = new Escenario(loader); 
 addChild(escenario); 
 escenario.cargarXML(nivel); 
 nivelActual = escenario.nivel; 
 switch(nivelActual) { 
  case 1:  cargaEnemigosAleatorios(5); 
    break; 
  case 2: cargaEnemigosAleatorios(9); 
    break; 
 } 
} 
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En la función de cargarEscenario ahora hay un switch que decide cuantos enemigos 
aleatorios cargar según el nivel en el que se encuentre. Para el primer nivel genera 
cinco para cada lado, y para el segundo nueve. 
 
El juego quedará como muestra esta captura de pantalla (figura 6.30):  
 
 
 
Fig.6.30. Cómo queda el juego finalmente 
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6.2. Extender la librería 
 
En este apartado se explica cómo ampliar esta librería con nuevas funcionalidades. 
Está diseñada para que pueda ser ampliable con la mínima modificación de código o 
sin modificarlo.  
 
Si se quiere ampliar la clase Bicho o PersonajeJuego se ha de heredar de ellas y 
realizar las modificaciones pertinentes. Si esto se hace se tendrá que modificar la 
práctica totalidad de la librería. Si se quiere modificar el trato del teclado, del ratón o de 
la muestra del marcador, se puede cambiar completamente por otra clase o heredarlas 
y ampliarlas; ya que estas clases son independientes y se utilizan únicamente desde el 
programa principal. 
 
En los siguientes sub-apartados se entra a valorar qué es lo que hay que hacer si se 
quiere modificar las otras partes de la librería, estas son: el personaje principal, los 
enemigos, los elementos de escenario, los objetos, los misiles y las colisiones. 
 
6.2.1. Personaje principal 
 
Si se pretende realizar una ampliación de la librería en la que el personaje principal 
tenga más acciones a realizar, u otro tipo de reacciones físicas, la clase Jugador 
(apartado 5.3) ha de ser ampliada. Esta clase, que hereda de PersonajeJuego, 
implementa todas las acciones concretas que ha de hacer el Jugador. Las básicas 
están implementadas en PersonajeJuego así que se podrían realizar estas nuevas 
opciones implementando su código en funciones aparte en Jugador. 
 
Si no se quiere modificar el código de Jugador, se puede heredar de este y realizar 
todas las nuevas acciones en él. Si se quiere modificar algún comportamiento ya 
implementado basta con sobrescribir las funciones ya implementadas en Jugador.  
 
Es importante que si se crea un nuevo Jugador ha de heredar de esta clase y no de 
PersonajeJuego ya que algunas de las funciones de otros elementos de la librería 
esperan una clase de tipo Jugador y no PersonajeJuego, como por ejemplo los 
enemigos o los objetos.  
 
Para acabar, lo único que hay que cambiar es el main principal del juego. No se ha de 
crear una instancia de Jugador y por lo tanto, hay que crear una de la nueva clase que 
se haya implementado para la ocasión. 
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6.2.2. Enemigos, elementos de escenario y objetos 
 
En este apartado se coge como ejemplo la ampliación de enemigos, pero punto por 
punto es aplicable con ligeras modificaciones a las ampliaciones de 
ElementoEscenario y Objeto, ya que están implementadas siguiendo los mismos 
patrones. 
 
Los enemigos se implementan con la clase Enemigo, definida en el apartado 5.6. Está 
implementada mediante el uso del patrón plantilla unido con el patrón factory para la 
creación. La manera en la que está diseñada permite la creación de nuevos tipos de 
enemigo únicamente heredando de la clase padre: Enemigo. Así pues, una ampliación 
con nuevos enemigos sería seguir la misma pauta con la que se han generado las 
actuales subclases ya implementadas en la librería. 
 
Es decir, se hereda de la clase padre, se crea una constructora con los atributos 
necesarios de la clase Enemigo y se sobrescribe la función plantilla de logicaIA para 
que el enemigo se comporte como se desee en la ampliación.  
 
En este código de ejemplo, figura 6.31, se puede ver cómo se haría esta ampliación: 
 
 
Fig.6.31. Creación de un Enemigo de un nuevo tipo 
 
 
 
 
 
 
 
package engine.enemigos { 
 //imports necesarios 
  
 public class EnemigoNew extends Enemigo { 
 
  //atributos nuevos si se desea 
 
  public function EnemigoNew(…) { 
   //inicialización de datos 
  } 
 
override public function logicaIA 
(elementos:Array,objetivo:Jugador):void { 
    
   logicaEspecificaEnemigoNew(); 
  } 
 
  private function logicaEspecificaEnemigoNew():void { 
   //lógica del nuevo enemigo 
  } 
 } 
} 
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Esto implica cambios también en la creadora que implementa el patrón factory 
(CreatorEnemigos, apartado 5.5). La clase CreatorEnemigos está diseñada para que 
se pueda ampliar sin tocar su código. Es decir, se puede extender la clase 
CreatorEnemigos, y crear una nueva que se llame CreatorEnemigosAmpl. Ésta hereda 
de CreatorEnemigos y sobrescribe la función gancho que hay creada para la ocasión y 
que se llama crearEnemigoAmpliacion. En esta ampliación de la clase también se ha 
de definir una constante nueva que guarde el tipo nuevo de Enemigo que se ha 
implementado. Por lo tanto, cuando se llame a la función crearEnemigo, no encontrará 
el tipo nuevo definido, pero llamará a la función crearEnemigoAmpliacion que en la 
subclase estará implementado qué hacer con el nuevo tipo. 
 
En la figura 6.32 se puede ver más claramente en qué consiste esta ampliación: 
 
 
Fig. 6.32. Ampliación del CreatorEnemigos 
 
Esto provoca que se haya de modificar la clase Escenario, que es la que utiliza los 
creadores de las distintas clases para añadir los elementos visibles al escenario. O 
bien se puede modificar el código directamente y colocar allí donde pone “protected 
var creadorEnemigos:CreatorEnemigos = new CreatorEnemigos()” poner lo mismo, 
pero en el new crear una clase de tipo CreatorEnemigosAmpl. Y ya no hay que 
modificar nada más.  
 
Si no se quiere modificar el código, se puede ampliar la clase Escenario, heredando de 
ella y en la constructora modificar el creadorEnemigos y hacer un new de la subclase 
de CreatorEnemigosAmpl.  
 
El código quedaría como se ve en la figura 6.33: 
package engine { 
 //imports necesarios 
  
 public class CreatorEnemigosAmpl extends CreatorEnemigos { 
 
  public static const NUEVOTIPO:String = “Nuevo tipo”; 
 
  public function CreatorEnemigosAmpl() { 
 
  } 
 
override public function crearEnemigoAmpliacion (tipo,...) 
:Enemigo { 
   var enemy:Enemigo; 
switch(tipo) { 
    case NUEVOTIPO:  enemy = new EnemigoNew(…); 
       break; 
default: throw new Error(“tipo no 
valido”); 
 break; 
   } 
   return enemy; 
  } 
 } 
} 
Librería en Flash para la creación de videojuegos de plataformas  
 - 183 -
 
Fig.6.33. Ampliación del Escenario para el nuevo enemigo. 
 
Todo lo demás quedaría igual y desde el main principal se crearía una instancia de 
EscenarioNew en vez de Escenario. 
 
Si se deseara introducir nuevos atributos en la nueva clase Enemigo, entonces tendría 
que modificarse todo el creador para permitir la nueva cabecera con nuevos 
parámetros, así como la carga del XML que no está preparada para los nuevos 
atributos que se hayan podido crear.  
 
6.2.3. Misiles 
 
Para la ampliación de los misiles y los tipos de trayectorias se debe ampliar la clase 
Misil heredando de ella y modificando la clase PersonajeJuego de la que dependen 
Jugador y Enemigo. Esto provocaría la modificación de la función de disparar 
implementada en PersonajeJuego.  
 
La clase Misil es un añadido, para permitir disparos tanto de jugadores como de 
enemigos, pero no está diseñada para ser ampliada por falta de tiempo. En futuras 
versiones de la librería se puede rediseñar para permitir distintas trayectorias de 
disparos en la propia clase. Por ejemplo con implicación de la gravedad (lanzamiento 
de bombas que forman parábolas) o disparos dobles, etcétera. Actualmente 
modificarla requiere cambios en el código. 
 
 
6.2.4. Colisiones 
 
Las colisiones están fuertemente acopladas en el código. Si se modifican la interfaz de 
colisiones o se pretende usar una nueva se ha de modificar la práctica totalidad de las 
clases de la librería. A no ser que se quieran mantener las funcionalidades básicas con 
esta interfaz de colisiones y aplicar nuevas físicas a lógicas concretas de enemigos, o 
de una ampliación del personaje principal, por ejemplo.  
 
En caso de modificar la clase IntColisiones tendrían que modificarse las clases 
PersonajeJuego, Jugador, Enemigo, Misil, ElementoEscenario y Objeto; o bien 
heredar de ellas y sobrescribir las funciones que usen la clase IntColisiones para usar 
la nueva gestión de colisiones. 
public class EscenarioNew extends Escenario { 
public function EscenarioNew():void { 
 super(); 
 creadorEnemigos = new CreatorEnemigosAmpl(); 
} 
} 
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7. Análisis del coste y planificación 
temporal 
 
En este capítulo se estudia la planificación que se ha llevado a cabo para la realización 
del proyecto. En el primer apartado se trabaja con un diagrama de gantt, y a partir de 
este diagrama se extrae el coste total del proyecto.  
7.1. Diagrama de Gantt 
 
Para la realización de este diagrama se han dividido las tareas de este proyecto en 
cinco grandes grupos: 
 
 Estudio previo: Esta parte engloba todo el estudio del lenguaje AS3, 
desconocido hasta entonces; la realización de videojuegos, también 
desconocida hasta entonces, y las pruebas previas sobre estos nuevos 
conocimientos adquiridos. 
 
 Análisis y diseño: En esta tarea queda la parte de realizar el análisis de los 
videojuegos de plataformas, extraer los requisitos y realizar un primer diseño 
acorde a las necesidades del proyecto. 
 
 Estudio de patrones de diseño en AS3: En este apartado se engloba el 
estudio de la aplicación de patrones de diseño conocidos en el lenguaje AS3; 
estudiando sus pros y sus contras y la aplicación concreta en videojuegos de 
plataformas. En esta parte también entra el rediseño de la librería usando 
patrones de diseño. 
 
 Implementación de la librería: Esta tarea contiene tanto la implementación, 
como las pruebas realizadas y la demo creada para probar lo que se puede 
hacer con la librería. 
 
 Realización de la memoria: Esta parte es la del tiempo dedicado a escribir la 
memoria y sus correcciones pertinentes. 
 
En la figura 7.1 se puede observar el diagrama de Gantt que representa la 
planificación de este proyecto: 
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Fig.7.1. Diagrama de Gantt de la planificación del proyecto 
Librería en Flash para la creación de videojuegos de plataformas  
 - 187 -
7.2. Coste total 
 
Para calcular el coste total se han tenido en cuenta los gastos de personal unido a los 
gastos de hardware y software. En cuestiones de personal únicamente se tiene en 
cuenta la única persona que se ha dedicado al proyecto haciendo las veces de 
programador, analista y director de proyecto. En los siguientes cuadros, figura 7.2 y 
7.3 se puede apreciar cómo ha estado repartido el coste y la dedicación en horas al 
proyecto: 
 
Tarea Días dedicados 
Horas 
por día 
Horas 
totales 
Estudio previo 13 6 78 
Análisis y diseño 13 6 78 
Estudio de patrones de diseño en 
AS3 9 6 54 
Implementación de la librería 50 7 350 
Realización de la memoria 43 5 215 
  
Total: 775 horas 
Coste del trabajo: Precio/hora 
  
 20 € Total: 15.500 € 
 
Fig.7.2. Coste y horas dedicadas al proyecto 
 
Hardware y software Meses de uso Precio/mes 
Precio 
total 
Flash Develop 3 0 0 
ArgoUML 1 0 0 
GanttProject 0,1 0 0 
Office XP 2 0 0 
Windows XP 6 0 0 
    
PC 6 - 600 € 
Internet 6 48 € 288 € 
 
Total: 
 888 € 
 
Fig.7.3. Coste del software y el hardware 
 
El coste de Software, como se puede observar en el cuadro de la figura 7.3, es cero. 
Esto es porque los programas Flash Develop, ArgoUML y GanttProject son software 
libre y su licencia es gratuita. En el caso de Office XP y Windows XP se dispone de 
una licencia gratuita conseguida a partir de la UPC, por lo tanto el coste de este 
software también es cero. Con lo cual, no hay gasto en software.  
 
Si se suma el coste de mano de obra (15500 €) más el coste de hardware y software 
(888 €) el coste total del proyecto es de 16388 €. 
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8. Conclusiones 
 
Se ha realizado una librería en Flash, programada en ActionScript 3, para la creación 
de videojuegos de plataformas en dos dimensiones. 
 
Además, se puede concluir que: 
 
1. Para diseñar la librería de tal forma que sea ampliable y reutilizable: 
 
 Se ha usado ActionScript 3 porque es un lenguaje que aporta estas 
soluciones interesantes para la creación de videojuegos que ya vienen 
implementadas en la propia API de Flash: 
 
 Permite trabajar de forma sencilla con archivos XML. 
 
 Trata gráficos por su cuenta, dejando las tareas de alto nivel para 
la librería del proyecto 
 
 Ofrece detección de colisiones simple, suficiente para el proyecto. 
 
 Se han estudiado y usado patrones de diseño, que han proporcionado 
soluciones útiles y eficaces para la extensibilidad y reusabilidad del código. 
 
 Se ha tenido en cuenta que el diseño de una librería de videojuegos difiere del 
diseño de una aplicación de gestión por un motivo elemental: los videojuegos 
siempre tienen un bucle que está en cálculo constante mientras que las 
aplicaciones de gestión responden a eventos provocados. En base a ello, se 
ha replanteado la manera de diseñar la librería usando los conocimientos 
adquiridos en la carrera, pero aplicándolos y estructurándolos de forma 
distinta. 
 
 Encapsular correctamente cada función de cada clase y ser pulcro en el 
código documentándolo correctamente permite crear un código más fácil de 
mantener. 
 
 Debido a que la librería, además de dar una base, tenía que dar ciertas 
funcionalidades implementadas, provoca que haya algunas clases muy 
acopladas entre ellas. La falta de experiencia en el diseño de videojuegos no 
ha permitido encontrar una solución más completa para que algunas de las 
funcionalidades fuesen más extensibles de serie. 
 
2. Para realizar la librería: 
 
 Se han implementado las funcionalidades básicas de un plataformas, pero no 
todas las posibles ya que un videojuego de este tipo puede ser de tantas 
formas como llegue la imaginación del desarrollador. 
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 Se han realizado todas esas funcionalidades de forma que el desarrollador 
que use esta librería pueda configurar a su gusto cada uno de los parámetros 
de todos los elementos. De esta manera, la librería permite una alta 
adaptabilidad a las necesidades del juego de plataformas que se desee crear 
con ella. 
 
3. La demo y el tutorial demuestran que se pueden hacer juegos de plataformas 
sencillos de forma bastante rápida, donde el tiempo de trabajo se va en la creación 
de sprites, dibujos y diseño de niveles más que en la programación; ya que la parte 
tecnológica está solucionada.  
 
 
Como mejoras de futuro el proyecto tiene varias salidas: 
 
a. La primera es la de poder realizar un editor de escenarios y enemigos para 
este mismo sistema que genere un archivo XML con la misma estructura 
que es capaz de interpretar esta librería. 
 
b. Por otro lado, la librería es extensible de manera que se pueden crear 
nuevas funcionalidades dentro de la librería para que abarque el mayor 
número de tipos de juegos de plataformas posibles. 
 
c. La librería en sí, también es mejorable en algunos apartados para el futuro, 
como la gestión de colisiones o la emisión de partículas. Estos efectos son 
en la actualidad sencillos y podrían ampliarse para ser más complejos y dar 
más posibilidades. La falta de experiencia en creación de videojuegos ha 
sido, en este tipo de funcionalidades, un pequeño lastre. 
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