Abstract. Resource management is a precondition to build reliable, extensible middleware and to host potentially untrusted user components. Resource accounting allows to charge users for the resource consumption of their deployed components, while resource control can limit the resource consumption of components in order to prevent denial-of-service attacks. In the approach presented here program transformations enable resource management in Java-based environments, even though the underlying runtime system may not expose information concerning the resource consumption of applications. In order to accurately monitor the resource utilization of Java applications, the application code as well as the libraries used by the application -in particular, the classes of the Java Development Kit (JDK) -have to be transformed for resource accounting. However, the JDK classes are tightly interwoven with the native code of the Java runtime system. These dependencies, which are not well documented, have to be respected in order to preserve the integrity of the Java platform. We discuss several hurdles we have encountered when rewriting the JDK classes for resource management, and we present our solutions to these problems. Performance evaluations complete this paper.
Introduction
Resource management (i.e., accounting and controlling physical resources like CPU and memory) is a useful, yet rather unexplored aspect of software. Increased security, reliability, performance, and context-awareness are some of the benefits that can be gained from a better understanding of resource management. For instance, accounting and controlling the resource consumption of applications and of individual software components is crucial in server environments that host components on behalf of various clients, in order to protect the host from malicious or badly programmed code. Resource accounting may also provide valuable feedback about actual usage by end-clients and thus enable precise billing and provisioning policies. Such information will currently be furnished in an ad-hoc way by the underlying operating system, but higher software layers would definitely benefit from receiving it through standardized APIs in order to Java [9] and the Java Virtual Machine (JVM) [12] are being increasingly used as the programming language and deployment platform for such servers (Java 2 Enterprise Edition, Servlets, Java Server Pages, Enterprise Java Beans). Moreover, accounting and limiting the resource consumption of applications is a prerequisite to prevent denial-ofservice (DoS) attacks in mobile agent systems and middleware that can be extended and customized by mobile code.Yet another interesting target domain is resource-constrained embedded systems, because software run on such platforms has to be aware of resource restrictions in order to prevent abnormal termination.
However, currently the Java language and standard Java runtime systems lack mechanisms for resource management that could be used to limit the resource consumption of hosted components or to charge the clients for the resource consumption of their deployed components. Prevailing approaches to provide resource management in Java-based platforms rely on a modified JVM, on native code libraries, or on program transformations. For instance, KaffeOS [1] and the MVM [6] are specialized JVMs supporting resource control. JRes [7] is a resource control library for Java, which uses native code for CPU control and rewrites the bytecode of Java programs for memory control.
Resource control with the aid of program transformations offers an important advantage over the other approaches, because it is independent of any particular JVM and underlying operating system. It works with standard Java runtime systems and may be integrated into existing middleware. Furthermore, this approach enables resource control within embedded systems based on modern Java processors, which provide a JVM implemented in hardware that cannot be easily modified [5] . In this approach the bytecode of 'legacy' applications is rewritten in order to make its resource consumption explicit. Thus, rewritten programs will unknowingly keep track of the number of executed bytecode instructions (CPU accounting) and update a memory account when objects are allocated or reclaimed by the garbage collector. These ideas were first implemented in the Java Resource Accounting Framework (J-RAF) [4] , which has undergone a complete revision in order to provide far better reliability, programmability, and performance. Details concerning the new bytecode rewriting scheme of J-RAF2 1 can be found in [10] . The drawback of this approach is that we cannot account for the resource consumption of native code.
In this paper we focus on the solutions developed specifically for correctly and efficiently rewriting the Java runtime support, called the Java Development Kit (JDK). Typically, rewriting the bytecode of an application is not sufficient to account and control its resource consumption, because Java applications use the comprehensive APIs of the JDK. Therefore, resource-aware versions of the JDK classes are needed in order to monitor the total resource consumption of an application. Ideally, the same bytecode rewriting algorithm should be used to rewrite application classes as well as JDK classes. However, the JDK classes are tightly interwoven with native code of the Java runtime system, which causes subtle complications for the rewriting of JDK classes. In this paper we report on the difficulties we encountered with JDK rewriting and on our solutions
