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Logic is about sound deduction: it is about rules that allow formulas to be derived 
from other formulas according to purely syntactic criteria in such a way that their 
truth is preserved. The vital insight behind logic programming is that these syntactic 
rules can be made into a computational process, and that they provide the basis 
for a powerful programming language. The program is a set of axioms, and the 
answers it produces are consequences derived from these axioms by the rules of 
inference that are built into the executing machine. 
The soundness of the rules guarantees that the answers produced are genuine 
consequences of the axioms in the program, and their completeness guarantees that 
the machine will produce all the ::nswers that the program allows. It is this soundness 
and completeness that makes logic programs declarative, because it means that-as 
far as correctness is concerned-the programmer need not worry about what happens 
when the program is executed, but can concentrate on ensuring that the desired 
answers are the ones logically entailed by the program, confident in the knowledge 
that aii and oniy these answers wili be prodticed in execution. 
It is well known that this ideal is only roughly approximated by the logic 
programming languages in use today. Prolog is notorious for its range of features 
that have no logical meaning at all, such as the input-output facilities that operate 
by side-effect. Even the logical core of Prolog is spoilt by a slight unsoundness in 
the inference rules, caused by the omission of the “occurs check” from the unification 
algorithm, and a practically more serious incompleteness, caused by the adoption 
of the efficient but unfair depth-first search strategy. Despite all this, Prolog deserves 
its popularity because a carefully written program can be kept mostly inside ihe 
logical core of the language, with use of the nonlogical features confined to a few 
supporting modules. Provided the weaknesses of the logical core are understood, 
they can be avoided by careful programming. 
Dodd’s book aims to take a “logical” approach to Prolog, so I expected to find 
a careful explanation of t+ rules of inference that Prolog uses to derive answers 
from programs. Alas, no; cnere is some information about the actions that constitute 
an execution of a Prolog program, but what’s missing is an account of what a proof 
is, independent of the way it is constructed in the execution. Even the account of 
the fundamental operation of substitution fatally confuses simultaneous ubstitution 
for several variables with repeated substitution for the variables separately. 
