A different design approach is inspired by biological systems. In particular, several studies demonstrated that, notwithstanding the human hand complexity, only a limited set of variables are able to describe most of the variance of hand postures during grasping tasks. Neuroscientists often refer to this low-dimensional representation of hand postures as postural synergies [5] .
Reducing the number of control inputs from a fully actuated to an underactuated or joint-coupled solution obviously limits the dimension of the force and motion controllability subspaces, reducing the dexterity of the given robotic grasp. If we define the actual joint variables as a linear combination of as few inputs as those defined by postural synergies, as in [6] and [7] , hand postures would rigidly lie on a linear manifold and the hand would rigidly move along given directions in the joint space. In this case, it would be impossible for the hand to adapt its posture to grasp objects with different shapes and dimensions. An improvement in the adaptability and robustness level of robotic hands can be obtained using a compliant definition of synergies. Soft synergies, therefore, represent a joint displacement aggregation corresponding to a reduced dimension representation of the hand reference movements. The actual hand posture will differ from the reference one because of its compliance. We defined this type of hand joint coupling as compliant postural synergies or soft synergies in [8] and [9] .
The toolbox, presented in its preliminary version in [10] , is particularly suited to the modeling and analysis of underactuated hands, hands with joint coupled movements, and soft synergy-actuated hands, but it can be easily adapted to fully actuated hands. Several compliance sources can be modeled with SynGrasp: 1) contact compliance due to the fingertip and object deformation, 2) joint compliance due to mechanical structure deformations and actuator static control gains, and 3) synergy compliance induced by soft synergy organization of hand motions.
The availability of numerical tools for the definition of the main grasp properties is useful to analyze and compare the performance of the existing solutions and also to design and optimize new devices. Such tools are also useful to analyze and better understand the behavior of the human hand when performing a grasp operation. For instance, it is possible to evaluate the contact force distribution in grasping, how the synergies influence grasp quality, and so on.
Simulation tools have a long tradition in robot grasping, especially for the evaluation of grasp planning algorithms. Among those, it is worth mentioning GraspIt! [11] and OpenGrasp [12] for the specificity of their functions. The former has been frequently used in the literature and includes several models of robot hands, allowing for the study of the dynamics of contacting bodies and a grasp planner for a Barrett hand model. OpenGrasp is built upon the OpenRAVE simulator [13] and includes a robot hand editor together with a physics abstraction layer, enabling an interface to different physics engines. Both of these simulators allow for the definition of complex environments, everyday life objects, and different manipulation platforms, but they do not embed a large set of functions for grasp analysis, especially if underactuated hands are considered.
SynGrasp is particularly suitable for sensitivity analysis and optimization procedures due to the limited set of instructions necessary to define a hand and a grasp using the available functions. The toolbox includes several functions for grasp analysis and optimization that are usually not included in other software packages, e.g., controllable internal force subspace, rigid body motion subspace, grasp stiffness, and manipulability ellipsoids.
We used the MATLAB [14] platform since this language is widely diffused in the scientific and technical world. The MATLAB programming environment allows us to easily exploit other specific tools and built-in math functions, enabling the exploration of multiple approaches and integration with other analysis tools, e.g., statistical processing of experimental data, optimization, and dynamic models and simulations.
Moreover, MATLAB is well known outside the robotics community, which makes our toolbox useful in other fields, such as for experiment design and validation in neuroscience, physiology, and haptics.
Overview of the Toolbox

How to Use SynGrasp
There are two possible ways to use SynGrasp: 1) in scripting mode or 2) with a GUI. The former allows the user to write MATLAB in scripts including SynGrasp functions. This solution is preferred if customization is needed. The user can add his or her own functions and/or modify those already existing. A list of the main functions provided with the toolbox is shown in Table 1 and will be detailed in the rest of this section. A complete description of all of the toolbox functions and their usage is provided in [15] .
A set of functions can be used in scripting mode to let the user have a simple graphical representation of the manipulator and the object. The function SGplotHand() draws the hand in the configuration specified by the user defining the joint variable values. The function SGhandFrames() plots a scheme of the hand, highlighting its kinematical structure, joints, links, and orientation of the local frames for each link. It is also possible to draw some simple objects to be grasped. We included a sphere, a cylinder, and a cube that can be drawn using SGplotCylinder(), SGplotSphere(), and SGplotCube(), respectively.
The GUI allows the user to load a hand structure and interactively perform hand and grasp analysis. As shown in Figure 1 , the GUI window is separated into six zones. The main plot is placed on the center of the GUI window. On the left-hand side, there are two zones that take care of manually placing on the main plot a hand model and an object model. It is possible to load either of the available hand models or a hand model defined by the user. Five hands are already available in the toolbox. SG3Fingered is a three-fingered hand inspired by the Barrett hand, SGDLRHandII is the DLR-HIT Hand II [3] , SGmodularHand is a three-fingered modular hand [16] . We also included two models of the human hand: 1) SGparadigmatic is a 20-DoF model of an anthropomorphic hand, referred to as a paradigmatic hand in [17] , and 2) SGhuman24DoF is a human hand model with 24 DoF. The position and orientation of the hands can be set and modified by the user. Concerning the object, in the current version of the toolbox, it is possible to load simple objects such as a sphere, a cube, or a cylinder. It is possible to set and modify the position, orientation, and size of the object. On the bottom zone, there is a set of sliders that can be used to modify the hand model configuration. The sliders can either control each joint separately or coordinately move the joints along a synergy direction. Synergies are already defined for the human hand models, as will be better explained in the "Hand Modeling" section. Synergies for robotic hands can be 1) defined directly by the user, 2) derived from the linearization of the forward kinematic relationships, 3) obtained from the processing of experimental data, or 4) mapped from the human hand, as reported in the "Illustrative Examples" section. The sliders can be used to bring the hand in contact with the object. A contact-detection algorithm allows for detecting contact points on the hand. The button placed in the top right part of the GUI can be used to perform an automatic "close all movement" of the hand so that it wraps around the object. On the bottom right, there is the area related to grasp analysis. Once the fingers are in contact with the object, it is possible to analyze the quality of the obtained grasp. The desired quality index can be chosen from the drop-down menu. All of the functions described in the following sections can be used in scripting mode. Most of them are also embedded in the GUI. Details on the functions' use and the relative code can be found in the Syngrasp guide available at http://syngrasp.dii.unisi.it.
Hand Modeling
This section groups all of the functions needed to describe the kinematics of a hand. The hand structure is defined in terms of fingers, links, and joints. A cell named base, which contains as many elements as the number of fingers, collects in each cell element a 4 # 4 matrix representing the homogeneous transformation matrix between the wrist reference frame and a reference frame defined at the beginning of each finger. Denavit-Hartenberg (DH) parameters [18] have been chosen as default notations for the description of the finger 
The user can modify the hand configuration through the function SGmoveHand().
The toolbox can be used to investigate the properties of hands in which the joint displacements are coupled mechanically or by means of a suitable control algorithm. In the case of human hand synergies, this coupling has been described as a synergy matrix associated to the hand model [8] . For the 20-DoF model of the human hand available in the toolbox, the synergy matrix refers to the data collected in [5] and is provided through the function SGsantelloSynergies. The function SGdefineSynergies() associates to a specific hand model the relative coupling matrix. The function SGactivateSynergies() activates a synergy or a combination of synergies on the hand. The function SGplotSyn() draws the movement corresponding to the activation of one synergy. It draws on the same plot the hand in the initial reference configuration and in the configuration obtained by activating one or more synergies.
Grasp Definition
The definition of an object and the contact point locations are fundamental for grasp analysis. The object configuration is described by a frame B fixed to the object with respect to an inertial frame N fixed in the workspace. Let u R N Let nc be the number of contact points. To define the constraints and the contact forces imposed by the contact between the hand and the object, a suitable contact model has to be introduced [19] . For each contact point , i the contact model selects the contact force components ,
where the li value depends on the type of contact (e.g., l 3 i = for the hard finger model [19] ).
Together with the contact type, a grasp is defined by the following: 1) the location and orientation of the object frame B " , with respect to the wrist frame N " , 2) the contact points coordinates 3) the directions normal to the contact surfaces on the contact points. With SynGrasp, these parameters can be defined in two ways. The user can directly specify the location of the contact points anywhere on the hand w it h t h e f u n c t i on SGaddContact(), while SGaddFtipContact() can be used if the contact point has to be located on the fingertip. Given the contact points on the hand, it is possible to create a structure representing the grasped object through the function SGmakeObject(). The structure for the grasped object These values can be either automatically computed by the software on the basis of the contact point locations or manually defined by the user. The function SGplotObject() can be used to plot a convex object defined by the given contact points. The user can choose the fillet radius and the number of elements for object representation.
The second method to define a grasp in SynGrasp is using the provided grasp planner. The grasp planner function SGgraspPlanner() takes as input the hand model, the object to be grasped, the number of pregrasp positions, and the metric to be used for grasp evaluation.
The function returns the best grasp obtained and the value of the index used for the evaluation. In addition, it is possible to access the whole list of grasps evaluated and their respective obtained index. The grasp planner working principle can be described as follows. The user sets the number of possible pregrasp positions. To obtain the pregrasp positions, the hand is initially moved using SGtransl() to the center of the object with a random orientation of the palm. Then, the hand is moved along the outgoing direction perpendicular to the palm of an offset computed through SGevaluateOffset(), which depends on the object dimension and the hand finger lengths. The user can eventually set a different distance from the object if needed. From the pregrasp position, the hand is closed using SGcloseHand(). It is possible to set which joints are involved in the grasping action and the size of the step used to close the finger around the object. The function SGcontactDetection() evaluates if a link of the hand is in contact with the object and eventually stops the relative finger. Once all of the fingers are in contact with the object or have reached the joint limits, the grasp quality is evaluated. All of the computed grasps are sorted according to the quality index selected at the beginning of the procedure, and the best grasp is returned. An example outcome of the grasp planner is reported in Figure 2 .
Remark 1
As we have briefly introduced, in SynGrasp, there are two possibilities to define a grasp. It is possible either to consider an object and close the hand on it to define the contact points or to consider the contact points on the hand and define an object through them. This last solution can be used when the contact point positions are acquired through real experiments on a robotic or human hand or if an external grasp planner is used.
Once the grasp is defined, it is possible to compute all of the matrices relevant to grasp analysis. The evaluation of the selection matrix H , which extracts the components constrained by the specified contact model from the contact point twists, is performed by the function SGselectionMatrix(). The SynGrasp function SGgraspMatrix() allows us to evaluate, for a given grasp, the value of the grasp matrix G . The hand Jacobian matrix can be evaluated by means of the function SGjacobianMatrix(). More details on the evaluation of the grasp matrix and the hand Jacobian matrix can be found in [19] and [20] .
A fundamental role in the definition of grasp properties is played by system compliance, in particular, if the hand is underactuated or has a limited number of DoF. In SynGrasp, we considered a lumped parameter model in which the compliant elements can be located at the contact points, at the joints, and at the synergy actuation level [21] . Concentrating the object and finger contact deformations at the contact points, a variation of contact force with respect to a reference initial condition can be expressed as
where
is the contact compliance matrix symmetric and positive definite, q T is the joint variable variation, and u T represents a variation on the object reference frame position. The contact stiffness matrix can be defined in SynGrasp with the function SGcontactStiffness().
Furthermore, within SynGrasp, the structural stiffness of the links and the controllable servo compliance of the joints can also be modeled [22] . The joint torque variation R nq T ! x is proportional to the difference between a reference qr T and the actual q T variations of the joint displacements
is the joint stiffness matrix, symmetric and positive definite, and can be defined in SynGrasp with the function SGjointStiffness().
Finally, SynGrasp allows a compliant model to be defined for the joint aggregation inputs defined by synergies, referred to as a softly underactuated model in [17] ,
is a symmetric and positive definite matrix that defines the synergy stiffness. The synergy stiffness matrix is set by SGsynergyStiffness().
Grasp Analysis
The grasp analysis is the most important feature of SynGrasp. The included functions are the results of different studies on both fully and underactuated hand models, considering compliance at different levels. In this section, we report the main results obtained considering a synergy-actuated human hand model. The quasistatic model adopted to define the main properties of a grasp is obtained by performing a linear approximation of the kinematic and compliance equations in the neighborhood of an initial static equilibrium configuration. More details of this model can be found in [8] , [17] , and [23] . Starting from an equilibrium configuration and applying a small variation to the input synergy reference values zr T in the hypotheses so that the system reaches a new equilibrium configuration, the following linear equations hold:
. 
The solution of this linear system leads to the following mapping between the input controlled variable, i.e., the synergy reference variation zr T and the output variables
where the transfer matrices , , , V Q Y and P depend on the grasp characteristics. The solution of this linear system is detailed in [9] .
The SynGrasp function SGquasistatic() solves the linear system in (4) for a given grasp and variation of the reference synergy values and evaluates the corresponding variation of grasp configuration, according to (5)- (8) . It uses the function SGquasistaticMaps(), which evaluates the matrices mapping the input variation zr T to the outputs. From (8), a basis matrix Es for the subspace of controllable internal forces, i.e., the internal forces Tm that can be produced by activating the synergy references zr T [8] , can be defined as
All of the internal forces that are controllable by synergy actions can then be parameterized through a free vector
where nh represents the dimension of the controllable internal force subspace [20] .
The SynGrasp function SGgraspAnalysis() analyzes the given grasping configuration in terms of internal forces and object motions.
Equation (5) shows how the object displacements u T are controlled from one equilibrium configuration to another by small variations in synergy values zr T . Among all the possible object motions, rigid body motions are those that do not involve viscoelastic deformations in the contact points. Rigid body motions that are controllable by synergies have to be compatible with contact constraint (1), evaluated assuming , 0 Tm = and with (6) , which relates to controlled postural synergies and joint displacements. The synergy reference values that modify the hand and object configuration without modifying the contact force values belong to the P matrix nullspace, i.e., ( ).
The corresponding object displacement and hand configuration variation, according to (5) and (6) T T = respectively. The SynGrasp function SGrbMotions() evaluates, for a given grasp configuration, the subspace of the hand and object rigid body motions.
Remark 2
When the hand structure is generated, if not specifically defined, the S matrix is set to an identity matrix .
This corresponds to a fully actuated hand, in which each component of q can be independently controlled. Thus, all of the grasp analysis functions can be used for fully actuated hands. The stiffness of a grasp is defined as the linear relationship between a variation of the wrench applied on an object and the resulting motion
As previously outlined, the prefix T indicates that we are considering a small variation of the grasp configuration with respect to a reference equilibrium condition. This condition allows for the linearization of the kinematic and equilibrium relationships that characterize grasp configuration. The grasp stiffness matrix K R 6 6 ! # therefore describes the force/ motion relationships in the object space [22] . In [24] the expression of the K matrix has been evaluated as a function of the grasp properties. According to [21] , [22] , and [24] , the K matrix can be evaluated as
The function SGgraspStiffness() has been implemented in SynGrasp to evaluate the grasp stiffness matrix.
The manipulability analysis proposed in [25] [26] [27] is commonly used in robotics to analyze the robot's performance in the task space. In [23] , it has been extended to synergy-actuated hands, including the effect of system compliance. Manipulability allows for the investigation of how a unitary variation in the input space is reproduced in the task space. The kinematic manipulability index, in terms of differential motions, is defined as the ratio of a measure of performance in the task space and a measure of the effort in the input (synergies in this case) space
where Wu is the object displacement weight matrix and Wz is the synergy weight matrix. The analysis of which directions in the task space (and corresponding directions in the actuated joint space) maximize or minimize Rk can be solved once a correspondence between the numerator and denominator variables, u D and z D in (12) , is established. The force manipulability index is similarly defined in the force space. A complete discussion on how to find a one-toone map between the numerator and denominator in robotic hands activated by synergies is presented in [23] . Within SynGrasp, the functions SGkinManipulability() and SGforceManipulability() perform a manipulability analysis evaluating the directions along which the kinematic and force manipulability indexes are maximized and minimized. Figure 3 shows the kinematic manipulability ellipsoids for the paradigmatic hand model.
The input for the function is a matrix that represents the solution of the quasistatic linear homogeneous system discussed in [23] and can be evaluated with the function
SGquasistaticHsolution().
To assure grasp stability, avoiding contact losses and slippage, the ratio between the tangential and normal component of each contact force has to be lower than the friction coefficient that depends on the contact surface properties. Within this subset, the vector of linear coefficient y can be chosen to optimize some cost functions. In [28] , an efficient algorithm to find the internal force set, maximizing the distance from the friction limit boundary, has been provided. In [2] , the algorithm was further generalized for tendinous actuated hands. In [17] , the algorithm was adopted to analyze the role of synergies in the choice of grasp forces in the human hand. Analytically, the problem consists in the minimization of a cost function V ŷ h that depends on the contact forces and the contact properties (e.g., the friction coefficient and the contact surface geometry). The SynGrasp function SGVcost() evaluates, for a given grasp configuration and applied force, the corresponding value of the cost function . V ŷ h This cost function can be minimized by adopting standard MATLAB functions, e.g., fminsearch(). The utility function SGcheckAngle() evaluates, for each contact point, the angle between the contact normal unity vector ni and the contact force i m . The utility function SGcheckFriction() evaluates, for a given grasp configuration, whether the friction constraints are satisfied.
The SynGrasp function SGCFtau(), in a similar way, evaluates a cost function that takes into account the torque applied on the hand joints. The value of y that minimizes this function corresponds to the set of internal forces that minimize the hand joint effort [29] .
Other functions widely described in the literature are available in SynGrasp to define the grasp quality [30] . SGminS-VG() evaluates the minimum singular value of the G matrix: the smallest singular value of the G matrix is a quality measure that indicates how far the grasp configuration is from falling into a singular configuration [19] , [31] . SGmanipEllisoidVolume() evaluates the hand manipulability ellipsoid [32] . To keep redundant fingers far from singular configurations, it is desirable to maximize the smallest singular value of grasp Jacobian matrix Ho G J = + [33] . SGdistSingularConfiguration() evaluates the minimum singular value of the Ho matrix. The transformation between the velocity domain in the finger joints and the velocity domain of the object can be qualitatively considered uniform when the contribution of each joint velocity is the same in all components of the object velocity. In the literature, this uniformity measure is evaluated as the ratio between the minimum and maximum singular value of matrix Ho [34] ; the function SGunifTransf() allows for computing such a parameter. Finally, SGgraspIsotropyIndex() looks for a uniform contribution of the contact forces to the total wrench exerted on the object, i.e., it tries to obtain an anisotropic grasp where the magnitudes of the internal forces are similar [35] .
Illustrative Examples
In this section, we describe in detail four of the examples available within the SynGrasp toolbox. The goal is to provide the user a tutorial to understand the potentials of the toolbox. The first example involves the paradigmatic hand model. The analysis of the human hand during a writing task is proposed. The task performance is evaluated in terms of the kinematic manipulability index. In the second example, we report how SynGrasp can be used to map human hand synergies onto robotic hands. In the literature, there are several examples where the synergies for a robotic hand are defined considering principal component analysis over a set of grasps obtained by closing the hand on a set of objects; see, for instance [36] and [37] . In [38] , we proposed an object-based approach to map human hand synergies onto robotics hands with dissimilar kinematics. Using this mapping algorithm, it is possible to define the synergistic motion of a robotic hand without testing or simulating different grasps for different objects. In the "Mapping Human Hand Synergies onto Robotic Hands" section, the main step of the algorithm and its implementation using SynGrasp are presented. The third example deals with the modeling and analysis of underactuated robotic hands. Two cases are presented. In the first, the underactuation is realized with a pulley-tendon system, while in the second, the hand joints are mechanically coupled. In both cases, the hand presents active and passive DoF. In the last example, we show how to use the grasp planner included in the toolbox. The main target of the proposed examples is to show the versatility of the toolbox and how SynGrasp can be used, such as 1) outside of the robotic context to evaluate human hand tasks 2) to replicate human hand capabilities onto robotic hands 3) to model complex robotic hands and test them in grasping and manipulation tasks 4) to synthesize grasps of different objects using several robotic hand models.
Handwriting Modeling and Evaluation
In the example script SGwritingExample.m available within the toolbox, we describe a mathematical model of the human hand kinematics that is able to describe complex manipulation tasks such as writing on a tablet with a stylus. In handwriting tasks, the stylus/pen typically makes contacts with the hand at four zones: 1) the tip of the thumb, 2) the index fingertip, 3) the lateral surface of the middle finger distal phalanges, and 4) a proximal part of the hand usually located between the thumb and the index finger [39] , [40] . Due to finger compliance, the contact is extended on an area whose dimension depends on the skin deformation properties and the contact force. However, in this example, we represent the contact as a point. Typically during writing tasks, the three contact points with the fingers do not change significantly with respect to the pen reference system, while the contact point on the hand palm may vary due to the sliding between the pen and the hand skin. We furthermore assume that the paper on which the hand is writing is fixed with respect to the external reference system. The kinematic scheme of the hand performing handwriting tasks is shown in Figure 4 with the corresponding SynGrasp model. The kinematic structure of the human hand adopted in this example is the 20-DoF model provided in the toolbox in the file SGparadigmatic. The hand joint values are set to simulate a configuration compatible with the task that is performed. Contact points are set through the function SGaddFtipContact() on the thumb and index fingertips and through the function SGaddContact() on the lateral part of the middle finger distal phalanges. The reference system on the stylus is fixed on its tip, and the stylus is plotted using standard MATLAB graphic functions. Once the hand structure and posture, the contact point, and the object reference frame are defined, the task can be analyzed using the functions described in the "Overview of the Toolbox" section. In particular, we analyzed the task performance in terms of the kinematic manipulability index [23] . This analysis first requires the solution of the quasistatic problem, which can be performed using the function SGquasistaticHsolution(). In this example, only the rigid body motions, i.e., the motions of the stylus that do not involve variations in the contact forces, are considered. We extracted this motion from the solution of the quasistatic problem. This can be performed since the solution Gamma provided by SGquasistaticHsolution() is organized to highlight the rigid body motions in the fields Gamma.urb and Gamma.zrrb. Gamma.urb is a matrix whose columns represent a basis of all the possible object rigid body motions, whereas Gamma.zrrb represents the corresponding basis of synergy reference variations. The weight matrices necessary to evaluate the manipulability indexes have been set, for the sake of simplicity, as identity matrices. Finally, the manipulability analysis has been performed with the function 
SGkinManipulability().
This function provides as outputs the principal directions in the object displacement and synergy spaces that maximize and minimize the kinematic manipulability index and the corresponding eigenvalues. With this information, using standard MATLAB graphic functions, the kinematic manipulability ellipsoid can be drawn as shown in Figure 5 .
Mapping Human Hand Synergies onto Robotic Hands
SynGrasp allows for defining hand models with coupled joints activation according to a defined synergistic organization. In the paradigmatic hand, the synergy subspaces are defined according to the data collected in [5] and can be set using the commands SGsantelloSynergies() and SGdefineSynergies(). A different approach is necessary to exploit synergies on robotic hands. In the example script SGmappingExample.m provided in the toolbox, a possible solution is shown to map human hand synergies onto robotic hands using the object-based algorithm presented in [38] .
Let us consider the human hand model defined through SGparadigmatic and a robotic hand, e.g., the SG3Fingered. Consider also two sets of reference points, ph and , pr arbitrarily placed on the human and the robotic hand, respectively. In the following, we will consider the fingertips as reference points. Other choices are possible as, for example, in the intermediate phalanges or in the hand palm since the number of reference points can be arbitrarily set [16] , [38] . Two virtual objects can be defined as the minimum volume spheres containing the reference points in the respective hands. The function minboundsphere() provided within the toolbox solves this issue. The activation of a synergy [SGactivateSynergies()] on the paradigmatic hand results in a motion of the reference points and, consequently, of the virtual sphere. The whole motion of the hand can thus be described as follows: 1) a rigid body motion defined by the linear and angular velocities of the sphere center oh o and h , respectively
2) a nonrigid strain represented by the radius variation rh o of the sphere. The main idea of the mapping is to impose that the virtual sphere defined on the robotic hand moves according to the velocities oh o and h and changes its radius according to rh o , apart from a scaling factor introduced to deal with the possible differences in the workspace dimension (see Figure 6 ). Then, through inverse kinematics techniques, it is possible to compute the joint values on the robotic hand. What we obtain is a way of controlling the reference joint variables qr where map Sr depends on the synergy matrix Sh and other variables as explained in the following.
To define the mapping, we assume that both the human and robotic hands are in the given configurations q h 0 and q r 0 ( Figure 6 ). Representing the motion of the hand through the virtual object, the velocity of the generic reference point pih o can be expressed as Figure 6 . The mapping synergies from the human hand model to the robotic hand. The reference points on the paradigmatic hand ph (red dots) allow us to define the virtual sphere. Activating the human hand synergies, the sphere is moved and strained; its motion and strain can be evaluated from the velocities of the reference points . ph o This motion and strain, scaled by a factor depending on the virtual sphere radii ratio, are then imposed to the virtual sphere relative to the robotic hand, defined on the basis of the reference points pr (yellow dots). 
Grouping all of the reference points, we obtain
where matrix Ah 
where A # h denotes the pseudoinverse of matrix Ah . Let us define the virtual object scaling factor as the ratio between the sphere radii / k r r sc r h = . This factor is necessary to scale the velocities from the human to the robotic hand workspaces. Note that the scaling factor depends not only on the dimensions of the hands but also their configuration.
Then, the motion and deformation of the virtual sphere generated by the paradigmatic hand are scaled and tracked by the virtual sphere built on the robotic hand 
where J # r is the pseudoinverse of the Jacobian of the robotic hand and Jh is the Jacobian of the human hand model. The synergy matrix is then assigned to the robotic hand using the function SGdefineSynergies().
Modeling and Analysis of Underactuated Hands: A Tendon-Driven Hand
The underactuated hand considered in this example has three fingers, and each finger has two phalanges with the same length for a total of 6 DoF. The gripper is sketched in Figure 7 . For the sake of simplicity, only two of the three fingers are shown in the scheme. Let , , J J 1 6 f be six reference points on the joint axes, and let , , 1 6 f i i be the joint angles. The structure of the hand is defined in the SynGrasp file SGunderActuatedl, while the whole example can be found in SGexampleUnderactuated. The main aspect to be considered in this example is the coupling between the joint realized through the pulley-tendon system. This coupling is modeled through the definition of the S matrix in the file SGexampleUnderactuated, whose elements depend on the pulley radii. Figure 7 . An example of an underactuated 6-DoF robotic hand actuated by three elastic tendons with three passive elastic elements (in gray in the scheme). For the sake of simplicity, only two of the three fingers are shown in the scheme.
We assume that the robotic hand is grasping an object with its fingertips, with contact points in , ,and .
The origin of the local object reference frame is on the centroid of the contact points, the local x -axis is parallel to the C C 1 2 direction, and the local z -direction is orthogonal to the plane defined by the contact points. The contact points are added to the model with the function SGaddFtipContact. The contact model assumed in this example is the hard finger. The object displacement is defined with respect to the base reference system by the vector u 6 0 ! . We consider a reference configuration in which the external load w0 is zero and the contact forces are , ,and , Once the hand structure, the hand configuration, and the contact points are defined, the grasp matrix and the Jacobian matrix can be evaluated with the functions SGjacobianMatrix and SGgraspMatrix previously described. A first numerical analysis was devoted to evaluate the total grasp stiffness [22] . We considered a reference configuration in which /4 The phalanx length a was set to 0.035 m. The stiffness matrices were ,
= where , k 1 000 c = N/m and k 100 q = Nm/rad. Let us assume that each finger is driven by a tendon, as shown in Figure 7 . This actuation system is a simplified illustrative example inspired by the work presented in [41] . The system has still 6 DoF but only three actuators. We can define the Lagrangian variable vector as [ ] , z z z zThe function SGquasistatic() can also be adopted in this example to solve the linearized grasp system for the assigned grasp configuration and for a given variation of the tendon reference displacements. Since only 3 DoF are controllable, the subspace of controllable internal force dimension is three, and a basis of such a subspace is given by the matrix P obtained by applying the function SGquasistaticMaps() and considering the first three columns 
A 6-DoF Hand Actuated with Two Four Linkages Mechanisms
Let us again consider a three-fingered robotic hand whose kinematic structure is described by the same SynGrasp file SGunderActuatedl. In this case, we assume that each finger is actuated according to an articulated mechanism schematically shown in Figure 8 , inspired by [42] . Each finger in this case presents four joints, defining a parallel kinematic structure. In this analysis, we assume that the contact points are on the links a1 and ; a5 only two joint angles are actuated: the joints whose rotations are indicated q1 and q2 in Figure 8 . Each finger of the gripper has 2 DoF but is actuated by only one motor that moves the link indicated with a2. Another variable is necessary to describe the finger configuration. We choose the angle between links a1 and a4, indicated with . Figure 9 shows, for three values of za and zp (arbitrarily selected, the same values were assumed for the three fingers), the corresponding hand configuration and the numerical value of the nonlinear term in the synergy matrix. Also, in the underactuated case, the linearized grasp system can be easily solved using SynGrasp functions; in particular, the matrix P that maps the input references variables za D to the contact forces m D in this case has dimensions 9 # 3.
Grasp Planner
The example SGgraspPlannerExample reports how the SynGrasp function SGgraspPlanner() can be used to obtain a stable grasp. As a first step, the user can select the type of hand between the SGparadigmatic, the SG3Fingered, and the SGmodularHand. The next step is the selection of the number of pregrasp positions that will be tested by the grasp planner. Then, the user can select the object to grasp between a sphere, a cylinder, and a cube. The objects are then created using the specific functions SGsphere(), SGcylinder(), and SGcube(). Finally, it is required to select the quality measure to be used for the grasp selection. The grasp planner is now called and the best resulting grasp plotted.
The results for the SG3Fingered hand grasping a cube with a 50-mm edge are shown in Table 2 . Ten different starting positions are considered. The table shows the obtained quality indexes using the available quality measures: 1) manipulability ellipsoid volume quality index (MEV), 2) grasp isotropy index (GII), 3) minimum singular value of the matrix G (MSVG), 4) distance from the singular configuration (DSTC), and 5) uniformity measure (UOT). Figure 2 shows the best obtained grasp using the SGdistSingularConfiguration() quality measure. In Figure 10 , three possible outputs of the grasp planning algorithm are represented. We ran the grasp planner on the three-fingered hand model to generate suitable grasps of the three different objects available in SynGrasp. Ten possible grasps were computed for each of the three objects, and the best configurations were selected among them according to the grasp isotropy index metric.
Applications
In this section, we report some practical applications of the proposed toolbox. In particular, we describe how the object-based mapping that is able to transfer human hand synergies onto a robotic hand, described in the "Mapping Human Hand Synergies onto Robotic Hands" section, has been validated in an experimental setup. Starting from the simulation obtained using SynGrasp, the capability of reproducing object motions and exerted grasping forces has been considered. All of the experiments have been performed on two robotic hands: 1) theDLR-HIT Hand II and 2) the modular hand.
It is worth noting that the methods and results described in the following section do not represent an experimental validation of the tools provided in SynGrasp. This section is rather intended to show how the toolbox can be used to simulate grasping and manipulation tasks and to generate trajectories for robotic hands, exploiting MATLAB tools for hardware/software integration.
Object Motion Evaluation
In this experiment, we compared the trajectory of the center of a virtual grasped object moved by the paradigmatic hand in SynGrasp and the trajectory of a real object grasped and moved by the robotic hands. We tracked the grasped object using a camera and the ARToolkit library [43], [44] , which consent to track the motion of a defined marker. Figure 11 shows the setup of the experiment.
We considered a cube as a grasped object. Only the first four synergies were activated on the paradigmatic hand model. Given this underactuation condition, for each configuration of the hand, only one feasible rigid body motion of the cube exists, corresponding to a particular combination of the four synergies [9] . This particular combination was activated on the simulated paradigmatic hand at each time step, resulting in an object movement that is represented by the blue line in Figure 12 . The resulting motion of the paradigmatic hand was mapped on the two considered robotic hands. The mapping algorithm presented in [38] was applied in the two cases using SynGrasp functions, as described in the "Mapping Human Hand Synergies onto Robotic Hands" section. The joint angles obtained as the output of the mapping procedure were directly sent to the robotic hands using a serial connection (for the modular hand) or via User Datagram Protocol (for the DLR-HIT hand II case). The mapped movement produced an object displacement, and the resulting trajectories are represented in Figure 12 . We performed 20 trials for each robotic hand. The plotted trajectories that we considered to analyze the performances have been computed as the average of the 20 obtained trajectories.
We can observe that the three paths have different lengths. This is due to the scaling factor that we introduced in the mapping algorithm. Considering the module of the trajectory, the paradigmatic hand performed a 5.9-mm movement. The modular hand performed a 3.61-mm movement corresponding to the scaling factor . k 0 61 sc = computed by the mapping algorithm. The DLR-HIT Hand II, with a scaling factor of . k 1 3 sc = , produced an object displacement of 7.69 mm. Note that the DLR-HIT Hand II obtained better results in replicating the object motion trajectory. This is due to its higher number of available DoF and, thus, greater dexterity. The modular hand failed to finely reproduce the movement given its simple kinematic structure. However, the mapping algorithm, with its pseudoinverse computation, produced the closest feasible trajectory for this hand.
For both robotic hands, we also computed the average angular distance between the linear velocity vector of the paradigmatic hand (computed with SynGrasp) and the robotic hands (experimental data) at each time step. For the modular hand, this error was 7.4°, while, for the DLR-HIT Hand II, it was practically zero.
Internal Forces Evaluation
To evaluate the performance of the mapping algorithm in grasping and manipulation tasks, we focused on the computation of the exerted internal forces. Internal forces are those forces that do not affect the object static equilibrium and play an important role in the grasp stability [28] . In this experiment, we compared the internal forces obtained by simulating the paradigmatic hand grasping a virtual object in SynGrasp with the forces measured with an instrumented object grasped by the two robotic hands. The core of the instrumented object is a cube in which each of its faces contains a six-axis force torque sensor. An external interaction face can be mounted at the center of each face. The external surfaces are interchangeable and with different shapes so that it is possible to create a cube, a sphere, and a cylinder. The details on this device can be found in [45] . The experimental setup is reported in Figure 13 . For the sake of simplicity, only the results obtained with the cubic and spherical configuration of the object are reported. We adopted a measure of the whole object deformation energy produced by the activation of a combination of synergies to evaluate and compare the performance of the analyzed mapping procedure. This allows for overcoming the possible differences in terms of the number of contact points, which makes impossible a direct comparison between the exerted forces. A variation of the internal forces dm is obtained, activating a combination of synergies on the paradigmatic hand.
Considering the model of soft synergies described in [17] , the contact force variation can be computed considering the associated compliance. 
The dm values were computed in SynGrasp for the paradigmatic hand, while they were read directly from the force sensors of the object for the robotic hands (see Figure 13 ). We considered the same Ks value for the two hands. We computed the energy variation index expressed in (24) considering the activation of the first three synergies, and we evaluated the percentage difference between the paradigmatic (simulated) and robotic hand. The SynGrasp model of the paradigmatic hand used for the simulations is shown in Figure 14 . The values obtained in the simulation activating separately the first three synergies were compared with the energy variations obtained by the robotic hands. The object was kept in a fixed reference position. This allows us to compensate for the gravity effects. In Figure 15 , the robotic hands grasping the instrumented object in the cube configuration are shown, while in Figure 16 , the DLR-HIT Hand II grasping the object in the sphere configuration is reported. We performed 20 trials with the two robotic hands and the two object configurations, and we computed the average percentage error obtained by the robotic hands with respect to the total amount of energy variation produced by the paradigmatic hand. The results are summarized in Tables 3 and 4. Note that, as expected, the DLR-HIT Hand II achieves the best performances also in terms of energy. The worst performances that we obtained correspond to the third synergy mapped on the modular hand. This can be explained considering that the third synergy is substantially a movement that constrains the fingers of the paradigmatic hand to spread out mainly using the adduction/abduction joints. This kind of movement cannot be reproduced on the modular hand because it does not have adduction/abduction joints, and, thus, the total energy variation cannot be reproduced.
Conclusions
This article presents the main features of SynGrasp, a MATLAB toolbox for the analysis of human and robotic grasps in the presence of underactuation and compliance. The toolbox functions were developed to allow a simple and intuitive analysis of the grasp properties, e.g., controllable force and motion, manipulability, and grasp quality measures, in both fully and underactuated robotic hands. The tool is designed to integrate in the hand model a kinematic coupling between joints as those provided in the synergistic organization of the human hand or due to the mechanical or control constraints implemented in the design of robotic hands. The possible applications of the SynGrasp toolbox range from the analysis of the human hand for studies in neuroscience to the design and optimization of robot hands. The toolbox is developed as a collection of MATLAB functions and does not require any external packages to be used. Its structure is suitable for the integration with other tools, e.g., optimization, data analysis, dynamic simulations, threedimensional representation, and animation. The toolbox provides several utility functions for a simple graphical representation of the hand and the object as well as the main analysis results.
