Speci cation and veri cation of computer networks has become a reality in recent years, with the emergence of domain-speci c programming languages and automated reasoning tools. But the design of these frameworks has been largely ad hoc, driven more by the needs of applications and the capabilities of hardware than by any foundational principles. This talk will present NetKAT, a language for programming networks based on a well-studied mathematical foundation: regular languages and nite automata. The talk will describe the design of the language, discuss its semantic underpinnings, and present highlights from ongoing work extending the language with stateful and probabilistic features.
INTRODUCTION
NetKAT is a domain-speci c language for network programming [1] [2] [3] [4] [5] . It o ers rich abstractions for specifying the behavior of network devices such as routers and rewalls, and accompanying tools for reasoning formally about network-wide properties such as connectivity and tra c isolation. In this talk, I will describe the design of NetKAT, including primitives for ltering, modifying, and transmitting packets; union and sequential composition operators; and a Kleene star operator that iterates programs. I will also present the semantics of the language, which can be formulated in three di erent ways: as a denotational semantics based on functions from packet histories to sets of packet histories, as an axiomatic semantics based on a sound and complete deductive system, and as an operational semantics based on nite automata. I will discuss Permission to make digital or hard copies of all or part of this work for personal or classroom use is granted without fee provided that copies are not made or distributed for pro t or commercial advantage and that copies bear this notice and the full citation on the rst page. Copyrights for components of this work owned by others than ACM must be honored. Abstracting with credit is permitted. To copy otherwise, or republish, to post on servers or to redistribute to lists, requires prior speci c permission and/or a fee. Request permissions from permissions@acm.org. 
Syntax
Predicates a, b ::= true Identity applications of the language to practical compilation and veri cation problems. Finally, I will present highlights from recent work extending the language with stateful and probabilistic features.
