A common approach to constraint handling in evolutionary optimization is to apply a penalty function to bias the search towards a feasible solution. It has been proposed that the subjective setting of various penalty parameters can be avoided using a multi-objective formulation. This paper analyses and explains in depth why and when the multi-objective approach to constraint handling is expected to work or fail. Furthermore, an improved evolutionary algorithm based on evolution strategies and differential variation is proposed. Extensive experimental studies have been carried out. Our results reveal that the unbiased multi-objective approach to constraint handling may not be as effective as one may have assumed.
I. INTRODUCTION
T HIS paper considers the general nonlinear programming problem formulated as
where f (x) is the objective function, x ∈ S ∩ F , S ⊆ R n defines the search space bounded by the parametric constraints
and the feasible region F is defined by
where g j (x), j = 1, . . . , m, are inequality constraints (equality constraints may be approximated by inequality constraints). There have been many methods proposed for handling constraints in evolutionary optimization, including the penalty function method, special representations and operators, coevolutionary method, repair method, multi-objective method, etc [1] . The penalty function method, due to its simplicity, is by far the most widely studied and used in handling constraints.
The introduction of a penalty term enables the transformation of a constrained optimization problem into a series of unconstrained ones. The common formulation is the following exterior penalty method,
where φ g + (x) is the penalty function and g + (x) = {g + 1 (x), . . . , g + m (x)} are the constraint violations, g + j (x) = max[0, g j (x)]. The exponent β is usually 1 or 2 and the weights w j ; j = 0, . . . , m, are not necessarily held constant during search. In practice, it is difficult to find the optimal weights w j ; j = 0, . . . , m for a given problem. Balancing the objective function f (x) and constraint violations g + j (x) has always been a key issue in the study of constraint handling.
One way to avoid the setting of penalty parameters w j ; j = 0, . . . , m subjectively in (5) is to treat the constrained optimization problem as a multi-objective one [2, p. 403] , where each of the objective function and constraint violations is a separate objective to be minimized, minimize f (x), minimize g + j (x), j = 1, . . . , m.
Alternatively, one could approach the feasible region by considering only the constraint violations as objectives [3] , [4] , minimize g + j (x), j = 1, . . . , m, (7) in which case the Pareto optimal set is the feasible region. These unbiased multi-objective approaches are compared with the penalty function method. Although the idea of handling constraints through multiobjective optimization is very attractive, a search bias towards the feasible region must still be introduced in optimization if a feasible solution is to be found. When comparing the unbiased multi-objective approach to that of the biased penalty function method it becomes evident that the multi-objective approach does not work as well as one might first think. It does not solve the fundamental problem of balancing the objective function and constraint violations faced by the penalty function approach. The introduction of a search bias to the multiobjective approach would clearly be beneficial as illustrated in [5] . However, these search biases are also subjective and therefore defeat the purpose of the current study. The purpose of this study is not to present a new multi-objective approach for constraint handling. The main contribution lies in a new and clear exposition of how the multi-objective approach to constraint handling works and how to improve it in a principled way based on this new understanding. Furthermore, a search bias depends not only on selection but also on the chosen search operators. A significant improvement in performance can be achieved when the appropriate search distribution is applied. It will be shown that there exists a more suitable search distribution for some commonly studied benchmark functions.
The remainder of the paper is organized as follows. Section II introduces the test function used in this paper. Both artificial test functions with known characteristics and benchmark test functions widely used in the literature are included. Section III proposes an improved evolutionary algorithm used in this paper for constrained optimization. It combines evolution strategies with differential variation. Section IV presents our experimental results and discussions. Several different constraint handling techniques using the multi-objective approach are studied. Finally, Section V concludes the paper with a brief summary and some remarks.
II. TEST PROBLEMS
Two types of test problems will be used in this paper. The first are artificial test functions with known characteristics. Such test functions enable one to understand and analyze experimental results. They also help in validating theories and gaining insights into different constraint handling techniques. The second type of test problems investigated are 13 widelyused benchmark functions [6] , [7] , [8] .
Let's first introduce the artificial test functions as follows,
where r j > 0, j = 1, . . . , m, and n is the problem dimension. This problem is similar to that used in the test-case generator in [9] . A solution is infeasible when g j (x) > 0, ∀j ∈ [1, . . . , m], otherwise it is feasible. In other words,
The local optima, ∀ j ∈ [1, . . . , m] , are
If any local optimum is located at c 0 , then this is the constrained as well as unconstrained global optimum. In the case where c 0 is infeasible, the local minima with the smallest c 0 − c j − r j is the constrained global minimum. For an infeasible solution x, the sum of all constraint violations,
form a penalty function which has a single optimum located at x * φ . An example of the artificial test functions defined by equations (8) and (9) with m = n = 2 is shown in figure 1.
Here the objective function's unconstrained global minimum is located at c 0 . Dotted contour lines for this function are drawn as circles around this point. The example has two constraints illustrated by the two solid circles. Any point within these two circles is feasible and the local minimum are x * 1 and x * 2 . The larger circle contains the constrained global minimum, which is x * 1 . The penalty function that uses β = w 0 = w 1 = w 2 = 1 has its minimum located at x * φ in the infeasible region and the dashed contours for the penalty function are centered around this point. Figure 1 also shows two Pareto sets. The shaded sector represents the Pareto optimal set for (6) . The global optimal feasible solution is located at x * 1 and belongs to this Pareto optimal set. Using this formulation the search may wander in and out of the feasible region. This could be avoided if all feasible solution were set to a special 0 Pareto level. Alternatively, an optimization level technique applied to find regions of preferred solution with small constraint violations would surely be located near x * φ . The Pareto optimal set for (7) is the feasible region but the next best (level 2) Pareto set is depicted figure 1. This is the line drawn from the centers of the feasible spheres and between the two feasible regions. Again, an optimization level technique biased towards a region for which all constraint violations are small would concentrate its search around x * φ . Notice also that a search guided by (7) enters the feasible region at a different point to that when guided by (6) .
The artificial test functions defined by equations (8) and (9) are simple yet capture many important characteristics of constrained optimization problems. It is scalable, easy to implement, and easy to visualize in low dimension cases. Because we know the characteristics, we can understand and analyze the experimental results much better than on an unknown test function. However, the artificial test functions are not widely used. They do not include all the characteristics of different constrained optimization problems. To evaluate our evolutionary algorithm and constraint handling techniques comprehensively in the remaining sections of this paper, we employ a set of 13 benchmark functions from the literature [6] , [7] in our study, in addition to the artificial function. The 13 benchmark functions are described in the appendix and their main characteristics are summarized in table I.
As seen from Table I , the 13 benchmark functions represent a reasonable set of diverse functions that will help to evaluate PSfrag replacements
Pareto optimal set (6) Pareto set (7) III. EXPERIMENTAL SETUP An evolutionary algorithm (EA) is based on the collective learning process within a population of individuals each of which represents a point in the search space. The EA's driving force is the rate at which the individuals are imperfectly replicated. The rate of replication is based on a quality measure for the individual. Here this quality is a function of the objective function and the constraint violations. In particular the population of individuals, of size λ, are ranked from best to worst, denoted (x 1;λ , . . . , x µ;λ , . . . , x λ;λ ), and only the best µ are allowed to replicate λ/µ times. The different rankings considered are as follows:
1) Rank feasible individuals highest and according to their objective function value, followed by the infeasible solutions ranked according to penalty function value. This is the so called over-penalized approach and denoted as method A. 2) Treat the problem as an unbiased multi-objective optimization problem, either (6) or (7) . Use a non-dominated ranking with the different Pareto levels determined using for example the algorithm described in [10] . All feasible solutions are set to a special 0 Pareto level. Applying the over-penalty approach, feasible individuals are ranked highest and according to their objective function value, followed by the infeasible solutions ranked according to their Pareto level. The ranking strategies based on (6) and (7) are denoted as methods B and C respectively. 3) Rank individuals such that neither the objective function value nor the penalty functions or Pareto level determine solely the ranking. An example of such a ranking would be the stochastic ranking [7] illustrated in figure 2. The ranking strategies above will in this case be marked by a dash, i.e. A , B , and C . The different ranking determine which parent individuals are to be replicated λ/µ times imperfectly. These imperfections or mutations have a probability density function (PDF) that can either dependent on the population and/or be selfadaptive. The evolution strategy (ES) is an example of a self-adaptive EA, where the individual represents a point in the search space as well as some strategy parameters describing the PDF. In mutative step-size self-adaptation the mutation strength is randomly changed. It is only dependent on the parent's mutation strength, that is the parent stepsize multiplied by a random number. This random number is commonly log-normally distributed but other distributions are equally plausible [11] , [12] .
The isotropic mutative self-adaptation for a (µ, λ) ES, using the log-normal update rule, is as follows [13] , [14] . Similarly, the non-isotropic mutative self-adaptation rule is,
The primary aim of the step-size control is to tune the search distribution so that maximal progress in maintained. For this some basic conditions for achieving optimal progress must be satisfied. The first lesson in self-adaptation is taken from the 1/5-success rule [15, p. 367 ]. The rule's derivation is based on the probability w e that the offspring is better than the parent. This probability is calculated for the case where the optimal standard deviation is usedŵ e , from which it is then determined that the number of trials must be greater than or equal to 1/ŵ e if the parent using the optimal step-size is to be successful. Founded on the sphere and corridor models, this is the origin of the 1/5 value.
In a mutative step-size control, such as the one given by (12) , there is no single optimal standard deviation being tested, but rather a series of trial step sizes σ k , k = 1, . . . , λ/µ centered (the expected median is σ i;λ ) around the parent step size σ i;λ . Consequently, the number of trials may need to be greater than that specified by the 1/5-success rule. If enough trial steps for success are generated near the optimal standard deviation then this trial step-size will be inherited via the corresponding offspring. This offspring will necessarily also be the most
if no swap done break fi od Fig. 2 . The stochastic ranking algorithm [7] . In the case of non-dominated ranking φ is replaced by the Pareto level. likely to achieve the greatest progress and hence be the fittest. The fluctuations on σ i;λ (the trial standard deviations σ k ) and consequently also on the optimal mutation strength, will degrade the performance of the ES. The theoretical maximal progress rate is impossible to obtain. Any reduction of this fluctuation will therefore improve performance [14, p. 315 ]. If random fluctuations are not reduced, then a larger number of trials must be used (the number of offspring generated per parent) in order to guarantee successful mutative selfadaptation. This may especially be the case for when the number of free strategy parameters increases, as in the nonisotropic case.
Reducing random fluctuations may be achieved using averaging or recombination on the strategy parameters. The most sophisticated approach is the derandomized approach to self-adaptation [16] which also requires averaging over the population. However, when employing a Pareto based method one is usually exploring different regions of the search space. For this reason one would like to employ a method which reduces random fluctuations without averaging over very different individuals in the population. Such a technique is described in [17] and implemented in our study. The method takes an exponential recency-weighted average of trial step sizes sampled via the lineage instead of the population.
In a previous study [7] the authors had some success applying a simple ES, using the non-isotropic mutative selfadaptation rule, on the 13 benchmark functions described in the previous section. The algorithm described here is equivalent but uses the exponential averaging of trial step sizes. Its full details are presented by the pseudocode in figure 3 . As seen in the figure the exponential smoothing is performed on line 10. Other notable features are that the variation of the objective parameters x is retried if they fall outside of the parametric bounds. A mutation out of bounds is retried only 10 times after which it is set to its parent value. Initially (line 1) the parameters are set uniform and randomly within these bounds. The initial step sizes are also set with respect to the parametric bounds (line 1) guaranteeing initial reachability over the entire search space.
There is still one problem with the search algorithm described in figure 3 . The search is biased toward a grid aligned with the coordinate system [18] . This could be solved by adapting the full covariance matrix of the search distribution
rank the λ points and copy the best µ in their ranked order: 5
. . , n 9
x k ← x i + k N(0, 1) (if out of bounds then retry)
od 12 od for the function topology. This would require (n 2 +n)/2 strategy parameters and is simply too costly for complex functions. However, to illustrate the importance of this problem a simple modification to our algorithm is proposed. The approach can be thought of as a variation of the Nelder-Mead method [19] or differential evolution [20] . The search is "helped" by performing one mutation per parents i as follows,
where the search direction is determined by the best individual in the population and the individual ranked one below the parent i being replicated. The step length taken is controlled by the new parameter γ. The setting of this new parameter will be described in the next section. The modified algorithm is described in figure 4 where the only change has been the addition of lines 8-10. For these trials the parent mean step size is copied unmodified (line 9). Any trial parameter outside the parametric bounds is generated anew by a standard mutation as before. Since this new variation involves other members of the population, it will only be used in the case where the ranking is based on the penalty function method.
IV. EXPERIMENTAL STUDY
The experimental studies are conducted in three parts. First of all, the behavior of six different ranking methods ( A, B, C, A , B , C ) for constraint handling are compared. In section IV-A, the search behavior for these methods is illustrated on the artificial test function using a simple ES. In section IV-B the search performance of these methods on commonly used benchmark functions is compared. Finally, the improved search algorithm presented in figure 4 is examined on the benchmark functions in section IV-C.
A. Artificial function
The search behavior resulting from the different ranking methods is illustrated using an artificial test function similar to the one depicted in fig. 1 . Here both the objective function and constraint violations are spherically symmetric and so the isotropic mutation (12) is more suitable than (13) described on
od 17 od Fig. 4 . Outline of the improved (µ, λ) ES using the differential variation (lines 8 − 11) performed once for each of the best µ − 1 point. line 8 in figure 3 . Exponential smoothing is also not necessary, i.e. α = 1. 1000 independent runs using a (1, 10) ES are made and the algorithm is terminated once the search has converged. The termination criterion used is when the mean step size σ < 10 −7 the algorithm is halted. The initial step size is σ = 1 and the initial point used is x = [−1, 0] (marked by * ). The artificial function is defined by the centers c 0 = [−1, 0],
This experiment is repeated for all six different ranking methods and plotted in figure 5 . The final 1000 solutions are plotted as dots on the graphs.
The first two experiments are based on the penalty function method with w 0 = w 1 = w 2 = β = 1. Case A is an overpenalty and case A uses the stochastic ranking [7] to balance the influence of the objective and penalty function on the ranking. In case A one observes that the search is guided to x * φ , but since the initial step size is large enough some parents happen upon a feasible region and remain there. Clearly the larger the feasible space is the likelier is this occurrence. From this example it should also be possible to visualize the case where x * φ is located further away or closer to the global feasible optimum. The location of x * φ is determined by the constraint violations and also the different penalty function parameters. In case A the search is biased not only towards x * φ but also towards c 0 . Again it should be possible to imagine that theses attractors could be located near or far from the global feasible optimum. For the example plotted both are in the infeasible region creating additional difficulties for this approach.
The last four experiments are equivalent to the previous two, however, now the ranking of infeasible solution is determined by a non-dominated ranking. In case B the non-dominated ranking is based on (6) where all feasible solution are set at the special highest Pareto level 0. In this case there is no collection of solutions around x * φ but instead the search is spread over the Pareto front increasing the likelihood of falling into a feasible region and remaining there. Nevertheless, a number of parents were left scattered in the infeasible region at the end of their runs. When the objective function takes part in determining the ranking also, as shown by case B , the search is centered at c 0 . Again the experiment is repeated but now the non-dominated ranking is based on (7) . These cases are marked C and C respectively. The results are similar, however, in case C the parents are spread between c 0 and the Pareto front defined by the line between the centers of the two feasible spheres.
In general a feasible solution is either found by chance or when the search is biased by small constraint violations, and/or small objective function value, to a feasible region (or close to one). The global feasible optimum does not necessarily need to be in this region. Furthermore, one cannot guarantee that the attractors are located near a feasible region, as illustrated by the test case studied here. For the multi-objective approach, individuals will drift on the Pareto front and may chance upon a feasible region in an unbiased manner. The likelihood of locating a feasible region is higher when the size of the feasible search space is large.
It is possible that a method that minimizes each constraint violation independently would locate the two disjoint feasible regions. Such a multi-objective method was proposed in [21] . However, such a method may have difficulty finding feasible solutions to other problems such as g13 [22] .
B. Benchmarks functions
The artificial test function in the previous section illustrates the difficulties of finding a general method for constraint handling for nonlinear programming problems. However, in practice the class of problems studied may have different properties. For this reason it is also necessary to investigate the performance of our algorithms on benchmark functions typically originating from real world applications. These are the 13 benchmark functions summarized in table I and listed in the appendix.
For these experiments the non-isotropic mutation (13) with a smoothing factor α = 0.2 is used. The expected rate of convergence ϕ is scaled up so that the expected change in the step size between generations is equivalent to when ϕ = 1 and α = 1, see [17] for details. As it may be necessary for a multiobjective approach to maintain a greater diversity a larger than usual parent number is used, i.e. a (60, 400) ES. Since the parent number has been doubled the number of generations used has been halved, i.e. all runs are terminated after G = 875 generations except for g12, which is run for G = 87 generations, in this way the number of function evaluations is equivalent to that in [7] .
For each of the test functions 30 independent runs are performed using the six different ranking strategies denoted by A to C , and whose search behavior was illustrated using the artificial test function in figure 5 . The statistics for these runs are summarized in two tables. The first is table II where the feasible solutions are always ranked highest and according to their objective function value. The constraints are treated by A the penalty function w = 1 and β = 2, then B and C for when the infeasible solutions are ranked according to their Pareto levels specified by problems (6) and (7) respectively. The second set of results are given in table III, with the constraint violations treated in the same manner but now the objective function plays also a role in the ranking, this is achieved using the stochastic ranking [7] . These runs are labeled as before by A , B and C respectively.
The results for runs A and A are similar to those in [7] . The only difference between the algorithm in [7] and the one here is the parent size and the manner by which self-adaptation is facilitated. In this case allowing the objective function to influence the ranking improves the quality of search for test functions g03, g05, g11, g13, which have non-linear equality constraints, and g12 whose global constrained opti-mum is also the unconstrained global optimum. In general the performance of the search is not affected when the objective function is allowed to influence the search. The exception is g06, however, in [8] this was shown to be the result of the rotational invariance of the non-isotopic search distribution used (see also results in next section).
The aim here is to investigate how the search bias introduced by the constraint violations influences search performance. The multi-objective formulation allows the feasible solutions to be found without the bias introduced by a penalty function. In cases C and C the infeasible solution are ranked according to their Pareto level specified by problem (7) . When comparing A with C in table II an insignificant difference is observed in search behavior with the exception of g05 and g07. The difference is more apparent when A with C are compared in table III. The search behavior remains similar with the exception of g05, g10 and g13 where it has become difficult to find feasible solutions. The number of feasible solution found, for the 30 independent runs, are listed in parenthesis in the left most column when fewer than 30. The corresponding statistics is also based on this number. In tables II and III the variable G m denotes the median number of generations needed to locate the best solution.
The problem of finding feasible solutions is an even greater issue when the infeasible solutions are ranked according to their Pareto levels specified by (6) , these are case studies B and B . An interesting search behavior is observed in case B for g11 and g12. Because the objective function is now also used in determining the Pareto levels the search has been drawn to the location of the constrained feasible global optimum. This is the type of search behavior one desires from a multiobjective constraint handling method. Recall figure 1 where the feasible global optimum is part of the Pareto optimal set (hatched sector). However, these two problems are of a low dimension and it may be the case that in practice, as seen by the performance on the other benchmark functions, that this type of search is difficult to attain.
The difficulty in using Pareto ranking for guiding the search to feasible regions has also been illustrated in a separate study [22] where four different multi-objective techniques are compared. These methods fail to find feasible solutions to g13, in most cases for g05 and in some for g01, g07, g08 and g10.
C. Improved search
The purpose of the previous sections was to illustrate the effect different ranking (constraint handling) methods have on search performance. The results tend to indicate that the multi-objective methods are not as effective as one may at first have thought. They seem to spend too much time exploring the infeasible regions of the Pareto front. The penalty function method is more effective for the commonly used benchmark problems. It was also demonstrated that letting the objective function influence the ranking improves search performance for some of the problems without degrading the performance significantly for the others. However, the quality can only be improved so much using a proper constraint handling technique. The search operators also influence search performance. This is illustrated here using the improved ES version described in figure 4 .
The new search distribution attempts to overcome the problem of a search bias aligned with the coordinate axis. The method introduces a new parameter γ. This parameter is used to scale the step length. In general a smaller step length is more likely to result in an improvement. Typically a step length reduction of around 0.85 is used in the ES literature. Using this value for γ the over-penalty method is compared with the stochastic ranking method in table IV. These experiments are labeled D and D respectively. Here, like before, allowing the objective function to influence the ranking of infeasible solutions (using the stochastic ranking) is more effective. However, the results are of a much higher quality. Indeed global optimal solutions are found in all cases and consistently in 11 out of the 13 cases. Improved search performance typically means one has made some assumptions about the function studied. These assumptions may not hold for all functions and therefore the likelihood of being trapped in local minima is greater. This would seem to be the case for function g13. Although the global optimum is found consistently for this function, still one or two out of the runs are trapped in a local minimum with a function value of 0.438803. Another function whose optimum was not found consistently is g02. This benchmark function is known to have a very rugged fitness landscape and is in general the most difficult to solve of these functions.
In order to illustrate the effect of the new parameter γ on performance another set of experiments are run. This time 100 independent runs are performed for γ = 0.6, 0.85 and 1.1 using the (60, 400) ES and stochastic ranking, these results are depicted in table V. From this table it may be seen that a smaller value for γ results in even further improvement for 60, 400) , each using the same number of function evaluations as before. Here γ ≈ 0.85 and the stochastic ranking is used. The results are given in table VI. These results show that most functions can be solved using a fewer number of function evaluations, i.e a smaller population. The exceptions are g02, g03, g07, g09 and g10 which benefit from using larger populations.
V. CONCLUSIONS This paper shows in depth the importance of search bias [23] in constrained optimization. Different constraint handling methods and search distributions create different search biases for constrained evolutionary optimization. As a result, infeasible individuals may enter a feasible region from very different points depending on this bias. An artificial test function was created to illustrate this search behavior.
Using the multi-objective formulation of constrained optimization, infeasible individuals may drift into a feasible region in a bias-free manner. Of the two multi-objective approaches presented in this paper, the one based solely on constraint violations (7) in determining the Pareto levels is more likely to locate feasible solutions than (6) , which also includes the objective function. However, in general finding feasible solutions using the multi-objective technique is difficult since most of the time is spent on searching infeasible regions. The use of a non-dominated rank removes the need for setting a search bias. However, this does not eliminate the need for having a bias in order to locate feasible solutions. Introducing a search bias is equivalent to making hidden assumptions about a problem. It turns out that these assumptions, i.e. using the penalty function to bias the search towards the feasible region, is a good idea for 13 test functions but a bad idea for our artificial test function. These results give us some insights into when the penalty function can be expected to work in practice.
A proper constraint handling method often needs to be considered in conjunction with an appropriate search algorithm. Improved search methods are usually necessary in constrained optimization as illustrated by our improved ES algorithm. However, an improvement made in efficiency and effectiveness for some problems, whether due to the constraint handling method or search operators, comes at the cost of making some assumptions about the functions being optimized. As a consequence, the likelihood of being trapped in local minima for some other functions may be greater. This is in agreement with the no-free-lunch theorem [24] .
APPENDIX g01
Minimize:
subject to:
where the bounds are 0 ≤ x i ≤ 1 (i = 1, . . . , 9) , 0 ≤ x i ≤ 100 where −10 ≤ x i ≤ 10 (i = 1, . . . , 10). The optimum solution is x * = (2.171996, 2.363683, 8.773926, 5.095984, 0.9906548, 1.430574, 1.321644, 9.828726, 8.280092, 8.375927) where g07(x * ) = 24.3062091. Six constraints are active (g 1 , g 2 , g 3 , g 4 , g 5 and g 6 ).
g08 Maximize:
f (x) = sin 3 (2πx 1 ) sin(2πx 2 )
where 0 ≤ x 1 ≤ 10 and 0 ≤ x 2 ≤ 10. The optimum is located at x * = (1.2279713, 4.2453733) where f (x * ) = 0.095825. The solution lies within the feasible region. g10
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