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4.1 Android . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 14
4.2 Android Studio . . . . . . . . . . . . . . . . . . . . . . . . . . 18
4.3 Maps SDK za Android . . . . . . . . . . . . . . . . . . . . . . 18
4.4 AndroidX (Jetpack) . . . . . . . . . . . . . . . . . . . . . . . . 19
4.5 Google Play . . . . . . . . . . . . . . . . . . . . . . . . . . . . 19
4.6 Google Cloud . . . . . . . . . . . . . . . . . . . . . . . . . . . 20
5 Predstavitev komponent Android aplikacij 23
5.1 Aktivnost (angl. Activity) . . . . . . . . . . . . . . . . . . . . 23
5.2 Storitev (angl. Service) . . . . . . . . . . . . . . . . . . . . . . 24
5.3 Oddajni sprejemnik (angl. Broadcast receiver) . . . . . . . . . 25
5.4 Ponudnik vsebine (angl. Content provider . . . . . . . . . . . 25
5.5 Ostale komponente . . . . . . . . . . . . . . . . . . . . . . . . 25
6 Izdelava Android aplikacije 27
6.1 Sestava aplikacije . . . . . . . . . . . . . . . . . . . . . . . . . 28
6.2 Priprava okolja . . . . . . . . . . . . . . . . . . . . . . . . . . 33
6.3 Podrobna implementacija . . . . . . . . . . . . . . . . . . . . 38
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6.10 Prikaz obvestila za tekočo lokacijsko storitev . . . . . . . . . . 47
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Naslov: Implementacija storitve za deljenje in spremljanje lokacije
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Povzetek:
Lokacijske storitve so v mobilnih napravah postale zelo pomembne. Veliko
aplikacij spremlja lokacijo uporabnika ter na podlagi te pošilja promocijska
sporočila, prikaže ustanove v bližnji okolici, napove temperaturo na trenutni
lokaciji ipd.
Diplomsko delo opisuje in analizira postopek implementacije in razvoja loka-
cijsko zavedne storitve na platformi Android s pomočjo programskega jezika
Java. V delu je predstavljen celoten razvoj aplikacije, vse uporabljene plat-
forme, orodja in knjižnice ter tehnologije lokacijske zavednosti. Pozornost je
namenjena varnosti podatkov in preprosti implementaciji lokacijskih storitev.
Ključne besede: Android, Lokacijske storitve, GPS, Wifi, Mobilno omrežje,
Google API, Zajemanje senzoričnih podatkov, Lokacijska področja, Firebase.

Abstract
Title: Implementation of location tracking service
Author: Matej Baša
Location services are becoming an important part of app development. Nowa-
days most applications use location awareness of their users to send them
promotions, show them places of interest and many other use cases.
This work describes the whole process of developing a location-conscious
(aware) service on Android platform. We also look at ways of getting sensor
data and all the solutions that we can implement with it, like monitoring of
family members or friends, limiting the movement area, location-tailored in-
formation, overview of visited locations, suggested routes and similar things.
The aim of this thesis is to create a working application for Android smart-
phones that will allow the user these functions for free and with energy
efficiency in mind. First we look at the tools used in the development of the
application and the thought that went into it. We also take a look at some
possible privacy concerns that may be an issue in background or real-time
location tracking. The application is written in Java with the help of An-
droid Studio environment, Google’s API libraries and Firebase. Finally the
working application is compared to the current solutions that already exist
for the same platform.
Keywords: Android, Location services, GPS, Wifi, Mobile networks, Google




Pametni telefoni z zmogljivostjo visokohitrostnega prenosa podatkov, vgra-
jenimi neštetimi senzorji in GPS sprejemniki, so že daleč preleteli dobo tra-
dicionalne uporabe mobilnega telefona. V prostoru operacijskih sistemov za
pametne telefone sta trenutno vodilni podjetji Google in Apple z deležem
mobilnih operacijskih sistemov, porazdeljenih na 72.48% Android, 26.91%
iOS in 0.61% ostale naprave.
V Sloveniji je porazdelitev: 79.81% Android, 19.93% iOS in 0.26% ostale
naprave glede na podatke GlobalStats (statcounter) [32], zabeležene za leto
2020.
Že nekaj let lahko spremljamo rekordno število mobilnih naprav v rokah pre-
bivalstva, to število pa se še vedno povečuje. Seveda je to povsem logično,
saj so naprave vedno bolj zmogljive, cene preǰsnjih naprav pa padajo, za-
hvaljujoč velikim podjetjem in konkurenci. Mobilne naprave so tako danes
opremljene z zelo veliko uporabnih pripomočkov, ki jih uporabniki nezave-
dno uporabljajo. Platformi Android in iOS ponujata svoje razvojno okolje
in celotno zbirko aplikacij, ki jih lahko vsakdo prenese in uporablja, te pa
morajo dosegati določene regulacije. V preteklosti pa smo, kljub dobri praksi
in vsakoletnimi dosežki na področju regulacij, lahko videli, da hitro pride do
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zlorabe podatkov in naprav.
Med vsemi uporabnostmi mobilnih naprav in njihovih aplikacij pa se moramo
zavedati vseh smernic, ki se jih je pametno držati, da preprečimo nevarno
uporabo aplikacij oziroma, da zavarujemo osebo in podjetje pred npr. krajo
podatkov, slabimi praksami in slabo optimizacijo aplikacij.
V ta namen je cilj diplomskega dela ustvarjanje zalednega sistema za zbira-
nje in obdelovanje podatkov ter delujočo Android aplikacijo, ki bo omogočala
uporabniku avtentikacijo preko novega računa ali obstoječih Google in Face-
book računov. Uporabnik bo lahko ustvarjal skupine prijateljev, s katerimi
si bo lahko delil lokacijske podatke v realnem času, pogovarjal ali spremljal
lokacijska območja.
Za razvoj aplikacije je uporabljeno razvojno okolje Android Studio s pomočjo:
programskega jezika Java, zbirke knjižnic AndroidX, Google Maps SDK (za
prikaz lokacijskih podatkov uporabnikom) in nekaj Firebase storitev (za av-
tentikacijo in shrambo podatkov). Razvoj bo opisan, analiziran, predvsem
osredotočen, na preprosto implementacijo lokacijskih storitev s primeri kode.
Preverjena bo tudi zanesljivost lokacijskih storitev. Aplikacija bo testirana
in primerjana z že obstoječimi rešitvami, ki so na voljo. Končni namen je
razviti uporabno in brezplačno aplikacijo za uporabnike Android naprav, ter
tako nuditi preproste napotke za vsakega posameznika, ki ima malo znanja




Lokacijska zavednost naprav se danes, po večini, uporablja v spletnih in mo-
bilnih aplikacijah za določanje lokacije naprav, ki vsebujejo potrebne kompo-
nente. Aplikacije na podlagi meritev komponent lahko pridobijo lokacijske
podatke uporabnika. Lokacijska zavednost je temeljna naloga različnih lo-
kacijskih storitev, ki za delovanje potrebujejo čim večji približek statične ali
premikajoče se geografske pozicije uporabnika oz. naprave. [52]
Za ugotavljanje lokacije naprav je veliko tehnologij. Vsaka ima svoje predno-
sti in slabosti, ki se opazijo pri implementaciji in načinu pridobitve lokacije.
Najpogosteǰse, in daleč najbolj znane, so štiri tehnologije:
 Globalni pozicijski sistem (angl. Global positioning system - GPS),
 Brezžična omrežja (angl. Wireless networks - Wi-Fi),
 Mobilna omrežja (angl. Mobile networks - GSM, LTE ipd.).
 Bluetooth (BT)
Tehnologije se razlikujejo v natančnosti (razlika med resnično in izračunano
lokacijo), dostopnosti (niso vse metode vedno na voljo), učinkovitosti (po-
raba moči za pridobitev informacije o lokaciji) in času pozicioniranja (čas,
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potreben za pridovitev lokacije v sekundah [44]). Prav zaradi tega razloga
so določene tehnologije bolǰse za nekatere namene in slabše za ostale, kar se
je potrebno zavedati in upoštevati pri načrtovanju in razvoju aplikacij.
V nadaljevanju so predstavljeni trije glavni načini pridobivanja lokacije, ki
so pomembni za implementacijo in uporabo izdelane Android aplikacije v
sklopu diplomskega dela.
2.1 Pridobivanje lokacije s pomočjo satelit-
skega pozicioniranja
2.1.1 Opis tehnologije
Najbolj znana tehnologija, v uporabi danes, je sistem globalnega pozicio-
niranja oz. GPS (Global Positioning System). Satelitsko pozicioniranje je
tehnologija, ki jo je v osnovi razvila amerǐska vojska, za namene določanja
lege in časa naprav, z uporabo radijskih valov. Sistem uporablja od 24 do 32
satelitov, ki konstantno krožijo v zemljini orbiti. Sateliti lahko oddajajo si-
gnal za natančno določanje (PPS) in signal za standardno določanje položaja,
vendar je PPS kodiran signal in rezerviran za vojaško uporabo, SPS pa je
brezplačen za javno uporabo [47]. Naprave določijo svoj položaj na podlagi
prejetih signalov od satelitov, kot predstavlja slika (2.1).
Slika 2.1: Prikaz povezave s sateliti
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Velik del uporabnikov sistema predstavljajo uporabniki pametnih mobilnih
naprav z integriranim GPS sprejemnikom.
2.1.2 Pregled pridobivanja lokacije
Sateliti oddajajo napravam sporočilo s podatki o natančnem časovnem žigu
in svoji poziciji, ko je bilo sporočilo oddano. Mobilne naprave lahko nato, na
podlagi prejetih podatkov od satelitov, izračunajo razdaljo med sprejemni-
kom (mobilno napravo) in oddajnikom (satelitom) s pomočjo časovne razlike
in podatkov o lokacijah satelitov iz javne podatkovne baze.
Mobilne naprave za pravilno določanje zemljepisne dolžine in širine, nadmor-
ske vǐsine in časa lokacije, potrebujejo komunikacijo z vsaj tremi oz. štirimi
sateliti. Danes se pametni telefoni (skoraj vedno) nahajajo znotraj območja
vsaj štirih satelitskih signalov.
Ker sprejemnik lahko sprejema signale iz več satelitov hkrati, je mogoče
uporabiti trilateracijo. Trilateracija je metoda za pridobivanje lege, v tri-
razsežnem prostoru. Metoda oceni pozicijo na osnovi presečǐsča sfer posame-
znih satelitov, katerih radij je enak razdalji od satelita do naprave (presečǐsče
predstavlja položaj naprave).
Praviloma je lega v trirazsežnem prostoru lahko določena s poznavanjem treh
sfer, zato je poznavanje lege treh satelitov zadostno. Postopek s tremi sateliti
zahteva izjemno natančnost ure v sprejemniku (praviloma bi morala biti tako
točna, kot ure v satelitih), kar pa ni učinkovito. Zato se uporablja časovni
signal z dodatnega četrtega satelita, ki omogoča uporabo manj točnih ur.
Skozi čas (leta) je bilo na globalnem pozicijskem sistemu narejenih veliko
izbolǰsav. Pametni telefoni so (z uporabo GPS-a) natančni do radija 4.9 m
oz. naprave po 2018 letu, z uporabo L5 pasovne širine, so lahko natančne
tudi do 30 cm v odprtem prostoru [33]. V zaprtem prostoru, ob visokih
zgradbah, pod drevesi ipd., je zgodba drugačna, saj lahko pride do nedose-
gljivosti ali odboja signala. Zato danes večina pametnih telefonov uporablja
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A-GPS (asistiran GPS), ki omogoča, da si naprave za določanje lokacije, po-
magajo z uporabo mobilnega omrežja, kar posledično zmanǰsa tudi porabo
moči metode GPS.
2.2 Pridobivanje lokacije s pomočjo mobilnih
omrežij
Velika večina zemeljske površine je pokrite z mobilnim omrežjem. Telefoni
so v večini primerov povezani z vsaj eno najbližjo bazno postajo. Uporablja
se že kar nekaj tipov mobilnih omrežij. Najbolj znane so tehnologija LTE,
GSM, UMTS in v razvitih predelih sveta na novo grajene infrastrukture 5G
tehnologije. [34]
2.2.1 Opis tehnologije
Infrastruktura mobilnih omrežij je razdeljena na celice (oddajne stolpe), ki
imajo optimalno okroglo obliko pokritja signala in znano lokacijo. Mobilna
naprava se (med gibanjem v omrežju) poveže s celico z najbolǰso močjo si-
gnala, kar je v večini primerov najbližja. Osnovna oblika pozicioniranja z
mobilnimi omrežji je tako uporaba lokacij baznih postaj, katerih pozicija je
že znana, imenovana identifikacija celic.
Natančnost metod lokalizacije z uporabo mobilnih omrežij in trilateracije
je odvisna od pokritja področja s celicami (urbana okolja / podeželje), od
uporabljenega načina in trenutne metode časovnega računanja.
2.2.2 Pregled pridobivanja lokacije
Mobilna naprava se med premikanjem iz celice v celico poveže s stolpom, ki
ima najmočneǰsi signal (največkrat tudi najbližji). Na podlagi moči signala
in izračuna časovnega zamika, med sprejemno in oddajno napravo, se določa
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razdaljo od celice. Osnovna oblika tega tipa pozicioniranja je imenovana
identifikacija celic, ki deluje na osnovi znanih lokacij baznih postaj. Oddajni
stolpi imajo danes po večini tri ali več anten, ki razdelijo celico na sektorje s
kotom pokritja signala 120°.
Napredni sistemi lahko določijo sektor, v katerem se nahaja mobilna na-
prava, in tako ocenijo oddaljenost naprav od postaj. Lokacija je veliko bolj
natančno ocenjena z uporabo več oddajnih stolpov oz. prekrivajočih se ce-
lic/sektorjev in izračunom presečǐsča med njimi. Kot lahko vidimo na sliki
(2.2), se naprava nahaja v območju presečǐsča celic.
Slika 2.2: Prikaz določanja lokacije naprave s pomočjo triangulacije
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2.3 Pridobivanje lokacije s pomočjo brezžičnih
omrežij
2.3.1 Opis tehnologije
Je tehnologija, ki se je uvedla zaradi vedno večje uporabe Wi-Fi omrežij. Ta
sloni na množično zbranih podatkih, ki se uporabljajo za natančneǰse prido-
bivanje lokacije v prostorih, kjer GPS ali ostale tehnologije niso zadostne.
2.3.2 Pregled pridobivanja lokacije
Mobilne naprave, z možnostjo internetne povezave, posredujejo informacije
o bližnjih brezžičnih omrežjih. Informacije nato v podatkovnih bazah hra-
nijo različna podjetja (npr. Google). Zaradi velikega števila Wi-Fi omrežij v
urbanem okolju je ponavadi tehnologija zelo učinkovita. Deluje na podoben
način, kot celice v mobilnih omrežjih, le da se tukaj v bazo podatkov shrani
unikaten MAC naslov dostopne točke. Odziv je lahko bolǰsi, kot pri mobilnih
omrežjih, saj je pokrito območje dostopne točke velikokrat manǰse.
Wi-Fi algoritme za določanje pozicije razdelimo v 3 kategorije:
 Zaznavanje bližine - Za pozicijo naprave se uporabi pozicija dostopne
točke z najbolǰso kvaliteto signala,
 Lateracija - Razdalja med dostopno točko in mobilno napravo je
izračunana na podlagi izgube poti oddajnika med pošiljanjem,
 Prstni odtisi - Podatkovna baza, primerja shranjene RSS vzorce z





Za uporabo je na voljo kar nekaj tehnologij, ki niso nujno vse primerne za
naš namen. Različne aplikacije implementirajo različne načine zajemanja
lokacije za prilagoditev namenu. Nekatere so namenjene specifično sledenju
prevožene poti, ostale sledenju ljudi v kontaktu z virusom COVID-19 ali pa
prilagajanje oglasov glede na lokacijo [53]. Najbolj znani načini, ki sem jih
uporabil pri izdelavi Android aplikacije, so geografsko ciljanje in lokacijska
področja. Načine sem opisal v nadaljevanju.
3.1 Geografsko ciljanje
V svetu je veliko vsebin, ki so dovoljene samo v določenih območjih (npr.
lokalni televizijski kanali). Z namenom upravljanja z digitalnimi pravicami
je način snovan na dostavljanju različnih vsebin do različnih regij. Internetni
ponudniki imajo na voljo določen nabor IP naslovov, katerih informacije so
shranjene v velikih javnih podatkovnih bazah. Lokacija uporabnika je lahko
prepoznana po državi, regiji, mestu, poštni številki, organizaciji, IP naslovu,




Lokacijska področja so virtualna območja okoli določene točke, ki je specifi-
cirana z zemljepisno širino in dolžino. Delujejo lahko s pomočjo tehnologij
GPS, Wi-Fi, Bluetooth ali mobilnih omrežij. Definirana lokacijska področja,
s pomočjo omenjenih tehnologij, zaznajo uporabnike, ki so znotraj definira-
nega radija lokacijskega področja [51].
Slika 3.1: Prikaz dogodkov lokacijskega področja
Poznamo tri različne dogodke, ki jih lahko sprožijo lokacijska področja, kot
vidimo na sliki (3.1):
 Vstop - Dogodek se sproži ob vstopu uporabnika v lokacijsko področje,
 Zadrževanje - Dogodek se sproži ob zadrževanju uporabnika v loka-
cijskem področju,
 Izstop - Dogodek se sproži ob izstopu uporabnika iz lokacijskega po-
dročja.
Primeri uporabe so npr. pošiljanje obvestila uporabniku, ki je pravkar vsto-
pil v trgovino ali prikaz računa uporabniku, ki z nakupom zapusti trgovino
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ipd.
Poznamo pa tudi tri različne tipe lokacijskih področij:
 Statični - Lokacija uporabnika je odvisna od specificirane točke ali
področja (Obvestilo o akcijah v trgovini),
 Dinamični - Lokacija uporabnika je odvisna od podatkov (uporaba za
premikajoča območja, npr. ladijski privezi),
 Vsak z vsakim - Lokacija uporabnika je odvisna od lokacije ostalih





storitev, orodij in knjižnic
Obstaja že kar nekaj več platformnih razvojnih ogrodij, kot React Native,
Flutter, Vue in ostale, ki lahko omogočajo razvoj aplikacije za več platform.
Slabe lastnosti uporabe teh se razlikujejo v preprostosti, optimizaciji, veli-
kosti datotek, dokumentaciji itn.. Čeprav so ogrodja nova in se na veliko
razvijajo, sem implementacijo lokacijskih storitev realiziral v domorodni mo-
bilni aplikaciji Android, z uporabo programskega jezika Java in razvojnega
okolja Android Studio. Na velik del odločitve je vplivala preprostost im-
plementacije ostalih orodij v razvojnem okolju, podrobna dokumentacija in
dostopnost vseh funkcionalnosti domorodne aplikacije (možna bolǰsa optimi-
zacija).
Za namene zalednega sistema se uporablja več oblačnih storitev, kot so: Ama-
zon Web Services, Microsoft Azure, Google Cloud ipd., saj večini ponujajo
podobne storitve. Zaradi podpore Firebase storitev v razvojnem okolju, sem
se odločil za uporabo Google Cloud platforme.
Google Maps in Open Layers (OpenStreetMap) sta najbolj razširjena po-
nudnika geolokacijskih storitev. Open Layers dovoljuje brezplačno uporabo,
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Google Maps pa zaračuna API klice po določeni količini. Ker je količina geo-
lokacijskih podatkov velika, ima veliko prednost Google Maps zaradi dovršenega
sistema in dobrega ozadja, na katerem slonijo vse storitve. Projekt je name-
njen zasebni uporabi, zato sem se odločil za uporabo Google Maps storitev.
4.1 Android
Android je odprtokodni operacijski sistem, ki je narejen na osnovi spreme-
njenega Linux jedra. Namenjen je za uporabo na mobilnih napravah z za-
slonom na dotik, kot so pametni telefoni in tablice. Android je bil ustvarjen
s pomočjo podjetja Google, ki je ustanovilo poslovno združenje več podje-
tij, imenovano Open Handset Alliance (OHA). Poslovno združenje je bilo
predstavljeno oziroma ustanovljeno 5. novembra 2007, z namenom skupnega
razvoja odprtih standardov na področju telefonije in ostalih prenosnih naprav
[42].
Zaradi odprtokodnosti platforme se cena niža, razvijanje programov pa po-
staja lažje. Posledično je večina programov za Android na voljo v brezplačni
verziji. Zato veliko število razvijalcev prispeva pri dodajanju komponent.
Proizvajalcem ni potrebno razvijati svoje operacijske sisteme, lahko pa do-
dajajo oziroma razvijajo posamezne komponente.
4.1.1 Arhitektura Android Operacijskega Sistema
Android arhitektura vsebuje sloje, katere opǐsem in prikažem v tem poglavju.
Podnaslov vsakega sloja je obarvan skladno z barvo, ki ga predstavlja na sliki
(4.1).
Sistemske Aplikacije
Aplikacijski okvir je namenjen aplikacijam, ki pridejo prednaložene na tele-
fon, kot koledar ali kontakti. Sistemske aplikacije so namenjene uporabnikom
in zagotavljanju ključnih zmogljivosti, do katerih lahko dostopajo razvijalci
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programske opreme v svojih aplikacijah.
Primer: Namesto, da bi gradili funkcionalnost pošiljanja sporočil, lahko
kličemo katerokoli že obstoječo rešitev za te namene.
Gonilnik za inter-procesno komunikacijo (Binder)
Binder je mehanizem za inter-procesno komunikacijo (IPC) na platformi An-
droid. Implementiran je kot gonilnik v jedru sistema, ki omogoča, da aplika-
cijski okvir prestopi procesne meje in prikliče kodo sistemskih storitev An-
droid. To omogoča API-jem na visoki ravni interakcijo/komunikacijo s sis-
temskimi storitvami Android, med tem, ko je na ravni programskega okolja
ta interakcija razvijalcu in uporabniku skrita.
Android Sistemske Storitve
Celoten nabor funkcij Android operacijskega sistema je na voljo skozi API-
je, napisane v programskem jeziku Java. Vsi ti API-ji so gradniki Android
aplikacij s poenostavitvijo ponovne uporabe jedra, modularnih sistemskih
komponent in storitev. To vključuje:
 Sistem pogledov (angl. View System) - bogat sistem ustvarjanja po-
gledov za grajenje uporabnǐskega vmesnika,
 Upravljalec virov (angl. Resource Manager) - ponuja dostop do virov,
kot so lokalne spremenljivke in grafične/postavitvene datoteke,
 Upravljalec obvestil (angl. Notification Manager) - vsem aplikacijam
omogoča prikaz prilagojenih obvestil v statusnem oknu,
 Upravljalec aktivnosti (angl. Activity Manager) - ureja življenjski cikel
aplikacij in zagotavlja sklad za navigacijo,
 Ponudnik vsebine (angl. Content Provider) - aplikacijam omogoča de-
ljenje svojih podatkov ali dostop do podatkov drugih aplikacij.
Razvijalci imajo dostop do istih API-jev, kot jih uporabljajo sistemske apli-
kacije.
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Strojno Abstraktna Plast (HAL)
Strojno abstraktna plast definira standardni vmesnik, ki omogoči Android
napravam, da je agnostičen glede izvedb gonilnikov na nižji ravni. Uporaba
HAL omogoča izvajanje funkcionalnosti, ne da bi to vplivalo ali spreminjalo
sistem na vǐsji ravni. Implementcije HAL so zapakirane v module in naložene
v sistem ob pravem času (Ko so potrebne).
Jedro Linuxa
Android pri razvoju gonilnikov ni skoraj nič drugačen od običajnega razvoja
gonilnikov Linux naprav, saj je jedro Android sistema različica jedra Linux
z nekaj dodatki, kot so:
 Sistem za upravljanje s pomnilnikom, ki je bolj agresiven pri ohranjanju
pomnilnika,
 Sistem za upravljanje z močjo (zatemnitev ekrana med ohranjanjem
delovanja procesorja ipd.),
 Gonilnik za inter-procesno komunikacijo.
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Slika 4.1: Arhitekturni sloji Android
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4.2 Android Studio
Android Studio je uradno integrirano razvojno okolje, dizajnirano prav za
namen preprostega razvoja aplikacij, ki tečejo na Android operacijskem sis-
temu. Zgrajen je na osnovi programske opreme JetBrains IntelliJ IDEA [43].
Nekaj pomembnih funkcionalnosti, ki nam jih omogoča, so:
 Uporaba na Windows, Linux in MacOS sistemih,
 Uporaba več programskih jezikov,
 ProGuard integracijo in podpisovanje aplikacij,
 Podpora grajenja aplikacij za vse Android platforme,
 Vgrajena podpora za Google Cloud platformo, ki omogoča enostavno
integracijo storitev,
 Uporaba navidezne naprave Android (emulator) za zagon, odpravljanje
napak in splošno testiranje Android aplikacij.
4.3 Maps SDK za Android
Uporaba Maps SDK-ja za Android nam omogoča dodajanje map na osnovi
Google Maps podatkov v našo aplikacijo. API avtomatsko opravlja dostop
do Google Maps serverjev, nalaganje podatkov, prikaz mape in odziv na
kretnje. Prav tako se lahko uporabi API klice za dodajanje označb, risanje
poligonov in prekrivanja na zemljevid. Uporaba omogoča tudi spreminjanje
uporabnikovega pogleda na določeno geografsko območje [12].
Cenik uporabe Google Maps API-jev je na voljo na uradni spletni strani [40].
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4.4 AndroidX (Jetpack)
AndroidX je predpona za imenovanje knjižnic zbirke Jetpack, ki je zamenjala
uporabo zastarele Android podporne knjižnice (angl. Android Support Li-
brary). Kot pri podporni Android zbirki knjižnic, se za AndroidX dodaja
odvisnosti v razvoj, ločeno od standardne Android platforme. AndroidX
je velika izbolǰsava v primerjavi s preǰsnjo zbirko Android Support Library,
zato je zato popolnoma nadomestila pakete podporne knjižnice z uvedbo no-
vih paketov in paritete funkcij. Knjižnice, ki jih ponuja zbirka AndroidX,
so namenjene optimiziranju kompatibilnosti s stareǰsimi sistemi in uporabo
standardnih komponent [11].
4.5 Google Play
Google Play (v preteklosti Android Market) je storitev, ki z njo operira in
razvija Google. Namenjena za digitalno distribuiranje. Služi kot uradna tr-
govina aplikacij, za certificirane naprave z Android operacijskim sistemom.
Uporabnikom omogoča iskanje in prenos aplikacij, razvitih z uporabo An-
droid razvojnega kompleta (Android SDK), ki so bile objavljene. Danes
Google Play ponuja še ostale digitalne medije kot glasbo, knjige, filme in
televizijske programe.
4.5.1 Google Play Storitve
Google Play Services so storitve v ozadju ter paket API-jev za Android na-
prave, ki uporabnikom večinoma omogočajo posodabljanje Googlovih aplika-
cij. Razvijalcem pa omogočajo imlementacijo komunikacije med aplikacijami
(lahko komunicirajo s storitvami na standardne načine), za namene optimi-
zacije porabe moči, ter vsesplošno prepoznavanje aktivnosti in prilagajanje
na trenutno aktivnost uporabnika[13, 50].




Je storitev, namenjena določanju lokacije naprave. Nudi nam objekt, imeno-
van Lokacija, s podatki kot so geografska lokacija, vǐsina, hitrost ipd., ki jih
aplikacija lahko pridobi s pomočjo ponudnika združene lokacije (fusedLoca-
tionProvider) [8].
Directions API
Je storitev, ki izračunava najbolj učinkovite poti med lokacijami, z upo-
rabo HTTP zahtev. Omogoča napotke za več prevoznih sredstev, več-delne
napotke in specificiranje lokacij, kot zemljepisne koordinate ali ID lokacije.
Primarni faktor optimizacije je čas potovanja. Upošteva pa lahko tudi ostale,
kot so razdalja do destinacije, število zavojev ipd. [7].
Geofencing API
Je storitev, ki omogoči definicijo parametrov (geofences) za spremljanje območja
interesa. API inteligentno uporablja senzorje naprave, da natančno zazna lo-
kacijo naprave na energijsko učinkovit način [9].
4.6 Google Cloud
Google Cloud platforma je zbirka storitev računalnǐstva v oblaku, ki deluje na
isti infrastrukturi, kot ostale Google storitve za Gmail, Youtube itn.. Ponuja
infrastrukturo kot storitev, platformo kot storitev in računalnǐsko okolje brez
strežnikov. Prav tako ponuja vrsto sodobnih storitev v oblaku, vključno s
shranjevanjem podatkov, analitiko podatkov, strojnim učenjem in podobno
[1, 49].
4.6.1 Firebase
Firebase je platforma v sklopu Google Cloud zbirke API-jev in ostalih sto-
ritev. Namenjena je preprosteǰsem razvijanju mobilnih in spletnih aplikacij,
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prav tako pa je ponudnik različnih storitev v ozadju in raznih oblačnih sto-
ritev, ki jih je možno integrirati v aplikacije na sistemih Android, iOS in
spletnih vsebinah. Večina ponujenih storitev je osredotočena na podatkovno
bazo in proces upravljanja z zalednimi sistemi. Podatke shranjuje v obliki
JSON formata, kar pomeni, da ne uporablja poizvedbe za vstavljanje, doda-
janje, odstranjevanje in posodabljanje podatkov. Najbolj znane storitve so
Real-Time Database, Firebase Analytics, Cloud Firestore, Firebase Authen-
tication in Firebase Cloud Messaging [24, 45].
 Cloud Firestore - Podatkovna baza, narejena za avtomatsko skalira-
nje, visoko zmogljivost in lažje razvijanje aplikacij. Vsebuje dokumente
brez SQL jezika, temveč uporablja JSON. Razvoju naše aplikacije nudi
API za dostop do baze podatkov [26],
 Cloud Messaging - Storitev nam omogoča tri različne server API-je
za pošiljanje sporočil uporabnikom [48],
 Firebase Authentication - Googlovo orodje za potrjevanje identitete
uporabnikov s pomočjo odprtih standardov [23].
Za ostale storitve lahko najdemo cenik na njihovi uradni spletni strani [25].
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Tabela 4.1: Omejitve brezplačne uporabe Firebase storitev
Realtime Database






 20k/dan zapisov dokumentov,
 50k/dan branja dokumentov,
 20k/dan odstranjevanja dokumentov
Authentication
 10k/mesec telefonskih avtentikacij,




Android aplikacijske komponente so osnovni gradniki, ki so ključnega po-
mena za razvoj Android aplikacij. So preprosto delčki kode, ki imajo dobro
definiran življenski cikel. Komponente medsebojno povezuje datoteka ma-
nifest, ki je zadolžena za opis interakcije med aplikacijskimi komponentami.
Vsaka komponenta predstavlja vstopno točko, skozi katero lahko sistem ali
uporabnik dostopa do aplikacije. Najpomembneǰse komponente so aktivnost,
storitev, ponudnik vsebine, oddajni sprejemnik in manifest, poznamo pa tudi
ostale kot so npr. pogled, namera, fragment in viri [3].
5.1 Aktivnost (angl. Activity)
Je razred, namenjen predstavitvi uporabnǐskega vmesnika na ekranu, ki upra-
vlja z akcijami na ekranu (podobno Java AWT okvirju). V primeru, da
ima aplikacija več aktivnosti, je ena izmed njih definirana oz. označena kot
domača aktivnost. Uporabniku je predstavljena ob zagonu aplikacije. Ak-
tivnosti so kljub medsebojnem sodelovanju neodvisne od ostalih aktivnosti.
Primer: Aplikacija za upravljanje z e-pošto bi lahko imela eno aktivnost za




– Spremljanje z vsebino, pomembno uporabniku, za zagotavljanje delo-
vanja gostiteljskega procesa,
– Pomnenje in prioritiziranje, nedavno uporabljenih procesov, za zagota-
vljanje hitrega prikaza vsebine ob vrnitvi na vsebino,
– Pomoč pri zaustavljanju procesov aplikacije, ki je namenjeno ohranja-
nju preǰsnjega stanja pri zamenjavi med stanji,
– Omogočanje aplikacijam implementacijo in koordinacijo uporabnǐskih
tokov med sabo.
5.2 Storitev (angl. Service)
Je komponenta, namenjena izvajanju različnih dolgotrajnih operacij v ozadju.
Storitev je lahko lokalna ali oddaljena. Lokalna storitev je dostopana iz iz-
vajane aplikacije, do oddaljenih pa dostopajo osale aplikacije, ki se izvajajo
na isti napravi. Storitev ne zagotavlja uporabnǐskega vmesnika.
Komponenta, kot je aktivnost, lahko zažene storitev in jo pusti izvajati opra-
vila, ali pa se z namenom interakcije veže s storitvijo. Storitev tako lahko v
ozadju prenese podatke ali pa ohranja predvajanje glasbe v ozadju po izhodu
iz aplikacije. Prav tako lahko storitev sporoči aplikaciji, naj bo v ospredju s
pomočjo obvestila, ki obvesti uporabnika. V tem primeru sistem ve, da mora
ohraniti delovanje procesov storitve.
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5.3 Oddajni sprejemnik (angl. Broadcast re-
ceiver)
Je komponenta, ki omogoča sistemu dostavljanje dogodkov aplikaciji izven
normalnega uporabnǐskega toka, kar omogoča aplikaciji, da se odzove na
sistemska obvestila ali obvestila ostalih aplikacij. Oddajni sprejemniki so prav
tako dobro definiran vstop v aplikacijo, zato omogočajo sistemu dostavljanje
obvestil do aplikacij, ki trenutno niso zagnane. Primer: Aplikacija nastavi
alarm, in ko se ta sproži, pošlje obvestilo uporabniku o dogodku, ki se je
zgodil oziroma zažene primerno akcijo.
5.4 Ponudnik vsebine (angl. Content provi-
der
Je komponenta, ki posreduje oz. skrbi za pridobitev podatkov iz ene do druge
aplikacije, na zahtevo deljenja podatkov. Podatki so lahko shranjeni v po-
mnilniku ali podatkovni bazi. Vsebovati mora implementacijo standardnega
nabora API-jev, ki omogočajo ostalim aplikacijam izvajati transakcije.
5.5 Ostale komponente
Fragment - Predstavlja nek delež uporabnǐskega vmesnika v aktivnosti. Ena
aktivnost lahko na ekranu prikazuje več fragmentov hkrati.
Pogled (angl. View) - Pogledi so elementi uporabnǐskega vmesnika, kot
npr. gumbi, označbe, besedilna polja, slike in vse ostalo, kar vidimo.
Postavitev (angl. Layout) - Hierarhija pogledov, ki kontrolira forma-
cijo in prikaz pogledov na ekranu.
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Namera (angl. Intent) - Namere se uporabljajo za priklic komponent.
Običajno se uporabljajo za začetek storitev, zagon aktivnosti, prikaz sple-
tnih strani, prikaz seznama kontaktov, oddajanje sporočila itn.
Manifest - Konfiguracijska datoteka za mobilno aplikacijo. Vsebuje infor-
macije o različnih komponentah, dovoljenjih itn.




Glavni namen izdelave aplikacije je deljenje svoje lokacije in nadzorovanje
lokacijskega področja. Pri implementaciji sem upošteval napotke uradne do-
kumentacije, ki opisuje dobro prakso varčne rabe baterije, poganjanje storitev
iz ozadja, pravilno implementacijo lokacijske zavednosti, pošiljanju obvestil
o dovoljenjih itn.
Android aplikacija GroupTracker, ki sem jo razvil, vsebuje aktivnost za av-
tentikacijo z različnimi računi, in glavno aktivnost, ki vsebuje zemljevid loka-
cij članov skupine z dinamičnim grupiranjem uporabnikov v skupine, prikaz
poti do članov, in ostale fragmente, kot npr. fragment za upravljanje z loka-
cijskimi področji.
Aplikacija to doseže s shranjevanjem trenutnih podatkov o lokaciji oziroma
spremembi lokacije uporabnika v podatkovno bazo. Uporabnik, ki se pridruži
novi skupini, dobi dostop do lokacije vseh članov oziroma ostali člani dobijo
dostop do njegove.
Večinski delež procesiranja podatkov se izvaja s strani Google API-ja, kar je
velika prednost pri učinkovitosti aplikacije. Naprava sama potrebuje računati
približek lokacije samo v primeru uporabe mobilnega omrežja oziroma GPS
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sistema. API poskrbi, da naprava ne računa lokacije vedno znova, temveč
uporabi zadnjo znano lokacijo v primeru relevantnosti te (če se ni kaj dosti
spremenila). Z uporabo Wi-Fi omrežij pri določanju lokacije in specificiranja
zamika obvestil področij pa je poraba še toliko bolj zmanǰsana.
Aplikacija je bila izdelana v razvojnem okolju Android Studio in je namenjena
za operacijski sistem Android. Vsa uporabljena koda je objavljena v Github
repozitoriju in na voljo na povezavi [31]
6.1 Sestava aplikacije
Aplikacija je sestavljena iz dveh glavnih aktivnosti, ki vsebujeta več fragmen-
tov. V nadaljevanju opisujem delovanje posameznih sestavnih komponent
razvite aplikacije, z opisom implementiranih funkcionalnosti. Razpored fra-
gmentov v glavni aktivnosti je prikazan na sliki (??).
6.1.1 Authentication Activity
Opis aktivnosti
Avtentikacijska aktivnost je izhodǐsčna točka aplikacije, ki poskrbi za regi-
stracijo in vpis uporabnika preko novo ustvarjenega profila v aplikaciji ali
pa že obstoječega Google/Facebook profila. Aktivnost je namenjena za pov-
praševanje uporabnika za dovoljenja oziroma pravice uporabe lokacije, po-
mnilnika in optimizacijo baterije, obenem pa je edina aktivnost, ki nepotrje-
nemu uporabniku ne dovoli vstop v aplikacijo.
Postavitev aktivnosti
Aktivnost ima tri komponente razreda MaterialButton, en naslovni napis ra-
zreda TextView in logo sliko v komponenti CircularImageView. S klikom na
gumb zaženemo avtentikacijsko namero za določeno platformo, ki shrani po-
datke novo vpisanega uporabnika v podatkovno bazo ali pa naloži shranjene
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Slika 6.1: Postavitev elementov v avtentikacijski aktivnosti (AuthActi-
vity.class)
podatke že vpisanega uporabnika iz baze na mobilno napravo. Aktivnost ob
zagonu in spremembi pravic aplikacije, preveri dovoljene in zavrnjene pravice
ter s pojavnim oknom povpraša za pravice, ki so nujno potrebne za pravilno
delovanje aplikacije [6.2]. V primeru odobritve potrebnih pravic so uporab-
niku predstavljene možnosti vpisa (6.1).




Glavna aktivnost je odgovorna za zagon lokacijske storitve in prikaz loka-
cijskih informacij uporabniku, obveščanje uporabnika, prikaz zemljevidnega
pogleda. S pomočjo izvlečne navigacijske komponente služi kot izhodǐsčna
točka vseh poklicanih fragmentov. Aktivnost za prikaz različnih zmogljivosti
uporablja fragmente.
Zgornji prostor aktivnosti je zaseden z orodno vrstico, ki vsebuje:
– okno z vsemi pridruženimi skupinami,
– gumb za hiter začetek in ustavitev zajemanja lokacije,
– gumb za prilagajanje postavitve (razširimo/skrčimo mapo),
– gumb za prikaz navigacijskega menija.




 Glavo s podatki uporabnika,
 Navigacijo do fragmenta mape,
 Navigacijo do fragmenta profila,
 Navigacijo do fragmenta lokacijskih področij,
 Navigacijo do fragmenta kode skupine,
 Navigacijo do fragmenta klepetalnice,
 Navigacijo do fragmenta nastavitev,
 Namero za izpis uporabnika.
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Fragmenti:
 Mapa (Maps Fragment): Vsebuje prikaz Google mape s pogle-
dom MapView, na katerem sem z uporabo API-jev lahko označil
lokacije uporabnikov, spreminjal načine prikaza mape, izrisal možne
poti uporabnika ipd.. Vsebuje tudi prikaz članov skupine, njiho-
vega statusa in orodno vrstico gumbov za konfiguriranje pogleda
zemljevida,
 Profil (Profile Fragment): Vsebuje prikaz uporabnikovega
imena, priimka in profilne slike. Uporabniku omogoča uporabo
lokalne slike z uporabo shrambe slike v Firebase podatkovno bazo,
 Kraji (Place Fragment): Služi prikazu shranjenih krajev
oz. lokacijskih področij in upravljanju s področji, kot dodaja-
nje in odstranjevanje področij in uporabo obvestil (vstop, izstop,
zadrževanje). Za dodajanje in prilagajanje lokacijskih področij je
uporabljen drugačen fragment,
 Ustvari lokacijsko področje (Create Geofence Fragment):
Je izris lokacijskega področja na prikazu mape ter služi kot konfi-
guracija pozicije, naslova in sporočil ustvarjenega lokacijskega po-
dročja,
 Pridružitev skupinam (Join Group Fragment): Je enostaven
prikaz kode skupine, ki se uporablja za pridružitev skupinam. Vse-
buje tudi opcije kopiranja kode in hitro pošiljanje le-te po ostalih
platformah s pomočjo namere,
 Klepetalnica (Chat Fragment): Fragment, katerega edini na-
men je komunikacija z ostalimi člani skupine,
 Nastavitve (Settings Fragment): Uporabljen je za prikaz po-
drobnih lokacijskih podatkov in spreminjanje nastavitev zajemanja
lokacije.
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Slika 6.4: Prikaz razporeda fragmentov
Diplomska naloga 33
6.2 Priprava okolja
V tem poglavju sem ustvaril projekt in poskrbel za vse konfiguracije razvoj-
nega okolja, ki so pomembne za pravilno delovanje aplikacije.
6.2.1 Dodajanje odvisnosti
Sistem za razvijanje na osnovi gradle, ki mi ga ponuja Android Studio, mi je
omogočil enostavno uporabo zunanjih knjižnic, s pomočjo tako imenovanih
odvisnosti aplikacije.
Projektne odvisnosti
Ciljna Android verzija aplikacije GroupTracker je Android 10 (Q - API 29)
kar tako, kot verzijo razvojnih orodij (29.0.2), specificiram v projektni gradle
datoteki. Za tem sem pod projektne odvisnosti dodal še verzijo Android
Gradle in verzijo Google Storitev ter repozitorije Google in Jetpack, kot sem
prikazal spodaj (6.1)
Listing 6.1: Projektne odvisnosti











Za vse Firebase, Google Maps, Google Services in AndroidX knjižnice sem
na način, kot prikažem spodaj (6.2), implementiral odvisnosti v aplikacijski
build.gradle datoteki. Vse odvisnosti so na voljo v uradni dokumentaciji
Android [15], Firebase [21], Maps [14]. Prav tako sem v datoteki uporabil
vtičnik za google storitve.
Listing 6.2: Primer definiranja aplikacijskih odvisnosti








Za uporabo AndroidX (Jetpack) artefaktov in avtomatsko spreminjanje An-
droid podpornih paketov v AndroidX ekvivalente, sem v datoteko za projek-
tne gradle nastavitve (gradle.properties) dodal spremenljivki android.useAndroidX=true
in android.enableJetifier=true.
6.2.2 Pridobitev API ključa
Za pravilno delovanje storitev Google Maps sem moral pridobiti API ključ.
Nato sem na spletni platformi Google Cloud ustvaril račun z omogočenim
plačilnim sredstvom ter na njem ustvaril projekt, kateremu sem dodal ome-
njene Google Maps API-je in SDK-je, v zavihku ‘API & Storitve‘ (angl. APIs
& Services) [35]. Ko sem imel na platformi v projektu omogočene vse po-
trebne storitve, sem se spustil v zavihek ‘poverilnice‘ (angl. credentials). V
zavihku sem končno lahko ustvaril nov API ključ, kot lahko vidimo na sliki
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(6.5). Pokazalo se mi je okno s pridobljenim ključem, katerega sem si shranil.
Ključ je mogoče omejiti na določene platforme in aplikacije, vendar trenutno
to ni bilo potrebno.
Slika 6.5: Ustvarjanje novega API ključa
6.2.3 Konfiguracija Android Manifest
V konfiguracijski datoteki AndroidManifest.xml sem moral definirati vse upo-
rabljene aktivnosti, storitve, oddajne-prejemnike in pravice, ki sem jih upo-
rabil/zahteval v aplikaciji. V datoteki sem po prejetem API ključu definiral
tudi tega in različico google storitev (6.3). V datoteki definiram tudi vse
aktivnosti, storitve in sprejemnike.










6.2.4 Vzpostavitev Firebase podatkovne baze
V tem poglavju je razložen postopek vzpostavitve podatkovne baze na plat-
formi Firebase.
Registracija in ustvarjanje projekta
Na Firebase platformi sem ustvaril nov uporabnǐski račun in na njem nov
projekt. Nato sem izbral opcijo ‘integracija v Android‘. Prikazalo se mi je
okno, v katerega sem vnesel ime paketa aplikacije in tako povezal aplikacijo
s Firebase storitvami. Vnos imena aplikacije in paketa lahko vidimo na sliki
(6.6). Za tem se je prikazalo okno, kjer sem lahko prenesel Firebase konfigu-
racijsko datoteko google-services.json. To sem dodal v projektne datoteke,
pod izvorno mapo aplikacije (‘app‘). Datoteka vsebuje API ključ, ki služi
implementaciji in komunikaciji z Google Cloud Storitvami.
Slika 6.6: Registracija aplikacije v firebase projekt
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Sedaj sem v rubriki avtentikacije pod zavihkom vpisne metode (sign-in me-
thods), kjer lahko najdemo vse možne načine in podprte platforme za avten-
tikacijo, moral omogočiti način prijave z uporabo e-pošte in gesla, kot lahko
vidimo na sliki (6.7).
Slika 6.7: Omogočanje prijave z uporabo e-poštnega naslova
Firestore Pravila
V meniju Firebase konzole sem našel storitev Cloud Firestore, na kateri sem
ustvaril novo podatkovno bazo. Prikazale so se moje, še prazne, zbirke po-
datkov v novo narejeni podatkovni bazi. Med zavihki v meniju sem našel
naslov Pravila (angl. Rules), kjer lahko kliknem ter tako pogledam in/ali
spremenim varnostna pravila za dostop do podatkov, kot je prikazano spo-
daj [6.4]. Tako se bo lahko v mojo aplikacijo vpisal samo potrjeni uporabnik
[28].
Listing 6.4: Primer Firestore pravil
allow read, write: if false; // Staro pravilo
allow read, write: if request.auth.uid != null; // Novo pravilo
38 Matej Baša
6.3 Podrobna implementacija
V tem poglavju so predstavljeni postopki za pridobitev pravic, avtentikacijo
uporabnikov in shranjevanje/prenos podatkov, pridobitev lokacije, izris mape
in uporabnika, izris poti. Opisan je tudi potek aplikacije.
6.3.1 Avtentikacija
Ob prvem zagonu aplikacije se prikaže Avtentikacijska aktivnost (AuthAc-
tivity.java), v kateri preverjam uporabnǐsko sejo, zaprosim uporabnika za
potrebna dovoljenja aplikacije oziroma ustvarim/vpǐsem uporabnika. Za av-
tentikacijo uporabnikov sem uporabil Firebase Authentication storitev, ki
mi omogoča, da uporabnika registriram in vpǐsem preko njihovega API-ja.
V tem primeru Firebase poskrbi za preverjanje pravilnosti vnesenih upo-
rabnǐskih podatkov, generacijo in potek žetonov. [29, 30]
Za implementacijo avtentikacije sem v funkcijah onCreate() in onStart() de-
finiral uporabnǐsko sejo in na podlagi te preveril, ali je uporabnik vpisan ali
ne. To sem lahko storil s pomočjo spodnjega dela kode [6.5], ki vrne ničelno
vrednost v primeru, da uporabnik ni vpisan, in uporabnǐske podatke, v pri-
meru vpisanega uporabnika.
Za samo registracijo, vpis in e-mail potrditev uporabnika sem uporabil preo-
stale funkcije, ki jih ponuja objekt FirebaseAuth, kot createUserWithEmai-
lAndPassword() in signInWithEmailAndPassword(). Za pošiljanje e-poštnega
sporočila o spremembi gesla in potrditvi uporabnika sem potreboval v Fire-
base konzoli, pod zavihkom predloge, ustrezno definirati vsebino e-poštnega
sporočila. Te predloge sem nato lahko uporabil s funkcijami sendEmailVeri-
fication() in sendPasswordResetEmail().
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Listing 6.5: Preverjanje uporabnǐske seje
if(FirebaseAuth.getInstance().getCurrentUser() != null) {
// uporabnik je vpisan
}
6.3.2 Zahtevanje dovoljenj
Sama označba potrebnih dovoljenj v AndroidManifest.xml datoteki ni bila
zadostna. Za odobritev pravic sem uporabnika moral vprašati ob odprtju
aplikacije oz. pred uporabo komponente, ki pravico potrebuje. V mojem pri-
meru sem dovoljenja zahteval že ob odprtju aplikacije (AuthActivity.java),
da je uporabnik lahko takoj videl, kaj moja aplikacija potrebuje za delova-
nje. Tako sem lahko na podlagi odobrenih dovoljenj omogočil/onemogočil
določene funkcionalnosti [18, 4, 17].
Obstajajo različne pravice za namene pridobivanja lokacije:
 ACCESS COARSE LOCATION - Dovoljuje API-ju določanje lo-
kacije z uporabo WiFi omrežij in/ali mobilnih omrežij. Glede na po-
rabo moči je način bolj učinkovit, vendar vrne slabši približek lokacije
(velikost mestnega bloka),
 ACCESS FINE LOCATION - Dovoljuje API-ju določanje natančne
lokacije z uporabo vseh ponudnikov, ki so na voljo (Tudi GPS). Ta način
pridobitve lokacije je veliko bolj neučinkovit z močjo naprave,
 ACCESS BACKGROUND LOCATION - Dovoljuje API-ju zaje-
manje lokacije iz ozadja, ko aplikacija ni odprta. Pravilna implemen-
tacija tega načina zmanǰsa tudi interval ponovnega računanja lokacije
za bolǰso učinkovitost moči naprave.
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Dovoljenje ACCESS BACKGROUND LOCATION, za prejemanje lokacije v
ozadju, je potrebno definirati samo v napravah, ki imajo Android 10 (API
29) ali noveǰsi operacijski sistem [2]. Zato v moji aplikaciji sprva preverim
ali lahko ter nato zaprosim za vse zgoraj omenjene pravice s pomočjo ukazov
shouldShowRequestPermissionRationale() in requestPermissions(), ki kot ar-
gument prejmeta zahtevane pravice, kot sem prikazal v primeru kode (6.6).








6.3.3 Prenos podatkov med podatkovno bazo in na-
pravo
Za inicializacijo Cloud Firestore, sem v prej omenjenem poglavju, ustvaril po-
datkovno bazo s primernimi pravili. V tem predelu pa sem za dejanski prenos
podatkov v aktivnosti dostopal do firestore instance v onCreate() funkciji,
z ukazom FirebaseFirestore.getInstance(). S pomočjo prejete instance sem
lahko referenciral na določeno mesto v podatkovni bazi in tako zahteval nov
vnos oz. prejem podatkov (6.7).
Storitev implicitno ustvari zbirko in dokumente prvič, ko dodam/naložim
podatke, zato mi jih ni bilo potrebno eksplicitno ustvariti. Po registraciji
uporabnika sem za shrambo podatkov ustvaril nov dokument v zbirki uporab-
nikov, ki pa niti ne potrebuje istega nabora informacij, kot ostali dokumenti
[22, 27]. Pregled nad shranjenimi podatki lahko vidimo na sliki (6.8).
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Slika 6.8: Shranjeni podatki
Listing 6.7: Pridobitev Firestore instance
FirebaseFirestore myDB = FirebaseFirestore.getInstance();
CollectionReference usersRef = myDB.collection(‘users‘);
usersRef.add(user); // dodajanje dokumenta in/ali kolekcije
usersRef.get(); // pridobivanje celotne kolekcije dokumentov
6.3.4 Implementacija lokacijskega zajema
Za zajemanje lokacije sem uporabil ponudnika združene lokacije (angl. fused
location provider), ki spada pod lokacijske API-je Google Play storitve. S
pomočjo tega sem lahko pridobil zadnjo znano oz. trenutno lokacijo uporab-
nika, na podlagi vseh možnih tehnologij, ki jih naprava ponuja. API nam
omogoča konfiguracijo storitve na visokem nivoju, z možnostjo prilagoditve
za najbolǰso natančnost ali najbolǰso učinkovitost zajemanja lokacije [8, 36].
Dobra praksa za implementacijo lokacijskih storitev je obveščanje in tran-
sparentnost z uporabnikom o spremljanju lokacije in optimizacija baterije
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naprave. Za moj namen zajema lokacije v ozadju je to še bolj pomembno.
Definicija lokacijskega ponudnika
Ko sem definiral vse odvisnosti aplikacije in API ključ ter poskrbel za omogočeno
plačilno sredstvo na Google Cloud platformi, sem lahko v mojem projektu
ustvaril novo lokacijsko storitev, ki je podrazred razreda Storitev [10]. Stori-
tev lahko teče v ozadju med tem, ko je aplikacija zaprta. V njej sem ustvaril
instanco FusedLocationProviderClient, kot prikažem v kodi (6.8), s pomočjo
katere bom lahko pridobil lokacijo prilagojeno na ponudnike, ki so na voljo
ter namen zajema. Novo ustvarjeno storitev, sem definiral tudi v Android-
Manifest.xml datoteki.




Vpostavitev lokacijske zahteve s pristopom učinkovite porabe ba-
terije
Poraba baterije mobilne naprave je ena izmed najbolj pomembnih aspektov
uporabnǐske izkušnje. Zato je pomembno, da aplikacija spoštuje smernice za
ohranjanje baterijskega življenja, kakor se da. Zavedati se je potrebno tudi
vseh faktorjev, ki vplivajo na porabo baterije, ti pa so lepo opisani v uradni
Android dokumentaciji [5, 16]. To so natančnost, frekvenca in latenca, ki
jih specificiram v zahtevi za pridobitev lokacije. Za dobro dinamiko zaje-
manja lokacije je potrebno preverjati, če se uporabnikova lokacija spreminja
in primerno zamnǰsati oz. zvǐsati interval zajemanja. Prav tako na samo
pridobitev lokacije vplivajo tudi ostale sistemske aplikacije, ki to zahtevajo,
zato specificiran interval vpliva na celoten sistem.
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Za sam zajem lokacije sem definiral lokacijsko zahtevo, kateri sem prilagodil
možnosti pozicioniranja. Tej sem določil optimalni interval zajemanja lo-
kacije, in prioriteto zahteve na uravnoteženo porabo baterije in natančnosti
izračuna lokacije (6.9). Opis uporabljenih konfiguracij lokacijske zahteve ra-
zreda LocationRequest:
 Interval - Določi preferirane hitrosti v milisekundah, pri kateri naša
aplikacija posodablja lokacijo. Sama hitrost je med delovanjem avto-
matsko prilagojena na uporabnǐsko napravo, zato je lahko zajemanje
lokacije hitreǰse in počasneǰse, kot smo specificirali. V primeru ne-
obstoječe povezave s ponudniki storitev pa se lokacija ne posodablja.
Manǰsi, kot je interval, manǰsa je poraba baterije,
 Latenca - Metoda nastavi maksimalni čas čakanja na posodobitev lo-
kacije v milisekundah, ki ga naša aplikacija premore. Ta nastavitev
lahko povzroči, da naša aplikacija prejme paket večih lokacijskih poso-
dobitev naenkrat ter tako zmanǰsa porabo energije,
 Natančnost - Namenjeno namigovanju Google Play storitvam, katere
vire porabiti za pridobitev lokacije in kako natančno lokacijo potrebu-
jem. Za specifikacijo te lahko uporabimo več vrednosti:
– PRIORITY BALANCED POWER ACCURACY za uravnoteženo
porabo baterije in natančnost lokacije,
– PRIORITY HIGH ACCURACY za zahtevo najbolj natančne lo-
kacije,
– PRIORITY LOW POWER in PRIORITY NO POWER za ve-
liko bolj počasno, vendar učinkovito posodabljanje uporabnikove
lokacije.
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Listing 6.9: Ustvarjanje lokacijske zahteve
// LocationService.java





Povratni klic lokacijske storitve
Za pridobitev lokacije sem uporabil requestLocationUpdates() metodo ra-
zreda FusedLocationProviderClient, ki mi v povratnem klicu (6.10), ki ga
definiram kjerkoli v lokacijski storitvi, vrne objekt Location z vsemi vsebo-
vanimi lokacijskimi podatki uporabnǐske naprave [19]. Pridobljeno lokacijo
pošljem iz storitve v aktivnost za prikaz posodobljenih podatkov oziroma
naložim podatke na podatkovno bazo.
Listing 6.10: Primer povratnega klica
LocationCallback locationCallback = new LocationCallback() {
@Override
public void onLocationResult(LocationResult locationResult) {
if (locationResult == null) { return; }
for (Location location : locationResult.getLocations()) {





Zagon in ustavitev lokacijske storitve
Za vklop in izklop zajemanja lokacije oziroma ustvarjene lokacijske storitve
sem iz aktivnosti aplikacije, ob potrebi zajema in prikaza podatkov, upora-
bil metodi startLocationService() in stopLocationService(). V metodah sem
definiral namere (angl. Intent), katerim sem podal usrezne akcije za zagon
ali ustavitev storitve. Namero na Android 10 ali noveǰsih napravah sem po-
sredoval storitvi s pomočjo funkcije startForegroundService() ter stareǰsim s
pomočjo funkcije startService(), ki kot argument obe prejmeta ustvarjeno na-
mero, kot prikazujem v primeru kode (6.12). Da sem klice v storitvi uspešno
prejel, sem moral v datoteki LocationService.java dodati metodo onStart-
Command(), katera ob prejemu namere iz aktivnosti prebere akcijo namere
in primerno ukrepa, kot npr. ustvari lokacijsko zahtevo, prikaže sporočilo in
zažene prejemanje lokacijskih podatkov ali pa ustavi prejemanje lokacijskih
podatkov. Podatke sem v storitvi prejel s klicem metode requestLocatio-
nUpdates() na objektu ponudnika lokacije (fusedLocationProvider), v katero
kot argumente podam ustvarjeno lokacijsko zahtevo, povratni klic zajema lo-
kacije in Looper.getMainLooper(), ki poskrbi da se storitev izvaja na glavni
procesni niti (6.11). Ob izvedbi metode nam ta vrne lokacijske podatke
uporabnikove naprave v definiranem povratnem klicu. S funkcijo removeLo-
cationUpdates(), ki ji kot argument podam povratni klic, pa sem lokacijsko
posodabljanje lahko ustavil. Na sliki (6.9) prikazujem orodno vrstico v kateri
lahko uporabnik prižge in ustavi posodabljanje lokacije.
Slika 6.9: Prikaz statusa lokacijske storitve
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Listing 6.12: Zagon storitve iz aktivnosti




Prikaz obvestila lokacijske storitve
Ob delovanju lokacijske storitve hočem, da se uporabnik zaveda, kaj se dogaja
in preprosto ustavi ali/in zažene storitev. Zato moram ob zagnani storitvi
prikazati uporabniku obvestilo v ospredju, kot je prikazano na sliki (6.10).
Za prikaz obvestila sem namenil razred NotificationHelper, ki vsebuje metode
createChannel() in sendNotification() za grajenje obveščevalnega kanala in
samega obvestila. V primeru, da naprava poganja Android O ali večjo ver-
zijo Android-a je potrebno sprva definirati obveščevalni kanal. Sprva pri-
kličem sistemsko obveščevalno storitev z ukazom getSystemService(). Nato
definiram kanal z razredom NotificationChannel, ki mu podam ID, ime in
prioriteto obveščevalnega kanala. Za ustvarjenim kanalom sem s sistemsko
storitvijo klical metodo createNotificationChannel() in ji podal prej defini-
rani obveščevalni kanal. Tako sem lahko ustvaril še obvestilo Notification-
Compat.Builder(), ki mu podam kontekst in ID kanala. Obvestilu definiram
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še vse ostale lastnosti, kot naslov, vsebino, pomembnost, logo, zvok ipd., ter
tega zgradim in prikličem v ospredje, kot sem prikazal v primeru kode (6.13).
Slika 6.10: Prikaz obvestila za tekočo lokacijsko storitev




NotificationChannel channel = new NotificationChannel(CHANNEL_ID,
CHANNEL_NAME, NotificationManager.IMPORTANCE_HIGH);
manager.createNotificationChannel(channel);






6.3.5 Izris zemljevida, uporabnikov in poti
V tem poglavju predstavim implementacijo Google Maps zemljevida [37] v
fragment mape, ki predstavlja glavni pogled v glavni aktivnosti aplikacije.
Opisujem kako s pomočjo Google Maps SDK-ja in Directions API-ja izrisati
uporabnikove označbe in poti od/do uporabnikov na prikazanem zemljevidu.
Prikaz Google Maps zemljevida
Za prikaz mape sem prav tako sledil uradni Android Google Maps SDK do-
kumentaciji [20]. V postavitvi fragment maps.xml sem uporabil pogled ze-
mljevida MapView [6.14]. V onCreateView() funkciji fragmenta sem pogled
zemljevida povezal z objektom MapView in implementiral funkcijo onMapRe-
ady(), v kateri sem pridobil objekt razreda Google Maps, ko se je zemljevid
naložil. Prav tako sem v fragmentu na pogledu mape klical getMapAsync()
in ustvaril razred geo API konteksta, katerega sem definiral z uporabo API
ključa (6.15). S prejetim objektom mape v onMapReady() sem lahko na-
daljno operiral v metodi setUpClusters(), kot vidimo v poglavju izrisa oznak
na zemljevidu.







Listing 6.15: Pridobitev geo API konteksta mape
// initGoogleMap()




Izris oznak posmeznikov in skupin
Za tipičen izris uporabnika bi lahko uporabil privzete oznake Google Maps,
ker pa sem imel namen uporabnike grupirati v skupine in prikazati njihove
slike, sem moral sprva uporabiti Google Maps Marker Clustering Utility, ki
je del razvojnega kompleta Maps SDK [38]. Kot predlaga uradna doku-
mentacija, sem ustvaril svoj razred ClusterMarker, ki je podrazred razreda
ClusterItem in predstavlja oznako uporabnika. Sedaj sem v fragmentu ini-
cializiral razred ClusterManager (6.16). Za sam izris označb poskrbi razred
ClusterRenderer, ki ga prav tako definiram in podam v ClusterManager z
metodo setRenderer(). Nato sem v clusterManager dodal vse uporabnǐske
oznake (6.17). Za definicijo in dodajanje posameznikove označbe sem po-
dal lokacijo, ime, opis in sliko uporabnika. Po vzpostavitvi mape sem v
metodi onMapReady() s pomočjo funkcije setOnCameraIdleListener(), do-
dal objektu mape razred clusterManager, ki je namenjen izrisu in grupiranju
oznak glede na uporabnikov pogled oziroma stopnjo približanosti, ko se pre-
mikanje zemljevida ustavi, kot lahko vidimo na sliki (6.11). Izris se izvede
šele ob klicu clusterManager.cluster().
Slika 6.11: Prikaz označb na zemljevidu
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Listing 6.16: Inicializacija ClusterManager in ClusterRenderer objektov
// MapsFragment.java
ClusterManager clusterManager = new ClusterManager<>(this, gMap);
clusterRenderer = new MyClusterRenderer(this, gMap,
clusterManager);
clusterManager.setRenderer(clusterRenderer);
Listing 6.17: Dodajanje uporabnǐskih označb v ClusterManager
for (UserLocation user : userLocations) {





Za izris poti je odgovoren Directions API, za uporabo katerega je bila po-
trebna definicija odvisnosti v projektu in pridobitev API ključa, ter Polyline
razred [39] v Maps SDK, ki predstavlja pot med dvema točkama na zemlje-
vidu. V metodi calculateDirections() sem sprva ustvaril novo zahtevo za
napotke z definicijo razreda DirectionsApiRequest, ki mu podam kontekst
mape ter začetno in končno pozicijo uporabnika za izračun poti (6.18). Al-
ternativne poti pridobim, tako da na ustvarjeni zahtevi kličem ukaz alterna-
tives(true).
Polilinije sem izrisal tako, da v povratnem klicu API-ja pridobim Directio-
nReult objekt, ki vsebuje vse možne poti. Sprehodim se skozi vse poti in
njihove vmesne koordinate ter te definiram kot polilinijo na objektu Google
zemljevida. Prav tako uporabniku omogočim klik na različne poti in prikaz
dolžine poti. Tako sedaj lahko uporabnik ob kliku na ostale člane pridobi
podatke o možnih potek in lastnosti teh, med katerimi lahko za tem izbira
in zažene Google Maps v načinu vožnje, kot prikažem na sliki (6.12).
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Slika 6.12: Izris možnih poti do cilja
Listing 6.18: Definicija začetne in končne pozicije ter klic Directions API
// MapsFragment.java










6.3.6 Implementacija lokacijskega območja
Za spremljanje lokacijskih območij sem uporabil razred Geofence, ki vključuje
kombinacijo spremljanja trenutne lokacije uporabnika z zavednosto oddalje-
nosti uporabnika do točk oziroma področij, ki ga zanimajo [6]. Tukaj sem
sprva pridobil instanco lokacijskih področij s pomočjo klica LocationServi-
ces.getGeofencingClient() (6.19), ter uporabil pomožni razred GeofenceHel-
per, ki vsebuje nekaj uporabnih metod za grajenje lokacijskih področij na
osnovi Geofence razreda.
Listing 6.19: Inicializacija Geofencing API in pomožnega razreda
GeofencingClient geofencingClient =
LocationServices.getGeofencingClient(this);
GeofenceHelper geofenceHelper = new GeofenceHelper(this);
Ustvarjanje posameznega območja
Lokacijsko območje definira lokacija in radij območja, zato sem v metodi add-
Geofence() sprva ustvaril Geofence objekt, kateremu sem podal ID številko,
sredǐsče in radij območja ter dogodke, ob katerih naj se območje sproži ozi-
roma opozori uporabnika o aktivnosti znotraj območja. Po ustvarjenem lo-
kacijskem področju sem definiral zahtevo za spremljanje področja, kateri sem
podal novo ustvarjeno lokacijsko ombočje. Za tem sem pridobil namero za
obveščanje in to skupaj z zahtevo dodal v geofencing instanco (6.20).
Ker je namen prikazati obvestilo uporabnikom, ko se kateri od dogodkov
območij sproži (6.13), sem ustvaril oddajni prejemnik GeofenceBroadcastRe-
ceiver, ki ob prejeti nameri območja obravnava sprožen dogodek in uporab-
niku prikaže ustrezno sporočilo (6.21). Prav tako, kot lokacijsko storitev, sem
moral oddajni sprejemnik definirati tudi v AndroidManifest.xml datoteki.
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Slika 6.13: Prikaz dogodka lokacijskega ombočja
Listing 6.20: Definicija lokacijskega območja




PendingIntent pendingIntent = geofenceHelper.getPendingIntent();
geofencingClient.addGeofences(geofencingRequest, pendingIntent);
Za izračun oddaljenosti uporabnika od sredǐsča lokacijskega področja se upo-
rablja Haversine formula, ki v izračun vključi zemljino ukrivljenost. V pri-
meru, da je oddaljenost manǰsa, kakor radij območja, je uporabnik znotraj
področja. Izračun oddaljenosti se izvede s strani API-ja, kar omogoča napravi
bolǰso učinkovitost.
Pristopi učinkovite porabe baterije
Za optimizacijo področij sem tem nastavil odzivnost z ukazom setNotificati-
onResponsiveness(), ki prilagodi odzivni čas samega lokacijskega področja in
posledično sproženega dogodka. Prav tako ima velik učinek na bateriji veli-
kost področja, zato sem omejil minimalni radij, ki ga uporabnik lahko upo-
rabi na 100m. Z uporabo prepoznavanja zadrževanja uporabnika v področju
(TRANSITION DWELL), sem lahko zmanǰsal lažno sprožene dogodke ozi-
roma preveč sproženih dogodkov ter natančnost spremljanja področij.
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Listing 6.21: Pridobitev dogodka lokacijskega območja in obveščanje
public void onReceive(Context context, Intent intent) {







Izris območja na zemljevidu
Ustvarjeno lokacijsko območje sem uporabniku prikazal tako, da sem v me-
todi drawGeofence() (6.22) na zemljevidu preprosto izrisal pobarvan krog s
funkcijo addCircle() s centrom in radijem kroga enakim ustvarjenem loka-
cijskem območju ter dodal osnovno oznako z imenom področja. Uporabnik
tako lahko med ustvarjanjem novega področja tega spremlja na zemljevidu,
spreminja velikost področja z uporabo drsnega gumba, nastavi ime področja
in dogodke, ob katerih se sprožijo obvestila.
Listing 6.22: Metoda za prikaz območja na zemljevidu
private void drawGeofence() {
LatLng latLng =
gMap.getProjection().getVisibleRegion().latLngBounds.getCenter();






Slika 6.14: Ustvarjanje novega lokacijskega področja
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Poglavje 7
Testiranje in soočanje s
problemi aplikacije
7.1 Testiranje
Aplikacijo sem testiral ročno, s spremljanjem izpisanih podatkov, shranjenih
podatkov, in natančnosti podatkov, ter s pomočjo orodij uporabljenih plat-
form in družine, kot beta testerjev. V večini primerov je bila testirana na
Android napravi Samsung S10e, ob nedosegljivosti te ali preverjanju kompa-
tibilnosti pa sem uporabil Virtualno Android napravo z nastavitvami emuli-
ranja naprave Nexus 5X z naloženim operacijskim sistemom Android 10.
S pomočjo osnovnih funkcij Android sistema, ki že v osnovi ponuja opti-
mizacijo in pregled porabe baterije ter dodatne aplikacije AccuBattery, sem
preveril porabo svoje in konkurenčne aplikacije. Poraba, ki jo prikažem na
sliki (7.1) je izmerjena glede na trenutno aktivno uporabo aplikacije. Mešana
poraba aplikacije v ospredju in ozadju pa je vplivala na baterijo za okoli 0.5%
vsako uro, kot prikažem na sliki (7.2).
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Slika 7.1: Trenutna aktivna aktivna poraba baterije
Slika 7.2: Poraba baterije pri mešani uporabi aplikacije za eno uro
Platforma Google Cloud mi je omogočila uporabo analitike, namenjene nad-
zorovanju uporabljenih storitev. Na njej sem imel popoln pregled API klicev
in storitev ter napakah teh, ki so nastale med izdelavo aplikacije (7.3).
Slika 7.3: Prikaz grafov lastnosti API klicev in storitev
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Za lažji pregled podatkov in preverjanje učinkovitosti različnih intervalov za-
jemanja sem ustvaril fragment s prikazom in konfiguracijo nekaterih izmed
teh, kot prikažem na sliki (7.4). Ta pa je trenutno na voljo vsem uporabni-
kom, saj je cilj dela omogočiti uporabniku čim večjo konfiguracijo in spre-
mljanje zajemanja.
Slika 7.4: Aktivnost nastavitev in prikaza podatkov
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7.2 Problemi
V delu sem uporabil veliko število storitev Google-a, zato so bile opisane
storitve, ki so najbolj pomembne za delovanje aplikacije. Največ dela je
zahtevala implementacija lokacijskega področja, ki bi pošiljal obvestila vsem
članom skupine, ker sem načrtoval izdelavo svoje rešitve ugotavljanja vsebo-
vanosti uporabnika. Na koncu pa sem podlegel preprostosti, ki jo je ponujal
Google Geofence za uporabo v implementaciji lokacijskih področij.
Aplikacija je ob hitrem zajemanju predstavlja prevelik porabnik baterije, zato
sem to občutno zmanǰsal. Kljub vsem trudom pa bi se dalo porabo baterije
še bolj zmanǰsati.
Beta testerji so opazili probleme prilagajanja velikosti elementov pogledov
v postavitvi, kar je prispevalo k dodaji gumba za povečanje in pomanǰsanje
prikazanega fragmenta.
Pri ročnem testiranju sem ugotovil, da obvestila ob dogodkih lokacijskih po-
dročij niso vedno zanesljiva in v določenih primerih potrebujejo več časa za
zaznavo vhoda ali izhoda uporabnika iz področja. To se zgodi zaradi av-
tomatskega prilagajanja Geofencing API-ja, poleg časov zamika, ki sem jih
definiral sam. Posledično uporabnik dobi sporočilo z 1-5 minutno zamudo.
Na časovni zamik je prav tako vplivala površina lokacijskega področja, na-
stavljena na premajhno vrednost. To sem popravil z enostavnim povečanjem
minimalnega dovoljenega premera lokacijskih področij.
7.3 Možne izbolǰsave
Aplikacija je trenutno na voljo izključno na mobilnih napravah Android. S
pomočjo razvojnih ogrodij, kot so React, Angular, Vue in ostalih, bi lahko
aplikacijo naredil dostopno na platformah iOS in Windows. V preteklosti so
ogrodja bila znana po slabi optimizaciji, sedaj pa so zmogljiva skoraj tako,
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kot domorodna aplikacija.
Za dodajanje članov skupine se trenutno uporablja šest-mestna numerična
koda, ki nima roka poteka. Iz vidika varnosti bi bilo smiselno kodo generi-
rati na novo vsakič, ko preǰsnji žeton za povabilo poteče, ter da so vsebovani
poleg numeričnih še ostali znaki.
Skupinske oznake bi lahko izbolǰsal tako, da prikažejo slike uporabnikov, za
hitri pregled vsebovanih članov.
V aplikaciji bi lahko implementiral ActivityRecognition API, ki je namenjen
prepoznavanju različnih uporabnikovih aktivnosti (mirovanje, hoja, vožnja..),
ter na podlagi tega prilagajal natančnost in pogostost pozicioniranja naprave.
To bi občutno znižalo porabo baterije.
Aplikacija bi lahko vsebovala bolj podroben prikaz uporabnikovih aktivnosti
med dnevom, kot npr. vse shranjene obiskane lokacije.
Google ponuja še veliko ostalih API-jev, za prepoznavanje lokacijskih podat-





Lokacijske storitve na mobilnih napravah že v osnovi omogoča več platform
(Google, Apple, Samsung ipd.). Najbolj uporabljeni sta iOS in Android, zato
na kratko opisujem aplikaciji Find My Device in Find My.
Na Android mobilnih napravah pa obstaja že kar nekaj lokacijsko zavednih
aplikacij. Za specifičen namen spremljanja članov skupin oziroma družine in
prijateljev sta najbolj uporabljeni in dominantni aplikaciji Life360 in Find
My Kids. Te dve v poglavju opisujem in primerjam z zmogljivosti svoje. Na
kratko primerjane funkcionalnosti sem prikazal tudi v tabeli (8.1).
8.0.1 Find My Device (Google)
Je aplikacija oziroma storitev, ki jo ponuja Google in je namenjena osnovnem
oddaljenem dostopu do naprave, ki prav tako omogoča sledenje naprave,
resetiranje/zaklep in brisanje pomnilnika. Funkcionalnosti so osredotočene




8.0.2 Find My (Apple)
Je zelo podobna rešitev, kot Find My Device, vendar namenjena za Apple
produkte oziroma iOS platformo. Ta omogoča uporabnikom oddaljen dostop




Life360 je aplikacija in glavna storitev v lasti tehnološkega podjetja Life360
inc., ki je bazirano v San Francisku. Life360 je spletna in mobilna aplikacija,
namenjena ponujanju lokacijskih storitev z namenom deljenja lokacije med
člani družine in prijatelji. Aplikacija je bila izdana leta 2008, ko je zmagala na
Googlovem izzivu razvijanja Android aplikacij in je tako dobila $90 milionov
v finančne pomoči s strani Facebook-a in Google-a. Za leto 2020 je aplikacija
zabeležila 27.2 miliona mesečnih aktivnih uporabnikov.
Live 360 je Freemium aplikacija, dostopna na platformah iOS in Android, kar
pomeni, da je v osnovi brezplačna, uporabniki pa lahko plačajo za dodatne
zmogljivosti.
8.1.2 Primerjava
V primerjavi z mojo aplikacijo ponuja Life360 veliko več lokacijsko odvi-
snih zmogljivosti, katerih implementacija je dovršena iz vidika učinkovitosti
in natančnosti, saj je z razlogom vodilna v tem prostoru. Lokacijo spre-
mlja z manǰsim intervalom, ko uporabnik miruje in prikazuje pozicijo v real-
nem času, če je zaznano gibanje uporabnika. Ob poskusu pridobitve lokacije
prikaže obvestilo samo ob dejanski izvedbi in ne med celotnim tekom storitve
v ozadju (izjema je spremljanje v realnem času). V spremljanje lokacije ima
vključeno zaznavo vožnje in vseh karakteristik te, ki omogoča tudi zaznavo
sunkovitega pospeševanja, zaviranja, uporabe telefona med vožnjo, nesreče
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na cesti in podobno. V prikazu uporabnikov lahko prikaže njihove aktivnosti
in vožnjo čez dan, kot tudi baterijo naprav. Aplikacija dovoljuje shranjevanje
lokacijskih področij in na podlagi teh sporočila o dogodkih v njih. Uporabnik
ima možnost pritiska na SOS gumb, ki pošlje sporočilo ostalim članom sku-
pine. Ponuja premium funkcije, kot so zavarovanje ukradenega telefona, 24/7
dostop do svetovalca, neskončno število dodanih lokacijskih območij, spre-
mljanje vožnje in urgentna asistenca na cesti (varovanje voznika). Life360
med premikom shranjuje pot samo v nekaj znanih vmesnih mestih, ki so
zabeležene v Google Places (posledično je bolj energijsko učinkovita). Poleg
tega trenutno pot premikajočega člana izrǐse na zemljevid oziroma prikaže
preteklo pot z nekaterimi podatki vožnje. Omogoča enega ali več prejemni-
kov sporočila v klepetalnici.
Med ustvarjanjem lokacijskega področja, Live360 ne dovoljuje spreminjanje
nastavitev sprožitvenih dogodkov področja, moja aplikacija pa omogoča iz-
biro med sporočili ob vstopu, izstopu ali premikanju v lokacijskem področju.
Z vidika varnosti podatkov moram omeniti, da Live360 posreduje uporabnǐske
podatke podjetjem, s katerimi sodeluje, za prilagajanje oglasov in bolǰse ob-
delovanje lokacijskih podatkov. Life360 je trenutno skoraj v vseh pogledih,
razen v omejitvi brezplačnih zmogljivosti in deljenja podatkov, bolǰsi od Gro-
upTracker aplikacije. Da bi lahko dosegel enako učinkovitost zajemanja lo-
kacije, bi bilo potrebno še veliko testiranja in optimizacije. Pri brezplačni
uporabi Life360 so uporabniki omejeni na uporabo maksimalno dveh lokacij-
skih področij in minimalno spremljanje karakteristike vožnje. Prav tako ni
omogočeno veliko varnostnih sistemov.
Primerjal sem porabo baterije ob izvajanju iz ozadja in ugotovil, da je ta
zelo odvisna od uporabe aplikacije, saj API samodejno prilagaja interval
zajemanja glede na potrebo (količino lokacijskih področij, gibanje ipd.). Kot
prikažem na sliki (8.1), se je baterija v 50 minutah s prejemanjem lokacije iz
ozadja zmanǰsala za 0.2% z uporabo GroupTracker in 0.3% z uporabo Life360
aplikacije.
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Slika 8.1: Primerjava porabe baterije aplikacij 1
Slika 8.2: Primerjava porabe baterije aplikacij 2
8.2 Find My Kids
8.2.1 Opis
Find My Kids je mobilna aplikacija na platformah Android in iOS, ki je bila
ustvarjena leta 2016 in je v lasti podjetja Refresh. V glavnem je namenjena
staršem za spremljanje lokacije njihovih otrok. Aplikacija je v letu 2018
presegla 2 milijona uporabnikov.
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8.2.2 Primerjava
Glavna prednost platforme je uporaba mehanizma strojnega učenja, zaradi
katerega je natančnost prejetih lokacij bolj natančna, poraba baterije naprav
pa manǰsa. Storitev, s pomočjo povezanih mobilnih telefonov ali GPS ure,
omogoča spremljanje lokacije, obveščanje staršev ob dogodkih v postavljenih
območjih, shranjevanja lokacijske zgodovine, snemanje zvoka, SOS sporočila
in spremljanje baterije naprav. Glavna razlika Find My Kids in moje apli-
kacije, je to, da otrok na mobilni napravi potrebuje drugačno aplikacijo,
imenovano Pingo. Seveda je aplikacija namenjena samo pogovoru s starši in
ne omogoča spremljanja lokacije, zato se mi dozdeva način malo invaziven.
Prav za ta namen podjetje prodaja posebne GPS ure za otroke, ki ne služijo
spremljanju, temveč samo oddajanju lokacije staršem. Aplikacija omogoča
uporabo Google in Open Street zemljevidov, vendar ne omogoča potovanja
do lokacije znotraj svoje aplikacije.
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Tabela 8.1: Primerjava funkcionalnosti s konkurenčnimi aplikacijami








– lokacijska področja (max 2),
– zgodovina lokacij (2 dni),
– baterija naprav skupine
– lokacijska področja (max 5),
– podroben opis vožnje,









– zvočni posnetki (max 5min /
3 posnetki),
– baterija naprav skupine
– obvestila področij,
– obiskane lokacije,
– glasno zvočno sporočilo,
– snemanje okolice za 20s
– statistika otrokovih aplikacij
Group
Tracker – prikaz lokacije,
– klepetalnica,
– prikaz poti,




Potrebe današnje družbe se ne ustavijo, kar pa posledično vpliva na tehnolo-
gije, ki so vedno držijo korak z družbenimi potrebami. Vsak korak uporab-
nikom prinese dodatne zmogljivosti, lažjo uporabo, bolǰsi vpliv na baterijo
ipd., zato tudi razvijalci stremijo k uporabi najnoveǰsih in najbolǰsih knjižnic,
platform, praks itn.
S strani staršev se aplikacije za sledenje lokacije uporabljajo vedno več, kar
pa včasih lahko tudi preide v emocionalno zlorabo, kot je bilo poročano z
različnih medijev [41].
Implemetirati mi je uspelo vse načrtovane funkcionalnosti, zato sem z rezul-
tatom zadovoljen. V prihodnosti si želim izdelati nekaj popravkov stabilnosti
aplikacije in dodati nekaj omenjenih možnih funkcionalnosti, kot zaznavanje
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