Implementasi Metode Autentikasi dengan Zero Knowledge

Proof Menggunakan Protokol Feige-Fiat-Shamir Identification Scheme pada

Perangkat Internet of Things by Maulana, Luthfi
IMPLEMENTASI METODE AUTENTIKASI DENGAN ZERO KNOWLEDGE
PROOFMENGGUNAKAN PROTOKOL FEIGE-FIAT-SHAMIR
IDENTIFICATION SCHEME PADA PERANGKAT INTERNET OF THINGS
SKRIPSI
Untuk memenuhi sebagian persyaratan














Puji Syukur kehadirat Allah SWT yang telah melimpahkan rahmat, taufik
dan hidayah-Nya. Berkat bimbingan dan dukungan dari berbagai pihak, penulis
mampu menyelesaikan tugas akhir skripsi dengan judul Implementasi Metode
Autentikasi dengan Zero Knowledge Proof Menggunakan Protokol Feige-Fiat-
Shamir Identification Scheme pada Perangkat Internet of Things". Melalui prakata
ini, penulis ingin sampaikan rasa terimakasih sebesar-besarnya kepada pihak-
pihak yang telah membuat penulis mampu menyelesaikan skripsi ini. Pihak-pihak
tersebut adalah:
1. Keluarga Penulis, terutama kedua orang tua, Bapak Hermawan S.P. M.Si dan
Ibu Ilmi Budi Martani S.Si. M.Sc., serta adik Sofia Ulayya Zahra, yang tanpa
lelah selalu mendoakan, mengingatkan, mendukung, dan menasehati penulis.
2. Ibu Ari Kusyanti, S.T., M.Sc dan Bapak Fariz Andri Bakhtiar, S.T., M.Kom selaku
dosen pembimbing I dan dosen pembimbing II yang dengan sabar telah
memberikan bimbingan, ilmu, arahan serta masukan dalam proses
penyusunan skripsi ini.
3. Bapak Agus Wahyu Widodo, S.T, M.Cs selaku Ketua Program Studi Teknik
Informatika.
4. Bapak Tri Astoto Kurniawan, S.T, M.T, Ph.D selaku Ketua Jurusan Teknik
Informatika.
5. Ayudiya Pramisti Regitha S.Kom, yang tanpa lelah menasehati, menemani,
dan memberi semangat kepada penulis.
6. Dwiki Nuridhuha, yang telah membantu penulis dalam penggunaan
mikrokontroler, dan secara langsung berperan vital dalam penyelesaian
skripsi penulis.
7. Teman-teman dari grup Imajinasi Riaru (Imari) dan Mahasiswa Kunam, yang
telah menemani dan menyemangati penulis, baik secara langsung ataupun
tidak langsung.
8. Teman-teman dari keluarga besar Kelompok Riset Mahasiswa Fakultas Ilmu
Komputer Universitas Brawijaya (KRISMA FILKOM UB) yang telah membentuk
penulis dalam kemampuan organisasi dan kemampuan kepenulisan.
Pengalaman penulis di KRISMA secara tidak langsung mempengaruhi
kepenulisan pada skripsi ini.
9. Teman-teman dari Skripsi ZKP dan Bimbingan Skripsi Bu Ari X Pak Fariz yang
telah berjuang bersama penulis selama proses pengerjaan skripsi dan
menemui dosen.
Selain pihak-pihak yang penulis sebutkan, masih banyak pihak-pihak lain
yang telah membantu penulis yang tidak bisa penulis sebutkan satu persatu
dengan banyaknya pihak-pihak yang telah membantu penulis baik secara
langsung maupun secara tidak langsung dalam penyelesaian skripsi ini. Dalam
pengerjaan skripsi ini, penulis menyadari bahwa skripsi ini tidak sempurna. Oleh
sebab itu, kritik dan saran dari berbagai pihak selalu penulis harapkan demi
v
menyempurnakan skripsi ini. Penulis juga berharap dengan adanya skripsi ini
dapat membantu pembaca untuk memahami dan mengenal topik pada skripsi ini.





Luthfi Maulana, Implementasi Metode Autentikasi dengan Zero Knowledge
Proof Menggunakan Protokol Feige-Fiat-Shamir Identification Scheme pada
Perangkat Internet of Things
Pembimbing: Ari Kusyanti, S.T., M.Sc. dan Fariz Andri Bakhtiar, S.T., M.Kom.
Autentikasi masih menjadi salah satu masalah dalam keamanan pada perangkat
Internet of Things (IoT). Autentikasi perangkat IoT semakin dibutuhkan dengan
meningkatnya pengembangan IoT. Dikarenakan perangkat IoT merupakan
perangkat terbatas menyebabkan metode autentikasi konvensional sulit
digunakan. Selain itu mekanisme autentikasi yang ditawarkan untuk perangkat
IoT yaitu JSON Web Token (JWT) masih memiliki masalah apabila digunakan pada
jalur yang tidak aman. Zero Knowledge Proof menggunakan protokol Feige-Fiat-
Shamir Identification Scheme dapat digunakan sebagai solusi dari masalah yang
dihadapi pada metode autentikasi pada IoT. Pada penelitian ini didapatkan hasil
bahwa sistem dapat melakukan proses autentikasi menggunakan protokol Feige-
Fiat-Shamir Identification Scheme dengan resistensi serangan terbatas pada
panjang kunci 20 bit dan jumlah ronde 20, dengan serangan sniffing tidak
mendapatkan informasi rahasia apapun dan serangan bruteforce tidak berhasil
mendapatkan nilai modulus n dan kunci privat S. Didapatkan juga hasil kinerja
sistem bahwa jumlah ronde memiliki korelasi signifikan dengan penggunaan
memori perangkat dan jumlah ronde memiliki korelasi insignifikan dengan waktu
eksekusi sistem.
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Authentication is one of many problems about the security of Internet of Things
(IoT) devices. Authentication on IoT devices is urgently needed as development on
IoT grows. Because IoT devices are constrained devices, a conventional method
for authentication is difficult to use. Furthermore, one of the authentication
mechanism used in IoT devices called, JSON Web Token (JWT), still has many
problems when used on an insecure connection. Zero Knowledge Proof uses the
Feige-Fiat-Shamir Identification Scheme protocol which can be used as a solution
for problems regarding authentication difficulties on IoT devices. Results from the
research show that the system is able to conduct the authentification process
using Feige-Fiat-Shamir Identification Scheme protocol with attack resistance
limited to keys having an 20 bit length and 20 rounds, a sniffing attack did not
result in the compromisation of any confidential data and a brute force attack did
not managed to gain the value of modulus n and private key S. Another finding
suggests that the amount of rounds has a significant correlation with memory
usage of the device and the amount of rounds has an insignificant correlation
with the system’s execution time.
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Perkembangan Internet of Things (IoT) akhir-akhir ini semakin pesat, hal ini
dapat terlihat dari semakin banyaknya sistem-sistem IoT yang dikembangkan dan
diaplikasikan. Pengembangan dan pengaplikasian tersebut tentu memberi
dampak positif bagi perkembangan teknologi yang semakin dipermudah dengan
adanya sistem-sistem IoT, mulai dari Smart Home hingga deteksi dini kebakaran
hutan. Semakin berkembangnya IoT juga diikuti dengan semakin banyak
konektivitas yang terjadi diantara perangkat-perangkat pada sistem IoT, dimana
menurut Statista pada tahun 2018, jumlah perangkat IoT yang terhubung di
seluruh dunia pada tahun 2025 diperkirakan mencapai 75,44 juta perangkat.
Perkembangan pesat pada IoT dan banyaknya konektivitas yang ada tentu
dapat menjadi celah keamanan. Banyaknya perangkat-perangkat yang saling
terhubung meningkatkan kemungkinan untuk intrusi dapat terjadi pada
perangkat-perangkat tersebut. Salah satu cara yang dapat digunakan adalah
dengan menyerang salah satu perangkat yang sudah terhubung pada suatu
jaringan, lalu menyerang perangkat lain yang terhubung pada jaringan tersebut
(pivot) (Stainslav dan Beardsley, 2015). Hal tersebut dapat dilakukan dengan
berpura-pura menjadi salah satu perangkat yang terhubung dalam jaringan
tersebut (spoofing) dengan memanfaatkan mekanisme autentikasi pada
perangkat IoT.
Metode autentikasi pada IoT masih menjadi salah satu tantangan dalam
menjaga keamanan pada sistem IoT. Metode yang biasa digunakan adalah
menggunakan framework seperti OAuth 2.0 dan OpenID Connect 1.0 atau
menggunakan JSON Web Token (JWT). Penggunaan framework untuk proses
autentikasi masih terbatas pada protokol HTTP (Hypertext Transfer Protocol) saja,
sedangkan pada IoT, interaksi yang dilakukan sering menggunakan protokol lain
seperti MQTT (Message Query Telemetry Transport). Sudah terdapat beberapa
cara untuk menyambungkan framework tersebut ke protokol selain HTTP, akan
tetapi belum didapatkan hasil yang berarti (Madsen, 2015). Penggunaan JWT
untuk autentikasi lebih umum digunakan, dibuktikan dengan adanya standar
IETF RFC 7519 untuk JWT serta library JWT di berbagai bahasa pemrograman.
Namun JWT juga memiliki beberapa masalah, salah satunya adalah token JWT
dapat digunakan oleh penyerang untuk melakukan autentikasi apabila token
tidak dikirim melalui jalur komunikasi yang aman dan atau apabila tidak
dilakukan enkripsi secara benar pada token. Salah satu contoh dari celah
serangan tersebut adalah CVE-2018-1000531. Pada celah serangang tersebut,
algoritme JWT dapat diubah menjadi “none”, menyebabkan JWT bisa
dimodifikasi oleh penyerang dan tetap divalidasi oleh sistem (MITRE, 2018).
Zero Knowledge Proof menggunakan protokol Feige-Fiat-Shamir
Identification Scheme dapat digunakan sebagai solusi dari masalah yang dihadapi
pada metode autentikasi pada IoT. Salah satu sifat dari Zero Knowledge Proof
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adalah jaminan tidak adanya rahasia yang ditukarkan (Zero Knowledge), sehingga
dapat menyelesaikan masalah pencurian token pada JWT dikarenakan tidak ada
rahasia yang dapat dicuri. Selain itu, salah satu implementasi Zero Knowledge
Proof, yaitu Feige-Fiat-Shamir Identification Scheme, cocok digunakan sebagai
mekanisme autentikasi pada IoT dikarenakan desain protokol Feige-Fiat-Shamir
Identification Scheme yang ditujukan agar dapat di implementasikan pada
perangkat benam dengan mikroprosesor lemah seperti Smart Card, dimana
dengan pemilihan parameter yang proporsional Feige-Fiat-Shamir Identification
Scheme dapat berjalan secara cepat dan hanya membutuhkan sedikit perkalian
modular (Feige, Fiat, Shamir, 1988).
Berdasarkan analisis di atas, Zero Knowledge Proof menggunakan protokol
Feige-Fiat-Shamir Identification Scheme akan diimplementasikan sebagai
metode autentikasi pada perangkat-perangkat IoT.
1.2 Rumusan Masalah
Berdasarkan penjelasan pada Iatar beIakang, rumusan masaIah yang didapat
di antaranya adalah:
1. Bagaimana perancangan metode autentikasi dengan Zero Knowledge
Proof menggunakan protokol Feige-Fiat-Shamir Identification Scheme
pada perangkat IoT?
2. Bagaimana implementasi metode autentikasi dengan Zero Knowledge
Proof menggunakan protokol Feige-Fiat-Shamir Identification Scheme
pada perangkat IoT?
3. Bagaimana hasil dan analisis pengujian metode autentikasi dengan Zero
Knowledge Proof menggunakan protokol Feige-Fiat-Shamir Identification
Scheme pada perangkat IoT?
1.3 Tujuan
Adapun tujuan dari peneIitian ini di antaranya adalah:
1. Menjelaskan perancangan metode autentikasi dengan Zero Knowledge
Proof menggunakan protokol Feige-Fiat-Shamir Identification Scheme
pada perangkat IoT.
2. Menjelaskan proses implementasi metode autentikasi dengan Zero
Knowledge Proof menggunakan protokol Feige-Fiat-Shamir Identification
Scheme pada perangkat IoT.
3. Menjelaskan proses pengujian dan analisis hasil pengujian dari metode
autentikasi dengan Zero Knowledge Proof menggunakan protokol Feige-
Fiat-Shamir Identification Scheme pada perangkat IoT.
1.4 Manfaat
Penelitian ini menghasilkan mekanisme autentikasi untuk perangkat IoT
dengan Zero Knowledge Proof menggunakan protokol Feige-Fiat-Shamir
Identification Scheme . Penelitian ini diharapkan mampu menjadi alternatif
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untuk mekanisme autentikasi pada perangkat IoT. Penelitian ini juga diharapkan
dapat memberi gambaran terhadap pengembangan metode autentikasi
menggunakan protokol Feige-Fiat-Shamir Identification Scheme atau Zero
Knowledge Proof, baik pada perangkat IoT ataupun pada platform lain.
1.5 Batasan Masalah
Adapun batasan masalah yang ada pada penelitian ini ditentukan sebagai
berikut:
1. Protokol komunikasi yang digunakan pada penelitian ini adalah Message
Queuing Telemetry Transport (MQTT)
2. Terdapat dua node yang masing-masing berperan sebagai prover dan verifier.
3. Kunci publik dan privat sudah berada dalam masing-masing node (tidak ada
mekanisme pembangkitan kunci).
4. Jumlah siklus (round) yang dilakukan dengan nilai kepercayaan sebesar 1-2-k
dimana k adalah jumlah siklus yang dilakukan.
5. Proses autentikasi dilakukan sebanyak satu kali dan berlaku hingga
perangkat dimatikan.
6. Proses pengiriman data oleh perangkat IoT dilakukan setelah proses
autentikasi berhasil dilakukan. Perangkat IoT mengambil peran menjadi
publisher.
7. Proses penerimaan data oleh perangkat client PC dilakukan setelah proses
autentikasi berhasil dilakukan. Perangkat client PC mengambil peran
menjadi publisher.
1.6 Sistematika Pembahasan
PenuIisan skema penyusunan dan pembahasan laporan skripsi bisa dijelaskan
sebagai berikut:
BAB 1 PENDAHULUAN
Bab ini menjeIaskan tentang Iatar beIakang, rumusan masaIah, tujuan,
manfaat, batasan masaIah dan sistematika pembahasan dari “Implementasi
Metode Autentikasi Dengan Zero Knowledge Proof Menggunakan Protokol
Feige-Fiat-Shamir Identification Scheme Pada Perangkat Internet of Things.”
BAB 2 LANDASAN KEPUSTAKAAN
Bab ini berisi penjeIasan mengenai Iandasan teori terkait yang membantu
peneIitian serta menjeIaskan tentang peneIitian-peneIitian sebelumnya




Bab ini berisi penjeIasan mengenai aIur metode peneIitian, perancangan
peneIitian, pengujian sistem, anaIisis dan pembahasan, serta proses
pembuatan Iaporan peneIitian.
BAB 4 PERANCANGAN
Bab ini menjeIaskan perancangan dari penelitian yang akan dilakukan,
memperjelas apa yang sudah disampaikan pada bab sebelumnya. Akan
dijelaskan juga skenario-skenario dari percobaan yang akan dilakukan.
BAB 5 IMPLEMENTASI
Bab ini menjeIaskan proses implementasi protokol Feige-Fiat-Shamir
Identification Scheme pada sistem serta menjelaskan cara kerja sistem. Pada
bab ini juga akan diberikan potongan kode program yang digunakan dalam
implementasi sistem.
BAB 6 PENGUJIAN DAN ANALISIS
Bab ini menjeIaskan tujuan pengujian sistem, proses pengujian sistem, serta
analisis hasil pengujian sistem.
BAB 7 PENUTUP
Bab ini menjelaskan tentang kesimpuIan dan saran yang diperoIeh dari
rumusan masaIah peneIitian dengan meIakukan pengujian dan anaIisis.
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BAB 2 LANDASAN KEPUSTAKAAN
Landasan kepustakaan pada penelitian ini terdiri dari dua bagian, yaitu
tinjauan pustaka yang diambil dari beberapa artikel ilmiah dengan topik
autentikasi menggunakan Zero Knowledge Proof baik pada Internet of Things
dan autentikasi pada platform lain serta dasar teori yang membahas lebih
mendalam bagian-bagian utama dari penelitian ini.
2.1 Tinjauan Pustaka
Berikut pada Tabel 2.1 terdapat penjelasan terkait tinjauan pustaka dari
empat literatur rujukan yang digunakan pada penelitian ini.
Tabel 2.1 Tinjauan Pustaka







1 Uriel Feige, Amos Fiat dan
Adi Shamir, 1988, “Zero-
Knowledge Proofs of
Identity”.
















































































Empat literatur yang digunakan sebagai tinjauan pustaka seperti yang
ditampilkan pada Tabel 2.1 memiliki peran masing - masing sebagai dasar dalam
penelitian ini. Terdapat juga persamaan dan perberdaan dengan penelitian ini.
Penelitian yang dilakukan oleh Uriel Feige, Amos Fiat, dan Adi Shamir
digunakan sebagai dasar teori dalam penelitian ini, dimana penelitian tersebut
merupakan artikel ilmiah yang berisi dasar dari protokol Feige-Fiat-Shamir
Identification Scheme. Persamaan penelitian Uriel Feige, Amos Fiat, dan Adi
Shamir dengan penelitian ini terkait dengan teori dari Feige-Fiat-Shamir
Identification Scheme. Sedangkan perbedaan penelitian Uriel Feige, Amos Fiat,
dan Adi Shamir dengan penelitian ini terkait fokus penelitian. Pada penelitian ini
memiliki fokus untuk mengimplementasikan Feige-Fiat-Shamir Identification
Scheme, sedangkan penelitian Uriel Feige, Amos Fiat, dan Adi Shamir lebih fokus
pada teori matematika dari Feige-Fiat-Shamir Identification Scheme.
Penelitian Willy Sudiarto Raharjo dan Dessy Sutanti digunakan sebagai acuan
dalam implementasi metode autentikasi pada perangkat IoT menggunakan
protokol Feige-Fiat-Shamir Identification Scheme, dimana penelitian Willy
Sudiarto Raharjo dan Dessy Sutanti digunakan dengan fokus pada protokol Feige-
Fiat-Shamir Identification Scheme. Persamaan penelitian Willy Sudiarto Raharjo
dan Dessy Sutanti dengan penelitian ini adalah implementasi metode autentikasi
menggunakan protokol yang sama, yaitu protokol Feige-Fiat-Shamir
Identification Scheme. Sedangkan perbedaan penelitian Willy Sudiarto Raharjo
dan Dessy Sutanti terletak pada platform implementasi. Penelitian ini
mengimplementasikan protokol Feige-Fiat-Shamir Identification Scheme pada
perangkat IoT, sedangkan penelitian Willy Sudiarto Raharjo dan Dessy Sutanti
menimplementasikan pada aplikasi desktopmenggunakan sistem tiket.
Penelitian Francisco Martín-Fernández, Pino Caballero-Gil, dan Cándido
Caballero-Gil digunakan sebagai acuan dalam implementasi metode autentikasi
pada perangkat IoT, dimana penelitian Francisco Martín-Fernández, Pino
Caballero-Gil, dan Cándido Caballero-Gil digunakan dengan fokus pada
implementasi autentikasi pada perangkat IoT. Persamaan penelitian rancisco
Martín-Fernández, Pino Caballero-Gil, dan Cándido Caballero-Gil dengan
penelitian ini adalah implementasi metode autentikasi Zero Knowledge Proof
pada perangkat IoT. Yang membedakan penelitian ini dengan penelitian rancisco
Martín-Fernández, Pino Caballero-Gil, dan Cándido Caballero-Gil adalah
penelitian rancisco Martín-Fernández, Pino Caballero-Gil, dan Cándido Caballero-
Gil menggunakan NIZPK (Non-Interactive Zero Knowledge Proof) sebagai
protokol dan platform implementasi pada MANET. Sedangkan pada penelitian ini
menggunakan protokol Feige-Fiat-Shamir Identification Scheme.
Penelitian Joseph M. Kizza digunakan dalam penelitian ini juga digunakan
sebagai acuan dalam implementasi metode autentikasi pada perangkat IoT
menggunakan protokol Feige-Fiat-Shamir Identification Scheme, dan selain itu
digunakan juga sebagai acuan untuk menentukan metrik pengujian kinerja.
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Persamaan penelitian ini dengan penelitian Joseph M. Kizza terletak pada
implementasi metode autentikasi menggunakan protokol Feige-Fiat-Shamir
Identification Scheme. Yang menjadi perbedaan antara penelitian ini dengan
penelitian Joseph M. Kizza adalah protokol Feige-Fiat-Shamir Identification
Scheme yang digunakan dalam penelitian Joseph M. Kizza sudah dimodifikasi
serta menggunakan platform implementasi pada ANs. Sedangkan pada
penelitian ini, tidak ada modifikasi terhadap protokol Feige-Fiat-Shamir
Identification Scheme.
2.2 Dasar Teori
2.2.1 Internet of Things (IoT)
Hingga saat ini, belum terdapat suatu definisi universal terhadap Internet of
Things. Menurut Kamus Bahasa Inggris Oxford pada tahun 2018, Internet of
Things (IoT) merupakan sebuah interkoneksi melalui internet antar perangkat
komputasi yang tertanam pada benda sehari-hari yang memungkinkan benda-
benda tersebut untuk mengirimkan dan menerima data. Sedangkan menurut
European Research Cluster on IoT (IERC) pada tahun 2018, Internet of Things
adalah sebuah infrastruktur jaringan global yang bersifat dinamis yang memiliki
kemampuan untuk melakukan konfigurasi terhadap dirinya sendiri berdasarkan
standar dan protokol komunikasi yang dapat digunakan untuk bertukar informasi,
dimana benda nyata dan maya memiliki identitas, atribut fisik, dan identitas
maya, menggunakan antarmuka yang cerdas dan terintegrasi secara baik
kedalam jaringan informasi.
2.2.2 Zero Knowledge Proof
Zero Knowledge Proof merupakan cara untuk mengetahui apakah seseorang
mengetahui suatu informasi tanpa harus memberitahu informasi tersebut. Zero
Knowledge pertama kali dikemukakan oleh Shafi Goldwasser, Silvio Micali dan
Charles Rackoff pada tahun 1985 dalam artikel ilmiah yang berjudul “The
Knowledge Complexity of Interactive Proof-System”.
Konsep dasar dalam Zero Knowledge Proof adalah adanya Prover yang saling
bertukar pesan kepada Verifier, dimana Prover berusaha meyakinkan Verifier
bahwa Prover mengetahui sesuatu tanpa harus memberitahu Verifier sesuatu
tersebut. Dalam proses tersebut, terdapat tiga properti yang harus di penuhi,
yaitu Completeness, Soundness, dan Zero-knowledge.
Completeness memiliki arti apabila terdapat kemungkinan dengan
probabilitas tinggi apabila Prover berkata benar, maka Verifier pada akhirnya
akan percaya bahwa Prover berkata benar, Soundness memiliki arti Prover dapat
meyakinkan Verifier jika Prover mengatakan sejujurnya, sedangkan Zero-
Knowledge berarti Verifier tidak mengetahui ataupun mempelajari rahasia dari
Prover.
Salah satu contoh sederhana dari Zero Knowledge Proof adalah Gua Alibaba.
Contoh sederhana ini merupakan salah satu dari berbagai macam contoh
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sederhana dari Zero Knowledge Proof diambil dari artikel ilmiah “How to Explain
Zero-Knowledge Protocols to Your Children” oleh Quisquater, dkk pada tahun
1990. Dalam contoh Gua Alibaba terdapat gua seperti pada Gambar 2.1. Prover
ingin membuktikan kepada Verifier bahwa P mengetahui kunci dari pintu rahasia
yang terletak didalam gua tersebut.
Gambar 2.1 Ilustrasi Gua Alibaba
Proses pembuktian dilakukan seperti berikut:
1. Verifier berada di A, dan Prover berjalan ke C atau D.
2. Setelah Prover sudah berada pada C atau D, Verifier berpindah ke B.
3. Verifier akan meminta Prover untuk keluar di sebelah kanan atau kiri.
4. Prover akan mengikuti perintah Verifier, dan membuka pintu diantara C
dan D menggunakan kunci rahasia bila diperlukan.
5. Prover dan Verifier mengulangi tahap 1-4 hingga Verifier yakin. (k kali
pembuktian memiliki nilai keperyaan sebesar 1- 2k).
Dalam kasus Gua Alibaba tersebut, Prover tidak perlu memberitahu rahasia
dari pintu dalam gua (Zero-Knowledge), Verifier dapat mempercayai Prover
(Completeness) dan Verifier dapat mengetahui probabilitas nilai kepercayaan
atas Prover (Soundness).
2.2.3 Feige-Fiat-Shamir Identification Scheme
Feige-Fiat-Shamir Identification Scheme merupakan protokol untuk
melakukan pembuktian berdasarkan Zero Knowledge Proof menggunakan
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matematika modular yang dikembangkan oleh Uriel Feige, Amos Fiat, dan Adi
Shamir pada tahun 1988.
Protokol Feige-Fiat-Shamir Identification Scheme terbagi menjadi dua fase,
yaitu fase pembangkitan kunci dan fase verifikasi. Pada fase pembangkitan kunci,
dilakukan pembangkitan kunci privat (S) dan kunci publik (V) seperti pada
algoritma kriptografi kunci publik, menggunakan modulus (n) dari hasil perkalian
dua bilangan prima (p dan q). Fase pembangkitan kunci dilakukan dengan
Persamaan 2.1 untuk modulus (n), yang dilanjutkan dengan Persamaaan 2.2 dan
Persamaan 2.3 untuk pembangkitan kunci privat (S) dan kunci publik (V).
qpn * (2.1)
)1,gcd(  nSS (2.2)
nSV mod2 (2.3)
Setelah fase pembangkitan kunci selesai dilakukan, maka akan dilanjutkan ke
fase berikutnya, yaitu fase verifikasi. Dalam fase ini terdapat dua pihak, yaitu
prover dan verifier. Fase verifikasi dilakukan dengan prover mengambil nilai acak
(r) dimana r < n, kemudian prover akan menghitung nilai acuan (x) menggunakan
Persamaan 2.4, lalu dikirimkan ke verifier.
nrx mod2 (2.4)
Setelah meneriman x dari prover, verifier akan memilih nilai e, dimana nilai e
ϵ {0, 1} dan dikirimkan ke prover. Setelah itu prover akan menghitung nilai y
menggunakan Persamaan 2.5 dan dikirimkan ke verifier, lalu verifier akan
menghitung y2 untuk melakukan verifikasi menggunakan Persamaaan 2.6.
nSry e mod* (2.5)
)(mod*)(mod2 nVxny e (2.6)
Apabila Persamaan 2.6 terpenuhi, maka verifikasi berhasil dilakukan. Fase
verifikasi ini diulang sebanyak k dan akan menghasilkan nilai kepercayaan
sebesar 1-2-k.
Berdasarkan persamaan-persamaan tersebut, proses autentikasi pada sistem
dapat digambarkan dengan contoh pada gambar 2.2. Proses autentikasi dimulai
dengan prover dan verifier sudah mengetahui nilai modulo n, kunci privat S dan
kunci publik V. Nilai n didapatkan menggunakan persamaan 2.1. Dalam contoh
ini digunakan dua bilangan prima (2 dan 3) dan didapatkan hasil 6 untuk nilai
modulo n. Untuk kunci privat S dihitung menggunakan persamaan 2.2,
menghasilkan nilai 5. Sedangkan untuk kunci publik V dihitung menggunakan
persamaan 2.3 dengan hasil 1.
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Gambar 2.2 Diagram Proses Autentikasi dan Contoh Perhitungan
Selanjutnya verifier akan menghitung nilai acak r dengan nilai 4, dan
dikirimkan ke prover. Setelah prover menerima nilai acak r, maka prover akan
menghitung nilai x menggunakan persamaan 2.4, dengan hasil sebesar 4. Setelah
penghitungan nilai x selesai, prover akan mengirimkan nilai x ke verifier. Setelah
menerima nilai x dari prover, verifier akan menghitung nilai e, dan didapatkan
hasil 0. Setelah itu, verifier akan mengirim nilai e ke prover. Setelah nilai e
diterima oleh prover, akan dihitung nilai y menggunakan persamaan 2.5 dan
didapatkan hasil sebesar 4, yang selanjutnya dikirimkan ke verifier. Setelah nilai y
diterima, verifier akan menghitung kedua nilai pada samping kanan dan kiri
persamaan 2.6, dan mengecek apakah persamaan tersebut ekuivalen atau tidak
ekuivalen. Jika ekuivalen, maka proses autentikasi berhasil. Jika tidak ekuivalen
maka proses autentikasi gagal.
2.2.4 Message Queuing Telemetry Transport (MQTT)
Berdasarkan pada situs web mqtt.org pada tahun 2019, protokol MQTT
(Message Queuing Telemetry Transport) merupakan salah satu protokol
komunikasi publish-subscribe yang ringan, didesain untuk perangkat terbatas,
dengan bandwith dan latency yang rendah. Protokol MQTT terdiri dari tiga
entitas, yaitu Publisher, Subscriber, dan Broker. Publisher merupakan penyedia
konten. Publisher akan melakukan mengirimkan konten pada sebuah topik
tertentu. Subscriber merupakan penerima konten. Subscriber akan mengikuti
topik tertentu untuk menerima konten yang dikirim oleh publisher pada topik
tersebut. Broker merupakan perantara publisher dan subscriber dalam
berkomunikasi. Broker akan meneruskan konten yang dikirim oleh publisher ke
semua subscriber yang mengikuti topik yang sama dengan konten yang dikirim.
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2.2.5 Confusion Matrix
Confusion matrix merupakan salah satu cara untuk menguji kebenaran hasil
klasifikasi. Confusion matrix berisi semua sampel pada setiap kategori yang ada
yang diklasifikasikan dan dirangkum dalam sebuah tabel. Struktur dari confusion
matrix dapat dilihat pada tabel 2.2.
Tabel 2.2 Struktur confusion matrix (Garcia-Balboa, dkk, 2018 )
Reference data
Classified data C1 C2 … Cr
C1 x11 x12 … x1r
C2 x21 x22 … x2r
… … … … …
Cr xr1 xr2 … xrr
Struktur confusion matrix seperti pada tabel 2.2 akan digunakan dalam
penelitian ini untuk menjelaskan nilai true positive, true negative, false positive,
dan false negative pada pengujian fungsional sistem. Confusion matrix yang
digunakan dalam penelitian ini berukuran 2 x 2, dimana nilai classified yang
digunakan yaitu hasil akhir proses autentikasi dan nilai reference data berupa
penggunaan kunci yang benar dan salah pada prover.
2.2.6 Sniffing
Sniffingmerupakan salah satu jenis serangan pasif yang dapat dilakukan pada
suatu sistem. Sniffing dilakukan untuk mencuri dengar proses komunikasi yang
dilakukan pada sistem, tanpa merubah atau mengganggu komunikasi sistem
tersebut. Sniffing biasa dilakukan untuk mencari tahu titik kelemahan sistem dan
atau mencari informasi-informasi terkait yang bisa digunakan dalam serangan
aktif pada sistem.
Pada penelitian ini, sniffing dilakukan sebagai salah satu bagian dari
pengujian resistensi serangan. Proses sniffing dilakukan berdasarkan penelitian
sebelumnya oleh Andy, Rahardjo, dan Hanindhito pada tahun 2017 yang
melakukan serangkaian serangan pada protokol MQTT, dan salah satu dari
serangan tersebut adalah sniffing. Sniffing dilakukan dengan cara membuat
subscriber yang subscribe kepada broker dengan menangkap seluruh topik yang
ada pada broker tersebut.
2.2.7 Bruteforce
Bruteforce merupakan salah satu jenis serangan aktif yang dapat dilakukan
pada suatu sistem. Bruteforce dilakukan dengan mencoba secara acak seluruh
kemungkinan yang ada hingga mendapat hasil atau sampai pada batas
percobaan tertentu.
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Pada penelitian ini, serangan bruteforce digunakan untuk mendapatkan nilai
modulus n dan nilai kunci privat S, dengan memanfaatkan informasi publik yang
didapatkan dalam proses autentikasi dan persamaan yang digunakan dalam
proses autentikasi. Persamaan 2.4 dan persamaan 2.5 akan digunakan masing-
masing untuk mendapatkan nilai modulus n dan nilai kunci privat S.
2.2.8 Pengujian Kinerja
Pengujian kinerja dilakukan untuk mengetahui bagaimana kinerja dari suatu
sistem berdasarkan beberapa metrik pengukuran. Tujuan lain dari pengujian
kinerja dalam penelitian ini adalah untuk mengetahui efek dari implementasi
metode autentikasi terhadap kinerja perangkat.
Metrik yang digunakan pada pengujian kinerja adalah waktu eksekusi dan
penggunaan memori. Metrik waktu eksekusi dipilih berdasarkan pada pengujian
kinerja yang dilakukan oleh Kizza pada tahun 2010 dan Martín-Fernández,
Caballero-Gil, dan Caballero-Gil pada tahun 2016. Pada penelitian Kizza, waktu
eksekusi dikaitkan dengan panjang prima yang digunakan sebagai kunci,
sedangkan pada penelitian Martín-Fernández, Caballero-Gil, dan Caballero-Gil,
waktu eksekusi dikaitkan dengan jumlah ronde. Metrik selanjutnya adalah
penggunaan memori. Memori yang dihitung dalam metrik ini adalah memori
dinamis pada perangkat IoT.
2.2.9 Pengujian Statistik
Pengujian statistik dilakukan untuk memberi makna terhadap data. Pengujian
statistik dilakukan dengan harapan mampu menginterpretasi data yang ada.
Pengujian statistik yang akan digunakan pada penelitian ini adalah korelasi antar
data. Pengujian statistik dilakukan pada data untuk menentukan apakah
terdapat korelasi yang signifikan atau tidak pada data tersebut. Sebelum
dilakukan uji korelasi data, telebih dulu dilakukan uji normalisasi data. Uji
normalisasi data diperlukan karena menurut (Ghasemi and Zahediasl, 2012),
sebagian besar prosedur uji statistik dilakukan dengan asumsi bahwa data yang
digunakan memiliki distribusi yang normal.
Tes normalisasi dapat dilakukan salah satunya dengan melihat nilai skewness
(kemiringan) pada data tersebut. Menurut (Bulmer, 2012), distribusi data dapat
diketahui menggunakan nilai skewness dengan mengikuti aturan berikut:
1. Jika skewness < -1 atau skewness > 1 maka data sangat miring.
2. Jika -1 < skewness < -0,5 atau 0,5 > skewness > 1 maka data agak miring.
3. Jika -0,5 > skewness > 0,5 maka data mendekati simetris.
Setelah dilakukan uji normalisasi data, uji korelasi data dapat dilakukan.
Pemilihan metode untuk uji korelasi data dilakukan berdasarkan normalitas
distribusi data tersebut. Apabila distribusi data normal, maka metode yang akan
digunakan adalah metode korelasi Pearson. Sedangkan apabila distribusi data
tidak normal, maka akan digunakan metode korelasi Spearman. Alasan dari
pemilihan metode berdasarkan normalitas distribusi data didasari pendapat
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(Kowalski, 1972), yang menjelaskan bahwa metode korelasi Pearson tidak kuat
untuk menilai korelasi data tersebut, sehingga dibutuhkan alternatif metode
selain metode korelasi Pearson, salah satunya adalah metode korelasi Spearman.
Metode korelasi Pearson dilakukan dengan rumus seperti pada Persamaan
2.7. Hasil korelasi didapatkan dari hasil bagi nilai kovarian kedua variabel dengan






Nilai yang dihasilkan pada metode korelasi Pearson memiliki rentang dari -1
hingga 1, dengan nilai 1 menunjukkan korelasi signifikan positif, nilai -1
menunjukkan korelasi signifikan negatif dan nilai 0 menunjukkan tidak terdapat
korelasi apapun.
Metode korelasi Spearman dilakukan dengan rumus seperti pada Persamaan
2.8. Hasil korelasi didapatkan dari hasil pengurangan dari satu dengan hasil bagi
enam dikalikan jumlah dari perbedaan ranking dikuadratkan dibagi dengan
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Sama seperti metode korelasi Pearson, nilai yang dihasilkan pada metode
korelasi Spearman memiliki rentang dari -1 hingga 1, dengan nilai 1
menunjukkan korelasi signifikan positif, nilai -1 menunjukkan korelasi signifikan




Metode penelitian yang akan dilakukan pada penelitian ini adalah dengan
terlebih dahulu melakukan studi literatur dan studi kasus. Studi literatur dan
studi kasus dilakukan untuk menemukan dasar-dasar teori dan kasus yang akan
di teliti pada penelitian ini. Selanjutnya dilakukan rekayasa kebutuhan untuk
menentukan kebutuhan-kebutuhan dari sistem, dan setelah terkumpul seluruh
kebutuhan sistem maka akan dilakukan proses perancangan dan implementasi.
Setelah proses perancangan dan implementasi selesai, maka akan dilakukan
pengujian. Setelah pengujian sistem dilakukan, dilanjutkan dengan penarikan
kesimpulan. Diagram alir penelitian yang akan dilaksanakan digambarkan dalam
Gambar 3.1 berikut.
Gambar 3.1 Diagram Alir Penelitian
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3.1.1 Studi Literatur
Studi literatur dilakukan untuk menemukan dasar-dasar teori yang akan
digunakan pada penelitian ini dan hal-hal yang berkaitan dengan penelitian ini.
Adapun teori-teori yang dikaji sebagai berikut:
1. Internet of Things (IoT)
Pada bagian ini dilakukan kajian tentang bagaimana autentikasi dilakukan
pada perangkat-perangkat Internet of Things. Kajian juga akan dilakukan
terhadap protokol-protokol autentikasi yang sebelumnya sudah di
implementasikan pada perangkat-perangkat Internet of Things.
2. Feige-Fiat-Shamir Identification Scheme
Pada bagian ini dilakukan pencarian literatur dan kajian tentang bagaimana
penerapan protokol Feige-Fiat-Shamir Identification Scheme pada
penelitian-penelitian sebelumnya, terutama pada perangkat Internet of
Things. Pada bagian ini juga mempelajari kelebihan, kekurangan, serta cara
mengimplementasikan protokol Feige-Fiat-Shamir Identification Scheme
pada perangkat Internet of Things.
3.Message Queuing Telemetry Transport (MQTT)
Pada bagian ini dilakukan kajian terkait bagaimana cara kerja protokol
komunikasi MQTT dalam bertukar data. Kajian dilakukan untuk mengtahui
cara implementasi yang tepat untuk metode yang akan diujikan.
3.1.2 Rekayasa Kebutuhan Sistem
Rekayasa kebutuhan sistem pada suatu penelitian bertujuan untuk
menentukan kebutuhan-kebutuhan yang diperlukan untuk menjalankan suatu
penelitian. Rekayasa kebutuhan sistem dianalisis untuk mempermudah proses
implementasi dalama penelitian.
Dalam penelitian ini, sistem dibangun menggunakan dua buah node yang
terbagi menjadi node Publisher dan node Subscriber. Setiap node tersebut
memiliki kode program kustom sesuai dengan peran yang dilakukan oleh node
tersebut. Berikut kebutuhan yang diperlukan untuk mewujudkan sistem untuk
penelitian ini:
1. Bahasa Pemrograman yang mendukung protokol MQTT.
2. Editor teks untuk membangun kode program.
3. Perangkat keras dengan adaptor WiFi.
3.2 Perancangan Penelitian
Perancangan sistem untuk penelitian dilakukan setelah melakukan rekayasa
kebutuhan sistem. Tujuan dilakukannya perancangan sistem agar sistem dapat di
implementasikan secara terurut dan terstruktur.
Perancangan sistem dijelaskan dalam poin-poin berikut:
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1. Terdapat dua node, satu node berupa perangkat keras dan satu node
berupa aplikasi yang masing-masing berada dalam satu jaringan.
2. Node perangkat keras berperan sebagai Prover dan node aplikasi berperan
sebagai Verifier, masing-masing melakukan proses autentikasi dengan
broker MQTT menggunakan protokol Feige-Fiat-Shamir Identification
Scheme.
3.3 Implementasi
ImpIementasi merupakan tahap dimana sistem diterapkan berdasarkan apa
yang telah dianalisis dan dirancang pada tahap sebelumnya. Adapun tahapan
implementasi sebagai berikut:
1. Implementasi node prover dan node verifier pada satu jaringan yang dapat
dilakukanmonitoring.
2. Implementasi protokol Feige-Fiat-Shamir Identification Scheme pada tiap-
tiap node sesuai dengan jenis dari node tersebut.
Dari proses impIementasi tersebut diharapkan mendapatkan hasiI sebagai
berikut:
1. Semua node yang di implementasikan dapat dimonitor dan berada dalam
satu jaringan.
2. Dapat melakukan autentikasi antar node melalui protokol Feige-Fiat-Shamir
Identification Scheme.
3.4 Pengujian Sistem
Pada tahap pengujian sistem ini menggunakan parameter yang disesuaikan
pada perancangan sistem. Berikut beberapa rancangan skenario pengujian
sistem:
1. Pengujian pada sisi keberhasilan autentikasi antar node.
2. Pengujian pada sisi resistensi serangan pada proses autentikasi antar node.
3. Pengujian pada sisi kinerja proses autentikasi antar node.
3.5 Analisis dan Pembahasan
Tahap Analisis dan Pembahasan dilakukan untuk mengetahui apakah
penelitian telah berjalan baik atau belum. Tahap ini juga dilakukan untuk
membahas hasil dari penelitian yang dilakukan.
3.6 Kesimpulan
SeteIah proses perancangan, impIementasi sistem, pengujian, analisis serta
pembahasan dilakukan, maka diIakukan penarikan kesimpuIan. KesimpuIan
berisi gambaran dari hasiI impIementasi protokol Feige-Fiat-Shamir Identification
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Scheme. KesimpuIan juga adalah jawaban dari rumusan masaIah yang teIah
ditetapkan diawaI peneIitian.
3.7 Pembuatan Laporan Skripsi
Tahap ini merupakan tahap terakhir dari penelitian, yaitu melakukan
penyusunan karya tulis ilmiah sebagai dokumentasi skripsi. Dengan adanya




4.1 Deskripsi Umum Sistem
Penelitian ini berfokus pada autentikasi node sensor berupa perangkat
NodeMCU oleh client PC dengan menggunakan MQTT sebagai protokol
komunikasi. Secara umum sistem autentikasi dapat digambarkan pada Gambar
4.1, dimana NodeMCU dan client PC dapat melakukan komunikasi melalui broker
MQTT.
Gambar 4.1 Gambaran Umum Sistem
Gambaran umum sistem seperti pada Gambar 4.1 memiliki dasar dari
bagaimana protokol komunikasi MQTT dilakukan. Pada MQTT, terdapat tiga
entitas utama, yaitu publisher,broker, dan subscriber. Gambaran umum sistem
memakai tiga entitas dalam sistem ini, namun dengan sedikit modifikasi.
Modifikasi yang dilakukan adalah pada publisher dan subscriber. Dalam
penelitian ini, NodeMCU dan client PC mampu menjadi publisher dan subscriber.
Hal tersebut dilakukan supaya NodeMCU dan client PC dapat saling bertukar
informasi secara dua arah, tidak hanya mengirim konten saja seperti publisher
ataupun menerima konten saja seperti subscriber. Komunikasi dua arah antara
NodeMCU dengan client PC melalui broker MQTT menggunakan protokol MQTT
menjadi dasar dalam sistem ini untuk berkomunikasi
NodeMCU dipilih menjadi perangkat yang digunakan dalam penelitian ini
dengan pertimbangan sebagai perangkat IoT yang mampu untuk berkomunikasi
menggunakan WiFi dan memiliki batasan penggunaan memori dan kemampuan
pemrosesan yang cukup untuk penelitian ini. NodeMCU akan mengambil peran
sebagai prover, dengan pertimbangan penghitungan pada prover tidak terlalu
banyak dibandingkan verifier dan skenario pada penelitian ini adalah node sensor
tidak dapat dipercaya dikarenakan tidak dapat dilihat secara langsung.
Sedangkan client PC dipilih menjadi perangkat dalam penelitian ini dengan
pertimbangan kemampuan pemrosesan dan penggunaan memori yang lebih




Lingkungan penelitian dalam penelitian ini dapat dibagi menjadi dua, yaitu
lingkungan perangkat lunak dan lingkungan perangkat keras. Masing-masing
bagian dari lingkungan penelitian tersebut akan dijelaskan dalam subbab berikut
ini.
4.2.1 Lingkungan Perangkat Lunak
Lingkungan Perangkat Lunak yang digunakan pada penelitian ini akan
dijelaskan pada Tabel 4.1 berikut.
Tabel 4.1 Lingkungan Perangkat Lunak
Aplikasi Keterangan
Python 3.7.3 Bahasa pemrograman yang digunakan untuk
mengembangkan aplikasi verifier.
Arduino IDE 1.8.9 Intergrated Development Environment yang
digunakan untuk mengembangkan aplikasi
prover.
mosquitto 1.6.2 Aplikasi BrokerMQTT yang digunakan untuk
menjembatani komunikasi antar perangkat.
paho-mqtt 1.4.0 Library bahasa pemrograman Python,
digunakan untuk melakukan komunikasi
menggunakan protokol MQTT.
ESP8266WIFI Library pada Arduino IDE, digunakan untuk
melakukan komunikasi menggunakan WiFi
pada keluarga mikrokontroler ESP8266.
PubSubClient 2.7.0 Library pada Arduino IDE, digunakan untuk
melakukan komunikasi menggunakan protokol
MQTT.
ArduinoJSON 6.10.0 Library pada Arduino IDE, digunakan untuk
melakukan operasi menggunakan JSON.
Seperti pada Tabel 4.1, perangkat lunak yang digunakan dalam penelitian
masing - masing. Arduino IDE dan Python digunakan dalam pengembangan
aplikasi prover dan verifier, didukung dengan library pendukung pengembangan
aplikasi seperti PubSubClient dan paho-mqtt. Untuk komunikasi menggunakan
MQTT, ESP8266WIFI pada prover untuk membantu perangkat berkomunikasi
menggunakan WiFi, dan ArduinoJSON pada prover untuk melakukan pengolahan
JSON. Aplikasi broker MQTT mosquitto juga digunakan untuk menjembatani
komunikasi antara prover dan verifiermelalui protokol MQTT.
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4.2.2 Lingkungan Perangkat Keras
Lingkungan Perangkat Keras yang digunakan pada penelitian ini akan
dijelaskan pada Tabel 4.2 berikut.
Tabel 4.2 Lingkungan Perangkat Keras
Perangkat Keterangan
NodeMCU 1.0 (ESP8266MOD0) Perangkat yang akan berperan sebagai Prover.
Kabel Micro USB Perangkat yang digunakan untuk memberi
daya dan jalur komunikasi bagi perangkat.
Kabel Jumper Perangkat yang digunakan untuk
menyambungkan satu pin GPIO dengan pin
lainnya.
Lampu LED 5V Lampu LED dengan tegangan 5 Volt.
Lingkungan perangkat keras yang digunakan dalam penelitian ini seperti yang
ada pada Tabel 4.2 digunakan untuk membangun perangkat IoT yang nantinya
akan berperan menjadi prover. NodeMCU 1.0 (ESP8266MOD0) dipilih sebagai
perangkat IoT yang digunakan, terhubung menggunakan kabel jumper dengan
lampu LED 5V sebagai indikator tambahan pada NodeMCU. Kabel USB juga akan
digunakan untuk menyambungkan NodeMCU dengan sumber daya ataupun
dengan PC saat pemasangan aplikasi prover.
4.3 Kebutuhan Sistem
Kebutuhan dalam suatu sistem dapat terbagi menjadi dua, yaitu kebutuhan
fungsional dan kebutuhan nonfungsional. Pada subbab berikut ini akan dijelaskan
secara detail kebutuhan dari sistem dalam penelitian ini.
4.3.1 Kebutuhan Fungsional
Kebutuhan fungsional dari penelitian ini akan dijelaskan pada Tabel 4.3
sebagai berikut.
Tabel 4.3 Kebutuhan Fungsional
Kode Kebutuhan Fungsional
FFS-F-01 Sistem dapat melakukan proses
autentikasi.
4.4 Perancangan Sistem Autentikasi
Rancangan sistem autentikasi yang akan dilakukan pada penelitian ini
dilakukan oleh prover dan verifier, dimana prover dan verifier akan saling
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berkomunikasi selama proses autentikasi secara sekuensial. Skema pada Gambar
4.2 menggambarkan proses autentikasi yang dilakukan oleh prover dan verifier.
Gambar 4.2 Skema Proses Autentikasi
Skema proses autentikasi pada Gambar 4.2 menggambarkan tahap-tahap
yang dilakukan oleh prover dan verifier selama proses autentikasi, dimana kedua
pihak akan saling bertukar informasi yang dibutuhkan untuk melakukan
autentikasi. Setiap tahap dalam proses autentikasi tersebut ditandai dengan flag
sebagai tambahan informasi untuk sehingga tiap node dapat mengirimkan pesan
balasan untuk melanjutkan tahapan autentikasi. Dimulai dengan S dari prover
yang menjadi penanda dimulainya proses autentikasi, dilanjutkan dengan A1 dari
verifier yang akan mengirimkan nilai acak r. Dilanjutkan dengan A1 dari prover
yang mengirimkan nilai x. Setelah A1 selesai, dilanjutkan dengan A2 oleh verifier
yang berisi nilai coin-flip e, yang dibalas oleh A2 dari prover dengan isi nilai y. E
akan dikirim oleh verifier, berisi nilai kepercayaan dan hasil autentikasi. E
menandai akhir dari proses autentikasi.
Sebagai contoh, proses autentikasi yang dilakukan oleh sistem dapat
dijelaskan perhitungannya. Dengan diketahui nilai n (7241636791), S
(2800335059), dan V (2894247091), nilai acak r akan dihitung oleh verifier
dengan mengambil nilai antara satu hingga n - 1, dan dikirimkan ke prover (r =
3070310477). Setelah prover menerima nilai acak r, maka prover akan
menghitung nilai x menggunaakan persamaan 4.1, dan prover akan mengirimkan


































Setelah menerima nilai x dari prover, verifier akan menghitung nilai e, dan
didapatkan hasil 0. Setelah itu, verifier akan mengirim nilai e ke prover. Setelah
nilai e diterima oleh prover, akan dihitung nilai y menggnakan persamaan 4.2 dan
didapatkan hasil sebesar 3070310477, yang selanjutnya dikirimkan ke verifier.
Setelah nilai y diterima, verifier akan menghitung kedua nilai pada samping
kanan (ysqmodn = 4357015848) dan kiri (test = 4357015848) persamaan 4.3 dan
mengecek apakah persamaan tersebut ekuivalen atau tidak ekuivalen. Jika
ekuivalen, maka proses autentikasi berhasil. Jika tidak ekuivalen maka proses
autentikasi gagal. Proses tersebut akan diulang sebanyak 20 kali, dengan
perhitungan seperti pada tabel 4.4.
Tabel 4.4 Penghitungan Manual Proses Autentikasi Sistem


























































































































































































































































Operasi yang dilakukan pada tiap tahapan autentikasi dilakukan sesuai
dengan protokol Feige-Fiat-Shamir Identification Scheme, dimana tiap tahap
dapat dijalankan secara sekuensial dan operasi yang dilakukan pada tiap tahap
berbeda antara prover dengan verifier, yang secara lebih detail akan dijelaskan
pada subab selanjutnya.
4.4.1 Perancangan Prover
Perancangan prover secara umum dapat dijelaskan menggunakan skema
proses autentikasi pada Gambar 4.2, namun alur proses secara lebih detail dapat
digambarkan pada diagram alir pada Gambar 4.3.
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Gambar 4.3 Diagram Alir Prover
Pada diagram alir pada Gambar 4.3, prover melakukan pengiriman (publish)
sebanyak tiga kali, dengan flag S, A1, dan A2. Selain itu prover juga menerima
tiga pesan dari verifier, dengan flag A1, A2, dan E. Berdasarkan hal tersebut,
prover melakukan respon langsung terhadap pesan yang diterima dari verifier
sebanyak dua kali saja, yaitu pada flag A1 dan A2, sedangkan untuk flag S hanya
melakukan publish dan flag E hanya menerima pesan. Setiap pesan yang diterima
oleh prover akan di respon sesuai dengan flag didalam callback function.
Selain terkait pada pengiriman dan penerimaan pesan, terdapat dua kali
proses penghitungan yang dilakukan prover, yaitu penghitungan nilai x untuk
merespon flag A1 dan penghitungan nilai y untuk merespon flag A2.
Penghitungan nilai x dan y dilakukan dengan fungsi yang akan dipanggil saat
pesan diterima oleh callback function dan flag bernilai A1 untuk fungsi
penghitung x dan A2 untuk fungsi penghitung y. Masing-masing dari fungsi
tersebut dapat digambarkan dengan pseudocode seperti pada Kode 4.1 untuk
fungsi penghitung nilai x dan Kode 4.2 untuk fungsi penghitung nilai y.
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int calc_x(int r, int n){
int x = (r ^ 2) mod n;
return x;
}





int calc_y(int s,int r, int e, int n){




Perancangan verifier secara umum dapat dijelaskan menggunakan skema
proses autentikasi pada Gambar 4.2, namun alur proses secara lebih detail dapat
digambarkan pada diagram alir pada Gambar 4.4.
Gambar 4.4 Diagram Alir Verifier
Pada diagram alir pada Gambar 4.4, verifier melakukan pengiriman (publish)
dan penerimaan pesan berjumlah sama dengan prover namun flag yang diterima
dan dikirim berlawanan dengan prover, dimana prover melakukan publish pesan
dengan flag S, A1, dan A2 sedangkan verifier yang menerima pesan tersebut.
Berdasarkan hal tersebut, verifier melakukan respon langsung prover terhadap
pesan yang diterima dari prover sama seperti respon langsung prover saat
menerima pesan dari verifier, yaitu pada flag A1 dan A2. Namun pada verifier
pesan dengan flag S hanya diterima saja dan publish pesan saja dilakukan pada
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pesan dengan flag E. Sama halnya dengan prover, setiap pesan yang diterima
oleh verifier akan di respon sesuai dengan flag didalam callback function.
Perbedaan prover dan verifier yang paling terlihat terletak pada jumlah
penghitungan yang dilakukan, dimana verifiermelakukan penghitungan sebanyak
tiga kali, yaitu menghitung nilai random r, nilai coin flip e, nilai tingkat
kepercayaan, yang digunakan sebagai acuan berhasilnya proses autentikasi.
Penghitungan nilai-nilai tersebut akan didelegasikan ke fungsi-fungsi tersendiri
yang akan dipanggil saat dibutuhkan. Pseudocode dari penghitungan nilai-nilai
tersebut dapat menggambarkan fungsi tersebut bekerja, seperti pada Kode 4.3
untuk penghitungan nilai random r, Kode 4.4 untuk penghitungan nilai coin flip e,
dan Kode 4.5 untuk penghitungan nilai tingkat kepercayaan dan status
autentikasi






int r = random(0, n-1);
return r;
}






int e = random(0, 1);
return e;
}














int calc_auth(int y, int n, int v, int e, int x){
boolean res;
int ysqmodn = (y ^ 2) mod n;








4.5 Perancangan Komunikasi Sistem
Dalam komunikasi sistem selama autentikasi, pertukaran data dilakukan
melalui protokol MQTT dengan skema komunikasi client-server, dimana prover
dan verifier akan melakukan publish dan subscribe di saat yang sama. Proses
publish akan dilakukan didalam fungsi callback yang akan merespon setiap pesan
yang diterima dengan subscribe, dengan pengecualian publish tahapan pertama
dengan flag “S” dilakukan pada main function. Pada proses publish, tidak
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terdapat perbedaan berarti pada prosesnya, sedangkan pada proses subscribe
terdapat mekanisme tambahan dalam menerima pesan, yaitu filtering
berdasarkan pengirim pesan. Mekanisme tambahan tersebut dibutuhkan karena
mekanisme subscribe akan menerima seluruh pesan yang di publish pada topik
tersebut, sehingga perlu diberikan penanda unik pada setiap pesan yang
dikirimkan.
Berdasarkan hal tersebut, selain terdapat flag dan juga payload pada setiap
pesan, maka terdapat tambahan data yaitu device yang akan berisi informasi
siapa pengirim pesan tersebut, apakah prover (PRV) atau verifier (VRF). Ketiga
data tersebut akan disimpan dalam sebuah tipe data JSON dengan format seperti
pada Gambar 4.5. Penggunaan format yang sama pada tiap tahap sesuai format
standar pada Gambar 4.5 dilakukan untuk mempermudah aplikasi prover dan







Gambar 4.5 Struktur JSON dalam Komunikasi Sistem
4.6 Perancangan Pengujian
Perancangan pengujian dilakukan untuk merancang tahapan-tahapan
pengujian yang akan dilakukan untuk mengevaluasi sistem. Perancangan
pengujian terbagi menjadi dua, yaitu perancangan pengujian fungsional dan
perancangan pengujian non-fungsional. Dikarenakan sistem ini hanya terdapat
kebutuhan fungsional maka hanya akan dilakukan pengujian kebutuhan
fungsional, yang akan dijelaskan perancangannya pada subbab dibawah ini.
4.6.1 Perancangan Pengujian Fungsional
Pengujian fungsional dilakukan untuk mengetahui apakah sistem dapat
memenuhi kebutuhan fungsional yang sudah ditentukan sebelumnya. Kebutuhan
fungsional pada sistem sudah dijelaskan pada Tabel 4.3 dan pada Tabel 4.5 akan
dijelaskan skenario dan parameter keberhasilan dari pengujian fungsional
berdasarkan kebutuhan fungsional yang dijelaskan pada Tabel 4.3.
Tabel 4.5 Skenario Pengujian Fungsional
Kode Skenario dan Parameter Keberhasilan
FFS-F-01 • Provermenerima pesan A1 dari verifier.
• Provermenghitung bilangan x.
• Provermengirim pesan A1 ke verifier berisi bilangan x sebagai balasan
pesan sebelumnya.
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Tabel 4.5 Skenario Pengujian Fungsional (Lanjutan)
• Verifiermenerima pesan A1 dari prover.
• Verifiermembangkitkan bilangan coin flip e.
• Verifiermengirim pesan A2 ke prover berisi bilangan coin flip e sebagai
balasan pesan sebelumnya.
• Provermenerima pesan A2 dari verifier.
• Provermenghitung bilangan y.
• Provermengirim pesan A2 ke verifier berisi bilangan y sebagai balasan
pesan sebelumnya.
• Verifiermenerima pesan A2 dari prover.
• Verifiermelakukan tes autentikasi serta menghitung nilai kepercayaan.
• Verifiermencetak status autentikasi auth dan nilai kepercayaan conf.
• Verifiermengirim pesan E ke prover berisi status autentikasi auth dan
nilai kepercayaan conf sebagai balasan pesan sebelumnya.
• Provermenerima pesan E dari verifier.
• Provermencetak status autentikasi auth dan nilai kepercayaan conf.
Parameter Keberhasilan:
• Prover dan Verifiermampu menyelesaikan setiap tahapan dalam proses
autentikasi.
• Didapatkan hasil akhir autentikasi berupa status keberhasilan
autentikasi (berhasil/tidak berhasil) dan tingkat kepercayaan pada
prover dan verifier .
Untuk validasi dari pengujian fungsional, dilakukan dengan menampilkan log
dari proses autentikasi pada prover dan verifier. Selain itu juga akan dilakukan
pengujian klasifikasi true positive, true negative, false positive, dan false negative
pada proses autentikasi. Pengujian klasifikasi tersebut dilakukan dengan skenario
autentikasi berhasil sebagai nilai positive dan autentikasi gagal sebagai nilai
negative, sedangkan nilai true atau false diberikan berdasarkan apakah prover
jujur, dengan menggunakan kunci yang benar atau berbohong, dengan
menggunakan kunci yang salah. Hasil pengujian klasifikasi tersebut akan
digambarkan dalam confusion matrix berukuran 2 x 2.
4.6.2 Perancangan Pengujian Resistensi Serangan
Pengujian resistensi serangan dilakukan untuk menguji apakah sistem
autentikasi yang di implementasikan resisten terhadap serangan yang sudah
ditentukan berdasarkan lingkup penelitian ini. Serangan yang akan di lakukan
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kepada sistem adalah sniffing dan bruteforce. Serangan sniffing dilakukan
dengan dasar pada latar belakang masalah, sedangkan serangan bruteforce
dilakukan untuk melengkapi serangan sniffing.
Sniffing dilakukan untuk menguji apakan ada data sensitif atau rahasia yang
dapat digunakan untuk melakukan serangan lebih lanjut seperti session jacking.
Pengujian sniffing dilakukan dengan alat bantu berupa perangkat lunak packet
capturer seperti Wireshark atau tshark. Sedangkan untuk serangan bruteforce
dilakukan dengan menggunakan script sederhana menggunakan perulangan
untuk menebak nilai kunci rahasia berdasarkan informasi yang didapat saat
melakukan sniffing.
4.6.3 Perancangan Pengujian Kinerja
Pengujian kinerja dilakukan selain untuk menguji kinerja dari perangkat
NodeMCU yang merupakan perangkat dengan sumber daya terbatas juga untuk
mengetahui jumlah round dan panjang kunci yang dapat digunakan untuk
mengetahui nilai ekuilibrium antara kinerja dengan keamanan. Pengujian kinerja
juga dilakukan pada penelitian sebelumnya oleh (Kizza, 2010), dimana panjang
kunci danjumlah round dibandingkan dengan waktu eksekusi.
Parameter yang akan dibandingkan dalam pengujian kinerja pada penelitian
ini adalah penggunaan memori, waktu eksekusi, dan jumlah round. Penggunaan
memori dan waktu eksekusi berkaitan langsung dengan kinerja dari perangkat,
sedangkan jumlah round dan panjang kunci berkaitan langsung dengan tingkat
keamanan dari sistem. Penggunaan parameter-parameter tersebut berdasarkan
pengujian yang sudah dilakukan pada penelitian sebelumnya oleh (Kizza, 2010).
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BAB 5 IMPLEMENTASI
Pada bab ini akan dijelaskan mengenai implementasi sistem yang digunakan
pada penelitian ini. Pembahasan implementasi sistem akan dijelaskan dalam
bentuk potongan kode program dari fungsi-fungsi utama sistem.
5.1 Implementasi Metode Komunikasi Sistem
Implementasi metode komunikasi sistem dilakukan sesuai dengan
perancangan pada bab sebelumnya, dimana akan digunakan JSON sebagai tipe
data dalam proses pertukaran data selama autentikasi serta menggunakan
protokol komunikasi MQTT. Protokol komunikasi MQTT diaplikasikan pada
prover dan verifier dengan prover dan verifier dapat melakukan publish dan
subscribe.
Implementasi MQTT untuk protokol komunikasi terbagi menjadi dua, yaitu
implementasi mekanisme publish dan mekanisme subscribe. Pada mekanisme
publish dilakukan menggunakan fungsi yang sudah disediakan oleh library MQTT
dengan memasukkan payload dan juga topik. Untuk implementasi mekanisme
subscribe selain dilakukan proses subscribe menggunakan fungsi bawaan dari
library MQTT, fungsi callback yang akan digunakan perlu dilakukan modifikasi,
yang secara detail akan dijelaskan pada subbab selanjutnya. Implementasi MQTT
akan menggunakan library PubSubClient pada prover dan library paho-mqtt pada
verifier.
Sedangkan implementasi tipe data JSON yang akan digunakan sebagai media
dalam proses pertukaran data selama autentikasi akan mengikuti format pada
perancangan. Untuk implementasi JSON pada prover akan digunakan library
ArduinoJson v6, sedangkan pada verifier akan menggunakan library json.
Perbedaan implementasi tipe data JSON adalah pada prover diperlukan variabel
khusus dari tiap JSON yang akan diterima maupun dikirim, dimana tiap JSON
akan disimpan dalam sebuah tipe data yaitu JsonStaticDocument, sedangkan
pada verifier tidak dibutuhkan tipe data sendiri dan proses pembacaan dan
pembangunan JSON dilakukan menggunakan tipe data dictionary yang sudah ada
dalam bahasa pemrograman Python.
Perbedaan proses membaca (deserialize) JSON pada prover dan verifier
secara umum dapat terlihat pada Kode 5.1 dan Kode 5.2, dimana pada kedua
kode program tersebut digunakan contoh membaca JSON yang digunakan dalam
fungsi callback baik pada prover mapun verifier. Sedangkan perbedaan proses
membangun (serialize) JSON dapat terlihat pada Kode 5.3 dan Kode 5.4, dimana
pada Kode 5.3 digunakan contoh membangun JSON untuk pesan flag A1 pada
verifier sedangkan pada Kode 5.4 digunakan contoh membangun JSON untuk
pesan flag S pada prover.
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// Inisialisasi variabel penampung JSON
StaticJsonDocument<200> parsed;
// Deserialize payload JSON
// payload dan length dari callback function
deserializeJson(parsed, payload, length);
// Contoh mengakses isi dari elemen "device"
String device = parsed["device"];







# Menggunakan json.loads untuk deserialize
# JSON -> Dictionary
payload = json.loads(payload)
# Contoh mengakses isi dari elemen "device"
device = payload["device"]


















// Inisialisasi Buffer berupa Array of Char
char data[200];
// Inisialisasi tipe data untuk serialize JSON
// Jumlah buffer JSON == jumlah buffer Array of Char
StaticJsonDocument<200> doc;
// Inisialisasi elemen pada JSON serta isi elemen
doc["flag"] = "S";
doc["device"] = "PRV";
doc["data"] = "========== Start Auth ==========";
// Serialize dengan parameter:
// 1. Penampung JSON (StaticJsonDocument)
// 2. Buffer Array of Char
// 3. Ukuran Buffer
serializeJson(doc, data, sizeof(data));








msg = {'device':'VRF', 'flag':'A2', 'data':e}
# Menggunakan json.dumps untuk serialize
# Dictionary -> JSON
msg = json.dumps(msg)
Pada Kode 5.1 dan Kode 5.3. merupakan kode program yang digunakan untuk
melakukan proses deserialize JSON, masing - masing pada prover dan verifier.
Secara umum alur deserialize JSON dilakukan tidak jauh berbeda antara prover
dan verifier dengan membuat variabel penampung dan melakukan akses seperti
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array. Pada Kode 5.2 dan Kode 5.4 . merupakan kode program yang digunakan
untuk melakukan proses deserialize JSON, masing - masing pada prover dan
verifier. Alur proses serialize juga tidak jauh berbeda antara prover dan verifier
dengan membuat sebuah variabel awal yang berisi data (prover menggunakan
tipe data StaticJsonDocument dan verifier menggunakan tipe data dictionary)
lalu dilakukan proses serialize dan disimpan pada variabel lain ke tipe data String.
Dalam penelitian ini, publisher akan berperan sebagai prover, dan subscriber
akan berperan sebagai verifier. Meskipun kedua pihak dapat melakukan publish
dan subscribe, kapabilitas tersebut terbatas pada proses autentikasi saja. Prover
akan memiliki fungsi untuk menghitung nilai x dan nilai y, sedangkan verifier
memiliki fungsi untuk menghitung nilai r, nilai e, serta penghitungan untuk
autentikasi. Implementasi prover dan verifier akan dijelaskan pada subbab-
subbab berikut ini.
5.2 Implementasi Prover
Pada subbab ini akan dijelaskan bagaimana implementasi prover pada sistem
dilakukan. Implementasi prover terbagi menjadi dua, implementasi perangkat
dan implementasi aplikasi. Masing-masing bagian dari implementasi prover akan
dijelaskan dalam subbab-subbab dibawah ini.
5.2.1 Implementasi Perangkat NodeMCU
Implementasi perangkat NodeMCU dilakukan dengan mempersiapkan
perangkat NodeMCU yang akan menjadi pihak prover. Perangkat NodeMCU
perlu dimodifikasi dengan menambahkan lampu LED eksternal yang akan
digunakan sebagai penanda visual dalam proses autentikasi. Penambahan lampu
LED eksternal dilakukan karena lampu LED yang tertanam pada perangkat tidak
bisa digunakan, sehingga diperlukan lampu LED eksternal yang akan
disambungkan ke GPIO 4 dan juga Ground menggunakan kabel jumper.
Implementasi perangkat dapat terlihat seperti pada Gambar 5.1. Setelah
pemasangan lampu LED eksternal, maka perangkat NodeMCU sudah dapat
digunakan dan dipasang aplikasi prover.
Gambar 5.1 Perangkat NodeMCU dengan Lampu LED
5.2.2 Implementasi Aplikasi Prover
Implementasi aplikasi prover dilakukan mengikuti perancangan pada bab
sebelumnya, dimana terdapat tiga komponen utama dalam aplikasi prover yang
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masing-masing akan diimplementasikan dalam bentuk sebuah fungsi.
Komponen-komponen tersebut adalah penghitungan nilai x, penghitungan nilai y,
serta callback function. Masing-masing komponen tersebut akan
diimplementasikan menggunakan bahasa C sebagaimana pada kode program
dibawah ini.







// Menghitung nilai x dengan parameter r dan n
double calc_x(int r, int n){
int x;
x = ((int)(pow(r, 2.0))) % n;
return x;
}







//Menghitung nilai y dengan parameter s, r, e, dan n
double calc_y(int s, int r, int e, int n){
int y;
y = ((int)(r * (pow(s, e)))) % n;
return y;
}





























void callback(char* topic, byte* payload, unsigned int length) {
// Deserialize payload
// Membaca isi elemen "device", disimpan pada variabel "device"
if(device == "VRF"){
// Membaca elemen "flag", disimpan pada variabel "flag"
if(flag == "A1"){
// Membaca semua elemen "data" (random r)
// Menghitung nilai x dengan random r
// Serialize JSON
// Publish
} else if(flag == "A2"){
// Membaca semua elemen "data" (coin-flip e)
// Menghitung nilai y dengan coin-flip e
// Serialize JSON
// Publish
} else if(flag = "E"){
// Membaca semua elemen "data" ([result, auth])
// result = nilai kepercayaan (float/double)
// auth = status autentikasi (boolean)





Pada Kode 5.5 merupakan potongan kode program untuk menghitung nilai x
yang didapatkan dengan menghitung nilai r kuadrat lalu dimodulo dengan nilai n.
Pada Kode 5.6 merupakan potongan kode program untuk menghitung nilai y
yang didapatkan dengan menghitung nilai r dikalikan dengan nilai s dipangkatkan
e, lalu dimodulo dengan nilai n. Sedangkan pada tabe Kode 5.7 merupakan
potongan kode program callback function yang digunakan dalam menggunakan
module random dengan batasan nilai 1 sampai dengan n-1aplikasi prover,
dimana terdapat proses deserialize seperti pada Kode 5.3, selain itu juga
terdapat seleksi kondisi yang akan mengecek tiap-tiap kemungkinan flag yang
diterima oleh prover, yaitu flag A1, A2, dan E. Dan didalam masing-masing seleksi
kondisi untuk flag tersebut terdapat perintah yang akan dijalankan, seperti untuk
flag A1 akan dijalankan perintah untuk menghitung nilai x, serialize JSON, dan
publish data JSON.
Untuk penggunaan kunci diatas delapan bit, dilakukan beberapa modifikasi
pada fungsi callback, penghitungan nilai x, dan penghitungan nilai y. Modifikasi
yang dilakukan adalah melakukan type casting antara tipe data “String”, tipe
data “const char *”, tipe data “BigNumber”, dan varian tipe data “String” dan
“const char *” dalam bentuk larik (array).
Penghitungan nilai x dan nilai y juga dimodifikasi dikarenakan fungsi
aritmatika untuk perpangkatan, “pow()”, menghasilkan nilai yang tidak sesuai
saat digunnakan dengan variabel tipe data BigNumber. Pada Kode 5.8 yang
merupakan modifikasi dari fungsi penghitungan nilai x dan Kode 5.9 yang
merupakan modifikasi dari fungsi penghitungan nilai y. Pada Kode 5.8,
penggunaan fungsi “pow()” untuk melakukan kuadrat nilai acak r digantikan
dengan mengalikan nilai r dengan nilai r. Sedangkan pada Kode 5.9 , penggunaan
fungsi “pow()” untuk melakukan operasi perpangkatan nilai S dengan nilai e
digantikan dengan ternary operator untuk mengecek nilai e apakah bernilai 0
atau 1. Apabila nilai e adalah 0, maka nilai S sama dengan satu, sedangkan
apabila nilai e adalah 1, maka nilai S tidak berubah. Setelah itu, nilai S akan
dikalikan dengan nilai acak r, lalu dimodulo dengan nilai modulo n.
















// Menghitung nilai x dengan parameter r dan n
String calc_x(String r, String n){
// Type Casting String ke const char *
const char *rr = r.c_str();
const char *nn = n.c_str();
// Type Casting const char * ke BigNumber
BigNumber rrr = BigNumber(rr);
BigNumber nnn = BigNumber(nn);
BigNumber x;





























//Menghitung nilai y dengan parameter s, r, e, dan n
String calc_y(String s, String r, String e, String n){
// Type Casting String ke const char *
const char *ss = s.c_str();
const char *rr = r.c_str();
const char *ee = e.c_str();
const char *nn = n.c_str();
// Type Casting const char * ke BigNumber
BigNumber sss = BigNumber(ss);
BigNumber rrr = BigNumber(rr);
BigNumber eee = BigNumber(ee);
BigNumber nnn = BigNumber(nn);
BigNumber y;
BigNumber eeee = "1";
BigNumber ssss;
// Menggati perpangkatan 0,1 dengan 1 dan nilai asli
ssss = (eee == eeee) ? sss : eeee;




Pada subbab ini akan dijelaskan bagaimana implementasi verifier pada sistem
dilakukan. Verifier akan diimplementasikan pada sistem dalam bentuk aplikasi,
yang proses implementasinya akan dijelaskan pada subbab dibawah ini.
5.3.1 Implementasi Aplikasi Verifier
Implementasi aplikasi verifier dilakukan mengikuti perancangan pada bab
sebelumnya, dimana terdapat empat komponen utama dalam aplikasi verifier
yang masing-masing akan diimplementasikan dalam bentuk sebuah fungsi.
Komponen-komponen tersebut adalah penghitungan nilai acak r, penghitungan
nilai coin flip e, verifikator, dan callback function. Masing-masing komponen
tersebut akan diimplementasikan menggunakan bahasa Python sebagaimana
pada kode program dibawah ini.










# Membangkitkan nilai random r antara 1 sampai n-1
# Parameter n dan len
# n = modulus dan len = jumlah round/jumlah generasi
def rand(n, len):
rnd = []














# Membangkitkan nilai coin-flip e
# Nilai random antara 0 atau 1 sebanyak len
# len = jumlah round/jumlah generasi
def coin_flip(len):
coin = []
for _ in range(len):
coin.append(random.randint(0, 1))
Return coin
Pada Kode 5.10 merupakan potongan kode program untuk menghitung nilai
acak r yang didapatkan dengan menggunakan module random dengan batasan
nilai 1 sampai dengan n-1. Pada Kode 5.11 merupakan potongan kode program
untuk menghitung nilai coin flip e yang didapatkan menggunakan module
random dengan batasan nilai 0 dan 1 untuk mensimulasikan pelemparan koin.




# Menghitung nilai y^2 mod n
def ysqmodn(y, n):
return y * y % n











# Melakukan test untuk verifikasi
# test = x * v^e mod n
# Jika nilai test == nilai y^2 mod n, terverifikasi
def test(n, ysqmodn, v, e, x):





















# Melakukan cek untuk menghitung nilai kepercayaan
# Juga menentukan apakah keberhasilan autentikasi
# Nilai Kepercayaan = 1-1/r, r = jumlah round




for i in check:









res = 1-(1 / (2 ** res))
return res, auth
Untuk verifikator, implementasi akan sedikit berbeda dengan yang ada pada
perancangan dengan memisahkan fungsi verifikator menjadi tiga fungsi terpisah.
Fungsi pertama yaitu ysqmodn digunakan untuk menghitung nilai y dikuadratkan
lalu dimodulo dengan nilai n, yang di implementasikan seperti pada Kode 5.12.
Fungsi kedua yaitu test digunakan untuk membandingkan hasil dari fungsi
sebelumnya dengan nilai uji yang didapatkan dengan menghitung nilai x dikalikan
dengan nilai v dipangkatkan dengan nilai e, lalu dimodulo dengan nilai n. Apabila
nilai dari fungsi ysqmodn sama dengan nilai uji maka akan dikembalikan nilai
boolean True dan berlaku sebaliknya, sebagaimana di implementasikan seperti
pada Kode 5.13. Fungsi terakhir yaitu checker digunakan sebagai verifikator
utama, dimana akan dikumpulkan hasil setiap pemanggilan fungsi test dan akan
di cek jumlah nilai True yang ada dan dibandingkan dengan batasan autentikasi
berdasarkan nilai kepercayaan yang diharapkan sesuai dengan parameter
‘threshold’. Fungsi checker juga akan menghitung nilai kepercayaan yang
didapatkan selain hasil keputusan autentikasi berupa nilai boolean True atau
False. Implementasi fungsi checker dapat dilihat pada Kode 5.14.




























def handle_message(client, object, msg):
# Deserialize payload
# Membaca isi elemen "device", disimpan pada variabel "device"
if(payload["device"] == "PRV"):
# Membaca elemen "flag", disimpan pada variabel "flag"
if(flag == "S"):
# Membaca elemen "data" (pesan pembuka autentikasi)
# Membangkitkan bilangan random r sebanyak len




# Membaca semua elemen "data" (x)
# Membangkitkan bilangan coin-flip e sebanyak len




# Membaca semua elemen "data" (y)
# Menghitung nilai y^2 mod n (ysqmodn) untuk tiap nilai y
# Lakukan test menggunakan method test
# Hasil test disimpan ke sebuah list
# Pengecekan hasil test
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# Dihasilkan nilai kepercayaan dan status auth
# Serialize JSON
# Publish
Sedangkan untuk callback function, tidak terdapat perbedaan berarti dengan
callback function pada aplikasi prover secara fungsionalitas, namun terdapat
perubahan flag yang ada dalam seleksi kondisi, dimana flag E akan diganti
dengan flag S serta device akan diganti dari PRV menjadi VRF. Selain dari
pergantian tersebut, fungsionalitas seperti serialization dan deserialization JSON
serta publish tetap dilakukan identik dengan callback function yang ada pada
aplikasi prover. Implementasi callback function pada aplikasi verifier dapat dilihat
pada Kode 5.13.
Modifikasi juga dilakukan pada verifer untuk mengakomodasi kunci diatas
delapan bit. Seperti pada prover, terdapat type casting dari tipe data “String” ke
“Int” untuk mengakomodasi pengiriman dan penerimaan data ke prover. Selain
type casting, perubahan formula penghitungan juga dilakukan pada salah satu
dari tiga fungsi verifikator, yaitu fungsi test.
Pada Kode 5.16, modifikasi yang dilakukan adalah menggantikan fungsi
perpangkatan “pow()” dengan ternary operator untuk mengecek nilai e. Apabila
nilai e bernilai 0, maka nilai V sama dengan satu, jika nilai e bernilai satu maka
nilai V tetap. Lalu nilai x akan dikalikan dnegan nilai V, lalu dimodulo dengan nilai
modulo n.


















# Melakukan test untuk verifikasi
# test = x * v^e mod n
# Jika nilai test == nilai y^2 mod n, terverifikasi
def test(n, ysqmodn, v, e, x):
vv = v if e == 1 else 1










BAB 6 PENGUJIAN DAN ANALISIS
Dalam bab pengujian dan analisis akan dijelaskan mengenai tujuan pengujian,
proses pengujian, serta analisis dari hasil pengujian. Terdapat tiga pengujian yang
dilakukan sesuai pada perancangan pengujian pada bab perancangan, yaitu
pengujian fungsional, pengujian resistensi serangan, dan pengujian performa.
Ketiga pengujian tersebut akan dijelaskan lebih detail pada subbab-subbab
berikut.
6.1 Pengujian Fungsional
Pengujian fungsional dilakukan untuk menguji apakah fungsionalitas sistem
sesuai dengan kebutuhan fungsional yang dijelaskan pada bab perancangan.
Pada subbab dibawah ini akan dijelaskan secara detail pengujian yang dilakukan
untuk setiap kebutuhan fungsional pada sistem.
6.1.1 Fungsionalitas Sistem Dapat Melakukan Proses Autentikasi
Tabel 6.1 Keterangan Pengujian FFS-F-01
Kode FFS-F-01
Nama Kasus Uji Sistem dapat melakukan proses autentikasi.
Tujuan Pengujian Mengetahui apakah sistem mampu melakukan proses
autentikasi menggunakan protokol Feige-Fiat-Shamir-
Identification Scheme.
Prosedur Pengujian 1. Provermengirim pesan dengan flag S berisi pesan
“start” untuk memulai proses autentikasi.
2. Verifiermenerima pesan S dari prover.
3. Verifiermembangkitkan bilangan random r.
4. Verifiermengirim pesan A1 ke prover berisi
bilangan random r sebagai balasan pesan
sebelumnya.
5. Provermenerima pesan A1 dari verifier.
6. Provermenghitung bilangan x.
7. Provermengirim pesan A1 ke verifier berisi
bilangan x sebagai balasan pesan sebelumnya.
8. Verifiermenerima pesan A1 dari prover.
9. Verifiermembangkitkan bilangan coin flip e.
10. Verifiermengirim pesan A2 ke prover berisi
bilangan coin flip e sebagai balasan pesan
sebelumnya.
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Tabel 6.1 Keterangan Pengujian FFS-F-01 (Lanjutan)
11. Provermenerima pesan A2 dari verifier.
12. Provermenghitung bilangan y.
13. Provermengirim pesan A2 ke verifier berisi
bilangan y sebagai balasan pesan sebelumnya.
14. Verifiermenerima pesan A2 dari prover.
15. Verifiermelakukan tes autentikasi serta
menghitung nilai kepercayaan.
16. Verifiermencetak status autentikasi auth dan
nilai kepercayaan conf.
17. Verifiermengirim pesan E ke prover berisi status
autentikasi auth dan nilai kepercayaan conf
sebagai balasan pesan sebelumnya.
18. Provermenerima pesan E dari verifier.
19. Provermencetak status autentikasi auth dan nilai
kepercayaan conf.
Hasil yang Diharapkan 1. Prover dan Verifiermampu menyelesaikan setiap
tahapan dalam proses autentikasi.
2. Didapatkan hasil akhir autentikasi berupa status
keberhasilan autentikasi (berhasil/tidak berhasil)
dan tingkat kepercayaan pada prover dan verifier .
Hasil Pengujian Sistem dapat melakukan proses autentikasi dengan
hasil akhir berupa status keberhasilan autentikasi dan
nilai tingkat kepercayaan.
Gambar 6.1 Tampilan log autentikasi pada prover
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Gambar 6.2 Tampilan log autentikasi pada verifier
Secara umum pengujian fungsional bahwa sistem dapat melakukan proses
autentikasi dijelaskan pada Tabel 6.1, dimana terdapat tujuan pengujian,
prosedur pengujian, parameter keberhasilan dan hasil pengujian. Pengujian
fungsional bahwa sistem dapat melakukan proses autentikasi dilakukan sesuai
dengan skenario yang sudah dijelaskan pada bab perancangan dan juga pada
prosedur pengujian pada Tabel 6.1. Parameter keberhasilan dalam pengujian ini
juga sudah terpenuhi oleh hasil pengujian yang dilakukan, dimana dapat dilihat
pada Gambar 6.1 dan Gambar 6.2 terdapat log dari prover dan verifier bahwa
prover dan verifier mampu menyelesaikan seluruh tahap autentikasi serta
berhasil mendapatkan status autentikasi dan nilai kepercayaan.
Untuk validasi hasil pengujian fungsional pada Tabel 6.1, dilakukan pengujian
tambahan untuk menguji kebenaran pada proses autentikasi, dimana akan
dihitung nilai true positive, true negative, false positive, dan false negative
dijelaskan dalam Subbab berikut.
6.1.2 Validasi
Skenario yang digunakan adalah dengan melihat setiap ronde autentikasi
dalam satu sesi, yaitu sebanyak 20 ronde, apakah bernilai benar ketika prover
jujur (true positive), bernilai salah ketika prover bohong (true negative), bernilai
benar ketika prover berbohong (false positive), dan bernilai salah ketika prover
jujur (false negative). Skenario tersebut dijalankan pada dua sistem, yaitu sistem
dimana prover jujur (kunci benar) dan prover bohong (kunci salah).
Proses validasi pada skenario tersebut dibandingkan dengan penghitungan
secara manual. Hasil penghitungan manual akan dibandingkan dengan hasil dari
sistem untuk mengetahui apakah sistem berjalan valid. Hasil manualisasi
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penghitungan dan perbandingan pada skenario prover jujur (kunci benar)
terdapat pada tabel 6.2, dan hasil manualisasi penghitungan dan perbandingan
pada skenario prover bohong (kunci salah) terdapat pada tabel 6.3.
Tabel 6.2 Hasil Manualisasi dan Perbandingan (Kunci Benar)
RND S V r x e y test RES CASE
1 7638 15617 1293 14830 1 6656 18048 TRUE TRUE
2 16533 4790 2949 10908 0 2949 10908 TRUE TRUE
3 8458 12812 13902 13487 1 7603 10243 TRUE TRUE
4 6181 2279 7183 9392 1 4581 8793 TRUE TRUE
5 15819 12683 612 10364 1 12249 14050 TRUE TRUE
6 14372 9697 17965 4909 1 7569 4247 TRUE TRUE
7 7875 13980 10873 9301 0 10873 9301 TRUE TRUE
8 10136 3318 10484 4732 0 10484 4732 TRUE TRUE
9 16280 6405 8931 7341 1 16024 3467 TRUE TRUE
10 17753 7637 3172 10216 0 3172 10216 TRUE TRUE
11 2513 14855 2940 12534 1 13575 5545 TRUE TRUE
12 7337 5765 3698 245 1 816 10332 TRUE TRUE
13 9509 13396 14998 4227 0 14998 4227 TRUE TRUE
14 17681 5649 10349 14672 0 10349 14672 TRUE TRUE
15 12091 10429 9218 8330 0 9218 8330 TRUE TRUE
16 15803 16583 11712 2547 0 11712 2547 TRUE TRUE
17 5760 802 11937 6544 0 11937 6544 TRUE TRUE
18 15486 3666 5154 14994 0 5154 14994 TRUE TRUE
19 6710 11452 15385 17643 0 15385 17643 TRUE TRUE
20 8105 11162 9659 11574 0 9659 11574 TRUE TRUE
Tabel 6.3 Hasil Manualisasi dan Perbandingan (Kunci Salah)
RND S V r x e y test RES CASE
1 1137 877 8179 726 0 697 726 FALSE FALSE
2 1010 54 2068 661 0 821 661 FALSE FALSE
3 666 871 7127 78 0 892 78 FALSE FALSE
4 765 382 15168 465 0 204 465 FALSE FALSE
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Tabel 6.3 Hasil Manualisasi dan Perbandingan (Kunci Salah) (Lanjutan)
5 520 1048 7518 49 0 36 49 FALSE FALSE
6 822 1057 77693 236 0 379 236 FALSE FALSE
7 1067 1225 4047 111 1 1035 4015 FALSE FALSE
8 159 341 413 977 1 823 484 FALSE FALSE
9 1126 924 2581 87 0 87 87 FALSE FALSE
10 1062 556 7408 488 1 1220 12220 FALSE FALSE
11 440 315 17468 100 0 10 100 TRUE TRUE
12 801 643 8805 788 0 76 788 FALSE FALSE
13 942 747 10410 59 1 1059 7377 FALSE FALSE
14 857 1213 16331 683 0 120 683 FALSE FALSE
15 911 666 8401 342 1 472 15963 FALSE FALSE
16 262 59 14969 25 1 63 13977 FALSE FALSE
17 690 993 10712 498 0 736 498 FALSE FALSE
18 898 842 9061 488 0 332 488 FALSE FALSE
19 1019 857 9735 719 1 80 3520 FALSE FALSE
20 577 1227 6651 970 1 608 10994 FALSE FALSE
Pada tabel 6.2, didapatkan hasil bahwa sistem dan penghitungan manual
mendapatkan hasil yang sama dan memiliki hasil “TRUE”, menandakan bahwa
semua ronde bernilai true positive. Sedangkan pada tabel 6.3, didapatkan asil
bahwa sistem dan penghitungan manual mendapatkan hasil yang sama, namun
terdapat satu nilai yang memiliki nilai “TRUE”, baik pada hasil dari penghitungan
manual dan sistem. Hasil yang seharusnya didapatkan pada tabel 6.3 adalah
“FALSE”, namun hasil pada ronde 11 bernilai “TRUE”. Hal ini menunjukkan
sebuah anomali dimana nilai acak yang digunakan secara kebetulan komplemen
dengan hasil penghitungan, menghasilkan hasil yang berbeda. Anomali tersebut
merupakan alasan mengapa proses autentikasi dilakukan sebanyak n kali dalam
bentuk ronde, sehingga walau terdapat anomali tersebut, hasil autentikasi tetap
sesuai, dimana pada skenario kunci salah, autentikasi tetp gagal. Untuk skenario
pada tabel 6.3, didapatkan 19 nilai true negative dan satu true positive. Hasil
pengujian validasi digambarkan dalam bentuk confusion matrix pada tabel 6.4,
dimanan didapatkan 21 true positive dan 19 true negative.
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6.2 Pengujian Resistensi Serangan
Pengujian resistensi serangan dilakukan dengan tujuan untuk menguji
resistensi sistem terhadap serangan yang mungkin ditujukan pada sistem.
Pengujian resistensi serangan dilakukan mengikuti perancangan pengujian
resistensi serangan dengan menggunakan dua jenis serangan, yaitu sniffing dan
bruteforce. Kedua serangan tersebut akan dikombinasikan untuk menguji apakah
kunci rahasia dapat diekstraksi dari sistem.
6.2.1 Pengujian Resistensi Serangan Sniffing
Serangan sniffing dilakukan untuk mencuri dengar atau mengintai komunikasi
yang terjadi antara prover dan verifier. Dengan melakukan sniffing, sistem dapat
diuji apakah terdapat informasi rahasia yang bocor. Namun dalam pengujian ini,
serangan sniffing tidak berdiri sendiri, namun menjadi pendukung untuk
serangan selanjutnya, yaitu serangan bruteforce.
Dalam pengujian resistensi serangan sniffing, sistem tidak memiliki
mekanisme pertahanan khusus untuk sniffing, sehingga sniffing masih dapat
dilakukan. Namun tidak terdapat indikasi adanya informasi rahasia yang bocor.
Kode program yang digunakan untuk serangan sniffing dijelaskan pada Kode 6.1.
Sniffing yang dilakukan menggunakan script pada Kode 6.1 akan menangkap
seluruh pesan yang ada dalam topik “/auth/nmcu/test”. Cara kerja script Kode
6.1 untuk melakukan sniffing dimulai dengan subscribe ke topik tersebut, lalu
menggunakan library json untuk melakukan deserialization pada payload yang
masuk dan ditampilkan seperti pada Gambar 6.3. Pada Gambar 6.3 akan
ditampilkan seluruh payload yang ada dalam topik “/auth/nmcu/test”.
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import paho.mqtt.client as mqtt_client
def handle_message(client, object, msg):
payload = msg.payload.decode('ascii')
payload = json.loads(payload) #Deserialization
print(payload) #Cetak payload
spy = mqtt_client.Client()
spy.connect("127.0.0.1", 1883) #Koneksi Broker
spy.subscribe("auth/nmcu/test/") #Subscribe
spy.on_message = handle_message
spy.loop_forever() #Loop untuk subsscribe
Gambar 6.3 Hasil serangan sniffing
Berdasarkan sniffing yang dilakukan dengan menangkap seluruh payload,
didapatkan data apa saja yang dapat dimanfaatkan untuk serangan bruteforce.
Untuk mendukung serangan bruteforce, script pada Kode 6.1 dimodifikasi agar
secara spesifik hanya mendapatkan data tertentu dari komunikasi sistem yang
dibutuhkan untuk melakukan bruteforce. Modifikasi script tersebut dijelaskan
pada Kode 6.2. Pada Kode 6.2, terdapat modifikasi pada metode
“handle_message()” yang diubah untuk menangkap nilai r dan e yang didapatkan
dari flag A1 dan A2 dari pihak prover serta nilai x dan y yang didapatkan dari flag
yang sama namun dari pihak verifier.















import paho.mqtt.client as client

























print("r = " + str(data))
elif(flag == "A2"):
print("e = " + str(data))
elif(device == "PRV"):
if(flag == "A1"):
print("x = " + str(data))
elif(flag == "A2"):






Gambar 6.4 Hasil serangan sniffingmodifikasi
Hasil sniffing yang dilakukan menggunakan script Kode 6.2 dapat dilihat pada
Gambar 6.4. Pada Gambar 6.4 ditampilkan nilai e, r, x, dan y yang berhasil
didapatkan saat proses sniffing, yang selanjutnya digunakan dalam serangan
bruteforce.
6.2.2 Pengujian Resistensi Serangan Bruteforce
Serangan bruteforce dilakukan untuk mencoba seluruh kombinasi yang
mungkin berdasarkan jumlah percobaan tertentu untuk menebak kunci rahasia
suatu sistem. Pada pengujian ini, serangan bruteforce memiliki fokus untuk
mendapatkan kunci privat S dan modulus n. Kunci privat digunakan secara
langsung dalam proses autentikasi menggunakan Feige-Fiat-Shamir Identification
Scheme, sedangkan nilai modulus n digunakan sebagai dasar dalam
pembentukan kunci privat tersebut. Untuk melakukan serangan bruteforce pada
sistem, terlebih dahulu dilakukan serangan sniffing untuk mendapatkan data
yang diperlukan. Data yang diperlukan untuk serangan bruteforce adalah nilai r, e,
x dan y. Data yang diperlukan tersebut dipilih berdasarkan tahapan
penghitungan nilai x dan y seperti pada Persamaan 6.1 dan Persamaan 6.2.
nrx mod2 (6.1)
nSry e mod* (6.2)
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Dengan menggunakan nilai x dan nilai r serta menggunakan Persamaan 6.1,
nilai n dapat ditemukan dengan melakukan bruteforce. Serangan yang sama juga
dapat dilakukan untuk mendapatkan nilai S menggunakan nilai y, r, e, dan n
menggunakan Persamaan 6.2. Dengan menggunakan nilai yang didapatkan dari
serangan sniffing, serangan bruteforce dilakukan dengan menggunakan script
pada Kode 6.3.























































coprime = not not_coprime
return coprime






test = max(r) * 2
print("Using max(r) * 2 as param. for test")





for i in range(len(r)):
for j in range(1, test + 1):
n_test = (r[i] ** 2) % j





n_pos = sorted(n_pos.items(), key=lambda kv: kv[1],
reverse=True)
n_pos = n_pos[0][0]
print("n found, n = " + str(n_pos))
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for i in range(len(y)):
for j in range(1, test + 1):
sanity = (r[i] ** 2) % n_pos
if(y != sanity):
s_test = (r[i] * j) % n_pos
if (s_test == y[i] and coprime(j, n_pos)):
s_pos.append(j)
break
s_pos = [i for i in s_pos if i != 1]
print("s found, s = " + str(s_pos))
v_pos = []
for i in s_pos:
v_pos.append((i ** 2) % n_pos)
ed = time.time()
print("v found, v = " + str(v_pos))
print("Attack stop...")
print('Exec Time: {}s'.format(ed - st))
Script pada Kode 6.3 menggunakan jumlah pengujian sebanyak nilai
maksimum dari nilai r dikalikan dua. Jumlah pengujian tersebut dipilih karena
nilai r dibangkitkan dari nilai random antara satu sampai dengan n-1, sehingga
dengan mengalikan nilai maksimum dari r dengan dua diharapkan nilai n berada
pada rentang jumlah percobaan tersebut.
Untuk bruteforce nilai n dilakukan dengan cara menebak nilai n dimulai dari
satu sampai dengan nilai uji yang ditentukan, lalu apabila nilai tersebut sesuai
akan ditambahkan ke dictionary. Setelah semua nilai uji telah dicoba, maka data
yang ada dalam dictionary akan diurutkan berdasarkan nilai terbanyak yang
masuk dan nilai tersebut adalah nilai n yang didapatkan dari hasil bruteforce.
Perlunya dilakukan perhitungan dan pengurutan nilai menggunakan dictionary
dilakukan karena nilai modulo bisa muncul di bilangan selain bilangan tersebut,
sehingga dengan adanya pengurutan nilai terbanyak maka akan didapatkan nilai
yang sesuai dari jumlah data yang digunakan.
Proses bruteforce nilai S tidak jauh berbeda dengan proses bruteforce n,
namun menggunakan nilai y, r, e, dan n serta Persamaan 6.2, dengan tambahan
pengecekan terhadap nilai yang dihasilkan apakan koprima dengan nilai n atau
tidak, dikarenakan nilai S adalah nilai koprima dengan nilai n. Selain pengecekan
koprima, juga terdapat pengecekan awal untuk menentukan jumlah nilai S yang
dapat ditemukan berdasarkan nilai e. Apabila nilai e sama dengan nol, maka
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Persamaan 6.2 akan menjadi Persamaan 6.3, dikarenakan S0 = 1.Perubahan




Hasil serangan bruteforce dapat dilihat pada Gambar 6.5. Pada gambar
tersebut diperlihatkan nilai n dan nilai S yang didapatkan. Selain itu juga
didapatkan nilai V menggunakan Persamaan 6.4, serta waktu eksekusi untuk
mengetahui waktu yang diperlukan program untuk melakukan serangan
bruteforce.
Gambar 6.5 Hasil serangan bruteforce
6.2.3 Analisis Hasil Pengujian Resistensi Serangan
Berdasarkan hasil pengujian menggunakan serangan-serangan yang dilakukan
dalam pengujian resistensi serangan, sistem berhasil diserang menggunakan dua
metode, yaitu sniffing dan bruteforce.
Serangan sniffing dilakukan untuk menguji apakah sistem dapat
membocorkan rahasia, dan tidak ditemukan adanya informasi rahasia yang dapat
diambil secara langsung. Namun sniffing dapat membantu proses serangan aktif
dalam proses pengumpulan data dan pengintaian.
Serangan bruteforce dilakukan sebagai bentuk serangan aktif berdasarkan
serangan sniffing yang dilakukan untuk mengumpulkan data, lalu diolah untuk
mencari celah pada protokol autentikasi. Serangan bruteforce berhasil dilakukan
secara terbatas dengan mendapatkan nilai modulus n dan sebagian kunci privat S
dalam waktu yang singkat, yaitu 0.8310079574584961 detik seperti pada
Gambar 6.5. Salah satu penyebab mengapa serangan berhasil dilakukan secara
singkat adalah panjang kunci yang digunakan hanya sebesar 8 bit. Penggunaan
ukuran kunci yang kecil dikarenakan keterbatasan pada tipe data unsigned long
yang hanya mampu menampung nilai sebesar 32 bit, sedangkan dalam proses
perpangkatan bilangan, diperlukan ukuran yang lebih besar dari ukuran tersebut.
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Namun serangan bruteforce juga masih memiliki keterbatasan yaitu tidak dapat
mendapatkan seluruh kunci privat dikarenakan pengaruh nilai e yang sudah
dijelaskan pada subbab pengujian serangan bruteforce. Pada pengujian yang
dilakukan pada subbab pengujian serangan bruteforce, sembilan dari 20 kunci
berhasil didapatkan, dengan 9 kunci tersebut bernilai sama dengan nilai kunci
privat yang digunakan.
Namun saat sistem sudah dimodifikasi menggunakan kunci sebesar 20 bit,
sistem menjadi lebih resisten pada serangan bruteforce menggunakan script yang
sama. Dibutuhkan 11,942113973214287 bulan untuk mendapatkan nilai n,
ditambah 4,776845589285714 bulan untuk mendapatkan delapan dari 20 kunci
privat S, menghasilkan total waktu yang dibutuhkan sebanyak 16,7189595625
bulan, dengan asumsi kecepatan serangan 10.000 kunci/detik dan jumlah
percobaan sebanyak 14.445.181.062 kali (diambil dari nilai terbesar dari nilai
acak r dikalikan dua).
Berdasarkan hasil analisis tersebut, sistem ini resisten terhadap serangan
yang dilakukan secara terbatas. Diperlukan modifikasi dan perubahan pada
sistem untuk meningkatkan keamanan sistem, dengan penambahan panjang
kunci dari 8 bit menjadi 20 bit terbukti signifikan untuk menahan serangan
bruteforce. Modifikasi dan perubahan lebih lanjut diperlukan agar sistem lebih
resisten terhadap serangan bruteforce, yang akan dijelaskan lebih lanjut pada
bab penutup bagian saran.
6.3 Pengujian Kinerja
Pengujian kinerja dilakukan untuk mengetahui kinerja sistem saat melakukan
proses autentikasi. Pengujian kinerja perlu dilakukan dengan pertimbangan
sumber daya yang terbatas pada perangkat IoT. Pengujian kinerja akan dilakukan
sesuai dengan perancangan pengujian kinerja yang sudah dijelaskan pada bab
perancangan. Metrik pengujian yang akan dipakai adalah penggunaan memori
dinamis, waktu eksekusi proses autentikasi, dan jumlah ronde eksekusi .
6.3.1 Pengujian Penggunaan Memori dan Waktu Eksekusi
Pengujian penggunaan memori dan waktu eksekusi bertujuan untuk
mengetahui untuk mengetahui jumlah alokasi memori yang digunakan dalam
proses autentikasi serta lama proses autentikasi dilakukan berdasarkan jumlah
ronde yang dilakukan dalam proses autentikasi. Penggunaan memori yang akan
digunakan sebagai metrik dalam pengujian ini adalah penggunaan memori pada
SRAM pada perangkat, sedangkan untuk waktu eksekusi akan dihitung dari pihak
verifier menerima pesan dengan flag S hingga pesan dengan flag E dikirimkan
dari verifier ke prover.
Metrik penggunaan memori pada perangkat dapat diketahui menggunakan
log yang ditampilkan oleh Arduino IDE pada saat kompilasi kode program seperti
pada Gambar 6.6, penggunaan memori SRAM dapat dilihat pada bagian yang
ditandai.
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Gambar 6.6 Tampilan log penggunaan memori pada Arduino IDE
Metrik waktu eksekusi dihitung menggunakan library bawaan dari Python,
yaitu time. Insialisasi waktu dilakukan pada dua variabel didalam callback
function dengan letak yang berbeda. Letak inisialisasi variabel waktu pertama
terletak pada seleksi kondisi untuk flag S dan letak inisialisasi variabel waktu
pertama terletak pada seleksi kondisi untuk flag E. Berdasarkan kedua variabel
tersebut, maka akan dihitung waktu eksekusi dengan menggunakan nilai variabel
waktu kedua dikurangi dengan variabel waktu pertama. Hasil waktu eksekusi
akan ditampilkan pada log verifier dibagian yang ditandai pada Gambar 6.7.
Gambar 6.7 Tampilan log pada verifiermenunjukkan waktu eksekusi
Kedua metrik percobaan tersebut akan dicatat sebagai variabel terikat dalam
pengujian ini dengan variabel bebas berupa jumlah ronde autentikasi dimulai
dari satu sampai dengan 20 ronde. Hasil pengujian ini didapatkan sebagaimana
pada Tabel 6.3. Data yang ada pada Tabel 6.3 merupakan data mentah sebelum
diolah dengan metode statistik, yang akan dijelaskan pada subbab analisis hasil
pengujian kinerja.
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6.3.2 Analisis Hasil Pengujian Kinerja
Hasil pengujian kinerja yang didapatkan seperti pada Tabel 6.3 akan diolah
menggunakan metode statistik untuk menginterpretasikan data yang didapat.
Tujuan pengolahan data pengujian kinerja adalah mengetahui korelasi antara
jumlah ronde autentikasi dengan penggunaan memori dan waktu eksekus. Data
pada Tabel 6.2 akan dipisah untuk data penggunaan memori dan data waktu
eksekusi lalu dilakukan tes normalisasi. Tes normalisasi dilakukan untuk
mengetahui apakah data pengujian memiliki distribusi yang normal atau tidak.
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Berdasarkan jenis distribusi tersebut, akan dipilih metode korelasi yang sesuai
dengan tipe distribusi masing-masing data tersebut.
Berdasarkan hubungan skewness dan normalitas data oleh (Bulmer, 2012),
dilakukan tes normalitas menggunakan skewness dengan alat bantu SPSS.
Berdasarkan hasil tes normalisasi, didapatkan nilai skewness untuk data
penggunaan memori sebesar 0, simetris sempurna. Nilai skewness untuk data
waktu eksekusi sebesar 3,901, sangat miring. Berdasarkan nilai skewness, data
penggunaan memori memiliki distribusi yang normal dan data waktu eksekusi
memiliki distribusi yang tidak normal.
Setelah dilakukan tes normalitas, dilakukan tes korelasi sesuai dengan jenis
distribusi data. Untuk data penggunaan memori, digunakan metode korelasi
Pearson. Alasan penggunaan metode korelasi Pearson pada data penggunaan
memori karena distribusi data penggunaan memori bersifat normal. Sedangkan
untuk data waktu eksekusi, digunakan metode korelasi Spearman dengan alasan
distribusi data waktu eksekusi bersifat tidak normal. Alasan perbedaan
penggunaan metode berdasarkan normalitas distribusi dikarenakan pada saat
distribusi data tidak normal, menurut (Kowalski, 1972) metode Pearson tidak
kuat untuk menilai korelasi data tersebut, sehingga dibutuhkan alternatif metode
selain metode korelasi Pearson, salah satunya adalah metode korelasi Spearman.
Hasil tes korlasi untuk data penggunaan memori dan data waktu eksekusi
dapat dilihat pada Tabel 6.4 dan Tabel 6.5. Hasil tes korelasi pada data
penggunaan memori menunjukkan korelasi signifikan antara jumlah ronde
dengan penggunaan memori, ditunjukkan dengan nilai Sig. (2-tailed) bernilai 0,
dimana nilai tersebut < 0,05, menunjukkan korelasi signifikan seperti pada Tabel
6.4. Sedangkan hasil tes korelasi pada data waktu eksekusi menunjukkan tidak
ada korelasi signifikan antara jumlah ronde dengan waktu eksekusi, ditunjukkan
dengan nilai Sig. (2-tailed) bernilai 0,446, dimana nilai tersebut > 0,05,
menunjukkan korelasi tidak signifikan seperti pada Tabel 6.5.
Tabel 6.6 Hasil pengujian korelasi Pearson pada data penggunaan memori
Ronde Memori
Ronde








Tabel 6.7 Hasil pengujian korelasi Spearman pada data waktu eksekusi
Ronde Waktu Eksekusi
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Dalam bab penutup akan dijelaskan mengenai kesimpulan pada penelitian ini
serta saran untuk keberlanjutan penelitian ini. Kesimpulan penelitian ini
mencakup seluruh tahapan penelitian, yaitu tahapan perancangan, tahapan
implementasi, dan tahapan pengujian. Sedangkan saran akan berisi masukan
untuk keberlanjutan dari penelitian ini.
7.1 Kesimpulan
Berdasarkan bab perancangan, bab implementasi, dan bab pengujian,
penelitian ini dapat disimpulkan dalam poin-poin berikut :
1. Sistem dapat melakukan autentikasi menggunakan protokol Feige-Fiat-
Shamir Identification Scheme. Setiap tahapan autentikasi berhasil
dilakukan dan didapatkan hasil keluaran berupa status autentikasi dan
nilai kepercayaan setiap proses autentikasi dilakukan.
2. Sistem autentikasi resisten secara terbatas untuk serangan sniffing dan
serangan bruteforce. Serangan sniffing tidak dapat mendapatkan
informasi rahasia yang bocor, namun dapat digunakan sebagai pengintai
untuk serangan lainnya. Serangan bruteforce berhasil dilakukan pada
sistem, dengan kasus uji panjang kunci sebesar 20 bit, untuk
mendapatkan nilai modulus n dan delapan dari 20 kunci privat
dibutuhkan waktu selama 16,7189595625 bulan dengan asumsi 10.000
kunci/detik.
3. Pengujian kinerja pada sistem dengan metrik jumlah ronde autentikasi,
penggunaan memori dan waktu eksekusi didapatkan hasil bahwa
terdapat korelasi signifikan antara jumlah ronde dengan penggunaan
memori, dibuktikan dengan hasil tes korelasi dengan hasil nilai korelasi 0
(< 0,05). Didapatkan juga hasil bahwa tidak terdapat korelasi signifikan
antara jumlah ronde dengan waktu eksekusi, dibuktikan dengan hasil tes
korelasi dengan hasil nilai korelasi 0,446 (> 0,05).
7.2 Saran
Berdasarkan kesimpulan penelitian, perancangan penelitian, dan
implementasi penelitian, berikut merupakan saran-saran untuk keberlanjutan
dari penelitian ini:
1. Penggunaan perangkat dan protokol komunikasi IoT yang berbeda dari
penelitian ini. Penggunaan media komunikasi yang berbeda juga
diharapkan untuk penelitian selanjutnya.
2. Implementasi panjang kunci masih terbatas pada 20 bit. Diharapkan
pada penelitian selanjutnya dapat menggunakan panjang kunci yang
lebih panjang untuk meningkatkan keamanan dan menguji kinerja.
3. Pengujian serangan menggunakan serangan yang lebih rumit seperti
ping-pong attack atau menggunakan serangan pada sisi perangkat.
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4. Pengujian kinerja pada sistem menggunakan metrik yang lebih
bervariasi, seperti penggunaan energi atau penggunaan memori yang
lebih detail pada perangkat.
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