Abstract-Over the last decade, air traffic flow at airports experienced an increase never seen before. Whereas several improvements have been achieved in enlarging the en-route traffic capacity, little has been done in order to decrease congestion on the airport surface. Aircraft taxiing is an expensive process, responsible for causing delays for both passengers and airlines and pollution problems. This paper presents an optimization solution for aircraft taxi-scheduling problem using Ant Colony Optimization, a method for search and optimization inspired by the behavior of real ants in nature. The simulations presented were based on real data from Brasilia International Airport. However, the developed model can be used in any airport for optimal taxiing routes searching. The paper has shown the optimization of taxiing to be efficient in achieving minimization of aircraft taxi time and complies with security constraints at airports.
I. INTRODUCTION
The increased demand at airports in the past decade has caused many problems both for passengers and airlines. The Air Traffic Flow Management (ATFM) is a problem that have been studied by scientists since the 1970's, who try to create more efficient air traffic control systems [1] . The air traffic bottleneck is located in airports, and it is important that their operators put effort into optimizing the use of their resources (consisting of runways, terminal gates, hangars).
Taxiing is defined as the movement of an aircraft on the ground, under its own power, excluding takeoff and landing [2] . This process is responsible for most of delays at airports. In Europe, for example, it is estimated that aircraft spend 10-30% of their flight time taxiing, and that a medium range A320 expends as much as 5-10% of its fuel on the ground [3] .
In Brazil there isn't a system that automates this process, which is performed by air traffic controllers, professionals constantly suffering great pressure because of the responsibility they carry. Service quality at airports could not meet the increasing demand and has made it rather difficult for controllers to manage taxiing, a task that is performed mainly visually.
This paper presents a system to solve the problem of taxiing using the Ant Colony Optimization, an efficient search method inspired by the behavior of real ants in nature.
When ants leave the nest searching for food, they lay down on the ground a substance called pheromone. Other ants perceive the presence of pheromone through smell and tend to follow the path where its concentration is higher. The ants that chose the shortest route will return to the nest faster, causing this path to get larger amount of pheromone, while on the paths traveled down less frequently, the substance will evaporate over time [4] .
Through this mechanism, ants are able to carry food to the nest with an incredible efficiency, making this an astonishing ability to find what computer scientists call a shortest path. This method is used for computational problems involving graph traversal and, in the case of taxiing problem, will apply to traversing the airport.
II. RELATED WORKS
Aircraft taxiing management is a subject that has been studied by researchers all over the world, due to the impact that correct management has on avoiding delays, not only for the comfort of millions of passengers that every year use this means of transportation, but also to mitigate operating costs and reduce environmental impact from airports. In this section, some researches in this field are presented.
A. Optimization of the Taxi with the Method of Ant Colony
Ground operations optimization at an airport has NP-hard complexity [5] due to the challenge of efficiently manage traffic, reducing delays and avoiding conflicts in these operations. The ground operations are generally classified as management takeoff and landing and taxi planning and scheduling.
In 2011, Changyou Liu and Wang Yongcheng [5] , from the University of China, proposed a pioneer model that applies the ant colony for the taxiing optimization problem. In this model, it is applied the first method proposed with ant colony, Ant System. According to flight schedules, it is necessary specify routes to all landings and takeoffs in order to ensure that the taxiing will be calculated using the shortest time possible or shortest distance traveled, under certain security conditions. The taxi routes are represented by a graph G = (V, E), where V is the set of vertices (including garages) and E is a set of edges that connect two nodes. The distance between a node i and a node j is represented as S ijk , where k represents the aircraft. In this model, each artificial ant has a constant amount of pheromone.
When the ant goes from the starting point to its destination, i.e., follows a path between vertices S 1 and S 2 , pheromone will be deposited on the route. If this route is a good choice, the distribution of pheromone will be higher. If, on the other hand, the route is bad, distribution of the pheromone element will be lower. In this case, the tracks on the route will reduce until no ants choose this path.
B. Optimization of the Taxi Using Genetic Algorithms
Genetic algorithms are global optimization heuristic techniques inspired by the biological process of natural evolution and genetics. In this algorithm, first of all, it is created a population consisting of a random set of individuals that might be seen as possible solutions for the problem. During the process of evolution, is population is evaluated: for each individual is assigned a score, or index, reflecting its ability to adapt to a particular environment (fitness). A percentage among those better adapted is kept, while the others are rejected, a characteristic that goes back to the process of natural selection [6] .
Individuals chosen by selection may change in their fundamental features through mutation and crossover or genetic recombination generating offspring for the next generation. This process, called reproduction, is repeated until a satisfactory solution is found. Using this metaphor for the taxiing problem, genetic recombination represents attempts to determine more optimal paths in the airport [7] .
Using the schedule and points of departure and destination of planes, L feasible routes are generated along the set of vertices of the mesh of possibilities. To ensure the implementation of this algorithm, the gene of each chromosome is one of the series of numbers selected randomly from L taxiing routes for aircraft k. The selection is made for each gene of the chromosome and the length of the chromosome is the total number of flights. For example, the string of chromosome 2 5 2 4 7 5 6 5 8 presents the number of paths for 9 aircrafts. It is important to note that L is the total number of feasible taxiway routes, and the total number of flights N f is the length of the chromosome, while a possible trajectory for the aircraft k is a position of a gene in this algorithm.
The fitness function measures the quality of each generation from the presented population. It is used to assign reproductive features to individuals in population and then works as a quality measure that must be increased, i.e., individuals with a higher fitness value have a higher probability of being selected as candidates for further examination. The chromosomes are crossed with a probability P c and mutation occurs with a probability P m . Therefore, the generations keep evolving so that the best solutions are chosen.
As it is difficult to determine the scope of the optimal solution, the maximum number of generations is adopted to terminate the algorithm. Finally, the best chromosome is found, i.e., the one that presents the best solution among all the non-deterministic solutions found.
In the Translab -Laboratory of Computational Model for Air Transportation -at the University of Brasilia, a model using genetic algorithm was also developed [6] for taxiway sequencing, and now the ant colony approach comes as another alternative for the taxiway arrangement. This research proposes an alternative method for this problem.
III. ANT COLONY OPTIMIZATION
The ACO (Ant Colony Optimization), formulated in the 1990s by Marco Dorigo in his PhD thesis, is a heuristic inspired by the behavior of real ants [8] , regarding their skills in finding the shortest path between nest and food.
The interactions between individuals (ants) are based on simple behavioral rules that exploit only local information that individuals exchange with each other or the environment. The overall behavior of the system is the result of interactions between individuals and those with the environment, i.e., the group self-organizes.
In ACO, a set of software agents called artificial ants search good solutions to a given optimization problem. To apply the ACO, the optimization problem is transformed into the problem of finding the best path in a weighted graph. Incrementally, ants build solutions by moving in the graph. The construction process of solution is random and is based on a model of pheromones, i.e., a set of parameters associated with graph components (nodes or points), whose values are modified at runtime by the ants.
The moment an ant finds a node i, and having constructed a partial solution s p, the probability to go to node j is presented as follows [9] : where d ij is the distance between i and j, which shows that the shorter the path, the greater is its pheromone concentration.
Two important features in this algorithm are the local pheromone update and offline pheromone update.
The local pheromone update is a pheromone decay performed by all ants at each step of the iteration. Each ant applies it only to the last edge traversed:
where φ ε (0,1] is the pheromone decay coefficient, and τ 0 is the initial value of pheromone. The main goal of the local update is to diversify the search performed by subsequent ants during an iteration: by decreasing the concentration of pheromone on the traversed edges, ants encourage the following to choose other routes and thus to produce different solutions.
The offline pheromone update is applied at the end of each iteration by only one ant, which is the best-so-far. The update formula is as follows: á rio se a formiga utilizou arota( ); 0 caso contr
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and the amount of pheromone deposited at the edge (i, j) is given by:
where Q is a constant and L b is the length of the best route found.
IV. PROPOSED SOLUTION FOR TAXI AIRCRAFT SEQUENCING
This section presents the solution to aircraft taxiing using ant colony optimization.
First, the operator must submit to the system a text file containing information regarding the structure of the airport, identification of each node and the distance between adjacent nodes. The map of the airport used is shown in Fig.  1 . In addition, the controller must submit the schedule of flights, informing the starting position of each aircraft and schedules for takeoff or landing, information on which the optimal routes for taxiing will be calculated. 
A. Modeling and Architecture
The modeling of the problem was made so that the airplane trajectory from the gate to the runway (or the opposite way, to the gate) is represented as a weighted graph, where the weight is calculated in time.
The system's basic operation is represented by the diagram in Fig. 2 . This flowchart can be described as follows: 1) First, the input file that represents the airport, including the name of each node and the distance between adjacent nodes is read and then the graph is created. The file containing the scheduled flights is read, with time and nodes of origin and destination of each aircraft. 2) The pheromone values are initialized for each route according to the value of τ inicial . The first scheduled flight is selected and the ant colony is established, in this case featuring a number of 60 ants. The agents start searching through multiple iterations, defined as each move by all the 60 ants on the graph. When the maximum number of iterations is achieved, the best solution is recorded. This process is repeated for each aircraft.
3) With the best routes already calculated for all aircrafts, conflicts are handled. If two aircrafts are less than 150 meters away from each other, the second one to arrive waits until it is safe to proceed. 4) After all conflicts are resolved, the taxiing route of each aircraft is written to an output file.
B. Implementation
This section presents the procedures of data optimization, ant algorithm execution and conflict detection. The main program uses several auxiliary programs for the process of assigning taxiing routes for a group of aircrafts at an airport. The solution was developed using the C language.
1) Entry data optimization
The first program called by the algorithm has the function to read the graph with distances between nodes in meters, in the form of floating point and turn them into seconds, considering that each plane has a constant average speed of 5 m/s. After reading the file, the optimized graph is written to a new file that will be used as input for each time an airplane has chosen a taxi route. This file contains the node's identification, the nodes that have connection and the distances between them.
2) Route calculation for each airplane
Performed individually for each flight, the program Colony.exe is executed several times and each time returns the partial result for each aircraft choice. The main program collects each of these partial results and save them in text file output.txt. This program performs the reading of the graph, i.e., the origin, destination and time of the flight, then calculates the best route using the optimization principle of ant system.
3) Conflicts detection and resolution
Once a solution is calculated for each aircraft, it is necessary to ensure the minimum safety requirements between aircrafts, since none of them should closely approach each other. In this case, we defined a minimum of 30 seconds (which corresponds to approximately 150 meters).
The second safety requirement is to assure that two aircrafts do not collide frontally. A solution set for a group of aircrafts is analyzed and a search for approximation problems is made. This program checks each route assigned to each plane, compares with the ones assigned to previous planes and, in case a conflict occurs, it is solved so that the priority is given to the first plane scheduled.
The main program executes each of the conflict detection programs three times so as to eliminate all the conflicts. In cases of larger aircraft flow, in which more collisions may occur, this amount of executions might have to be higher.
V. SIMULATIONS AND RESULTS
The tests were made in the system by changing properties so that results could be compared. These changes consist of scenery changes (variation in aircraft flow) and algorithm parameters. This section presents the results obtained with the model.
A. Case Study
Using data from Brasilia airport, containing all the nodes with their geographical coordinates, it was possible to calculate the distances between them. The flight schedules used on the tests were obtained from Brasilia airport website, on July 31, 2013, at varying times. Fig. 3 shows flight data used for testing. The output presenting the taxiing routes for all 12 aircrafts is shown in Fig. 4 , following the format [node] [time in seconds]. As noticed, no collisions occur between planes. For the first aircraft, for example, we have the origin node as a16, where the aircraft is at time t = 120s. Then it leaves for node a15, arriving there at t = 163s and so on, until it reaches its destination, the node a5, at t = 494s, spending, therefore, a total time of 374 seconds or 6.2 minutes to complete the path. Table I shows the default values of parameters that were used in the simulations with varied flows.
B. Aircraft Flow Variations
For simulations using low flow of aircrafts, flights were chosen between 6:00 a.m. and 6:45 a.m. The total taxiing time for 6 flights was 32 minutes, an average of 5min 18s per flight.
For medium flow simulations the flights were scheduled to arrive or depart between 12:00 and 12:30. For a group of 12 aircrafts the taxi time was 70 minutes, 5min 48s per aircraft, on average.
Finally, the simulations showed that for high aircraft flow, the results were very close to the average flow. Nineteen flights scheduled to arrive or departure between 9:30 a.m. and 10:00 presented a total time of 113 minutes to complete taxiing, an average of 6 minutes per flight.
The airport website does not inform the reasons for the delays, but they may be caused, for instance, by weather conditions, congested airport or mechanical problems. In order to compare results, we considered that delays over 30 minutes cannot be decreased.
The comparison between simulated data and actual data is presented in Table II .
Increasing in average taxiing time verified along every flow increase is due to greater number of collision between aircraft, which have to be resolved. However, the average time increase from medium flow to high flow was relatively short, which shows that the algorithm maintains its efficiency when the aircraft flow increases, within a given period of time. In this paper, we applied the ant colony methodology to determine the optimal taxiing routes for a set of aircrafts at an airport, avoiding conflicts between them.
The simulations showed that the model may reduce up to 32% the aircraft taxiing time, efficiently avoiding aircraft collision. In addition, it is possible to use the same model for any airport, being only necessary to adapt the airport information.
The developed algorithm presents a linear increase regarding the quantity of planes to be allocated and depends on variables such as number of iterations and parameters. The code performance was considered satisfactory, taking about 4 to 11 seconds to find results for each flight. Therefore, it is concluded that the objective was successfully achieved.
Future work might include: 1) In order to optimize even more airport resources usage, we suggest considering another airport elements in the model, like hangars. 2) Modeling the problem so as conflicts between aircrafts are solved as solutions are constructed. 3) Applying parallel computing and multi-threads can increase significantly the algorithm efficiency, as well as allowing data usage in real time, which provides adaptation to changes (such as delays or flight cancellations).
It should be stressed that this system isn't intended to replace the traffic controller; instead, it should be used as a complementary tool, allowing the traffic controller to make eventual adjustments, if deemed necessary.
