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Het programma X8S simuleert machine-opdrachten van de EL x8 
in ALGOL 60; het is geheel in ALGOL 60 geschreven, 
zonder gebruikmak.ing van Speciale codeprocedures. Het gehele 
opdrachtenrepertoire van .de EL X8 wordt gesimuleerd., inclusief 
de geheugenprotectie en de besturingstoestand; van CHARON is 
alleen de IP-faciliteit geimplementeerd.. Voor het testen van 
machinecodeprogramma's zijn uitgebreide hulpniddelen aanwezig, 
welke toegangelijk zijn via een speciale stuurtaal. 
2. 




Het ALGOL 60 Millisysteem is ongeschik.t om als basis te dienen voor 
het testen van machinecodeprogramma's; dit testen kan daarom alleen 
op speciale tijden geschieden, met alle ongemakken van dien. 
Een in ALGOL 60 geschreven simulator is echter een gewoon ALGOL 
60-programma dat op normale tijden gedraaid kan word.en, zonder 
daarbij de programna's van andere gebruikers in gevaar te brengen. 
Onder een aantal omstandigheden is de werking van het CR□ van 
de ·EL X8 ongedefinieerd (zie Reference Manual A4.4.3), iets wat 
tijdens het testen van een programma zeker ongewenst is. Een 
simulator kan onder deze omstandigheden passende maatregelen nemen. 
Het is vrij omslachtig en bewerkelijk het preciese verloop van een 
machinecodeprogramna van achter de console te volgen; een simulator 
kan echter op elk gewenst ogenblik verslag doen over de inhoud van 
registers en geheugenplaatsen. Anderszijds kan men van achter de 
console onderzoek doen aan onverwachte verschijnselen, terwijl het 
uiteraard niet mogelijk is voor de simulator een stuurprogramna te 
schrijven dat passend reageert op onvoorziene omstandigheden. De 
opbouw van de simulator is echter zodanig dat een fout door 
de simulator waarschijnlijk eerder opgemerk.t wordt dan door de 
EL x8, terwijl als standaardafwerking van niet door de progrannneur 
voorziene fouten de inhouden van alle registers en beschreven 
geheugenplaatsen afgedrukt word.en. 
2.2. De eigenschappen van de geimplementeerde machine. 
Bij het schrijven van het programma deed zich herhaaldelijk de 
vraag voor, wat er precies geimplementeerd moest word.en. Het is 
duidelijk dat de simulator betere eigenschappen moet hebben dan de 
EL X8 wat betreft de afwerking van "undefined" situaties; echter 
moeten deze eigenschappen niet zo zijn dat als het ware een 
nieuwe betere machine ontstaat waarop een incorrect programna de 
schijn van correctheid zou kunnen ophouden. Zo bevat de instructie 
F == M[56] een fout adres waarop door de machine niet gereageerd 
wordt. De simulator moet reageren, mag echter geen adresingreep (de 
normale reactie op een fout adres) geven; dit soort fouten wordt 
door de simulator behandeld alsof de EL x8 erdoor in een statische 
stop raakt. 
We kunnen de afloop van een programma Pop een (al dan niet 
gesimuleerde) machine M aanduiden als M(P); deze grootheid kan voor 
de EL X8 drie waarden hebben: "correct11 (wat dat ook moge zijn), 
"undefined" en "statische stop" • Bij het schrijven van de simulator 
is getracht de volgende drie regels aan te houden. 
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Als X8(P) = "correct" dan X8S(P) = "correct". (1) 
Als X8(P) = "undefined" dan x8s(P) = "statische stop". (2) 
Als X8(P) = "statische st0p" dan x8s(P) = "statische stop". (3) 
Op regels (1) en (3) ZlJn geen uitzonderingen (zie echter 2.4.), 
regel (2) daarentegen kon niet altijd zinvol gehandhaafd worden 
(zie daarvoor 3.5.). Twee bijzondere gevallen van "undefined" 
toestanden moeten hier genoemd worden. 
Het eerste is het uitlezen van een door het onderhavige programma 
nog niet beschreven geheugenplaats. Het effect hiervan is uiteraard 
ongedefinieerd. De simulator houdt bij, welke geheugenplaats 
beschreven is en welke niet; hiervoor · is 1 Boolean · per 
geheugenplaats nodig. Om efficientieredenen is deze Boolean 
dezelfde als die welke als gesimuleerd geheugenpariteitsbit 
gebruikt wordt. Met andere woorden, een geheugenplaats is 
beschreven als hij een woord van juiste pariteit bevat, en is 
onbeschreven als hij een woord van foute pariteit bevat. Bij het 
starten van de simulator wordt het gehele geheugen gevuld met 
woorden van foute pariteit. Dit alles heeft wel tot gevolg dat in 
tegenspraak met regel (2) hierQoven een pariteitsingreep optreedt 
als een niet beschreven geheugenplaats uitgelezen wordt terwijl 
OV true is en M[25] gevuld (voor deze laatste eis zie volgende 
alinea). 
Het tweede geval van een bijzondere 11undefined" toestand treedt 
op wanneer een foutingreep plaats heeft (met OV true) terwijl de 
bijbehorende ingreepplaats (M[25] tot M[27]) niet gevuld is. Aan de 
hand van de alinea hierboven zou men zich dan het volgende kunnen 
voorstellen: 
a. er treedt een foutingreep op 
b. OV: = false 
c. de betreffende ingreepplaats wordt uitgelezen 
d. hierdoor treedt een pariteitsingreep Op 
e. OV = false, dus "statische stop" 
Dit heeft echter het nadeel dat alle niet voorziene ingrepen zouden 
eindigen in een statische st0p op foute pariteit; daarom geven 
foutingrepen, waarbij de ingreepplaats niet gevuld is, direct 
aanleiding tot een statische stop, alsof OV false was. 
Beide bovenstaande complicaties hadden voorkomen kunnen warden 
door voor "gevuld zijn" en "juiste pariteit11 twee afzonderlijk.e 
Boolean' s te nemen. 
2.3. Uitbreidingen. 
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De console van de EL X8 stelt de programmeur beperkte 
testhulpmiddellen ter beschikking; deze hulpmiddellen zijn in de 
simulator gegeneraliseerd. ZO bestaat er een simultane SVA (Stop 
Volgend Adres) op een willekeurig aantal adressen. Verder zijn een 
aantal nieuwe faciliteiten toegevoegd; zo besta.an er een Stop op 
Schrijven op gegeven Adres, analoog aan SVA, en een circulaire 
lij st waarin de laatste 32 sprongadressen bewaard worden. Voor een 
behandeling hiervan zie 3 •• 
2.4. Programnacorrectbeid. 
Bij bet streven naar een correct programma deden zich twee 
moeilijkheden voor. 
2. 4. 1 • De onbekendhe id met de EL x8. 
Als bron van kennis van de EL X8 heeft voornameiijk gediend bet "EL 
X8 Reference Manual" en wel in het bijzonder de hoofdstukken A3, 
A4, A5, A6 en A7. In een aantal gevallen bleek deze beschrijving 
echter onvolledig of onjuist; in deze gevallen werd a.anvullende 
informatie gezocht en soms verkregen uit de tijdsdiagrammen van de 
EL X8, uit tests en uit de tekst van de testprogramma's die door 
Electrologica geleverd zijn. Bij deze analyses bleek vaak dat een 
beantwoorde vraag twee nieuwe _vragen opwierp. Voor een volledig 
verslag van de analyses en voor onbeantwoord gebleven vragen zie 
hoofdstuk 1 O •• 
Er zijn bezwaren aan te voeren tegen het implementeren van 
eigenschappen die door tests en dergelijke ontdekt ZlJn en die 
niet eXpliciet in het EL X8 Reference Manual voorkomen. Soros zijn 
deze eigenschappen echter redelijk en warden ze bevestigd door de 
tijdsdiagrammen (bv. 10.10 .), soms is zonder aanvullende informatie 
implementatie niet mogelijk. ZO bevat de beschrijving van de 
stapelende subroutine sprong (Reference Manual A4.11.3) geen 
informatie over bet toegestane bereik van B. De tekst impliceert 
dat het om een STATB-adressering gaat, zodat B = -0 toelaatbaar 
is; dit blijkt niet zo te ziJn, bij somrnige adresvarianten van de 
opdracht SUBC is zelfs B = +O ontoelaatbaar (zie 10.16.). 
2.4.2. Efficientie versus correctbeid. 
Vaak bleken efficientie en correctheid elkaars vijanden te ZlJn. 
Dit gold in het bijzonder voor de shiftopdrachten. Hier heeft men 
de keus tussen verscbeidene implementaties. Men kan de registers 
"ontbinden" in Boolean array's, deze schuiven zoals beschreven in 
het Reference Manual en vervolgens weer tot registers opbouwen. Dit 
is gemakkelijk correct te krijgen maar bijzonder inefficient. Het 
voor de hand liggende alternatief is om met behulp van. de operator 
: de schuifopdrachten na te doen. Dit is zeer efficient, maar wel 
wordt dan de correctbeid ernstig bedreigd door de -0-preferente 
arithmetiek van de EL X8. Bij deze en soortgelijke problemen werd 
'gepoogd een rigoureus correcte oplossing te vinden. 
3-1 
Faciliteiten en beperkingen. 
De communicatie tussen programmeur en simulator wordt onderhouden 
door de procedure master, welke door de simulator aangeroepen 
wordt zodra een bijzondere situatie ontstaat. De globale integer 
variabele 'error number' geeft dan aan om welke reden de procedure 
master aangeroepen werd; een lijst van foutnummers is te vinden in 
hoofdstu.k 7 •• 
De programmeur kan gebruik ma.ken van een standaard procedure master 
of zelf een procedure hiertoe schrijven. In het eerste geval heeft 
hij de beschikking over alle faciliteiten van de stuurtaal MASTER, 
welke elders beschreven zal worden; in het tweede geval heeft 
hij de beschikking over het AI.GOL 60 systeem en moet hij de 
bijbehorende administratie zelf voeren, zoals beschreven in 
hoofdstu.k 4 .• 
Een tweede canmunicatiemogelijkheid tussen prograIIJilleur en simulator 
wordt gevormd door het trace-mechanisme. · Hierdoor kan de 
programneur zich op verzoek doorlopend op de hoogte laten houden 
van het verloop van de opdrachten. 
Ook hier kan de programmeur gebruik maken van de standaard 
trace-procedures of zelf hiertoe procedures schrijven. De benodige 
procedure staan beschreven in hoofdstuk 4 •• 
De volgende faciliteiten (met hun beperkingen) zijn in de simulator 
aanwezig. 
3 .1. Voor elke geheugenplaats is een Boolean aanwezig welke aan het 
begin op false gezet wordt, en die aangeeft of 'master' aangeroepen 
moet worden"als de betreffende plaats als opiracht uitgevoerd zou 
worden. 
3.2. Voor elke geheugenplaats is een Boolean aanwezig welke aan het 
begin op false gezet wordt, en die aangeeft of 'master• aangeroepen 
moet worden als de betreffende plaats beschreven zou gaan worden. 
3.3. Aan het begin worden de pariteitsbits van alle geheugenplaatsen 
op 11 foute pariteit11 gezet. Dit testhulpmiddel is in zekere zin 
beperkend; het is namelijk nu mogelijk in een machinecodeprogramma 
te rekenen op een pariteitsingreep die op de EL X8 (waarschijnlijk) 
niet zou optreden. 
3.4. Aan het begin worden de registers van de geheugenprotectie (de 
DP' s en GP' s) allemaal op true gezet, zodat elk verlaten van de 
besturingstoestand (opzettelijk of niet) zonder dat een bruikbaar 
protectiepatroon gezet is, een protectieingreep geeft. Deze 




Volgens de overwegingen in 2.2. zou elke situatie waarin de inhoud 
van een register "undefined" wordt, moeten leiden tot een statische 
stop ( d. w. z. een aanroep van 'master' ) • In sommige gevallen is 
echter deze ongedefinieerdheid inherent aan de, overigens legale, 
situatie. Met n.a.ne is bij foutingrepen niet gedefinieerd hoever de 
lopende opdracht afgemaakt is (zie b.v. Reference Manual A5.2.3.); 
zo kan na de uitvoering van de opiracht U,GOI'O(BAD ADDRESS), 
terwijl OF 1 is en BAD ADDRESS een woord van foute pariteit bevat, 
OF O of 1 zijn. Het is niet zinvol om op dergelijke situaties te 
testen en dan statisch te stoppen. Een oplossing zou zijn, van 
de bedreigde registers (voornamelijk B, OT, OF, IV en Br) bij te 
houden of ze "undefined"· zijn, en bij gebruik een foutmelding te 
geven. Dit zou echter een vrij uitgebreid programma vereisen, en 
niet efficient zijn. 
Voor dit type van ongedefinieerdheid zijn in de simulator geen 
voorzieningen getroffen. De volgorde waarin de handelingen binnen 
een opdracht worden.uitgevoerd is in de simulator vrijwel altijd 
gelijk aan die in het Reference Manual; hieruit volgt dan direct 
of bij een bepaalde ingreep een bepaalde handeling wel of niet is 
uitgevoerd. • .. 
In de integer variabele 'ccs' wordt het aantal cycli (van 1.25 
microsec.) sinds bet begin van het programma bijgehouden. Dit 
aantal wordt voor de drijvende-kozmna-opdrachten niet precies 
uitgerekend; in plaats daarvan wordt een minimum- en een 
maximum-aantal berekend, het minimum wordt bij 'ccs' geteld en het 
verschil van maximum en minimum wordt bij 'ccs of' geteld. Wanneer 
'ccs' een bepaalde waarde overscbrijdt, wordt de procedure master 
aangeroepen; dit is de enige beveiliging tegen loops door sprongen. 
De integer variabele 'des• telt het aantal direct op elkaar 
volgende DO/DO&-opirachten, en wordt op O teruggezet zo gauw een 
nietr-DO/DOS-opdracht aangeboden wordt. Overscbrijdt 'des' een 
bepaalde waarde, d. w. z. was de keten van· DO/DO&-opirachten langer 
dan een bepaalde lengte, dan wordt de procedure master aangeroepen. 
Op deze manier wordt voorkomen dat het te simuleren programrna in 
een loop van DO/DOS-opirachten raakt. 
Bij elke sprong-opiracht wordt de (oude) waarde van OT opgenomen in 
de lijst van laatste 32 sprongadressen. Bij elke subroutinesprong 
wordt de link opgenomen in de lijst van laatste 32 sprongadressen. 
Deze lijst kan door een procedure-aanroep afgedrukt worden. 
Als de boolean variabele 'trace• true is, worden de volgende 
situaties in de simulator aan de programmeur kenbaar gemaakt: 
lezen uit een geheugenplaats 






3.10 Om de directe in- en uitvoer van gegevens in een 
machinecodeprogramma te vergemakkelijken, heeft de simulator 
een {pseudo-) machineopdracht die een aantal ALGOL 60-procedures 
toegankelijk maakt. 
Het bitpatroon van deze 0pdracht is: 
1 1 0 1 OOxOOO X xxxxxxx XX XX XX XX X. 
De betekenis van de met X aangeduide bits is de volgende: 
bits waarde betekenis 
20 0 geen B-modificatie 
1 B-modificatie 
16, 15 00 geen conditievolgende variant 
01 gee:q. betekenis 
10 Y-variant 
11 N-variant 
14 t/m O n 
Uit bits 14 t/m O en eventueel de inhoud van B wordt een 
procedurenunn:ner opgebouwd; de overeenkomstige procedure wordt dan 
aangeroepen. De huidige implementatie bevat 16 procedurenummers, 
(de getallen O t/m 15) die vrijwel allemaal transporten via het 
S-register uitvoeren. Bits 1 en O specificeren het I/D-mechanisme: 
0 uitvoer regeldrukker 
1 invoer 
2 uitvoer bandponser 
3 uitvoer kaartponser 
terwijl bit 3 en 2 aangeven hoe de inhoud van het S-register 
beschouwd moet word.en: 
0 als octade 
1 als resym-waarde (zie LR1.1.,hoofdstuk 6) 
2 als octaal getal van 27 bits 





als m = 0 
als m = 1 
als m"" 2 
Y, N 
toegestaan 
t:= 1 als B-modificatie 
anders t: = 0 
m:= n + t X B 
x:= S 




als m ... 3 
als m = 4 
als m ... 5 
als m = 6 
als m = 7 
als m ... 8 
als m = 9 
als m = 12 
als m = 13 
als m = 14 









x wordt als octaal getal 
afgedruk.t in 9 cijfers 
van het invoermedium word t 
een octaal getal gelezen 










4. Be schikbare procedures en variabelen. 
Hieronder volgt een lijst van procedures en variabelen die gebruikt 
kunnen word.en bij het schrijven van and.ere versies van de procedure 
master of van de trace-procedures, en bij het wijzigen van de 
simulator zelf. Het is geen uitputtende lij st van alle aanwezige 
namen, maar de hier niet genoemde namen zijn hulpgrootheden bij de 
hier wel genoem:ie. 
4. 1 • Algemene e igenschappen. · 
In het buitenblok van de simulator zijn drie variabelen beschikbaar 
waarmee bepaalde eigenschappen van de simulator beinvloed kunnen 
word.en. 
4. 1 • 1 • integer aantal kasteri 
geeft het aantal gebeugenkasten aan dat gesimuleerd wordt. Voor 
een verhoging van 'aantal kasten 1 met 1 zijn 1853 geheugenplaatsen 
nodig en 16384 plaatsen op de tro:rmnel. 
4.1.2. integer bu:fs 
4. 1. 3. 
geeft de grootte van de buffers van de geheugensimulatie (zie 5.2.) 
aan. De waarde van 'bufs' mag niet lager dan 64 zijn. Voor een 
verhoging van 1bu:fs 1 met 1 zijri 4 geheugenplaatsen nodig. 
integer max master 
geeft de grootte aan 
'master' • Voor de 
geheugenplaats nodig. 
van bet werkarray van de standaardprocedure 
verhoging van 'max master' met 1 is 1 
4.2. Het monitordeel. 
4.2.1. procedure start monitor 
Deze procedure wordt door de simulator aangeroepen als laatste stap 
in de initialisatie. Hij moet het te simuleren programma inlezen 
(met 'ip', 'bi' of anderszins) en starten ('lsip', 'lsbi', 'lsnb' 
of 1bva'). 
4.2.2. procedure master 
Deze wordt door de simulator aangeroepen zodra interventie van bet 
master-programma noodzakelijk wordt. De integer error number geeft 























Voor de procedure master zijn vooral de toutnumrners die een 
bijzondere omstandigheid aangeven, van belang: 
0 einde opdracht terwijl 'sva I true is 
1 het programma is in een dyna.mische stop geraakt 
2 het programma heeft het maximaal toegestane aantal cycli 
overschreden 
3 het programma heeft het maximaal toegestane aantal opeenvolgende 
D0/D0S-Opdrachten overschreden 
4 een door 'no exec' gemerkte oJX].racht is in·0R gehaald (or is nog 
niet opgehoogd) 
5 een door •no write' gemerkte geheugenplaats zal beschreven worden. 
De procedure master mag niet normaal terugkeren naar het 
hoofdprogramma, maar moet eindigen met een aanroep van 'bva 1 , 
1lsip', 1lsbi' of 8lsnb 1 , welke alle vier uiteindelijk de simulator 
op het juiste punt herstarten. Dit geldt niet voor aanroepen met 
•error number' gelijk aan 4 of 5; hiervan mag normaal teruggekeerd 
worden, het lopende proces wordt dan vervolgd. 
4.2.3. integer error number 
zie procedure master. 
4.2.4. boolean sva 
vervangt de knOp SVA Op de console. Zie 'master', 'lsip', 1 lsbi 1 en 
1lsnb'. 
4.2.5. real ccs, ccs of, ccs max 
vormen de administratie van het aantal gebruikte cycli. 'ccs' is 
het minimaal aantal gebruikte cycli., 'ccs of' het (positieve) 
verschil tussen maximaal en minimaal aantal gebruikte cycli, 
terwijl 'ccs max' een bovengrens vormt van het aantal te gebruiken 
cycli. •ees' en 'ees of' worden voortdurend door de simulator 
bijgewerkt, 1ecs max' blijft ongewijzigd. Als 'ecs' groter dan 'ces 
max' blijkt te zijn, wordt 'master' aangeroepen met 'error number' 
gelijk aan 2. 
4.2.6. real des, des max 
warden gebruikt bij het testen op de lengte van DO-loops. Bij elke 
overgang van een D0/D0S-Opdraeht op de hierdoor aangewezen Opdraeht 
wordt 'des• met 1 0pgehoogd; aan het einde van elke and.ere opdraeht 
wordt hij op 0 gezet. Wordt 'des• groter dan 'des max• dan wordt 
'master' aangeroepen met •error number' gelijk aan 0. 
4.2. 7. 'integer array nowrite, noexee[0:max addr] 
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Beide arrays word.en bij het starten van de simulatie op false 
geinitialiseerd en word.en verder niet door de simulator gewijzigd. 
De monitor kan bepaalde elementen true maken. Bij het schrijven 
in een geheugenplaats n onderzoekt desimu.lator nowrite[n], en als 
deze true is wordt 'master' aa.ngeroepen met error number = 5; het 
schrijven heeft dan nog niet plaats geha.d. Bij het halen 
van een instructie uit geheugenplaats n Onderzoekt de simulator 
noexec[n], en als deze true is wordt 'master• aangeroepen met 
error number= 4; de opdracht bevindt zich dan al in OR maar or is 
nog niet 0pgehoogd. De test Op noexec wordt alleen uitgevoerd als 
de Opdracht in OR wordt gehaald doordat OT ernaar verwijst, en niet 
wanneer hij uitgevoerd wordt ten gevolge van een DO-opdracht of een 
ingreep. 
4.2.8. Het trace-mechanisme. 
Afhankelijk van de waarde van de globale boolean trace wordt al 
dan niet een 'trace' geproduceerd. Deze 'trace' bestaat uit het 
aanroepen van een van een groep van zes procedures, telkens wanneer 
er iets belangrijks gebeurt. Van deze procedures wordt verwacht dat 
ze normaal terugkeren. De zes procedures zijn: 
report reading ( addr, val) : 
de simulator heeft zojuist 
geheugenplaats 1a.ddr', 
report writing ( a.ddr, val) : 
de waarde 'val' gelezen uit de 
de simulator heeft zojuist de waarde 'val• in de geheugenplaats 
'ad.dr' geschreven, 
report eoi: 
de simulator heeft zojuist een opdracht beeindigd, 
report skip: 
de simulator heeft zojuist een 0pdracht geskipt, 
report eod(addr, instr): 
de simulator heeft zojuist een DO/DOS-Opdracht beeindigd, welke 
aangaf dat als volgende 0pdracht 'instr' uit geheugenplaats 'a.ddr' 
uitgevoerd moet word.en, en 
report interrupt(ir a.ddr): 
als volgende 0pdracht wordt de ingreepopdracht in M[ ir a.ddr] 
uitgevoerd. 
4.2.9. procedure terminate 
wordt door de simulator aangeroepen wanneer er een fouttoestand 
optreedt terwijl 'in monitor= true'. Bij eventueel vervangen van 
deze procedure moet men er zorg"""°voor dragen dat •terminate• zelf 
zeker geen fouttoestanden kan veroorzaken, daar anders een lawine 
, van fouten ontstaat. 
4.3. De registers. 
4.3.1. real fh, ft, a, s, b, ot 
Deregisters zijn om efficientieredenen als reals gedeclareerd; de 
simulator zorgt dat ze nooit non-integer waarcieri gaan bevatten. Het 
F-register al s zodanig be staat in de simulator niet ( z ie 5. 8.); 
F-kop is 'fh', F-staart is 'ft'. 
4.3.2. real c, iv, lt, of, last par word, nint, ov, bt 
Ook de kleine registers zijn als reals gedeclareerd, met de 
conventie dat true is 1 en false is---zr:- Een LP-register is niet 
aanwezig, in plaats daarvan wordt de variabele 'last par word' 
gebruikt, die niet de pariteitsbit van het laatst uit het geheugen 
gehaalde woord bevat, maar het laatst uit het geheugen gehaalde 
woord zelf. De waarde van LP kan hieruit verkregen worden als 
'parbit(last par word)' (zie 4.6.2.), terwijl LP:= q ekwivalent is 
met last par word:= -q waarbij q = o, 1 •. 
4.3.3. real procedure tlink 
iiet°T-register wordt niet als variabele gesimuleerd (or is er wel) 
maar wordt, waar nodig, samengesteld door de procedure tlink, welke 
T aflevert met bit 26 gelijk aan o. 
4.4. Het geheugen. 
4.4.1. procedure stm; ~ addr, m, cg; 
De procedure stm bewerkstelligt het 0pbergen van de integerwaarde 
van m in de door addr aangewezen geheugenplaats. 'm I moet een 
gehele waarde tussen -2 1' 26 + 1 en 2 1' 26 - 1 bevatten, terwijl 
addr tussen O en 2 1' 18 - 1 moet liggen; blijkt addr groter dan 
•max addr' te zijn, dan wordt, als de opdracht door de monitor 
uitgevoerd wordt, het programma door een aanroep van de procedure 
terminate (zie 4.2.9.) beeindigd, terwijl anders een adresingreep 
volgt. De waarde van cg moet O of 1 bedragen; als cg = 0 wordt 
het woord met juiste pariteit weggeschreven, als cg = 1 met foute 
pariteit. 
4.4.2. procedure mem; real addr, m, cg; 
De waarde diezich bevindt Op de door addr aangewezen 
geheugenplaats wordt in m gehaald; addr moet aan dezelfde 
voorwaarden voldoen als bij stm (zie 4.4.1.). De waarde van cg 
bepaalt de verwerking van de pariteitsbit, en wel als volgt: 
als cg= 0 wordt LP niet beinvloed en veroorzaakt een pariteitsfout 
een pariteitsingreep, 
als cg = 1 krijgt LP de waarde van de pariteitsbit en veroorzaakt 
een pariteitsfout een pariteitsingreep, 
als cg = 2 krijgt LP de waarde van de (eventueel foutieve) 
pariteitsbit en wordt op een pariteitsfout niet gereageerd, 
als cg = 3 krijgt LP de waarde van de ( eventueel foutieve) 
pariteitsbit en krijgt C de waarde O als de pariteit juist en 1 als 
~hij fout is. 
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4. 4. 3. integer max addr 
De waa.rd.e van max addr is het grootste in de gesimuleerde machine 
beschikbare geheugenadres. 
4.4.4. integer array dgp[O:max addr: 512] 
Om het veei"vii.ldige (dure) indiceren van Boolean arrays tegen te 
gaan, zijn de DP- en GP-registers gecombineerd tot een integer 
array dat voor elke aanwezige geheugenpagina (zie Reference Manual 
A5.2.1) 1 element bevat; de waarde van dit element is dan 
(if gp then 2 else 0) + (if dp then 1 else 0) - 1. De vraag of een 
pagina n tegen"scin:-ijven besche~is, luidt dan dgp[n]>O, terwijl 
de vraag of een pagina ri tegen lezen beschermd is, neerkomt op 
dpg[n]>O. 
4.4.5. integer drum cnt 
is het aantal tronnneltransporten uitgevoerd ten behoeve van de 
geheugensimulatie. 
4.4.6. integer array filled[O:max addr] 
De variabele filled[n] dient als pariteitsbit van geheugenplaats n; 
hij wordt aan het begin van de simulatie op false geinitialiseerd. 
Console-procedures. 
Met een aantal van de hieronder 
console-functies uitgevoerd worden; 
functies beschikbaar die niet op de 
verwant zijn aan bestaande functies. 
4.5.1. procedure bva 
vermelde procedures kunnen 
de overige stellen enkele 
EL X8 voorkomen maar wel 
start het te simuleren machinecodeprogramma op het ad.res dat in 
OT staat. Door het aanroepen van deze procedure verlaat men de 
monitortoestand. 
4.5.2. procedure ls 
simuleert de druktoets LS (zie Reference Manual A7.2.3). 
4.5.3. procedure lsip 
simuleert het achtereenvolgens indrukken van de druktoetsen LS en 
IP. Een IP-band wordt ingelezen, de IF van de IP-lezer wordt true 
gemaakt, ar wordt 2 + 18 - 1, en als sva false is, wordt 7iet 
te simu.leren programma gestart; evenals op de EL X8 volgt dan 
onmidd.ellijk een CHARON-ingreep. Als sva false is, verlaat men door 
een aanroep van deze procedure de monitortoestand. 
4.5.4. procedure lsnb 
simuleert het achtereenvolgens indrukken van de druktoetsen LS en 
NB. De IF van apparaat 38 wordt true gemaakt, or wordt 2 i 18- 1, 
en als sva false is volgt een CHARON-ingreep; in dat geval verlaat 
men de monitortoestand. 
4.5.5. 'procedure lsbi 
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is analoog aan lsip, met dien verstande dat de band niet als 
IP-band gelezen wordt maar als BI-band {zie MR132). 
4.5.6. procedure ip 
is een zuivere inleesprocedure, die onafhankelijk van de stand van 
de registers een IP-band inleest, de registers ongewijzigd laat en 
de monitortoestand niet opheft. 
4.5.7. procedure bi 
is analoog aan 'ip', met dien verstande dat de band niet als 
IP-band gelezen wordt maar_als BI-band. 
boolean key 
wordt op false geinitialiseerd en verder door de simulator 
gewijzigd. Wordt deze variabele door de monitor true gemaakt, 
volgt aan het eind van de lopende opdracht een sleutelgreep. 
4.6. Hulp-procedures en -variabelen. 
niet 
dan 
4.6.1. real procedure compf(head, tail); value head, tail; ~ head, 
tail; 
De parameters head en tail moeten integer waarden hebben; de 
afgeleverde waarde is een real waarvan bits 53-27 gelijk ZJ.Jn aan 
bits 26-o van head, bit 26 gelijk is aan bit 14 van head en bits 
25-0 gelijk zijn aan bits 25-0 van tail. 
4.6.2. integer procedure parbit(n); value n; integer n; 
De afgeleverde waarde is 1 als n als machinewoord beschouwd even 
pariteit heefi, en O als n oneven pariteit heefi. Deze procedure 
kan ge bruikt worden om ui t last par word ( z ie 4. 3. 2.) de waarde van 
LP te bepalen. 
4.6.J. integer ;erocedure oct(val); value val; ~ val; 
Deze procedure kan gebruikt worden om octale constanten te 
specUiceren. De wa.arde van 'val' moet een geheel getal zijn tussen 
0 en 777 777 777; men denke zich dit getal neergeschreven als 
decima.al getal van 9 cijfers; deze string van 9 cijfers wordt nu 
beschouwd als de octale representatie van een machinewoord van 
de EL X8; de hiermee corresponderende waarde wordt door de 
procedure afgeleverd. Zo is oct(10) = 8, oct(75) = 61 en 
oct(777 777 776) = -1. De werking is ongedefinieerd als niet aan de 
hierboven genoemie voorwa.arde is voldaan, orals de ontstane string 
van 9 cijfers geen representatie van een octa.al getal is. 
4.6.4. integer procedure reoct 
leest een octaal getal in, dat voorafgegaan moet ZJ.Jn en gevolgd 
moet worden door een apostror. Voorafgaand aan de eerste apostror 
mogen geen cijfers voorkomen. Tussen de cijfers van het octale 
getal mag telkens 1 spatie voorkomen. 
4.6.5. procedure proct(m, dig); value m, dig; integer m, dig; 
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De waarde van m wordt als octaal getal afgedrukt. Als dig= 6 wordt 
het getal afgedrukt in 6 cijfers, anders wordt het in 9 cijfers 
afgedrukt, met een spatie tussen het derde en vierde cijfer. Het 
getal wordt voorafgegaan en gevolgd door een spatie. 
4.6.6. procedure dump(from, to); value from, to; integer from, to; 
Van het geheugentraject V1:µ1 'from' tot 'to.1 wordt een octale dump 
op de regeldrukker geproduceerd. Er worden acht geheugenplaatsen 
per regel afgedrukt. Als een geheugenplaats niet gevuld is, wordt 
de overeenkomstige plaats met spaties gevuld; zijn alle acht 
geheugenplaatsen van een regel niet gevuld, dan wordt de regel niet 
afgedruk.t. In de l:i,nker kantlijn word.en de adressen van het eerste 
en het iaatste woord van de regel gegeven. 
4.6.7. procedure print regs 
geeft een afdruk. van tlink (zie 4.3.3.), de registers F-kop, 
F-staart, A, s, B en DR, de geheugenvariabelen addr en m (zie 
4.4. 1. en 4.4.2.), de variabele 'ir addr 1 .die de geheugenplaats 
aangeeft van de laatst uitgevoerde ingreep--opdracht, een jump 
counter die het aantal sprongen aangeeft, de variabelen 'ccs' en 
'ccs of' (zie 4.2.5.) en de variabele 'drum cnt' (zie 4.4.5.). 
4.6.8. procedure print tlist 
geeft een afdruk van de lijst van de laatste 32 sprongadressen, 
te beginnen met de meest recente. De vermelde adressen zijn de 
adressen waarvandaan gesprongen werd. Als het een subroutinesprong 
betrof, wordt ook de inhoud van de kleine registers gegeven, en wel 
als de eerste drie octale cijfers van het adres. In het geval van 
een gewone sprong zijn deze drie posities bezet door spaties. 
4. 6. 9. procedure print dgp 
geeft een afdruk. van de DP- en GP-registers; de registers van elke 
kast word.en op een nieuwe regel afgedruk.t. 
4.6.10. procedure print charon 
geeft een afdruk van de AF, IF en LVIF van die apparaten waarvan IF 
of LVIF of beide variabel zijn. 
4.6.11. real array tp[0:27] 
tp[n] is gelijk aan 2 ~ n. 
4.6.12. integer tpO, tp1, ••• tp24, tp25; ~ tp26, tp27; 
tpN is gelijk aan 2 t N. 
4.6.13. integer tp14m1, tp18m3, tp18m1, tp26m1; real tp27m1; 
tpNm1 is 21' N - 1, tp18m3 is 2 it- 18 - 3-.-
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5. Details van de implementatie. 
In dit hoofdstuk wordt de implementatie van een aantal saillante 
punten behandeld, samen met de overwegingen die tot deze 
implementatie hebben geleid. 
5. 1 • De identificatie van de opdra.chtcode. 
De opdrachtcode van · de EL X8 is in grote lijnen orthogonaal 
oi:gebouwd; hiervan is zoveel mogelijk gebruik gemaakt. De inhoud 
van OR wordt eerst gesplitst in een aantal hulpvariabelen waarvan 
de namen aanduiden welke bits uit OR ze bevatten. zo bevat b21 bit 
21, b14to bit 14 tot o, b24c21 bit 24 gevolgd door bit 21 (c van 
concatenated), b18c17 bit 18 gevolgd door bit 17 en zou b18c21t18c3 
achtereenvolgens de bits 18, 21, 20, 19, 18 en 3 bevatten. OR nu 
wordt gesplitst in b26t22, b21, b20c19, b18c17, b16c15 en b14to. De 
opdracht wordt eerst gedifferentieerd naar de eerste 5 bits, d.w.z. 
naar b26t22; dit levert dus 32 klassen. Twee klassen (te weten 
11010 en 11110) zijn ongedefinieerd en twee klassen (11011 en 
11111) betreffen adresloze opdrachten die anders behandeld word.en. 
Bij de adreshebbende opdrachten duidt b21 bijna altijd het al of 
niet inverteren van de geheugenoperand aan; dit geldt niet bij de 
opdrachten Garo( :DYN) en GOTOR( :DYN), de klassen 1011 O en 10111 
en de opdrachten F/x en G/x. Vele van de 28 klassen identificeren 
direct een opdracht. Aan een aantal klassen moet echter meer zorg 
besteed word.en. De elementen -van de switch sb26t22 bevatten een 
precieze beschrijving van de verdere identificatie. Als de operand 
van het type :DYN blijkt te zijn krijgt b20c19 de waarde 4; b20c19 
wordt namelijk door het adresberekeningsmechanisme gebruikt. 
De analyse van de adresloze opdrachten is veel eenvoudiger dan de 
tabellen in Reference Manual A4.18.4 zouden doen vermoeden. Er is 
maar een opdracht waarbij b19 = 1, te weten MEMPROT. Door een 
classiftcatie volgens b14t12 valt de rest uiteen in 3 klassen: 
b14t12 = 000, werkend op de registers, 
b14t12 = 110, werkend op de kleine registers, en 
b14t12 = 111, werkend op de CHARON-registers. 
De eerste groep kan volgens b11t5 gesplitst worden in 
schuifopdrachten (b11t5 = o, 1, 2, 3), normeeropdrachten (b11t5 
= 5, 7), TENS/TENAS (b11t5 = 32) en de snelle registertransporten 
(b11t5 = 8,9,10). Hierbij blijkt dat de normeeropdrachten NORA, 
NORS en NORAS grote overeenkomst vertonen met LUA(O), LUS(O) en 
LUAS(O). 
De tweede groep bevat in b11t9 een nadere precisering van het 
bedoelde kleine register, 000 voor IVDN/IVOFF, 001 voor Ov□N/OVOFF, 
010 voor ITVDN, 011 voor CLP en 100 voor INT. 
In de derde groep bepaalt bit 11 of de opdracht een transport naar 
een AF-, IF- of LVIF-register is (b11 = 0) of een transport van een 
aantal IF- of LVIF-registers naar het A- of S-register is (b11 = 
1). In beide gevallen word.en de CHARON-registers bepaald door bit 
10 en 9. 
5.2. 'Het kerngeheugen. 
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In principe bevindt het gehele gesimuleerde kerngeheugen zich op de 
trommel, en wel op de eerste (aantal kasten X 16384) plaa.tsen. 
Om de efficientie van een geheugenacces te vergroten wordt de 
meest recente inhoud van vier geheugentrajecten (in het programma 
"regions" genaamd) in 4 arrays, mo, m1, m2 en m3 gehouden; deze 
arrays zijn 'bufs' woorden lang. Het array mo bevat altijd de 
geheugenplaatsen O tot bufs - 1; het programma neemt aan dat het 
D-register m0[63] is, de minimale wa.arde van bufs is dus 64. 
Bij elk geheugenacces wordt nagegaan of de gevraagde geheugenplaats 
zich in een van de array's mo, m 1 , m2 of m3 bevindt. Zo niet, dan 
wordt nagega.an of een van de array's nag nooit gebruikt is. Is dit 
het geval, dan is de hele· bij de geheugenplaats behorende "region" 
nag nooit gebruikt, en kunnen we het vrije array aanwijzen als 
bevattende de gevraagde geheugenplaats. Op deze manier wordt 
bereikt dat een prograrmna een aanzienlijk aantal geheugenplaatsen 
kan gebruiken voordat het eerste trommeltransport optreedt. 
Zijn alle array's in gebruik, dan wordt nagegaan van welk array 
het laatste geheugena.cces het langst geleden is. De inhoud van dit 
array wordt dan naar de trammel geschreven, en vervolgens wordt het 
array vanaf de trammel gevuld met de "region" die het gevra.agde 
adres bevat. 
Elk geheugenacces wordt geteld in een teller 'm cnt'; de stand van 
deze teller wordt opgeborgen bij het array waarin zich de gevraagde 
geheugenplaats blijkt te bevinden. 
5.3. De geheugenprotectie. 
5 .3 .1 • De protectietoestand en de besturingstoestand van de EL X8 lopen 
niet altijd parallel. Zo kan bijvoorbeeld CHARON geheugenpla.atsen 
uitlezen of beschrijven onafhankelijk van de waarde van BT; verder 
geschiedt het halen van de opdracht die ten gevolge van een ingreep 
uitgevoerd moet warden zonder geheugenprotectie, hoewel BI' nag 
steeds O kan zijn; zie ook 10.15.1. De geheugenprotectie is daarom 
afhankelijk gesteld van een boolean 'prot I die aan het eind van 
elke opd.racht in overeenstemming gebracht wordt met de waarde van 
Br, maar binnen de opd.racht een eigen leven kan leiden; zie 
bijvoorbeeld de opd.racht SUBC. 
5.3.2. Op de EL X8 behoort bij elke 4096 geheugenplaatsen een DP-register, 
en bij elke 512 geheugenplaatsen een GP-register (zie Reference 
Manual A5.). Als deze als Boolean arrays geimplementeerd zouden 
zijn, zou elk geheugenacces twee delingen en twee Boolean 
array-indicering kosten. Dit kan als volgt tot 1 deling en 1 
integer array-indicering teruggebracht warden. 
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Bij elk.e 512 geheugenplaatsen hocrt een integer 'dgp' die gelijk is 
aan 2 X GP + DP - 1 • Als GP' = 1 ( schrijven en lezen verboden) is 
dit groter dan O, als DP = 1 en GP = 0 (alleen schrijven verboden) 
is dit o, en als DP= GP= 0 (schrijven en lezen toegestaan) is dit 
negatief. De vraag of een geheugenplaats tegen lezen beschermd is, 
komt dus neer op de vraag of de bijbehorende dgp groter dan O is, 
terwijl de vraag of een geheugenplaats tegen schrijven beschermd 
is, neerkomt op de vraag of dgp groter d.an O of gelijk aan 0 
is. Dit alles heeft wel tot gevolg d.at de opdracht MEMPROI' en 
de routine voor het afdrukken van de DP's en GP's ingewikkelder 
worden. 
5.4. De kleine registers. 
De inplementatie hiervan is behandeld in 4.3.2 •• 
5. 5. De +o-preferentie. 
Hoewel de numerieke processen in de EL XB --0-preferent ZlJn 
(Reference Manual A4.l .2), is de adresaritmetiek +0-preferent 
{Reference Manual A3.8.1). In de ALGOL 60-tekst wordt de 
+0-preferentie verkregen door a+ b te vervangen door -(-a-b). 
Dit is echter alleen juist als niet a = b = --0. Bij de 
adresberekeningen is echter eenvoudig vast te stellen d.at een van 
beide termen altijd positief (of +O) is, 
5. 6. De vaste-komma-vermenigvuldiging en -de ling. 
5.6.1. Bij de imple:rrentatie van de vaste-komma verrnenigvuldiging 
AS:= S Xx+ A worden de registers A en Sen de operand x beschouwd 
als getallen van twee cijfers met teken in het 8192-tallig stelsel, 
d.w.z.: 
S = ts X (t x 2 ! 13 + u) 
x ~ tx x (y x 2 13 + z) 
A~ ta X (b X 2 13 + c) 
waarin ts, tx en ta de tekens van s, x en A zijn. Verder geldt d.at 
0 ::;: (t, u, y, z, b, c) < 2 t 13. De waarde van AS wordt nu: 
AS= (ts X tx) x (t x y x 2 t 26 + (t x z + y x u) x 2 ,f,. 26 + u x z) 
+tax (bx 2 ,f,. 13 + c) = 
ts x tx x t x y x 2 t 26 + 
(ts x tx x (t x z + y x u) +tax b) x 2 ,f,. 13 + 
(ts x tx x u x z +tax c) 
Het blijkt nu d.at de tweede en de derde term samen, met inbegrip 
van alle tussenresultaten kleiner is dan 2 1' 40, en dientengevolge 
exact door de drijvende-komma-aritmetiek van de EL XB berekend kan 
worden. Voor de producten t x z, y x u en u x z geldt: 
max (t x z) = max (y Xu) = max (u x z) = (21' 13 - 1) ,f,.2=21' 26 
- 2 t 14 + 1 
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hetgeen k.leiner is dan 2 4 4o. Verd.er geldt: 
P = max (t x z + y x u + b) = 2 {\ 26 - 2 i 14 + 1 + 2 {\ 26 - 2 i 14 
+ 1 + 2 i 13 - 1 = 2 i 27 - 2 i 15 + 2 i 13 + 1 < 2 i 4o. 
Q = max ( u x z + c) = 2 i 26 - 2 i 1 4 + 1 + 2 {\ 13 - 1 = 2 i 26 -
2 4 13 < 2"' 4o. 
Dit geeft voor de som van de tweede en de derde term: 
PX2,t.13+Q= 
2 i 4o - 21' 28 +.2 {\ 26 + 2 {\ 13 + 2 {\ 26 - 2 i 13 = 
2 4 4o - 2 4 27 < 2 4 4o. 
De waarden ts X t, ts Xu, tx X y, tx X z, ta X b en ta X c kunnen 
in ALGOL 60 verkregen word.en door integer deling: 
t:= s : tp13; 
y:= X: tp13; 
b:= a~ tp13; 
u:: s - t X tp13; 
z:= X - y X tp13; 
c:= a - bx tp13; 
waa.rin tpl3 2 {\ 13 is. De gevraagde term is dan: 
(t X Z + y XU+ b) X tp13 + U X Z + c 
Dit kan onmiddellijk vereenvoudigd worden door b en c te 
elimineren: 
(t x z + y x u) x tp13 + u x z + a 
Dit kan herschreven worden tot: 
t X Z X tp 13 + y X U X tp 13 + U X Z + a = 
y x u x tp13 + (t x tp13 + u) x z +a= 
y X U X tp 13 + s X Z + a 
De grootheden u en z komen nog maar 
gesubstitueerd word.en: 
keer voor en k:unnen dus 
(s - t x tp13) x y x tp13 + (x - y x tp13) x 3 + a 
De vorm y X tp13 komt nu tweemaal voor en kan van te voren berekend 
worden: 
p:= y x tp13; (s - t) x p + (x - p) x s + a 
Van deze vorm kan nog steeds bewezen worden dat al zijn 
tussenresultaten k.leiner dan 2 i 40 zijn. Zouden we nu echter de 
twee termen s X p tegen elkaar ?aan wegstrepen, dan wordt het 
tussenresultaat x X s grater dan 2 ,t. 40. 
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De vaste--kanma-vermenigvuldiging is in bovenstaande vorm 
geimplementeerd, het berekenen van de hierboven besproken som kost 
twee integer delingen, vier vermenigvuldigingen, vier optellingen 
en aftrekkingen en vier assignments. 
5.6.2. In het Reference Mannal A4. staat een algoritme vermeld voor het 
bepalen van de tijdsduur van een MJLS/MULAS-instructie bij gegeven 
operand. In woorden gezegd houdt deze algoritme het volgende in. 
De geheugenoperand wordt van achteren af bit voor bit 'afgekalfd', 
in principe 1 bit per cyclus; echter, wanneer aaa het eind van een 
cyclus blijkt dat de bit voor de volgende slag gelijk is aan de 
tekenbit (en er dus niets hoeft te gebeuren), wordt deze bit nog 
tijdens de lopende cyclus afgewerkt. Verd.er blijkt dat het aantal 
cycli alleen bepaald wordt a.an de hand van het al of niet gelijk 
ZlJn van bepaalde bits aan de tekenbit; vermenigvuldigen met 
-x kost dus precies evenveel tijd als vermenigvuldigen met +x. 
We kunnen ons dan ook beperken tot 26-bits operanden met een 
(impliciet) positief teken. 
Bij een gegeven operand, b.v. 
10111000110000110000011011 
kunnen we nu aan de band van bovenstaande algoritme de indeling in 
cycli bepalen: 
1 01 1 1 00 01 1 0 00 01 1 00 00 01 1 01 1 
en de verrnenigvuldiging kost dus 17 cycli. 
Bij het efficient implementeren van deze algoritme doen zich twee 
moeilijkheden voor. Ten eerste bevat de oorspronkelijke algoritme 
nog de uitdrukkelijke clausule dat, wanneer de a.lgoritme stopt op 
bit 25, er nag een cyclus uitgevoerd moet word.en. Bij nader inzien 
is deze clausule overbodig. Laten we de algoritme in het geval van 
stoppen op bit 25, nag een slag uitvoeren, dan wordt de vereiste 
cyclus vanzelf toegevoegd; weliswaar stopt de algoritme dan op de 
niet--bestaande bit 27, maar dat doet geen kwaad. Het loop--criterium 
moet dus zijn 'k < 26 1 ; bit 25 en 26 behoeven dan geen bijzondere 
behandeling. 
De tweede moeilijkheid zit dieper. Bovenstaande algoritme doorloopt 
het getal van rechts naar links; het is programmatisch echter 
veel efficienter een getal van links naar rechts af te tasten 
(delen door de grootste integer en vervolgens voor elke bit 
vermenigvuldigen met 2 en de entier nemen). Gevraagd dus deze 
algoritme zo aan te passen dat het getal van links af ontleed 
wordt. 
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Het is duidelijk dat rechts van elke 1 een scheiding optreedt; deze 
is ook van links af gemakkelijk genoeg te vinden. Bij de nullen 
doet zich echter een schijnba'll' onoplosbaar probleern voor. Zeals 
uit het voorbeeld blijkt, begint een even aantal nullen met een 
groep van een nul, een oneven aantal daarentegen met een groep van 
twee nulle:n:- Dit kan van links naar rechts uiteraard omnogelijk 
ontdekt worden. Anders gezegd, we kunnen V"a..n links naar rechts wel 
de groepen 1, 00 en 01 herkennen maar niet de groep O. Echter, in 
principe zijn we niet geinteresseerd in de indeling, maar in het 
aantal groepen. Het blijkt nu dat het herkennen van al een 1, 00 en 
01 genoeg is. Een oneven aantal nullen gevolgd door een 1, met als 
oorspronkelijke structuur b.v. 
00 00 00 01 
wordt van links naar rechts herkend als 
00 00 00 01, 
terwijl een even aantal nullen gevolgd door een 1, b. v. 
0 00 00 01 
herkend wordt als 
OJ 00 00 1. 
De algoritme luidt nu: 
a. Gooi de meest linkse bit weg. 
b. Als die bit een O was, gooi dan ook de volgende bit weg. 
c. Tel een cyclus. 
d. Herhaal stap a t/m c tot alle bits op zijn. 
In de echte implementatie is hierop nog een verfijning aangebracht. 
Als stop-criterium wordt daar niet gebruikt de vraag of alle bits 
op zijn, maar de vraag of de overblijvende bits allemaal O zijn. 
Bij n overblijvende 0-bits moeten nog (n+1) : 2 cycli uitgevoerd 
worden. 
5 .6 .3. De gedachtengang bij de implementatie van de vaste-komma-deling is 
analoog aa.n die bij de vaste-komrna-vermenigvuldiging. 
5.7. De schuif- en normeeropdrachten. 
,, 
Een precieze beschrijving van de schuif- en normeeropdrachten is 
te vinden in het Reference Manual A4.9.1 tot en met A4.9.3. Deze 
beschrijving vat de registers opals Boolean arrays en gebrQikt een 
aa'ltal Boolean hulparrays. Toepassing van deze implementatiemethode 
zou resulteren in een zeer inefficient programma. Anderszijds 
bestond er een ALGOL 60-programma dat de EL X8-schuifopdrachten 
met behulp va.~ integer deling en vermenigvuldiging zeer efficient 
simuleerde. Dit programma bltek echter in een aantal gevallen 
onjuiste resultaten te geven, in het bijzonder bij A = +O, A = -O, 
S = +O, S = -0 bij n = 26 en n = 27. De fouten bleken inherent aan 
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de gevolgde methode. 
Om een met redelijke zekerheid correct programna te kunnen 
schrijven werden de volgende twee principes toegepast: 
a. voor de schuifinstructie worden de tekenbits van de registers 
verwijderd in overeenstemming met de aard van de schuifopdracht, 
het schuiven zelf wordt gedaan door integer deling en 
vermenigvuldiging en na de schuifopdracht worden de tekens 
hersteld. 
b. van elke eptelling, aftrekking, deling en vermenigvuldiging wordt 
bewezen dat de operand.en groter dan of gelijk aan +0 zijn en 
kleiner dan 2 i 40, en dat het resultaat.aan dezelfde eisen voldoet 
(zie ook 5.5.). 
Het ender a genoemde verwijderen van het teken kan op twee manieren 
geschieden. Als de tekenbit meeschuift, dan wordt het register 
opgevat als een positieve integer ter lengte van 27 bits, met 
andere woorden: bit 27 wordt aritmetisch gemaakt; dit is mogelijk 
omdat alle registers als reals gedeclareerd zijn. De omzetting 
geschiedt door de opdracht: 
1! 1 / X < 0 ~ X: == X + 2 i 27 - 1 
Dit laat b.v. +O ongewijzigd maar verandert --0 in 2 i 27 - 1. Bit 
27 kan als tekenbit hersteld worden door de epdracht: 
1:!, X ::_ 2 1' 26 ~ x:= X - (2 i 27 - 1) • 
Schuift de tekenbit daarentegen niet mee, dan wordt hij in een 
Boolean opgeslagen en bit 27 wordt nul gemaakt: 
negx:= 1/x < O; 
g negx ~ x: = x + 2 ,f\ 26 - 1 
Dit laat +0 ongewijzigd maar verandert --0 in 2 1' 26 - 1. De 
oorspronkelijke tekenbit kan als volgt hersteld worden: 
g negx then x: == x - (2 1' 26 - 1). 
5. 7 .1. De schuifopdrachten zijn als volgt geimplementeerd. 
LCA, LCS, RCA en RCS 
Hiervoor wordt gebruik gemaakt van 
aanwezige procedure 'circ shift'. 
de in het Milli-systeem 
LCAS, LCSA, RCAS en RCSA 
De beide tekens worden aritmetisch gemaakt, de 
verplaatst door integer deling en vermenigvuldiging, 
warden hersteld. 
LUA en LUS 
bits worden 
en de tekens 
De bits worden verplaatst door integer deling en vermenigvuldiging. 
RUA en RUS 
Deze zijn geprogramrneerd als een eenvoudige integer deling. 
LUAS 
De tekenbits van A en S worden nul gernaakt, de bits 
verplaatst, de oude tekenbits van A en S worden hersteld 





Bit 27 van A wordt aritmetisch gemaakt, dat van S wordt verwijdert, 
de bits worden verplaatst, · bit 27 van A wordt als tekenbit 
hersteld, S krijgt z1Jn oude teken terug en de staart van A wordt 
met de tekenbit van S aangevuld. 
RUAS 
Door een integer deling wordt de nieuwe waarde van A bepaald; 
de tekenbits van de oude A en van S worden nul gemaakt waarna 
een nieuwe waarde voor S berekend wordt. S krijgt dan zijn oude 
tekenbit terug. 
RUSA 
Door een integer deling wordt de nieuwe wagrde van S bepaald; bit 
27 van. A wordt aritmetisch gema':l.kt, dat van S wordt nul gemaakt, 
er wordt een nieuwe waarde van A berekend waarna bit 27 van A als 
tekenbit hersteld wordt. 
5. 7 .2. De normeeropd.rachten worden als volgt verwezenlijkt. 
NORA en NORS 
De normering 
'nonnshift 1 • 
NORAS 
wordt uitgevoerd met behulp van de procedure 
Het aa.~tal plaatsen waarover geschoven moet worden, wordt met 
1normshift 1 bepaald. Het schuiven zelf wordt daarna door de 
opdracht LCAS gedaan. 
5.8. De drijvende-kornma-opdrachten. 
De drijvende-komrna--opdrachten van de EL XS zijn direct in een ALGOL 
60-programma beschikbaar in de vorm van de OP=ratoren +, , X en 
/ • Hiervan word t door de XS-simulator ge bruik gemaakt • 
Weliswaar wordt het programma hierdoor zeer machine-afhankelijk, 
rn.-s.ar tegen het alternatief, het uitprogrammeren van de 
drijvende-komrna-opdrachten in bitmanipulaties, bestaan twee 
bezwaren. Ten eerste staat de precieze werking va:.~ deze opdrachten 
nergens in een toegankelijke vorm beschreven (is misschien echter 
wel af te leiden uit de bij de EL XS behorende tijdsdiagramrnen), 
ten tweede zou zo'n implementatie zeer inefficient zijn. 
5.9. Het ingreepmechanisme. 
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De EL XB kent drie soorten ingrepen, de norm.ale ingreep 
(CHARON-ingreep), de foutingrepen en de sleutelingreep. In al 
deze drie gevallen wordt buiten de gewone programma-opdrachten 
om een opdracht uit een van de geheugenplaatsen M[24] t/m M[28] 
uitgevoerd. Als deze opdracht een subroutinesprong is, wordt deze 
op andere wijze uitgevoerd da~ wanneer de subroutinesprong op de 
gebruikelijke wijze aangeboden zou ZlJn; onder omstandigheden is 
namelijk bit 24 van de weggeschreven link een 1, terwijl OV al 0 
te weten of deze opdracht a:fkomstig is van een ingreep of uit het 
gewone verloop van het programma voortvloeit. Deze inf'ormatie wordt 












Hierbij moet opgemerkt worden dat tijdens een normale ingreep wel 
een foutingreep ka..~ optreden (het woord in M[24] kan imparitair 
zijn), maar dat tijdens een foutingreep nooit een normale ingreep 
kan optreden. Hoe dit ligt bij een sleutelingreep is niet 
duidelijk. 
Bij het verwerken van een ingreep wordt eerst onderzocht of het 
register ITV true is; in dat geval wordt foutmelding 135 gegeven. 
Het blijkt namelijk experimenteel dat het onder die omstandigheden 
'undefined' is of tijdens de ingreepopdracht ITV nog steeds true 
is. Vervolgens wordt de geheugenprotectie opgeheven, zonder BTte 
wijzigen; de opdracht wordt gehaald en verwerkt. Aan het eind van 
elke opdracht wordt getest of 1 ingreep type' grater dan O is; is 
dit het geval, dan was de la'itste opdracht uitgevoerd ten gevolge 
van een ingreep. Het register BI' wordt dan true gemaakt, en IV 
false; hiermee is de verwerking van een ingreep voltooid. 
Het onderkennen van de situatie die tot een ingreep aanleiding 
geeft, geschiedt als volgt. 




Deze kan slechts optreden tussen twee opdrachten. Het onderzoek of 
een ingreepmoet volgen, word.t gedaan na elke opdracht. Een norm3.le 
opdracht moet optreden als IV minstens een hele opdracht lang true 
is geweest, terwijl voor minstens 1 apparaat geldt dat zijn IF true 
is en zijn LVIF minstens een hele opdracht lang true geweest is. 
Dit houdt in dat we: 
de logische operaties op alle 40 IF's en LVIF' s efficient moeten 
kunnen uitvoeren, en 
informatie moeten bewaren omtrent de toestand van IV en de LVIF's 
aan het begin van de laatste opdracht, d.w. z. aan het eind van de 
een na laatste opdracht. 
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De een-bit registers AF(n), IF(n) en LVIF(n) zijn niet als Boolean 
arrays geimplementeerd, maar als paren integers. De integers ifO 
en if1 bevatten alle IF's in hetzelfde formaat als waarin ze door 
respectievelijk de machine--opd.rachten IFA(O) en IFA(1) afgeleverd 
worden; d.w.z. bits 25 t/m 18 van ifO bevatten IF(39) t/m IF(32), 
bits 17 t/m O van ifO bevatten IF(O) t/m IF(17), bits 25 t/m 12 
van if1 bevatten IF(18) t/m IF(31) en bits 11 t/m O van if1 zijn O. 
Hetzelfde geldt mutatis mutandis voor AF, afO, afl en LVIF, lvifO, 
1 vif1. Dit maakt het weliswaar moeilijker deze registers een waarde 
te geven (met procedure setq) of hun waarde uit te lezen (met 
procedure readq), maar levert wel de mogelijkheid Op efficiente 
wijze na te gaan of aan de voorwaarden voor een CHARON-ingreep 
voldaan is. Bijvoorbee:,_d kan de vraag of voor minstens 1 apparaat 
zowel IF als LVIF ~ zijn, aldus geformuleerd warden: 
and(ifO, lvifO) + and (if1, lvif1) > O. 
Wat betreft de tweed.e eis, aan het eind van elke opdracht wordt 
voor elk apparaat nagegaan of zowel IV als de LVIF van dat apparaat 
true zijn. Deze informatie wordt bewaard tot het eind van de 
volgende opdracht; als dan voor enig apparaat dit nog steeds geldt, 
terwijl bovendien zijn IF true is, volgt een ingreep. De informatie 
wordt opgeslagen in ieO en ie1 in het hierboven beschreven for.maat. 
Het criterium voor een CHARON-ingreep is dan: 
iv= 1 A and(ieO, and(ifO, lvifO)) + and (ie1, and(if1, lvif1)) > 
o. 
Dit kost ongeveer 1300 mmsec, terwijl dezelfde test op basis vaa 
Boolean arrays 18000 mmsec zou kosten, nog afgezien van het 
sarnenstellen van het array 'ie'. 
Ten gevolge van een CHAHJN-ingreep wordt het woord in M[24] als 
opdracht uitgevoerd; dit woord kan echter een foute pariteit 
hebben. Deze uitzonderingstoesta.~d wordt in de simulator aangegeven 
door het feit dat 'ingreep type' 3 is; voor de werking op de EL X8 
zie echter 10.7. 
5.9.2. De foutingrepen. 
De noodzaak van een foutingreep wordt op vele plaatsen in de 
simulator vastgesteld; Op deze plaa.t sen wordt dan de procedure 
'undef' aa.~geroepen. Deze procedure heeft een integer parameter die 
ontleed wordt in een foutnummer en een ingreepadres (parameter= 
ingreep adres x 1000 + foutnumrner). 
5.9,3. De sleutelingreep. 
,, 
Een sleutelingreep wordt nooit door de EL X8 zelf veroorzaakt 
maar altijd door een 'buitengebeuren'. De noodzaak van een 
sleutelingreep wordt da.ri. ook nooit door de simulator vastgesteld. 
Wel wordt Op de daarvoor geschikte plaatsen getest of de boolean 




Van CHARON Z1Jn alleen de IP-opdracht en de AF-, IF- en 
LVIF-registers geimplementeerd. Wel zijn faciliteiten aanwezig om 
de simulator uit te breiden met (quasi-) asynchrone in- en uitvoer. 
Zie hiervoor 6.1. 
Tot het repertoire van het centrale rekenorgaan behoren o:i;:drachten 
voor het uitlezen en zetten van de CHARON-registers. De opdrachten 
voor het uitlezen zijn zeer eenvoudig te implementeren omdat de 
vorm waarin de CHARON-registers opgeborgen zijn, precies die is 
waarin ze door genoemde instructies afgeleverd worden (zie 5.9.1.). 
De IF- en LVIF-registers kunnen uitgelez~n worden, de AF-registers 
niet, zulks in overeenstemrning met de beschrijving in Reference 
Manual A4.15.1 en in tegenspraak met de mondelinge overlevering. 
Bij opdrachten voor het zetten van de CHARON-registers ligt de zaak 
ingewikkelder. Bij de aanwezige apparaten kunnen zowel AF, IF als 
LVIF a.an en af gezet worden. Bij de niet--aanwez:ige apparaten blijkt 
experimenteel dat sommige IF 1 s niet true gemaakt kunnen worden en 
sommige LVIF's niet false. Aangezien de AF's niet uitgelezen kunnen 
worden, is iets dergelijks daarvoor niet vast te stellen. Het 
feit dat voor sommige niet-aa.nwezige apparaten IF niet true gemaakt 
kan worden, houdt in dat niet met elk niet--aanwezig apparaat een 
CHARON-ingreep geforceerd kan worden. De werking van IF en LVIF 
staat voor alle 40 apparaten gespecificeerd in 10.4. 
Naast de integers afO, afl, ifO, if1, lvifO en lvif1 bestaan er zes 
integers afvO, afv1, ifvO, ifV1, 1 vifvO en 1 vifv1 waarin van alle 
registers aangegeven staat of het onderhav:ige register variabel 
is. Wanneer de simulator een zet--opdracht te verwerken krijgt op 
een niet--variabel register, wordt een foutmelding gegeven. Het 
variabel-zijn van IF en LVIF werd bepaald in overeenstemming met de 
toestand op de EL XB van het Ma:thematisch Centrum. Van alle AF's 
wordt a"3Xlgenomen dat ze niet variabel ZlJn; dit weerspiegelt het 
feit dat geen enkel in- of uitvoerproces geimplementeerd is. Het 
variabel-zijn van een register kan in de simulator eenvoudig 
gewijzigd worden door in de initialisatie in een string een O door 
een 1 te vervangen of omgekeerd. 
De dynamische stoptoestand. 
Deze toestand wordt gekarakteriseerd door het feit dat or 
gelijk is aan 2 1' 1 ·9 - 1 of a9..Il 2 1' 18 - 2. Afgezien van 
operateurshandelingen kan de machine maar op een manier uit deze 
toestand komen, namelijk door een CHARON-ingree:p."""°Deze nu kan twee 
oorzaken hebben: (a) de sprong naar de dynamische steptoestand werd 
met een GOrOR-opdracht gedaan die de machine horend maakte waardoor 
een reeds hangende ingreepconditie doorkomt, of (b) een asynchroon 
CHARON-proces wordt beeindigd waardo.::>r een IF true wordt. Nu korrrt 
een ingreep pas als de voorwaarde ervoor minstens een hele 
o:i;:dracht lang vervuld is ( zie 5. 9. 1 • ) • Daarom moet na een sprong 
naar de dyna.mische stoptoestand nog minstens een geskipte o:i;:dracht 
uitgevoerd worden; is er na deze opdracht nog steeds geen ingreep 
gekomen, da.~ is het wachten alleen nog op de beeindiging van 
~en CHA...qcJN-proces. Als er zo'n proces locpt, is 'charon teller' 
grater dan O (zie 6.1 .); de voorgeschreven wachttijd wordt dan 
verondersteld verstreken te zijn en CHARON wordt gewekt; hierdoor 
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kan dan weer een IF true worden. Loopt er niet zo'n proces, dan kan 
de (gesimuleerde) machine niet meer uit de dynamische stoptoestand 
komen; er wordt dan een foutmelding gegeven met foutnumrner 1. 
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6. Mogelijke uitbreidingen. 
6. 1 • 
6.1.1. 
CHARON. 
CHARON is een aparte computer die onafhankelijk van het CRO loopt 
en als taak heeft de AF-registers te inspecteren, aan de hand 
hiervan een apparaat te bedienen en als resultaat hiervan eventueel 
een IF-register true te maken. Het zou dus als apart programma 
geimplementeerd moeten worden; parallelle programma1 s kunnen echter 
in ALGOL 60 niet geschreven worden en coroutines al evenmin. We 
zijn dus gedwongen of het CRO-programma of het CHARON-programna 
als hoofdprogrannna tekiezen en het andereals procedure (of reeks 
procedures). Uiteraard blijft het CRO-progra.mma hoofdprogramma. 
Het CHARON-programma moet nu minstens uit een procedure bestaan, 
die wordt aangeroepen als een van de AF-registers door het 
hoofdprogramma gewijzigd wordt; deze procedure heet 'attendeer 
charon af 1 , en heeft 1 parameter, het apparaatnummer. Aan de hand 
van dit apparaatnummer en waarschijnlijk van verdere informatie 
uit de apparaatregisters kan nu een dienstregeling voor de te 
ven-ichten bandelingen opgesteld worden. Een heel eenvoudige 
dienstregeling zou b.v. ZlJn, het gehele transport meteen af te 
werken, inclusief wijzigingen in IFI', AFI', IF en AF. Voor een meer 
realistische aanpak is het echter nodig een schatting te mak.en van 
de tijd die voor bet gevraagde transport benodigd zal zijn, en pas 
na het verstrijken van die tijdr de wijzigingen in IFT, AFI', IF 
en AF uit te voeren. Het verstrijken van die tijd komt alleen tot 
uiting in bet feit dat het hoofdprogramrna verder gaat en daardoor 
'ccs• (de geheugencyclus-teller) ophoogt. De procedure 1attendeer 
charon af I moet dus normaal terugkeren, maar aan het hoofdprogramma 
de mededeling doen dat na een gegeven aantal cycli het 
CHARON-progrannna weer even wil rekenen. Hiertoe wordt het aantal 
benodigde cycli geassigneerd aan de variabele 'charon teller'; 
deze wordt door het hoofdprogramma telkens met dezelfde bedragen 
afgelaagd als waarmee 'ccs' opgehoogd wordt. Wanneer aan het eind 
van een (CRO-)opdracht de 1charon teller' nul of negatief blijkt te 
zijn geworden, wordt de procedure 1wek charon I aangeroepen. Deze 
kan dan verdere administratieve werkzaamheden verrichten. 
Bij het simuleren van 1 apparaat komt maar 1 opdracht 
tegelijkertijd voor en is bet eenvoudig uit te zoeken waarom 'wek 
charon I werd aangeroepen. Bij het simuleren van meer dan een 
apparaat is het echter aan te bevelen een lijst van gebeurens 
(events) aan te leggen; elementen worden aa...~ deze lijst toegevoegd 
(niet noodzakelijkerwijze aan het eind) door de procedure 
'attendeer charon af 1 , terwijl 'wek charon • telkens de eerste 
(voorste) verwerkt en verwijdert. 
Bij een natuurgetrouwe implementatie van de CHARON-simulatie moeten 
o. a. de volgende vragen beantwoord word.en: 
a. Wat doet CHARON precies met de apparaatregisters, in het bijzonder, 
,hoe worden A..~3 en het adresdeel van AR2 gebruikt? Wat gebeurt er 
als AFT ireteen al O is? En wat als de bit 26 van AR3 een 1 is? 
b. Wat gebeurt er als een van de apparaatregisters een woord van 
foute pariteit bevat? Wat gebeurt er als de werkruimte-registers 
pariteitsfouten genereren {m.a.w. als ze door CHARON correct 
beschreven worden, maar bij later teruglezen door CHARON een woord 
van foute pariteit blijken te bevatten.)? 
c. Wat gebeurt er als de leeswijzer naar een transportspecificatie 
wijst die geheel of gedeeltelijk buiten het aanwezige geheugen ligt 
(zowel bij de hoge als bij de lage adressen), of die geheel of 
gedeeltelijk over de registers heen valt? 
d. Wat gebeurt er als de transportspecificatie woorden van foute 
pariteit bevat? 
e. Wat gebeurt er als de transportspecificatie een traject 
specificeert dat geheel of gedeeltelijk buiten het aanwezige 
geheugen valt of dat over de registers heen ligt? 
f. Wat gebeurt er als het te transporteren traject woorden van foute 
pariteit bevat? 
g. Wat ziJn de mogelijkheden om de inhoud van woord M[O] 
te transporteren ( in verband met het · opgeven van I eerste 
transportadres - 1 1 )? 
Alleen in geval f is het min of meer duidelijk dat de foutdetector 
in actie zal komen. 
6.1 .2. In de huidige versie van de simulator is het effect van 'attendeer 
charon af(n) 1 een aanroep van de procedure master met 'error 
number= 600 + n'. 
6.2. De tijdmeting. 
De bepaling van het aB.ntal geheugencycli dat een opdracht kost, is 
onvolledig. 
6.2.1. Bij de drijvende-komrna-opdrachten worden minimum- en maximum-
waarden aangegeven (zie 5.8.); de precieze waarden kunnen echter 
berekend worden aan de hand van de beschrijvingen in Reference 
Manual A4.17.2. 
6.2.2. Bij alle ruireshebbende opdrachten werd aangenomen dat de tijd 
benodigd voor de opdracht opgebouwd is uit twee componenten, de 
tijd benodigd voor het berekenen vm~ het adres en het halen van de 
operand en de tijd benodigd voor de epdracht zelf. Hierbij wcrd 
aangenomen dat operanden van de types M[n], M[B+k], :MR[q] en :MD[q] 
een 1 geheugenacces nodig hebben (dus 2 cycli), die van de types 
MD[q] en :Mp[q] twee geheugenaccessen (dus 4 cycli), die van het 
type Mp[q] drie geheugenaccessen (6 cycli) terwijl operanden van de 
types n (:STAT) en :MR[q] helemaal geen geheugenacces nodig hebben. 
Dit beeld is niet helemaal juist; de volgende gevallen wijken af: 
a. Opdrachten van het type R = STAT of R ~ STATB zijn een cyclus 
goedkoper indien de operand in een van de adressen 57 t/m 62 staat. 
b. Opd.rachten van het type R + :DYN zijn een cyclus duurder dan uit 
het bovenstaande volgt. 
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c. Opdrachten van types F = + :STAT en F = ~ :DYN zijn twee cycli 
goedkoper. 
d. O:pdrachten van het type F x zijn een cyclus goedkoper indien 
de exponenten van beide operanden beide + 0 zijn en nog eens een 
cyclus wanneer x van type : srAT is. 































Lijst van foutmeldingen. 
De lijst bevat in de eerste kolom het nUlllffier van de foutmelding, 
in de tweede kolom eventueel het adres van de geheugenplaats 
die uitgevoerd wordt, mocht de foutmelding als ingreep afgewerkt 
worden, en in de derde kolom een verklaring van de fout. 
zie 4.2.2. 
het programma is in een dynamis~he stop geraakt 
het toegestane aantal geheugencycli is overscbreden 




bij de apdracht DIVAS zijn A en S van verschillend teken 
bij de opdracht DIVA of DIVAS is de absolute waarde van A niet 
kleiner dan de absolute waarde van de operand 
bij een F / x opd.racht treedt de deling O / 0 op 
bij een G / x opdracht treedt de deling O / 0 op 
in niet-bestuurtoestand wordt een van de instructies 
AFON, AFOFF, IFON, IFOFF, LVIFON, LVIFOFF aangeboden 
in niet-bestuurtoesta..~d wordt_de instructie IVON of IVOFF 
aangeboden 
in niet-bestuurtoestand wordt de instructie OVON of OVOFF 
aa:.:igeboden 
in niet-bestuurtoestand wordt de instructie ITVON aangeboden 
in niet-bestuurtoesta..~d wordt de instructie MEMPROT aangeboden 
de opd.racht volgend op de opdracht ITVON veroorzaakt een ingreep 
bij een schuifopdracht is het aantal plaatsen waarover geschoven 
moet worden kleiner dan O of groter da~ 31 
bij een van de opd.rachten IFA, IFAC, IFS, IFSC, LVIFA, LVIFAC, 
LVIFS, LVIFSC is de parameter niet O of 1 
bij een va..~ de opdrachten AFON, AFOFF, IFON, IFOFF, LVIFON of 
LVIFOFF met B-modificatie is B negatief 
bij een van de opdrachten AFON, AFOFF, IFON, IFOFF, LVIFON of 
LVIFOFF is het apparaatnUlllffier groter dan 39 
bij een opdracht voor bet uitlezen van een CHARON-flip-flop-reeks 
deugt de flip-flop-aanduiding niet 
bij een opdracht voor het zetten van een CHA...~ON-flip-flop 
deugt de flip-flop-aanduiding niet 
een AFON- of A..'G'OFF-opdracht specificeert een niet-variabele AF 
een IFON- of IFOFF-opdracht specificeert een niet-variabele IF 
een LVIFON- of LVIFOFF-opd.racht specificeert een niet-variabele 
LVIF 
bij het lezen van een octaal getal door de pseudo-opd.racht OPERATE 
k0mt voor dit getal een cijfer voor 
een octaal getal dat door de pseudo-opdracht OPERATE ingelezen 
wordt, wordt niet met een apostrof afgesloten 
een door de pseudo-opdracht OPERATE ingelezen getal overs~hrijdt 
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de integercapaciteit 
154 bij de uitvoering van een pseudo-op:lracht OPERATE blijkt de code 
kleiner dan O of grater dan 15 te zijn 
155 bij de uitvoering van een pseudo-opdracht OPERAI'E blijkt de code 
gelijk te zijn aan 10 
156 bij de uitvoering van een pseudo-opdracht OPERATE blijkt de code 
gelijk te zijn aan 11 
160 een IP-band bevat een ponsing met een binaire waarde groter dan 
1:27 
161 het aangevraagde traject bij een dump bevat een niet-aanwezige 
geheugenplaa ts . 
171 een BI-band bevat een heptade grater dan 63 en niet gelijk aan 127 
173 een BI-band bevat een woord van foute pariteit 
174 in een BI-band zijn de Cl en C2 van een inzetaanwijzing niet 
beide 0 
175 in een BI-band zijn de C1 en C2 van een geheugenwoord niet beide 1 
176 een BI-band bevat een woord dat in een van de registers of in een 
van de geheugenplaatsen M[O] tot M[23l ingezet moet warden 
200 opdracht begint met 165 1 
201 opdracht begint met '74' of '75' 
202 onbekende opdrachtcode, ongeveer JUMP met Z- of Er-variant 
203 onbekende opdrachtcode, ongeveer GDrO(-x) 
204 onbekende opdrachtcode, ongeveer GDrO met Z- of Er-variant 
205 onbekende opdrachtcode, adresloos 
206 onbekende opdrachtcode, adresloos 
212 U-variant bij de opdracht CLP 
211 U-variant bij de opdracht TENS of T_ENAS 
213 U-variant bij een van de op:lrachten AFON, AFOFF, IFON, IFOFF, 
LVIFON, LVIFOFF 
214 U-variant bij de op:lracht IVON of bij de opiracht IVOFF 
215 U-variant bij de opdracht OVON of bij de opdracht OVOFF 
216 U-variant bij de opdracht ITVON 
217 U-variant bij de opdracht MEMPRDr 
218 U-variant bij een schuifopdracht 
219 U-variant bij de op:lracht NORAS 
222 U-variant bij de opdracht Mill.AS 
223 U-variant bij de opdracht MULS 
224 U-variant bij de opdracht DIVAS 
225 U-variant bij de opdracht DIVA 
226 U-variant bij de pseudo-opdracht OPERATE 
228 onbekende opdrachtcode, ongeveer U, F + :ST.AT 
229 o~bekende opdrachtcode, ongeveer U, F = :STAT 
230 onbekende opdrachtcode, ongeveer U, F X :sr.AT of U, F / :STAT 
231 onbekende opdrachtcode, ongeveer U, :STAT+ F 
232 onbekende opdrachtcode, ongeveer de pseudo-op:lracht OPERATE 
304 bij een in-opdracht blijkt de geheugenoperand een register te ziJn 
305 bij een uit-opdracht blijkt de geheugenoperand. een register te 
zijn 
306 ~ bij de opdracht x = A blijkt de geheugenoperand een register 
te zijn 
307 bij de op:lracht x = S blijkt de geheugenoperand een register 
te z1Jn 
308 bij de 0pdracht x = B blijkt de geheugenoperand een register 
te zijn 
309 bij de opdracht x + A blijkt de geheugenoperand een register 
te zijn 
310 bij de opdracht x + S blijkt de geheugenoperand een register 
te zijn 
311 bij de opdracht x + B blijkt de geheugenoperand een register 
te zijn 
312 bij de opdracht x = G blijkt de geheugenoperand een register 
te zijn 
320 26 de adresberekening levert een negatief adres 
321 26 de ad.resberekening levert een positief niet bestaand adres 
322 26 bij een uit-opdracht is de geheugenopera,.'1.d. niet-aanwezig 
323 26 bij een in-opdracht is de geheugenoperand niet-aanwezig 
330 bij een opdracht met MC-adressering wordt B negatief 
331 bij een F-opd.racht met MC-adressering wordt B negatief 
332 bij een 0pdracht met Mp[q]--adressering is D kleiner dan 64 
333 het adres van een operand met DYN- of :DYN~adressering wijst 
een van de registers aan 
335 bij een opdracht met MC-adressering of bij de 0pdracht MEMPRDr 
blijkt B niet positief te zijn 
336 bij een F-opdracht met MC-adressering blijkt B niet positief 
te zijn 
341 de operand van de opdracht G =xis M[57] (F-k0p) 
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342 de operand van een van de 9pdrachten G + x, G - x, G xx of G / x 
is M[57] (F-kop) 
343 de operand van een van de opdrachten GDrO(x), GDrOR(x), JUMP(x) of 
JUMPR(x) is M[62] (T) 
344 de operand van de opdracht SUBC(x) is M[62] (T) 
345 de operand van de opdracht DO(x) of DOS(x) is M[62] (T) 
350 26 het sprongadres van een van de opdrachten GDrO(x), GDrOR(x), 
JUMP(x) of JUMPR(x) is negatief 
351 26 het sprongadres van een van de opdrachten GOTO(x), GDrOR(x), 
JUMP(x) of JUMPR(x) is niet-aanwezig 
352 26 het sprongadres van een SUBC(x)-opdracht is negatief 
353 26 het sprongadres va...n. een SUBC(x)-opdracht is niet-aanwezig 
354 26 het sprongadres van een REPn(x)-opdracht is niet-aanwezig 
355 26 het sprongadres van een SUBn(x)-opdracht is niet-aanwezig 
358 26 door de normale or-ophoging gaat or het ad.res van de eerste 
niet-aanwezige geheugenplaats bevatten 
361 26 het protectiewoord van een MEMPROT-opdracht verwijst naar een 
niet-aanwezige geheugenkast 
362 26 bij de opdracht SUBC(x) is B negatief 






pariteitsf'out in D bij een operand met MD-adressering 
pariteitsf'out in D bij een operand met Mp[q]-adressering 
pariteitsf'out in de teller bij een tellende sprongopdracht 
500 21 pJging tot schrijven in een tegen schrijven beschermde 
geheugenplaats 
501 27 paging tot lezen uit een tegen lezen beschermde geheugenplaats 
502 27 bij een sprang door een protectiepoort is B < 256 
503 27 bij een SUBn--0pdracht is de plaats van de LINK beschermd tegen 
schrijven 
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600/639 een AFON- of AFOFF-opdracht specificeert een niet-geimplementeerd 
apparaat met een nu:rmner dat 600 lager is dan het foutnu:rmner 
999 het programma is door de monitor beeindigd. 
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8. Het programma. 
8.1. Efficientie en geheugenbeslag. 
De efficientie van de XS-simulator is in hoge mate afhankelijk 
va:'1 de aangeboden opdrachten; zo zullen drijvende-komma-opdrachten 
zeer goedkoop ZlJn, terwijl dubbele-lengte-schuifopdrachten naar 
verhouding duur zullen zijn, Als richtlijn kan gelden dat 
de ongeveer 215000 cycli va.'1 het in hoofdstuk 9 beschreven 
testpro6 ramma in ongeveer 435 seconden uitgevoerd warden; dit is 
ongeveer 2 msec per cyclus, een factor 1600 langzamer dan de EL X8 
zelf. 
Voor de initialisatie zijn ongev2er 8 sec per geheugenkast nodig. 
Het progra.rrrrna is ongeveer 21000 geheugenplaatsen groat (hiervan 
12000 voor de XS-simulator, en 9000 voor het masterprogramma) en 
heeft aJ_s werkruirnte 
935 + 1853 x aantal kasten + 4 X bufs + m"3..X master 
geheugenplaatsen n,Jdig. Bij een beschikbaHr geheugen 
40000 plaatsen, vier kasten en 512 geheugenplaatsen 
masterprogramrna ka;-:i. 8bufs 1 ongeveer 3000 bedragen. 
van ru.im 
voor het 
8.2. Gebru.ikte procedures. 
De XS-simulator gebr,rikt de volgende procedures 












































8.3. De tekst van. het programma. 
begin comment x8 simulator: 17-1:2-71; 
int aai7.tal kasten, m"9X a.ddt", buf's, max master; 
a.antal kasten:= 4; 
bufs:= 3000; 
max master:= 512; 
max ad.d.r: = a.ant al ka.sten x 2 ,{\ 1 l1- - 1; 
bgn 
real fh, ft, a, s, b, ot, c, iv, lt, of, last par word, 
nint, ov, bt, or, m, addr, cg, itv, ingreep type, dyst stat; 









foutingreep tijdens charon/sleutelingreep 
real val, valh, va.lt, al1, at, sh, st, h°Jlp1, hulp2, h'.llp3; 
. , 
bool add.rop, regop, memop, mcad.1.r., flag, nega, negs, subcd, gate, 
- prot; 
switch dsw: = basis cyclus 1; 
~ proc randbit; randbit:= random; 
int proc ra....7.dint; 
bgn reaI' x; 
- ~entier((entier(random x tp13) + random) X tp14); 
randint:= if x > tp26 then x - tp27m1 else x 
end rand.int; - - --
proc ini t x8; 
bgn 
fh:= ra....~dint; ft:= randint; a:~ randint; s:~ randint; b:= randint; 
ot:= and(randint, tp18m1); or:= randint; 
c:= ra....~dbit; iv:= ra.'l.d.bit; lt:~ randbit; of:= randbit; 
last par word:= rand.int; nint:= randbit_; ov:= randbit; bt:= randbit; 
m:= addr:= cg:= itv:= ingreep type:~ dyst stat:= o; 
prot:= bt = 0 
end init x8; 
proc memreg; 
if mem op then mem1 else 
bgn m: = if a:idr < 59 then 
- 7"if add.r == 57 then fh else ft) ~ 
if addr < 61 then 
(if addr - 59 then a else s) else 
if adir "" 61 then b else --
tlink + ( if c---;;;--"o then 0 else -tp26m1) 
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end memreg; 
real proc compf'(h,t); val h,t; real h,t; 
compf':= compose(h,set(bit(14, h),26, 26, t)); 
bool proc signinc; 
signinc:= bit(14, valh) r 
(if' 1/valt > 0 ~ 0 else 1 ); 
proc b up1; 
bgn if 1/b < 0 ~ undef(335); b: = b + 1 end b_ upl; 
-oroc bdown 1 ; 
bgn b: = -( 1 - b); if' b < 0 then undef ( 3 30) ~ bdown 1; 
proc b up2; 
bgn if 1/b < 0 then undef(336); b:= b + 2 end b up2; 
proc bdown2; 
bgn b:= -(2 - b); if' b < 0 then undef(331) ~ bdown2; 
real proc star(x); val x; real x; 
bgn co only for absV; > tp18m1; 
y:;-X - X: tp19 X tp18; 
star:= if y = 0 /\ x > 0 then O els~ y 
end star;- -- --
real proc tlink; 
tlink: = ot + 
(if c = 0 then O else tp1-3) + 
(if iv= 0 then O else tp19) + 
(if lt = 0 then O else tp20) + 
(if of = 0 theii' 0 else tp21) + 
(TI parbit(last par word) = 0 then O else tp22) + 
(if nint = 0 then O else tp23)_+_ -
(if ov = 0 then O else tp.24) + 
(if bt to O then O else tp25); 
proc calc addr; 
bgn mcaddr:= false; 
if b20c19 < 3 then 
bgn co stat, :stat, statb; 
ifb20c19 < 2 then 
bgn addr~x b14to; addrop:= b20c19""' 1 end else 
bgn addr0p:= false; - -
ad.dr:= (if abs(b) > tp19m1 then b - b: tp18 X tp18 
else b) +-b14to - tp14 
end; 
reg op:= laddrop /\ addr > 56 /\ addr < 63 
end else 
bgn--
b14t9:== b14to: tp9; b8to:== b14to -- b1•'+t9 x tp9; 
if b14t9 > 57 then 
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bgn co mr; 
ifb1 4t9 = 63 then 
bgn 
if lfilled[63] then undef(25401); 
X:= m)[63]; ccs~cs + 2; 
if trace then report reading(63, x); 
endelse -
x:= if b14t9 < 61 then 
(if b14t9 = 58 then ft else 
if b14t9 = 59 then a else s) else 
if b14t9 = 61 then b else ot -
end mr else -- --
bgn co mpg_; 
iflfilled[63] then undef(25402); 
y:= m0[63]; ccs~cs + 2; 
if trace then report reading(63, y); 
if abs(y) > tpl 8m1 then y: = y - y : tp1B X tp13; 
if y < 64 then undef(332); - · 
cg:= O; addr:= y + b14t9; mem1; x:= m; 
end mpg_; 
addr:= (if abs(x) > tp18rn1 then x - x: tp18 x tp18 
- ~sex) +-b8to - tp8; 
if addr > 56 A addr < 63 then undef(333); reg op:= false; 
&idrop:= b20c19 = 4; -
mcaddr: = bl 4t9 = 61 A lad.drop 
end dyn, :dyn; 
if addr < 0 then undef(26320) else 
if addr = 0 then addr:= 0 else--
if addr > tp18m1 then w1.de:f('25321); 
iiiem op:= 7 (ad.drop V reg op} 
~ calc addr; 
proc C•)n::lf; 
bgn co co.1.ditiezetting op floating point getal 
- - in valh en val t,; 
x:""' bit( 14, valh); 
C ·-. 
if b1,3c17 "" 1 then x else 
if b18c17 :a: 2 then --
'"""'[ if val t ~ 0 tiieri 1 else 
if a:.1.d( valh, tp11+m1 ):{if 1/valt > 0 ~ 0 ~ t:p1-4m1) 
-then O else 1) else -




bgn co co~1.ditiezetting op 27-bits 'tlOOrd in val; 
x:-;-if (if val = 0 then 1/val else val) > 0 
thenO else 1; -- --
c: = 'ifb18c1 '7 = 1 then x else 
if b18c17 = 2 then (if val= 0 then O else 1) else 




~ begin pariteitsberekening; 
integer array parlist[0:511]; 
integer procedure parbit(bin); value bin;~ bin; 
begin real x, y; 
if (if bin= 0 then 1/bin else bin)< 0 then 
-bin:= bin+ tp27ml; -- -
x:= bin: 512; y:= x: 512; 
x:= parlist[bin - x X-512] + parlist[x - y x 512] + parlist[y] + 1; 
rep: 
if x > 1 then begin x: = x - 2; goto rep end mod 2; 
parbit:= X:-- --
end parbit; 
uroc init parlist; 
begin int i, j; 
par list[ 0]: = O; 
for i:= 1, i + i while i ~ 256 do 
for j: = 0 step 1 until i - 1 do 
parlist[ i+j J := 1 - par list[ j ]-
end init parlist; 
~ einde pariteitsberekening; 
~ begin memory simulation; 
proc bring in(region); real region; 
if m3p = 0 then 
bgn if m2p ""' 0 then 
bgnif m1p ~ 0 then 
bgnm1p:= region; m11:= m cnt end else 
bgn m2p:= region; m21:"" m cnt end --
end else 
bgn m3p:: region; m]l:~ m cnt end 
end unused regions else 
bgn --
proc transp(m, mp); int mp; ~ ~ m; 
bgn 
to drum(m, mp x bufs); 
mp:= region; drum cnt:= drum cnt + 1; 
from drum(m, mp x bufs) 
end transp; 
if mll > m21 then 
bgn 
if m21 > m31 then transp(m3, m3p) 
.-. ~se transp(m2, m2p) 
end m2 of m3 else--
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if roll> m31 then transp(m3, m3p) 
- else transp(m1, m1p) 
end bring in; 
proc stm; 
Iraiidr > 56 /\ addr < 63 then undef(305) ~ stm1; 
-proc stm1; 
Iraiidr > max addr then undef(26322) else 
bgn int region; --
if in monitor then goto skip adm; 
if prot then -- -
bgn -
if dgp[addr : 512] > 0 then 
bgn - - -
if 7 (addr < 16 V addr == 63) ~ undef{27500) 
end 
end; 
if nowri te [ addr] then 
bgn real m1, addrT:;-'cg1; 
m1~; ad.dr1: = addr; cg1 := cg; undef(5); 
m:= m1; addr:= addrl; cg:= cg1 
end nowrite; 
mcnt: = m cnt + 1 ; 
skip adm: 
filled[addr]:~ cg~ o; 
region:= addr .:.. bufs; x: = addr - regioa x bufs; 
rep: 
if region~ 0 then mO[x]:~ m else 
if region :-:: ml:.? then bgn ml [x] :~ m11:.., m cnt end else 
if region == m2p then bgn m2[x]: = m; m2l:,., m cnt end else 
if region = m3p then bgn rn3[x]:"" m; m31:"" m cnt end else 
bgn bring in(region); goto rep end; -- -
if trace then report w.citing(addr, m) 
end stm 1; 
proc mem; 
Iraiidr > 56 /\ addr < 63 then undef{:-304) else mem1; 
proc mem1; 
ifad.dr > max addr then undef(26323) else 
bgn int region; booITa; 
if in monitor then goto skip adm1; 
R prot then - --
bgn -
if dgp[addr : 512] > 0 then 
bgn -
if 7 (addr < 1 S V addr = 63) then undef(27501) 
end 
end; 
ccs:= ccs + 2; m cnt:= mcnt + 1; 
fa:= filled[addr]; 
if cg< 2 /\ lfa then undef(25400); 
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skip adml: 
region:= addr ~ bu:t's; x:= addr - region X bu:t's; 
rep: 
if region= 0 then m:= mO[x] else 
if region= m1p then bgn m:= m1TxJT m11:= m cnt end else 
if region == m2p then bgn m:= m2[x]; m21:= m cnt end else 
if regio:i == m3p then bgn m:= m3[x]; m31:== m cnt end else 
bgn bring in {region); goto rep end; -- ---
I:f""trace then report reading(addr, m); 
if in monitor then goto skip adm2; 
if cg= 0 then else--
if cg = 1 then last par word:= m else 
bgn -- --
last par word:= if fa then m else -m; 




proc init memory; 
bgn 
y: = max addr : tp9; 
for x:= 0 step 1 until y do dgp[x]:; 2; 
co dp: :a: 't°rue', gp: = 'true T; 
mcnt:= mlp:= m11:= m2p:= m21:'"" m3p:"" m31:= drum cnt:= O; 
x:= O; 
rep: 
filled[x]:~ now~ite[x]:= noexec[x]:~ false; 
x:= x + 1; if x < max addr then goto rep 
end init memory; - -- --
int ar mo, m1, rn2, m3[0:bu:t's - 1]; 
boolar filled, nowrite, noexec[O : max addr]; 
real m1 p, m11, m2p, m21, m3p, m31; 
int ar dgp[O : max addr: 512]; 
realm cnt, drum cnt; -
~ end memory simulation; 
~ simulatie charon; 
real charon teller, ieO, ie1; 
Iii-t afO, af 1 , ifO, if1 , 1 vifO, 1 vif1 ; 
int afvO, afv1, ifvO, ifv1, lvifvO, lvifv1; 
int ip lezer; 
proc setq(l, qO, q1, v); val l; int 1, qO, q1, v; 
if 1 > 31 then qO:= set(v:-T - Tl+;' 1 - 14-, qO) else 
if 1 > 17 then q1:= set(v, 43 - 1, 43 1, ql) else 
-- qO:= set(v, 17 - 1, 17 - · 1, qO); 
int proc readq(l, qO, q1); val l; ~ 1, qO, q1; 
readq:= 
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if 1 > 31 then bit(l - 14, qO) else 
if 1 > 17 then bit(43 - 1, q1) else bit( 17 - 1, qO); 
proc init q(qo, q1, qlist); int qO, q1; string qlist; 
bgri"°int i; -
qO:= q1 := O; 
for i:= 0 step 1 until 39 do 
set q(i, qO, q1, stringsymbol(i, qlist)) 
end init q; 
proc wek charon; ; 
proc attendeer cbaron af(n); undef(6oo + n); 
proc init charon; 
~ 
charon teller:= o; 
ip lezer:== 5; 
init q(afvO, ai'v1, 
toooooooooooooooooooooooooooooooooooooooo}); 
init q(ifvO, ifv1, 
t,111111111111111111111001111110000111111}); 
init q{lvifvO, lvifvl, 
t1111111111111100111111001111110000001111}); 
ls 
end ini t char011.; 
-proc bva; goto bva 1 ; 
proc ls; 
bgn 
i V: = bt: = 1 ; 
ov:= ieO:= ie1:= dyst stat:~ O; 
afO:= afl:= ifO:= if1:= O; 
lvifO:= tp26ml; lvif1:= tp26m1 - tp12 + 1; 
~ ls; 
procedure lsip; 
begin ls; ip; ot:~ tp18m1; 
setq(ip lezer, ifO,if1,1); 
if 7 sva then bva 
end lsip,; 
procedure lsbi; 
begin ls; bi; ot:= tp18ml; 
setq(ip lezer, if0,if1,1); 
if 7 sva then bva 
end lsbi; 
procedure lsnb; 
begin ,ls; ot:= tp18m1; 
setq(38,if0,if1,1); 




begin real n, runount; 
real proc word; 
begin int n; 
real proc rehep1; 
bgn real n; 
n:= rehepl:= rehep; 
if n > 127 then undef(160) 
endrehep1; --
skip: 
n:= -(64 - rehep1); if n < 0 then goto skip; 




amount:= n: tp18; 
addr:= n - amount X tp18; if addr - tp1 '3m1 then addr: = -1; 
if amount r O V addr f O then 
begin 
loop: 
addr: = addr + 1; amo:.mt: == amount - 1; 
m:= word; if m > tp26m1 then m:= m - tp27m1; stm; 
goto if amount= 0 V aiiioimt = -512 then block else loop 
end block -- --
proc bi; 
bgn real a, s; int adr, cnt; 
proc rehep inf; 
bgn 
rep: s: = rehep; 
if s > 63 then 
bgn if s f 127 then undef(172); 
fors:= rehep~le s + 127 do; 
goto rep -
encr--
end rehep inf; 
proc re biword; 
bgn int n; real res; bool par; 
res:": s; par:= parlist[s] = O; 
for n:= 1 step 1 until 4 do 
l:>gn -
rehep inf; res:= res X 64 + s; par:= par~ parlist[s] = 0 
end; 
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if par then undef(173); 
a:• res--a::I'v tp27; s:= -(a X tp27 - x); 
if s > tp26m1 then s:= s - tp27m1 
end re biword; 
read biblock: 
rehep inf; ifs= 0 then goto read biblock; 
re bi word; if a ~ 3 then undef ( 1 74); 
adr:= and(s-;-tp1Bm1); cnt:= and(s div tp19, 511}; 
if cnt = 0 then cnt:= 512; --
if adr > 0 V cnt > 0 then 
bgn 
for cnt:= cnt step -1 until 1 do 
bgn rehep inf;--i:e-biword; 
if a 1= 0 then undef(175); 
adr:= adr+l; 
if adr < 24 V adr > 56 /\ adr < 63 then undef( 176); 
addr: = adr; m: = s; stm 1 ; -
end cnt; 
goto read biblock 
end biblock; 
end bi; 
co einde simulatie charon; 
~ begin monitor procedures; 
co ad hoc master- en traee-procedures, vo:Jr testdoeleinden; 
-proc master; 
bgn 
nlcr; printtext{fsimulatie beeindigd met foutnurnmert); 
absfixt(3, o, error numbec); 
if ingreep tYPe = 1 then printtext(fin charon/sleutelingreep}); 
if ingreep tYPe = 2 then printtext(fin foutingreep}); 
if ingreep t:ype == 3 then 





dump(o, max addr); 
exit 
~ master; 
proc start monitor; 
bgn sva:= true; lsip; sva:= false; 
cg:= O; addr:= 512; m:= O; stm; 
bva 
end start monitor; 
proc tierminate; 
bgn printtext(fterrninate}); master end; 
8-10 
~ report reading(addr, val); ~ addr, val; ~ addr, val; 
bgn nlcr; printtext(fread }); 
proct ( addr, 9) ; 
proct{val, 9) 
~; 
proc report writing(addr, val);~ addr, val;~ addr, val; 




proe report eoi; 
bgn nlcr; printtext( fe o inst}) ~; 
proc report eod(addr, instr); val addr, instr; 
int addr, instr; -




proc report interrupt.(ir addr); ~ ir 
bgn nlcr; printtext(finterr }); 
proct(ir addr, 9) 
addr; int ir addr; 
~; 
proc report skip; 
bgn nlcr; printtext(fskip 
co einde ad hoc maste~ en trace-procedures; 
int ir addr, error number; 
bool sva, in monitor, trace, key; 
real ccs, ces1, ecs of, ccsmax, des, des max; 
real jcnt, tent; 
real~ tlist[O: 31]; 
proe init monitor; 
bgn 
-
ir addr:= O; ces:= ees1:~ ecs of:= des:= O; error number:= 999; 
jent:= tent:= O; 
cesmax:= 1000000; dcsmax:= 180; 
trace:= sva:= key:= false; in monitor:=~; 
start monitor 
end init monitor; 
int proc undef (em); ~ ern; ~ ern; 
bgn undef: = 1; 
ir addr:= ern: 1000; error number:= ern - ir addr X 1000; 
if in monitor then terminate else 
if filled[ ir addr] 7 ( ir addr= 0 V ov=O) then 
bgn in monitor:= true; 
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cg:= o; ·master; 
in monitor:= false 
end else 
begi~ 
ingreep type:= ingreep type+ 2; 
ov:= O; goto ingreep 
end 
end undef; 
procedure proct(m,dig); ~ m,dig; int m, dig; 
begin real n, x; 
spaceTiJ; 
if dig= 6 then x:= m / tp15 else 
bgn -
x:= (if 1/m < 0 then m + tp27m1 else m) / tp24; 
dig:=9 -- - , 
end; 
rep: 
n:= entier(x); prsym(n); 
if dig= 7 then space(1); 
dig:= dig - 1; 
if dig= 0 then goto out; 





int proc reoct; 
bgn Iri:tn; 
skip: 
n:= resym; if n < 10 then undef(151); 
if n ~ 120 then goto skip; 
-x· - O· . , 
rep: 
n:= resym; 
if n = 93 then n:~ resym; 
if n < 8 tiieii"'"" 
bgn x: = x """x"8' + n; go(o rep ~; 
if n r 120 then undef 152); 
if x > tp27ml then u~def(153); 
TI x > tp26ml then x: = x - tp27m1; 
reoct:= X --
end reoct; 
int proc oct(x); val x; real x; 
bgn Irit"i, sgn, n; real res; 
i(l7x < 0 then bgn sgn: = -1; x: = -x end else sgn: = 1; 
x:= (x + .05T{;9; res:= O; - --
for i:= 1 step 1 until 9 do 
bgn ~== x X 1J; n:= entierfx); x:= x -n; res:= res X 8 + n 
eiid; 
oct:= (if res> tp26m1 then res - tp27m1 else res),x sgn 
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~ oct; 
proc tn(s, x); ~ x; real x; string s; 
bgn int i, n; 
7:= o; 
for n:= stringsyrnbol{i, s) while n t 255, 
- 93 while i < 7 do 
bgn i:= i + 1; prsym(n) end; 
proct{x, 9); space(5) -
end tn; 
procedure dump(from, to);~ from, to; integer from, to; 
begin real i, j, x; 
if from< 0 V to > max addr then un.def ( 1 61 ) ; 
if line number~ 1 V print po"sl O then new page; 
print text ( fgeheugendump vant); proct ( from, 6); 
printtext(ftot}); proct(to,6); nlcr; 
addr:= from; goto heading; 
rep: 
addr: = addr + 1; 
repa: 
if addr > to then goto out; 
if 7 filled[addr] t:i:iei1: goto rep; 
print text( flo4); addr: ~r : 8 X 8; 
proct(addr,6); prsym{65); proct(a1dr + 7,6); 
i: = o; 
repi: 
j:= O; space(8); 
repj: 
if filled[addr] then 
bgn mem1; proct(m, 9) end else space(12); 
addr: = addr + 1 ; 
if add.r > to then goto out; 
j:= j + 1; - -
if j < 4 then goto repj; 
i:= i + ,-r--
if i < 2 then goto repi; 
nlcr; --
if 1 ine number = 1 then 
heading: 
begin space(25); 
for i:=· 0 step 1 until 7 do 
begin if i--;;7:i: then space"{B); 











proe print tlist; 
bgn int max, tent 1 , num, x; 
nler; printtext{fvorige sprongadressen:\>); nler; 
max:= if jent > 32 then 32 else jent; tent1:= tent; 
for num: = 1 step 1 uiitil max do 
bgn -----
spaee{2); fixt(2, o, -num); 
x:= tlist[tent1]; 
if 1/x < 0 then proet(and(x, tp26m1), 9) else 
bgn spaee(4')'Tp'roet{x, 6) end; 
tcnt1:= tent1 •- 1; -
if tcnt1 = -1 then tent1:= 31 
end print tlist; 
proe print dgp; 
bgn int i, j; 
nler; printtext(fprotectiebits}); 
for i:= 0 step 1 until aa.~tal kasten - 1 do 
bgn nlcr; prir:i.ttext{fkast}); absfixt(2, 0-, i); 
printtext{f dp f); 
for j:= O step 1 until 3 do 
prsym{(even(dgp[32 Xi+ F"x j]) +_ 1) / 2); 
printtext(f gp }); 
for j:= 0 step 1 until 31 do 
prsym((dgpl32X i + j] + 1J: 2) 
end; -
nicr 
end -print dg-p; 
co dp O 1 ) 1 
gp O O 1 1 
dc,.o-p -1 0 1 2; 
proe print regs; 
bgn nlcr; printtext(fregisters}); nlcr; 
tn{ at a ); tn( s}, s 
tn( or}, or ); tn( addr*, addr 
); tn{ah 
) ; tn( b , 
); tn( , 
tn(ttlink}, tlink ); tn(tf~, fh 
tn( ir addr*,ir addr); . 




space{10); printtext(,t:ecs (dee):f,); absfixt{10, O, ccs }; 
printtext{f+}); absfixt(6, O, ees of); 
space( 10 ); print text( fdrum en.t {dee)}); absfixt( 1 O, O, drum ent); 
nler 
end print regs; 
proe print eharon; 
bgn int i; 
nlcr; nlcr; printtext(feharon} ); nlcr; 





for i:= 0 step 1 until 39 do 
if read q(i, ifvO, ifv1) +read q(i, lvifvO, lvifv1) = 2 then 
bgn 
nlcr; absfixt(7, o, i); 
absfixt{4, O, readq(i, af'O, 
absfixt(4, O, readq(i, ifO, 






for i: = 1 step 1 until 26 do prsym( 66); 
nicr 
end print charon; 
~ einde monitor procedures; 
comment herkennen va.,-,:1 instru.cties; 
real x, y, z, u, v, w, tp26, tp2'7, tp27m1; 
real i,l,n; 
real array tp[0:27]; 
int tp1, tp2, tp3, tp4, tp5, tp6, tp7, tpB, tp9, tp10, 
- tp11, tp12, tp13, tp14, tp15, tp16, tp17, tp1i3, tp19, tp20, 
tp21, tp22, tp23, tp24, tp25; 
~ tp1•4m1, tp18m3, tp1,3m1, t:p26m1; _ 
comment hulp-~elden uit or: ; 
real b14tO,b16c15,b18c17,b20c19,b20, 
- b1i+t12, b11 to, b11t5, b11t9, b8t6, b5t0, 
b4to, b24, b21, b1-1+t9, bBto; 
comment switches voor het herkennen van instructies: ; 
switch sb26t22: ---= 
aplus, 
aeq, 
if b20c19 = 1 then aplusdyn else plusa, 
TI b20c19 = 1 then aeqdyn el~ 
-if b16c15 = 1 then aplusa else eqa, 
splus, 
seq, 
if b20c19 = 1 then splusdyn else pluss, 
if b20c 19 = 1 then seqdyn el~ 












if b20c19 = 1 then bplusdyn else plusb, 
if b20c19 = 1 then beqdyn else 
-if b16c15 = 1 then bplusb else eqb, 
ifb18cl7 > 1 then dsw[undef{202)] else jump, 
if b18c17 > 1 then dsw[undef(204)] else 
if b21 = 0 then goto else --
-if b20c19 = 3 then gotoo.yn else dsw[undef(203)], 
repn, 
if b19c17 = 0 then subn else 
if bl Bel 7 = 2 then s1.1bn else 
if b21 = 0 then subc els-e -
-if b20c19 = 1 then sui3cdyn else do, 
ifb16c15 = 1 th~ -
°"1'if b20c19 = 1 then dsw[undef(228)] else gplus) 
else fplus, --
if b16c15 = 1 then 
\if b20c19 = "ftiien dsw[undef(229)] else geg_ ) 
else feq, --
if b21 = 0 then 
'"1'if b20c19 = 1 V b20c19 = 3 V b18c17 f O then 
-dsw[undef(232)] else operate) --
else dsw[undef(2oorr;-
tabel6, 
if b 16c 1 5 = 1 then _ 
7"if b20c19 = 1 then dsw[undef(230)] ~ gtd ) 
else ftd, --
if b16c15 = 1 then 
°"1'if b20c19 = T'tiien ds~[undef(231)] else eqg ) 




lea, lua, leas, luas, 
rca, rua, rcas, ruas, 
lcs, lus, lcsa, lusa, 
res, rus, rcsa, rusa; 
connnent hulp-procedures: ; 
proc itp(x); real x; 
bgn x:~ tp[i]; i:= i + end itp; 
comment initialisatie: ; 
tp[O] := 1; 
for i:= 1 ste-p 



























itp(tp25); itp(tp26); itp(tp27); 
tp14m1:= tp14 - 1; tp18m3:= tp1B - 3; 
tp18m1:= tp18 - 1; tp26m1:= tp26 - 1; tp27m1:= tp27 - 1; 







in monitor:= false; 
basis cycl us 1 : 
if ot > tp18m3 then 
bgn co dynamischestop; 
ifdyst stat < 2 then 
bgn dyst stat:= dyst stat + 1; goto skip~~ 
ilcharon teller> 0 then 
bgn 
ccs:= ccs + charon teller; dyst stat:= O; goto skip 
end else undef(1) 
end else dyst stat:= O; 
cg:= O; addr:= ot; mem; or:= m; 
if noexec[ot] then undef(4); ot: = ot + 1; 
if ot > max addr then undef{26358); 
basis cyclus 2: 
if ccs > ccsm,~x then undef(2); 
flag:= -false; --
y:= if 1/or < 0 then or+ tp27m1 else o~; 
x:=y: tp15; b14tC>:=y-xxtp15; y:-==x; 
x:= y: tp2; b16c15:= y - xx tp2; y:= x; 
x:= y: tp2; b1Bc17:= y - x X tp2; y:= x; 
x:= y: tp2; b20c19:= y - xx tp2; y:= x; 
X: = y : tp 1 ; b21 : = y - X X tp 1 ; 
goto sb26t22[x + 1]; 
tabel6: 




b20; b20c19: 2; 
if b20 + b20 ~ b20c19 then 
bgn -
if bitstring(26, 17, or) = 1004 /\ b14to = 31-488 ~ 
goto memprot; 
undef(206) 
end b19 = 1; 
bi"l+t12:= b14to: tp12; b11t0:= b14to - b14t12 x tp12; 
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if b1;+t12 = 0 then 
bgn co shift, nora, nors, noras, rgt, ten; 
b1T-E'5: = b11to : tp5; b4to: = bl 1to - b11t5 x tp5; 
if b11t5 < 4 then goto shift else 
if bl 1t5 = 5 then --
bgn -
if b21 + b20 + b4tO = 0 then 
goto if b24 = 0 then nora else nors 
end else -- -
tlbllt5 = 7 ~ 
bgn 
if b24 + b21 + b20 + b4to = O then goto noras 
endelse 
if bl 1 t5 > 7 /\ bl 1 t5 < 11 then 
bgn -
if b24 + b20 = o /\ b4to < 3 ~ goto rgt 
endelse 
tlb1 lt5 = 32 then 
bgn -
if b24 = 1 /\ b2'1 + b20 = 0 /\ b4tO 
end 
< 2 ~ goto ten 
ende°lse 
ttbTl+tf2 = 6 then 
bgn co clp, int, rraak iv, maak o·,, itvon; 
b11t9:== b11t0 : tp9; b8tO:= b11t0 ·- b11-:-.9 x tp9; 
if b21 + b20 +-b18c17 + b8tO = 0 then 
bgn , -
-if bl 1t9 = 0 then goto maak iv; 
Il bl 1 t9 = 1 then goto maa.k ov; 
if b1 lt9 = 2 /\ b24 -= 1 then goto itvon; 
if b11 t9 = 3 /\ b24 == 0 then goto clp; 
if bl lt9 = 4 /\ b24 = 0 then goto int 
end 
end else 
ilb1 1+t12 == 7 then 
bgn co ::naak q, "'"Tees q; 
b11t9:== b11t0: tp9; b8tO:== b11t0 -- b11t9 X tp9; 
b 8t6:= b 8to: tp6; b5tO:~ b 8to - b 8t6 x tp6; 
if b11t9 < 4 then 
bgn -
if b21 + blBc1'7 + b8t6 = 0 then goto maak q 
endelse ---










b20c19: = 4; 
b20c19: = 4; 











b20c19: = 4; b21: = o; co abnormale betekenis van b21; goto goto; 
subcdyn: b20c19:= 4;- goto subc; 
feqdyn: b20c19:= 4; goto feq; 
aeq: 
if b16c15 > 1 then 
bgn if bl 6c15 fc+2 then goto skip end; 
calcaddr; 
if addr Op then VH,l: = addr else 
bgn cg:= i tv+ i tv + 1; rnerrireg;° val:= m end; 
F me addr then bdown 1; --
if b21 = 1 then val:= -val; 
if b18c17 >othen cond; 
if b16c15 ~ 1 then a:= val; 
goto timeO; --
seq: 
if b16c15 > 1 then 
bgn if b16c15 "fc+2 then goto skip~; 
calcaddr; ---
if addr op then val:= addr else 
bgn cg:= itv+itv + 1; rnerrireg;° val:= m end; 
il me addr then bdown 1 ; 
if b21 = 1 then val : = -val; 
if b1,5cl7 >Othen co..:1.d; 
if b16c15 f 1 then s:= val; 
goto timeO; 
beq: 
if b15c15 > 1 then 
bgn if b16c1 :5 fc+2 ~ goto skip end; 
calcaddr; 
if addr op then val:= addr else 
bgn cg:= itv+itv + 1; memreg,; val:= mend; 
F me addr then bdown 1 ; 
if b21 = 1 then val:= -val; 
if b18c77 >Othen cond; 
if b76c15 f 1 then b:= val; 
goto timeO; 
aplus: 
if b76c15 > 1 then 
bgn if b76c15 fc+2 then goto skip end; 
calcaddr; - --
if add.r op then val:= addr else 
bgn cg:= itv+1; memreg; val:= mend; 
il me addr then bdowa1; --
val:= if b2,--;;-o then a+ val~ a - val; 
if abs"fval) > tp2tmi'r'then 
bgn of:= 1; --
va1:= if val> 0 then val - tp27m1 else val+ tp27m1 
~; 
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if' bl •3c 17 > 0 then cond; 
ll bl6c15 ~ 1 then a:= val; 
goto timeO; 
splus: 
if' b15c15 > 1 then 
bgn if' b16c15 fc+2 ~ goto skip~; 
calcaddr; 
if' add.r op then val:= add.r else 
bgn cg:= itv+1; memreg; var:;; mend; 
Ir me addr then bdow111; --
val:= if' b2,--;;-o then s + val else s -- val; 
if' absf,ral) > tp2Diiilthen 
bgn of:= 1; -
val:= if' val> 0 then val - tp27m1 else val+ tp27m1 
end; 
ifb1Bc17 > 0 then cond; 
if' b15c15 ~ 1 then s: = val; 
goto timeO; 
bplus: 
if' b16c15 > 1 then 
bgn if' b16c15 rc;2 then goto skip end; 
calcaddr; - -
if' addr op then val:= addr else 
bgn cg:= it~l; memreg; v~ m end; 
if' me addr then bdown1; -
val:= if b2;--70 then b + val else b - v-al; 
if' abs"{va.1) > tp26m1 then 
bgn of:= 1; -
val:= if val> 0 then val - tp27m1 else val+ tp27m1 
end; - --
ifb1 Be 17 > 0 then cond; 
if' b16c15 ~ 1 then b:= val; 
goto timeO; --
eqa: 
if' b16c15 > 1 then 
bgn if b16c15 fc+2 then goto skip end; 
calcad.d.r; -- -
if' regop then undef(306); 
val:= if b21 = 0 then a else -a; 
if' b1<3'c17 > 0 thencond;--
m: = vaJ.; cg:= itv; stm1; 
if' me addr then b upl; 
goto time2;-
eqs: 
if b16c15 > 1 then 
bgn if b16c15 fc+2 then goto skip end; 
calc addr; - -
if' regop then undef(307); 
val:= if b21 = 0 thens else -s; 
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if b1,3c17 > 0 then cond; 
m:= val; cg:= itv; stm1; 
if me addr then b up1; 
goto time2; 
eqb: 
if b16cl 5 > 1 then 
bgn if b16c15 fc+2 then goto skip end; 
calcaddr; - - -
if regop then undef(308); 
val:= if b21 = 0 then b else -b; 
if b18c17 > 0 thencond.;-
m:= val; cg:= itv; stm1; 
if me addr then b up 1 ; 
goto time2;--
aplusa: 
flag: = true; 
plusa: --
if b16c15 > 1 then 
bgn if b16c15 fc+2 ~ goto skip~; 
calcaddr; 
if regop then un1ef(309); 
cg: = 1 ; mem 1 ; val: = m; 
val:= if b21 = 0 then val + a~ yal - a; 
if abs'[val) > tp2~then 
bgn of:= 1; --
~l:= if val> 0 then val - tp27m1 else val+ tp27m1 
end; - -
lib 1 i3c 17 > 0 then co:..1.d; 
TI flag V b16c°i'51' 1 then 
bgn m: = val; cg:= itv; stm1 ~; 
ilflag then a:= m; 





if b16c75 > 1 then 
bgn if bl 5c15 "fc+2 ~ goto skip end; 
cai"cfil'l.dr; 
if regop then undef(310); 
cg: = 1 ; mem 1 ; val: = m; 
val:= if b21 = 0 then val+ s else val - s; 
if abs"{"val) > tp2bm'lthen 
bgn oi:= 1; -
val:= if val> 0 then val - tp27m1 else val+ tp27m1 
end; 
if b18c17 > 0 then cond; 
TI flag V b16c"f"5'"11 then 
bgr{ m: = val; cg:= it v; stm1 end; 
if flag then s: == m; 
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i:f b16c15 > 1 then 
bgn i:f b16c15 fc+2 then goto skip end; 
calcaddr; --
i:f regop then undef(311); 
cg:= 1; mem1; val:= m; 
val:= i:f b21 = 0 then val+ b else val - b; 
i:f abs"fval) > tp2~then 
bgn o:f:= 1; -
val:= i:f val> 0 then val - tp2'7ml else val+ tp27m1 
end; - -
ilb18c17 > 0 then cond; 
i:f :flag V b 16 c "i'51' 1 then 
bgn m: = val; cg:= it v; stm1 end; 
il:flag then b: == m; 
i:f me addr then b up1; 
goto time3;-
axor: 
i:f b16c15 > 1 then 
bgn i:f b16c15 fc+2 then goto skip~; 
calcaddr; - -
i:f addr op then val:= addr else 
bgn cg: = 1 ; rriemreg; val: = mend; 
ilmc addr then bdo~n1; --
val:= xor(a, i:f b21 = 0 then val else -val); 
i:f b1Bc17 > Othen cond;-- -
If b16c15 ~ 1 then a:= val; 
goto timeO; --
sxor: 
i:f b16c15 > 1 then 
bgn i:f b16c15 fc+2 then goto skip end; 
calcaddr; ---
i:f addr op then val:= addr else 
bgn cg: = 1 ; nienireg; val : = mend; 
IT'" me ad.dr then bdown 1; -
val:= xor(s, i:f b21 = 0 then val else -val); 
i:f b1-9c17 > Othen cond;- -
if b16c1 '5 ~ 1 then s: = val; 
goto timeO; 
aand: 
i:f b16c15 > 1 then 
bgn i:f b16c15 fc+2 ~ goto skip~; 
calc'~; 
if addr op then val: = addr else 
bgn cg: = 1 ; nienireg; val: = m end; 
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if me addr then bdowa 1 ; 
va.l:= and(a, if b21 = 0 then val else -val); 
if b18c17 > Othen cond;-
if b16c15 ~ 1 then a:= val; 
goto timeO; --
sand: 
if b15c15 > 1 then 
bgn if b16c15 "fc+2 then goto skip end; 
calc-addr; -- -
if addr op then val:= ad.dr else 
bgn cg:= 1;"rremreg; val:= mend; 
Ir" me addr then bdown 1; --
val:= and( s, if b21 = 0 then val else -v-al); 
if b18c17 > Othen cond;-
if b16c15 r 1 thens:= val; 
goto timeO; 
muls: 
if b16c15 = 1 ~ undef(223); 
flag:= true; 
mulas: --
if b16c15 = 1 
i:f b16c15 > 1 




'fc+2 then goto skip ~nd; 
if addr op then val:= addr else 
bgn cg:= 1; znemreg; val:= m end; 
Vmc addr then bdown1; --
i:f b21 = 1 then val:= - val; 
hu.lp1 : = val; co voor ccs--metingen; 
if flag then a:= o; 
y: = valxs'+ a; 
if y=O then a!= s:= y ~ 
i:f abs(y)<tp26 then 
begins:= y; a:~ y>O then O else -0 end else 
begin y: = val : tpl3; z: = y x tp13; - -
v:= s : tp13; 
z:= (s~- vxtp13) X z + (val - z) x s + a; 
w:= z: tp26; 
s: == z = w-><tp26; 
a:= y Xv+ w; 
if s=O thens:= sign(a)xo 
end m1D.asr--
if b18c17 > 0 then bgn val:= a; cond end; 
x:= abs(hulp1)/tp26; y:= 26; 
rep ccs mulas: 
x:= x + x; y:= y - 1; ccs:= ccs + 1; 
if x.>1 then x:= x - 1 else 
begin x~ + x; y: = y - 1; 
if x > 1 then x:= x - 1 
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if' x = 0 then ccs: = ccs + {y+1) .:.. 2 else goto rep ccs mu.las; 
goto time2; 
diva: 
if b1oc15 = 1 then undef(224); 
flag:= true; 
divas: --
if b1oc15 = 1 then undef(225); 
if b1oc15 > 1 then 
bgn if b16c15 f"c-i'.'2 ~ goto skip end; 
caI'c""'aa..a.r; 
if' addr op then val:= addr else 
bgn cg:= 1; rnemreg; val:= m end; 
if me addr then bdown1; --
if b21 = 1 tiieri val:= - val; 
if abs(val) < abs(a) then undef(103); 
if' flag then- -
s:= if a---;;;:-'o then a else if a> 0 then O else -0 else 
if 11/ a.>O = 1 / s>O then undef ( 102) ;--
hulp1 : = a;- --
if abs(a)<tp13 then 
bgn --
y:= a X tp26 + s; 
s:= y: val; a:= y - s x val 
end else-
bgn --
u:= s: tp13; y:= ax tp13 + u; v:= y: val; 
y:= (y-- v X val - u) x tp13 + s; w:= y : val; 
a:= y - w x val; s:= v x tp13 + w -
end diva, divas; 
ila=O then 
a:= if hulp1 = 0 then hulp1 else 
TI hulp1 > 0 then O else -0; 
if' bWc17 > 0 then bgn v~ a; cond end; 
ccs:= ccs + 28-;- -
goto timeO; 
ten: 
ifb16c15 = 1 ~undef(211); 
if b16c15 > 1 then 
bgn if b16c15 "fc+2 then goto skip end; 
xr;; sx 1:); val:= s: = tailof(x); -
if' b4to = O then a:= head of(x); 
if b1Bc1 7 > 0 then cond; 
goto timel; --
noras: 
if b16c15 = 1 then undef(219); 
flag:= true; 
shift: --
if b16c15 = 1 then 1u1def(2·18); 
if b16c15 > 1 then 
bgn if b16c15 "fc+2 then goto skip end; 
8-24 
if b20 =O then l:= b4to else 
bgn l:= b4tO + b; 
if 1 < 0 V 1 > 31 then undef(140) 
end; 
ilb11 t5 > 1 then 
bgn co ook vo"o'rnoras; 
nega:= 1/a < o; 
negs:= 1/s < O; 
end; 
tlflag then 
bgn co noras; 
b:-;;-if a= 0 then norm shift 
(11' nega A lnegs thens - tp26m1 else 
if negs A lnega thens+ tp26m1 eise' s, x) + 26 else 
nonn shift(a, x)~ 
l:= n:= b; goto leas 
end; 
ri:= l; 
goto sb24c21c6c5[(b24 + b24 + b21) x 4 + b11t5 + 1]; 
lea: 
a:= circ shift(a, n); 
if bl8c17 > 0 then bgn val:= a; cond ~; 
goto timel2; --- -
lcs: 
s:= circ shift(s, n); 
if b18cl7 > 0 then bgn val:= s; cond ~; 
goto timel2; - -
leas: 
if n>26 then begin n:= 53-n; goto rcas2 end; 
lcas2: -
if nt,o then 
bgn --
if nega then a:= a+ tp27m1; 
if negs then s; = s + tp26m1; 
hulp1: = tp[n]; hulp2: = tp26/hulpl; hulp3: = hulp2 + hulp2; 
a..."1: = a : hulp3; 
sh:= s : hulp2; 
a:= -( (ah X hulp3 - a) X hulp1 ·- sh); 
s: = -( ( sh X hul p2 - s) X hul p 1 - a."1.) ; 
if a> tp26 then a:= a - tp27m1; 
if negs then~ s - tp26m1; 
end; -
ifb18c17 > 0 then bgn val:= a; cond end; 
goto timel2; - -
lcsa: 
if n>27 ~ bgn n:= 54 •- n; goto rcsa2 ~; 
lcsa2: 
if nt,o then 
bgn -
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if negs then s: = s + tp27m1; 
if nega then a:= a + tp27m1; 
hulp1: = tp(n]; hulp3: = tp27/hulp1; 
sh:= s: hulp3; 
ah:= a : hulp3; 
s:= -((sh X hulp3 - s) X hulpl - ah); 
a:= -( (ah X hulp3 - a) X hulp1 - sh); 
if s > tp26 then s:= s - tp27m1; 
if a > tp26 then a:= a - tp27m1; 
end; - -
llb18c17 > 0 then bgn val:= s; cond end; 
goto timel2; - -
rca: 
a:= circ shift(a, -n); 
if b18c17 > 0 then bgn val:= a; cond end; 
goto timel2; -- --
res: 
s:= circ shift(s, -n); 
if b18c17 > 0 then bgn val:= s; cond end; 
goto timel2; -- ---
rcas: 
if' n>26 then begin n:= 53-n; goto lcas2 end; 
rcas2: --
if n~ then 
bgn -
if nega then a:= a+ tp27m1; 
'IT n'=gs then s:= s + tp26m1,; 
hulp1: = tp[n]; hulp2: == tp26/hulp1; hulp3: = hulp2 + hulp2; 
ari: = a : hulp1; 
sh:= s : hulp1; 
at:= a.,.'1.-X hulp1 •- a; 
a:= -((sh X hulp1 ·- s) X hulp3 - cili); 
s: = -(at X hulp2 - sh); 
if a> tp26 then a:= a - tp27m1; 
if negs then~ s - tp26m1; 
end; --
ilb1i3c17 > 0 then bgn val:= a; co.1.d end; 
goto timel2; -- --
rcsa: 
if n>27 then bgn n: = 54 - n; goto lcsa2 end; 
rcsa2: - --
if n\=O then 
bgn -
if negs thens:= s + tp27m1; 
if nega then a:= a+ tp27m1; 
hulp1:= tp(n]; hulp3:= tp27/hulp1; 
slM = s : hulp1; 
ah:== a : hulp1; 
st:= sh-X hulp1 - s; 
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s:= -((ah X hu.lp1 - a) X hulp3 - sh); 
a:= -( st x hu.lp3 - a..n); 
ifs> tp26 thens:= s - tp27m1; 
if a > tp26 then a:= a ·- tp27m1; 
end; - -
if b 1,3c 1'7 > 0 then bgn val: = s; cond end; 
goto timel2; -- --
lua: 
if n > 26 then a:= sign(a) XO else 
if a f O /\ ri""f O then ---
bgn -
hulp2:= tp[26 - n]; at:= a -- a: hulp2 x hulp2; 
a:= if at = 0 then sign(a) X O else tp26 / hulp2 X at 
end; - -- -
T:f"'bl-9c17 > 0 then bgn val:= a; co:id end; 
goto timel; -- --
lus: 
if n > 26 thens:= sign(s) x O else 
ifs f O /\ri""f O then 
bgn --
hulp2:= tp[26 - n]; st:= s - s: hulp2 x hulp2; 
s:= if st= 0 then stgn(s) XO else tp26 / hu.lp2 X st 
end; - -- -
T:f"'b 113c 17 > 0 then bgn val : = s; con.d end; 
goto timel; - --
luas: 
if n > 26 then 
bgn 
if negs thens:= s + tp26m1; 
hu.lp1: = tp[n - 26]; hulp2: = tp26/hulp1; 
a:= -(s : hu.lp2 X hulp2 - s) X hulp1; 
s:= if negs then -tp26m1 else O; 
if nega then-- --
bgn --
a:= a - tp26m1 + hulp1 - 1; 
s:= s + tp26m1 
end; 
endelse 
if n--ro then 
bgn -
if nega then a:= a+ tp26m1; 
'IT negs then s: = s + tp26m1; 
hulp1 := tp[n]; hulp2:= tp26/hulp1; 
sh:= s : hu.lp2; 
a:= -( (a : hulp2 X hu.lp2 - a) X hulp1 - sh); 
s:= -(sh x hu.lp2 - s) x hulp1; 
if negs thens:= s - tp26m1; 
'IT nega then 
,,....., - 6 bgn a:= a - tp2 m1; s:= s + hu.lp1 - 1 end; 
end; 
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if b18c17 > 0 then bgn val:= a; cond end; 
goto timel2; -- --
lusa: 
if n>26 then 
bgn 
if nega then a:= a+ tp27m1; 
hulpl: = tp[n - 27]; hulp2:= tp26/hulp1; 
s: = -(a ..:. hulp2 X hulp2 - a) X hulp1; 
a:= o; 
if negs then 
bgn s: = "s"°=""tp26m1 + hulp1 - 1; a:= -0 end; 
endelse 
if n"""Fo then 
bgn -
if nega then a:= a+ tp27m1; 
IT negs then s: = s + tp26m1; 
hulp1: = tp[n]; hulp2: = tp26/hulp1; hulp3: = hulp2 + hulp2; 
ah:= a : hulp3; 
a:= -(ah X hulp3 - a) X hulpl; 
s: = -( ( s : hul p2 X hul p2 ·- s) X hul p 1 - ah) ; 
if a> tp26 then a:= a - tp27m1; 
TI negs then--
bgn s: = "s"°=""tp26m1; a:= a + hulp1 - 1 end; 
end; 
if b18c17 > 0 then bgn val:= s; cond end; 
goto timel2; - -
rua: 
a:= if n > 26 then sign(a) XO else a: tp[n]; 
if b'"f9'c17-> 0 then bgn val:= a;~d end; 
goto timel; - --
rus: 
s:= if n > 26 then sign(s) x O else s: tp[n]; 
if b1dcl7-> 0 then bgn val:== s; cond end; 
goto timel; - --
ruas: 
if n>26 then 
begins:= a:tp[n-26]; a:= if nega then -0 else O; - - ~ --if nega A lnegs thens:= s + tp2oml else 
TI negs A 7 nega thens:= s - tp26ml--
endelse if nf() then:--
bgn - - -
hulp1: = tp[n]; hulp2: = tp26/hulp1; 
ah: = a : hul p 1 ; 
if nega-then a:= a+ tp26m1; 
TI negs then s:= s + tp26m1; 
s:= -((a:hulp1 X hulp1 ·- a) X hulp2 - s ..:. hulp1 ); 
a: =t, ah; -
if negs thens:= s -- tp26m1; 
end; -
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if b1Bc17 > 0 then bgn val:= a; cond end; 
goto timel2; -- -
rusa: 
if n>26 then 
begin a:= s:tp[n-27]; s:= if negs~ -0 ~ 0 end 
else if n r-o then 
bgn - -
hulp1:= tp[n]; hulp3:== tp27/hulp1; 
sh:== s : hulp1; 
if negs-then s: = s + tp26m1; 
If nega then a: = a + tp27m1; 
a:= -( (s .:. hulp1 X hulpl - s) X hulp3 - a..:. hulp1); 
s:= sh; 
if a> tp26 then a:= a - tp27m1 
end; - --
if b1Bc17 > 0 then bgn val:= s; cond end; 
goto timel2; - --
nora: 
if b16c15 > 1 then 
bgn if b16c15 "fc+2 then goto skip end; 
F= l:= norm shift(a, valrr-
if b1Bc17 > 0 then cond; 
if b16c15 r 1 then a:= val; goto tim~l; 
nors: 
if b16c15 > 1 then 
bgn if b16c15 fc+2 then goto skip~; 
F= l:= norm shift(s-;-va.1rr-
if b1Bc17 > 0 then cond; 
_g b16c15 t 1 then s: = val; goto timel; 
feq: 
if b16c15 > 1 then 
bgn if b16c15 fc-+2 then goto skip end; 
caI'caddr; ---
if addrop then bgn valh:= O; valt:= addr end else 
if addr == 57 then'"" - -
bgn valh:= fh; valt:== ft end else 
tt addr = 59 then - -
bgn valh:= a; valt:= send else 
bgn cg:= o; mem; valh: = m; ad~ addr + 1; mem; valt: = m end; 
tt me ad.dr then bdown2; 
if signinc tiieri of:= 1; 
if b21 = 1 then bgn valh: = -valh; val t: = -val t end; 
if b18c17 >otheri"""co~df; 
If abs( valh) > tp14m1 then nint: = 1; 
fli:= valh; ft:= valt; 
goto timeO; 
eqf: 
if b16c15 > 1 then 
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bgn if b16c15 f c+2 then goto skip end; 
calcaddr; - - --
if b21 = 0 then bgn valh:= f'h; valt:= ft end else 
bgn valh: = -f'h; vait: = -ft end; -- ---
ilb18cl 7 > 0 then condf'; -
if abs{valh) > tp14m1 then nint:= 1; 
cg:= O; m:= valh; stm; addr:= addr + 1; m:= valt; stm; 




if addr = 57 then undef{341); 
cg:= O; memreg; valt:= m; valh: = sign{m) x O; 
if me addr then bdow:n 1 ; 
if b21 = 1 then bgn valh:= -valh; valt:= -valt end; 
if b18c17 >Othen co:idf; 




if regop then undef(312); 
R b2'1 = 'o"t'Iien bgn valh: = fh; valt: = ft end else 
bgn valh:= -fh; valt:= -ft end; - --
if b18e1'7 > 0 then condf; 
if l{valh = 0 /\ sign(1/valh) = sign(l/valt)) ~ nint:= 1; 
~g:= o; m:= valt; stm1; 





if b16e15 > 1 then 
bgn if b16c15 "fc+2 then goto skip end; 
calcaddr; --
if ad.drop then bgn valh:= O; valt:= ad.dr end else 
if addr = 57 then - -
bgn valh:= f'h; valt:= ft end else 
F addr = 59 then - -
bgn valh:= a; valt:= s end else 
bgn cg:= 0; mem; valh: = m; ad~ addr + 1 ; mem; val t: = m end; 
F me add.r then bdown2; 
11' s igninc tiien of: = 1 ; 
x:= compf(fh, ft); y: = compf{valh, valt); 
if flag then 
bgn -
if b21 = 0 then 
bgn x:= x X y; ccs:= ees + 4; ecsof:= ccsof + 45 end else 
bgrt· 
if x = 0 /\ y =O then undef(120); 





x:= if b21 =0 then x + y else x - y; 
if b20c19 = 1 tE.eri ccs:= ~+ 1; 
ccsof:= ccsof +9 
end; 
valh:= head of(x); valt:= tail of(x); 
if b18c17 > 0 then condf; 
if abs ( valh) > tp 14m1 then nint: = l; 






if addr = 57 then undef(342); 
cg:= O; memreg;valt:= m; valh:== sign(m) x O; 
x:= compf(fh, ft); y:= compose(valh, valt); 
if flag then 
bgn --
if b21 = 0 then 
bgn x:= x xy;°"ccs:= ccs + 5; ccsof:== ccsof + 43 end else 
bgn 
if x = 0 A y ==0 then undef(121); 




x: = if b21 =O then x + y ~ x - y; 
ccsof:= ccsof +9 
end; 
valh:== head of(x); valt:= tail of(x); 
if b18c17 > 0 then condf; 
if abs(valh) > tp14m1 then nint:= 1; 





if b1Sc15 > 1 then 
bgn if b16c15 fc+2 then goto skip~~ 
if•bii5c15 = 1 then -- -
bgn if of= 0 then goto skip end; 
calcaddr; -- -
if me addr then bdown 1 ; 
if bl 6c15 =1then of:= O; 
TI add.rep then~:= addr else 
if~addr = b2then undef(343)else 
bgn cg:= O; memreg; val:= mend; 
i:fb21 = 1 ~ val:== -val; -
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hu.l:p1: = val; 
if' abs(val) > t:p18m1 then val:= star(val); 
11 flag then val:= -(=ct - val); 
11 1/val-z-'o then undef(26350) else 
if val> t:p18m1 then val:= star{val) else 
if val > t:pH3m3 then else 
if val> max addrthei:i""undef(26351); 
jc.nt: = jcnt + 1; tcrit: = tent + 1; 
if tent= 32 then tent:= O; 
tlist[tcnt]:= ot; 
ot:=val; 
if b18c17 = 0 then goto timeO; 
y:= (if 1/hul:p1<0then hul:p1 + t:p26m1 else hlll:p1) .:... t:p18; 
x: = y: 2; c:= y - x--=-i; 
y:= X: 2; iv:= X - y - y; 
x:= y: 2; lt:= y - x - x; 
y:= X: 2; of:= X - y - y; 
x:= y: 2; last :par word:= -(y- x - x - 1); 
y:= X: 2; nint:= X - y - yj 
x:= y: 2; ov:= y - x - x; 
if bt ~ 0 V x r O then bgn iv:= ov:= 1; bt:= 0 end; 
goto timeO; -- -
re:pn: 
if b16c15 > 1 then _ 
bgn if b16c15fC+2 then goto skip end else 
llb1Dc15 = 1 then -- --
bgn if of= 0 then goto skip end; 
llb1Dc15 = 1 then~ O; -
hul:p1 := b21 + b21 + b21 + b21 + b20c19; 
if 7 filled[hul:p1] then undef(25410); 
x:= mO[hul:p1] -1; -
if trace then report reading(hul:p1, x + 1); 
11 x < -t:p26m1 then x: = t:p26m1; 
iiio[hul:p1] := x; -
if trace then report writing(hul:p1, x); 
if if b18c17 = 0 then true else 
- -if b18c17 = lthenx> 1else 
if b18c1'7 = 2 then x ~ 0 else x :::_ 0 ~ 
bgn 
if b14to > max addr then UQdef(26354); 
j cnt: = j cnt + 1 ; tcn~tcnt + 1 ; 
if tent= 32 then tent:= o; 
'ITist[tcnt]:= ot; 




if b15c15 > 1 then 
bgn,,if b16c15 'fc-+2 then goto skip end else 
ilb"fbc15 = 1 then - -- - -
bgn if of= 0 then goto skip end; 
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if b 1 6c 1 5 = 1 then of: = 0; 
hulp2:= if ing'r'ee'p type = 2 then tlink + tp24 else tlink; 
x: = b18c"f7 + b21; -- --
hulp1: = x + x + x + x + b20c19 + 8; 
if prot then 
bgn --
if hulp1 > 15 /\ dgp[O] > 0 then undef(27503) 
end; - -
illled[hulp1 ] : = true; 
m0[hulp1] := hulp~ 
if trace then report writing(hulp1, hulp2); 
TI b14to >riiax addr then undef(26355); 
j cnt: = j cnt + 1 ; tent: = tent + 1 ; 
if tent= 32 then tent:= O; 




if b16c15 > 1 then 
bgn if b16c15 fc+2 ~ goto s~dp end~ 
tlblbc15 = 1 then 
bgn if of= 0 then goto skip end; 
calcad~; ---- -
subcd:= bt = 1 /\ b18c17 = 3; 
gate:= bt = 0 /\ad~> 256 /\ addr <-320; 
if me ad~ then bdown T; 
if b16c15 =--;--t"hen of:= O; 
if gate then· prot: = false; 
T:f ad~op then val: = addr else 
if addr = b2then undef(344)"°else 
bgn cg: = 0; meni'reg; val: = m end; 
if gate then prot: = true; -
hulp2:= if ingreep type= 2 then tlink + tp24 else tlink; 
ad~:= ifb > tp78m1 then star(b) else b; 
if 1/addr < 0 then undef{26362); --
TI lad~ Op/\ b == 0 then undef(26363); 
TI gate/\ addr < 256 then undef(27502); 
cg:= O; m:== hulp2; st~ 
b: = b + 1; 
if abs(val) > tp18m1 then val:= star(val); 
T:f 1/val < 0 then undef(26352) else 
if val> tp18m3 then else --
TI val> max addrthen undef(26353); 
jcnt:= jcnt + 1; tc:rit:'"= tent + 1; 
if tent== 32 then tent:= O; 
tiist [tent]:= hulp2 - tp26m1; 
ot:=val; 
if gate then bgn bt:= 1; iv:= 0 end; 
if subcd then iv:= o; 
goto t :ime~ -
do: 
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if b16c15 > 1 then 
bgn if b16c15 'fc+2 then goto skip~~ 
ilbT5'c 15 = 1 then - --
bgn if of= 0 then goto skip end; 
calc-add.r; -- - -
if rnc ad.dr then bdown 1 ; 
if b16c15 =1then of:= o; 
if bl 8c17 = 3 tiieri s: = addr; 
ifad.dr = 62 thenundef(345) else 
bgn cg: = 0; iiienireg; val:= rn end; 
"or':= val; -
des:= des+ 1; if des> des max then undef(3); 
if key then - -
bgn ingreep type:= 1; ir ad.dr:= 28; goto ingreep end; 
iltrace then report eod(ad.dr, val);- -
goto basiscyclus 2; 
clp: 
if b16c15 = 1 then und.ef(212); 
11' b16c15 > -, then 
bgn if b16c15 'fc+2 then goto skip~; 
~ parbit(last par word)~ 
goto tirneO; 
int: 
if b16c15 > 1 then 
bgn if b16c15 "fc+2 then goto skip end; 
val:-;;-nint; nint:= 0~ -
if b16c15 ~ 1 then c:= val; 
goto t irneO; --
rgt: 
if b16c15 > 1 then 
bgn if b16c15 "fc+2 then goto skip end; 
val:-;;- if b11t5 = 8 then aei'se -
if b11 t5 == 9 tiieri s else b; 
if b21 -;;-1 then val:= - val-; -
if b1Bc17 >othen cond; 
if b16c15 ~ 1 tfieri 
bgn if b4to =Othen a:= val else 




if b16c15 > 1 then 
bgn if b16c15 'fc+2 then goto skip~; 
ilb20 = 0 then 1: = b5t0 eise' 
bgn - -
l:= b5t0 + b; 
1£ 1 < 0 V 1 > 1 ~ undef(141) 
end; 
if b11t9= 5 ~ val:= if 1 = 0 then ifO else if1 else 
8-34 
if b11t9= 6 then val:= if 1 = 0 then lvifO else lvif1 else 
undef(145); -- -
if b8t6 = 1 then 
val:= a~d( val, if b24 = 0 then a else s); 
if b18c17 > 0 then cond; 
if b16c1 5 t 1 t1ieri 
bgn if b24 = 0 then a:= val else s:= val end; 
gototime1; -- -- -
rnaak q: 
if b16c15 = 1 then undef(213); 
'If b16c15 > 1 t1ieri 
bgn if b16c15 "fc+2 then goto skip end; 
ilbt= 0 then undef(130)_; _ 
if b20 = 0 then l:= b5t0 else 
bgn - -
if b < 0 then undef(1~2); 
l:= b5t0 ~ 
end; 
if 1 > 39 then undef(143); 
'If b11 t9 = 0 then 
bgn --
if read q(l, afvO, afv1) = 0 then undef(147); 
set q(l, afO, af1, b24); attendeer charon af(l) 
end else 
ilb11t9 = 1 then 
bgn -
if read q(l, ifvO, ifv1) = 0 ~ undef( 148); 
set q(l, ifO, if1, b24) 
end else 
ilb11t9 = 2 then 
bgn -
if read q ( 1, 1 vifvO, 1 vifv1 ) = 0 then undef ( 1 49); 
set q(l, lvifO, lvif1, b24) 
end else 
undef(i1+6); 
goto t irne 1 ; 
rnaak iv: 
if b16c15 = 1 then undef(214); 
if b16c15 > 1 t1ieri 
bgn if b16c15 "fc+2 then goto skip end; 




if b16c15 = 1 then undef(215); 
If b16c15 > 1 t1ieri 
bgn if b16c15 "fc+2 then goto skip end; 





if' b16cl5 = 1 then undef'(216); 
if' b16c15 > 1 then 
bgn if' b16c15 'fc+2 ~ goto skip end; 
if' bt = 0 then undef'(133); 
itv:= 1; --
goto basis cyclus1; 
memprot: 
if' b16c15 = 1 then undef'(217); 
if' bl6c15 > 1 then 
bgn if' b16c15 'fc+2 then goto skip end; 
if' bt = 0 then undef'(134); 
b20c19:= 2; b14t0:= tp14; calc addr; 
cg:= 0; mem reg; val:= m; 
hulp1:= bitstring(17,13,val) X 16; 
if' hulp1 > max addr: tp9 then undef'(26361); 
val:= circ shif't(val; 3); -
f'or hulp3:= 0 step 1 until 15 do 
dgp[hulp1 + hulp3] := -




if b16c15 = 1 then undef'(226); 
if' b16c15 > 1 then 
bgn if' b16cl5 'fc+2 ~ goto skip end; 
if' b20cl9 ~ 2 then l:= b14to else l:= b14to + b; 
if' 1 < 0 V 1 >-Wthen undef'(T'5'4-T; 
bgn --
-switch act:= 1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12, 13, 14, 15,16; 
goto act[l + 1 ]; 
1: nevrpage; goto time0; 
2: s: = rehep; goto tirne0; 
3: puhep(s); goto time0; 
4: col(s); goto tirne0; 
5: prsym(s); goto time0; 
6: s: = resym; goto time0; 
7: pusym(s); goto ti:rre0; 
8: csym(s); goto time0; 
9: proct(s, 9); goto time0; 
10: s:= reoct; goto time0; 
11: undef(155); goto time0; 
12: undef(156); goto time0; 
13 :,. print( s); goto time0; 
14: s:= read; goto time0; 






ccs:= ccs + (if 1 < 16 then 1 ~ 2); 
goto timeO; 
timel2: 
ccs:= ccs + 1 + (1 - 1) ~ 2; 
goto timeO; 
skip: 
if trace then report skip; goto timeO; 
time3: 
ccs:= ccs + 1; 
time2: 
ccs:= ccs + 1; 
timel: 
ccs:= ccs + 1; 
timeO: 
if ingreep type> 0 then bgn bt:= 1; iv:= 0 end; 
ingreep type:= itv:= O; prot:= bt = O; 
if sva ~ undef ( 0); 
if charon teller> 0 then 
bgn 
charon teller:= charon teller - ccs + ccs1; 
if charon teller< 0 then wek charon 
end; 
ccs1:= ccs; des:= O; 
if trace then report eoi; 
if key then:-
bgn ingreep type:= 1; ir addr:= 28; goto ingreep ~; 
if iv= 0 ~ x:= y:= 0 else 
bgn 
x:= lvifO; y:= lvif1; 
if ifO + if1 > 0 then 
bgn 
if and(and(ieO, lvifO), ifO) + 
- and(and(ie1, lvif1), if1) > 0 then 
bgn co charon ingreep; 
ingreep type:= 1; ir addr:= 24; goto ingreep 
end charon ingreep 
end minstens een if aan 
end horend; 
ieO:= x; ie1:= y; co bewaren voor volgend.e opdracht; 
8-37 
goto basis cyclus 1; 
ingreep: 
if trace then report interrupt(ir ad.dr); 
if itv = 1 then undef( 135); 
prot:= fals~ 
cg:= O; addr:= ir addr; mem1; or:= m; 





9. Het testprogramma. 
9.1. Het is buitengewoon moeilijk een anvangrijk programma als de 
XS-simulator uitputtend te testen. Gedeeltelijk werd geprobeerd 
door een enigszins orthogonale opbouw van bet programna 
sommige delen afzonderlijk testbaar te maken; zo is het 
adresseringsgedeelte afzonderlijk geprogrammeerd, zodat uit het 
correct werken van b.v. de opdrachten A + DYN en Gor□(STAT) 
geconcludeerd kan worden dat ook GDTD(DYN) correct zal werken. 
Hierbij moet wel aangetekend worden dat de EL X8 niet volgens dit 
principe werkt; soms zijn van een opdracht vele adresvarianten als 
aparte pulsenrijen uitgeprograrmneerd. 
Verder werd gepoogd het aantal fouten laag te houden door zoveel 
mogelijk gebruik te maken van rigoureus correcte redeneringen en 
zo weinig mogelijk toe te geven aan de verleiding bepaalde stukken 
"maar wat slimmer" te programmeren of om aan te nemen dat wat voor 
drie voorbeelden goed gaat wel altijd goed zal gaan. (Zie 5,7.) 
Tenslotte werd, om scbrijffouten en eventueel andere fouten 
te ontdekken, een testprogramma gescbreven dat zoveel mogelijk 
elke ALGOL 60-opdracht in de XS-simulator minstens eenmaal doet 
uitvoeren. Van elke geteste situatie word.en resultaten geponst; 
door nu het testprogramma zowel op de EL X8 als via de simulator 
te verwerken en de aldus verkregen banden te vergelijken, kunnen de 
werking van de EL x8 en die van de simulator met elkaar vergeleken 
worden. 
Bij het op deze wijze testen van de XS-simulator kwamen fouten aan 
het licht die in de volgende drie klassen in te delen zijn: 
a. programmeerfouten, voornamelijk vergeten initialisaties, 
b. fouten in de EL X8 (zie 10.3.3., 10.7. en 10.16.), 
en de grootste klasse, 
c. misvattingen over de precieze werking van de EL X8. 
In de logische opzet werden geen fouten gevonden. 
Het testprogramma test vrijwel het gehele opdrachtenarsenaal van 
de EL X8, ook de meer bizarre varianten, en is van uitgebreid 
commentaar voorzien; gezien ook de slechte toegankelijkheid van 
de testprogramma's van Electrologica en hun geringe leesbaarheid, 
volgt daarom hieronder de tekst van het testprograrmna. De lezer 
moet zich daarbij wel realiseren dat het programrna een programma 
test en geen machine; hierdoor ontstaan de volgende opvallende 
verschillen met een machinetest: 
a. Een opdracht die een keer goed gaat, gaat de volgende keer onder 
dezelfde omstandigheden weer goed; dit is bij een elektronische 
s~hakeling niet noodzakelijk. Het programma doet elke test dus 
s.lechts eenmaal. 
b. Aangezien de processen in de XS-simulator en op de EL x8 op 
verschillende wijze geimplementeerd zijn, schuilen de gevaren soms 
in verschillende hoeken. Zo is het verstandig bij de simulator te 
testen of +0 wel correct geanalyseerd wordt als zijnde de opdracht 
•A+ M[O], terwijl zulks op de EL X8 vanzelf spreekt. 
9-2 
9.2. Tekst van het testprogramma. 
Hierna volgt de tekst van het testprogramma, zoals vertaald 
door de MC EI.AN-assembler (zie :MR132/72), gevolgd door de 
regeld.rukkeroutput welke de X8-simulator leverde bij het verwerken 
van het testprogramma. 
1, ,!1~•lu/ D t!22QU,0 GRUNE. 
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I U U ,IQ 3 QI : 
'UU,.10:11•: 
1 u,, ,!O..S2 •: 
'Uu•0.53•: 







"""""""""""""""""" TESTPROGRAMMA VOOR OE XB•SIMULATOR xes "~""""""""""""~""" 
" 
tt DIT TESTPROGRAMMA KAN ZOW~L OP OE xe GEBRUIKT WORDEN (SVA OMLAAG, LS, IP)" 
"ALSOP DE X8•SIMULAT0R (MET.HET MASTERPROGRAMMA: " 
" (SVA ON/ LSIP/ SVA nFF/ PUT O IN M512/ BVA) ), 
"HET VOERT.375 T~ST~ UIT OP VR1JWEL HET GEHELE OPDRACHT•REPERTOIRE 
"VAN OE X~, INCLUSILF HET INGRtEPMECHANISME, HET BEVAT ECHTER GEEN 
"OPDRACHTEN WAARVAN DE WERKING ONGEDEFINIEERO IS, 
"ALS VERSLAGLEGG1NG WORDEN BIJ ELKE TEST 12 DCTAOEN ,GEPONST, WELKE OE 
" INHOUD VAN A, SENT BESCHRIJVEN, DIT PONSEN GESCHIEDT IN DE SIMULATOR 
"DOON EEN PSEUDU•INSTRUCTIE, OP DE xa DOOR EEN INGEBOJWOE PONSROUTINE, 







1 8EGIN 1 IP: 5, " IP-LEZER 
PUNCH: 1~, " BANDPONSER 
NA DEV: J6, 11 EEN N1ET•AANWEZIG APPARAAT MET IF EN LVIF 
TEST OEVl: 3, " BESTAAND APPARAAT TUSSEN OE~ 17 
TEST DEV2: i9, " OESTAAND APPARAAT TUSSEN 18 EN 31 
TEST DEV3: 38, " BESTAAND APPARAAT TUSSEN 32 EN 39 
MEM LENGTH: •2uo UUO', 
PUST AT , T t:. RM, :>TACK , ,REST, S G NB I TI LP U , LP 1 , FPO , F P 2 1 . 
IN SIM, ENTRY, GOT0L1, CRASH, CRASH1, suer5PUSTAT, 
READ T, MCS, D25, D13TO, 014TO, 018, EOM1, OV BIT, 
£OM, ZERO, PMOTW, WA PROTW, A~T255, SMT 1 ONE, 
Ll, L2, Lj, L4, L5, L6, L7, LB, L9, L10, L12, L13, L14, L15, l.16, 
CLIST: (,q(5:..2 • 1 i06!:1 1 ) ( 2], CH 1: M[24J, WP: M[25J 1 
WA : M[GoJ, PR: M[27J, GATE LIST: M[256J, PUilCH GATE, DUMMY GATE, 
OPEN GATE, PUNCH GATE ADDR, DUMMY GATt:. AODA, 
SUBC TEST, suec DUMMY, bUBC DUMMY ADOR, DUMMY, DUMMY ADOR, BAO ADOR, 
SUBC GATE, SuBC GATE ADDR, DO FF, IFONO, IPOFFO, LVIFONO, LVIFOFPO, 
OYST NBT, SUuL14, SUBL1!:I, SUBL16, OYST S, DP Ot~, SET PROT1 
'MT 1 MTLl 





SUtl (: CRASHl) 
"VAN IPLEZER 
" TEGEN ONVERWACHTE PARITEITSl~GREPEN 
" TEGEN ONVERWACHTE ADRESINGREPEN 
" TEGEN ONVERWACHTE PRQTECTIEINGREPEN 
h TtGEN ONVERWACHTE Sl.EUTELING~ePtN 
17 





::,1 'u O 1J 40 4' : '0~2025252' 
::,~ 'uU•J4·05•: 1 577001001' 
::,J 'uo •1406': •5~6475377' 
:,'I 
::,::, 'UUJJ407i: 
:,b 'UL1J407' I •5~647:.:>377' 
-:, I 
-:,b 1 UU•J4l0 1 : 
:,<,I 'UUJ4lO•: 1 022052525• 
OU 'Ull ll4l1 1 I •577001001 • 
bl 1 UU'J412 1 : 1 5i6075377 1 
02 
OJ 
b'I 'UUu474 1 : 
o::> 1 UU·J474•: 1 000000000 1 
bO 'uu,475•: 
o/ 'UUJ415•: '000(100407• 
00 
O'I 'UU•l4 76': 
/ (J 'UIJiJ476•: •000000404• 
4 ------··-·- -·. 
II If II II '.'~I I'."-"·" !I_" If H"" II II H If II H H II If II II II PROTECT I EPOORTEN -"~II·~·-"~--"." 1,_,._11 ". '! H II".".""."'"' II NH.,·,. 111111 
GATE L.IST(4JI 
PUNCH GATE°I. 
A : '25 252• 
SUB15(:PUSTAT) 










DUMMY GATE AOORI 
:ouMMY GATE 
PUNCH GATE ADQR: 
:PUNCH GATE 
.. -- ;-·· 
" PRd'n!CT I EPOORT 
" IN.DICATIE 





".EXIT, BT ISLIJFT :I. 
. - ---··•··--------- ··---·-··-----
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1:111 •uu.1.003 1 : 
'lu 'UUl004t: 





Yo • uu.1.011 t: 





iu2 'UUJ.01(, 1 : 
:..uJ 'UU.,017 1 l 
lU4 'Ull.D20 1 : 
1u, •uu.1.021 1 : 
11.16 1 UU.L022': 
J.u/ 'UU.LU22r: 
lutl 'UUl023•: 
l u \I 'U u 'LU 24 • : 
,lllJ 'UC.J.025•: 
i.ll 'UiH026r: 
11i::! 1 UU.LUi7 1 : 
llJ 1 UUJ.0JO•: 
' 0 0 0 0 00001 ·, 
'060001063' 
1 1i:.ouo1064 1 
•400001065• 
•422000003• 



















11 MDET VODR DE SIMUI.AT~R VERVA~GEN WORDEN DOOR EEN 0 
""''"''""""''"""""""~''"""""''"""''"~"''"""""""""''"""""''""" 
11 SUD15(:PUSTAT) 
•e:G1N 1 SAVE A, SAV! s, SAVE e, BIN, PSS, PAR• M[PUNCH • 4 + 641, GEH, 
TRANSBIN, RE't, PUHEP: 1 6110 000 002', CE, INSTRO, INSTR1, 1.0, 1.1 
dAVE AD A 
SAVf S" S 
SAVf 8" 8 
8: (:tNSTR1 • IINSTRU) 
Cf: 8 11 AANTA~ ENTRIES 
1.1: 
DO(INSTRU[B • lJ) 
8 : •4 - ... 
RCSA(21) 
S t Ii I I 77 I 
1.0: 
GfH: S 
S = GEH 
C~P 
N,S + •2001 









B : l 
MINtl(CEl, Z 
N,GoTO( n.l.) 
11 SI: WAAROE 
• VIER PONSINGEN 
• BIT 2b • 21 NOG INS 
• ANDERE BITS 0 
11 IS PARITEIT ONEV!N? 
11 VDEG dlT TOE 
11 SIMULATIE? 
• NEE, PONS DAN VIA CHARON 
11 PONS VIA SIMULATOR 
"GiLIJKE MONN1KEN, GEI.IJKE BITTEN 
11 VIER PONSINGEN GEDAAN? 
• ZEVEN NIEUWE BITS 
"EN HERHAAL 
"ORIE ENTRIES GEHAD? 
J.l4 1 1JU.\0Jl,I l 






1 422000001 1 
'471101067 1 
1 522.501006' 










lU 1 UU.LUJ7r: 
J.~J ·, UU .L040 •: 
.!.'14 'UUl.041 1 : 
:..~:, 1 UU.L042•: 
1'16 'UUJ.043'l 
uO 
.L.:itl 'UUJ.044 1 : 
l.:i\l 1 UU10440: 
lJU 'UO.L045• 
lJl 1 UO.L046' 
1Ji! 'tll:LU47 1 
lJJ 'uu.1.0,0' 














S a SAVE. S 
B II SAVE B 
GOTOR(L.INK15) 
TERM; 
S II 018 
s • 1 
I.INK15 =·s 
S : '177• 
B :: •1 .. -




S : lPSS[1) 
PAR: S 
PARl1l : S 
S: PSSl2] 
PM(2l II s 
"ANDERS !)(IT 
11- AL.:l..E EEN,.B t'T. REG! STERS- If; ·oT i •· DVST 
"l. SYM8001. 
"1 PON51NG 
" IN BtN OPSLAAN 
"I.EEGWiJZER 
"NAAR ARO 
11 IFT VAN APPARAATREGISTER 
II S : : 016 ♦ , , , 
11 NAAR AF f 
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f 66'0061000 I 








11 START DE BANDPON!ER, 
II I FT .. . ·--·-------- ---·. 
. _ .... -.. ------ _ _" TELL I NGOEEL O? 
GOTO ( I RE·T) ·--·-···--·-·-·--· 
PSS: 11 STARTSCHAKEL 
+O • SLOTWOORD 
:PSS(1) 
c 1 1000000• 
• GEEN VOLGENDE SCHAKEL 
+ lBI.N[•il>" TEL ;a 1, ADRl• BIN 
BINl 
'SK IP' 1 
.. SAVE A •SKI~• i 
SA VE S •SKIP• i 
SAVE ti •SKIP• i 
GEH: 1 SK IP' 1 
C:E_I •SKIP' 1 
INSTRO: 
S" LINK1~ 
S: SAvE S 
S: SAvE A 
INSTRll 
1 EN0 1 • PUSTAT, T~RM. .. - . -
CRASH1l 11 tt" ti u tt'•• n n n 11 ·u u u "t, ,inn II H II u ·"·ti·" 11 H "ii ff ·,Ii,,,-" n ti It" tt ti tin" ff u Nu ff It II n It 
• SUB( IC:RASH1), 
it STOPT r1ET PROGRAMMA,. EN WEI. .. ALS. VOLGT i 
11 OP DE Xl:l: BT : 0: IN AORES I NGREEP, A I 
-~ -·--- ·;, . BT c :i,' i IN LOOP 
• IN OE SIMULATOR! 
_,, __ -----~·;, . . . BT • 0 I - 1·N .ADRES I NGREEP. 
'BEG IN j' 
OVOFF 
/i. •·D25 
A '*' TI z 
V,GOTO(SGN BIT) 
JUMP(•1) 
.. ,END• CRASH1 
SUBC: TEST: 
11 BT a;: OP OE OPORAC:HT OFOFF 
" IN BE&TUURTOESTAND? 
• ADRESfOUT, STATISCHE STOP 
11 STOP IN LOOP 
fft1Uttfft1t111n11ttttnttttHttqHU~HffffQUllffHffllHltNffflffffHNUQHHIIQHHffHHff 
• SUB2(1SUBC TEST) 
• DE STAPELENDE sueROUT1NESPRONG DIE IN HET 
"S•REGISTER WORDT MEEGEGEVEN, WORDT UITGEVOERD MET 
• EEN AANTAL VERSCHILLENDE WAAROEN VAN a, TERWIJL 
"DE KLEINE REGISTERS GEZET WORDEN VOLGENS 
"BIT25 • BIT18 VAN A, . 






REC. I STERS, SAVE WA, INSTR 
INSTR a S 
A '*' REC. MASK • KLEINt REGISTERS BIJ AANROEP 
REGl~tERS: A -
F = WA " (WA; f'Rl 




































'UOU05 1 1 
•uu1.106 1 : 
•uu ... 107•: 
•uuu1or: 
•uu1111 1 : 
1 uu1112•: 
•uou12 1 : 
1 UU1113 1 : 
'UU.lll4 1 : 
1 001115 1 : 
'UUt:1.160: 
'UUJ.117 o: 








'UUJ.126 1 : 
•uo,127•: 
'Ull,lJO': 












1 622UQ1136 1 
1 602000001 1 
1 426072400 1 
I 022000777 1 
1 ._20001160 1 
'5l104Q0074' 
1 570401157 1 
• OJ2U00777 1 
•526076377 1 
'556401112' 











F' 11 I NT WORDS 
I/IA a.,, .. .. 
A 11 (:BLIST1•:BLISYQ) 
COUNT a A 
G 11 :BLIST0[-1] 
.NEXT e: . 
G + l 
8 11 MG 
A " • 777 • 
S II REGISTERS 
JUMPR(S) 
OO(INSTR) 
A : • I 777 I 
GOTO(MT[•ll l ... 
RETURN I 
REPP<:NEXT 8) 
F' a SAVE WA 
WA II F' 
GOTOR(LINK2) 
PROT: 
A '*' LP1 
JUMP(1) 
AOOR; 
A '*' LPU 








• VOOR HET OPVANGEN VAN 
• FOUTAORES• EN PROTECTi!INGREPE~-----
• LENGTE VAN DE LIJST 
"G LOOPT OVER OE LIJST_ 
"LOPENOE WAAROE VAN 8 
" INOICATIE 
"ZET EENBIT•REGISTERS 
• ZOALS VERLANGO 
• INGREEP (fOUTAORES• OF PROTECTIE•) Of' 
• NORMAAL VERLOOP 
• INDIEN NORMAAL UITGEVOERO (EN TERUGGEKEERD), 
• F'ORCEER DAN EEN ADRESINGREEP 
"VOLGENDE 
"HERSTEL (WA, PR) 
11 I NO t CATIE 
11 I NO I CAT IE 
• 11 PQNS STATUS 
• NA SOMMIGE INGREPEN BIJ !EN SUBC-OPORACHT IS OE 
~ WAAROE VANT DNGEOEFINIEERO EN DE LINK DUS 
• OiNBRU1KBAAR, WE SPRINGEN OAAROM RECHTSTREEKS TERUG. 










c::J6 'UUJ.141 1 : 
cJ/ 'UU.L142•: 
iJl:l 1 U~L1430: 
,J\I 'UUl.144•: 
t.40 1 Ull .1.145 1 : 
.:<tl 'UULl46•: 
.. '12 'IJO~l47•: 
,;;4J 'UU.1.1500: 
""" , uu.1.1:s1 •: 
,4:, •uu,1:,2,: 













:GA1E LIST . 
:GATE L.IST[63l 
IC.ATE LIST[64i 
(MEM LENGTH/ 2> 
( 1'1EM LE NC.TH • l) 
( l'•EM LENC.TH) 
1 1 ooo ooo• 
'100 000 000 1 
11 TUSSEN INGREEPP~AATSEN IN REGISTERS. 
-.--- ... ----- ·-·- . -·-·----~-------• (.46 • uuu:;3 •: 







1 377177777 I ( 1 377 QUO 000 1 + MEMLENGTH • 1) . . . . . . 
i'+B 
;;;411 1 uui155• •400000000 1 '400 ouo ooo• 
,:.:,0 1 UU~l::i6 1 '777777777' -0 
r.,1 'uUJ.1~7• _BLISTl~ 
1.,~ 
.;:,J 'UU.l.157': ,,'I 1 UO.Ll!)7•: INSTR: I SK Ip I ~ 
"GROOTST MOGELIJK~ VEILIGE WAARDE VAN 8 
.. 
17 
l:>J.2l il!•lU( p_ 222(1.\!_~o GR_u_1:1J --------~-~------- ----------~------··-·----·-· 
i,!::,:> 1 UOl160' 
,:it> 'UUl.160 1 
ii!,;/ 'UU.1161' 









,ol • U0.1164 •: 
i:!08 'UUJ.1651l 
,::cY 1 001166•: 
<!./U 'UUJ.167 1 : 
211 'UU1.l67•: 
,:!/2 1 U!lUl0'1 
c./.S I uU.L171 1 l 
.:!'I 'UOl172 1 : 
,/::, 'UU.J.17311 









'U O .L 17 6 •. 
'ilU.L11'7• 
<!OJ 'UU.1.i!00O: 





,::0':,I . 6 
































'UU.L211 1 l 
7 
.a.s •uu .. 21211 
.;14 
REGISTERS.t 
.. ··•-·· I SI( Ip I f 
•022000003 1 
1 060000007' 
1 622001174 1 






1 5iW400012 1 
'000000003 1 
•004000000 1 
1 004000023 1 
SAVE WAI 
'SKIP• 2•-· -···· ---
' ENO• SUBC _TEST ___ _ 
00 FFI ""II" ti .. N "" .. " .. "ff .. ·"""-.-. .. " II" .. ltl,-iJ" .. -..- If .. ti"" N .... ff N .. N .. H" .. N" ti" ff .. 
1 BEGIN 1 NEXT, 
A: (IL,IST1 
COUNT s: A 
"SUB2(1D0 FF), VOERT £EN INS MEEGEGEVEN TRANSPUT• 
--,, BESTUURSOPORACHT VOOR Et:N A·ANTAI. APPARATEN U IT 
L.ISTO, l.lST1 
• :1..1sro) "L.£NGTE VAN DE L.IJST 
·G = 11.1sTot-11 
8: TEST DEV 2 
NEXT: 
G + 1 






(TEST oe:v 1) 
" IN 1 CUUNT 1 
"G L.OOPT OVER DE 1.IJST 
• CDPI! VAN DE OPl)RACHT 
"VORM OPORACHT, 
·n EN VOER HEM UIT 
11 EERSTE WOORO 
it < 8), TwEEDE wOORO ··-· - ··-·---- ... "' ooo ooo•·· 
(14 000 ooo, + TEST DEV 3 p TEST DEy 2) . 
" (e + N)1 ADM1N1STRAT1t~-~PPARAAT 
1..1s11: 
1 EN0 1 DO FF 
DYST s: ""''"""""""""""''""""""""""""""""""""""""""""""""""""" 
It suec·( IDVST S) . ·-·-··· •· 
I BEG I 1'1 1 
• 100002737, ···· s .. ovst i<lei ___ -·- ---,i VORM DVNAM ,·scH STOPAoRe:s 
' 520400074' GOTOR(S) " ZE,T HET IN T. , .•... ~-·-·- .. 
•0~0001211 1 
'422000074 1 
•766075400 1 . 
1 102020000• 
1 003020000' 
1 522301203 1 
'52!J400020 1 
1 000200000• 
1 ENl> 1 . 
SET PROTI HHl1Hfffffft1HfftlffHU11HhffHhHffffUHUHHUMHNHUHHMMUNUHHHMNHUHffttff 
. 11 SU&S(ISET PROT), Z!T O! PROT!CTl!!ITS VAN ALL! , 
"HALVE KASTEN ZOALS AANGEG!V!H INS 
1 BEGIN' L.OOP, MAX ·:1100R, HAL.F MODUL.E. = • 20 000 1 
A 11 •MAX ADOR 
L.OOP: 
8 s: :s 
MEMPROT 
S + HAL.F MODuLE 
A+ HAL.f MODULEi z· 
N1 GOTO(IL.00Pl 
GOTOR(i.lNl<B) 
. MAX ADDR I 
(MEM L.EN(;TH) 
'END' SET PROT 
It VORM vOL.GENO PROTECTIEwOORD 
"BESCHRIJFT S DE EERSTE NIET•AANWEZIGE l<AST? 
·-----·-·-·-- - - ------·----·------
DUMMY: II II II II U ~It It It II It II II ti H It ff ff ft H tf II ff II II II U ff II. H II ff II ti fl ti M ff II ff If It II fl ft ff II ff II I~ It ti 
" suet:-"( I DUMMY, - . 
3.7 




•uoi.212 1 : 
'UU.J.213' 
1 UU.l.213 1 
•5~6475377 1 _ GO!OR(MC1~1ll 
D\JMMV ADDRI 







r-,r~- _...,_ •. .___. •• _., • 
------------------•--··· 
~ 





























































It NII II II Ulttl"" """ti"" II H II N~~--"" H H fl II H ttttN II TESTS NN ~-~~-"_!~_'!!~~"-'!-~-~-" !' ~~!!-~~~~-~-NIIN N" NM II""" 
1UOJ.~14•: ENTRY: 
'U0.1.214 1: 1660072022 1 LViFOFF(PUNCH) II . L.EG OE BANDPONSER. HET ·zw'{JGEN. ·op· 
I OUJ.215 I: 
'IJO J.216 1 : 
'UOJ.217 1 : 
1 uu1220•: 
•uu.1.221 1 : 




t U U .i..~26 I : 
• UlJ.1.227 •: 
• 11u:..2.so,: 
• Uil.1.2J1 1 : 
'u0~2.32'l 
•uoi2JJ•: 
• UOJ.234 •: 
• UUJ.2J5 •: 
I UU J.t:.J6 'I 
'ulH<!J7'1 
I UU .1.i:!40 I.I 
1 UU12'l1 1 : 
1 UUJ.242,: 
1 ,JO L243, : 
•uo.1.244•: 
'UllJ.245,: 







I Jn2':J5 1 : 
'UUo256r: 










'UU.l.271 1 : 
1 UOt272•: 
• U0.,273 •; 
'UU.L274•: 




'UU.1.301 1 : 
1 uo1.so2 1 : 
---·-~·,tsTPROGRAMMA·v~OR jo~ESSERIN~SVORMEN . -- .. ···-···-· -~-· ··-·-·-·-----
'502400000 1 JUMPR(O) 11 AL.L.E EENBIT•REG!STERS WORDEN 0 
1 0221JOOOOO·• -·-··A ri O - ... ·········-· . . •· ···-··-· :sTAT 
•ISTAT '132000000 1 S = -o 
'517001001 •-· sue15 <: PUST AT)--··-· 
'120001772• S ~ CL.1ST 
1 030001772 1 A: •CL.IST 
15l7001001' SUB15(:PUSTAT) 
1422001773 1 . 8 = :cL.IST[11 
''24040000 1 S: M[Bl 
1~.14037776 1- A: •M[8 • 2j 
•577001001 1 SUB15(;PUSTAT) 
'622U01772 1 G: ICL.IST ···--
'1260720001 S: MG(•256J 
'026U72777' A: MG[+.!55] 
1577001001 1 sua15(;PUSTAT) 
1 022001774• A: :CL.IST[2). 
1126073405 1 S: MA[5J 
'577001001' sue15(;PUSTAT) 







1 • STATS 
11 PONS STATUS 
"DVN 
11 PONS STATUS 
11 DVN 
11 PONS STATUS 
'026074777• A: MS[2':J5] . . . "DVN 
15/7001001' SUB15(:PUSTAT) • PONS STATUS 
112bU7540 0 t S : MC ·--··· .. io DYN, tl•MOD ····- .. 
1026075400 1 A: MC "DYN, b•MOO 
'577001001 1 sue15(:PUSTAT) - . - "PON~ STATUS 
1 026076400' A: MT "DVM, T•MOD 
1126076400 1 -· S : MT ... ~ .. --· ... ,. DYN, T•MOD 
157'lU01001' SUB15(:PUSTAT) 11 PONS STATUS 
'4C>0000077 1 . 0 : B ···•···••·-·-" D WIJST NU MIDDEN .. IN- Ol! .. INSTRUCTiEs·-
'026077400' A= MO[LUJ II DYN 
1 126077400 1 - .... S i: MD[Ol···-··-·--·---·· 11 DYN 
'517001001' SUB15(1PUSTAT) 11 PONS STATUS 
1 422002766' 6 = ISTACK .. 
1 4b0U00077• 0 = e II D wtJST NAAR EEN ~IJST VAN 58 WOOROEN 
' 0 ~ 2 U O 3 0 b O ' . A . : : REST -- ·- - --- - .. - . . . - - . - ·-· .. ····-· -·-·-· ·-· 
1 C64040000 1 Mtel • A 
1466073400 1 MA ■ 8 
'002000001 1 A+ 1 
'064040071 1 M[B + 57) : A 
'72617.1412' MA[lOJ • G 
'026000400' A: MO . 
•~26U71412' S: M57[+10] 
1577001001' SU015(:PUSTAT) 
'022000012 1 A: 10 
'066077401' MD[ll : A 
14bb073366 1 MA[•lO) a B 
'126001366 1 S: M1[•10) 
1 5l7001001 1 SU815(:PUSTAT) 
1422003060 1 B = :REST 
1 076075400' MC: -A 
'166075400 1 MC= S 
'476075400 1 MC= •8 
1120U03060' - S : REST-
1020003061' A= RESTlll 
'517001001' SUB15(:PUSTAT) 
MO[Ol WIJST NAAR 'REST' 
MO[O) GEVUL.O ZONOER GEBRUIK 
IREST[11 
MDC,7l • :REST[1l 




11 MD[1J WIJST NU NAAR M[10J 
VAN MP[Q1•ADRESS!RING 
. ·- ·--·· " MP [ Q J I LEVERT AI.S 
• PONS STATUS 
AORESI o ·--··---·----············ 
11 STACI( POINTER 
11 DYN • A, B•MOD 
u- 8Et<IJK RESUL.TAAT 
11 PONS STATUS 
17 
" 





































































• uu 1.313': 
'UU.l..S14': 
• uu l,5150: 
1 uu l..Sl6• I 
• uu 1.J17 1 : 
1 UUL320 1 I 




• UUJ.325 •: 
'UIJ.l..S260: 
1 uu.1..s21~: 





'UCI L.S.S5 •: 
• uu.;..S.S6t: 




1 uo J..$43 'I 




1 UOJ..S50 1 ! 
•u1a.s;1•: · 
'U0l.S52•: 
'UULJ:,3 1 1 






'UUl.S62 1 I 
••Jb,363 1 : 
•uu.1..564>: 
'U:.11365•; 
• uu 1.306•: 
'UU.t..567 1 : 
'120003062' ______ S_• _RES'fJU _____ _ 
1 020000075' A• 8 
•577001001 1 SU815(:PUSTAT) 
'422000076• B • :T . 
" IS B JUIST? 
"PONS STATUS 
'024040000' A= M[8J • STATB MAG DE REGISTERS ADREssEREN 
•124037774•· S,. M[s·+ <:G_---l-T/] "MDET SIJ G U1T1<0MEN 
'577001001' SUB15(1PUSTAT) "PONS STATUS 
---h AAN~EZIEN vooR ~YN~ADRESSERIN~ HET IDYN-ADRESSERINGSMECHANISME 
• GEBRUIKT WORDT, 8EHOEFT DIT NIET AFZONO[RLIJI( GETEST TE WORDEN, 
. -~ BEHALVE VOOR DE COHSTRUCTIE IMC 
'422U02766• B = ISTACK 
'102075000' S • IMC!•256l 
'0~0000075' A: 8 
•~770Q1001' SUB15(1PUSTAT) 
1 0/207,777 1 A• •IMtL255I 
1120000075' S = B . 
'577001001' SUB15(:PUSTAT) 
11 IDYN 
• PONS STATUS 
u IPYN 
• PONS f;TATUS 
• TEST BEPALING PARliEITS91T, EN CONDITIE•ZETTJNG OP INTEGERS 
'502400000' JUMPR(O) . "ALL£ iEN8IT•REGISTERS WOROEN 0 
'1200027?.5• S,. LPl "LP:a 1 
•577001001• SuB15(:PuSTAT) • PONS STATUS 
'120002724 1 S = LPO "LP:• 0 
'577001001' SU815(:PUSTAT) "PONS STATUS 
'130002725' S • •LP1 
•5i7001001 1 SUB15llPUSTAT) 
•t3U002724 1 S,. •LPU 
'5/7001001' SUB15(:PUSTAT) 
'1224-00000• S: o. P . 
•577001001• sus1St:PUSTAT) 
'132400000' S: -o. P 
'577001001' SUB15(;PUSTAT) 
1 12aoooooo• . S • o. Z 
'577001001•-·-- SuB15(:PuSTAT) 
•13Joooooo• s = -o, z 
'577001001' -- SU815(:PUSTAT) 
"PONS STATUS 
"MAAKT NIKS UtT 
"PONS STATUS 
" C:: 0, LTI: 0 
it ,PONS STATUS 
1t C:: 1, LT:: 1 
"·PONS STATUS 
"C:1: 0, LT:: 0 
"PONS STATUS 
n C:: 0, LT!: 1 
• 11 PONS :iTA'l"US 
'12:'.002123• .. ___ s = SGN IUT, Z ---------" c:_: 1. LTI: 1 ________ -----'-
15770010011 SUB1~(1PUSTAT). "PONS iTATUS 
'13.S400000' S = -o. i 
'517001001 1 ---- SU815 ( iPUSTAT> 
1 123400000 1 S • 0, E 
'517001001' SUB15(1PUSTAT> 
1t C.I: 0, LTI: 
ti PONS STATUS 
1 ___________ _ 
" C.h 1, LTt: 0 
n PONS STATUS 
..• 11 TEST OPDRACHTHEHKENN I NG 
'502400000' JUMPR(Q) 8 ALLE EENSIT•REGISTERS WORDEN 0 
• 022000005•--· -- A = 5 . - .. --- . . .... - - --- ---- -
'060000000' M[OI = A 
'032000004' A • •4 . 
'ouuoooooo• A+ MtOJ 
·•4321!00003' B : •3 .. 
"0 ALS OPO~AC:HT 
•4uooooooo~ e • M£Ol 
•:.20000015• S • 8 ··- -----
"•MAX INT ALS OPORAC~'!'.; 
•517001001' SUB15(1PUSTAT) "PONS STATUS 
'122002461• S: tREST[•25~J 
'1b0U00077 1 0 • S 
'1201!02724• S: LPO • BITPATROON 
1 160003060' REST a S " IN REST 
'12l.U02737• ··--· S : DYST N8T, ·z·-------" ANOf,R BtTPATROON, Cf ■ 1 
•377777777• N,S ••• •MD[255lt E II MAX INT ALS OPDRACHT 































'I I U 
'l /1 
'I It! 
,, I J 




























1 UULJ7·0 1 I 












1 U0.,405 1 : 
'UO.l.406 1 : 






1 lJUL415 1 1 
'UU.l416•: 
'UU.L417t: 
1 UUL420 1 1 
'UU l421': 
'llU.!.422 1 : 





1 UO.L4J0 1 1 
1 Ulll4.S1 1 1 
1 UU].4J2•: 
1 UO.l4J3'l 
•uo 1,4.;4, 1 
1 UUl4J5 1 1 
1 00.L4J6•: 
1 UU.i.4J7• I 
1 UU:l440•: 
1 UUl441': 











11 TtST ARITMETISCHE 
'502400000'. -- JUMPR(O) ..... 
1 121002724' Sa LPO, Z 
'101002725 1 ·-··-·s + LP1, Z 
1 020002723 1 A a SGN SIT 
•oouoo2723•· A + ·sGN 111'r--
'577uo1001• · .. SUB15(:PUSTAT)_ 
1 502100000' U,JUMP(O) 
9 1JU002723 1 S: •SGN BIT 
1 110002723• S • SGN blT 
1 577001001• sue15(:PUSTAT) 
'502100000' . u·,JuMP(O) --- - . 
'1.SOU02723' S: •SGN 81T 
'422083060 1 B: IREST 
1 :l.64040000 1 M[BJ : S 
11 •O IS GEEN OPORACHT -----···• _____ .. __ ·····-··· 
UEWERICINGEN IN A•, S• Of a.REGISTER 
. " ALLE EENS I T•REG I STERS WORDEN O ···-- - --···-
• c,~ 1 · 
11 c: ■ o; LT:= 1;:s1• -~ 
• Of:: 1, Al= 1 
"PONS STATUS 
• Of:c 0 
II Ol':111, SI ■ -'.,1 
"PONS STATUS 
".s:: 2026 • 1 
· n B > 0 
'44h075400• MC+ 8 . -. II 8 
------ -· .. --·- __ .t__" ·-·. • • 
BIJ M[B] GETEl,.D, OVERFLOW, 8 VERHOOGD· 
1 :l.20~00075 1 S: B 
'020003060'. A: REST --
'517001001' SIJB15(:PUSTAT) 
1 422002766 1 B: :STACK c 
':l.4207:>400• S + IMC 
'020000075'. A II B 
1 5/7001001' SUB15(:PUSTAT) 
1 4S2075400• B • iMC . 
1 002075400 1 Ac :Mc 
•120000015• - . s = El 
'577001001 1 SUB15(1PUSTAT) . 
'422002766'' B 11 :STACI< - - . 
'404040000 1 M[BI : B 
"PONS STATUS 
" S + I OVN . 
11 PONS STATUS 
n 8: -u . 
~ A ••+U 
• PONS STATUS 
I 
"STACI< : ■ ISTACK 
•4C>7175400' PLUS8(MC[O]>, z·-· .... " STACICI: ( ISTACI< • 2)·,· 81 ■- ri"sTACK • ·2, + ·1; Cl• 1 
1 02UU02766• A:, STACK 
1 120000075•·· S : B 
'577001001 '___ sue15( :PUSTAT~ _ ··- ___ : ___ ._PONS STATUS 
"TEST LOGISCHE 
'502400000~- ·- JUMPR(o) 
•:20002724• S: LPO 
'020002725' A: LPl 
'340000073 1 S ••' A 
12110000014 1 A i. 1 a 
1 340000073 1 S t+t A 
OPERATIES OP A ~NS 
It ALLE EENBIT-REGISTERS ·woRD-EN-tf. -- ·-··--·--· 
"so 
• AO 
"SI: StJ 1 + 1 AO 
•11 All Ali ,,.,, 110 •• , AO .- Ao· ,., AO '·•' IQ • •o 
1 577001001 ,--~- S\.161$( :PUSTATf·-·-•• 
• SI: SO 1 + 1 AO••• SO• AO 1 +• 0 • AO 
• PONS STATUS .. --- ... -· -···· .--···••·· 
'030002724' Ac •LPO . 
1 270002725 1 . A '*' • L.P1 ---- •A: •LPO '*' •LP1 • •<L.PO • 
"S: LPO • LP1 • •O 
LP1) 
'130000073' Sa •A 
•577001001 1 sue15< :PUSTAT)·-·• "PONS l;TATUS 

















G a 1 
MULAS(G), P 
SUB15(:PUSTAT) 
A c 0 
• ALL~, EENB IT•REG I STt:RS WORDEN O _______ _ 
··-··-···-···--n··, = 0 ... ·-- ... 
"C: 1· 
11 PONS STATUS 
• s > O 
·11 A < Q 
··-·-··-- ·• S * 1 + A = .;.o 
• PONS STATUS 
-----·~--------. ·-- -· - -· -·-
17 
1!:>l2t2•.tur 0 2220U, 0 GRUNf; _____ __ 3,3 
::>U2 1 UUl4!:i5•: 
::>UJ 'UUJ,4:>611 







:,11 1 UUL466 1 : 
,12 
:,1J 
:>14 'UU1467 1 : 
::>l:> 1 UUJ.47Q•: 
!:116 'UD.1.471 1 : 










::,/_/ • IJU.,:>02'1 
:,,!ti 'UUL::>03 1 : 
:,,;.I/ 'UUl504 1 : 
:,JO 'J0l505•: 
::-.sl 'U1JL!:i06 1 : 
:,.S2 'UUJ.!:)07 1 : 
:,JJ •uu::..,10•: 
;,J4 •uu,511 1 : 
:.,._;:, 'UUl:>12•: 
:>J6 1 UUJ.!:>13'l 
':JJI 'UU.L'l4'1 
:>,,)tl •uu.,:,15,; 
~.i~ • uu.i,16 1 : 
'.:>'IO 1 uo.1.:,11i: 
:,41 'UU.i.::i20 1 : 
:,<i.! •uu.1.,21•: 
::>'13 •uoi.s22 1 : 




';)4!1 • uu.1.:,27,: 
';)'i\l ! Ul1 •.!:)JQ I I 
:,:,u 'U015J1 1 : 
:,';)l 1 uu.i.:,.s2• 
:,:,2 1 UUJ.';)JJt 
;,:,J 'UUJ.:,J41 
::,:,4 1 uu1.:,.s5, 
:,:,:, 'uu1::iJ6 • 
:>';)6 1 UOJ.!:i.S7 • 










I 122000000 I 
•3u.sooooo1 1 
•Si'7uo1001• 
1 313000001 1 
1 577001001' 




A : 0 
s = 0 
• S * •1 +A •. •O 
• PONS STATUS 
DIVAS(1), Z .. "A: S: C: 0 
SUB15(:PUSTAT) "PONS STATUS 
01yAS(•ll, Z _ _ •A: Sa •0, CB 0 
SUB15(:PUSTAT) "PONS STATUS 
• ZIE VEROtR OE ArZONOERLfJKE TESTPROGRAMMA'S VOOR MULS, MULAS, DIVA, O!VAS 
'502400000 1 




JUMPR(O) 11 ALLE tE:NBIT•REG!STERS WORDEN 0 




• Cl: 1 
• s: •2••25 
h AS .,, SS: •0, C: 0 
• PO S STATUS 






. - - 11 ALLE EE:NBIT•REG!STEis WORDEN 0 
I ~.20002725 I 
1 422000011 ' .... 
S = LP1 
8 = 9 
'664400000' LCA(B), P 
'5li'001001' __ sue15(1~USTAT) 
1 765400001' LCS(B + 1), E -
1 577001001 1 SUB15(:PuSTAT) 
'664400102 1 LCAS(B + 2), P 
'577001001• sua15(:PUSTAT) 
' 76540010 3 1 .... -- LC SA ( 8 + 3) , E 
1 571001001' SUB15(1PUSTAT) 
'675400004 1 RCA(B + 4), E 
'577001001 1 sua15(:PUSTAT) 
1 774'100005 1 RCS<B + !>), P 
'5/7U01001' SUB15(:PUSTAT) 
'615400106' RCAS(B + 6) 1 E 
1 5l70Q100ll SUBlPIIPUSTATI 
1 714400107 1 ACSA(B + 7>, P. 
'5/7001001 1 SUB15(1PUSTAT) 
'422000001 1 ___ a= 1 
1 665400046 1 LUA(B + 6),E 
•5i7001001' SUB15(:PUSTAT) 
'764400045• LUS(B + ~),P 
•517001001• """sue15(:PUSTATi 
'664400144 1 _ LUAS(B + 4l, P 
•511001001• sua15(:PUSTAT) 
'765400143 1 _ LUSA(B + 3) 1 E 
1 517001001• sue15(:PUSTAT) 
'020002724 1 A= LPO 
'120002725' S = LP1 
1 674400046 1 RUA(B + 6), P 
•577001001 1 sue15(:PUSTAT) 
1 774400041' RUS(B + 1), P 
•577001001• sue15(:PUSTAT) 
'675'100144' RUAS(B + 4), E 
'5/7DQ1001' sue15(:PUSTAT) 
'715400140' RUSA(B + 0), E 
•517001001• sua15(:PUSTAT) 
11 ZIE VE:ROER HET 
"PONS STATUS 
11 PONS STATUS 
11 PONS STATUS 
11 P~NS STATUS 
"PONS STATUS 
"PONS STATUS 
11 PONS STATUS 
"PONS STATUS 
-- -· .. " PONS STATUS 
~ PONS STATUS 
11 PONS STATUS 
"PONS STATUS 
• PONS STATUS 
"PONS STATUS 
11 PONS STATUS 
• PONS STATUS 
































































•uo.1.543 1 : 
'UO.i,544•: 
'UU.L545'l 
'UUL546 1 : 
'UUl:>47•: 
'UU.l.550•: 
• uu .. ,,1 •: 
t UO ,L!:)!:)2 t I 
'Ull.l.:,53 •: 
1 UU.L!,54 I: 
'lH.1 ~?55 •: 
'UlH?:>6<: 
• Ull.L557 •: 
• UUl.:>60 t; 






t UUl,:>67 1 I 
'UUl:>70 t I 
I IJU J.571 1 I 
'UU.l.:>72': 
I U0 ,:,73 I l 
• IJU .L:>i'4': 
1 UUJ.:>75 I I 
'UUl,576 1 1 







t ,,u ',606' I 
t l)U.J.607 1 : 
tuU.1.6~Qt; 
t UU ,611 fl 
tOU.1.6:J.2tl 
tUU.L613'1 
t UU.L614 t 
'U0.1.615 t 
t UU.L616 t 
t UU.,bl 7' 
t U0.!.020 1 
1 UU\621 1 
1 UU1.b22t 
tUU.l.623 1 




1 lJU lO.)Q t 
tuo10J1• 
"TEST NORMEER•INSTRUCTIES 
,5024oooooi·-----.,u;.;PR<o,·· -·--- --- · 11 ALi.E uNiiir;.Ric.,sfitRs·woii'0fN··o~ 
1 022000000 1 A_: 0_ _ ______ _ 
'6b1000240t NORA, Z 11 · Al: 0, B:·• 26 
•1eouooo75t s = a 
· •5noo1001 •···- sue15(:PliSTAf>- ····- "PONS STATUS 
•c,30000075' A : •B ________ _ II A:: •26 
t6blU00240 1 NORA, Z 
t120000075t S = B 
t577001001t SUB15(:PUSTATf·---·--··ti·poNS STATUS .. ----- ···- ---~----·-····-- -·----. 
1 022000000' A: 0 
t121U02723t S: SGN 81T, Z 
t6blU00340• NORAS, Z 
t577001001t. ·sue15(1PUSTAT) 
1 120000075• S = B 
'517001001 1 --· SUB15(1PUSTAT) 
'032000000t A: •O 
1 130002723• ·-···s : •SGN BIT 
'6b0400340t NORAS, P 
t577001001t ·- SUB15(:~USTAT) 
1 120U00075' S: B 




1 730003060' . 
t02D003060' 
'120U0306lt 
t 517001001 t 
•1i!OU00075 1 
'577001001.' 
11 TEST F-TRANSPORf 
JUMPR(Ol 
B =· lLPO 





S : B . . . 
-SU815( :PUSTAT) 
-., C : 1 
11 C: O, SCHUIFT OM TEKENBIT 
"PONS STATUS 
"B: 5~ .. - • PONS STATUS .. ····- -· --- ··•·--· -·. 
VAN S HEEN __ 
11 C : 1, SCHUIFT 
it PONS STATUS 
"B = 5.! 
OM _'rEl<ENB t T 1-i!E~~---··· 
it PONS STATUS 
• ALLE EEN8~T-REGt8TERS WORDEN 0 
~- PONS STATUS 
11 PONS STATUS 
11 TEST CONDITIE•ZtTT1NG, OF, N1NT OP F•OPORACHT!N 
'502400000' ..... JUMPR(O) • ALLE EENBIT-REGISTERs·woRDEN O 
t022000000• A: 0 
1 1J2uoo0OO 1 s ■ -o 
1 620400073 1 Fa A, P "C • 0 1 OF= 11 NINT • 0 
1 577001001t·--··sua15(1PU$TAT) h PONS STATUS . .. 
'OJ2000000 1 A ■ •0 . 
1 122000000• Sa 0 
'62G4Q0073• F = A, P • C • 1, 01": 1, NINT ■ 0 
1 577001001t SUB15(:PUSTAT) - •i PONS STATUS ...... ·····--· ·------· ·---. ·•· .. ·-· 
'502400000t JUMPR(O) 
'022000000' A : 0 . 
______ t~- ALLE EENB IT•_REG I STE~S _W!)FIDEN_O, ________ _ 
•122oooooot S = 0 
t631U00073t F: •A, Z 
•·r,770o10ll1' SUB15( :PUSTAT) 
iQ22U00000' A: 0 
1 132000000' S: -o 
1 621000073• F: A, z,-· 
'5/7001001' SU815(1PUSTAT) 
'502400000 1 JUMPR(O) 
1 022000000 1 A: 0 
i120002723 1 . S: SGN Bit 
t621000073• F: A, Z 
'577001001, ---- SUS15( :PUSTA'n 
t5U240000Qt JUMPR(Ol 
'02flU02732 •. -- A : D13TU 
• C : 0, 01". : O, NINT ■ 0 
• PONS STATUS 
"-c,;., 1, ~r = o··- · · ·-·-··--· 
• PONS STATUS 
- ·. H ALLE EENB IT-REG I S•TERS WORDE.N ·o 
n-·poNS STATus· ·····-~-----·-· 
11 ALLE EENBIT•REG!STERS WORDEN 0 




1:, • . .Uc!•lU / D ~22ou, O GRUNE:, 15 
022 'U0l632 1 
o,.l 'UUl633 1 
024 'Ulllb.S4• 
6<!!:> 'llUi6.S5•: 
Ot!6 1 Ulli.b.S6•: 
bt!I 'llU.i,b370: 
o,:t, 'UUJ.b40 I I 
o,9 , uu.1.041 •: 
o.j•J 'UC1Lb42 1 : 
u.ll 'U0.L043t: 
o.l2 • uU.1.644 1 : 
b.S.S 
0.)4 
()J:, 1 U0l.o450: 
6.l6 1 UUJ.b46 1 1 
b.ll I UU.1.647 I: 
O.ltl 'U(;.1,6;0•: 




o'l.j 1 UIJ.1.655•: 




b'lb 1 Ull.Lo620: 




o:,.l 'Ull.l.667 1 : 
,t;:,4 1 UU.L670'1 
o,~ 'uUl671 1 : 
o:,6 1 \JOJ.672•: 
t>:,7 'UU.1.673 I: 
o:>ll 1 Ulll,674'l 
6:,9 'UU.i.675 1 : 
Obi) 1 U0\676 I! 
bbl 1 UU.Lo77t: 
Ob2 'llO.L/00 'l 
/,()3 'uu t701 II 
004 'UOl/02'1 
60:> 1 UUl703t: 
006 'UUi/04 1 : 
001 'UUL705t: 
ubtl 'U0l706•: 
ebY 'UUJ.707 'I 
b/U 'UOL/10 1 : 
l>/1 'UU1711': 
l>/2 'UUJ.712 1 : 
01.i •uu:.713tl 
0/4 1 U~J./14 I: 
1,1, •uu,.71511 
c,e •uu.Ln6•: 
tJII 'UU.i,717 1 : 
()/0 • UU.L7201: 
blY 'Ut.l.1.721 1 : 
<>till 1 UUL7220: 
t,1,J 'U.U.1./23•: 
s • 0 1 1221100000 1 
1 620400073 1 
•577001001 1 
'502400000• 
1 0.S0ll00073 1 
'620400073 1 
···f" = A;·· p··-··---····- "N.INT•O ·- -~ .... ,~ -- -· --· ···-
t 5i'7(1Q1001 I-·-· 
'502400000' 
'020002733 1 
1 620400073 I .. 
1 577001001 1 
SUBl5(:PUSTAT) 
JUMPR(Ol 
A a •A 
f" = A, p---·- . 
SUl315( :PUSTAT) 
JUMPR(Ol . 
A a Dl4TU 
f" = A, P 
sue15(1PUSTAT) 
11 PONS STATUS 
" AL!,.'E E.ENB I T•REG I STERS WORDEN 0 
"NINT i 0 
"PONS STATUS 
"ALLE EENBIT-REGiSTtRs WORDEN O 
" 
1 77777 1 
• NINT a 1 
"PONS STATUS 
■ TEST VERDERE F• ENG• OPDRACHrEN 
'50?.400000 1 
'422003060 1 
1 n6075400 1 
'0.!0003060 1 
t :1,2(!003061 I 
'5i'7D01001' 
1 1~0000075 1 
1 517001001 1 
'6.S2000001 1 
1 020000071 1 





1 6 ~ li 0 0 0 0 7 3 1 
1 4l!2UO:S060·1 
1 72617!:>400 I 










f 577CJQ1.001 I 






1 577001001 1 
'620002726 1 
'61l402730 1 








1 620002726 1 
JUMPR(U) . • ALL£ EENBIT•REGISTE~S WOR6EN 0 





S = B . 
SU815(:PUSTAT) 
G = •l ... 
A : f" 
S = G 
SUB15(1PUSTAT) 
JUMPR(Q) , 
A • 1 
s • i 
f" • A 
B = :REST 
MC= G 
S :, B 
SUB15( :PUSTAT)· 
A :11 •0 , .. 
f" = A 
. • X :, F 
• PONS STATUS 






EEN~IT•REGISTERS WORDEN 0 
II FH II 1, FT II 1 
• N
1
I NT I• 1 
• PONS STATUS 
JuMPR(6i . --- ·--" ALLE EENBIT•REGISTERS ~ORDEN f----
REST = G "NINTI• 1, WEGENS TEKENINCONSISTENTIE 
SUB15C IPUjlTATT·_-·-----·--·A PONS STATUS . . . ··• 
f" 11 l MC • F • I DVN 
A = f" ... -- ·-··· " BEK I JK 
S = G "RESULTAAT 
s~e1,11PUITAT1 ~ PONS STATUS 
S: B . " IS B NIET VE~ANDERD? 
sue15 ( I PUS"l'AT) ·----. • PONS STATUS 
f":; FPO 
F + FP2, E 
A : f" 
S = G 
SUB15(1PUSTAT) 
F':: FPO-•····---
f" • FP2, E 
A = f" 
S : G 
SUB15(:PUSTAT) 
f" : f"PQ 
f" * F'P2, E 
A : I' 
S = G 
SUf:l15( IPUSTAT) 

































t, ~ IJ 
/Ul) 













































'UU.i.lJ1 1 1 
'IJLIJ.7J20: 
'UUJ./.53•: 





'UUJ./41 1 1 
'UUl/42•: 
'UUJ.743•: 
1 UUJ./44 1 I 
I lJQ .Li'45 I: 
'UUli'46': 
'UU.!.747 1 : 
'll O L /';JQ 1 : 
•0017,1 1 : 
'UUJ. t:>2 •: 









'UUJ.764 1 : 
'UU.L764•: 





'UUJ./72 1 : 
'UUJ.773 1 : 
•uU.Ll74•: 
'U0l775': 
1 U(J J.776': 
'UUU17 1 : 
'UUl.000': 

















'020ll00071 1 • 
•12ouooo12• 






I 620,.02724 I 
1 701~02725 1 
1 020000071' 















1 122000000 1 
'50U000074' 







I 577001001 1 . 









1 (100U00073 1 
'5~2102013' 
f' I f'P2, I! A.=··,··--·--···- " I ,,· BEKiJK 
S = G II RESUI.TAAT 
SUB15(:PUSTAT) . "PONS STATUS 
JUMPR ( 0.l .. __________ H Al.LE t;ENB I TooREGI_ SJl!_~S _ WO_RDEN_.0 ______________ _ 
G: LP0 
G ♦ LP1, I! 
A = F -
s = Ci 
sue15(:PUSTAT> 
G = LP0 
G • LP1, E 
A : F 
S : G 
SUB15(1PUSTATl 
G :: L.P0 . 
G * LP11 E 
A = F 
S : G 
- sue15( IPUSTAT> 
Ci : L.PQ . 
G / LP1, E 
A : F 
S : G 
SUB15(1PUSTAT) 
·n PONS STATUS 
"PONS STATUS 
11 PONS STATUS 
11 PONS STATUS 
11 T~ST SPRONG•OPDRACriTEN 
JuMPR(O) '• . 11 AL.LE EENBIT-REGISTERs WORDEN O 
S: GOTOl.1 11 SPRONG-OPDRACHT 
M [ 0 J : S " I N M1[ U ] 
s = 1 
l.US(25) 
GOTO(S) 
sue<: CRASH1) '• 
1.1: 
SU815(tPUSTATl 
S : 0 
JUl~P (S) 
A: SGN BIT 





s • 1 
SUB15(:PUSTAT) 
B : : MTl.1 




S : B 
SUB15(:PUSTAT) 
11 TEST REPETERENOE 
S = 10 
COUNTS: S 
A :a SGN SIT 
A + A 
U,REP5.(ll.2) 
• s = 2••<!5 + 0 
"S-STER = 0, -> or:: O, EN SPRINGT VANOAAR TERUG 
11 MAG NIET UITGEVOERD WORDEN . 
,.·PONS STATUS 
"OOET NltTS 
• Of:: 1 
11 WOROT UITGEVOERD 
"MAG NIET UtTGEVOERD WORDEN 
"PONS STATUS 
-,. SPRIN~T NIET 
"WOROT UITGEVOERD 
h PONS STATUS 
11 B: :MT[QJ 
"GOTO(IOYN), NAAR MTl.1[1] 
11 MAG NIET UITGEVOERO WORDEN 







1:iJ;u2-1u~ D 222ou.o GRUNE 





I'll • \JU<:U16 1 : 
1'1t$ 'U 1J0:::017': 
l4Y 'Uu:!017 1 : 
t:>U 'UUd0i<0•: 
1::,1 •uu2u21•: 
/::,<! 'UU2022 •: 
t::,3 'UUt023 1 : 
,':,4 'Uli<:ll24•: 
1::,':, 1 UU<:U25•: 




/OU 'IJU2U31 1 : 
t01 'UU.-!OJ2 •: 
ltir. 'Ull<:UJ3 t: 
t6J 'JU<:IJJ4•: 
104 •uu.:034 1 : 
to::, 1 UU<:U,15 '! 
/00 ' 1JU.;U36•; 
IOI I UU20J7': 





//J 1 UU2042•: 
//4 1 UL12U43'1 
//"; 'UU,:044,; 
//0 1 UUd045•: 
Ill 1 UU.-!045•: 
7113 'tJ0r.046': 
//Y 'Ull2U47 'I 
1i;u •uuc::050,: 
,i;1 'uu20,1 'I 
/t12 •uu2u,2•: 




lbl I IJU.:055•: 
l~l:l 'JUC::056 1 : 
/do; 'ULJ:!057 1 1 
1Yu •u~dooo•: 
1-11 •uu.:061 1 : 
IY'i. 'UUC::062 1 : 
/Y~ 1 UUC::U63': 
IY4 'UUC::063 1 1 















I ::_60000006 I 
•022000000 1 
•002uoooo1 1 













1 !i6U001073 1 
1 020000010• 
'5r7001001' 
















S = COUNTS 
SliB15( :PUSTAT) 
COUNT3 = S 
A " 0 
_1,.3: 




s = 12 
couNT6 = s 
A : 0 
L.41 
A + 1 
RE.P6E( 11.4) 
S = COUNT6 
SUB15(:PUSTAT) 
CC.UNTO = A -
S : 0 
i.5: 
REPUZ( 11.6) 





11 TEST SUBN 
JUMPR(Q) 






S II O I Z . 








A: SGN ttlT 
A + A 
U,SUBl:J( IL1U) 
SUB(ICRASH1) 




11 MAG NIET UITGEVOERD. WORDEN 
II IS NU 9 
11 PONS STATUS 
11 TE HERHALEN ACTIE 
11 COUNT.S = •0 
11 PONS STATUS 
• COUNT6 • •1 
"PONS STATUS 
• ALLEEN ALS COUNTO • 0 
11 PONS STATUS 
11 AL'LE EENB I T•REG I STERS WORDEN_ 0 __ 
11 MAG NIET UITGEVOERD WORDEN 
11 FIONS &TATUS 
11 c: • o 
11 NIET ODEN 
11 WEL DOEN 
11 PONS STATUS 
11 WEI,. DOEN, 
11 MAG N!ET UITGEVOERO WORDEN 
11 PONS STATUS 
11 Of:• 1 
II OOEN 
11 MAG NIE~ UITGE~OE~O WORDEN 
•. 11 PONS STATUS 
11 OM GOTO~,JUMPR -~~ SUBC TE KUNNEN TESTEN, 
"MOETEN WE EERST DE GEORAGINGEN VAN IV, 0~ EN BT_TESTEN _ __ _ 
cuu 11 TE.ST CV, IV, BT 
~ul 'UU~U65•: 1 502400000' JUMPR(Ol 11 Al.LE EENBIT-REGIJTERS WDRpEN 0 
17 
~ 





























































1 U0,!066 1 : 
•u0,!067•: 
'llU.!070 1 1 
•uu.::071 1 : 
• UIJ.!0/2 1 l 
•uu.::073•: 
• ,1u.::o /4,: 
'UUl.075'1 
'U0.!076 1 : 
•uu.::on•: 
•uu.::100 1 : 
•uu.::101 1 : 
I 1)0.!102 I l 
'Oll.!103'1 
1 UUl.104 1 1 












•uu.::121 1 : 
'UOl.122'1 
'U0-'123'1 
1 UU-'124' l 
1 uu..:125i:· 
1 001.126'1 
1 uo,121 1 : 
1 UUl.1J0 1 l 
'UOl.131 1 : 
'uo.::132': 
'UOl.133 1 : 
1 \/U-'134•: 
•uu.::135, 1 








• 5'770 01001 • - ·---- sus15l iPUSTil Tr·------- 11 PONS STATUS 
'660061000' OVOFF 
•5noo1001' SU815( :PUSTAT) ' " PO_NS STATUS 
'120002746 1 S: CRASH 
'160000030 1 Ct,: S -·--·-··-·--- .. CHARON. I NGREEP•PLAAi'S 
'760060000' IVON 
1 660060000 1 IVOff 
'120002745 1 S: SUB1~PUSTAT 
'160000030'·-·ci,: S .. 
1 760060000 1 I VON 




1 422002740 1 
•766075400 1 






1 022001212 1 
'Ot:>6075400 1 
1 56647537?' 










S : B 
A II M<:(•11 
sue15(:PUSTAT) 
A 11 : DUMMY 
MC= A 
SUBC(MC!•1l) 
'020002766 '.--~.A. " STACK _______ -
'120000075' S = B 
•511001001• sue15<1PusTit) 
~i· GEEN HELE INSTRUCT Ii HOREND 
11 CHARONINGREEP PONST NU STATUS 
11 WACHTEN OP DE KLAP 
11 IP•LEZER IF WEG, ALLES NU RUSTIG 
"TE KORT VOOR EEN INGREEP 
11 yOOR ALLE ZEKERHEID 
11 ALLE EENBIT-REGISTERS WORDEN~ 
11 ONGEVEER MC: T, TEGELIJl<ERTIJD SUBC(IDYN) 
"8 = ISTACK[l] . 
"LINKC, 8 I: :STACK 
... PONS STATUS 
• ADRES VAN DUMMY ROUTINE 
"WORDT OP STAPEL GELEGO, B :11 ISTACK!ll 
• SPRONGADRES UIT STACK[l•ll, Bl= ISTACK!Ol, 
11 LINK' NAAR STACK[Ol, 9::, :STACK!1l, DUS 
11 LINK WORDT OVER SPRONGADRES HEENGESCHREVEN 
"DUMMY ROUTINE SESTAAT UIT GOTOR(MC[•1ll, 
II VERLAAGT Dus B 
"MOET OE LfNK ZIJN 
" B = ISTACK 




















S II suec DUMMY II suec, DIRECT 
SUS;.!( :suec TEST) .. 
A II Oy 61'!' 
s. suac DUMMY ADON 
SUB2(lSUBC TEST) 
---A : OV BIT 
· s " suac GATE 
sue2 <: suec TEST 1 
A:, OV BIT 
s" suec GATE ADDR 
SUB2(1SUBC TEST) 
11 IN BESTUURTOESTANO 
'ti suec' I NHOUO!I. I JI( 
11 IN BESTUURTOESTAND . . . 
• PROTECTIEPOORT, DIRECT 
11 IN BESTUURTOESTAND 
11 PROTECT I EPOORT, I NHOUDEL f JK 
11 GOTOR IS VOOR HET GROOTSTE DEEL AL GETEST 
S : T 
S t<t 1 •SGN ·SIT 
S + 4 ' 
G'OTOR( S) 




11 MAG -!f.l I ET U I TGEVOERD WOROl!:N ------
11 SPRONG MOET HIER TERECATKOMEN 
11 PONS STATUS . ····-·--··-·-· 
~ TEST BT, HET VERLAYEN VAN O~tlESTUURSTOESTANO 
17 
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002 
i;o.S 1 U0.:!145 1 
t;o'! 'uU.:146' 
00:, 'UUl.147 1 
t!66 'UIJ~150 1 l 
oo/ 1 tJUl.l::i1 1 : 
C,vtl •uu.::1;2 1 : 
t;o9 1 UUl.153•: 
010 •uo.::154 1 : 
~/1 1 U0<!155'l 
oU. 'UUl.156•: 
1j/J I uu.::1:,7,: 
ti/4 1 ,i~~l6Q 1 : 
:J 1:, ' 1Jlll.l6:l.': 
d//J 'UU.:!162 1 : 
bl/ 'uU.:!103 1 : 
b/8 • t;Uclt>4 •: 
i;1<; •uu.::165'l 
dtltJ 'Uti0::166 1 l 
001 • :JUG.J.67 1 : 
otii ·uu.::110•: 
tld.$ 1 UlJl.171 1 : 
004 •uu~1,2•: 
t.:t,::> 'UU<!173•: 
006 1 UU<:174•: 
tltl/ 1 UUG175 1 : 
t>tll:l 'uU<:176 1 : 




d':1..l I LtOl.,QO': 
d>'4 'L•Ur.201 1 : 
r)-;:;, • uu.:202 1 : 









'>'U:> ':JU<!212 1 l 
'IU6 'UU.:!2:!.3 •: 
YIJi 'UU<!214'l 
YUtl 1 UU<!215•: 
,.,,JY 'UU<!2l6'l 
YlO ', UU<!217 1 : 
Yll •uu.::220 1 
"12 'uu.::221 1 
'>'l.S •uu.::222• 
:/l4 1 UU<!223 1 
>il:> 'UU<!.!24 1 
\llt> 1 UU<!225 1 
':117 
':lltl 
-t1>J 'UU<:226 1 
'i.:!U 'UU.~227 1 











1 :!.20UQ0076 1 
'::62'1Q0404' 









































"VOOR HET PDNSEN VAN RESULTATEN WOROT EEN fOUT•AORES•iNGREEP GEBRUIKT 
-JUMPR (0 ,-- - -- - -- - 11 ALLE tENB I T•REG I STEPS WORDEN O -








B : :STACK 
S : T 
SuBC(lPUNCH_GATE) 
S = T 
SUpC(PUNCH GATE AOOR) 
S : T 
GOTO(MT[•1l) 
SUBCD(:MT) 
S :: MC[•ll 
GOTO(MTl•1J) 





S : T 
A = MC(•ll 
SUBl5(:PUSTAT) 
11 fOUT-AORES.INGREEP PLAATS 
n 1 200 000 ooo• 
"BT:= o, iv:a Ov:= 1 
11 BEKIJK RESULTAAT 
tt INGRE~P, OM STATUS TE PONSEN 
11 ZAL NU NIET BATEN 
11 INGRE~P, OM STATUS TE PONSEN 
"BtKIJK TOESTAND IN DE WERELO 
" PROTECT I EPOORT, :STAT, KOMT TERUG 
"BEKIJK TOESTAND IN DE WERELD 
• PROTECTIEPOORT, STAT, KOMT TERUG 
"BEKIJ~ TOESTAND IN DE WERELD 
" INGRtEP, OM STATUS TE PONSEN 
11 c SUBC(lMT) ALS BT: 0 
" LINK 
11 INGREEP, OM STATUS TE PONSEN 
" BT = l, IV ,: 0, OV = 1 
11 PONS STATUS 
n IV:: 1 
"PONS STATUS 
u IV:: U, 
"METEEN KIJKEN 
"PONS STATUS 
"TEST OV ll~~~~5 fOUTINGREEP EN 
"T~KfNCONSISTENTIE VANT (026 • 01~) TIJOENS SUBC 
OVON 
S: READ T 
WA: S 
A :: •1, P 
SUBC(MA) 
SUB15( :PUSTAT) 
"TEST DO, DOS 




a = :sTACK 
S: SUB1:>PUSTAT 
MC: S 
A: SGN BIT 
A + A 
U,DO(MCl•ll) 










" S = T 
"Cl: 1 
II ADRESINGREEP, rv1•·6;~v;; 0 
"PONS 5TATUS 




" INSTRUCTIE OP STAPE~ 
" OF: i: l 
11 PONS STATUS 
"A= •60, Ca 1 
11 A~TIJD GOED 
"S = IS, DOCS), A+S, ~:i ~ti 
"~ONS STATUS 
11 ALLE tENBIT~REGISTERS WORDEN ti 
"LP:a 1 
"C1: 1 
MET BT 11 0 
MET BT: 0 
17 
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1 uOl.231 •: 






1 UL•:!240 1 : 
•uut.241 1 : 












1 UU:!2!:i6 1 
I IJ0<!2!',7 I 
1 UU<!260 1 
•uu.:1.01 1 
•u~l.262 1 1 
'UUt.263 1 : 
'UOt.264 1 : 
'UU,!.265 1 : 
'UU:!266 •: 
'Ull~t.b7•: 
1 UUC:<!70 • 1 
1 uu,a11 1 1 
1 u0<:272•: 
•uu,213 1 : 













'UOC:,$11 1 : 
'Ullt.,312•: 
1 lJU ~J 3 I 
'UU ~J 4 I 
•u1,.:.s :i' 
'lJL.~3 6' 
1 577001001 1 SU815(:PUSTAT) "PONS STATUS 
1 120002124,---·s· :i LPo· ....... ····-·-·····--·-. it I.Pill U 
1 6b0063000' CI.P "C:: 0 
1577001001 1 SU815(:PUSTATl·--···--·-;, PONS STATus· 
'622000001 1 Ga 1 
•712uoooo2• F 1 2 
•72617:,400 1 MC: G 
'517001001' -· SU815( :PUSTAT) 
•6b0064000 1 I NT 
• 5 n o o 1 o o 1 • - · ·· ·sue 15 < ·: Pus TAT > 
16b0164000 1 U, INT . 
,511001on1 1 SU815(:PUSTAT) 
"NINT:a 1 
"PONS STATUS 
"NINTI: 0, Clu 1 
".PONS STATUS 
"NINTI= 0, C:= 1 
"PONS &TATUS 
1022000000 1 
"TEST SNEl.1.E REGiSTLRTRANSPORT~N 
A : 0 .. 1120002725' 
16b0U00440 1 
• 517001001 • 
•0.!2000000 1 
'6bU100440' 






I 5770Q1001 I 
S: I.Pl 
IC,60 000 440 1 
SU815( :PUSTAT) 
A = 0 
1 b60 100 440' 
SUB15(1PUSTAT) 
A = •1, Z 
1 b70 500 402 1 
S : 8 
SUB15(:PUSTAT) 
1 671 400 501' 
SUB15(:PUSTAT) 
"TRAS 
• PONS STATUS 
"U, TRAS 
"PONS STATUS 




11 TRSNB,E, c:: 1 
"PONS STATUS 
----·--• --·-------· ---·- -·--. ----
1 600060000 1 
"TEST VAN DE TRANSPUT SESTUUR• EN I.EESOPDRACHTEN 
"OE OPORACHTEN.AFON EN AFOFF VORDEN NIET GETtST 
IVOFf' 
•1~0002757 1 
I 5640 01163.1 
1 422000000 1 
'660075000' 
1 7b4075001' 





1 7C>U075001 1 
I 577001001 1 
• ::_2(JtJ02762 1 















S : IFONU 
sue2<:oo FF) 
B a O .. 
IFA(O) 
IFS(B • 1) 
SUe15( tPUSTAT) 
s 11 1 rono · 
sua2< :oo FF> 




S :z I.VlfoFFQ 
sue.:11:00 FF> 
8 :: 0 
I.V l FA ( 0) 
"WIJZIG FI.IPFi.OPS 
11 PONS IITATUS 
"WIJZIG .rl.iPFi.OP~ ___ _ 
" PONS STA.TUS 
"WIJZIG FLIPFLOPS 
I. V I F S ( B + 1 ) . . ·- -- - - . . -· --- ----· ·------··--·-· ---.·-·--
sue15(:PuSTAT) "PONS STATUS 
S: I.VIFONO 
sue2<:oo FF) 




S = IFONU 
SUB2( :DO FF) 
B = 0 
A: I.PO 
• WIJZIG r~IPFi.OPS 
11 PONS STATUS 
--- 11-'IIIJZIG fl.lPFLOPS' - ----- --- -
" 025 a 1 ■ 012 = Q 
17 
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.,,tl2 'U0,317': 
YtlJ 'uu,320': 
llti4 •uu1..121 1 : 
>'O:l 'UUl.322,: 
>'tJO • UUl.323•: 
YtJ/ 1 tJUl.3G4': 





\l'/J 'UUl.332 •: 
\1114 •uo1.,i33,: 
.., °'' 'vU::.l34': 
YY6 •uu,.33511 
':I'll , uo.:.3J6,: 
\l',ltl I UOI.J.37 1 : 
.,.,,9 • UUI.J40 •: 
ll•vU 'UOl..l41': 
l •; ,_Jl ' u (I I. j 4 2 I : 
loo-' 1 lJ01..l43t: 
l1;UJ 'UOl.344 •: 
;;.uu4 •uu,.345,: 
1uu, •uOl.346 1 : 
::.uu6 'uuc.147 i: 
.:.,:u I • UU~.3:iO tl 
J-;u/$ •uUl..551 1 : 
J.~U>' • UOI.J:52 t: 
i,;1u 
lull 1 UUl.3531: 
l:Jll. 'UUI.J54•: 
Hl.l 1 UOI.J55'l 
.c,l4 1 UOI.J56•: 
lol:l 'UUl.357 •: 
lJ.!.6 •uu,.l60 1 : 
lull • UUc:361 •: 
lultl 'uUl..362 •; 
lUl.\l 'UUl!3C3t 1 
11;1.0 'UUl..364 1 : 
J.•Jl.1 'U01.J65 'l 
l•. n • uur.366, 1 
J.~•,J 'UUI.J67 t: 







l•J.l1 'UUl..374 1 : 
liJJ.! 1 UU.::J75•: 
.lvJJ 'UUl.376• 
.!.u.l4 •uu,3·17, 
J.U.l:> 'UUl.400 1 
,LL.)6 
1,1.l I 'UUl.401' 
lu.lt! 'UUl.401' 
j,u~'>' 'UUl.402' 
:.,,'+tl 'UUl.403 1 
i,1,'IJ 'UU~'il)4 I 
1 660075100' 
':i.20002725' 




t 422000000 I __ 
'020002724' 



























1 761176101 1 




1 102000001 1 
'7~0071044• 














•·024 • 1 S: L.Pl 
IF'SC(B • 1) 
SuB15(:PuSTAT) 
S = IFQFFO . 
SU62( 100 Fl") 








6 : 0 
A: L.PO 
I.VI F AC ( 0). 
S: 1.P1 
I.IIIFSC(B ♦ 1) 
SUB15(:PUSTAT) 
S: 1.VIFONO 
SU62( :DO FF') 
6 = 0 
A ,. I.PO 




A : 0, Z 
U1 If'A(1), Z 
SUB15(:PUSTAT) 
S: •SGN BIT, Z 
U,IF'SC(U), Z 
SU915( ;PUSTAT) 
s = -s, z 










S = SUBL.14 
Ch: S 
I FON( IP) 
6 : :STACI< 
s :: 0 





S: SUBL.1!:i , . 
"PONS STATUS 
"WIJZIG FL.IPFL.OFIS 
"025 • 1, 012: 0 
"024 II 1 
11 PONS STATUS 
• WIJZIG fl.lPFL.OPS 
"025: 1, 012 • 0 
11 024 • 1 
"PONS STATUS 
• WIJZIG fl.lPFL.OPS 
• 025 • 1• D12 ■ 0 
H 024 II 1 
"PONS STATUS 
II C:: Q 
• 1 F VAN BANOPONSl!:R, c: 111 
• PONS STATUS 
II s:: 1.:,77 777 7771 I C;: 1 _ ·-. 
" C:" 0 
"PONS STATUS 
11 c: = 1 
tt SIGN ~IT AI.TiJO o, Pus c,. 0 
11 PONS !ITATUS 
• 11 Ct1ARONINGREtP PONST STATUS ----~----
11 HORENIJ 
11 WACHT 
"FORCEER INGREEP OP Nll!:T•AANWeZIG APPARAAT 
• DAT DAARVOOR GE:SCt1IKT IS 
STOPTOESTANOEN 
11 AL.1.E: El!:NBIT•REGISTERS WORDEN 0 
II IP-I.EZER 
"er:= u, IV:a. 1, OTia 1 777 777• 
"CHARON INGREEP, BTI~ 1, !Vis 0 
• l.JNI< VOOR INGREEP 
"l.lNK NA INGREEP . 
"PONS STATUS 
17 





1 c. '+b, 
'UUt!.405 1 I 
'U0t!.406•: 
'U0.:!407 1 : 
•uu.:410•: 
J.~~/ 'UUt!.411': 
1,, .. t1 • uul.411': 
1Ll'!9 1 UUt!.412 1 _: 
LJ,u • uut.413,: 
J. ~ ::>l 
J, . .1::>t! 
J.u::>J • uJt!.414 •: 
1,·:,4 1 UUl.415 • l 
1u:,:, 'UUl.416 1 : 
U:>6 'UOt!.417'1 
::__::;,/ 'Uill.420 1 : 
J.c•?i:I I UU<!421 1 : 
:l-::>Y 'Ull-:422•: 
·. L o U I U tl t!. 4 2 3 ' I 
.i.•J01 1 UU0::424,: 
lt1 6.:! 'U(l,;(425 1 : 
.\11t,J 1 UUt!.4i:!6'1 
Lub'+ • UIJC:427,: 
L.,b:> 'UUt!.4SO•: 
J. ,, () 0 I U I) t!. 4 j 1 I : 
,. 'JO / I U QI. 4 3 2 ' I 




J.,Jlt!. 1 Ull~4,,7•: 
t,.1-.l • uu.:4<\0,: 
J; t; I 't I U (JI. 4 41 ': 
,_;,/:,, 'UOt!.442 1 : 
.L •J / C, 1 U U ,!. 4 4 3 ': 
10 II 'Uilt!.444 'I 
.Ul!l 'Uti!.445•: 
1', l':J 'UUt!.446 t: 
J. ,J.:;) 0 I U O C: 4 4 7 I I 
j,Hll I UUl.450 1 : 
; .;1:12 'UU-~451'; 
.Lvl.l..l 1 ~U-~452 II 
.1.Ji:14 1 UOl.453t: 
J.•;u:, , •JUt!.454,: 
JJl:!6 1 UU~4;i5t; 
J.uo/ 1 UUt!.456': 
J.uot! 
luOY 1 U0.~457t: 
.LJ'IIO 'UOt!.460•: 
1UY1 1 000::461 1 I 
.LUii./ 
:..cYJ •uu,462•: 
J.ul/4 'U 1Jt!.463 1 : 
.Lu'i:> 'UUt!.464 1 1 
:u'fb 'Ull~465,; 
J.JY/ 'Uut!.466 1 : 
J.U:,/t! 'UP0::467'1 
IY't'I 'UUt!.470 1 : 
llUU 'UUt!.471 1 1 













1 lt>OU00031 1 
•760061000 1 













1 1,66075400 1 
•7C>C!062000' 
I :;_16075377 1 • 
'020000075• 
'517001001' 
• ::.02000001 1 
• '.'_66075400 1 . 
1760(162000 I 



















CH II s 
s II DYST NBT ___ - . 
s - n.15 c11 
JUMPR(Si 
L.15-: 
A II LINK 
SUB15(:PUSTAT) 
IFOFF'(IP) 
" S: 11 NBT +. '7'77 177 i --------- --- ----· --···-- ·--· 
II s: ... NBT + '777 777 1_ - I_L15 - 1. .. -· - . .. . . 
"or;a- 1 777 777' • IL15 • 1 • IL.15 • 1777 776•, 
11 OE TWE~DE DVNAMISCH~_ STOP·•--·--------·----·-•·-·-·•· 
"LINK NA ·INGREEP 
11 PONS STATUS 
"TEST ITVON EN PARITEITSINGREEP 
JUMPR(Ql "ALLE EENBIT~REGISTERS WORDEN 0 
S = CRASH 
CH: S 
WA= S 
S II SUB1,PUSTAT 
\1/P II S 
OVON 




S = •MC£•1] 
A : B . . 
sua15( IPUSTAT> 
MC= S . 
ITVON 
S :: •MCl•1J" 





S • MC[•ll 
A 11 8 
5UB15C :PUSTAT). 
s + 1 
MC: S 
ITVON 
S + MC[.,1] 







A ;; B . 
sue15 C: PUSTATl ·- -




S : LPO. 
ITVON 
REST II S 
S : ZERO, P 
ITVON 
11 GEEN CHARONINGREEP 
11 Gt:EN AORESINGREEP 
11 ADRES VOOR PARITEITS1NGREEP 
"ov:= 1 
"STACl<IOI 
11 LEEST rouTE PARITE!T, c:a 1 
0 PONS STATUS 
11 STACl<lOI 
' "LEEST GOEDE PARITEIT, 
11 PONS STATUS 
"STACl<IOJ 
"LEEST rouTE pARITE1~;· 
11 · PONS STATUS. 
• 11 STACIC!Ol 
• 11 LEEST GOEDE ,ARITEft-· 
i, PONS STATUS 
"HAAL •MC 11 6; INS 
c, a o-· 
5111 •0 
II SCHRJ~~ HET OP DE STAC~-----
" HAAL 1 MC = S• VAN DE STACK, VERLAAG"B, 
"SCHRIJr s IMPARITAIR OP DE STACK EN VERHOOG e 
II PARITEITsrou, 
- . -" POtiS STATUS 
···- 11 REST PARITAIR, 
11 POET HET 001( 
i, INGRE,P 
11 REST IMPARITAIR, D~w;z;··i.;P- IN-HET GEHEUGEN IS 1 
" LP:1: 1, Cl: 0 
. 17 
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'IJ 01.,24 •: 
1 U0~:>25 I: 
•uu~~26•: 
'IIJl.:,27 I I 
•uo.:,so•: 












'vu l.:>4!:i •: 
• uu1.,46,: 
1 UUl.:>47 I: 
1 UUl.?70 I: 
1 lJLl .:::,51 1 I 
• uu.::,,2 •: 
'U0.::,53 1 I 
I L)LJ.~5541: 




















































s II RUT .. 
SUS15( :PUSTAT) 
S: ONE, P 
ITVON 
S = REST 
.. SUB15( :PUST.AT). 
_S : ZERO, P 
ITVON 
S + REST 
SUB15( :PuSTAT) 
S: IOUMMY GATf; 
ITVON 
BAD ACOR a S 
JUMPR(-0) 
B c ISTACK 
sue<:(BAO ADDR) 
sue,< IOPt:;N GATE) 
S : 0 
lTVON 
CH: S 
l f'ON( l P) 
IVON 
s + 1 
23 
II LP:• l, Cl• 1 
• PONS STATUS 
11 LP:= 0, Cl: 0 
11 L.P:= 1, Cl= 1 --·--·~-·-· 
11 PONS STATUS 
fl LP;: 1, c::o 
"LP:a 1, Cl: 0 
11 PONS STATUS 
" INHOUUELIJKE SPRONG DOOR PROTECTl!POORT, 
• WAARBIJ HET SPRONGADRES IMPARITA!R IS 
• IN PROTECTIEPOORTTRAJECT 
fl BT1:0 
fl HET AORES WORDT ZONDER GEHEUGEN~ROTECTIE 
11 OPGEHAALD, GEEFT PARITE!TSINGREEP, MAAR IN DE LINK 
" IS TOCH BT• 1 
11 BT:= 1, NOG ooor 
"CHARON!NGREEP MET PARITEiTSFOUT 
11 IP-LEZER 
11 WACHTt:;N OP DE Kl.,AP 
11 CHARONINGtREEP, 
IFOFF(IP) 
ijEEfT PARITEITSFOUT, PARITEITSINGREEP MET OV • I 
11 KAN NOG NET 
"TEST PROlECTIEMt:;CHANISME 
JUMPR(O) "ALLE EENBIT•REGISTERS WORDEN 0 
B: IPROlW "DP: 0000000011111111, 
MEMPROT II GP: 1000010001000000, VOOR EERST! HELFT M • 0 




WA a S 
WP: S 
S :1 SUB1!:IPUSTAT 
PR= S 
Sa LPO 
.M[• 4 777 1 1 • S 
oou • l "' s 
000 1 ] ,. s 
11 PONS STATUS 
11 G~EN CHARONINGREEP 
11 G~EN ADRESINGREEP 
11 G~EN PARITEITS!NGHEEP 
"ONTVANKELIJK VOOR PROTECTIEINGREEP 
S + 1 
Mt 1 5 
S + 1 
M [ 1 10 
s + 1 
M [ • 10 
s + 1 
M [ 1 11 
S + 1 
M[l 11 
777• I = s -···-··-··-·•·· 
.... ,# _____ ., ___ ,._ 
000 • I • s 
777 1 l = s 
S + 1 • 
M['12 OOU'l--■ -s·- --------------···•-· - ...... . 
Ji.iMPR(02::>J " BT:s:40, IV:= OVI ■ 1 
s = M[ 1 1uoo•i 
. 17. 
1::,,,U,!•1U/ 0 2220U, II GRUN!!: ------------~-- _ · _____ 24 __ -------------------------------·------
1102 •uoc556' 
llbJ 'U0~::,~7• 
1104 1 U!Jc::,60 I 
110!:> 'UU:!,61 1 
1..1.00 1 uu1.,62• 
l.i.b7, 'vOl.:,63' 
.1..Lot:1 •uu.:,64' 
J.:!.o', • .;o.:::65• 
i11u •uoc,66; 
u11 •uu.:,67 1 
J.l /2 'UU!.,70 1 
.1.J./J , UU0::>11 • 
J.l/4 'tJU0::>72 1 
~J.t:> •uu.:572• 
Ll/6 'UUl.573 1 
ll// 'UUl.:>74' 
.l..l.lt:I 'UUl.:>75 1 
1~111 •uu.::i75• 
J.l~U 
• .• ca •uu.:,100: 
· •.• d 2 ' U U ~:, 17 ' :, 
l..1.dJ 'l.lUl.6~0•: 
l.i.d4 1 UIJ,fo01 1 1 
llt:l:i 'UUl.602 •: 





J.1',11 1 U!Jl.007'1 
11'112 'Uul.610'l 




.1.1>11 • 001.015 •: 
U'>'!l 'lJU~616•: 
l~'>'\I 'JUl.b17'1 
11.U(J 'l)Gl.620 1 : 
12u1 •uu.:021•1 
!e!U2 'UUl.622'1 





i..:ull •uu.:027 1 
1.:u11 1 uu.:!630 1 
1c1U 'UOl.631 1 
.i.<:11 1 00·1.632 1 
.1.1.1.! , uu,:633 • 
11.1J •uu;.634 1 
1.:!J.4 1 UU.:!6.55 1 
11.1::, 1 UUl.6.56 1 
.!..clO 'UO.cbJ7 1 • 
11.li' 'UUl.0400: 
.tt.lll I UOl.041 •: 
lC.:.!.~ 
.. .C( u 









'120012000 • · 

























1 5b4001100 1 
1 020002122• 
'120U027l>6 1 















S: M[ 1 47'77•l 
··;s =· M[•5uoo•·1· --------" INGRUP 
Mt•7777,1 l : S 
Mt•10000'): s·-·•·----il- IN,GREf;P ---
S : MC 'lU000IJ 
S : MC '10777' I 
S: M[•11000'1 ".INGREEP· 
S :s M[t117771J ------·- ····,. INGREEP 
S: Ml'12000 1 i 
. D : S .. --··-·· -·-· .. i1 .. MOE T C.OED GAA.N ----- ....... -- --··· -- . 
s : 1 
COUNT II S 
1.121 
REPP( 11.12) 
SUB7 ( l 1.1.S) 
suac:CRASHll 
1.131 
SU Btl ( I CRASH1 l 
Ba 1$TACK 
11 COUNT•PI.AATSEN ZIJN vt1J 
11 ,I.INKO • L,.INK? 
" MAG NI ET U I TGEVOERD w·ORDEN -·--·· --- - . 
• MAG NIET GOEO GAAN 
SUBC(PUNCH GATE AOUR) • PROTECTIEPOORT 
B = '50UU 1 .• 
suec(:CRASH1) "DP: 0, GP 1: 1 
B = 1 10000• 
suec(ICRASH1) "DP= 1, GP a 0 
B : !ST.ACK 
SUBC(IOPEN GATE) "BT:: 1 
S = 0 
suaS(ISET PROT) 
A;, 025 
s = suac DUMMY 
SU62( :sutlc TEST) 
A 1: 025 
s" suac DUMMY ADOR 
sue2c:suec TEST> 
A: 025 
s = suec GATE . 
sua2< :subC Tf.ST> 
A" 025 
6 • suec GATE A00R 
sue2 ( I SUIIC TEST l 
S: DP ON 
suetl(:sET PROT) 
A: 025 
s = suec DUMMY 
sue2c:suec TEST> 
A: 025 
s = suec DUMMY ADDR 
sue;:c:suec TEST> 
A= 025 
s:: suec GATE 
sue2<:suec TEST> 
A: 025 
s = suec GATE ADDR 
SUB2 ( l SUBC TEST) 
"TEST ADRESINGRECP • 
tt Al.1.E OP 1 S EN GP 1 S WORDE:N.0. 
tt IN NIET•BESTUURTOESTAND 
,, suec, DIRECT 
" IN NIET•BESTUURTOESTAND 
" suec, INHOUOEI.IJK 
• IN Nl~T•BESTUURTOESTAND 
11 PROTECTIEPOORT, DIRECT 
" IN NIET•BESTUURTOESTAND 
" PROTECT IE P00RT, I NH0U01l:1. I JI( 
"Al.LE DP'S WORDEN 1, ALLE C.PtS 0 
" IN NIET•BESTUURTOtSTAND .. 
" suec, DIRECT 
" IN NIET•BESTUURTOESTAND 
... suec, INHOUDEl.l,JI( 
. ., IN NIET•BESTUURTOESTAND 
• PROTECTIEPOORT, DIRECT 
" IN NIET•BESTUURTOESTANO 
11 PROTECT I EPOORT, I NHOUDEi. (JK ... ----- - ..... . 
.., 
'50i400000' JUMPR(O) "Al.LE EENBIT•REGISTERS WORDEN 0 
17 
1:,~,:!/<!•1\J/ D ~22ou.o GRUNE. --
' 1201JQ2746 I •••• 
1 160000030 1 
'160000031' 








1 021lll02737 • 
1 0bc!073400 1 
1 577001001' 
'062073401' 
J.222 1 U0c643•1 
laJ 'llOt.644 •: 
li'.:'l 1 UL1.:!645': 
it..:, 'UOt.646•1 
.:.c.t.b 1 UOt.647•: 
J.i.GI 'Jllt.6:iO'l 
J.ct.d 'UUt.6:il•: 
J.c~\I 'UOt.6:,2 1 : 
10::JU 'UOt.653•: 
' ,: .) l I UUt.054 •: 
ii:-.:->t. 'UUt.655 1 : 
,.cJJ 1 ..iut.6!:>6 1 : 
.i c->'l 'UUt.6!:>7 •: 
.1.cJ:, 1 UUt.66Q•: 
l.c:36 'UUC::661 1 : 
J.,J / 
l d.)tl 1 1JU.:662•: 
.1.t.;iY 'UUt.663 1 : 
l,t.M.U 'IJUt.604 •: 
.Lc1'+l 'UL't.665•: 
i.,t:'t,! 'UOC::666 1 ' 
Jc!'+J 1 UUt.667• 
1:,44 'U0c67Qt 
.Lt.!'+:> 'UUt.671' 
.1.t.'lC, 1 U(J~6/2 1 
J •• ~'I/ 1 Ullt.673 1 
,c:: .. u I l,)(iC::tJ /4 I 
J.d'+\I 1 Ullt.6i'5 1 
lt.:>U 'UOt.676 1 , 
.l,(.:,1 'UOt.677 1 : 
11.::ic •uuooo•: 
:1,;::,.1 •uut.101 1 : 
lt::,'+ 
1 r: :,:, 'tJUt.702': 
li:>l:l • Uli t.703 t: 
lt.? 1 'UOt.704 1 : 
J t.?li 'UUt./05•: 
.1..::>Y 'IJ0«:706•: 
\dOU 1 00.:101•: 
.!.G6!. 'UUt./10 1 : 
J..:!0~ 1 UU~711•: 
id>.$ •uut.112 1 : 
J.c:o4 'uUt.713•: 
J.t.b:> 1 \IUt.114': 
1t.06 1 I.ill t.115 1 : 
U/JI 1 uut.11s•: 
J..::Otl 'UUt./16'1 
:Lco\l 
.• C:: I I) 1 uu.a17i: 










1 120000075 1 
'026U7!>377• 
I 577001001 I 
1 120002737 1 
•112000002 1 
•520000074 1 
S II CRASH 
CH " s .. 
WP,: S 
PR:: S 
S II sue1~PUSTAT 
WA.= S . 
A:: •1 
OVON 
A 11 :MA 
A: :MA[1J 
SUB15(:PUSTAT) 
A:: DYST N8T 
A :: :MA 
sue15(: PUST AT) 
A : IMA[1J 
A" EOM1 
A:: :MA 






8 " 0 
suac< IMTl · 
S : B 
A: MC[•1J 
SU615( :PUSTAT) 
. S : DYST NBT .. 
s • 2 
GOTO($) 
1 422002743 1 . B " l'IIA PROTW 
1 766075400• MEMPROT 
'432002740 1 --··e : •lZERO 
'766075400' MEMPROT 
'1i!£J002765•--··-·s :: SUBl-16 
1 1~00 0 0 0 3 2 1 . ___ WA : S 
'120002750• S: READ T 
•02ooa2135• A= EOM 
'166073377' MA[•ll = S 
'166073400 1 MA: S 
'536073377 1 GOTO(:MA[•(j) 









11 GEEN PARITEITSINGREEP 
• GEEN PROTECTIEINGREEP 
" WAS 0, YIORDT 1 
• METEEN PROBEREN 
II MAG, Al:s +O 
11 PONS STATUS 
" A:: A•STER 11 1 777 '177' 1 BESTAAND . 
11 PONS STATUS 
"A-STER+ 1 = '1 ~OD ooo~. NIET BESTAAND, 
" Dus I NGREEP 
"WEL. 8ESTAAND, MAG DUS 
11 PONS STATUS 
"NIET AANWEZIG 
• NIET AANWEZIG 
11 MOET GOED GAAN. 
•·· L. INKC 
• P,ONS STATUS 
11 NIET•BESTAANDE DERDE DVNAMISCHE STOP 
11 ADRESINGREEP, GEEN GoTOR(S) WEGENS MOEII-IJKHEDEN 
"MET BT 
"VERWIJST NAAR EERSTE NIET•AAN'IIEZIGE GEHEUGENKAST 
11 STAAT NIET IN 'T BOEK, GEEFT WEI- INGREEP 
• I DEM 
·• EEN NA 1-AATSTE EN 
• L.AATSTE GEHEUGENPI-AATS BEVATTEN •S •.T'. 
11 OT ; ;: EOM • 1 
11 OT TIJOENS OE INGREEp 
tt PONS STATUS ·. ·-····-
• EINDE X6 TEST 
.... 
17 
1,' 2/ii!•lU~ . i:>_22201:!, 0 -~-R~N.E ------- ______ .26 _ --··--- --- ---------- --·····- ·-···- -··· 
121:, 
J.t!./IJ 
J.'e./7 1 UUt/20'l 
li:!i8 'UUt!.720 1 : 
lt!./Y 'OOt!.721 1 1 
lt!.t:1u' 'uov21 o: 
Jtlll 'vUt!./220: 




1Gtl6 1 UU<!724•: 
.i.Gt:1/ 'Ullt725'1 
ltd8 'UUC:725•: 
ltb\l 'Uuc/26 1 : 
1.::,1u •uu.:126 1 : 
•uu,727•: 




LcY4 • uutl.52•: 
:,.,t'I::, 1 UUt!.133 I: 
.\.:!\10 'UJl.733 1 I 
Jt!.'i/ •uUt/34'1 
L2Ytl 1 UUt/J4'1 
lt!.'i\l 'UUt!./35'1 
1iuo I U0.:!735,: 
lJU1 1 UUl.736•: 
1Jvi: 'Uud/36 1 : 
l->U3 'UlJ.:!/J70: 




.J.Jull 1 1l0c740•: 
l.luY ''JOC:741 1 : 
1.S.1,1J , uU.041,: 
J.Jll 'UU.!/42'1 


































1 UUt752 1 
1 \JOl.753 1 
.. .. __ ''. .. C:ONST~.NTt:~ _______ _ 
ONEI 
I 000000001 1 •. ·-· +1 . --· -·. - - -- ---- ..... -··-·-----------
ov a1T: 
1 100000000• 1 100 000 000 1 . 
025: 
• 200000000 • ·· · , 200 ooo · cioo·• 






'252 525 252• 
LP1: 
I 52, 252 525 ,· . 
FPOI 
1 773105056•-· . +,6363636363636. -- -···•·· 
1 213~05643• "7/11 ---FP21 . ·-·--•·· ·•· -· ... . . --·-- ···-··· 
•ou4746666• •1,571428571429 
. I 733333332 I . .•. • . . . ...•••.• -·· H 
013TQI 
•000037777,-- ,37 777• 
•000077777, 
•001000000• 
·•000117777 1 . 
•0002ooooof 
1 200777777 •. 
014TOI • 77 177; ..... -- -·· . 






1 200 777 777, 
••.• 11 PROTECT,IE'IIOORDt:N-· 
'000000000 1 
I 14000010.4 t 






1 140 000 10 ◄ i 
OP ONl 
· 1 u60 ooo-uocir· 
WA PROTw I 
( l'IEM 1.E NliTH) .... ···•·- ---· . ···-
11. INSTRUCT I U 
MCS: 





1 5b0001073' SUB(ICRASH1) "MAG NOOIT vooRKOMEN 
GOTOL.11 
1 522001764•· GOTO( 11..1) 
READ Tl 
1 120000076' S : T 
.. AMT255 I. 
I 062076777 t A : IMT[255] 
. "SMT: 
• 126076400 ~ ... S: MT 
suBC l,)UMMYI-- -·· ,~ 
------·•---·--· -- -------
. 17 
1!:>,,UC:•lU/ D 1122ou.o GRUNE 
.1.J.>J 'IJOC:/53'1 








c..l'I.:! 1 Uli<:/6Q 1 : 
.l..l4J 'U006Q': 
l,)4q I UUC::761': 
1 _ _,,.::, 'vu.u1>1 •: 
i,Ht, •uu,:11:,2•: 
.i..V-4/ '1Jl!~762t: 
_, ... o • uu.:,63' 
ls> ➔\/ 'UUC::/63 1 
.l~::>O 'UU<::/04 1 
~~::>l 'uUC:764' 
l.;::,.! • uu.:11:,5, 
.,:,:,.) 'JUC::165 1 
.'..l::>4 
.,_.,;,, •uuc::/06' 













1 560002715 1 
SUBC( : OUMMV) 




suec GATE ADDR: 
SUBC(DUMMV GATE ADOR) 
IFDNQl 
IFDN(O) 
I F'DF FU: 














1 EN0 1 
27 17 
u 001( MD-TRAJECT 
1,,~u-101 D ~22_ou. 0 GRUNE 28 -- -- .. --·- ---·-·-·•·· ----------------- 17 . ---- --·----- ------· ---· _., 
ADD;( M[ '001130~ J _____ 4 _______ 188 ___ +219 .. 228 -·---·- ., _____ -------------- -- ------····--·--· . 
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LDC u~ ,20 • ryo1527 4?:? 000001 665 4•101)46 <;7 7 0 IJl O O 1 764 400045 577 001001 664 40r.144 577 001001 If,'> 400143 
L.CC: CU ,30 • 001537 577 001001 020 on2124 120 002725 674 400046 577 001001 774 40004t '577 001001 67? 400~44 
LWC: '-'" ?40 w ~01547 577 001001 775 4D014•j 577 001001 502 40')000 022 000000 66t ono240 120 000075 577 001001 
L.••C u·1 :>50 • 001557 030 000075 661 000241. 120 00U075 577 001001 022 000000 121 on27~3 661 000340 577 001001 
111 
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• ! ••• a I •• I. l 1 I I• I 2 • '.' .3 I If I ,4 It I 1 ,5 I I It t 6 , ••••• 7 
LUC UU1~60 • 001567 120 000075 577 001001 032 000000 130 002723 660 400340 577 001001 120 000075 577 001001 
LOC 0U1~70 •'001577 5o2 4000/JO 422 0(12724 626 475400 730 003060 020 003060 120 0030'>1 577 001001 120 000075 
LOC 001000 • 001607 577 001001 502 4(100110 022 000000 132 000000 62n 400073 577 on· 0,1.._ 032 000000 122 000000 
LUC ou1010 ~ 001617 6?0 400073 577 Oli1Ul)l 502 400000 022 000000 l22 000000 631 000073 5?7 001001 02~ ooooou 
LUC 0Mto20 • ~01627 132 000000 621 o•iOU/3 577 001001 ·502 4CJOOO on 000000 120 11 n27?3 621 000073 577 001001 
LOC LU:630 - 001637 502 400000 020 OD2732 122 000000 620 4r,oo73 577 001001 502 40JOOO 030 000073 620 400073 
LDC 0~1040 • 001647 577 001001 502 4il0000 0?.0 002733 620 400073 577 001001 502 4011000 422 003060 726 07540L 
Luc ou105o • 001657 020 003060 120 ou3u61 577 001001 120 000075 577 001001 632 000001 020 000071 120 000072 
LDC UUlb60 • 0016b7 577 001001 502 400UO(, 022 000001 122 00~001 620 000073 422 003060 726 175400 120 000075 
LOC UUlD7Q • 001677 577 001001 032 0[l0UOO 620 000073 5o2 4onooo 720 103060 577 oo· ou1 722 075400 020 000071 
L,lC •.' 1; 100 • nol.707 l.20 000072 577 oulllOJ. 1211 000075 577 co 1.001 620 002726 601 40?.nO 020 000073. 120 OOOOi~ 
i..UC t, ;·, 110 • '1017l. 7 577 001001 620 0·12/26 611.. 402730 C20 000071 120 000072 577 001 OU~ l.l2I) 002726 701 40273[; 
Lu: UUl/20 • 001727 02ry ooou71 120 OOOU72 577 Q0H01 620 Or.2726 711 402730 020 onnn11 1.2u 000012 577 00100: 
L~C uu:730 • 001737 5112 400l)00 620 :!,02724 601. 502725 020 000071 120 000072 577 001 001 620 102724 611 502725 
~uc u0114o • 001747 020 000071 120 Oli0u72 577 Qtl1001 620 tn2724 701 502725 020 000011 12u 000012 577 001001 
LUC ~u1750 • 001757 620 102724 711 5u?.725 020 000071 120 000072 577 001001 502 400000 l.20 002747 160 000000 
LUC ')UJ 160 • 001767 122 oooon1 760 onou,1 520 000074 560 001073 577 001001 12?. 0000~0 r,oo 000074 020 OOl723 
LDC Ou177Q • 001777 000 000073 502 1nooo1 560 001073 577 ootoo1 502 100001 112 oono'11 577 001001 462 076402 
LUC UU~UOD • 00~007 400 002734 536 075401 560 001073 120 000075 . 577 001001 122 onoo12 :,,60 000005 020 00~723 
LUC 'J'l<i!lO • 002017 000 000073 552 1u2u1.3 560 001073 120 CO'J005 577 001001 100 000003 022 000000 002 000001 
LUC uu~u2C • 00~027 546 402017 120 OL•0U03 c-,77 001001 122 000014 1611 000006 022 oonooo 002 000001 5,;5 402u26 
LUC 0J~030 - 002037 120 000006 577 C(l100 1 060 000000 122 00~000 541 002037 102 001)00' 522 002034 '1)20 OOOOOG 
LUC 0U~U40 • 002047 577 00l001 5U2 400000 122 000000 560 002045 560 001073 020 00001.0 ':,77 001001 123 oooooc 
LUC 0Ut~50 • 00~057 566 302052 102 QOOUOl 577 001001 572 202055 560 001073 020 0000 15 577 001001 020 OOl723 
LUC 0U~U60 • 002067. 000 000073 561 102063 560 001073 020 000020 57? 001001 502 4000IJO 760 061000 577 00100: 
L.llC I 1,'il,70 • 002077 66D 061000 577 001uo:_ 120 002746 160 000030 760 060000 66n oe--00110 320 002745 lf,n 0000:!L 
L.vC 011~1.ou - 'J021c17 760 060000 102 onnuo1 660 071005 760 (172022 660 072022 42? on;:,740 766 Q7540Q Sn2 40000L' 
~.•C ,1.,1~10 • U0.!117 4?.2 002766 572 47640C 120 000075 026 (175377 577 001001 022 on:212 u66 075400 56~ 475377 
~GC Uall20 • 00212? 020 002166 120 0(;0(J75 577 001001 020 0,02121 120 002753 564 0~•1no 020 002721 120 002754 
L•.JC U>12:!.3u • f)02137 564 001100 020 002723 120 002755 564 l'IG1100 020 00272:!. 120 0027?6 564 001100 120 000076 
LUC ULil40 • ll0?147 370 002723 102 (J 1100 04 520 40U074 560 Oct073 577 001001 502 400000 :2u 002745 160 000032 
LUC uu115o • 0021~7 120 002'/22 500 4000'/4 t20 000076 526 076377 5.:)2 400000 526 076377 422 002766 120 000076 
LUC U.Jtl60 • 002167 562 400404 120 OllOU/6 560 400476 120 000076 526 076377 573 4764flO 126 075377 526 076377 
LUC UJ~170 • 002177 562 400410 577 OilluOj '71',0 060000 577 001001 573 476400 120 ono076 026 075377 577 001001 
Luc uuaoo - co12r,7 71\0 061000 120 Oi•275;_; 160 000032 032 400001 566 473400 577 on1001 ~02 400000 570 402751 
LUC UU~£10 • 00.:217 570 402752 577 O.JlV'Jl 422 002766 120 002745 166 075400 020 0027:lJ 000 000073 ,76 575377 
LUC ~~i~ZO • 00~~27 020 000075 5'7 0"1001 032 400074 120 002724 51l 700074 577 on,O01 502 400000 020 UOir:?25 
LUC UU2<'30 • 002237 66n 063000 57? OUlUOl 1.20 002724 660 063000 577 001001 622 000001 712 000002 726 17540l 
~uc uu,%40 • 00?.24? 577 001001 660 o640nn 577 001001 660 164000 577 001001 022 onoo'lo 1.20 002725 6~0 000440 
LUC UUci50 • 00c25? 5?? 001001 022 OOOIJOli 660 f00440 5i'7 001001 (133 000001 670 5~n402 1.20 000075 ,7 I 001001 
~UC uu~~6U • 00k267 671 4G0501 577 001U01 660 060000 120 OQ2757 564 001163 422 onoooo 660 075000 764 075001 
LOC OU%~70 • 00~277 577 001001 12 0 O (I 2 7 6 ll 564 001163 422 Q(ll)QOO 664 075000 760 O?'S0<11 577 001001 120 002762 
LOC lli:c:JOO • 00<'307 564 001163 422 000000 Mn 076000 764 076001 577 001001 120 002761 ':i64 001163 42?. 00000(, 
LUC 0J;Jl0 • 002317 M4 076000 760 076U01 577 001001 120 00275i' 564 001163 42?. onoooo 020 002724 660 07'100 
LOC uu~~20 - Q0?.327 1l'u 0021:.15 764 O,i5101 577 001001 120 002760 564 001163 422 onoono ['20 002724 664 07'100 
LJC Lu~330 • 002337 1?0 002725 760 075:i.01 577 001001 120 002762 564 001163 422 000000 020 002724 61',0 07610t 
LUC UU~J4U • 002347 12~ 002725 764 076101 577 001001 120 002761 564 001163 422 0(10000 t120 002724 664 07610( 
LUC uu~J5U • 002357 l20 002725 760 076.1.U1 57 7 001001 023 000000 661 175001 577 001 0Ul 131 002723 761 175100 
LllC u11cJ60 - nn2367 577 001001 131 OU0U74 761 176101 577 001001 120 002745 160' 000030 760 060000 102 000001 
LCJC O"cJ70 • 00.c:577 76Q 071044 660 071U44 50?. 400000 · 120 002763 ~ 6l) 000030 760 07~015 422 002766 122 00000G 
LOC '1dt40u - no24(J7 5,<,:, 401200 020 O(J2/66 120 0,10010 577 nr,1.001 l20 002764 100 oono·so 120 002737 11.2 002412 
LUC •J:i<:'110 - UlJ,:417 5011 4000"14 O<!O OOOUHr 577 001001 660 071065 502 400000 120 on2746 160 0000.so 1(,Q 000032 
LOC UJ~420 • UU~427 1?0 002745 160 ooou:s:;, 760 061000 422 l'Q2766 760 062000 166 0754!JO 760 062000 136 07'377 
~oc u11.::43.:J - no;:437 O?O 000075 577 Ouluo:. 16i'i 07~400 7b0 062000 1 36 075377 020 011(1075 ')77 001001 760 01:~000 
LOC OU~440 • 00~447 l66 075400 760 062U•JU 116 Q75377 P20 000075 577 001001 102 oooou:. ,1,66 075400 760 06i:000 
LDC UU~450 • 00~457 106 075377 020 000lJ75 r;77 001001 120 002744 5?0 400074 760 062000 '.576 475377 57r, 475377 
LUC ~U~46U • 00~407 O?O OCOU75 577 OOll.101 J60 003060 760 002000 l60 103060 620 to30n0 '20 002724 760 06~01)0 
LOC J~fq7U • 002477 16n of,3060 120 4,1274,, 16n 062000 120 003060 577 001001 120 4027?0 760 062000 120 00.306G 
.. 
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••••• 0 • • • • • l ••••• 2 •••• ,3 •• · •• ,4 It t • ,5 ••••• 6 ' ••• '. 7 
L.OC U·J.!:'>00 • 002507 577 001001 120 402740 760 062000 100 003060 577 001001 122 ono4n? 760 062000 160 000474 
LOC 0~2~10 •· 002517 512 400000 422 002766 560 400474 562 4cn410 122 000000 760 062000 160 000030 760 071005 
t.oc ·)-,, :>20 - oo:-:527 76~ 060000 102 orouo1 66() 071005 502 4Q'JOOO 422 002741 766 0754•11) j20 000075 577 001001 
t.CC ~~,,JO• OOi537 1?~ 002746 160 00003(J 160 000032 160 000031 120 002745 160 00003:l ,.20 002724 160 004777 
~oc u0~,40 - OOt547 102 000001 160 oo5uou 1.02 000001 160 0:.0000 102 000001 160 010777 102 000001 1M 011000 
L-1c r;u.:,5o - 00~5:,7 :102 OP.0001 160 011777 1.U2 000001 160 012000 500 402722 120 oo· 0:1 0 , 20 004777 120 oo,aoc 
t.JC uud~60 - 00~567 160 007777 160 010000 120 010000 120 010777 120 011000 120 01 • 7n 120 012000 160 000077 
LJC Jut,70 • 00~577 122 000001 160 000007 55,S 4U2572 576 002575 560 001073 561 001.073 422 002766 '60 400476 
LJC ~ ,aOO • 002607 422 005000 562 4f,1U73 4:?2 010000 562 401073 422 002766 562 400410 122 000000 561 001202 
L0C u~~D10 • n02D17 02~ 002n2 120 002753 564 001100 020 no2722 120 002754 564 011•100 020 002722 12n 002?:i5 
l..VI': :J1•r 6f.'.0 • !')f.il627 564 001i.no 020 OJ27r.2 120 002756 564 (101100 120 002742 561 on,2112 020 002722 120 002753 
~,1C L,,;,o30 • 9026;17 564 on1:i.oo 020 01,27?.2 1.20 002754 564 00l100 020 002722 120 002755 564 001100 020 00~722 
.. 1.C 0,1,'040 • 002647 l.20 OU2756 564 OJ110v 502 400000 120 002746 l 60 000030 100 onoo3t l60 OOOOJ3 120 OO't.745 
LJC ~1~b50 • 002657 160 000032 032 000001 76n 061000 062 073400 P62 073401 577 001001 020 002737 062 07340~ 
t.uc uuco60 - 002667 577 001001 062 Oi341)1 020 002736 062 073400 577 001001 026 073400 ~20 002723 520 000:736 
L0C U~~670 • 002677 020 002/36 066 07340(J 422 000000 572 476400 12n 000075 026 075377 577 001001 120 00.:!737 
,.cc U ,t100 • Q02707 112 000002 520 000074 422 002743 766 075400 432 002740 766 0754110 120 002765 160 000032 
L.· . .'C 11)i- llO • 0(;;?717 120 002750 020 002735 16/i 073377 166 n73400 536 073377 020 000010 577 001001 577 001035 
L....)C Ui. ~ l2U • O,J2727 001) 000001 100 QIIOlllli; 200 000000 400 0()0000 292 525252 525 2"i2525 773 105056 213 !:i05640 
LJC JU~/30 • 00~737 004 746666 733 333.532 000 037777 000 077777 001 000000 000 177777 noo 200000 200 777777 
LUC ~J~/40 • no~747 0,10 000000 140 000.lU4 060 000000 000 ~00000 166 075400 577 oo· o•,·1. =-60 001073 522 001764 
LOC 0J?750 • 002757 12') 000076 062 ()76777 1211 076400 562 40'212 560 401213 562 4n,1407 ~61) 400475 760 071000 
~UC LU~/60 • 00~767 660 071000 ?60 onoon 66() 072000 560 002401 560 002411 560 002715 322 002006 000 0000!.2 
LUC 0u0u5U • OOJ0~7 000 OOJObl 
L.uc 11,.•:ucu - nuJu1>7 000 oooooc 777 774715 
L.::c u,i.,Li /') • 00J07; 000 001772 
LUC ~:•llU • 0Gq777 252 525252 :..vc •'u,eoo - oo,uo7 252 5252:>3 
LGC UU,/70 • 007777 252 525252 
LUC OluUOO • 010007 252 5252!:>4 
L.UC ulU770 • 01D777 252 525255 
LC.C 1Jl.11!QO • '.Jll.007 252 525256 
L.UC Ull/70 • 011777 252 525257 
LOC ,;~«•;OU • 01C::CD7 252 525260 
L~C lVCUUU • 100007 302 001120 
LUC 17//7U • 177777 120 000076 120 000076 
*U*************~~~l~***********ff**************************************************************************************************~~*********••«• 














10. Detailtests op de EL X8. 
18. 1 • 
10.2. 
Voor het schrijven van de XS-simulator bleek het nodig een aantal 
kwesties aangaande de werking van de EL X8 op te helderen. Soms 
ontstonden de vragen door onduidelijke uitleg of ontbrekende 
inf'ormatie in het Reference Manual, vaak . ook rezen de vragen 
doordat bij het draaien van het testprogramma (zie hoofdstuk 9) de 
EL X8 anders reageerde dan verwacht. 
Hieronder volgt een lijst, in willekeurige volgorde, van tests die 
gedaan werden om deze vragen te beantwoorden. 
Volgens Reference Manual A4.9.1. Z1Jn B-gemodificeerde 
schuifopdrachten over meer dan 31 plaatsen ongedefinieerd. De 
uitgebreide beschrijving (Reference Manual A4.9.2.) houdt in dat 
botweg over meer dan 31 plaatsen geschoven wordt. Het gerucht wilde 
dat het CRO erdoor in een "loop" raakt en de opdracht niet afmaakt. 
Bij tests bleek dat telkens alleen de laatste 5 bits van de 
schuifafstand beschouwd werden; geen van beide bovenstaande 
effecten werd waargenornen. 
De tekenbit van het T-register bevat een kopie van C. De link die 
tijdens een subroutinesprong weggeschreven wordt, bevat echter een 
nul als tekenbit. Nu is het bek~nd, dat, wanneer de EL x8 stopt 
op een subroutinesprong (b.v. ten gevolge van een adresfout) het 
T-register, zoals dat uit de lampjes blijkt, als tekenbit een nul 
bevat en geen kopie van C, m.a.w. het is de link. 
De vraag rijst nu of in de machine tijdens een subroutinesprong T 
inderdaad de link bevat. De enige manier om, T tijdens de sprong 
te zien te krijgen, is de volgende. In M[26] (de adresfoutplaats) 
wordt de opdracht S = T geplaatst; vervolgens wordt een 
subroutinesprong met adresfout uitgevoerd en wel wegens B negatief. 
De sprong wordt dan afgebroken nog voor de link weggeschreven 
wordt, en inplaats ervan wordt S = T gedaan. De aldus verkregen 
waarde van T bleek echter wel degelijk in de tekenbit een kopie van 




tussen LP, C en 
Manual A6.3.6.). 
de opdracht TI'VON was onduidelijk 
Het volgende blijkt het geval te 
10.3.1. De volgende opdrachten zijn de enige die LP beinvloeden; LP wordt 
gelijk aan de pariteitsbit (bij oneven pariteit) van de uit het 
geheugen gehaalde operand. 
R = + X A 'x' X MULS(x) 
R+x A I+ I X MULAS(x) 
x+R s 'x' X DIVA(x) 
PLUSR(x) s '+' X DIVAS(x) 
,MINR(x) 
10-2 
1J.3.2. De volgende opdrachten ZlJn de enige die door ITV beinvloed worden. 
De werking wordt hier gegeven voor het geval dq,t ll'V true is. 
R::; + X 
Als de opera.."l.d van goede pariteit is, wordt C o, en bij een foute 
operand 1. In beide gevallen wurdt het bitpatroon va:.1. de operand 
in het register gehaald, en LP gelijk gemaakt aan de pariteitsbit 
zoals dq,t uit het geheugen gekomen is. 
R+x 
Dnafhankelijk van de pariteit van de opera.."l.d wordt het bitpatt"oon 
van de operand bij het register opgeteld {resp. van het register 
afgetrokken), en LP gelijk gem~akt a8.n de pariteitsbit zoals dat 
uit het geheugen gekomen is. 
X::; + R 
Het bitpatt"oon u.tt het register wordt in het geheugen geschreven, 
voorzien van. een fo;ite pariteitsbit. 
x + R, PLUSR(x), MI.tB(x) 
Al.s de geheugenoperand foute pa.r-i.teit heeft, vo.lgt eea 
pariteitsini5I'eep als OV true is, anders stopt de machine. Als de 
geheugenoperru1d goede pariteit heeft, wordt LP gelijk gemaakt aa'l 
de (goede) pariteitsbit, het rekenwerk gedaan en het resultaat naar 
het geheugen gesch:re-:en, vuorz:fen van een foute pariteitsbit. 
10.3.3. Tijdens het testen "bleek dat de EL XB "bij een opdracht MULS(x) met 
operand van foute par:i.teit in een 11 loop11 raq,kt; de opiracht werd 
niet afgemaak.t. DeZF. hardware fout is inmidd'7ls door Electrologica 
hersteld. 
10.4. Zo':11.s L1 5.10. al werd op6 emerkt, kunnen '1..iet alle IF's true 
gemai:.1.kt w0rden, noc"h kim:1.,:!n alle LVIF 1 s false gem9H.kt worden. 
Hieronder vol.gt een lijst van alle l+o IF's en-OOF's in de -,olgorde 
W'3JJ.rin ze d:::>or het CRO ui tgelezen kunnen word.en. Een X geeft a.an 
dat het onderhavige register variahel is (d.w.z. zowel true als 
false gema..-.:1.kt kan word.en), een - da:t. de waarde vast is ( false voor 











































4 X X k~yboard commandotelex 
5 X X bandlezer 2, IP-lezer 
6 X X telex 
7 X X keyboard. 
8 X X telex 
9 X X keyboard 
10 X X ba:-id.le ze r 3 
11 X X regeldrukker 
12 X X PX-kanr-IBl 
13 X X XP-kanaal 
14 X 
15 X 
16 X X k.P.yboar;l 
1 '7 X X telex 
13 X X ba;ndponser 1 
19 X X oandpon.se r 2 
20 X X bandpon.ser 3 
21 X X plotter 
22 
23 
24 X X sehijven 
2; X X kaat·tlezer 
26 X X k;.v1,rtponser 
2'7 
I X X- trommel 
28 X X magnee tba.'1.d eenheden 
29 X X 
30 
3·1 
Uit bovenstaande lijst blijkt da-:. nummers 




29 de enige 
na.q,r behoren 
10.5. In het Ref':!rence Manual A6.3.6. staat dq;t er- "totdat de 
opdracht volgeud O]? een :rrV:-:Getting is 2itgevoerd, niet op 
ingrepen gereagee:cd. wordt". Dit is maar betrekkelijk waar; 
Op CHAJ:U .. \J'-lo.grepen wocdt ir:iderdaad. niet gereageerd, terwijl 
protectie--in2;repen niet op ku:ci.:n.en treden aangezien de uitvoering 
van J:rVON eist dat BI' ::;: true. Pariteits- en adres-ingrepen kunnen 
echter wel degelijk optreden. Hier rijst d'll1 de vraag of de ten 
gevolge van de ingreep uitge·rnerd.e op:iracht nog wordt u.ltgevoerd 
met ITV = ~- Bij ex_p=rimenten bleek dit bij pariteitsingrepen 
telkens niet het gev-al te zijn, terwijl bij adresingrepen het 
gedrag grillig Wi3.s; soms werd d.-=3.11 d,= Opdracht in M[26] wel met rrv 
= ~ uitgeYoerd. Zie verd.er 5.9. 
1 0 .6. De EL XS heeft dr ie opdrachten die irnpliciet B ophogen, t. w. de 
uit-opdrachten me~t MC-adressering, de stapelende subroutinesprong 
en de opdracht MEMPROT. Bij positieve B is de werking duidelijk, 




Experimenteel blijkt het volgende: 
a. Bij uit-opdrachten met MC-ad.ressering (b.v. B = -10, MC[11] = A) 
wordt ook een negatieve B met 1 opgehoogd, tenzij B = -O, welke dan 
overgaat in +O. 
b. Bij de SUBC-Opdracht met B < -0 volgt een adresingreep. 
c. Bij de opdracht MEMPROT geeft B < -0 een adresingreep terwijl voor 
B = -0 het woord M[O] gebruikt wo:ro.t en B de waarde +O krijgt. 
De ophoging van B geschiedt dus kennelijk zonder 
'end-around-carry' • 
Een pariteits--, adres- o~ protectie--ingreep k'3.n alleen optreden 
als OV true is. In de link die tengevolge van de subroutinesprong 
weggeschreven wordt, is bit24 das altijd true en draagt als zodanig 
geen inforrnatie. de bit kan d"l.arom gebri:i'Ikt word.en om antwoord 
t~ geven op een vraag die in het ingreep--programma gesteld moet 
worden, namelijk: "Is deze ingreep ontstaar1 door een fout van 
het lopende programrna of doo:ro.at het lopende progrannna door een 
CRAROlXf--ingreep ond.erbroken werd en de o_pdracht in M[24] de 
foutin.::,areep veroorzaakte?". Uit de "beschrij ving in het Reference 
Manual A6.3 .3. blijkt inderdaad. :iat in de weggeschreven link 
de notitie DV = false wor1t gemaa,kt indien "de fou.tingreep 
is opgetreden ti.jdens" de ho"'.lorerlng van een CHA..q□N- o~ 
operateurs-ingree_p". Dit gebeurt ecb:ter niet. • Deze fout is niet 
door Electrologica hersteld. 
Bij het lezen van de besch!:'ijving van de opdracht DOS(x) rijst de 
vraag, wat DOS( s) doet. Het antwoord is eon.form de beschrijving: 
het adres van de Operand (d.w.z. 60, zijnde het adres vans) wordt 
i'l S geha.al..d, waarna de operand, s, wordt uitgevoerd. Het getal 60 
wordt d;_is als opdracht, d.w.z. als A+ M[6o] uitgevoerd. M[6o] is 
echter weer S en bevat 60; het totaale:ffect is dus: 
S :: 60 
A+ 60 
Uit de tijdsdiagrammen d:te bij de EL XS behoren blijkt d.at de 
stappen inderdaad met zekerheid in de hi.erboven genoemde volgorde 
uitgevoerd worden. 
10.9. De apdracht U,Grrl'O(x) heeft als eigenschap d"l.t tijdens de spro.ag OF 
false gemaakt wo!'dt. Als x ee1~ woc,rd van foute pariteit is, wordt 
de sprong ergens middenin afgebroken en volgt ee.."l ingreep. Volgens 
het Reference Man.11al A5. 2 .3. is het "undefined" to-::. hoever de 
opdracht heeft plaats geh8.d. Inderdaad blijkt dat bij de 
opdi::-acht U,Goro(woor:l va:.~ foute pariteit) OF soms ;rel en soms aiet 
"gecleard" wo.J.~dt. 
Iets dergelijks zou ook moeten gelden voor de in:-opdrachten met 
MC-adressering waarbij de geheugenoperand van foute pariteit is; 
hierbij zoa Book soms .,,.el en soms ni.et afgelaagd moeten zijn. Dit 
, effect we:ro. ni.et waargenomen; B behield altijd. zijn oude waarde. 
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1:::>.10. De werking van ITV beperkt zich tot de volgende opdracht. De 
verwachting is, dat wanneer di t een DG-opdracht is, ITV oak zal 
gelden voor de hierdoor uitgevoerde ~pdracht, enzovoort. Dit blijkt 
inderdaad zo te zijn. 
10.11. Van een aantal opdrachten wordt in het Reference Manual niet 
aangegeven hoe lang ze duren. De ontbrekende tijden zijn in de 
volgende lijst te vinden. 
snelle registertransporten 
IFA, IFS, IFAC, IFSC, etc. 
IFDN(n) etc. 















10.12. Uit de bescbrijving van de afhandeling van een foutingreep (zie 
Reference Manual A6.3.3.) blijkt dat OV false gemaakt wordt voordat 
de ingreepopdracht uitgevoerd wordt, terwijl de beinvloeding van BI' 
en IV erna komt. Dit houdt in dat, wanneer de ingreepopdracht b.v. 
S = T 1s, uit de inhoud van S moet blijken dat DV al een nieuwe 
waarde heeft terwijl IV en BI' nog de oude waarden hebben. Dit werd 
experimenteel bevestigd. 
10.13. 
Door uit te gaan van de niet-bestuurstoestand (dus BI'= false, 
DV =IV= true) kunnen we zo_ de machine in een (pathologische) 
toestand ---icrijgen waarbij BI'= false niet impliceert dat 
DV = IV = true (hetgeen normaal al tijd wel het geval is). 
Conform de bescbrijving 
protectie-ingreep opals 
door een protectiepoort 
Hoewel dit duidelijk met 
moeilijk te doorgronden. 
redenen zijn onjuist. 
(Reference Manual A5.2.2.c) treedt een 
in de niet-bestuurstoestand een sprang 
wordt uitgevoerd terwijl +0 < B < 256. 
opzet gedaan is, blijkt de zin hiervan 
De twee meest voor de hand liggende 
A. Het zou gedaan zijn om de apparaatregisters te bescherrnen. 
Echter, elk zinnig protectiesysteem werkt toch al met gedeeltelijke 
of gehele protectie op de eerste 512 geheugenplaatsen. 
b. Het zou gedaan zijn omdat tijdens de sprang de geheugenprotectie 
wordt opgeheven. Dit geldt echter beslist niet voor het 
wegschrijven van de link. 
Drie andere redenen klinken plausibeler: 
c. Stel B zou kleiner zijn dan 16, dan kan de link wel weggeschreven 
warden en naar alle waarschijnlijkheid over belangrijke informatie. 
Het is nu echter niet duidelijk waarom de test B < 256 luidt 
en waarom de ge bruil<-er de plaat sen O tot 1 5 die tot het 
gebruikersprogramma behoren, niet mag gebruiken zoals hem dat 
goeddunkt. 
d. Stel dat B tussen 57 en 62 zou liggen, dan zou de link verloren 
gaan, terwijl bij de terugsprong uit het systeem naar het 
~gebruikersprogra:mma de kleine registers en or met onvoorspelbare 
waarden gevuld zouden warden wat duidelijk ongewenst is. 
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e. Dok het systeem heeft voor het af'handelen van de 
protectiepoortroutines een stack nodig. Verder zullen 
een aantal protectiepoortroutines op hun beurt weer andere 
protectiepoortroutines aanroepen; bij een aanroep door het 
gebruikersprogra.mma zullen meegegeven parameters nauwkeurig op 
toelaatbaarheid getest moeten worden, terwijl bij een aanroep 
vanuit een andere protectiepoortroutine deze test achterwege kan 
blijven. Wordt de systeemstack nu in een van de trajecten M[29] 
tot M[56] of M[224] tot M[255] gekozen, dan blijkt uit de 
waarde van B na de aanroep onmiddellijk of de aanroep gedaan 
werd door het gebruikersprogrannna (B > 256) of door een ander 
protectiepoortprogramma (B < 256). -
Het is bij deze verklaring echter niet duidelijk waarom een 
protectiepoortroutine die een andere wil aanroepen dit niet kan 
doen op een punt waar alle tests al gedaan zijn. 
10.14. Uit de bescbrijving van de opdracht MEMPRar (Reference Manual 
A5.2.5.) blijkt dat de operand met een M[B]-adressering gehaald 
wordt (hoewel de bitconf'iguratie van de opdracht een MC-operand 
aanduidt). Hieruit zou volgen dat de operand een van de registers 
mag zijn. Dit werd experimenteel bevestigd. 
10.15.1. 
10.15.2. 
Uit de bescbrijving van de sprong door een protectiepoort 
(Reference Manual A5.2.4.) zou-blijken dat gedurende het halen van 
de operand BI' true zou ZJ.Jn. Treedt er dus bij het halen van de 
operand een pa.riteitsingreep op, dan wordt in de link Bl' = 
true genoteerd waaruit ten onrechte de conclusie getrokken 
zou kunnen worden dat de instructie die aanleiding was tot 
de protectie-ingreep, d.w.z. de subroutinesprong, in de 
bestuurstoestand uitgevoerd was. 
Bovenstaand effect werd experimenteel niet gevonden; het blijkt dat 
tijdens het halen van de operand de geheugenprotectie uitgeschakeld 
wordt zonder BI' te beinvloeden. 
Uit dezelfde beschrijving blijkt dat de hoofdfunctie is, or, BI' 
en IV nieuwe waarden te geven. Het nieuwe adres dat in OT gezet 
moet worden kan echter niet--aanwezig of niet-bestaand zijn, in welk 
geval er een adresingreep optreedt. Het blijkt dan experimenteel 
dat het "undefined" is of de wijzigingen in BI' en IV al plaats 
gehad. hebben. Misschien is het zo zelfs mogelijk de machine in de 
(pathologische) toestand Bl'= IV= false te krijgen, hoewel dit met 
een beperkt aantal malen proberen niet lukte. 
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10.15.3. 
Uit het voorgaande blijkt dat het protectiepoortentraject geen 
woorden mag bevatten, die, als ad.res opgevat, een fout adres 
zouden zijn; de gebruiker zou dan namelijk een adresingreep kunnen 
veroorzaken met een onontwarbare link. Het traject moet dus gevuld 
warden met de adressen van de routines en alle sprongen door een 
protectiepoort moeten inhoudelijke sprongen (srAT, STATB of DYN) 
zijn. Niets weerhoudt de gebruiker echter om met een directe 
sprang ( : srAT of : DYN) door een protectiepoort te spririgen; de 
opeenvolgende adressen in het traject word.en dan als opdrachten 
uitgevoerd (met BI' = true) en wel als A + M[adres]-opdrachten. 
Dit kan geen kwaad, wef'"iiioet M[320] dan een sprang naar een 
foutmeldingsroutine bevatten. 
10.16. Het bleek experimenteel dat een inhoudelijke stapelende 
subroutinesprong (d. w. z. SUBC(STAT), SUBC(sr.ATB) of SUBC(DYN)) met 
B = +O een adresingreep veroorzaakt; dit effect treedt niet op 
bij een directe stapelende subroutinesprong (d.w. z. SUBC( :srAT) of 
SUBC(:DYN)) met B = +O. Zulks wordt bevestigd door de bij de EL XB 
behorende tijdsdiagrannnen; de reden hiervan is onbekend. 
10. 17. De be sturing van de EL XB heeft 4 statusvariabelen, de 
besturingstoestand, de ingreepvergunning, de onderzoekvergunning 
en de CRG-toestand (DYST1/2 versus lopend); de laatste is 
geimplementeerd als een bijzondere bitconfiguratie in OT, de andere 
zijn elk een bit. Met deze 4 -variabelen (en even afziende van het 
verschil tussen DY8r1 en DYST2) kunnen we 16 combinaties maken. 
BT IV 0V DYST 
1 1 1 ja het systeem wacht 
1 1 1 nee het systeem loopt 
1 1 0 ja begintoestand (IP, NB) 
1 1 0 nee systeeminitialisatie 
1 0 1 ja ??? 
1 0 1 nee het systeem loopt, doof 
1 0 0 ja ?? ? 
1 0 0 nee na inlezen IP-band, enz. 
0 1 1 ja ??? 
0 1 1 nee een gebruikersprogramma loopt 
0 1 0 ja 
0 1 0 nee tijdens foutingreep in gebruikersprogramma 
0 0 1 ja 
0 0 1 nee 
0 0 0 ja 
0 0 0 nee 
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Vijf van deze combinaties kunnen niet optreden, een komt slechts 
in een bijzonder geval kortstondig voor, en drie werpen vragen op. 
Twee daarvan behelzen de toestand waarbij de machine in doofheid in 
DYST geraakt; in principe is de machine daardoor in een statische 
stop geraakt: alleen de operateur kan nog iets doen. De derde 
twijfelachtige toestand is die waarbij een gebruikersprogramma 
( in de niet-besturingstoestand) al dan nie.t opzettelijk in DYST 
geraakt; hierdoor ontstaat een voor de operateur misleidende en 
voor de gebruikers onprofijtelijke situatie. 
