A cross-platform mobile application is an application that runs on multiple mobile platforms (Android, iOS). Several frameworks have been proposed to simplify the development of cross-platform mobile applications and, therefore, to reduce development and maintenance costs. Between them, cross-compiler mobile development frameworks, such as Xamarin from Microsoft, transform the application's code written in intermediate (aka non-native) language to native code for each target platform (Android, iOS). However, to our best knowledge, there is not much research about the advantages and disadvantages of the use of those frameworks during the development and maintenance phases of mobile applications.
Abstract-A cross-platform mobile application is an application that runs on multiple mobile platforms (Android, iOS). Several frameworks have been proposed to simplify the development of cross-platform mobile applications and, therefore, to reduce development and maintenance costs. Between them, cross-compiler mobile development frameworks, such as Xamarin from Microsoft, transform the application's code written in intermediate (aka non-native) language to native code for each target platform (Android, iOS). However, to our best knowledge, there is not much research about the advantages and disadvantages of the use of those frameworks during the development and maintenance phases of mobile applications.
The objective of this paper is to present two datasets of questions and answers (Q&A) related to the development of mobile applications using Xamarin. Our datasets have 85,908 questions mined from the Xamarin Forum and 44,434 from Stack Overflow.
To show their usefulness, we present two experiments. First, we replicate a study for discovering the main discussion topics of Xamarin development present in the two datasets using Latent Dirichlet Allocation (LDA), and we compare them with topics previously reported about mobile development. Between the main topics discovered from those questions, we found that some of them are exclusively related to Xamarin and Microsoft technologies such as the design pattern 'MVVM'. Secondly, we aim at improving the official Xamarin documentation, which does not provide a complete description of the error codes that the Xamarin platform throws during development. We use our datasets of Q&A for complementing the error codes with information mined from accepted answers. We could complement the documentation of 23,9% of the error codes.
I. INTRODUCTION
Nowadays, there are billions of smartphone devices around the world which run either Android or iOS mobile platforms [23] . A cross-platform mobile application is an application that targets more than one mobile platform. For example, Facebook mobile app is cross-platform: it exists one app for Android, another for iOS.
A traditional approach for developing this kind of apps is to build, for each platform, a native application (i.e., an app built to run in a particular mobile platform) using a particular programming language, SDK (Software Development Kit) and toolkits. Unfortunately, the development of two or more native apps corresponding to a cross-platform app increases the costs of development and maintenance. Moreover, those native apps could have different quality. For example, Hu et al. [22] found that 68% of the studied cross-platform apps have different start ranking across the App Store (iOS) and Google Play (Android) stores; whereas Ali et al. [4] found that the Android version of an app receives higher user-perceived ratings compared to the iOS version of the same app.
Other development approaches such as hybrid-mobile have emerged to provide non-native cross-platforms mobile apps [5] , [29] , [30] . However, beyond a good performance for simple apps [25] , [20] , those apps do not have the same quality that natives for more complex apps, such the Facebook app [34] .
Another family of frameworks for developing crossplatform apps is the cross-compiler mobile development framework, which generates native code (for a particular platform) from an application written in a non-native language. Xamarin 1 and React-Native 2 are two of them. Using crosscompiler frameworks, developers can reduce both development and maintenance costs by sharing code between the different platform implementations, and at the same time they obtain pure native mobile applications.
However, beyond the advantages of sharing code, we wonder whether developing cross-platforms apps using crosscompiler frameworks has any drawback with respect to the native development during the life-cycle of a mobile application.
To encourage the study of cross-platforms mobile application, this paper presents two datasets of questions and answers (Q&A) related to one cross-platform development framework: Xamarin from Microsoft.
The two datasets are conformed by questions and answers extracted from Stack Overflow and Xamarin Forum. The latter is a Q&A site exclusively dedicated to Xamarin technology. 3 The main reasons that motivate us to study Xamarin are: a) availability of documentation and guidelines 4 ; b) 5+ books edited during last years (e.g., [21] , [45] , [38] ); c) development toolkits available 5 ; d) availability of testing environment for cross-platform apps called Xamarin Test Cloud. 6 , and e) Xamarin is one of the top 10 most popular development frameworks and libraries according to the Stack Overflow Survey 2018. 7 To show the utility of the two Xamarin-related Q&A datasets, this paper presents two studies. Firstly, we replicate an empirical study from Rosen and Shihab [44] for discovering topics from Q&A sites using Latent Dirichlet Allocation (LDA). Our goal is to discover the topics related to Xamarin development from our two datasets and to compare them with the topics related to general mobile development discovered by Rosen and Shihab.
Secondly, we present an experiment that aims at improving the official Xamarin documentation [1] , [2] using our Q&A datasets. We observed that errors thrown by the Xamarin frameworks are not well documented: the official site presents a list with 465 error codes but, unfortunately, it does not clearly describe neither the root of the error nor the solution for most of them. For example, when a developer faces the error XA2006, he can only find in the official documentation: Reference to metadata item '0' (defined in '1') from '2' could not be resolved. In this paper, we use the two datasets of Q&A for complementing the descriptions of such undocumented error codes with accepted answers from questions that include such error codes.
The [44] for discovering topics from Stack Overflow and Xamarin Forum. Section V presents an experiment for improving the incomplete documentation. Section VI presents the discussion. Section VII discusses the related work. Section VIII concludes the paper.
All data discussed in this paper, including the two Q&A datasets, is publicly available in our web appendix: https:// github.com/UPHF/xamarin topic modeling
II. CREATION OF TWO DATASETS WITH Q&A ABOUT XAMARIN
In this section, we present two datasets with questions and answers (Q&A) related to Xamarin technology. First, we present a dataset composed of posts extracted from the site Stack Overflow (Section II-A). 8 Then, we present the second dataset, named Xamarin Forum, composed of posts extracted from the official forum of Xamarin (Section II-B). 9 A. Dataset of Q&A from Stack Overflow 1) Data Description: We used the data dump of Stack Overflow provided by Stack Exchange, Inc. 10 The data is organized on 8 XML files, each one represents one data entity: Posts, Users, Comments, Tags, Votes, PostLinks, PostHistory, and Badges. 11 For facilitating the manipulation of the data, we migrated it to a relational dataset. 12 A post from the Stack Overflow data dump corresponds to a question or an answer done by an user. A question can have zero or more tags (up to 5). A post can also have a vote, which represents a mark such as 'favorite', 'spam', 'inform moderator', 'offensive', etc. The Stack Overflow dataset contains 14,458,875 questions and 22,668,556 answers.
2) Methodology to filter Xamarin posts from Stack Overflow: The first challenge is to filter posts related to Xamarin technology among all posts present in the Stack Overflow data dump. For that, we applied two techniques. The first one filters posts according to the tags associated to each post. The second technique matches keywords from the posts' titles. We now detail each of them. a) Filtering posts by tags: We used the technique proposed by Rosen and Shihab [44] , who filtered posts related to mobile technologies. Their technique consists of three steps which we applied as follows. In the first step we defined an initial set of tags, composed by 28 tags that include the word 'xamarin', such as tag 'xamarin.iso'. We then retrieved 39,855 questions tagged with 1+ tag from the initial set. Those questions have, in total, 4,143 tags.
To obtain tags related to the Xamarin technology not included in the initial set, the technique by Rosen and Shihab presents two measures, TRT (tag relevance threshold) and TST (tag significance threshold) [44] , that help us to: a) obtain those tags representative to Xamarin technology, and b) discard those tags that are related to Xamarin technology but, at the same time, are too general (e.g, most of the questions tagged with "Android" are not related to Xamarin technology). The measure TRT(tag i ) is the ratio between the number of posts that contain 1+ tags from the initial set and the total number of posts related to tag i . TST(tag i ) is the ratio between the number of posts for tag i and the number of posts for the most popular mobile tag.
In the second step, we filtered those tags with at least a 25% for representative (TRT) and 0.1% for significance (TST). In total, 38 tags conform the final set of tags related to Xamarin technology. Table I shows the 10 tags with higher number of posts and their TRT and TST measures.
Finally, for the third step, we retrieved 43,988 posts related to Xamarin technology: 39,855 of them tagged with the initial tags (i.e., include the keyword "Xamarin") and 4,133 posts tagged with at least one tag from remaining final set of tags. b) Filtering posts by keywords: The second technique for retrieving Xamarin-related posts filters posts by matching keywords on the post's title. This strategy aims at retrieving those posts that are not tagged with any tag from the final set of tags. For that, we define a keyword for each tag included in final set of tags presented before.
Using this keyword-based strategy, we retrieved 446 new posts related to Xamarin technology. For instance, one of them is the post "Xamarin Android Save sms" (post id 29405420) 13 which was tagged with 3 tags: "C#, android, datetime", none of them included in our final set of tags.
c) Final set of Xamarin-related posts from Stack Overflow: Using the two described techniques, we retrieved 44,434 questions from the Stack Overflow dump: 43,988 were found using the tag-based strategy, whereas 446 were found using the keywords-based strategy. or start a discussion about the Xamarin framework and its ecosystem. Moreover, it is a communication channel between the developers of the framework (a.k.a. Xamarin Team) and users (i.e., the developers of mobile apps that use Xamarin). a) Forums: The Xamarin Forum site is composed of seven forums: Community, General, Pre-release & Betas, Tools and Libraries, Graphics & Games, Xamarin Platform and Xamarin Products. For instance, the forum Xamarin Platform contains questions related to the development of an application for different targeted platforms. Each of those forums has one or more 'sub-forums'. For instance, the mentioned Platform forum has 5 categories: Android, iOS, Cross-Platform, Mac, and Xamarin.Forms.
B. Xamarin Forum: a dataset with questions from Xamarin
We identify two types of forums: 1) those related to technological topics (platforms, libraries, tools, IDEs, etc.) and 2) those related to no-technological topics related to Xamarin (events, conferences, jobs, etc.).
The main page of each forum shows a paged-list of posts and two buttons, one for creating a question and the other for creating a discussion. Each post from the list shows the post's title, author, number of views, number of answers, and zero or more labels that indicate, for instance, if a question was answered or if the answered was accepted. b) Posts: A user can create a post on a given category. Even there are two types of posts, i.e., questions and discussions, the creation forms of them are similar, i.e., both have the same fields. The user can also select a list of tags associated the new post. However, once a post is created, the forum does not show the list of tags associated to a post. 14 c) Answers: A registered user can answer an existing question or to put a 'like' on existing answers. Moreover, as in Stack Overflow site, the post's author can accept one or more answers. d) Users: The Xamarin Forum provides the forms for registering new users, which have the right to create new posts and to write comments. In the forum also participate users that belong to the organization that develops Xamarin framework.
2) Dataset construction: The Xamarin Forum site does not have an API to programmatically access and retrieve the data, such as those provided by Stack Overflow 15 and GitHub 16 . For this reason, we developed a web crawler for retrieving and storing all pages from Xamarin Forum. Our engine has main two phases: 1) Page fetching and 2) Page parsing.
a) Fetching pages: The first phase fetches (i.e., downloads) all web pages written in HTML from the forum web site https://forums.xamarin.com/, by accessing via HTTP protocol. The Xamarin Forum has two kinds of web pages. The second kind of pages corresponds to the main pages of each forum.
A "main" page shows in a paged list all posts done in that forum 17 , ordered by decreasing creation date. The list shows for each post its title, the numbers of views (i.e., number of visits the post has received), numbers of comments done, and zero or more labels. The second kind of page corresponds to a single post. It contains the post's title, question (or discussion topic), author (names, location, roles), posting date and a list of comments. Each comment has the name of the user that wrote it, the date, and one or more labels such as "Answered question". b) Extracting data from pages: In the second phase, our engine extracts and formats data for each fetched page and stores it in a relational database. Our engine is implemented using Python language, and uses the library BeautifulSoup 18 for parsing the Xamarin web pages in HTML.
3) Data schema: We store all data extracted from the Xamarin forum in a relational database (MySQL). We now describe briefly the main entities from the database schema. The first entity is Post, which stores all posts written in the Xamarin forums. Each post belongs to one Forum and has zero or more Comments. Note that the post entity stores both questions and discussions. We decide to model both questions and discussion in the same entity due they share most of their properties. Both Comment and Post entities have a relation many-to-one with the entity User, which stores the information of the users that make or answer a post. A User has different Roles. A registered user has the role 'Member' by default, but there are other roles exclusively assigned to used belonging the Xamarin organization such as 'Forum Administrator'.
C. Perspectives of Xamarin Forum and Xamarin-related posts from Stack Overflow
In our opinion, both datasets can be used by the research community for understanding the main concerns about developing cross-platform mobile applications using Xamarin framework. In this paper, we introduce two experiments based on them: in Section IV we aim at discovering the main discussion topics from the questions we collected, and in Section V we aim at improving the Xamarin documentation using accepted answers from the datasets.
III. ANALYZING DATASETS WITH Q&A RELATED TO XAMARIN TECHNOLOGY
In this section we describe and compare the two datasets with questions and answers related to Xamarin technology presented in section II with the goal of answering the first research question: What is the number of a) Xamarin-related questions, b) answers and accepted, c) views on Stack Overflow and Xamarin Forum?.
A. Number of questions
The Xamarin Forum has 91,838 questions. 19 The first dates from January, 29 2013. There are 85,908 (93.5%) questions related to technological forums, and 5,930 (6.5%) related nontechnological forums such as Events with 1,079 questions (1.17%) and Job Listings with 465 (0.51%). In the experiments done in this paper we focus on technological questions.
We filtered from Stack Overflow 44,434 questions discussing about Xamarin technology. They represent around the 0.12% of all questions from Stack Overflow, which has 37,215,528 questions. Compared to other cross-platform mobile app development frameworks, the number of questions has the same order of magnitude. For instance, 21,515 questions were tagged with "%react%native%" (framework for generating native mobile apps using JavaScript language), 60,790 questions were tagged with "%cordova%" and 8,194 "%phonegap%" (Apache Cordova aka Phonegap is a framework for creating hybrid mobile apps using HTML and JavaScript). In this section, we present a replication of the study done by Rosen and Shihab [44] , which discovered topics from questions about mobile development (i.e., not related to neither a particular platform nor framework) written in Stack Overflow. Our study aims to discover topics from Xamarin-related questions mined from Stack Overflow and Xamarin Forum.
B. Number of answers and acceptance

A. Methodology for replicating an experiment about topic modeling
This section presents a methodology for discovering the main topics from a dataset of questions. We applied this procedure for obtaining two sets of main topics: one from Stack Overflow's questions, another from Xamarin Forum's questions. The methodology consists of the following steps.
1) Retrieving the titles from the posts: For each question from a dataset (Xamarin Forum or Stack Overflow), we created a document that includes all words contained in the question's title as done by Rosen and Shihab [44] . In case of Xamarin Forum, we only considered the technological posts (i.e., the 93.5% of all posts), as discussed in Section II-A2.
2) Document processing: We pre-processed all documents by first removing stop words (e.g., "at", "the") and then applying a customized word stemming processing [41] . During the setup of our experiment, we noted that traditional stemming (as applied by, for example, [28] ) alternated domain-specific words such as "iOS" or "Mono" and, by consequence, the step produces information loss. With the goal of minimizing the impact of traditional stemming, we did not stem words included in the tags discovered in section II-A2a
3) Discovering topics: We applied Latent Dirichlet allocation (LDA) algorithm as done by Blei et al. [12] for discovering topics from a set of documents, where each document corresponds to a pre-processed question's title. We used an implementation of LDA called Mallet [35] and the configuration of LDA proposed by Rosen and Shihab [44] , with the goal of doing a fair comparison between the topics discovered by them and those we discovered. The LDA configuration is: number of topics = 40, alpha = 0.025, beta = 0.1 and number of iterations = 1000. As output, LDA produces a set of topics, each composed of a list of pairs word-probability. Previous works ( [28] , [44] ) represented a topic with the 20 words with highest probability. In the remaining of the paper, we refer as t so N i and t xam N i , to topics with identifier N i from Stack Overflow and Xamarin, respectively. 4) Labeling topics: As each topic discovered from LDA is a list of words, previous works labeled each topic with a human readable label. We decided to reuse, when is possible, labels related to mobile technology defined by Rosen and Shihab [44] , such as "Input" or "Application Store". In case that none of their labels corresponds to a topic that we discovered, we defined a new label from the topic's words. In some cases we used the same label for two related topics and included a subcategory in parenthesis for remarking the differences between them. 
5) Methodology for relating topics from different data sources:
We related together two topics from different datasets or experiments if they have similar: a) labels or b) topics' words. The lists of topics (words and their probabilities) and the related topics of each are available in our appendix.
B. Results:
1) Main topics discovered from Stack Overflow and Xamarin Forum: Table II shows the topics from Stack Overflow and Xamarin Forum questions discovered using the methodology described in section IV-A3. The left-size displays the Stack Overflow topics and the right-side displays the Xamarin topics. The column Id corresponds to the topic identifier assigned by Mallet; the column Label corresponds to the label manually assigned by us using the method presented in section IV-A4. The topics are sorted by decreasing NDDT. As explained by Linares-Vasquez et al. [28] NDDT counts for each topic t the number of documents that has as t as dominant topic. A dominant topic of a document d is the topic with the highest probability, and is considered the most representative topic for describing d. In our appendix we presented, for each discovered topic, the words that compose the topic, their probabilities, and NDDT metric. a) Main Discussion Topics Discovered: Let us first focus on Stack Overflow: the top-4 topics are related related to the view, such as t so 11 labelled with "List (Forms)". Then, the next two topics are not directly related to the user interface: t so 22 "Emulator/Device/Simulator" and t so 3 "Web Service". For Xamarin Forum, we also found the top-5 topics from Xamarin Forum are related to View or Controllers development, and the firsts topics not related to user interface are t xam 1 "Resources/Files" and t xam 5 "Android" (Activity). b) Main Topics found in both Q&A sites: We observe that Xamarin Forum and Stack Overflow share 33 out of 40 (82.5%) of the discovered topics. For instance, there are questions that discuss about "Notifications": in Stack Overflow those questions have as dominant topic t so 16 and those from Xamarin Forum has as dominant topic t xam 18. c) Main Topics found in only one Q&A site: In both Stack Overflow and Xamarin Forum, there are 7 discovered main topics (12.5%) that we could not manually related to any topic from the other Q&A site. For instance, one of the main topics from Stack Overflow, t so 34, is about "Threading". However, we could not find any topic between those from Xamarin that discusses about threading. On the contrary, topic t xam 15 from the Xamarin Forum discusses about "Application Store", but none of the main topics from Stack Overflow is related to it. The lists of unrelated topics are available in our appendix. 
2) Comparing topics with previous works:
a) Topics already discovered: We found that 27 topics from Stack Overflow and 30 topics from Xamarin Forum are related to, at least, one topic from Rosen and Shihab. For instance, topic t so 35 "Social/APIs" is present in that work. Other topics were also related by using the topics' words instead of their labels. For instance, topic t so 21 labeled as "Inputs (Event)" was related to a topic labeled as "Input" due to both share the significant words (i.e., those with higher probability): 'button', 'event', 'click', and 'keyboard'. b) Topics not previously reported: There are 13 and 10 discovered topics from Stack Overflow and Xamarin Forum, respectively, that could not be related to any general topic reported by Rosen and Shihab. For instance, the topic t so 19 labeled as "MVVM" is one of them: it represents questions that discuss about the design pattern Model-viewviewmodel, which was introduced by Microsoft for facilitating the design of multi-tiers application under the Microsoft's platforms .NET, including Xamarin. 20 Another topic is t so 7 "Packages/Nuget/PCL" which refers to "Portable Class Library (PCL)" (a type of project in the .NET framework 21 ) and "Nuget" (a package manager for .NET 22 ).
Moreover, we also discovered topics from Stack Overflow and Xamarin Forum not previously reported by Rosen and Shihab that are not exclusively related to Xamarin technology. Two of them are topics t so 37 and t xam 22 both labeled as "Testing", which include words such as 'uitest', 'testing', 'unit', 'test'. 20 https://developer.xamarin.com/guides/xamarin-forms/ enterprise-application-patterns/mvvm/ 21 https://docs.microsoft.com/en-us/dotnet/standard/cross-platform/ cross-platform-development-with-the-portable-class-library 22 https://www.nuget.org/ Response to RQ 3: What are the differences between the discovered topics and those related to general mobile development discovered by Rosen and Shihab? There are 27 and 30 topics discovered from Stack Overflow and Xamarin Forum (67.5% and 75%, resp.) that are also main topics in question about mobile application. The remaining topics, i.e., 13 (32.5%) and 10 (25%) topics from Stack Overflow and Xamarin Forum, resp., are particularly related to cross-platform app development using Xamarin.
The complete list of new topics, their labels and words, are available in our appendix.
V. COMPLEMENTING INCOMPLETE DOCUMENTATION FROM XAMARIN
In this section we present an experiment that aims at complementing the official documentation of Xamarin using our two datasets. In particular, the documentation of error codes thrown by Xamarin is incomplete, thus, Xamarin developers are forced to find the description and the solution of the error codes elsewhere, such as in Q&A sites. Our experiment complement the missing description of error code with accepted answers mined from the two datasets we presented in Section II. The question that guides our research is: RQ 4: How many error codes can be complemented with accepted answered?.
A. Description of Xamarin Documentation about Error Codes
The official documentation of Xamarin includes two catalogs of error codes: one with codes thrown by Xamarin.iOS [2] (formerly named MonoTouch), the other with codes thrown by Xamarin.Android [1] . Those are components from the Xamarin platform for building iOS and Android native apps, respectively. Both components can be used inside the IDE Microsoft Visual Studio or by command line.
The error codes are grouped into categories, which are displayed in Table III. 1) Description of Error Codes from Xamarin.iOS: Error codes from Xamarin.iOS [2] are grouped in 9 categories and identified with the prefix MT. For example, category MT2 groups all error codes related to "Linker error". Errors code identifiers start with their category identifier followed by a number. For example, error code MT2001 "Could not link assemblies" is the code 001 of category MT2 "Linker error". Table III shows the number of error codes per category (column #Codes). For example, the category MT2 has 21 codes. The identifiers of codes from a category are not consecutive, i.e., there is a error code MT2102, but none with code MT2100. In total, Xamarin documentation reports 360 error codes for Xamarin.iOS.
Error codes categories are in general self-explanatory, such as MT8 "Runtime error", even some use Xamarin or Microsoft-related terminology. For example, mtouch (aka MonoTouch, now called Xamarin.iOS) is the entry point for compiling, deploying and launching the code on iOS devices. MSBuild (Microsoft Build Engine) is a platform for building applications with is used by Visual Studio. AOT (Ahead of Time compilation) compiles code to a native platform. The information presented in the documentation of each error code from Xamarin.iOS is not uniform and varies across the codes. There are codes with an error description (e.g., MT2011), others propose a solution or workaround (e.g., MT2016), and others only include a simple error message (e.g, MT2002).
2) Description of Error codes from Xamarin.Android: Xamarin documentation displays 10 categories for Xamarin.Android errors [1] , which are identified with prefix 'XA'. They are also presented in Table III . Two categories, XA7 and XA8, are described as "Reserved" and do not contain any code. In total, Xamarin documentation reports 105 codes for Xamarin.Android. Let us to clarify two concepts: mandroid refers to Mono Android, former name of Xamarin.Android, whereas symlinks refers to symbolic link. The documentation of error codes from Xamarin.Android is different that one for Xamarin.iOS errors: it only includes the error code and onesentence description. None presents neither a workaround nor a proposed solution.
B. Methodology
We first extracted all error codes available on the official Xamarin documentation: those iOS-related which have the prefix MT [2] and those Android-related which have the prefix XA [1] . We then filtered those questions from both datasets which include an error code in their: a) question title, or b) question description. Finally, we grouped questions according to two criteria: 1) same error codes; 2) same error category.
C. Results
1) Questions with Error Code:
We found that there are 719 and 226 questions from Xamarin Forum and Stack Overflow, resp., that mention one or more error code from Xamarin.iOS. We now present the most asked errors code. The most mentioned code from Xamarin.iOS is MT2002 with 168 questions. 23 . The code description is "MT2002 Can not resolve reference:*" and, unlike other error codes from the same category, it does not have neither an associate description (e.g., such that one from MT2011) nor proposed solution (e.g., such that one from MT2016). Moreover, we also found that for 4 out of the 10 most mentioned error codes from Xamarin.iOS, their documentations do not include neither an explanation nor a proposed solution. For error codes related to Android, the most mentioned code is XA2006 "Reference to metadata item '0' [...] could not be resolved", from category XA2 "Linker Errors". The second one, XA0000, does not provide much information: its description is Unexpected error -Please fill a bug report at http://bugzilla.xamarin.com. Thus, it makes sense that developers ask about that error code on Stack Overflow and Xamarin Forum for facing the missing information in the Xamarin documentation.
2) Acceptances of Questions with Error Codes: We now count the number of questions that include an error code (previously commented) and have 1+ answer (rows 3-5 in Table IV) and 1+ accepted answer (rows [6] [7] [8] . Table IV presents the number of error codes having: a) all questions that mention them have zero answers (row '0%'), b) one or more questions that mention them have 1+ answers (row '>0%'), or c) all questions that mention them have 1+ answers (row '100%'). The table also shows a similar analysis for questions with accepted answers. a) Codes with answered questions: In Xamarin Forum, the 35 and 84 of error codes from Xamarin.iOS and Xamarin.Android, resp., are mentioned by, at least, one question with 1+ answers. Those represent the 87.5% and 92.3%, resp., of the code that have been mentioned by at least one question. Moreover, the 37.5% and 51.6% resp., are exclusively mentioned by answered questions. In Stack Overflow, we observe a similar trend for codes from Xamarin.iOS. However, Xamarin.Android codes only mentioned by not answered questions (i.e., 0%) is proportionally higher: 25%. b) Codes with accepted answers: In Xamarin Forum, 35 and 14 error codes from Xamarin.iOS and Xamarin.Android, resp., are mentioned by 1+ questions with 1 accepted answer. Those represent the 38.46% and 35%, resp, of the code that have been mentioned by at least one question. In Stack Overflow, those percentages are higher: 85.96% and 54.17%, resp., which means that, for the majority of the error codes mentioned in questions (presented in SectionV-C1), there is at least one question with an accepted answers. Moreover, there are 4 codes from Xamarin.Android and 11 from Xamarin.iOS which have an accepted answer for all the questions that mention them. We inspect those questions finding that they have, at most, 2 answers per question.
Response to RQ 4: How many error codes can be complemented with accepted answered? We found that 84 error codes Xamarin.iOS (out of 360, i.e., 23%) from and 27 from Xamarin.Android (out of 105, 25.7%) have one accepted answer that can be used for improving the incomplete official Xamarin documentation.
VI. DISCUSSION
A. Threats to validity 1) Internal: a) Use of tags from posts: In section II we applied a technique based on the use of tags for retrieving posts related to Xamarin technology as done by Rosen and Shihab [44] . There is a threat when a developer a) mislabels a post, i.e., tags do not represent the real topic of the posts; or b) omits to label it. Moreover, we used the titles from posts to capture Xamarin-related posts that were not labelled with Xamarinrelated tags. A threat to validity is present when the title does not represent the content of the post. To alleviate this threat we manually analyzed a sample of the retrieved posts and verified the concordance between the title and post's content.
b) Representation of documents: We applied the LDA algorithm for modeling topics. The input of LDA is a corpus of document (see Section V-B), where each document contains information of a single post. As done by the study we replicated [44] , we decided to only consider the title of the question due to, according to them: 1) titles summarize and identify the main concepts being asked in the post, 2) the body of the question adds non-relevant information rather than the main idea being asked about, and 3) we are interested in what issues the developers are asking about and adding the answer posts would not make sense [44] . c) Configuration of LDA: LDA needs 4 configuration arguments (alpha, beta, number of topics and number iterations). In our experiment we decided to use the same configuration that the study we replicated [44] . Reusing the configuration allowed us to compare the topics discovered from Xamarinrelated questions against those by Rosen and Shihab from mobile-related questions.
d) Label of discovered topics: As done by the mentioned related works (e.g., [44] , [28] ), we manually analyzed the results produced by LDA for labeling each topic with a human readable label, based on a set of words from the topic and their probabilistic. To the best of our knowledge, there is no tool for automatically labeling topics. To alleviate the threat of mislabeling topics or mismatching of topics from different sources, we have carried out those tasks using a peer-reviewed process and the results are publicly available in our appendix.
2) External: a) Datasets: One potential threat is that sources of information used for studying Q&A related to Xamarin technology are not representative. To mitigate that threat we selected two sources: Stack Overflow and Xamarin Forum. The former is one of the most popular and used Q&A site by software developers and latter is the official forum of the Xamarin technology. However, there are other Q&A sites such as Reddit, that can provide valuable information about Xamarin not present in neither Xamarin Forum nor Stack Overflow. b) Accepted questions: In this work we consider that accepted answers from Q&A sites for complementing the Xamarin documentation. However, it could exist the case that the user who wrote a question marks an answer as correct when it is not.
B. Future Work
For future work, we plan to continue exploring the two datasets of Xamarin-related questions. Future research direction could focus on:
1) Combine additional sources of information: By inspecting the relevant questions of this topic, we notice that many of their accepted answers include a link to the official Xamarin documentation web site. For instance, the mentioned most viewed post (id: 30850510) has an accepted answers that cites a page from the official documentation as source of its response. That finding triggers some research questions for future work: a) How many posts from Stack Overflow link to the official documentation in their questions/answers?, b) How much do (Xamarin) developers ask questions which solution are already included in the documentation?. Moreover, we also observe that answers on Stack Overflow also include links to the Xamarin Forum, the official Q&A site of Xamarin. For example, the question id 24598261 from Stack Overflow has an accepted answer based on a post from the Xamarin Forum (id: 66248). 24 Other papers have focused on combining different sources of information (e.g., [55] , [26] , [51] , [54] , [50] ). However, to our knowledge, nobody has linked questions from two Q&A sites nor focused on Xamarin source of information.
We also plan to study other Q&A sites such as Reddit.
2) Deeper analysis of accepted answers: We plan to validate the accepted answers with Xamarin experts with the final goal of validating and refining the responses. Once done that, we plan to release this information and even to propose it to the administrators of the Xamarin documentation.
VII. RELATED WORKS
A. Studies of Q&A sites
During the recent years several works have studied Q&A from the site Stack Overflow [6] , [9] , [39] , [40] . Some of them focused on questions about Android platform [27] , [52] , [46] , [10] , [11] , [3] , [49] , [48] . For example, Linares-Vasquez et al. [27] studied questions and activities in Stack Overflow when changes on Android APIs occur, finding that deleting public methods from APIs is a trigger for questions that are discussed more. Wang et al. [52] analyzed posts from Stack Overflow related to iOS and Android APIs to find API usage obstacles, and then they applied a topic modeling technique to discover several repetitive scenarios in which API usage obstacles occur. Stevens et al. [46] studied questions about Android permission use on Stack Overflow. Other works have focusing on mobile-related tags from Stack Overflow: Beyer et al. [10] investigated 450 Android-related posts from Stack Overflow to get insights into the issues of Android app development. To our knowledge, no work has studied Stack Overflow questions and problematic related to neither cross-complied frameworks nor Xamarin technology.
B. Studies on model topics from Q&A sites
In this paper, we analyze Q&A related to Xamarin technology, and then we apply applied a topic modeling techniques called Latent Dirichlet Allocation (LDA) to obtain the main topics from those questions. As reported by Chen et al. [14] and Sun et al. [47] several works have already applied topic modeling techniques such as LDA. For instance, Barua et al. [8] analyzed Stack Overflow data to automatically discover the main topics present in developer discussions. Yang et al. [53] focused on discovering topics related to security by analyzing security-related posts. Bajaj et al. [7] discovered topics from discussions about web developers and focused on how prevalent are web-related topics in discussions related to mobile web development. Other works have focused on topic modeling for native mobile technologies. For example, Linares-Vasquez et al. [28] used LDA to extract hot-topics from mobile-development related questions. Their findings suggest that most of the questions include topics related to general questions and compatibility issues, whereas the most specific topics are present in a reduced set of questions. Rosen and Shihab [44] applied LDA on mobile-related Stack Overflow posts to determine what mobile developers are asking. Across all native platforms studied, they found that questions related to app distribution, user interface, and input are among the most popular. Pinto et al. [42] have analyzed questions about Swift, programming language (successor of Objective-C) for building native iSO mobile apps. They applied LDA to find common problems faced by Swift developers, finding that the language is easy to understand and adopt, but there are many questions about problems in the toolkit (IDE, SDK). In our work, we focus on topics related to Xamarin development framework.
C. Studies that relates Q&A sites with other source of information
Wang et al. [51] studied the mutual knowledge sharing between Android Issue Tracker and Stack Overflow. Their goal is to bridge the two communities by linking related issues to posts automatically. Ye et al. [54] studied how users share URLs in Stack Overflow for understanding how knowledge diffusion process takes place on that site. They found that the 31% of the shared URLs on Stack Overflow is to reference information that can help to solve a complex problem. Other works focus on analyzing developer forums. For example, Venkatesh et al. [50] mined both developer forums and Stack Overflow to find the common challenges encountered by developers when using Web APIs. As difference with our work, they put all posts (from both Web APIs and Stack Overflow) in a same dataset, which is later used for extracting topics using LDA. Lee et al. [26] studied the similarity in developer interests within and across GitHub and Stack Overflow. They found that the 39% of the GitHub repositories and Stack Overflow questions that a developer had participated fall in the common interests. Zagalsky et al. [55] focused on R language by analyzing questions and answers from two channels: the Rtag in Stack Overflow and the R-users mailing list. They found that knowledge is constructed in each channel in a different manner: on Stack Overflow participants contribute knowledge independently of each other, whereas R-user mailing list are more likely to build on other answers. In this work, we create two datasets of Q&A related to Xamarin technology, that could be used for replicating some of these works (e.g., [55] ).
D. Studies that evaluate mobile development frameworks
Different works focus on classifying, comparing and evaluating cross-platform mobile application development tools to build hybrid mobile and native apps ( [20] , [19] , [16] , [37] , [17] , [32] , [19] , [43] ). For example, Ciman et al. [15] analyzed the energy consumption of mobile development: their results showed the adoption of cross-platform frameworks as development tools always implies an increase in energy consumption, even if the final application is a real native application. In that work, Xamarin framework was not evaluated. To the best of our knowledge, no work has studied cross-platforms mobile applications created with Xamarin framework. In this work we study questions from Q&A to understand the main problematic faced by developers when they develop cross-platforms mobile apps using Xamarin framework.
E. Studies on quality of cross-platform mobile applications based on apps stores
Other works [22] , [36] , [33] have studied the quality of cross-platforms mobile applications by analyzing apps stores such Google Play. For instance, Malavolta et al. [30] have focused on analyzing hybrid mobile apps (i.e., those developed using frameworks such as Apache Cordova/PhoneGap) available on the app store Google Play. They mined 11,917 free apps and their related metadata from that store, finding is that the average of end users ratings for both hybrid and native apps are similar (3.75 and 3.35 out of 5, respectively). Ali et al. [4] detected 80,000 cross-platforms apps from a corpus of 2.4 million apps collected from the Apple and Google Play app stores. They found that 80% of the top-rated apps are crossplatforms and that the Android version of app-pairs receives higher user-perceived ratings compared to the iOS version. Man et al. [31] conducted an empirical study on a dataset with 4,663,316 reviews of 20 popular apps from 3 App stores, and demonstrate the differences and similarities existing along with three platforms iOS, Android and Windows Phone. One of their finding is that the iOS version of a mobile app seems to outperform the Android version and Windows Phone version. For example, the percentages of the "crash" and "network" issues for the iOS version are lower than those of the other versions. To the best of our knowledge, no work has studied Xamarin apps from the apps stores.
F. Studies on testing cross-platform mobile applications
Boushehrinejadmoradi et al. [13] developed a differential testing methodology to identify inconsistencies in the way that cross-platform frameworks handle the APIs of the home and target platforms. They implemented a prototype for testing Xamarin applications, which could detect 47 bugs in Xamarin, corresponding to inconsistencies in the way that Xamarin translates between the semantics of the Windows Phone (i.e., the home platform) and Android (i.e., the target platform). Joorabchi et al. [24] presents 'Checkcamp', a tool for helping mobile developers to test their apps across multiple platforms given execution scenarios. Using the tool, the authors found real inconsistencies from open-source and industrial apps. Fassini et al. presented DIFFDROID [18] , a technique that helps developers automatically find cross-platform inconsistencies.
VIII. CONCLUSION
Cross-compiler mobile development frameworks allow mobile developers to create native cross-platform mobile applications with the promise of simplifying the development and maintenance phases by reusing code source across the different platforms. To study and characterize the development and maintenance of cross-platforms apps using crosscompiler frameworks, in this paper we present two datasets with questions and answers (Q&A): one with Q&A from the official Xamarin Forum, the other with Xamarin-related Q&A from Stack Overflow. We then use them in a replication study of [44] for discovering the main discussion topics from questions related to Xamarin technology. We compared the discovered topics against those main topics related to mobile development discovered by [44] . We found that a portion of the topics from the Xamarin-related questions were not previously identified when discussing about general mobile applications. Moreover, we use the accepted answers for improving the Xamarin documentation, which does not have a clear description of the error codes that developers face when develop Xamarin applications. To promote more studies about Xamarin and cross-platform mobile frameworks, the two Xamarin-related Q&A datasets are publicly available at https://github.com/UPHF/xamarin topic modeling.
