Abstract. In many information systems, the databases that make up the system are distributed in different modules or branch offices according to the requirements of the business enterprise. In these systems, it is often necessary to combine the information of all the organization's databases in order to perform analysis and make decisions about the global operation. This is the case of Data Warehouse Systems. From a conceptual point of view, a Data Warehouse can be considered as a set of materialized views which are defined in terms of the tables stored in one or more databases. These materialized views store historical data that must be maintained in either real time or periodically by means of batch processes. During the maintenance process the systems must perform selections, projections, joins, etc. that can affect several databases. This is a complex problem since making a join among several tables requires (at least temporarily) having the information from these tables in the same place. This requires the Data Warehouse to store auxiliary materialized views that in many cases contain duplicated information. In this article, we study this problem, and we propose a method that minimizes the duplicated information in the auxiliary materialized views and also reduces the response time of the system.
Introduction
The use of Data Warehouse systems is becoming one of the critical factors that determine the success of many companies and organizations. The information gathered in the Warehouse can be used to make decisions about the processes of the organization, and should therefore be consistent. The information should also be as up-to-date as possible. Having the information of the operational systems up-to-date makes the results of the queries carried out on the Warehouse Database to be closer to the reality of the organization.
Many previous approaches [3, 6, 7, 8, 12, 13, 14, 15] consider that the information of a Data Warehouse System consists of a set of materialized views that store information from one or more databases that the organization uses in its operational systems. The process of loading this information is usually done using daily batch processes at night in order to avoid the slowdown of the operation systems. However, in some cases, the organization needs to compare the historical information in the Warehouse with the most recent information available in the operational system and therefore the Warehouse must be maintained in real time.
Maintenance of materialized views in general, and of Data Warehouses in particular, is a very relevant problem that has been studied in many works. For instance, [14, 15] deal with the problem of updating materialized views in real time, and [5, 7, 12] outline the general maintenance problem of materialized views. Unfortunately, none of these works have studied the case in which each independent view has been defined over multiple sources of data. In this case, the problem is more complex since each single materialized view can involve several operational databases. In [13] we proposed a qualitative solution to the problem; however the solution left the quantification of the different cases for future study. In this article we propose a quantitative approach to the problem and we analyze the most efficient solution for each case.
The article is organized as follows: In section 2, the statement of the problem is presented along with the current state of the art. In section 3, the different parameters for quantifying the problem are studied. Also, different ways of measuring the time and the space required in the maintenance of the materialized views are analyzed. In section 4, the different cases are analyzed and the most efficient solution for each one is presented. Section 5 concludes.
State of the Art
The updating of materialized views in real time is usually performed by first establishing a communication channel between the Warehouse and the underlying operational systems. This is done so that every time a modification takes place in the tables of the operational systems, these systems inform the Warehouse of the changes by sending the updates that are necessary to maintain the consistency of the materialized views.
When a view is defined on tables from databases of different operational systems, neither the Warehouse nor any of the operational systems can make a join among the tables to solve the view. This is because all the necessary information must be (at least temporarily) in the same location. At first glance, this may appear to be a problem of small granularity; however, this is not always the case. Many times business enterprises have branch offices located in different parts of the world that share the same Data Warehouse. In this context, the volume of data needed for maintaining the views might contain millions of tuples.
The solutions that have been proposed [7, 9, 12] and used to solve the problem of the multi-source views are based on the duplication of information [5, 6] ; the definition of maintenance transactions [10] ; or the redefinition of the original views, in an attempt to avoid (if it is possible) the joining of tables from different databases [2] ; or establishing a hierarchy of auxiliary multi-level views [13] .
As it was stated in [13] , in many cases the most appropriate solution consists of extending the materialized views definition with a hierarchy of views whose top level are the original views. Although this proposal solves the problem, it has only been defined at a qualitative level, and has left the quantification for future work. An outline is presented in Figure 1 , where the solution to this problem is presented. 
Extraction of Information
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Views V 2 and V 4 introduce a problem because they include joins on tables from different databases that are in different locations. To solve this problem, we have defined four new views (V a , V b , V c , V d ) to extract the necessary information from tables A, B, C and D. The original views have been redefined from these new views (see definition in Figure 1 ) in such a way that none of the views include joins on tables from different databases. So the maintenance of the original views is now possible because they are defined over local views (single source); and also the maintenance of auxiliary views is possible because they are defined over a single (remote) source. This maintenance could be achieved by using the ECA (Eager Compensating Algorithm) [15] .
This leads to the question of how many level 2 views should be defined for each table of the operational systems in order to duplicate and maintain the smallest quantity of information possible, and at the same time minimize the response time of the system. This question does not have an easy answer, since the answer not only depends on the definition of the views, but on other parameters such as the transmission speed and the volume of data stored in the table. The main goal of this work is to find the answer to this question based on the study of all the possible cases where this problem occurs.
Problem Statements: Study of Influential Parameters
If we analyze the outline of views in Figure 1 , it seems quite clear that there should be at least one view for each database in the operational systems. In the simplest case, this view belongs to the last level in the view hierarchy, and it contains information from one or more tables of this database. It is also clear that it is not always possible to represent all the necessary information from one database in a single view. In general, by defining a subview for each table included in the views of the first level, we have all the necessary information for maintenance. Each subview stores the minimum necessary information of each table, and by joining them, all the Data Warehouse views can be computed. Sometimes it is more appropriate to define more than one view for each table in order to avoid storing and maintaining unnecessary information. As an example, consider Table A Each view defined in this table represents a subspace that includes both the fields in its projection and the tuples defined in its selection. In this sense, two different subspaces defined by two different views can be grouped in a single new view. However, information that does not belong to any of them could be included in this new view. Figure 2 shows two opposed problems that can appear during maintenance. When using a single view V 3 , unnecessary information can be stored (spare information).
When using views V 1 and V 2 the same information is stored twice (redundant information).
Data Warehouse designers must determine the number of views for each database and each table of the operational systems. This decision is crucial to ensure that the volume of data stored in the auxiliary materialized views and the maintenance time of the Data Warehouse are minimized. To address this problem, we study quantitatively all the different cases that a designer can find. For this purpose, the designer should take into account the following variables: In [15] , the authors propose to compute the number of messages between the operational systems and the Data Warehouse as a metric of the maintenance cost of a materialized view. This metric corresponds with M in Table 1 . For its computation, they propose the following formula whose performance evaluation can be found in annex D in [15] :
In this metric, M T represents the total number of updates in the source; and for every s updates, the operational system sends (and receives) one message to the Data Warehouse. Then, assuming that the message is sent after each update (s=1), two messages are generated by each update in the source.
It is clear that measuring the maintenance cost by only considering the amount of sent messages can be too rough. For this reason, we propose a different metric that takes into account other factors such as the view size, the probability that the modifications in the sources will affect the materialized views, etc. The formula that defines this metric is:
where T is the table in the operational system on which the views V 1 …V n are defined. The meaning of the rest of variables is explained in Table 1 .
This metric takes into account the spare information as well as the redundant information. In the case that the intersection of two or more views is not the empty set, that is, there is redundant information, this redundancy is taken into account in the cost since it is computed several times in different pairs Card(V i )·Grad(V i ). The spare information is computed in the corresponding pair in the same way. Hence, the component (Card(
represents the probability that an arbitrary update in T could affect one of the views.
The redundant maintenance is computed with the second expression of the formula; ρ·k represents the cost associated to all the operations caused by the change of a tuple from one view to another during maintenance. It is of special importance to realize that, in the case of disjoint views, this change of view cannot be caused by an insert or delete operation, but rather can only be caused by a modify operation.
Therefore, when views do not have redundant tuples we use the parameter ρ m which only refers to modifications. Assuming that every field in the views has the same probability to be modified, ρ m can be computed by the formula:
where N' Vi is the number of modifications that affect the view i.
Parameter ρ represents the number of times that one update on a materialized view produces another update on any other view. In order to validate the correctness of Formula (3), for simplicity, we can assume that every field in table T has the same probability to be updated by one of the M T updates (in practice, we use a statistical distribution or a weight). Then, the probability that the view V i was affected by an update is:
The probability that the update affects to the set of views V 1 …V n is given by:
Using (4), the number of updates which affect the view V i is:
The number of modifications which affect the view V i is the number of modifications over the tuples of V i plus the number of modifications over tuples not belonging to V i which after the modification belong to V i . Formally,
The generalization of (7) is:
Case-Based Reasoning
There is not only one solution to the problem described in the previous section. The solutions depend on different factors that are related to the definition of the views (for example the number of fields and tuples of a table used in several views); and they also depend on architectural factors such as the average speed of the information transmission, the average number of transmissions which are necessary to perform maintenance, the volume of information to maintain, etc. In this section, we study all the possible combinations that can take place in the definition of diverse views on a 
For each case, we have computed the cost taking into account all the possibilities (using different number of views). The whole analysis can be found in a publicly available technical report in http://www.dsic.upv.es/~jsilva/research.htm#techs.
From this analysis, we conclude that in cases 1, 2, 3 and 7 the best solution is to consider one single view. In cases 4, 5, 6 and 8 the best solution depends on the parameter ρ and on the cardinality of the views:
then the cost of using one view is smaller than the cost of using two views.
then the cost of using one view or two views is the same. In this case only one view is used.
then the cost of using two views is smaller than the cost of using one view.
Here, V 3 represents a view which contains all the information (and maybe more) stored by V 1 and V 2 .
Case number 9 is more complex since it needs 3 views for maintaining all the information without redundancy. The computation of the cost for this case is shown in a technical report accessible at http://www.dsic.upv.es/~jsilva/research.htm#techs.
Conclusions
There are many works [3, 5, 6, 8, 10, 14, 15] which deal with the use of materialized views in Data Warehouse systems or with the problem of maintenance of these materialized views. However, surprisingly, not much effort [7, 9, 12] has been spent to address the problem of multi-source materialized views. This is an important problem since, for example, it is not possible -or it is really very expensive due to the necessity of duplicate the tables-to maintain in real-time a view that joins tables from different sources. In [13] , we proposed to extend the original views with a set of intermediate views that extract information from just one determined source. But in that work we did not consider how to find out which is the optimal configuration of views taking into account the maintenance costs.
In this paper we have carried out this study analyzing each possible case from the point of view of required space and time consumed for maintenance. To achieve this goal, ECA (Eager Compensating Algorithm) could be used in order to maintain the auxiliary single-source (top level) views.
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