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We demonstrate that the Internet-based work ow paradigm is suitable for creation of dynamically recon gurable desktop environments. In related research, we show that the proposed desktop is particularly suitable for making such an environment collaborative and recordable.
Introduction
The Internet and the on-going evolution of the world-wide web is expected to evolve into a network without technologic, geographic or time barriers { a network over which partners, customers and employees can collaborate at any time, from anywhere, with anyone. Even before the emergence of the Internet, the design of microelectronic systems has been increasingly relying on globally distributed databases, tools, and design teams. The challenge of the Internet is how to make this process more user-friendly, e cient, and e ective { at a cost that is transparent to end-users.
Customization, coordination, and repeated execution of a collaborative Internet-based desktop environment for a speci c design project is a non-trivial task, especially for a complex project involving a large number of distributed data, tools, and team members. To support such e orts, we have developed two utilities: RecordTaker and PlaybackMaker. Since this work started before the advent of JAVA 1], the current prototypes are written in Tcl/Tk 2]. Both can record, playback, and execute the collaborative Internetbased ReubenDesktop environment described in 3, 4]. We argue that recording and playback of collaborative user interactions can be seen as`keeping minutes', not only of the in- Reserved space for .... .... Publisher's Copyright Notice teractive discussions but also of the menu-speci c commands associated with di erent tools on the shared desktop, of userentered data inputs, and of user-queried data outputs. There are other bene ts of recording, such as (1) support for automated software documentation and tutorials, capturing the dynamics of software interactions for playback and review at a later time; (2) study of activities and feedback on how teams actually collaborate, to improve the e ectiveness and e ciency of collaborative environments; (3) remote assistance, by selecting and playing back e ective solutions recorded earlier.
Today, the basic desktop environment of a computer display is largely determined by the windowing/operating system of the host, e.g. MacOS and WindowsNT. The Common Desktop Environment (CDE) that makes applications running on UNIX systems portable and easy to use is a relatively recent commercial development 5]. Alternatively, there is TkDesk 6], a public-domain desktop and le manager for Unix and X written in Tcl/Tk. Prototypes of environments that provide user-con gurable GUI capabilities for collaborative Internet-based desktop computing, with data and applications distributed on di erent hosts, have been demonstrated only recently 7, 3, 4, 8] 1 .
Much of the research on issues addressed in this paper predates the challenges and opportunities that have arisen with the Internet. For example, an overview of research issues related to sharing applications is presented in 9, 10, 11]. Some of the existing systems which provide a recording mechanism include 12, 13, 14, 15] . In most of the systems listed above, the implementation has been done using X protocols 16, 17] . A notable exception is the TkReplay 12] , which provides an extension to Tcl/Tk. The paper is organized into the following sections: (2) background and motivation, to de ne a collaborative environment and illustrate collaborative remote assistance using playback; (3) recording and playback architecture; (4) recording and playback implementation; (5) summary of ??? Internet-based experiments, and (6) conclusions.
