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Abstrakt: Kybernetiká kriminalita je rostouí problém spoleènosti souvisejíí s její infor-
matizaí. Stále èastìji se setkáváme s rùznými úniky dat z dùvìrnýh systémù jako jsou
bankovní institue nebo zdravotniká zaøízení. Vìt¹ina itlivýh dat je ulo¾ena v databá-
zíh. Tato práe se vìnuje mo¾nostem obrany systémù spolupraujííh s databázemi pøed
útoky tehnikou þSQL Injetionÿ.
Tehnika spoèívá ve vkládání èástí SQL kódu do ¹patnì zabezpeèenýh míst vstupu
aplikaí. Tato práe se pokou¹í najít øe¹ení mo¾nosti obrany pøed útokem v prostøedí da-
tabáze. Problém deteke i obrany je obtí¾ný kvùli typiké vrstevnaté arhitektuøe aplikaí,
povaze útoku a mo¾nostem realizae obranného systému.
Zvolený pøístup je kombinaí metod uèení, speikae a signatur útokù. Postupným
vytváøením obrazu dotazù spolupraujííh aplikaí lze stále pøesnìji detekovat útoky s po-
u¾itím informae o pùvodním dotaze. Vytváøený obraz je mo¾né pariálnì nalizovat a
sni¾ovat tak pravdìpodobnost úspì¹ného útoku. Rovnì¾ je mo¾né obraz získat dálkovì na
základì jména aplikae nebo doplnit obraz na základì zatím ulo¾eného vzorku.
Vyvinutý systém je vhodný pro vìt¹inu souèasnýh aplikaí, zahytává známé útoky.
Je shopný útok zastavit pøed vykonáním a automatiky oznaèit zranitelné místo v dotazu.
Následnì zabrání i neznámým útokùm pøes tuto slabinu. Po zahyení útoku poskytuje
systém potøebnou informai k opravì slabiny v aplikai.
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Abstrat: Cyber rime is a growing problem of present soiety resulting from its informatiza-
tion. We meet various data theft reports from ondential systems like bank institutions and
health enters more and more often. The majority of sensitive data is stored in databases.
This thesis deals with possibilities of proteting systems that ooperate with databases from
attaks using the tehnique þSQL Injetionÿ.
The mentioned tehnique exploits vulnerabilities by inserting parts of SQL ode to
inoretly ltered inputs. This thesis investigates possibilities of protetion partiularly in
the database sope. The detetion of the SQL Injetion attaks is diÆult due to a layered
appliation design, harateristis of attaks and feasibility of the protetion system.
The proposed approah is a ombination of learning methods, a query speiation and
a signature detetion. The system is able to use the so far olleted query speiation to
enhane the aurany of the detetion. It is possible to lower the probability of the suessful
attak by partially nalizing the olleted query speiation. It is also possible to aquire
the legal query speiation by downloading from a server searhed by the appliation name
or by a omparison of query samples with the speiation.
The developed system is suitable to work with the most of examined appliations,
it detets known attaks. It is apable of stopping an attak before the exeution and it
automatially sanitizes the vulnerability spot. Consequentially it bans unknown attaks
injeted to the same spot. When an attak is deteted the system gives the information
needed to a orretion of the vulnerability in the appliation.
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Úvod
Masívne roz¹írenie internetu a poèítaèovýh sietí obene vynuuje vývoj a
pou¾ívanie aplikáií sprostredkujúih slu¾by viaerým u¾ivateµom prostred-
nítvom siete. Majorita týhto aplikáií je prístupnýh pomoou webového
prehliadaèa a ih vývojovým ¹tandardom sa stala viavrstvová arhitektúra.
U veµkého perenta zo spomínanýh aplikáií je mo¾né nájs» SQL databázu ako
jednu z komponent. Dvodov pre jej pou¾itie je mnoho: natívna podpora trans-
akií databázou zaruèuje konzisteniu dát, databáza sprístupòuje informáie
naprieè aplikáiami, poskytuje jednoduhé spojenie s riadiaou aplikáiou, po-
skytuje mo¾nos» paralelného prístupu k dátam a mnohé iné.
Databáza m¾e obsahova» itlivé údaje, èo podneuje snahu hakerov k vý-
voju tehník útoèiaim práve na systémy spolupraujúe s SQL databázami.
Jednou z nih je SQL Injetion a predmetom tejto diplomovej práe je navr-
hnú» systém obrany a detekie takýhto útokov. Pre úèel vysvetlenia podstaty
mehanizmu útoku poslú¾i model napadnutého systému, ktorého arhitektúra
bude redukovaná na riadiau aplikáiu a SQL databázu. Bez újmy na obe-
nosti je mo¾né predpoklada», ¾e riadiaa aplikáia obstaráva aplikaènú logiku
a databáza slú¾i ako spolupraujúe úlo¾i¹te dát. Tok informáií je v modeli
následovný: Aplikáia prijíma podnety od u¾ivateµa, na ih základe zostavuje
dotazy v jazyku SQL a odosiela ih do databázy. Z databázy dostáva na dotaz
odpoveï { dáta, ktoré spraováva a prezentuje ïalej. Príèinou vzniku slabiny
je nedokonalos» v o¹etrení vstupu od u¾ivateµa, typiky na strane riadiaej ap-
likáie. V proese tvorby SQL dotazu m¾u vznika» slabiny umo¾òujúe, aby
vlo¾enie ¹peikého vstupu u¾ivateµom spsobilo interpretáiu dotazu inak,
ako autor aplikáie zamý¹µal.
Ako ilustráia poslú¾i príklad elektronikej knihovne: Neh databáza ob-
sahuje zoznam kníh, riadiaa aplikáia umo¾òuje u¾ivateµovi vypísa» zoznam
kníh autora, ktorého meno zadá. Riadiaa aplikáia má vo svojom programo-
vom kóde predpripravený dotaz pre databázu: Vypí¹ zoznam kníh, ktorýh
autorom je X. Za premennú X aplikáia textovo doplní meno autora, ktoré za-
slal u¾ivateµ. V prípade, ktorý oèakával programátor, prauje aplikáia správne
{ databáza vypí¹e zoznam kníh napr. od Karla Èapka. Problém nastane, ak
u¾ivateµ vlo¾í k menu autora e¹te kód, ktorý je interpretovaný databázou ako
príkaz { napríklad: þKarel Èapek; Zma¾ v¹etky knihyÿ. Takto vznikne dotaz,
ktorý v prvom kroku vyhodnotenia zobrazí zoznam, v druhom v¹ak zma¾e
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v¹etky knihy, a to autor aplikáie povoli» nehel.
SQL Injetion patrí do skupiny útoènýh tehník realizovanýh vkladaním
kódu (odtiaµ názov injetion). Problém detekie takéhoto typu útoku na infor-
maèný systém je zlo¾itý, a ani doteraz známa literatúra neposkytuje dokonalé
rie¹enie. Zlo¾itos» detekie je zapríèinená obtia¾nym zhroma¾ïovaním informá-
ie vo vrstevnatej arhitektúre, kde ka¾dá vrstva obsahuje len èas» potrebnej
informáie, a najmä faktom, ¾e detekèný systém nie je shopný automatiky
zisti», ktoré vstupy hel autor aplikáie povoli». V uvedenom príklade by sa
obranný systém musel dovtípi», ¾e autor Elektronikej knihovne nehel u¾i-
vateµovi dovoli» knihy maza».
Ostáva e¹te zamyslie» sa nad otázkou, preèo sa programátori dopú¹-
»ajú hyby pri vývoji aplikáií, ktorá umo¾òuje zneu¾i» informáie vklada-
ním SQL kódu. Príèinami sú: potreba vývoja veµkého mno¾stva aplikáií, kto-
rého sa zhostia µudia bez potrebného vzdelania, nároèné termíny stanovované
pri vývoji, nevedomos» programátora o existenii útoku, neµahká odhaliteµnos»
zraniteµného miesta, obtia¾na testovateµnos» náhylnosti aplikáie, nevhodné
uká¾kové príklady na internete a ïal¹ie.
Problém s bezpeènos»ou dát ulo¾enýh na poèítaèoh pripojenýh k inter-
netu je vá¾ny, autori populárnyh èlánkov uvádzajú existeniu trhu s osobnými
údajmi, na ktorom eny klesajú a¾ k desiatkám entov za jeden záznam s infor-
máiou o platobnej karte s PINom a jej majiteµovi. Útoèníkmi získané dáta sa
dajú zneu¾i» na desiatky spsobov: od rznyh foriem vydierania, ez nanènú
trestnú èinnos», drogovú kriminalitu spojenú s neoprávneným predpisovaním
liekov, atï. Zúfalos» momentálnej situáie ohµadom bezpeènosti informaènýh
systémov dokresµuje i fakt, ¾e ako obrana proti zneu¾ívaniu údajov sa pou¾íva
distribúia falo¹nýh, èo zni¾uje dveryhodnos» ukradnutýh a tým i ih enu.
Podµa analýzy [1℄ zraniteµnýh webovýh stránok bezpeènostnej organi-
záie WhiteHatSe je útokmi SQL Injetion napadnuteµnýh 16% stránok a
je piatou najpopulárnej¹ou metódou útoèenia. Výzkum organizáie Web App-
liation Seurity Consortium [2℄ reportuje 9% web aplikáií napadnuteµnýh
útokmi SQL Injetion so zistenými 2500 hybnými aplikáiami a a 6500 zra-
niteµnými miestami.
Cieµ práe
Cieµom tejto práe je pre¹tudova» metódy napádania databáz tehnikou
SQL injetion. Na základe získanýh znalostí navrhnú» systém detekie a ob-
rany proti týmto útokom, realizova» návrh nad vybranou databázou, odhadnú»
spoµahlivos» detekie a otestova» systém na vzorovýh programoh.
Hlavným problémom, s ktorým sa systémy obrany, a tým pádom i táto
práa, potýkajú, je detekia útoku. Obene sa jedná o nerozhodnuteµný prob-
lém, preto¾e nie je mo¾né zisti», ktoré vstupy sú pre danú aplikáiu prípustné a
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pri ktorýh sa jedná o útok. Vïaka ¹irokej vyjadrovaej shopnosti jazyka SQL
nie je mo¾né ani jednoduhé zameranie sa na pravdepodobné, èi vzorové kon-
¹trukie útokov. Takéto detekèné systémy boli vytvorené po objavení sa tohoto
typu útoku na existujúej báze programov detekujúih sie»ové útoky a ukázali
sa ako neúèinné. I podproblém detekie útoku, detekia útoèníkom vlo¾eného
kódu, je z»a¾ená vrstevnatou arhitektúrou systému, kde ka¾dá z vrstiev obsa-
huje len èas» potrebnej informáie, navia m¾u by» jednotlivé vrstvy systému
uzavreté, neprístupné analýze èi sledovaniu toku informáie, alebo pod kon-
trolou útoèníka (myslí sa najmä klientská èas» aplikáie).
Snahou práe bude, na základe vhodnýh predpokladov, útok detekova»
s èo najväè¹ou spoµahlivos»ou. To bude èini» detekèný systém vhodný na pou-
¾itie najmä v kritikýh systémoh, ktoré sú pod dohµadom správov, kde zis-
tenie prítomnosti útoku vyvolá opravu hyby a zaelenie zraniteµného miesta.
Na základe analýzy hovania sa aplikáií v rznyh prostrediah bude sna-
hou navrhnú» systém detekie dostatoène kongurovateµný, aby vyu¾il povahu
prostredia, do ktorého bude poteniálne nasadený.
Kapitola 1
Popis problému
1.1 Jazyk SQL
Táto kapitola zavádza potrebné termíny, vysvetµuje základy jazyka SQL, uka-
zuje komponentový model napadaného systému, denuje pojem SQL Injetion.
Pre objasnenie mehanizmu útoku SQL Injetion je nutná znalos» ja-
zyka SQL.
SQL (skratka z anglikého Strutured Query Language) je ¹tandardizo-
vaný dotazovaí jazyk pou¾ívaný pre práu s dátami v prostredí relaènýh da-
tabáz. Momentálne jazyk ¹tandardizujú organizáie ISO a ANSI, ktoré vydali
¹tandardy pod oznaèením: SQL-86, SQL-89, SQL-92, SQL:1999, SQL:2003,
SQL:2006, SQL:2008.
Implementáií databáz pou¾ívajúih dotazovaí jazyk SQL sú desiatky:
Orale, SQL Server, MySQL, PostgreSQL, Teradata atï. Jednotliví dodávate-
lia v¹ak implementujú ¹tandardy len zèasti a dá sa poveda», ¾e posledné úplné
implementáie zaznamenal ¹tandard SQL-92. Vo vz»ahu k tejto prái nemá
upnutie sa na niektorý zo ¹tandardov význam, preto bude ïalej uva¾ovaný
dialekt SQL podµa kontextu skúmaného útoku. Stalo sa ¹tandardom obohati»
pri implementáii tento databázový jazyk o ¹peikú funkènos», ktorá zvy¹uje
vyjadrovaiu a výpoèetnú silu jazyka, prípadne umo¾òuje interakiu s nedata-
bázovým prostredím { myslí sa predov¹etkým s operaèným systémom. Práve
jednotlivé proprietárne roz¹írenia jazyka sú z pohµadu analýzy tehniky útoku
SQL Injetion zaujímavé.
Príkazy jazyka SQL sa sémantiky delia do ¹tyroh skupín:
DDL { Data Dention Language { jazyk deníie dát
príkazy: CREATE, ALTER, DROP, COMMENT, . . .
DML { Data Manipulation Language { jazyk manipuláie s dátami
príkazy: INSERT, SELECT, UPDATE, DELETE, MERGE, . . .
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DCL { Data Control Language { jazyk kontroly prístupovýh práv
príkazy: GRANT, REVOKE, . . .
TCL { Transation Control Language - jazyk kontroly transakií
príkazy: COMMIT, SAVEPOINT, ROLLBACK, . . .
Ako vyplýva z analýzy slabín z arhívu stránok Seurity Fous [3℄, zïaleka
najèastej¹ie injektované sú príkazy skupiny DML. Je to dané ih sémantikou a
tým, ¾e väè¹ina programov operuje u¾ nad vytvoreným shématom databázy,
denovaným DDL príkazmi, a nastavenými právami DCL príkazmi. Kontrola
transakií je buï statiky zakódovaná v programe, prípadne nastavená impli-
itne automatikým potvrdením transakie { tzv. autoommit.
Dohoda:
Pojem dotaz bude v prái pou¾ívaný vo význame textu z dotazovaieho jazyka,
teda mno¾iny výrazov denovaným nad nejakou abeedou.
1
Pre zjednodu¹enie orientáie v SQL príkazoh nazvime èasti príkazu me-
dzi obvyklými kµúèovými slovami podµa prvého kµúèového slova. Ako napríklad
v selet príkaze: zoznam vybranýh atribútov selet èas»ou dotazu, výber tabu-
liek from èas»ou dotazu a podmienku za kµúèovým slovom where where èas»ou
dotazu.
1.2 Komponentový model skúmaného sys-
tému
1.2.1 Logiký pohµad
U¾ivateµ informaèného systému spolupraujúeho s databázou obvykle neza-
dáva príkazy pre databázu priamo v jazyku SQL. Zostavenie SQL príkazu
má na staros» nejaká èas» aplikáie, ktorá buï na základe po¾iadavku u¾iva-
teµa, alebo asynhrónne pripraví príkaz a ez dohodnuté rozhranie ho odo¹le
na spraovanie databáze. U¾ivateµ komunikuje s aplikáiou prostrednítvom
u¾ivateµského rozhrania. Aplikáia s databázou prostrednítvom databázového
rozhrania
2
(viï obr. 1.1). Detailnej¹í model aktivít je na obr. 1.2.
1
V teórii býva databázovým dotazom oznaèená èiastoène rekurzívna funkia nad nejakým
relaèným shématom s istými vlastnos»ami.
2
Existuje kategória útokov metódou SQL Injetion, pri ktorýh je pou¾itý len databázový
klient a databáza samotná. V tom prípade sa u¾ivateµ dotazuje priamo jazykom SQL, logikú
úlohu aplikáie preberá proedurálne roz¹írenie jazyka SQL (viï útok Lateral SQL Injetion).
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Obr. 1.1: Logiké shéma systému.
Obr. 1.2: Model aktivít prebiehajúih v systéme. Klientská èas» oznaèená
modrou, servrová zelenou, databázová oran¾ovou farbou.
1.2.2 Fyziký pohµad
Fyziké rozlo¾enie jednotlivýh komponent sa m¾e variova». Vstavané (em-
bedded) SQL databázy sú nedeliteµnou súèas»ou hostiteµskej aplikáie a elý
systém je umiestnený na jednom poèítaèi. Protipól tvoria distribuované sys-
témy, v ktorýh ako aplikaèná èas», prevádzkovaná na aplikaènýh serveroh,
tak i databáza sú umiestnené na rznyh uzloh a medzi nimi m¾e existova»
elá rada sie»ovýh periférií i ïal¹íh komponent ako vyva¾ovaèe zá»a¾e (tzv.
loadbalaner) apod. Príklady rznej fyzikej arhitektúry sú na obr. 1.3a a
1.3b.
Najèastej¹ie napádanou fyzikou arhitektúrou býva tá, pri ktorej je útoè-
ník od databázy i riadiaej aplikáie oddelený sie»ou. Objektom útoku metódou
SQL Injetion sú dáta v databáze, a preto pri umiestnení elého systému na
útoèníkov poèítaè existujú jednoduh¹ie spsoby, ako dáta z databázy získa».
Ak to nebude uvedelné expliitne, v ïal¹om texte bude predpokladom fyziká
arhitektúra, kde útoèník kontroluje klientskú èas» aplikáie a je od servrovej
èasti, tj. od riadiaej aplikáie a databázy, separovaný sie»ou.
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(a)
(b)
Obr. 1.3: Diagram textového editora (a), diagram obsluhy www stránok (b).
1.3 Príèiny vzniku slabiny
Z pohµadu skúmania útokov metódou SQL Injetion je podstatná èas» ap-
likáie zostavujúa SQL dotaz. K zostaveniu dotazu existuje viaero prístu-
pov, relevantný prístup predstavuje kon¹trukia SQL príkazu vo forme texto-
vého re»aza. Ten sa skoro výluène vytvára zre»azením predpripravenýh èastí
SQL kódu a informáií od u¾ivateµa.
dotaz:='SELECT
znamka, predmet
FROM znamky z, studenti s
WHERE s.islo studenta = z.islo studenta
and s.login = '''jjloginjj''' and s.heslo='''jjheslojj'''
and datum udelenia between date''2008-01-09''
and date''2009-06-30''';
Príklad 1: Èas» PL/SQL kódu zostavujúeho SQL príkaz
Zre»azovanie èastí dotazu tvorí predpoklad vzniku slabiny v systéme na-
padnuteµnej útokom SQL Injetion. Z pohµadu na takto zostavený kód je zjavné
bezpeènostné riziko: u¾ivateµský vstup tvorí èas» príkazu vykonaného v pro-
stredí databázy, kde sa nahádzajú itlivé údaje.
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Proes, pri ktorom zostavuje aplikáia SQL dotaz poèas behu programu
dynamiky, bude nazvaná tvorba dynamikého SQL a výsledný dotaz dyna-
miké SQL.
Dvody pou¾ívania dynamikého SQL sú predov¹etkým tieto:
1. Jednoduhos» výmeny informáií s databázou zlo¾ená z krokov:
 zostavenie re»aza dotazu
 odoslanie dotazu do databázy { jedným volaním rozhrania
2. Znovupou¾iteµnos» vytvoreného vzoru komunikáie s databázou
 nutná len zmena kon¹trukie re»aza { dotazu
3. Vysoká variabilita dotazu
 mo¾nos» pou¾i» parametrizáiu pre µubovoµnú èas» dotazu
4. Jednoduhé vynehanie èastí dotazu
 najmä èastí where podmienky
 pre nezadané parametre sa z dotazu redukuje èas» výberového kri-
téria
Problémom pri zre»azovaní èastí predpripraveného kódu a u¾ivateµského
vstupu je udr¾a» stanovenú sémantiku výsledného SQL dotazu. Stanovenou
sémantikou sa myslí úèel dotazu, pre ktorý autor aplikáie príslu¹nú èas» kódu
vytvoril. Úèelom dotazu v príklade 1 je výpis zoznamu známok a predmetu. Za
istýh predpokladov je mo¾né, vlo¾ením vhodného re»aza do parametru login,
spsobi», aby významom výsledného dotazu bolo zmazanie tabuµky ¹tudentov
v databáze. Pre väè¹inu aplikáií platí predpoklad, ¾e vstup od u¾ivateµa by
mal predstavova» hodnotu literálu, èi¾e nepodieµa» sa na zmene gramatikej
¹truktúry dotazu. Za tohto predpokladu je mo¾né za príèinu SQLi oznaèi»
zmie¹anie dátovýh a kontrolnýh kanálov aplikáie.
Obene je príèinou vzniku slabiny napadnuteµnej útokom SQL Inje-
tion nedokonalos» v proese, ktorý zabezpeèuje udr¾anie povoleného významu
SQL dotazu. Takáto nedokonalos», alebo hyba, m¾e vznika» na viaerýh
miestah v systéme a z viaerýh príèin. Budú uvedené vybrané príèiny:
 Absenia kontroly vstupu
Pri uva¾ovaní o univerzu prípustnýh vstupov od u¾ivateµa vynehá
autor kódu mo¾nos» zadania významovýh elementov jazyka SQL,
ako kµúèové slova a metaznaky.
 Nedokonalos» kontroly vstupu
Útoèníkovi sa podarí zostavi» vstup tak, aby ho kontrola vstupu
neodmietla, a zároveò tak, aby dosiahol ieµa.
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 Zmena konguráie prostredia
Útoèníkovi sa podarí zmeni» nastavenia prostredia tak, aby prí-
pustný vstup spsobil zmenu sémantiky dotazu.
 Nehránený kód
Útoèníkovi je umo¾nené meni» kód aplikáie, napríklad klientskú
èas» obsahujúu kontroly vstupu.
 Neoèakávaný vstup
Útoèník zmanipuluje hodnotu, ktorá nepredstavuje be¾ný u¾ivateµ-
ský vstup, ale je pou¾itá pri kon¹trukii dotazu.
1.4 Odoslanie SQL kódu z programovaieho
jazyka
Pre v¹etky moderné programovaie jazyky existujú kni¾nie funkií umo¾òu-
júe komunikáiu s databázou. Presnej¹ie sa roz¹írenia oznaèujú skratkou API
z anglikého appliation programming interfae, èi¾e rozhranie pre programo-
vanie aplikáií. Je to sada tried, funkií a proedúr, ktoré m¾e pre daný úèel
programátor vyu¾íva». Pre pripojenie do databáz poskytujú ih autori im-
plementáie rznyh API ¹tandardov, ako napríklad ODBC, JDBC, ADO,
ADO.NET. Volania kµúèovýh funkií sa lí¹ia podµa ¹tandardu a jazyka, lo-
gika je v¹ak zhodná. Pre dokreslenie èasti arhitektúry v riadiaej aplikáii
a mo¾né obmedzenia dotýkajúe sa tehniky SQL injetion uvedieme príklad
kódu v C# pre volania API ADO.Net:
//Vytvor SqlPripojenie do databaze.
using (SqlConnetion onnetion = new SqlConnetion(onnetionString))
f
//Vytvor SqlAdapter pre tabulku uzivatelov
SqlDataAdapter adapter = new SqlDataAdapter();
// Otvor spojenie
onnetion.Open();
// Vytvor SqlPrikaz na ziskanie dat o uzivatelovi.
SqlCommand ommand = new SqlCommand("SELECT heslo, meno uzivatela
FROM uzivatelia;",onnetion);
ommand.CommandType = CommandType.Text;
// Prirad prikaz k datovemu adapteru.
adapter.SeletCommand = ommand;
// Napln dataset.
DataSet dataSet = new DataSet("uzivatelia");
adapter.Fill(dataSet);
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ommand.ExeuteNonQuery();
ommand.ExeuteReader();
ommand.ExeuteSalar();
onnetion.Close();
Cieµová databáza je identikovaná re»azom onnetionString. Tento re-
»aze obsahuje informáie o umiestnení databázy, autentikaèné údaje, voli-
teµne primárnu databázu a ïal¹ie údaje. Èas» implementáií pou¾íva na urèe-
nie umiestnenia databázy re»aze ¹tandardu URI, universal resoure identier.
Príklad re»aza onnetionString:
"Data Soure=SERVER;Initial Catalog=Northwind;"+
+ "Integrated Seurity=SSPI"
Postup a význam volaní API funkií je následovný. Najprv sa vytvorí ob-
jekt pripojenia k databáze sqlConnetion svojim kon¹truktorom. Spustením
metódy open navia¾e sie»ové spojenie medzi riadiaou aplikáiou a databá-
zovým serverom. Volaním kon¹truktora SqlCommand sa vytvorí objekt zapú-
zdrujúi SQL príkaz. Jeho parametrom je text SQL príkazu. Jednou z vlast-
ností objektu SqlCommand je ommand type, v konkrétnej implementáii je
na výber z prednastavenýh hodnt text, StoredProedure a TableDiret. Na-
stavenia na TableDiret a StoredProedure spsobia, ¾e obsah re»aza bude
interpretovaný ako meno tabuµky, resp. proedúry a ak uva¾ujeme o ih ma-
nipuláii útoèníkom, nejde o útok metódou SQLi, ale o hybu v programe. Zo
skúseností sa dá predpoklada», ze vo väè¹ine programov je nastavenie typu
príkazu na text, ktoré umo¾òuje zada» µubovoµný SQL príkaz ako parameter
spomínaného kon¹truktora. Samotné odoslanie príkazu do databázy a èítanie
návratovýh hodnt sa uskutoèní po volaní jednej z metód Exeute. Samotné
volanie v¹ak syntax SQL príkazu nijak neobmedzuje, ovplyvòuje len správa-
nie sa programu k výstupu z databázy. Primárne sú metódy rozdelené podµa
pou¾itia takto:
1. ExeuteNonQuery { pre dotazy nevraajúe výsledok ako reláiu, ta-
buµku. Napríklad insert, delete, . . .
2. ExeuteSalar { pre dotazy vraajúe práve jeden riadok s jedným atribú-
tom. Návratovou hodnotou je hodnota spomínaného atribútu. Napríklad
SELECT COUNT(*) FROM TABLE
3. ExeuteReader { pre dotazy vraajúe reláiu. Pre dotaz je otvorená
obdoba kurzoru v databáze a pomoou metódy read volanej na príslu¹ný
objekt je mo¾né získa» hodnoty z reláie. Napríklad SELECT * FROM
TABLE
Z povahy návratovej hodnoty je zrejmé urèenie jednotlivýh volaní me-
tód exeute. Pri pou¾ití na typ dotazu mimo urèenia, máme na mysli najmä
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v súvislosti s vlo¾ením èasti, alebo iného príkazu pomoou SQLi, nevyvolá
výnimku. Jednotlivé volania sa lí¹ia navonok len implementáiou prevzatia
návratovej hodnoty. NonQuery návratovú hodnotu nepreberá, ExeuteSalar
vráti hodnotu prvého atribútu prvého riadku reláie. ExeuteReader dovoµuje
získa» postupne elú tabuµku, ak je jej argumentom SQL príkaz nevraajúi
reláiu, volanie Read sa hová podobne ako u prázdneho datasetu. U v¹et-
kýh troh typov exeute metód je dokona mo¾né neha» vykona» rzne typy
SQL príkazov v jednom volaní oddelené bodkoèiarkou.
ommand = new SqlCommand("SELECT heslo, meno uzivatela
FROM uzivatelia;DELETE FROM uzivatelia;",onnetion);
1.5 SQL Injetion
Deníia: SQL Injetion (z anglikého injet { vlo¾i») je tehnika útoku voèi
systému, pri ktorom útoèník vkladá èasti SQL kódu do vybranýh miest vstupu
aplikáie za úèelom pozmeni» pvodnú sémantiku vyhodnoovaného výrazu.
Cieµom vlo¾enia kódu je prevedenie ¹kodlivej akie, expozíie, alebo pozme-
nenie itlivej informáie, naru¹enie alebo znièenie systému, alebo prevzatie
kontroly nad systémom.
Alternatívna deníia: SQL Injetion je shopnos» vklada» SQL príkazy do
SRBD ez existujúu aplikáiu.
V ïal¹om texte bude pou¾itá skratka SQLi vo význame SQL Injetion
a SQLi bude vystupova» v dvoh významoh: Ako názov pre metódu útokov
tehnikou SQLi, alebo ako jeden útok metódou SQLi.
1.5.1 SQLi a databázy
Táto èas» menuje databázy, v ktorýh prostredí je mo¾né SQLi útok realizova».
Existuje ¹iroká ¹kála databáz, ktoré sa lí¹ia dotazovaím jazykom, dáto-
vým modelom a výpoèetným modelom. Podµa týhto troh kritérií sa dajú
rozdeli» na relaèné, objektovo{relaèné, objektové a deduktívne.
1. Deduktívne databázy
 Dátový model sa skladá z dvoh základnýh èastí: extenzionálna
èas» obsahuje základné fakty, intenzionálna èas» obsahuje pravidlá
alebo virtuálne reláie.
 Dotazovaím jazykom je Datalog, jazyk zalo¾ený na syntaxi Pro-
logu.
2. Objektové databázy, objektovo orientované databázy (OODB)
 Dátový model urèený pre uhovávanie objektov.
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 Dotazovaí jazyk splýva s programovaím jazykom. Systém riadenia
databázy sprostredkuje databázové operáie nad objektami v neja-
kom z objektovýh programovaíh jazykov. Väè¹ina OODB posky-
tuje i dotazovaí jazyk, ih ¹tandardizáia je nízka. Pokus o ¹tadar-
dizáiu previedla skupina ODMG pod názvom OQL{Objet Query
Language [4℄.
3. Relaèné databázy
 Dátový model obsahuje tabuµky ako obraz reláií.
 Dotazovaím jazykom je SQL, jednotlivé implementáie poskytujú
vlastné roz¹írenia PL-SQL, T-SQL, PSQL, PL/PSM.
4. Objektovo{relaèné databázy
 Dátový model obsahuje tabuµky ako obraz reláií.
 Výpoèetný model v porovnaní s relaènými databázami obsahuje
roz¹írenie o niektoré objektové rysy.
 Dotazovaím jazykom je SQL roz¹írený o práu s abstraktnými dá-
tovými typmi a u¾ivateµsky denovanými funkiami a metódami.
SQLi je metóda útokov vykonávaná prostrednítvom vkladania SQL kódu.
To z úvah o mo¾nýh pou¾itýh databázah v napadnuteµnýh systémoh vy-
luèuje deduktívne databázy a objektovo{orientované databázy. Pri ïal¹íh
úvaháh o útokoh bude impliitným predpokladom relaèná databáza. Ak
bude daný typ útoku zásadne ovplyvnený pridanými objektovými vlastnos-
»ami objektovo{relaènýh databází, bude to uvedené samostatne.
1.5.2 Taxonómia útoku SQLi
V tejto èasti bude metóda SQLi zaradená do taxonómie informatikýh útokov
a zároveò jednotlivé SQLi útoky do kategórií.
Ako je zrejmé zo shémat komponent útoku SQLi, v ISO/OSI modeli bude
útok prebieha» na aplikaènej vrstve. Fyziké rozlo¾enie jednotlivýh kompo-
nent, potrebnýh pre vznik napadnuteµnej slabiny, m¾e by» rznorodé { do-
kona je mo¾né SQLi útok realizova» na jednom poèítaèi, teda bez pou¾itia
fyzikého sie»ového spojenia.
Existujúe kategorizáie sie»ovýh útokov nevystihujú harakter útoku do-
statoène, a preto zaradíme útoky SQLi do obenej¹ej taxonómie informatikého
útoku na informaèný systém podµa [5℄:
 Z hµadiska harakteru rozdeµujeme útoky na aktívne a pasívne. SQLi
patrí medzi útoky pasívne, teda medzi tie, ktoré nevy¾adujú ¾iadnu ak-
tivitu zo strany útoèníka, ktorá by mohla prezradi» jeho pobyt na sieti, a
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takisto útok typiky nemá vplyv na výkon systému a zmeny jeho kongu-
ráie. V istýh inteniáh vykazujú niektoré SQLi útoky vlastnosti aktív-
neho útoku, napríklad pri spú¹»aní príkazovej riadky a menení kongu-
ráie systému jej prostrednítvom, prípadne zámerne vyvolávajú zmeny
v zá»a¾i a tak i vo výkone systému { pri útokoh tzv. Blind SQLi.
 Podµa úèelu útoku je mo¾né SQLi harakterizova» ako útok kompromi-
tujúi dáta tým, ¾e útoèník m¾e získa» kontrolu nad obsahom databázy,
pozmeni», alebo odudzi» dáta.
 Spú¹»aím mehanizmom útoku SQLi je nepodmienené spustenie. Exis-
tujúa hyba v programe je vyu¾iteµná kedykoµvek a samotný útok je
nezávislý na stave ieµového systému. Za èiastoènú výnimku z tohto pra-
vidla by sa dali pova¾ova» útoky Seond order SQLi, pri ktorýh v prvej
fáze útoèník nainjektuje kód do úlo¾i¹»a, kde ¹kodlivý kód èaká na spus-
tenie do denovaného stavu napadnutého systému.
 Z hµadiska po¾iadavku na spätnú informáiu je pre útok obvykle vy-
¾adovaná spätná informáia a existujúe spojenie medzi útoèníkom a
napadaným systémom. Podµa obsahu spätnej informáie riadi útoèník
pokraèovanie útoku a takisto získava neautorizované informáie. V prí-
pade útoku na známu slabinu s úèelom znehodnotenia dát nemusí by»
spätná informáia pre útok nevyhnutne potrebná.
 Z hµadiska sie»ového segmentu je SQLi útok intersegmentový. Medzi útoè-
níkom a ieµovým objektom m¾e by» nula a¾ niekoµko sie»ovýh zariadení
a dátovýh tokov.
 Z hµadiska ISO/OSI modelu sa útok odohráva na aplikaènej vrstve.
 Pozíia útoèníka vzhµadom k ieµovému systému m¾e by» obojakého
druhu { vonkaj¹ia i vnútorná. To znamená, ¾e útoèník m¾e i nemusí
ma» voµný prístup k systému, dostatok èasu na prevedenie útoku, prístup
k systému i do budúna, znalos» prostredia atp.
1.5.3 Rozdelenie útokov metódou SQLi podµa zvolenýh
kritérií
©kála útokov metódou SQLi je veµmi pestrá, èo je dsledok veµkého poètu
miest, kde programátor informaèného systému m¾e vytvori» slabinu. Ka¾dý
z útokov je ¹itý na mieru slabine, a preto je »a¾ké nájs» kategórizáiu tak,
aby pokryla elú ¹kálu a vystihovala povahu útokov. Existuje v¹ak niekoµko
dobrýh rozdelení útokov, a to najmä:
1. Podµa spsobu priesaku informáie
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 In-Band { v pásme (union útok, exeption útok)
 Out-Band { mimo pásma
 Interferene { skladanie indikátorov
 bez spätnej informáie
2. Podµa èasu vykonania ¹kodlivého dotazu
 First order { priame vykonanie
 Seond (Higher) order { odlo¾ené vykonanie
In-Band priesak informáie znamená, ¾e útoèník získa neautorizovanú in-
formáiu prostrednítvom rovnakého kanálu, akým aplikáia komunikuje s u¾i-
vateµom. Tento typ priesaku informáie je najèastej¹í. Typikým príkladom sú
webové stránky zobrazujúe výsledok SQL príkazu bez zlo¾itýh následnýh
transformáií v podobe tabuµky, alebo v textovej forme. Ak detekuje útoèník
náhylné miesto vykazujúe známky In-Band priesaku informáie, siahne po
ïal¹íh postupoh, ktorýh dve hlavné kategórie sú union útok a exeption
útok.
Out-Band priesak informáie oznaèuje spsob získania informáie mimo
kanál be¾nej komunikáie u¾ivateµa s aplikáiou, ktorým býva èasto http pro-
tokol. Prostrednítvom vstavanýh funkií volanýh zo SQL príkazu je mo¾né
vytvori» súbor, odosla» e-mail atp. Takto vytvorenú informáiu získa útoèník
pomoou iného protokolu, napr. ftp, e-mail.
Interferene oznaèuje získavanie informáie prostrednítvom sledovania
rznyh indikátorov. Indikátormi m¾u by» za»a¾enie systému, èas odozvy.
Pre útok typu Interferene sa zau¾íval pojem Blind SQL injetion, alebo SQLi
naslepo.
Kapitola 2
Typy útokov
Táto kapitola popisuje mehanizmus jednotlivýh útokov, menuje dvody k po-
u¾itiu danej tehniky. Na záver ka¾dého útoku sú uvedené znaky dotazu, ktoré
m¾u indikova» útok.
2.1 Union útok
K injektá¾i kódu útoèníkom dohádza najèastej¹ie do hodnt literálov vo
where podmienke selet príkazu. Je to dané viaerými faktormi:
 Selet príkaz sa ako jediný pou¾íva na zis»ovanie obsahu dát v databáze.
 Doména a poèet atribútov sú pre jednotlivé volania vykonania SQL prí-
kazu v programe väè¹inou nemenné a programátor po návrate z volania
predpokladá vopred danú ¹truktúru odpovede. To implikuje xnú èas»
príkazu medzi kµúèovými slovami selet a from.
 Where podmienka urèuje podmienku výberu n-tí z reláie, tj. riadkov
z tabuµky a obsahuje literály, ktorýh hodnoty bývajú preberané z u¾i-
vateµského vstupu.
Uva¾ujme modelový príklad takto zraniteµného miesta: Jeho jadrom je
selet príkaz, ktorý sa zostaví v tele programu, alebo vo vlo¾enej proedúre.
©truktúra príkazu je takáto:
SELECT
stlpe 1, stlpe 2,...,stlpe n
FROM
tabulka
WHERE
F 1 AND stlpe Y='vlozena hodnota' AND F 2
20
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Stlpe 1 a¾ stlpe n je zoznam názvov ståpov výslednej mno¾iny dát a
spolu so svojimi doménami urèujú shému výslednej reláie, tabulka reprezen-
tuje výberovú mno¾inu, F 1 a F 2 sú èasti where klauzúly. Stlpe Y je názov
atribútu. Konkrétny príklad zraniteµného miesta by bol následovný:
CREATE OR REPLACE PROCEDURE ZRANITELNA(login IN VARCHAR2,
heslo IN VARCHAR2,vysledok OUT SYS REFCURSOR)
IS
dotaz VARCHAR2(1000);
BEGIN
dotaz:='SELECT znamka, predmet
FROM znamky z, studenti s
WHERE s.islo studenta = z.islo studenta
and s.login = '''jjloginjj''' and s.heslo='''jjheslojj'''
and datum udelenia between date''2008-01-09''
and date''2009-06-30''';
OPEN vysledok FOR DOTAZ;
END;
Pri behu programu djde k analógii otvorenia kurzora pre selet príkaz,
ktorý vybere riadky z mno¾iny tabulka, podµa klauzúly vo where podmienke.
Riadiaa aplikáia následne na otvorený kurzor v ykle aplikuje volanie obvykle
nazývané feth, ktorým vyzdvihne záznamy.
Èastým javom je, ¾e miesto náhylné na útok SQLi vznikne v èasti prog-
ramu, v ktorej sa zostavuje dotaz nad mno¾inou tabuliek, ktorýh obsah nie
je pre útoèníka zaujímavý. Navia je útoèník obmedzený u¾ preddenovanou
èas»ou SQL dotazu (v uva¾ovanom príklade èas»ou pred slovom stlpe Y), kto-
rej zmenu nevie vyvola» prostrednítvom injektá¾e kódu do where podmienky.
Nutnos» re¹pektova» gramatiku SQL jazyka núti útoèníka bra» ohµad na èas»
výberovýh kritérií pred miestom injektá¾e a podobne korektne napoji» zvy¹ok
predpripraveného dotazu { F 2 za miestom vlo¾enia. Ovplyvòovaním výbero-
vého kritéria vo where podmienke sa v¹ak dá dosiahnu» prinajlep¹om výberu
v¹etkýh záznamov z mno¾iny tabulka, s èím sa útoèník nemusí uspokoji».
Na získanie údajov z novej tabuµky vyu¾ije útoèník jednu z kon¹trukií jazyka
SQL:
Spojenie: Spojenie reláií je v jazyku SQL mo¾né zapísa» pomoou dvoh
syntaxí, ktoré sú uvedené na následujúih príkladoh.
SELECT * FROM studenti s, znamky z
WHERE s.islo studenta = z.islo studenta
SELECT * FROM studenti s
JOIN znamky z
ON s.islo studenta = z.islo studenta
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Sub-selet: Subselet je ¹peiálny prípad selet príkazu, ktorý sa dá pou¾i»
v èasti iného SQL príkazu (v uva¾ovanom prípade iného selet príkazu).
Za predpokladu, ¾e subselet vraia jednoriadkovú reláiu so shémou
obsahujúou jednu doménu, je mo¾né pou¾i» tento príkaz miesto hodnoty
literálu ako napríklad v:
SELECT * FROM studenti
WHERE datum narodenia = (SELECT max(datum narodenia)
FROM studenti)
Druhým prípadom pou¾itia subseletu je vytvorenie zoznamu a pou¾itie
v klauzúle in, alebo exists:
SELECT * FROM studenti
WHERE menojj' 'jjpriezvisko
IN (SELECT ele meno FROM zoznam uastnikov vyletu)
Mno¾inové operáie: Mno¾inové operáie zjednotenie, prienik, rozdiel majú
v jazyku SQL príkazové ekvivalenty union, interset, minus.
V uva¾ovanom prípade injektovania kódu do literálu vo where podmienke
je pre útoèníka nevhodné pou¾i» spojenie, preto¾e jeho syntax vy¾aduje zmenu
dotazu pred Stlpom Y, èoho útoèník nie je shopný dosiahnu». Pou¾itie sub-
seletu je mo¾né, a to buï priamo miesto hodnoty literálu, alebo v ïal¹om
pokraèovaní príkazu za vlo¾enou hodnotou. Problematiké na tomto postupe
je, ¾e útoèník nedostáva informáie z vlo¾enej tabuµky priamo { ako súèas»
riadkov pvodného dotazu. Preto musí vhodne kombinova» vlo¾enú èas» prí-
kazu a zvy¹ok where podmienky tak, aby informáie z vlo¾enej tabuµky získal
na základe poètu, alebo usporiadania riadkov pvodnej reláie. Najvýhodnej-
¹ie je pre útoèníka pou¾i» mno¾inové operáie, predov¹etkým vlo¾enie union
spojenia, ktoré umo¾ní:
 získa» informáie z µubovoµnej prístupnej tabuµky
 vlo¾i» a vykona» elý vlastný selet príkaz
 vyvola» vhodnú výnimku { viï èas» 2.3
 získa» výsledok vlo¾eného SQL príkazu prostrednítvom výstupu pvod-
neho
Union útok prebral názov podµa kµúèového slova SQL union, ktoré je
funkène analogiké k operáii zjednotenie reláií. Syntax príkazu union [6℄ je
nasledujúa:
f <query speifiation> j ( <query expression> ) g
UNION [ ALL ℄
<query speifiation> j ( <query expression> )
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[ UNION [ ALL ℄ <query speifiation> j ( <query expression> )
[ ...n ℄ ℄
Príkaz union má dve varianty. Prvá, bez uvedenia ïal¹ieho kµúèového
slova, alebo s uvedením slova distint, zjednotí reláie a vylúèi dupliitné zá-
znamy. Druhá, v tvare union all, dupliitné záznamy neeliminuje, èo umo¾ní
vrátenie kompletného obsahu reláií i rýhlej¹ie vyhodnotenie dotazu, preto¾e
príkaz neza»a¾uje server elimináiou dupliitnýh záznamov.
Vlo¾ením union príkazu do where podmienky rozdelíme logiky dotaz na
tri èasti. V prvej guruje pvodný selet s èas»ou where podmienky F 1, v dru-
hej stlpe Y so seletom vlo¾eným útoèníkom a v tretej zvy¹ok where pod-
mienky F 2. Snahou útoèníka je získa» dáta z mno¾iny pridanej do union prí-
kazu prostrednítvom aplikáie. Ak predpokladáme, ¾e aplikáia zobrazí výsle-
dok elého dotazu, alebo aspoò jeho prvý riadok, m¾eme oèakáva» nasledujúi
postup:
 Útoèník vlo¾í do where podmienky klauzúlu, tak aby jej vyhodnotením
bola logiká hodnota false { napríklad AND 1=2 , tým eliminuje reláiu
z preddenovaného dotazu.
 Pou¾itím union, respektíve union all vlo¾í dotaz, ktorý vráti po¾adované
dáta.
 Eliminuje prípadný zvy¹ok preddenovanej where podmienky F 2.
Zvy¹ok where podmienky F 2 je mo¾né eliminova» vlo¾ením komentáru,
napríklad --, /*. Ïal¹iu mo¾nos» predstavuje zdvojenie union príkazu tak,
¾e za po¾adovanú mno¾inu pripojíme µubovoµnú vyhovujúu tabuµku a k nej
patriau where podmienku prednastavíme tak, aby jej logiká hodnota bola
v¾dy false a zároveò zlúèenie so zvy¹kom where podmienky pvodného seletu
poskytlo syntaktiky korekný dotaz.
Pri tvorbe zlomyseµného dotazu musí útoèník re¹pektova» obmedzenie vy-
plývajúe z pou¾itia union klauzúly: nutnos» zhody shémat pre zjednoo-
vané reláie. ©tandard SQL nepo¾aduje úplnú zhodu shém, dovoµuje rozdielne
pomenovanie atribútov. Ih domény musia by» zhodné s doménou výslednej
shémy, prípadne na òu impliitne skonvertovateµné. Výsledné shéma dotazu
urèuje shéma prvého selet príkazu.
Charakteristika
Statiká harakteristika, tvar dotazu: Dotaz obsahuje union spojenie.
V dotaze sa vyskytuje konverzia domén { kµúèové slova ast a onvert.
Väè¹í poèet ståpov v selet èasti má kon¹tantnú (typiky null) hodnotu.
Kµúèové slovo union sa èasto vyskytuje v dotaze a¾ za where podmienkou.
Èasto útok obsahuje znaky ostatnýh typov útokov, najmä obfuskáie
(viï sekia
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Dynamiká harakteristika: Útok typiky spsobí zvý¹enie poètov tabu-
liek v dotaze a v kombináii, ktorá sa nevyskytuje normálne. Spoje-
nie m¾e zvý¹i» typiký poèet riadkov v odpovedi. Konie dotazu bude
zhodný s pvodne injektovaným, alebo eliminovaný komentárom.
2.2 Konverzia domén
Expliitná konverzia dátovýh typov
Jazyk SQL poskytuje funkie na vzájomnú konverziu domén atribútov. Ih
pou¾iteµnos» pri útokoh SQLi je veµká, dajú sa pou¾i» na:
 zosúladenie domén vlo¾eného dotazu a predpripraveného { union útok
 úmyselné nezosúladenie domén dotazov a vyvolanie výnimky { exep-
tion útok
 detekii implementáie databázy podµa ¹peikého hovania
Syntax funkie ast:
CAST ( výraz AS dátový typ )
Syntax funkie onvert:
CONVERT ( dátový typ [ ( då¾ka ) ℄, výraz [, ¹týl ℄ )
Impliitná dátová konverzia
Impliitné dátové konverzie sa lí¹ia podµa implementáie databázy a podµa
miesta vykonania: priradenie, volanie funkie, mno¾inové operáie. Tabuµky im-
pliitnýh konverzií uvádza literatúra [7℄. Rezervovanú hodnotu null je mo¾né
impliitne skonvertova» na µubovoµný dátový typ. Táto vlastnos» sa pou¾íva
pri zosúladení shémy pridanej reláie u atribútov, ktoré útoèník nehe pou-
¾i» ako dátový kanál. Jednotlivé implementaèné odli¹nosti je tie¾ mo¾né vyu¾i»
na detekiu konkrétnej implementáie databázy.
Okrem dátového typu, a v ¹ir¹om slova zmysle doménového typu atribútu,
je pri union útoku mo¾né vyvolanie hyby pri zjednoovaní mno¾ín re»azovýh
hodnt s rznym jazykovým nastavením [8℄. Na odstránenie problému je mo¾né
pou¾i» rzne re»azové konverzie, napr. na hexadeimálny kód funkiou hex,
zmenu kódovej stránky funkiou ollate, konverziu znakov na èíslo funkiami
hr, har a podobne.
Uká¾ka union útoku na zraniteµné miesto v parametri heslo { získanie
údajov z tabuµky písomky:
1. Elimináia pvodnej reláie vlo¾ením podmienky:
AND 1=2
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2. Kon¹trukia vlo¾eného SQL s union príkazom na zjednotenie reláií {
prevod dátumu na re»azovú hodnotu funkiou ast:
UNION
SELECT
typ AS znamka,
CAST(datum AS VARCHAR2(255)) AS predmet
FROM pisomky
3. Elimináia zvy¹ku where podmienky:
(a) Komentárom
--
(b) Vlo¾ením prázdnej reláie
UNION ALL
SELECT znamka, predmet, datum udelenia
FROM znamky
WHERE NULL = 'a
Dotaz, ktorý vznikne po aplikovaní krokov 1., 2., 3. (b):
SELECT
znamka, predmet
FROM znamky z, studenti s
WHERE s.islo studenta = z.islo studenta
AND s.login = 'utonik' AND s.heslo='' AND 1=2
UNION ALL
SELECT typ AS znamka,
CAST(datum AS VARCHAR2(255)) AS predmet
FROM pisomky
UNION ALL
SELECT znamka, predmet
FROM znamky
WHERE NULL = 'a'
AND datum udelenia BETWEEN DATE'2008-01-09'
AND DATE'2009-06-30'
Charakteristika
Statiká harakteristika, tvar dotazu: Tehnika je doplòková, preto ne-
predstavuje útok v pravom slova zmysle. Prítomnos» m¾e indikova» vý-
skyt konverznýh funkií.
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2.3 Exeption útok
Exeption útok, alebo útok pomoou výnimiek, je typ SQLi útoku, pri ktorom
èerpá útoèník po¾adované informáie z výpisu hybovýh hlásení. Tento typ
útoku je pomerne èastý a pou¾íva sa v situáiáh, kedy výsledok dotazu ne-
poskytuje dostatok informáií pre dolovanie dát, alebo sa výsledok neprejavuje
viditeµne na odozve aplikáie, a zároveò je hybové hlásenie u¾ivateµovi sprí-
stupnené. Vtedy je pre útoèníka výhodné simulova» rzne hyby v SQL dotaze
a dolova» informáie z výpisu hýb. Rzne implementáie SRBD poskytujú
v hybovej hlá¹ke rzne mno¾stvo informáie. Pre útoèníka sú hybové hlá-
senia enné i z toho dvodu, ¾e poskytujú informáie, ktoré nemusia by» pre
neho priamo prístupné { napr. doména atribútu, alebo ktoré nedoká¾e zís-
ka» vypísaním na obrazovku ez aplikáiu. Pre útoèníka je rovnako podstatná
verzia databázy, na základe ktorej sa m¾e rozhodnú» pre pou¾itie niektorej
z vstavanýh funkií, prípadne vyu¾i» u¾ zdokumentovanú slabinu inou me-
tódou útoèenia. Sprístupnenie hybovýh hlásení u¾ivateµovi, a tým pádom
poteniálne i útoèníkovi, je nebezpeèné. V kontexte útokov SQLi zobrazenie
hybovýh hlásení umo¾òuje ladenie injektovaného dotazu.
Príklad hlásenia s hybou neukonèeného re»aza:
Server: Msg 170, Level 15, State 1, Line 5
Line 5: Inorret syntax near '2008'.
Server: Msg 105, Level 15, State 1, Line 5
Unlosed quotation mark before the harater string '
'.
Príklad zistenia dátového typu atribútu login pou¾itím triku s aritmeti-
kým výrazom na prvom riadku:
AND login+3=3
Server: Msg 245, Level 16, State 1, Line 1
Syntax error onverting the varhar value 'novak_j' to a olumn
of data type int.
Charakteristika
Statiká harakteristika, tvar dotazu: Útok spsobí èasté volanie výni-
miek, prípadne výskyt výnimky. Èastý výskyt konverznýh funkií, alebo
podmienenýh hýb { delenie nulou. Èasto kombinovaný s ostatnými
typmi útokov, napr. union útokom.
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2.4 Lateral SQL Injetion
Lateral SQL Injetion je názov pre nedávno publikovaný typ útoku [9℄, ktorý
roz¹íril rozsah útokov kategórie SQLi a ukázal, ako nové metódy m¾u pre-
niknú» ez èasti programu, ktoré boli pova¾ované za bezpeèné. Priníp spoèíva
v nastavení parametrov regionálneho nastavenia prostredia, ktoré zapríèiní ne-
oèakávané vyhodnotenie niektorýh funkií.
Prostredím, v ktorom útok funguje, je databáza Orale. Uva¾ujme násle-
dujúu ulo¾enú proedúru:
CREATE OR REPLACE PROCEDURE
SYSTEM.ZOZNAM OBJEKTOV(av datum DATE )
IS
dotaz VARCHAR2(2000);
BEGIN
dotaz:='selet objet name
from all objets
where reated = ''' jj av datum jj '''';
EXECUTE IMMEDIATE dotaz;
END;
/
Proedúra má vstupný parameter av datum, ktorý je typovo obmedzený
na datum, preto sa na prvý pohµad dá pova¾ova» proedúra za bezpeènú. Vo-
laním funkie exeute immediate sa spustí dotaz ulo¾ený v premennej, ktorý
vráti zoznam mien objektov vytvorený v daný èas. Ak sa do proedúry pokú-
sime nainjektova» výraz s volaním u¾ivateµskej funkie:
EXEC ZOZNAM OBJEKTOV(''' and utonik.ziskaj DBA()=1--');
dostaneme hybu kompilátoru:
Time Start: 7.9.2008 19:00:58
BEGIN zoznam_objektov(''' and utonik.ziskaj_DBA()=1--'); END;
Error at line 1
ORA-01858: a non-numeri harater was found where a numeri
was expeted
ORA-06512: at line 1
Chyba znamená, ¾e vlo¾ený re»aze neodpovedá gramatike pre dátum. V prí-
pade správne o¹etreného programu by následoval tzv. ath blok, ktorý by
výnimku odhytil, zobrazil napríklad oznámenie o zadaní dátumu v zlom for-
máte.
EXCEPTION
WHEN OTHERS THEN
RAISE APPLICATION ERROR(-20001, 'Chybne zadaný dátum');
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Trik útoku lateral SQLi spoèíva v prinútení kompilátoru akeptova» ¹kod-
livý re»aze ako dátumový dátový typ. To sa v prostredí databázy Orale do-
siahne nastavením národného prostredia { dátumového formátu pre aktuálnu
objet session. Dátumový formát umo¾òuje denova» masku dátumu, v angli-
kýh zemiah sa tradiène zapisujú dátumy vo forme mesia/deò/rok, my ho
zapisujeme vo formáte deò.mesia.rok. Nastavíme dátumový formát zhodný
s volaním pripravenej funkie ziskaj DBA pomoou príkazu alter session ná-
sledovne:
ALTER SESSION
SET NLS DATE FORMAT = '"'' and utonik.ziskaj DBA()=1--"';
Ïal¹ím krokom útoku je vytvorenie funkie ziskaj DBA. Kostra je vytvorená
následovne:
CREATE OR REPLACE FUNCTION ziskaj DBA RETURN NUMBER
IS
BEGIN
EXECUTE IMMEDIATE 'grant dba to utonik';
RETURN 1;
END;
Funkia sa po spustení vytvorí v shémate zakladateµa, v tomto príklade u¾iva-
teµa utonik. Proedura zoznam objektov je v privilegovanom shémate SYS-
TEM, preto potrebujeme u¾ivateµovi SYSTEM prideli» práva na spustenie fun-
kie ziskaj DBA takto:
GRANT EXECUTE ON ziskaj DBA TO system;
Po spustení príkazu
EXEC SYSTEM.ZOZNAM OBJEKTOV(''' and utonik.ziskaj DBA()=1--');
systém vráti hybové hlásenie:
Error at line 3
ORA-14552: annot perform a DDL, ommit or rollbak
inside a query or DML
ORA-06512: at "UTOCNIK.ZISKAJ_DBA", line 6
ORA-06512: at "SYSTEM.ZOZNAM_OBJEKTOV", line 7
ORA-06512: at line 1
To znamená, ¾e nem¾eme vykona» príkaz DDL, rollbak alebo ommit vnútri
dotazu. Tu vyu¾ijeme príkazu pragma autonomous transation, ktorý vlo¾íme
hneï za kµúèové slovo IS v deklaráii funkie. Obsah funie je interpretovaný
ako autonómna transakia, to znamená, ¾e je dovolený ommit alebo rollbak
vrámi tejto transakie, bez ovplyvnenia izoláie volajúej transakie. Toto
hovanie sa vyu¾íva napríklad pri logovaní. Po spustení nastane hyba:
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ORA-01031: insuffiient privileges
ORA-06512: at "UTOCNIK.ZISKAJ_DBA", line 6
ORA-06512: at "SYSTEM.ZOZNAM_OBJEKTOV", line 7
ORA-06512: at line 1
Problém je s kontextom práv spú¹»anej funkie. Od verzie Orale 8i je
kód funkií a proedúr vykonávaný v kontexte práv vlastníka v základnom
nastavení. Toto hovanie sa ale dá ovplyvni» nastavením pri vytváraní proe-
dúry. Keï¾e funkia získaj DBA je vlastnená u¾ivateµom utonik, po spustení
je vykonávaná v jeho kontexte práv a u¾ivateµ utonik si sám, logiky, ne-
m¾e prideli» rolu DBA. M¾e in¹truova» vlastnú funkiu tak, aby be¾ala pod
právami spú¹»ajúeho príkazom authid urrent user.
Inou mo¾nos»ou je podµa [9℄ vyu¾i» k útoku otvorený kurzor.
DECLARE
N NUMBER;
BEGIN
N:=DBMS SQL.OPEN CURSOR();
DBMS SQL.PARSE(N,'DECLARE PRAGMA AUTONOMOUS TRANSACTION;
BEGIN EXECUTE IMMEDIATE ''GRANT DBA TO UTOCNIK'';
END;',0);
DBMS OUTPUT.PUT LINE(N);
END;
Následný identikátor kurzoru - 3 potom pou¾i» obdobne ako ukazuje tento
príkaz:
ALTER SESSION SET NLS DATE FORMAT = '"'' AND DBMS SQL.EXECUTE(3)=1--"';
Popísaným prinípom je mo¾né dokona injektova» proedúry a funkie bez
vstupného parametra. Náhylnos» sa vytvorí pri operáiáh s dátumom v kom-
bináii so zlomyselným nastavením parametra NLS DATE FORMAT. Príkla-
dom buï deklaráia lokálnej premennej:
lv datum DATE:=sysdate;
Na zrealizovanie elého útoku postaèia práva garantované roµami reate
session a resoure, èo sú neprivilegované role prideµované be¾ne ka¾dému u¾i-
vateµovi v databáze. Dá sa teda predpoklada», ¾e v spomínanýh roliah bude
vystupova» i u¾ivateµ, prostrednítvom ktorého sa aplikáia k databáze pripája.
Spomínaný útok je zneu¾iteµný na eskaláiu práv, èo je nebezpeèné.
Na podobnom prinípe, teda kombináii lokálneho národného nastavenia,
je zalo¾ené injektovanie znaku apostrof ez èíselné hodnoty. Príkazom:
ALTER SESSION SET NLS NUMERIC CHARACTERS = '''.'
sa dá modikova» nastavenie oddeµovaèa èíselnýh skupín { konkrétne milió-
nov, tisíov, jednotiek rovnako ako oddeµovaèa desatinnýh miest. Ilustráiu
prejavu modikovanej session ukazuje nasledujúa èas» PL/SQL kódu.
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DECLARE
islo NUMBER;
dotaz VARCHAR2(1000);
BEGIN
islo:=12345.678;
dotaz:='Cislo: 'jjislo;
dbms output.PUT LINE(dotaz);
END;
Cislo: 12345'678
Propagáia apostrofu do èíselnej hodnoty m¾e vo vhodnej èasti dotazu zna-
mena» obrátenie kontextu re»azovej hodnoty a kµúèovýh slov, èo je èastokrát
pri útoku ¾iadané.
Metóda lateral SQL injetion nie je priamo pou¾iteµná ako daµ¹ia metóda
kon¹trukie zlomyselnýh vstupnýh hodnt. Pre jej aplikáiu musí útoèník u¾
pozna» náhylné miesto pre SQLi, alebo ma» priamy prístup do systému. Jej
predpokladom je spustenie príkazu nastavujúeho regionálne prostredie, èo je
v prípade nutnosti vlo¾enia do iného SQL príkazu obtia¾ne. Nebezpeèenstvo
metódy spoèíva v mo¾nosti eskaláie práv ez proedúry, ktorýh vstupom je
dátový typ date alebo number, alebo dokona sú bez vstupnýh parametrov a
obsahujú vhodné volanie, napr. sysdate. Metóda poukazuje na nutnos» kontroly
u¾ivateµského vstupu za ka¾dýh okolností a taktie¾ na nebezpeèie vznikajúe
kon¹trukiou dynamikého SQL.
Charakteristika
Statiká harakteristika, tvar dotazu: Útok indikujú príkazy alter ses-
sion a nastavenia formátu dátumu, alebo èísla. Ïalej sa útok prejaví
volaním funkie s authid direktívou.
2.5 Blind SQL Injetion
Blind SQL Injetion { voµne prelo¾ené ako SQLi naslepo { je metóda útoku
formou SQLi na aplikáiu, pri ktorej aplikáia neposkytuje dostatoènú spätnú
väzbu na injektovaný kód v podobe hybovýh hlásení, alebo výsledku dotazu.
Pri tvorbe injektovaného kódu útoèník sleduje reakiu aplikáie na vlo¾ený
kód. Ak djde k neoèakávanému stavu aplikáie, napríklad vlo¾ením syntak-
tiky nesprávneho SQL kódu, hyba je zahytená aplikáiou a u¾ivateµovi sa
zobrazí hlásenie o neúspe¹nosti príslu¹nej operáie. Dané hlásenie nemusí obsa-
hova» príèinu hyby, a teda nie je mo¾né získava» informáie prostrednítvom
hybovýh hlá¹ok, alebo union útokom a zobrazením èastí výsledku dotazu
prostrednítvom aplikáie. V prípade blind SQLi je nutné získa» informáiu
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iným kanálom. Základným poznatkom je, ¾e útoèníkovi postaèí, ak doká¾e ap-
likáiu uvies» do aspoò dvoh rznyh stavov a tieto stavy rozpozna». Ako
modelový príklad pou¾ijeme dotaz kontrolujúi meno a heslo:
SELECT *
FROM uzivatelia
WHERE meno uzivatela=:zadane meno AND heslo=:zadane heslo
Aplikáia v prípade správneho zadania mena a hesla zobrazí informáiu
o úspe¹nom prihlásení, v prípade hyby, alebo nesprávneho zadania hesla, infor-
máiu o neúspe¹nom prihlásení. Tieto dva stavy potrebuje útoèník detekova»,
oznaème ih stav true a false. Najprv detekujeme, èo spsobuje stav true, a
èo stav false, v príklade hore je to nulový, resp. nenulový poèet riadkov vrá-
tený dotazom. Zaxujeme parametre meno u¾ivateµa a zadané heslo trebárz
tak, ¾e dotaz vráti nulový poèet riadkov a aplikáia zobrazí stav false. Ak by
náhylné miesto bolo vo where podmienke, zostavíme injektovaný dotaz tak,
aby podµa potreby menil stavy true a false, v uva¾ovanom prípade vlo¾ením
logikej spojky OR a ïal¹ej logikej klauzúly. S vyu¾itím volania SQL príkazu
EXISTS (SELECT 1 FROM . . . ) je mo¾ný dotaz do µubovoµnej tabuµky, na
ktorú má u¾ivateµ selet privilégium. Pre jednoduhos» uká¾eme ako získa» ob-
sah poµa heslo. Re»aze rozdelíme na písmená funkiou substring. K zisteniu
hodnoty písmena pou¾ijeme algoritmus polenia intervalu. Písmeno prevedieme
na asii hodnotu funkiou asii a budeme sa dotazova» na nerovnos» oproti inej
hodnote. Upravená èas» injektovaného dotazu bude:
ab' OR asii(substring(heslo, n-tý znak,1))>hodnota --
Postup volaní pre 1. znak hesla a uva¾ovaný rozsah znakov od 48 (0) po 122 (z).
Dvojia výsledok; injektovaný kód:
true; ab' OR ASCII(SUBSTRING(heslo, 1,1))>85 --
true; ab' OR ASCII(SUBSTRING(heslo, 1,1))>104 --
false; ab' OR ASCII(SUBSTRING(heslo, 1,1))>113 --
.
.
.
Postup dokonverguje k hodnotám napr. true; . . .> 109, false; . . .> 110 =>
hµadané písmeno má asii hodnotu 110, tj. n.
Asymptotiká zlo¾itos» vyhµadania re»aza då¾ky n je lineárna, na vyhµa-
danie ka¾dého znaku spotrebujeme maximálne dlog
2
(a  b) + 1e dotazov, kde
a je horná mez kódov skúmanej mno¾iny znakov a b je dolná mez. Ak uva¾u-
jeme alfanumeriký rozsah písmen, v najhor¹om prípade dostaneme 8 dotazov
na zistenie 1 písmena. To m¾e by» problém pri získavaní väè¹ieho mno¾stva
informáií. Frekventované dotazovanie m¾e vyvola» reakiu IDS na sie»ovej
úrovni, ktorý upozorní na útok typu DoS { Denial of Servie.
Trik blind SQLi spoèíva v dmyselnom zostavovaní SQL dotazu tak, aby
bolo mo¾né dosta» obsah databázy po malýh jednotkáh informáie (byty,
znaky atp.).
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O málo obtia¾nej¹í prípad nastane, ak aplikáia reaguje v prípade ko-
rektného i zlomyselného u¾ivateµského vstupu rovnakým výstupom a riadiaa
aplikáia potlaèí zobrazenie prípadnej hyby. I v tomto prípade je za urèitýh
predpokladov mo¾né získa» informáiu z databázy.
K potlaèeniu hyby dohádza nezriedka, ako ilustráiu uvedieme upravenú
èas» kódu naèítajúu kódovú stránku z databázy. Predpokladajme, ¾e sa útoè-
níkovi podarilo vlo¾i» SQL kód do parametra kódovej stránky. Kvli hybe vo
validaènom kóde sa vlo¾ený kód stal súèas»ou objektu ommand. Poèas behu
aplikáie volanie reader.ExeuteReader vykoná dotaz vlo¾ený v objekte om-
mand. Ak útoèník nainjektuje SQL príkaz syntaktiky hybne, volanie zlyhá
a vyvolá sa príslu¹ná SQL výnimka:
System.Data.SqlClient.SqlExeption:
Line 1: Inorret syntax near ...
Výnimku zahytí tzv. ath blok kódu a výnimku o¹etrí nastavením kódovej
stránky na angliètinu. Ak útoèník vlo¾í kód logiky a syntaktiky správne,
naèíta sa príslu¹ná kódová stránka. Ak predpokladáme, ¾e jedinou kódovou
stránkou obsiahnutou v príslu¹nej aplikáii je angliká, máme príklad miesta
v programe, ktoré je zraniteµné metódou SQLi, hoi beh aplikáie bude ko-
rektne pokraèova» bez indikáie úspe¹nosti útoku.
SqlDataReader reader = ommand.ExeuteReader();
if (reader.Read() == false)
f
throw (new CodePageExeption("Kódová stránka nenájdená."));
g
...
g
ath(Exeption e)
f
HttpContext.Current.Response.SetDefaultCodePage("English");
g
V takýhto prípadoh útoèník nem¾e detekova» stavy true a false v odpo-
vedi na základe dát. Jedno z mo¾nýh rie¹ení detekie úspe¹nosti útoku je me-
ranie èasu odozvy aplikáie. Vyu¾itím vstavanýh funkií, alebo zozlo¾itením
dotazu je mo¾né ovplyvòova» èas výpoètu výsledku dotazu. Takto nahradíme
stavy true a false stavmi ryhlá odpoveï, pomalá odpoveï. V prostredí MS-
SQL sa pre tieto úèely hodí funkia wait for delay, ktorá pozdr¾í zpraovanie
dotazu o èas, ktorý dostane v parametri. V prostredí MySQL je mo¾né vy-
u¾i» podobne testovaiu funkiu benhmark, v PostgreSQL funkiu pg sleep,
v prostredí Orale balíèek dbms lok a funkiu sleep, vo v¹etkýh databázah
funguje zozlo¾itienie výpoètu nároènou operáiou join, sort atp.
Ak je mo¾né eliminova» vplyv inýh faktorov na odozvu mimo hytre vlo-
¾eného SQL kódu, ako latenia internetového pripojenia a podobne, je mo¾né
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získava» informáiu po väè¹íh kvantáh ako 1 bit. Toto jemnej¹ie rozlí¹enie
odpovedí je pre útoèníka veµmi ¾iadúe a umo¾òuje znaène redukova» poèet do-
tazov. Men¹í poèet dotazov súvisí s nebezpeènos»ou útoku { zrýhluje získanie
informáií, útok stráa harakter DoS útoku atp.
Charakteristika
Statiká harakteristika, tvar dotazu: Útok indikuje pou¾itie ¹pei-
kýh funkií èakania, roz¹írená where podmienka o funkie substr, hr,
har, èasté vyvolanie výnimky pri ladení dotazu, nárast èasu pri exekúii
dotazu.
2.6 Seond (Higher) Order SQL Injetion
Seond Order SQL Injetion je názov pre útok s odlo¾eným vykonaním. Priníp
{ vlo¾enie ¹kodlivého dotazu { je podobný ako v prípade ostatnýh typov
útokov. Rozdiel je v tom, ¾e spustenie ¹kodlivého príkazu neprebieha hneï pri
spraovaní u¾ivateµského vstupu aplikáiou. Útok má dve fázy:
1. Injektovanie ¹kodlivého kódu do úlo¾i¹»a
2. Aktiváia vlo¾eného kódu
Útoèník musí zabezpeèi» vlo¾enie ¹kodlivého kódu do úlo¾i¹»a. Ulo¾enie závisí
od aplikáie, nemusí sa nutne jedna» o ulo¾enie do databázy, i keï to je najèas-
tej¹í prípad. Pokraèovanie útoku »a¾í z faktu, ¾e obsah úlo¾i¹»a, ktoré spravuje
aplikáia, je pova¾ovaný za dveryhodný a autori aplikáií nepristupujú ku
jeho kontrole s rovnakou preiznos»ou ako ku kontrole u¾ivateµského vstupu.
Ulo¾ený ¹kodlivý kód èaká na aktiváiu spustenú vonkaj¹ím podnetom. Tento
podnet sa m¾e vyskytova»
 pravidelne: napr. pri spustení proesu úèetnej uzávierky dòa,
 nepravidelne: pri vyvolaní vyhodnotenia stránky so ¹tatistikou mien v da-
tabáze,
 v primárnej aplikáii: spustenie v prostredí injektovanej aplikáie,
 v sekundárnej aplikáii: spustenie v prostredí inej aplikáie.
K prednostiam útoku patrí mo¾nos» penetrova» proedúry o¹etrenia u¾ivateµ-
ského vstupu, ktoré pre iniiálne ulo¾enie vlo¾ený kód upravia do ne¹kodného
tvaru. Ïal¹ím spraovaním v aplikáii m¾e djs» k odstráneniu úpravy, naprí-
klad vyhodnotením esape sekvenií, alebo upravený kód je ¹kodlivý v inom
vykonávanom kontexte.
Príklad útoku je uvedený v [10℄: Aplikáia poskytuje registráiu u¾ivate-
µom po zadaní mena a hesla. Útoèník zadá hodnoty:
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Meno: admin'--
Heslo: heslo123
Neh kontrola u¾ivateµského vstupu prevedie rezervovaný znak apostrof na
dvojiu apostrofov. Takto upravený re»aze sa stane súèas»ou insert príkazu
do tabuµky u¾ivateµov.
INSERT INTO UZIVATELIA(meno, heslo)
VALUES('admin''--', 'heslo123');
Aktiváia útoku nastane v okam¾ik zmeny hesla u¾ivateµa. Neh program skon-
troluje správnos» zadanýh údajov prostrednítvom kódu:
username = ESCAPE( Request.FORM("meno") );
oldpassword = ESCAPE( Request.FORM("stareheslo") );
newpassword = ESCAPE( Request.FORM("noveheslo") );
var rso = Server.CREATEOBJECT("ADODB.Reordset");
var sql = "selet * from uzivatelia where meno = '" + meno + "' and
heslo = '" + stareheslo + "'";
rso.OPEN( sql, n );
V objekte mno¾iny záznamov rso má aplikáia ulo¾ené ako meno hodnotu
þadmin'{ÿ. Dotaz, ktorý zmení heslo v tabuµke u¾ivateµov, m¾e ma» tvar:
sql = "update uzivatelia set heslo = '" + noveheslo + "'
where meno = '" + RSO("meno") + "'"
Po dosadení hodnt pre vlo¾ený kód bude ma» update dotaz tvar,
UPDATE uzivatelia SET heslo = 'heslo1234'
WHERE meno = 'admin'--'
ktorým útoèník nastaví u¾ivateµovi admin heslo z premennej noveheslo.
Tento typ útoku vykazuje známky perzistenie, jeho nebezpeènos» spoèíva
v roz¹írenýh mo¾nostiah útoèenia: útok skrz aplikáie, prekonanie na prvý
pohµad správneho o¹etrenie u¾ivateµského vstupu, mo¾nosti vianásobného vy-
hodnoovania dotazu a tým menenie jeho tvaru. Útok potrebuje starostlivo
pripravený tvar injektovaného kódu, èo je obtia¾ne realizovateµné bez prístup-
ného zdrojového kódu aplikáie.
Charakteristika
Statiká harakteristika, tvar dotazu: Pri ulo¾ení dát do databázy - kµú-
èové slová a rezervované znaky v hodnotáh vkladanýh re»azov. Pri
aktiváii preberá znaky ostatnýh útokov.
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2.7 Obfuskáia
Táto èas» opisuje tehniku, ktorá slú¾i najmä na prekonanie kontroly vstupu.
Anglikým termínom obfusate { zatemni» { je pomenovaný spsob kódo-
vania textu tak, aby bol neèitateµný, prípadne reprezentovaný v neoèakávanom
tvare. Pvod tejto tehniky nájdeme v obrane programového kódu proti repli-
káii i spätnému prekladu, pri ktorej sa názvy premennýh a funkií volia na-
vzájom podobné, alebo podobné s kµúèovými slovami, a takto prelo¾ený prog-
ram je neèitateµný. V kontexte SQLi sa obfuskáiou myslí úprava SQL kódu tak,
aby do¹lo k jeho korektnému spusteniu a zároveò jeho ¹kodlivos» nebol shopný
rozpozna» systém detekie SQLi. Po metódah zneèitateµnenia siahne útoèník
v prípade, ¾e validaèný kód vyhµadáva vo vlo¾enom kóde kµúèové slová, alebo
detekuje IDS zalo¾ený na signatúrah útoku SQLi. IDS, zalo¾ený na signatú-
rah, má èasti útokov ulo¾ené v repozitári detekèného systému a vyhµadáva ih
typiky v dátah teèúih ez vhodne zvolené body siete. Úèinnos» zatemnenia
»a¾í z faktu, ¾e validaèný kód, prípadne IDS nevyhodnouje volania funkií
¹peikýh pre jazyk SQL, ale pristupuje k vyhµadávaniu textovo. Navia
v niektorýh prípadoh je mo¾né dotaz formulova» tak, aby na jeho vyhod-
notenie boli potrebné informáie, ktoré validaèný kód, prípadne IDS nem¾e
ma».
K zatemneniu je nutné pou¾i» prostriedky jazyka SQL, ih pou¾iteµný
repertoár závisí od povahy slabiny a databázy. Jedná sa o:
1. komentáre
(a) jednoduhé --
(b) dvojité v ¹týle C++ /* */
2. re»azové operátory a funkie
(a) operátor zre»azenia ||, +, &
(b) funkie substring, replae, instr, . . .
3. funkie konverzie znaku na èíslo { har
4. biele znaky
5. formátovaie direktívy
6. zmena kódovej stránky
7. kombináie predo¹lýh
Validaèný kód obsahuje funkionalitu vyhµadávania kµúèovýh slov, ope-
rátorov a ¹peiálnyh znakov ako v nasledujúom príklade:
publi stati string[℄ blakList = f"--",";--",";","/*","*/","","",
"har","nhar","varhar","nvarhar","alter","begin","ast",
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"reate","ursor","delare","delete","drop","end","exe",
"exeute","feth","insert","kill","open","selet", "sys",
"sysobjets","sysolumns","table","update"g;
private void SkontrolujVstup(string parameter)
f for (int i = 0; i < blakList.Length; i++)
f
if ((parameter.IndexOf(blakList[i℄,
StringComparison.OrdinalIgnoreCase) >= 0))
f
//
//Osetrenie podozriveho vstupu
//
HttpContext.Current.Response.Rediret("/Error.aspx");
//stranka s hlasenim hyby
g
g
g
Komentáre
Podµa [11℄ je mo¾né vkláda» komentáre priamo do kµúèovýh slov, preto¾e
parsre väè¹iny databáz odstránia komentáre pred vykonaním príkazu SQL.
Toto tvrdenie nie je pravdivé u databáz dodr¾ujúih ¹tandard SQL92. Mnoho
autorov webovýh stránok vyu¾íva ako databázu rzne implementáie SQL,
kde parsovanie takto m¾e fungova». Príklad zatemneného výrazu:
dr/* */op ta/* */ble stu/* */den/* */ti;
V rámi práe bolo otestované, ¾e v databázah Orale, MSSQL, H2 vlo-
¾enie komentáru do kµúèového slova znamená syntaktikú hybu. Komentáre
m¾u zmias» systémy detekie odmietajúe dotazy, ktoré obsahujú tautológiou
vo where podmienke. V tomto prípade je mo¾né komentár vlo¾i» napríklad me-
dzi operátor a operand.
SELECT * FROM uzivatelia WHERE name='Novotný' OR 1=/**/1
Niekedy staèí komentár vlo¾i» medzi kµúèové slová s vynehaním medzier ako:
SELECT * FROM uzivatelia/**/
UNION/**/ALL/**/SELECT * FROM administratori
Podµa [8℄ MySQL databáza obsahuje ¹peiálny tvar þkomentárovÿ v tvare
/*! vykonaný kód */. Vlo¾enie takéhoto komentáru m¾e pomýli» validaèný
kód v systémoh detekie SQLi útoku, ktorý takýto vstup pova¾uje za komen-
tár. V skutoènosti djde k spusteniu príkazu medzi /* a */.
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Operátor zre»azenia
SQL poskytuje operátor zre»azenia, ktorým sa dá rozdeli» dotaz na viaeré
fragmenty a zmias» tak validaèný kód. Operátor je denovaný v ¹tandarde
SQL-92 ako dvojznak ||, pou¾ívané implementáie databáz sa odkláòajú od
¹tandardu pou¾itím alternatívnyh operátorov &, +, v MySQL existuje funkia
onat. Príklad:
SELECT * FROM uzivatelia
WHERE name='Novotný' OR 'abd'='ab'jj'd'
Ak sa jedná o neo¹etrené miesto v SQL príkaze, teda mimo proedurálne
roz¹írenie SQL, nie je mo¾né operátorom zre»azenia rozdeli» kµúèové slovo. Pre
ilustráiu predpokladajme spustenie nasledujúeho dotazu, kde parameter je
kontrolovaný validaèným kódom zalo¾enom na prinípe ako z predhádzajú-
eho príkladu.
SELECT * FROM uzivatelia WHERE name=''jj parameterjj ''
Do dotazu heme nainjektova» príkaz drop table passwords; Kµúèové slovo
drop a table je v¹ak v zozname zakázanýh vzorov, preto pou¾ijeme operátor
zre»azenia. Výsledný dotaz po injektá¾i bude:
SELECT * FROM uzivatelia
WHERE name='Novotný'; 'dr'jj'op tab'jj'le passwords';--'
Vyhodnotenie, respektíve spustenie daného dotazu spsobí syntaktikú hybu
1
.
Je to preto, ¾e návratová hodnota operátora zre»azenia je dátového typu re»a-
ze. Pri vyhodnoovaní daného dotazu vznikne síe re»aze 'drop table pass-
words;' ten je v¹ak hápaný parserom ako re»azová kon¹tanta v kóde { tzv.
re»azový token. Ak heme vyvola» jeho spustenie, je potrebné buï volanie
exekuènej funkie, v tom prípade by injektovaný kód bol v tvare:
Novotný'; exe('dr'jj'op tab'jj'le passwords;');--
alebo prinúti» parser vyhodnoti» re»aze ako kód v inej èasti programu { viï
metóda Seond Order SQLi, èas» 2.6.
Re»azové funkie
Pou¾itím funkií operujúimi s re»azami sa dá zozlo¾iti» vyhodnoovanie vý-
razu, ktoré nemusí zvládnu» validaèný kód prípadne IDS. Situáiu vyhodno-
tenia z»a¾ujú dialekty SQL, tým pádom nejednoznaènos» vyjadrenia funkie.
Aplikáia èasto podporuje nasadenie nad viaero typov databáz a dialektov,
IDS musí túto variabilitu korektne reektova» pri vyhodnoovaní. Pou¾itie re-
»azovýh funkií pre kon¹trukiu kµúèovýh slov je mo¾né pri metódah tzv.
seond order SQLi (viï èas» 2.6) a pokroèilej SQLi (viï èas» 2.9).
1
V kontexte PL/SQL by útok fungoval. V tomto prípade se ale nejedná o SQL injetion,
takýto útok sa radí do kategórie ommand injetion.
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Príklad:
SELECT * FROM uzivatelia
WHERE name='Novotný;'jjSUBSTR('XDRO',2,3)jj
jj'P TA'jjSUBSTR('XBLE passwords;',2,1000);
Obdobne ako v prípade zre»azovania je mo¾né týmto spsobom tvori» i kµúèové
slová do exekuènýh blokov.
Funkie zmeny èísla na znak
K zatemneniu sa dajú pou¾i» konverzné funkie znaku na èíslo, ako funkia
har, ktorej parametrom je asii kód znaku a návratová hodnota znak s daným
asii kódom. Takto vytvoríme jedno písmeno dotazu, dlh¹ie úseky sa dajú
vytvori» zre»azením volaní.
INSERT INTO uzivatelia VALUES ( CHAR(67) + CHAR(75) + CHAR(43) +
... );
Èastokrát funkia har predstavuje mo¾nos» ako do výrazu zakomponova»
rezervované znaky, ktoré sú obvykle ltrované, alebo upravované validaèným
kódom. Tým, ¾e je jej argumentom èíslo, dá sa s operandom manipulova» a
elý výraz napríklad naviaza» na obsah dát v databáze. IDS je potom pri
vyhodnoovaní takéhoto výrazu bez mo¾nosti kompletného vyhodnotenia, èo
zväè¹uje ¹anu na prienik.
Biele znaky
Normy SQL dovoµujú oddelenie elementov jedným alebo viaerými bielymi
znakmi, preto je prípustné do injektovaného kódu vkláda» na vhodné miesta
viaero oddeµovaèov. Vlo¾enie m¾e zmias» validaèný kód najmä v prípade,
ak nekorektne vyhµadáva viaslovné vzory ako: 'drop table', 'drop tablespae',
'drop database' a podobne.
Formátovaie direktívy
Obranný mehanizmus m¾e interpretova» ¹peiálne zadanú podmienku ako
napr. N'ab' = 'ab' hodnotou nepravda, znak N znamená formátovanie re-
»aza a databáza podmienku vyhodnotí ako pravda.
Zmena kódovej stránky
Injektovaný kód je mo¾né zapisova» v hexadeimálnej podobe s prexom 0x.
MySQL prelo¾í dokona hodnotu zaèínajúu na 0x ako re»aze i bez apos-
trofov. U inýh implementáií existujú obdobné mo¾nosti ako zapísa» re»aze
hexadeimálne.
Príklad z databázy MSSQL:
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DECLARE S CHAR(4000);SET S=CAST(0x4445434C415245204054207661
726368617228323535292C40432076617263686172283430303029204445434C4152
45205461626C655F...36F72 AS CHAR(4000));EXEC(S);
Kombináie predo¹lýh
Kombináiou predo¹lýh prístupov je mo¾né zostavi» vlo¾ený kód tak, aby
zostavenie nezatemneného dotazu vy¾adovalo implementáiu parseru, ktorý
vy¾aduje informáie dostupné len v spolupraujúej databáze. Ak vezmeme
do úvahy, ¾e validaèný kód be¾í typiky mimo databázu a v aplikáii existuje
miesto náhylné na útok SQLi, je veµmi obtia¾ne rozkódova» obsah zatemne-
ného dotazu v nedatabázovom prostredí.
Ak skombinujeme predhádzajúe prístupy m¾eme vytvori» dokona èa-
sovo premenný dotaz. Vyu¾itím kombináie funkií har, trunate a sysdate je
mo¾né napísa» dotaz, ktorý vráti 60 rznyh re»azov v závislosti na sekunde
z aktuálneho systémového èasu. Takéto zatemnenie m¾e predstavova» napr.
spsob prekonania IDS, ktorý sa sna¾í výrazy vyhodnoti» a hµada» v nih vzory
útokov SQLi.
Iný význam tehniky obfuskáie
Okrem prekonania kontroly má tehnika zatemnenia porovnateµný význam pri
príprave vlo¾eného kódu v súvislosti s transformáiou vstupu v riadiaej apli-
káii. Obfuskáia umo¾òuje pripravi» vlo¾ený kód tak, aby aplikovanie trans-
formáie v programe neznièila nebezpeènos» vlo¾eného kódu. Èasté je pou¾itie
komentára miesto medzier vo vlo¾enom dotaze, a to v prípadoh, kde sa pa-
rameter dotazu preberá ako n-tý úsek vstupného re»aza oddelený ¹peiálnym
znakom { medzera, lomítko, dvojbodka.
Vykon¹truovaný príklad: neh program zaznamenáva ¹tatistiku dotazov
http spojení tak, ¾e do tabuµky súbory vkladá druhé slovo z http hlavièky
oddelené medzerou.
GET index.html HTTP/1.0
Zostavujúa èas» programu je v tvare:
"INSERT INTO subory VALUES('"+meno suboru+"')"
®iados»ou o súbor
');/**/DROP/**/TABLE/**/subory--
s pou¾itím tehník zatemnenia vykoná útoèník útok úspe¹ne.
Charakteristika
Statiká harakteristika, tvar dotazu: Zatemnené dotazy sú ¹peiké
zmenou kódovania, výskytom funkie prevodu znaku na èíslo a naopak,
zvý¹eným poètom výskytu funkií, vyhodnoovaním operátorov zre»aze-
nia. Dotaz typiky obsahuje mno¾stvo komentárov, i prázdnyh.
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2.8 Zoznam zneu¾iteµnýh vstavanýh funkií
pri útokoh SQLi
Táto èas» ilustruje mo¾nosti dopadu útoku s vyu¾itím vstavanýh funkií a
roz¹írenýh mo¾ností vybranýh databáz. Funkie týkajúe sa MS SQL serveru
sú itované z literatúry [10℄.
Zoznam zneu¾iteµnýh funkií SQLServeru
xp mdshell
Syntax: xp mdshell 'ommand string' [,no output℄
Argumenty: ommand string varhar(8000) alebo nvarhar(4000)
Návratová hodnota: 0 { úspeh, 1 { neúspeh
Funkia je roz¹írením umo¾òujúim spusti» príkaz prostrednítvom príka-
zového riadku operaèného systému. Návratová hodnota je vrátená v textovej
forme v riadkoh. Príkaz be¾í synhrónne, to znamená, ¾e po spustení preberá
kontrolu tzv. fous a riadenie vráti databáze po dokonèení príkazu. Základné
nastavenie práv: práva spusti» príkaz majú èlenovia sysadmin skupiny. Pri
spustení príkazu sa v tomto prípade pou¾ije kontext u¾ivateµa slu¾by MSSQL-
Server servie. Toto býva problematiké, slu¾ba MSSQLServer podµa [10℄ býva
úèet s vysokými právami. O¹etrenie si vy¾aduje nastavenie úètu SQLExeuti-
veCmdExe, resp. SQLAgentCmdExe u star¹íh verzií.
xp reg*
Nedokumentované proedúry operujúe s registrami systému Windows:
xp regaddmultistring, xp regdeletekey, xp regdeletevalue, xp regenumkeys,
xp regenumvalues, xp regread, xp regwrite.
Umo¾òujú èítanie, zápis a modikáiu registrov. Ked¾e registre obsahujú
dle¾ité konguraèné údaje, útoèník m¾e prekongurova» hostiteµský infor-
maèný systém. Napríklad modikáiou kµúèov patriaih SNMP { simple ne-
twork management protool { sa dajú zisti» informáie o systéme { verzie
operaèného systému, informáie o rozhraniah (ifName, ifDesr, ifSpeed, if-
Type, ifPhysAddr), údaje o sie»ovej prevádzke, dotazova» sa na ARP ahe
atp.
xp servieontrol
Umo¾òuje kontrolova» slu¾by (servie) systému Windows. Slu¾by predstavujú
kritiké miesto systému, ih prostrednítvom sa spú¹»ajú dle¾ité komponenty
systému ako napríklad rewall, antivirus.
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xp availablemedia
Vráti zoznam dostupnýh diskov na systéme.
xp dirtree
Umo¾òuje získa» adresárovú ¹truktúru v strome.
xp enumdsn
Umo¾òuje získa» zoznam ODBC dátovýh zdrojov.
xp loginong
Umo¾òuje získa» informáie o konguráii na serveri ako login mode - mixed,
windows autheniation, default login, default domain, audit level atï.
xp ntse enumdomains
Vráti zoznam domén, do ktorýh má server prístup.
xp sendmail
Za¹le e-mail na ¹peikované adresy. Umo¾òuje ¹peikova» súbory ako prí-
lohu. Pri zadaní parametra query za¹le výsledok dotazu na uvedený mail v pa-
rametre reipients. Obzvlá¹» zákerné by bolo pou¾itie xp sendmail v triggroh,
napríklad zaslanie zmien hesiel a registraènýh údajov novýh u¾ivateµov.
Linkované servery
Databázy umo¾òujú vzájomnú previazanos», predávanie dát a spú¹»anie dota-
zov vzdialene. U MSSQL servera je táto funkionalita sprístupnená pomoou
tzv. linkovanýh serverov. Zoznam linkovanýh serverov je prístupný v tabuµke
master. .sysservers. Linkované servery obvykle obsahujú preddenované auto-
rizaèné údaje a prístup k ih dátam nevy¾aduje ïal¹iu autorizáiu.
U¾ivateµské ulo¾ené proedúry
sp addextendedpro 'meno', 'esta'
SQL server poskytuje API, implementáiou ktorého je mo¾né vytvori» Dll kni¾-
niu s programovým kódom. Zneu¾i» túto funkionalitu je mo¾né v kombináii
s nahraním ¹kodlivej Dll kni¾nie iným spsobom. Pre tento úèel sú pou¾i-
teµné napríklad protokoly http a ftp. Dll kni¾niu staèí sprístupni» serveru ez
súborový systém, nie je nutné ulo¾enie priamo na serveri.
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SQL funkie naèítania súborov
K zneu¾iteµným roz¹íreniam jazyka SQL patrí funkènos» naèítania súborov do
tabuliek. V súborovom systéme sú ulo¾ené v¹etky dáta a ih obsah je pre útoè-
níka zaujímavý. Operaèný systém obvykle znemo¾òuje prístup len ku najkriti-
kej¹ím súborom, tj. súborom so ¹iframi hesiel v unixe /et/shadow, vo windows
SAM { seurity aount manager v %systemroot%system32/ong/SAM . Prí-
stup k ostatným súborom nastavuje správa systému. Proes obsluhy databázy
vy¾aduje pre svoju práu prístup k rznym prostriedkom systému { správa
úloh, prístup k súborovému systému, spú¹»anie novýh proesov a podobne.
Úèelom databázy je poskytnú» odpoveï èo najrýhlej¹ie, preto dostávajú pro-
esy u¾ivateµa, pod ktorým be¾í databáza, vysokú prioritu. Èasto sa na úèet
nie je mo¾né prihlási», a preto sa obmedzeniu jeho práv nevenuje dostatoèná
pozornos». Prostrednítvom útoku na databázu je mo¾né eskalova» práva k sú-
borovému systému pre databázového u¾ivateµa a¾ na úroveò u¾ivateµa, pod
ktorým databáza be¾í. Dle¾itou výhodou pre útoèníka je to, ¾e naèítanie sú-
borov ovláda prostrednítvom jazyka SQL.
Systémy naèítania tabuliek do databázy sú primárne urèené na import dát
do databázy, presnej¹ie do tabuliek. Väè¹ina databáz natívne podporuje naèí-
tanie tzv. at-le súborov. Flat súbor obsahuje záznamy rovnakej ¹truktúry
oddelené oddeµovaèom záznamov { typiky konom riadku. Jednotlivé atribúty
záznamu m¾u by» oddelené rovnako oddeµovaèom, alebo urèené poziène ako
interval znakov.
K príkladom at súboru patrí v unix-like systémoh súbor /et/passwd,
ktorý obsahuje zoznam u¾ivateµov. Cennou informáiou pre útoèníka je login
name, alebo meno u¾ivateµa, s ktorého znalos»ou sa m¾e dobíja» do systému
pomoou hádania jednoduhýh hesiel.
Systémy sú databázovo ¹peiké.
Príklad:
CREATE diretory passwd dir AS '/et';
GRANT READ, write ON diretory passwd dir TO utonik;
CREATE TABLE ETC HESLA
(
MENO UZIVATELA VARCHAR2(100),
HESLO VARCHAR2(1),
CISLO UZIVATELA NUMBER(10),
CISLO SKUPINY NUMBER(10),
POPIS UZIVATELA VARCHAR2(100),
DOMOVSKY ADRESAR VARCHAR2(100),
SHELL VARCHAR2(100)
)
ORGANIZATION EXTERNAL
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( TYPE ORACLE LOADER
DEFAULT DIRECTORY PASSWD DIR
ACCESS PARAMETERS
( RECORDS DELIMITED BY NEWLINE
FIELDS TERMINATED BY ':'
MISSING FIELD VALUES ARE NULL
REJECT ROWS WITH ALL NULL FIELDS
(
MENO UZIVATELA,
HESLO,
CISLO UZIVATELA,
CISLO SKUPINY,
POPIS UZIVATELA,
DOMOVSKY ADRESAR,
SHELL
)
)
LOCATION(PASSWD DIR:'passwd')
)
REJECT LIMIT UNLIMITED;
Charakteristika
Statiká harakteristika, tvar dotazu: Útok je typiký výskytom volaní
príslu¹nýh rezervovanýh funkií.
2.9 Advaned SQL Injetion
Táto èas» ukazuje napadnutie systému na základe známyh hýb, prípadne
na základe predpokladanýh slabín validaèného kódu. Ilustruje, ako m¾e by»
obtia¾ne zostavi» injektovaný kód.
Advaned SQLi, alebo pokroèilá SQLi je názov pre metódu vkládania
SQL kódu vy¾adujúu dmyselnú kon¹trukiu dotazov. Nevyhnutnos» takejto
kon¹trukie je vyvolaná o¹etrením u¾ivateµského vstupu, ktoré sa sna¾í útoèník
prekona». Èas» programu, vykonávajúi funkiu bránenia vstupu ¹kodlivýh
dotazov do systému, budeme ïalej nazýva» validaèný kód.
Priníp fungovania validaèného kódu m¾eme rozdeli» do 3 kategórií:
1. Modikáia u¾ivateµského vstupu tak, aby bol ne¹kodný.
2. Odmietnutie vstupu, o ktorom je známe, ¾e je ¹kodlivý.
3. Prepustenie len takého vstupu, o ktorom je známe, ¾e je ne¹kodný.
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Obene sa odporúèa zakláda» validaèný kód na kombináii prinípov 2 a 3,
tj. odmieta» známe prípady ¹kodlivého vstupu a prepusti» len ten vstup, o kto-
rom vieme, ¾e je ne¹kodný. Odporúèanie nie je mo¾né dodr¾a» v¾dy, hlavnou
preká¾kou implementáie kontroly pravidla 3 je rznorodos» vstupu. Situáia je
ilustrovaná na následujúih príkladoh: Ak je potrebné overi», èi daný re»aze
obsahuje kladnú eloèíselnú hodnotu bez rezervovanýh znakov, postaèí vy-
hodnotenie splnenia regulárneho výrazu napr. [0-9℄*. Toto obmedzenie vstupu
spåòa logiku prinípu 3 { umo¾nenie len ne¹kodného vstupu. Problém imple-
mentáie 3. prinípu zaèína napríklad u re»azovýh polí obsahujúih názov
spoloènosti. Obene nem¾eme vylúèi» rezervované znaky napríklad apostrof
(M Donald's), nie je dostupný èísleník povolenýh hodnt, nie je mo¾né vy-
lúèi» rezervované slová jazyka SQL (Drop Press s.r.o.).
V tomto a inýh prípadoh je nutné vyvíja» validaèný kód podµa priní-
pov 1 a 2. Rizika mo¾nej nedokonalosti sú zrejmé: nikdy si nem¾eme by» istí,
¾e poznáme v¹etky prípady ¹kodlivého vstupu. Budúe verzie databáz m¾u
poskytnú» funkionalitu, ktorá bude zneu¾iteµná, zároveò v¹ak nezakázaná pre
jej neexisteniu v dobe vývoja aplikáie. Oveµa èastej¹ou príèinou zraniteµnosti
ako nová verzia databázy sú v¹ak hyby programátora validaèného kódu. Na
ih prítomnos» sa útoèník spolieha a detekia zraniteµného miesta logiky vy-
hádza z predpokladanej hyby.
Obene sa útoky pokroèilými metódami nedajú lep¹ie harakterizova»,
ako útoky vkladaním kódu, pri ktorýh sa dmyselne vyu¾íva niektorá vlast-
nos» aplikáie. Útoky sú ¹ité na mieru a predpokladom ih fungovania je istý
spsob kontroly vstupu, alebo transformáie dát v aplikáii. Útoky vznikajú
prevá¾ne analýzou zdrojového kódu aplikáie, bez ktorej sú len obtia¾ne zo-
staviteµné. Pri vývoji takýhto útokov sa hakeri sústredia najmä na miesta
aplikáie, ktoré m¾e programátor mylne pova¾ova» za dveryhodné. Vybrané
zneu¾iteµné hyby sú:
Chyby arhitektúry validaèného kódu
Triviálnou hybou býva o¹etrenie vstupu na nevhodnom mieste. V arhitek-
túre klient{server to m¾e by» v klientskej èasti, napríklad vo webovej stránke
vlo¾eným skriptom. Skript je spustený v prostredí prehliadaèa, ktoré má pod
kontrolou útoèník. Ulo¾ením stránky na lokálny disk a následnou modiká-
iou kontrolu vyradí z funkie. Príklad o¹etrenia maximálnej då¾ky vstupu
v kóde html:
<FORM ACTION="send.php" METHOD="GET">
Email, kam má by» zaslané stratené heslo <BR>
<INPUT TYPE="text" NAME= "email" SIZE="50"><BR>
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Skrytý html vstup
V html kóde je mo¾né denova» dvojiu identikátor{hodnota v elemente in-
put, tak aby bola pre príjemu stránky skrytá.
<INPUT TYPE="hidden" ID ="jazyk" NAME="jazyk" VALUE ="CZ" />
Dvodov pre pou¾ívanie takto skrytého vstupu je niekoµko: programátor má
navrhnuté jednotné rozhranie pre rzne webové stránky, z ktorýh niektoré po-
sielajú len podmno¾inu po¾adovanýh hodnt. Skrytým vstupom si je mo¾né
dodenova» hýbajúe hodnoty. Ïal¹ím dvodom m¾e by» predávanie para-
metrov v spojení s dynamikým generovaním stránky. Do html kódu stránky sa
vygeneruje pole identikátorov a hodnt. Hodnotu skrytého vstupu ovláda ria-
diaia aplikáia, èo vytvára klamlivý poit bezpeènosti a práve z tohto dvodu
sú skryté vstupy náhylné pre útok SQLi.
Obdobne sú na tom read-only a disabled vstupy formulárov.
Html read-only vstup
<INPUT NAME="realname" VALUE ="hello" READONLY>
Disabled vstup
<INPUT NAME="realname" VALUE ="hello" DISABLED>
Vianásobná náhrada
Pokroèilej¹í programátori si uvedomujú riziko útokov SQLi, preto kontroly
vstupu èasto pou¾ívajú na viaerýh miestah v programe. Jedným z prístu-
pov je uvádzanie nebezpeènýh znakov tzv. esape sekveniou, teda znakom,
ktorý berie ¹peiálnu funkiu znaku následujúemu. Zlou implementáiou a
dvojitým pou¾itím náhrady je mo¾né spsobi» slabinu tak, ¾e djde k zdvo-
jeniu esape znaku. Celá sekvenia sa prelo¾í tak, ¾e prvý esape znak berie
funkiu druhému esape znaku a nebezpeèný znak je opä» aktívny.
Orezávanie då¾ky vstupu
U èasti vstupu, kde nie je mo¾né vylúèi» rezervované znaky, je nutné ih výskyt
upravi». V kontexte SQL re»azov sa pou¾íva znak apostrof ako indetikátor
zaèiatku a kona re»aza. O¹etrenie výskytu apostrofu je èasto implemento-
vané jeho zdvojením, ktoré znaèí pokraèovanie re»aza za dvojitým apostrofom,
ktorý sa premietne do výsledného re»aza ako jeden. Úprava je jednoduhá,
programátor v¹ak m¾e zabudnú» na to, ¾e takto narastá då¾ka re»aza. V nie-
ktorýh prípadoh je mo¾né injektovaním veµkého mno¾stva apostrofov vynú-
ti» skrátenie re»aza, ktoré má zaisti» maximálnu då¾ku u¾ivateµského vstupu.
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Skrátením nepárneho poètu apostrofov djde k preklopeniu kontextu násle-
dujúih kµúèovýh slov na re»azovú hodnotu, èo m¾e vies» k úspe¹nému
útoku.
Príklad injektovaného dotazu:
SELECT * FROM uzivatelia WHERE name=' '''''''''''''''''''''
''''''''''''' and login =' OR 1=1 --'
Vianásobná injektá¾
Ak je dotaz tvorený z viaerýh kusov vlo¾eného kódu, je mo¾né vlo¾ením kódu
na dve miesta prekona» niektoré kontroly zamedzujúe útoku z jedného miesta
vlo¾enia.
Chyby v esapovaíh funkiáh
Èasto pou¾ívanou tehnikou obrany je úprava vstupu esapovaími funkiami
rzneho druhu. V nih m¾u existova» hyby, ako ukázal Chris Shiett [12℄. Pri
pou¾ití esapovaej funkie addslashes() pou¾ívanej v jazyku php a kombináie
kódovania znakov tradiènej èín¹tiny GBK je mo¾né dosiahnu» vlo¾enie apos-
trofu do re»aza po úprave esapovaiou funkiou. Útok funguje injektovaním
hodnoty 0xbf27. V nej funkia detekuje hodnotu 0x27 ako apostrof a pridá
pred òu hodnotu spätné lomítko 0x5. Vznikne tak sekvenia 0xbf527, ktorá
v kódovaní GBK je prelo¾ená ako dva znaky, jeden 0xbf5 a druhý s kódom
0x27, èi¾e apostrof. Korektná kontrola prítomnosti apostrofu nebezpeèný znak
nenájde, po úprave ïal¹iou funkiou sa u¾ znak v hodnote objaví.
Chyba s poradím kontrol
Dle¾ité je tie¾ správne poradie kontrol vo validaènom kóde. V prípade systému
odmietajúeho vstup obsahujúi kµúèové slovo jazyka SQL sa zdá by» systém
hránený. Kombináiou s proedúrou odstraòujúou rezervované znaky v zlom
poradí vzniká slabina.
Vstup '1 UN'ION SE'LECT heslo FR'OM uzivatelia' sa po úspe¹nom
absolvovaní kontroly na prítomnos» kµúèovýh slov SQL a následnom odstrá-
není rezervovaného znaku apostrof stáva nebezpeèným.
Podobné útoky sú mo¾né väè¹inou v aplikáii, kde dohádza k manipuláii
s re»azom po kontrole vstupu. Pou¾itím prekladu z url kódovania funkiou
url deode po kontrole vstupu sa vytvorí z hodnoty %27 apostrof.
Logiké hyby
Existuje nepreberné mno¾stvo mo¾nýh logikýh hýb vo validaènom kóde.
Napríklad v prostredí interpretovanýh jazykov fungujú podivné konverzie:
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Testovanie, èi vstupom je èíslo, m¾e by» hybne prevedené pretypovaním pre-
mennej. Niektoré jazyky v¹ak pretypovanie dovolia i s re»azovou hodnotou
zaèínajúou èíslom, rovnako sa hodnota m¾e zúèastni» aritmetikýh výra-
zov. Napríklad vstup = '2 OR 1=1' vyhovuje podmienke $vstup > 0.
Charakteristika
Statiká harakteristika, tvar dotazu: Útok je vytvorený podµa harak-
teru hyby v aplikáii. Ih druhov je mnoho. Z tohto dvodu útoky Ad-
vaned SQLi nejde dobre harakterizova» obene.
2.10 Útok vkladaním nového príkazu
Predpokladom úspe¹ného útoku je mo¾nos» odoslania viaerýh SQL príka-
zov databáze v jednom volaní databázového rozhrania, prípadne mehaniz-
mus v aplikáii, ktorý zaistí postupné odoslanie dotazov. V riadiaej aplikáii
to m¾e by» realizované napríklad delením odosielaného re»aza podµa znaku
oddeµujúeho SQL príkazy a postupným odoslaním. Typikej¹ia je v¹ak prvá
mo¾nos».
Ako je uvedené v èasti 1.4, programovaie jazyky neobmedzujú poèet do-
tazov v odosielanom re»azi, obsah re»aza pred odoslaním neanalyzujú. Exis-
tuje nastavenie databázového rozhrania, v ktorom sa dá povoli», alebo zakáza»
odoslanie viaerýh príkazov v jednom volaní, tzv. multi-query nastavenie.
Útok vkladaním príkazu je mo¾né previes» do µubovoµného miesta
v SQL príkaze. Ak je príkaz zlo¾ený z èastí: Èas»1 <miesto vlo¾enia> Èas»2,
je mo¾né ¹kodlivý dotaz pripravi» napríklad v nasledujúom tvare. Oèakávaný
re»aze pre miesto vlo¾enia bude pre prehµadnos» oznaèený k.
k Èas»2; ©kodlivý príkaz; Èas»1 k
Výsledkom injektá¾e je dotaz:
Èas»1 k Èas»2; ©kodlivý príkaz; Èas»1 k Èas»2
Mierne problematikým sa v tomto shémate stáva opakovanie dotazu, naprí-
klad druhé volanie príkazu drop table by zlyhalo, prípadne vlo¾enie týh istýh
hodnt príkazom insert typiky spsobí odmietnutie unikátnosti. Ak je prvý
dotaz zostavený správne, k vykonaniu ¹kodlivého dotazu v¹ak djde. Problé-
mom m¾e by» zistenie obsahu èastí 1 a 2, ktorý sa dá eliminova» napríklad
pou¾itím komentára, alebo inak.
Charakteristika
Statiká harakteristika, tvar dotazu: Útok je typiký výskytom znaku
oddeµujúeho príkazy, obsahom viaerýh príkazov v jednom volaní da-
tabázového rozhrania.
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2.11 Ne¹peiký útok
U predhádzajúih typov útokov v tejto kapitole bola mo¾ná pribli¾ná ha-
rakterizáia útoku na základe tvaru dotazu, konguráie systému, alebo èasovo
premenného sa správania. Problémom harakterizáie SQLi útokov podµa tvaru
dotazu je fakt, ¾e sú ¹ité na mieru odhalenej slabine a jednotlivé metódy úto-
kov predstavujú len typiké metódy útoèenia za istýh podmienok: union útok
je vhodný pri slabine vzniknutej v literále where podmienky selet príkazu,
obfuskáia prekonáva kontroly, parsovaie problémy, vkladanie nového dotazu
je pou¾iteµné pri istom nastavení databázového rozhrania atï. Do úvahy je
v¹ak nutné bra» skupinu útokov, ktorej vlo¾ený kód nespadá do predhádzajú-
ih prípadov a vlo¾ený SQL kód je obmedzený len sytaxou príkazu a miesta,
do ktorého je injektovaný. Parametrizovanými miestami selet príkazu bývajú
literály, veµmi výnimoène prex a suÆx mena tabuµky, rovnako i názvy ståpov.
Parametrizované miesta budú oznaèené $ a zmyslený príklad parametri-
zovaného dotazu vyzerá takto:
SELECT verzia $ver
FROM $prefix statistiky
WHERE id uzivatel=$id
ORDER BY $stlpe
Mo¾nosti útoku predstavujú len malé vièenie z jazyka SQL a je ih nespoèet.
Útok vlo¾ením tautológie do where podmienky a získanie informáie o elej
mno¾ine údajov:
.
.
.
WHERE id uzivatel=1 OR 1=1
.
.
.
Injektovanie do order by klauzúly, kde ovplyvòovaním usporiadania výsledku
útoèník naslepo zis»uje údaje z inej tabuµky:
ORDER BY
CASE(WHEN SUBSTR(verzia,1,1)=(SELECTSUBSTR(HESLO,1,1)
FROM uzivatelia
WHERE meno='Jan Novák')
THEN 1
ELSE 2
END
Podvrhnutie nového selet príkazu a elimináia zvy¹ku komentárom:
SELECT verzia
FROM (SELECT meno+' '+heslo as verzia FROM uzivatelia )
-- FROM prex statistiky
.
.
.
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Injektá¾ do parametra prex tabuµky a získanie údajov z itlivej tabuµky:
SELECT verzia 9
FROM (SELECT meno+heslo FROM uzivatelia)
MINUS
SELECT 'ab' FROM prefix statistiky
WHERE
.
.
.
Zneu¾itie vlo¾enia sub-seletu miesto hodnoty. Príklad predstavuje zalo¾enie
u¾ivateµa, ktorého meno je zhodné s heslom administrátora. Útoèník v násled-
nom kroku zistí heslo z výpisu u¾ivateµov.
INSERT INTO uzivatelia(meno, heslo)
VALUES(''+SELECT heslo FROM uzivatelia
WHERE meno='admin','') --','ab');
Kapitola 3
Detekia zraniteµného miesta
Táto kapitola popisuje mehanizmus prípravy na útok detekovaním zraniteµ-
ného miesta a faktormi, ktoré detekiu ovplyvòujú.
Detekia zraniteµného miesta patrí do fáze prípravy na útok. Kµúèovým
bodom je detekia miest u¾ivateµského vstupu a toku dát naprieè aplikáiou.
Miestom u¾ivateµského vstupu budeme hápa» nielen programátorom deno-
vané miesta v programe, kde u¾ivateµ m¾e zada» údaje, ale i èas» dátového
toku, ktorú má mo¾nos» ovplyvni» útoèník.
Detekia napadnuteµného miesta sa prevádza troma spsobmi: automa-
tiky, poloautomatiky a analýzou zdrojového kódu aplikáie.
3.1 Detekia analýzou zdrojového kódu
V prípade dostupnosti zdrojového kódu aplikáie je detekia znaène zjednodu-
¹ená. Analýzou kódu je mo¾né hybu presne identikova», vytvori» a odladi»
exploit. Analyzované bývajú najmä tzv. hotspoty, to sú miesta v kóde, odkiaµ
sa dotaz odosiela do databázy. Dajú sa identikova» podµa volania databázo-
vého rozhrania. Potom je prevedená spätná analýza ku vstupu informáie do
aplikáie so zameraním sa na detaily manipuláie s èas»ami vstupu.
V prípade dostupnosti prelo¾eného kódu je mo¾né pou¾i» debugovaie ná-
stroje a analyzátory a za ih pomoi sledova» reakiu programu na problema-
tiké vstupy.
3.2 Automatiká detekia zraniteµného miesta
Najèastej¹ie vyu¾ívanou tehnikou je v¹ak automatiká tehnika test and error,
pokus { omyl. Na stránkah [3℄ sú uvedené vstupy kompromitujúe databázu:
http://www.example.om/Sript/questions.php?idat=10
UNION SELECT 1,onat(login,0x3a,password),3,4,5,6,7,8,9
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FROM admin_users--
http://www.example.om/?pageid=-1+union+selet+1,2,3,onat
(0x3a3a,username,0x3a3a,password)+from+aounts/*
http://www.example.om/Sript/index.php?ommand=laim&amp;word=
-401+union+selet+onat_ws(user(),version(),database())
+onfig_variables--
http://www.example.om/path/artile/readartile.php?artid=
-9999999+union+selet+0,1,2,3,onat(username,0x3a,
admin_password),5,6,7,8+from+admin/*
Na základe jednoduhosti reálnyh útokov sa dá predpoklada», ¾e nesano-
vaná aplikáia bude reagova» na vlo¾enie jedného z pár problematikýh vzorov
SQL dotazu ako vstupu. Oiálne bezpeènostné stránky ponúkajú kontrolu a
audit aplikáií na základe dvoh prinípov. Jedným je invazívne sanovanie,
pri ktorom sa pou¾ije niektorý z vyvinutýh nástrojov, ktorý na miesta u¾i-
vateµského vstupu posiela obvykle problémové vzorky. Analýzou odpovede de-
tekuje úspe¹nos» útoku. Príklady programov na sanovanie náhylnýh miest:
Typhon III, FxCop, wpoison, Validator.NET.
Na stránkah hakerskýh organizáií, grey a blak hat konferenií je tak-
tie¾ dostatok programov na automatiké testovanie. V prinípe sú tieto prog-
ramy via alebo menej podarenými sannermi s pripravenými ¹ablónami úto-
kov. Niektoré podporujú útoky typu Blind SQLi a obsahujú modul, v ktorom
sa dá denova», ako zisti» kladný a záporný prípad. Pre ilustráiu bude detail-
nej¹ie popísaný FG-Injetor:
FG-Injetor
FG-Injetor je príkladom vulnerability sanneru { sanneru zraniteµnosti. Fun-
guje v spojení s web-prehliadaèom. Po in¹taláii program vytvorí proes, ktorý
zabezpeèuje slu¾bu http proxy na porte 8888. Webový prehliadaè útoèníka
sa nakonguruje tak, aby pre pripojenie na web vyu¾íval proxy FG-Injetor.
Proxy zahytáva po¾iadavky protokolu http a pozdr¾uje ih v editaènom okne.
Do dotazu sa vpí¹e re»aze, ktorý znamená bod injektovania príkazu.
Ïal¹ie okno dovoµuje na oznaèené miesto vlo¾i» zadaný re»aze. Program obsa-
huje injektovaí engine, ktorý podporuje 4 databázy MS SQL Server, MySQL,
Orale a PostgresSQL. Obsahuje u¾ preddenované niektoré známe útoky.
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Obr. 3.1: Nástroj detekie a útoèenia: FG Injetor.
3.3 Poloautomatiká detekia zraniteµného mie-
sta
Poloautomatiké tehniky skúmania kombinujú výhody sledovania toku infor-
máie s analýzou programátora. Identikáia zraniteµného miesta je prevedená
na základe auditu aplikáie odhytením zasielanýh dotazov. Pomoou nástroja
na sledovanie zasielanýh dotazov do databázy sa vytvorí mno¾ina dotazov,
ktorýh porovnávaním je mo¾né identikova» vlo¾ené hodnoty. Heuristiky sa
hodnoty spárujú so vstupom, tým sú známe mo¾né miesta prieniku. Ïal¹ím sle-
dovaním výstupov je mo¾né odhadnú» priníp kontrol a transformáie vstupu.
3.4 Faktory vplývajúe na detekiu slabiny,
prevedenie útoku a mo¾né dopady
Faktory, ktoré vplývajú na zlo¾itos» detekie slabiny a na zlo¾itos» prevedenia
útoku:
1. dostupnos» zdrojového kódu aplikáie a proedúr v databáze
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2. prítomnos» a funkia kontroly u¾ivateµského vstupu
3. konguráia databázy a riadiaeho systému
4. harakteristika u¾ivateµského vstupu
5. forma transformáie u¾ivateµského vstupu v riadiaej aplikáii
6. administráia a sledovanie systému
7. prítomnos» IDS/IPS systému
8. vz»ah systému a útoèníka
Dostupnos» zdrojového kódu aplikáie a proedúr v databáze
V prípade, ¾e je dostupný zdrojový kód aplikáie, na ktorú je smerovaný
útok, analýza kódu poskytuje priamo návod, ako zkon¹truova» kompromitujúi
vstup. Hovoríme o tzv. white box prístupe. Odhalenie útoku v tomto prípade je
o to »a¾¹ie, ¾e útoèník má mo¾nos» modikované vstupy otestova», èím sa vyhne
podozrivému hovaniu systému { ako vyvolanie výnimky, vykonanie nevalíd-
neho SQL príkazu a podobne, ktoré by mohlo podnieti» reakiu administrátora.
V prípade nedostupnosti zdrojového kódu sa èasto útoèník spoµahne na pse-
udonáhodné odhalenie hyby, systémom pokus { omyl. Keï¾e hybu v aplikáii
m¾e útoèník len predpoklada», testuje hovanie systému na vstupoh, ktoré
spsobujú problémy pri predpokladanom mehanizme narábania so vstupom
pri zostavovaní dynamikého SQL (podrobnej¹ie rozobraté v analýze jednotli-
výh útokov). K pokroèilej¹ím tehnikám patrí vyu¾itie metód automatikého
testovania softwaru.
Prítomnos» a funkia kontroly u¾ivateµského vstupu
Pri absenii kontroly vstupu sa obvykle èas» zadanýh dát priamo vlo¾í do
èasti SQL dotazu bez ïal¹ej transformáie. Je na ¹ikovnosti útoèníka odha-
li» èas» SQL príkazu, do ktorej sa dáta vkladajú, a pripravi» ¹kodlivý kód.
V prípade prítomnosti kontroly je úloha s»a¾ená o nutnos» takej kon¹trukie
vlo¾eného kódu, ktorú kontrola oznaèí za prípustnú. Zaznamenanou hybou
je tie¾ nevhodné umiestenie kontroly, napríklad v klientskej èasti aplikáie.
Túto kontrolu útoèník obíde simulovaním vstupu z klientskej èasti aplikáie,
prípadne úpravou kódu tejto èasti.
Konguráia databázy a riadiaeho systému
Vhodným nastavením práv v databáze je mo¾né eliminova» dopad útoku na
systém i rýhlos» postupu útoèníka. Správnym nastavením sa dá zabráni» ma-
zaniu dát, spú¹»aniu ne¹tandardnýh { systémovýh funkií, ktoré m¾u vies»
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ku kompromitáii elého systému. Odoprením prístupu k systémovým kata-
lógom tabuliek sa dosiahne utajenie názvu ¹truktúr v databáze, bez znalosti
ktorého na ne útoèník nem¾e pristupova».
Charakteristika u¾ivateµského vstupu
Podµa harakteru u¾ivateµského vstupu sa dá predpoklada», do ktorej èasti
SQL dotazu sa vlo¾ený kód dostane. Príkladom vstupu pravdepodobne imún-
neho voèi SQLi bude výber z èíselníka, alebo zoznamu. Vybraná hodnota sa
s veµkou pravdepodobnos»ou pou¾ije priamo v riadiaej aplikáii v podmnienke
a nepodieµa sa priamo na tvorbe dotazu. Naopak slovo zadané do vyhµadáva-
ieho formulára umo¾òujúeho masku tzv. wildard, sa väè¹inou pou¾ije ako
substitúia do èasti SQL like klauzúly.
Forma transformáie u¾ivateµského vstupu v riadiaej aplikáii
Forma transformáie u¾ivateµského vstupu urèuje potenionálny dopad útoku.
Transformáia zahàòa jednak kontrolu vstupu, ale i proes narábania s dá-
tami. Z pohµadu detekie napadnuteµného miesta sú zneu¾iteµné hyby trans-
formáie ta¾ko odhaliteµné bez dostupnosti zdrojového kódu, ale skrývajú väè¹í
poteniál útoèiaih mo¾ností. Dle¾itý je harakter manipuláie so vstupom,
najmä opakované vyhodnotenie príkazu poskytuje mo¾nosti zostavova» nový
kód prostrednítvom volaní funkií SQL. Kód po kontrole a ulo¾ení m¾e by»
aktivovaný i inou aplikáiou, ne¾ je tá, ez ktorú prenikol.
Administráia a sledovanie systému
Pri nemo¾nosti otestova» útok dopredu je pravdepodobné, ¾e djde k vyvola-
niu ne¹tandardného stavu, napríklad nevalídnym dotazom do databázy. Takéto
stavy je mo¾né zahytáva» a skúmaním logu, prípadne priameho reportu útok
detekova» a systém hráni» doèasne napríklad zákazom pripojenia daného u¾i-
vateµa do opravy programu.
Prítomnos» IDS/IPS systému
Prítomnos» intrusion detetion systému, v preklade systému detekie prieniku,
je dobrá dodatoèná voµba ohrany. V prípade zahytenia podozrivého dotazu,
alebo vstupu sú mo¾né rýhle protiopatrenia. Prítomnos» takéhoto systému
nemusí by» zvonka pre útoèníka viditeµná, èo zvy¹uje stupeò ohrany aj pri
známyh hybáh programov, na ktoré programy pre zneu¾itie { exploity sú
u¾ vyvinuté.
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Vz»ah systému a útoèníka
Jedným z problematikýh faktorov pre urèenie úspe¹nosti útoku metó-
dou SQLi je získanie odpovede na vlo¾ený SQL kód. Mnoho aplikáií vypí¹e
len generikú hybu, èo z»a¾uje prienik do takéhoto systému. Ak má útoèník
ïal¹ie mo¾nosti ako databázu sledova» { napríklad u¾ivateµský úèet na rovna-
kom poèítaèi, z analýzy logov, záta¾e systému a inýh indikátorov je mo¾né
útok zefektívni» a detekova» slabinu.
Kapitola 4
Obtia¾nos» detekie útoku
Táto kapitola ilustruje obtia¾nos» obenej detekie útoku SQLi. Tá je spso-
bená faktom, ¾e mno¾ina legálnyh dotazov je viazaná na úèel aplikáie a nejde
ju urèi» automatiky zo zdrojového kódu a shémata databázy. Detekèný sys-
tém má za úlohu dopåòa» funkènos» validáie vstupu od u¾ivateµa a opravi»
hyby validaèného kódu { to jest vylúèi» zo spraovania injektované dotazy, èo
je obene nemo¾né.
4.1 Príèiny obtia¾í detekie útoku
Jednou z príèin obtia¾nosti dodatoènej detekie SQLi útokov je vrstevnatá
arhitektúra aplikáií. Arhitektúra je obvykle zlo¾ená z komponent: klient-
skej èasti aplikáie, servrovej èasti aplikáie a spolupraujúej databázy (viï
obr. 1.1 na str. 11). V ka¾dej vrstve, resp. medzi vrstvami je dostupný rozdielny
druh informáie potrebný pre detekiu útoku.
Klienská èas» obsahuje informáie o vstupe od u¾ivateµa. Vrstva v¹ak neob-
sahuje informáiu o tom, ktorá èas» vstupu sa bude podieµa» na zostavení
SQL dotazu. To predstavuje riziko detekie falo¹nýh pozitív, preto¾e
vstup so znakmi SQLi útoku m¾e by» korektne odmietnutý aplikáiou,
alebo sa nedostane na aktivaèné miesto útoku, alebo bude transformo-
vaný do bezpeènej formy mimo klientskú vrstvu. Problematiké je i udr-
¾anie integrity vrstvy, preto¾e je typiky pod kontrolou útoèníka, exeku-
ovaná na jeho poèítaèi. Tým pádom hrozí deaktiváia senzorov systému,
alebo odstránenie kontrol modikáiou aplikáie.
Do hry vstupuje i transformáia vstupu. Pri nej m¾e djs» k aktiváii
útoku, pri ktorej z ne¹kodného vstupu vznikne výraz jazyka SQL a tým
i SQLi útok.
Príkladom je odstránenie úvodzoviek zo vstupu: DR"OP TA"BLE POZICKY,
èím vznikne príkaz: DROP TABLE POZICKY .
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Servrová èas» obvykle obsahuje ako u¾ivateµský vstup, tak i informáiu
o transformáii, validaèný kód i zostavený dotaz. K problémom detek-
ie na tejto vrstve patrí najmä uzavretos» aplikáie a tým spsobená
nemo¾nos» sledova» tok informáie vnútri aplikáie a obtia¾na modi-
kovateµnos» prelo¾eného kódu aplikáie. V prípade, ¾e je zdrojový kód
dostupný, je mo¾né uva¾ova» o jeho automatikej analýze, prípadne mo-
dikáii. K problémom bude urèite patri» prevediteµnos» takéhoto rie¹e-
nia, preto¾e vy¾aduje dostupnos» v¹etkýh zdrojovýh kódov hránenýh
aplikáií, spolu s analyzátorom/modiátorom pre v¹etky obdr¾ané prog-
ramovaie jazyky. Obene je úloha analýzy a modikáie kódu aplikáie
algoritmiky nerozhodnuteµný problém.
Zvý¹enú zlo¾itos» detekie m¾e spsobova» i zlé arhitektoniké rie¹e-
nie aplikáie. Obvykle sú medzi klientskou a servrovou èas»ou aplikáie
zasielané len hodnoty literálov - kon¹tanty základnýh dátovýh typov.
Existujú i aplikáie, ktoré v klientskej èasti zostavujú dotaz elý, alebo
jeho partie. Takýto postup je mo¾né nájs» u zadávania ltrov rznyh
zoznamov, kde klikaním na tzv. dropdownlisty, kde sa vyberie najprv kri-
térium, potom operátor ( <, =, >, !=, = ) a nakonie hodnota, skladá
program na pozadí èasti where podmienky.
Reálnym príkladom je webová stránka, ktorá na základe výberu z dvoh
mo¾ností þzároveòÿ a þaleboÿ zostavila z vyhµadávaieho formulára
èas» where klauzúly tvaru: title like '%Parameter1%' OR title like
'%Parameter2%'
V prípade takto navrhnutého rie¹enia dostáva servrová èas» aplikáie
rovno èas» SQL príkazu. Nejde pou¾i» jednoduhé kritérium detekie: u¾i-
vateµský vstup neobsahuje SQL kód. Paradoxne v tomto prípade servrová
èas» prijíma kusy SQL kódu, ktoré sú v¹ak legálne.
Spolupraujúa databáza: Detekia útoku na strane spolupraujúej data-
bázy je tie¾ orie¹ok. Databáza prijíma zostavené SQL príkazy
1
. Má síe
v¹etky potrebné zdroje pre ih vyhodnotenie, hýba v¹ak pre detekiu
zásadná informáia o pvode èastí SQL dotazu { èi pohádzajú z apli-
káie, alebo od u¾ivateµa. Rovnako je mo¾né skon¹truova» príklad, kde
jeden a ten istý dotaz mohol vzniknú» legálne, alebo injektovaním SQL
kódu.
Medzivrstva prená¹ajúa informáie: Umiestni» detekèný systém na ko-
munikaènú medzivrstvu m¾e ma» svoj význam. Preto¾e systém m¾e
zahytáva» informáiu z viaerýh medzivrstiev, arhitektúra je µah¹ie
tehniky realizovateµná ne¾ dodatoèná modikáia aplikáie. K detekii
SQLi útoku ale nejde pou¾i» obvyklé znaky sie»ovýh útokov ako:
1
Existujú arhitektúry, v ktorýh je zostavovanie dotazu delegované na proedurálne
roz¹írenie SQL a na databázu, najèastej¹ie vo forme ulo¾enýh proedúr.
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 útok je vedený na aplikaènej vrstve, je teda nezávislý od smerovania
sie»ovej prevádzky
 objemy posielanej informáie sú náhodné
 frekvenia správ je náhodná
 vyhodnotenie legálneho a ¹kodlivého výrazu v aplikáii je bez roz-
dielu behu programu
 pripojenie k aplikáii i k databáze prebieha pod jednotnými autori-
zaènými údajmi
 útoku nepredhádza modikáia sie»ového, aplikaèného, èi databá-
zového prostredia
 znaky útoku neostávajú perzistentne ulo¾ené v napadnutom sys-
téme
Niektoré vymenované znaky v¹ak m¾u spoluindikova» útok najmä vo
vz»ahu k tvaru dotazu, alebo dotazovanej reláii. Pri dotazovaní nad
reláiou R(login, heslo) je dvodné predpoklada», ¾e dotaz vráti jedno-
riadkovú odpoveï { reprezentujúu výsledok kontroly zadaného mena a
hesla. Nárast objemu dát v spojení s indentikáiou dotazovanej reláie
m¾e znamena» prienik metódou SQLi, napríklad vlo¾ením tautológie
do where podmienky. Podobne útok metódou Blind SQLi m¾e spsobi»
nárast frekvenie dotazov.
Detekèný systém na medzivrstve m¾e eliminova» nemo¾nos» implemen-
táie systému priamo do aplikáie a pritom poskytnú» akú-takú vy-
hliadku na dostupnos» potrebnýh informáií. Jeho pridanou hodnotou
je kombinovaná informáia od klientskej a servrovej èasti aplikáie. Prob-
lémom je ale prepárovanie informáie od klienta s èas»ami dotazu, poèet
správ medzi vrstvami nie je 1:1. Správa od klienta obsahuje typiky jeho
identikáiu napr. IP adresu, medzi aplikáiou a databázou sú posielané
dotazy èasto po jednom spojení. Pri pokuse párova» informáiu v textovej
forme je mo¾né èaka» obtia¾e s reprezentáiou v inom tvare, kódovaní,
alebo s neprístupnos»ou odhytenia komunikáie napr. kvli ¹ifrovaniu
spojenia.
4.2 Èasté zjednodu¹enie problému detekie
SQLi útoku
Z perspektívy detekèného systému je v zásade mo¾ný dvojitý pohµad na infor-
máiu prihádzajúu z klientskej èasti. Klientská èas» zasiela z hµadiska bezpeè-
nosti nedveryhodnú informáiu { obsah m¾e by» modikovaný zá¹kodníkom.
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Táto informáia sa podieµa na tvorbe SQL dotazu. Je mo¾né ztoto¾ni» prítom-
nos» SQL kódu v èasti informáie od klienta s útokom?
Ak ztoto¾nenie bude akeptované, znamená to, ¾e aplikáia zasielajúa
èas» dotazu { title like '%horèík%' OR title like '%hliník%' { bude
pova¾ovaná za útoèníka. To nie je obene správne.
Ak ztoto¾nenie nebude akeptované, detekèný systém stratil jednoduhé
kritérium rozdelenia dotazov na legálne a nelegálne a musí sa spolieha» na
vágnu deníiu SQLi útoku (viï sekia 1.5): Cieµom vlo¾enia kódu je prevedenie
¹kodlivej akie, expozíie, alebo pozmenenia itlivej informáie, naru¹enia alebo
znièenia systému, alebo prevzatie kontroly nad systémom.
Kapitola 5
Známe prístupy detekie útoku
SQLi
Táto kapitola opisuje známe prístupy k obrane systému pred útokmi metó-
dou SQLi.
5.1 Dynamiká analýza
Parros (viï obr. 5.1) je voµne dostupný nástroj zameraný na odhalovanie zra-
niteµnýh miest web aplikáií. Obsahuje preddenované metódy útoku, pomo-
ou ktorýh preveruje vnímavos» systému na SQLi. Analýzou odpovedí, ktoré
zahytáva vo forme správ protokolu http, vyhodnouje úspe¹nos» útoku. Za-
meriava sa predov¹etkým na detekiu hybovýh hlásení databáz.
5.2 Kombináia statikej a dynamikej ana-
lýzy
Amnesia
Amnesia { Analysis and Monitoring for Neutralizing SQL-Injetion At-
taks [13℄. V statikej èasti nástroj prevádza analýzu programu vyu¾ívajú
nástroj Java String Analysis [14℄. Ten generuje bezkontextovú gramatiku mo¾-
nýh hodnt re»azov, pre jednotlivé miesta v programe. Na základe informá-
ie o mo¾nýh hodnotáh re»azov a identikáie ¹peikýh volaní rozhrania
databázy { tzv. hotspotov, vygeneruje pre ka¾dý hotspot model prípustnýh
SQL dotazov. V modeli je vstup od u¾ivateµa nahradený znaèkou { tzv. pla-
eholderom. V dynamikej èasti monitoruje dotazy smerované na databázu,
porovnáva ih s modelom a tie, ktoré pova¾uje za prienik, zablokuje. Vzhµa-
dom na väzbu k JSA je nástroj platformovo obmedzený na Javu.
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Obr. 5.1: Nástroj Parros proxy.
SQLGuard
SQLGuard je nástroj vyvinutý autormi [15℄, ktorý poèas behu aplikáie porov-
náva derivaèný strom SQL dotazu, pred vlo¾ením u¾ivateµského vstupu a po
vlo¾ení. Detekia útoku je stoto¾nená s prítomnos»ou rozdielu v týhto dvoh
derivaènýh stromoh.
5.3 Statiká analýza
Autori Frameworku [30℄ navrhli statikú analýzu zdrojového kódu programu
riadiaej aplikáie. V nej predpokladajú o¹etrenie vstupu regulárnym výra-
zom. Tzv. dataow analýzou kon¹truujú v¹etky dostupné mo¾nosti dotazov
pre jednotlivé miesta v programe v podobe koneèného automatu. V násled-
nom kroku skontrolujú prijímaný jazyk oproti bezpeènostnej politike deno-
vanej v samostatnej databáze. Tento krok obsahuje e¹te kontrolu na vybrané
nebezpeèné výrazy ako drop table a podobne plus kontrolu výskytu tautologie
vo where podmienke, ktorá znaèí mo¾né riziko útoku.
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5.4 Uèiae sa systémy
Autori èlánku [16℄ navrhli metódu zalo¾enú na ¹tatistikom vyhodnoovaní
¹truktúry a hodnt v SQL dotaze. Ih detekèný systém sa skladá z modulov
Provider, Parser a Feature Seletor. Provider odhytáva SQL dotazy smerované
na databázu prostrednítvom modikovaného bak-endu databázy. Parser pre-
vádza parsovanie dotazu na elementy gramatiky { tokeny, ku ktorým pripája
roz¹irujúe príznaky, uµahèujúe ïal¹iu práu. Jadro èinnosti má na starosti
Feature seletor. Ten transformuje SQL dotazy do formy vhodnej pre ïal¹ie
spraovanie { na tzv. feature vetor a skeleton query. Skeleton query predsta-
vuje SQL dotaz v textovej forme s nahradením v¹etkýh kon¹tánt znaèkou {
tzv. plaeholderom. Feature vetor obsahuje pole hodnt, ktoré modul nahradil
plaeholderom. Tieto dva vektory sú pou¾ité pre vyhodnoovanie podµa ¹tatis-
tikého modelu. Systém utilizuje viaero ¹tatistikýh modelov, ktoré hodnotia
SQL dotaz z následujúih hµadísk: då¾ka re»aza, harakteristika distribúie
znakov, prex a suÆx, splnenie masky dané regulárnym výrazom. Detekèný
systém má tri módy { uèiai sa, mód urèujúi prahy a detekèný. V uèiaom
sa systém vytvára proly na základe skeleton vektorov, tj. mno¾iny druhov
SQL dotazov. V móde urèujúom prahy sa vypoèítava skóre dotazov pre jed-
notlivé proly a zo získaného skóre sa urèuje prah, ktorý rozdelí mno¾inu hod-
nt na normálne a anomálne dotazy. Detekèný mód generuje výstrahy pri
prekroèení prahu nastaveného v predo¹lom móde.
5.5 Randomizáia, zmena in¹trukènej sady
Metódu zmeny in¹trukènej sady implementovali Boyd a Keromytis [17℄. Priníp
spoèíva v nahradení kµúèovýh slov jazyka SQL inými, ktoré nie sú útoèníkovi
známe. Spomínaná implementáia zre»azovala SQL kµúèové slová s tajným
kµúèom, v konkrétnom prípade s eloèíselnou hodnotou. Takto modikované
dotazy smerovala aplikáia na proxy server, ktorý prevádzal preklad zakµúèova-
nýh slov do ¹tandardnej formy SQL príkazov a preposielal ih ïalej databáze.
S vyu¾itím znalosti tajného kµúèa rozpoznával proxy server vlo¾ené kµúèové
slová útoèníkom, èo predstavovalo priníp detekie. Ïal¹ou podstatnou úlohou
proxy bolo maskovanie hybovýh hlá¹ok. Predpokladom pre vyu¾itie tejto
metódy je v¹ak modikáia zdrojového kódu aplikáie, respektíve vývojárom
predpripravenýh dotazov. Pre tento úèel poskytujú autori nástroj zjednodu-
¹ujúi úpravu u¾ naprogramovanýh kódov. Úspe¹nos» tejto metódy závisí od
shopnosti nevyzradi» tajný kµúè.
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5.6 Systémy detekie signatúr útokov
K systémom detekie signatúr útokov jazyka SQL patrí GreenSQL [18℄. Autori
ho prezentujú ako formu SQL rewallu, jedná sa o systém kombinujúi prístup
signatúr a uèiaej sa tehniky. Na základe signatúr známyh útokov poèíta
detekèný modul skóre rizikovosti, tzv. risk of the query. Zahrnuté signatúry
obsahujú prístup k itlivým tabuµkám (users, aounts, redit information),
výskyt komentárov vnútri dotazu, pou¾itie prázdneho re»aza ako hesla, prí-
tomnos» kµúèového slova OR, nájdenie tautológie vo výraze, tautológie porov-
naním dvoh ekvivalentnýh hodnt.
5.7 Tehnika znaèkovania
Autori Wei Xu a kol. v [19℄ prezentovali metódu znaèkovania. Predpokladom
pou¾itia je dostupnos» zdrojového kódu aplikáie, ktorá vy¾aduje o¹etrenie
proti SQLi útokom, a mo¾nos» modikáie kódu, alebo tzv. runtime kni¾ní.
Priníp spoèíva v transparentnom roz¹írení dátovýh ¹truktúr aplikáie o me-
tadáta, ktoré slú¾ia k rozlí¹eniu pvodu informáie, resp. premennej, alebo jej
èasti na zadanú u¾ivateµom alebo programátorom aplikáie. Vstup od u¾iva-
teµa je pova¾ovaný za nedveryhodný, naopak predprogramované èasti SQL ako
dveryhodné. Rozlí¹enie pvodu informáie je v èlánku realizované na základe
externej ¹peikáie, ktorá oznaèuje volania naèítania vstupu od u¾ivateµa. Za
spolupráe analyzátora zdrojového kódu a jeho modikáie taktie¾ automati-
kým nástrojom sa znaèky prená¹ajú elým programom. Prenos oznaèkovania
ez operáie ako priradenie, aritmetika, zre»azenie je denované v tabuµkáh,
tak aby sa znaèka správne propagovala do ïal¹íh ¹truktúr ovplyvnenýh ned-
veryhodným vstupom. Vyhodnotenie legálnosti výrazu prebieha na tzv. hot-
spotoh, èo sú miesta volania ¹peikýh databázovýh funkií. Tam sa na
základe znalosti elého dotazu a oznaèenia nedveryhodnýh, resp. ovplyvne-
nýh èastí dotazu dá rozhodnú», èi daný dotaz vyhovuje bezpeènostnej politike.
Najèastej¹ie politika obmedzuje pou¾ívanie kµúèovýh slov, pripadne metazna-
kov v nedveryhodnej èasti dotazu. K zjavným nevýhodám tejto metódy pat-
ria: pamä»ová a výpoètová nároènos», ktorá je lineárna vzhµadom k veµkosti,
resp. poètu operáií. Autori uvádzajú predå¾enie behu programu o 25% a¾
60%. Ïal¹ou nevýhodou je nutnos» denova» bezpeènostnú politiku a oznaèi»
vstupy od u¾ivateµa. K výhodám patria mo¾nosti zahytávania ¹irokej mno¾iny
útokov ako buer-overow, ross-site sripting, diretory traversal útoky, SQLi
a pamä»ové útoky.
Su a Wassermann [20℄ pou¾ili jednoduhú metódu znaèkovania u¾ivateµského
vstupu. Pred a za vstup vkladajú ¹peiálnu znaèku v [20℄ oznaèenú (j a j).
Znaèky pohádzajú mimo abeedu jazyka SQL. Rovnako vytvorili roz¹írenú
gramatiku jazyka SQL pridaním niekoµkýh pravidiel tak, aby reektovali ozna-
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èenie vstupu. Predpokladajú, ¾e pri kon¹trukii dotazu v aplikáii sa znaèky
objavia znova pred a za èas»ou vlo¾eného vstupu. Detekia spoèíva vo vytvorení
odvodzovaieho stromu pomoou nástroja SQLChek. Ak sa medzi znaèkami
nahádza neterminál, dotaz je oznaèený ako hrozba.
5.8 Automatiká modikáia zdrojového kódu
aplikáie
Thomas a Williams [21℄ navrhli metódu modikáie existujúeho kódu apli-
káie na základe analýzy zdrojového kódu riadiaej aplikáie. Priníp metódy
spoèíva vo vyhµadaní troh druhov informáie v zdrojovom kóde:
1. volania databázového rozhrania { ExeuteQuery metóda objektu State-
ment
2. holého textu dotazu "SELECT poet FROM knihy WHERE isbn='"
3. reprezentáie vytvorenia kompletného SQL dotazu { zapojené premenné
"SELECT .. . isbn='" + userISBN + "'"
Z týhto informáií prevádza vyvinutý nástroj modikáiu kódu, pri ktorom
transformuje dotaz pre pou¾itia s volaním predpripraveného dotazu, tzv. Pre-
paredStatement a volaní priradenia hodnt parametrom, napr. setString.
5.9 Mutaèné testovanie
Metódou mutaèného testovania sa vo svojej prái zaoberá Shahriar [22℄. Prin-
íp testovania vyhádza z vytvorenia mutáií testovaného programu na zá-
klade pou¾itia mutaènýh operátorov. Mutaèné operátory mierne modikujú
kód zdrojovej aplikáie a vytvárajú tak nové varianty programu { mutanty.
Operátory sú volené tak, aby buï simulovali obvyklé hyby v programoh,
alebo donútili programátora vyvinú» lep¹ie testy aplikáie. Ak sada testov od-
halí mutáiu v programe, testy sú navrhnuté správne a program je pova¾ovaný
za bezpeèný. Mutant programu je þkilledÿ { zne¹kodnený. V opaènom prípade
je mutant þliveÿ { na¾ive a to znamená, ¾e buï je mutáia programu ekvi-
valentná pvodnému, alebo je potrebné doplni» test k programu. Vhodnos»
takéhoto testovania je daná mutaèným skóre { pomerom medzi eliminovanými
mutáiami a neekvivalentnými modikáiami pvodného programu. Ako mu-
taèné operátory autor vybral odstránenie where podmienky z dotazu, negáiu
klauzulí, pridanie spojky AND spolu s nepravdou, vlo¾enie nepárovýh zátvo-
riek do podmienok, nastavenie mo¾nosti spú¹»ania viaerýh príkazov v jednej
dávke, nastavenie limitu riadkov výsledku, nastavenie timeoutu pre vykonanie
dotazu na nekoneèno a zmenu esapovaíh príznakov. K daným operátorom
sú denované mutaèné kritériá, ktoré detekujú zmenu vo výstupe.
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5.10 ©peikaèný prístup
Kemalis a Tzouramanis [23℄ vytvorili systém detekie databázy na základe
¹peikáie mno¾iny dotazov denovanej podµa bezpeènostnej politiky. Sys-
tém dovoµuje denova» prípustné dotazy vo forme roz¹írenej Bakus{Naurovej
formy (Extended Bakus Naur Form, EBNF). Poèas vývoja aplikáie predpo-
kladajú, ¾e djde k ¹peikáii povolenýh dotazov v EBNF. Táto ¹peikáia
je pripojená k aplikáii spolu s elou arhitektúrou, ktorá zahytáva zasielané
dotazy a kontroluje ih oproti ¹peikáii.
5.11 ©tatistiký prístup
Robertson a kol. navrhli v [24℄ ¹tatistiký prístup k detekii web útokov. Práa
pokrýva i útoky metódou SQLi a autori tvrdia, ¾e ¹tatistiký prístup je vhodný
pre ih detekiu. Ih systém zahàòa väè¹í poèet ¹tatistikýh modelov, pri pre-
kroèení nastaveného skóre je anomália reportovaná. Ako zlep¹ovaí návrh za-
komponovali do systému kategorizáiu anomálií, ktorá redukuje poèty anomál-
nyh dotazov, na ktoré musí reagova» administrátor. Systém obsahuje i heuris-
tiku detekie útokov.
5.12 Obmedzenie harakteru dotazov
V databáze H2 Database [25℄ je ako mehanizmus obrany proti útokom SQLi
vytvorené nastavenie, ktoré umo¾òuje zakáza» prijíma» dotazy obsahujúe li-
terály v texte dotazu. Takto si databáza vynúti pou¾ívanie predpripravenýh
dotazov { tzv. PreparedStatements. Zo strany aplikáie to znamená pou¾íva»
sériu volaní: v prvom sa text dotazu, v ktorom sú literály nahradené rezervo-
vaným znakom ?, stane súèas»ou objektu PreparedStatement. Ïal¹ie volania
realizujú naplnenie hodnt. Meno volania sa odvádza od dátového typu literálu
ako napr. setInt, setString atp.
Kapitola 6
Doporuèenia k vývoju
bezpeèného systému
Táto kapitola obsahuje doporuèenia, ako naprogramova» systém tak, aby nebol
náhylný na útoky SQLi.
6.1 Alternatívne prístupy k dynamikému zo-
stavovaniu SQL dotazu
6.1.1 Predpripravené dotazy
Okrem zostavovania dynamikého SQL na úrovni re»aza poskytujú databázy
i programovaie jazyky alternatívny spsob k vytváraniu SQL dotazu dyna-
miky. Logika je u databáz i programovaíh jazykov rovnaká: obe dovoµujú
kon¹trukiu bez vyplnenia hodnt kon¹tánt. Miesto kon¹tánt je v predpripra-
venom dotaze umiestnený tzv. plaeholder { ¹peiálna sekvenia znakov, ktorá
in¹truuje kompilátor, ¾e hodnota kon¹tanty bude doplnená. Dotaz s plaehol-
drami je predlo¾ený parseru jazyka SQL, ktorý prevedie syntaktikú analýzu.
Takto vznikne objekt, ktorého metódami je mo¾né plni» hodnoty na miesta
plaeholderov a dotaz vykona». Dotaz s plaeholderom:
dotaz:='SELECT znamka, predmet
FROM znamky z, studenti s
WHERE s.islo studenta = z.islo studenta
and s.login = ? and s.heslo = ?
and datum udelenia between date''2008-01-09''
and date''2009-06-30''';
Príklad alternatívy k dynamikému SQL v databáze Orale:
CREATE PROCEDURE DYNAMICKESQL (login IN VARCHAR2,
heslo IN VARCHAR2)
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IS
kurzor INTEGER;
BEGIN
kurzor:=DBMS SQL.OPEN CURSOR;
DBMS SQL.PARSE(kurzor,'SELECT
znamka, predmet
FROM znamky z, studenti s
WHERE s.islo studenta = z.islo studenta
and s.login = :login and s.heslo = :heslo
and datum udelenia between date''2008-01-09''
and date''2009-06-30''',DBMS SQL.V7);
DBMS SQL.BIND VARIABLE(kurzor,'login',login);
DBMS SQL.BIND VARIABLE(kurzor,'heslo',heslo);
DBMS SQL.EXECUTE(kurzor);
DBMS SQL.CLOSE CURSOR(kurzor);
END;
Parsovanie predpripraveného SQL je prevedené pomoou volania dbms parse,
naplnenie hodnt premennýh volaním dbms sql.bind variable. Vykonanie do-
tazu je realizované volaním metódy exeute.
Obdobne pristupujú k propagáii parametrov programovaie jazyky. Je
to dané tým, ¾e prostrednítvom rozhrania len sprístupòujú databázové fun-
kie. Napríklad v Jave reprezentuje predpripravený dotaz objekt Prepared-
Statement, hodnoty parametrov sa plnia pomoou volania set+dátový typ.
Plaeholder je reprezentovaný znakom otáznik.
PreparedStatement dotaz = pripojenie.prepareStatement("SELECT" +
"znamka, predmet" +
" FROM znamky z, studenti s" +
" WHERE s.islo studenta = z.islo studenta" +
"and s.login = ? and s.heslo = ?" +
"and datum udelenia between date'2008-01-09'
and date'2009-06-30'");
dotaz.setString(1,login);
dotaz.setString(2,heslo);
dotaz.exeuteQuery();
Za pov¹imnutie stojí to, ¾e syntaktiká analýza je vykonaná bez prítom-
nosti hodnt v plaeholdroh. To implikuje bezpeènos» takto zostaveného do-
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tazu voèi SQLi, ak je prípustné, aby bol dotaz parametrizovaný len èo sa týka
hodnt literálov. Útoèník síe m¾e vlo¾i» SQL kód do hodnoty parametra,
v tomto prípade v¹ak u¾ nedohádza k syntaktikému znovuvyhodnoteniu do-
tazu a vlo¾ený kód nemá vplyv na syntax výrazu a je interpretovaný ako
re»azová hodnota.
Prístup s parametrom a plaeholderom nie je plnohodnotná náhrada za
tvorbu dynamikého SQL. Plaeholder je mo¾né umiestni» do príkazu SQL len
na miesto kon¹tanty daného dátového typu. Je to dané tým, ¾e parser vyhod-
nouje dotaz bez znalosti hodnt parametrov. Umiestnením parametra naprí-
klad miesto názvu tabuµky by bol parser ohudobnený o informáiu o shéme
záznamov, z ktorého dátovú mno¾inu vyberá, a preto by nebol shopný naprí-
klad skontrolova» správnos» dotazu. Pou¾itie predpripravenýh dotazov neim-
plikuje bezpeènos» voèi útokom SQLi obene, ale za prijateµného predpokladu,
¾e dynamiky menená èas» dotazu budú hodnoty literálov a ïal¹ie spraovanie
hodnt bude zalo¾ené na rovnakom prinípe.
6.1.2 Objektový prístup
Objektový prístup tvorenia dotazu obhádza mo¾nos» programova» èasti SQL
kódu. Tým, ¾e sa dotaz zostavuje na základe volania metód príslu¹nýh ob-
jektov, je táto metóda bezpeèná z pohµadu útokov SQLi. K problémom prí-
stupu patrí malá podpora databázami, natívne pripojenia sú stále vo vývoji.
Dostupné sú v¹ak ovladaèe zais»ujúe preklad objektového jazyka do SQL.
Príkladom takejto tehnológie je LINQ { Language Integrated Query [26℄.
6.2 Nastavenia databázy
Správne nastavenie databázy je úèinná metóda obmedzenia mo¾ností útoèníka.
I keï sa nastavením práv v databáze nedá útokom SQLi zabráni», je mo¾né
eliminova» ih dopad. Z hµadiska SQLi sú dle¾ité najmä tieto nastavenia:
 Obmedzenie psobnosti u¾ivateµa na jedno (vlastné) shéma. Dobrou pra-
xou býva vytvorenie dvojie u¾ivateµov: vlastník, pou¾ívateµ. U¾ivateµ
vlastník je vlastníkom príslu¹ného shémata, pou¾ívateµ sa do shémata
dotazuje. Výhody takéhoto nastavenia sú: pou¾ívateµ nie je vlastníkom
objektov, preto nem¾e prestavi» svoje privilégia k týmto objektom. Nut-
nos» nastavenia práv k udzím objektom núti autora programu, alebo
administrátora uva¾ova» nad oprávneniami k objektom, nielen vytvore-
nia generikého u¾ivateµa so ¹irokými právami. Správa shémata prebieha
pod u¾ivateµom vlastník, dotazovanie pod pou¾ívateµ. Tým nedohádza
k pridávaniu a následnému odoberaniu práv pre úpravy shémy.
 Zakázanie vyu¾ívania vstavanýh a roz¹írenýh funkií. Tým sa obmedzia
mo¾nosti útoèníka na základné príkazy jazyka SQL a zabráni sa poten-
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iálnemu získaniu kontroly nad databázovým serverom. Najmä príkazy
spustenia príkazov prostrednítvom príkazového riadku sú nebezpeèné.
 Zakázanie odosielania viaerýh príkazov v jednom volaní. Databázy
umo¾òujú nastavi» toto obmedzenie, ktoré hráni pred útokmi vlo¾ením
príkazu.
 Zapnutie auditu databázy. Audit umo¾òuje logovanie èinnosti u¾ivateµa
a na základe záznamov je mo¾né spätné dohµadanie dotazov, ktoré sa
podielali na útoku. Tým bude umo¾nená aspoò ex-post oprava bezpeè-
nostnej medzery.
 Obené nastavenie minimálnyh potrebnýh práv.
Kapitola 7
Návrh obranného systému
Kapitola obsahuje návrh obranného systému a výhodiská jeho vytvorenia.
Pri návrhu obrany je potrebná deníia kritérií, ktoré budú hodnoti» dle¾ité
vlastnosti systému:
1. kritérium spoµahlivosti
2. kritérium pou¾iteµnosti
3. kritérium shopnosti obrany
4. kritérium autonómie
Kritérium spoµahlivosti
Posudzované ukazatele budú pravdepodobnos» odhalenia útoku a falo¹ného
poplahu. Pri návrhu systému obrany nie je mo¾né spomínané pravdepodob-
nosti vyèísli» exaktne. Preto bude snaha pravdepodobnosti za istýh predpo-
kladov odhadnú». Ako uhopiteµnej¹í ukazovateµ budú slú¾i» analýza poten-
ionálnej úspe¹nosti obrany proti známym i budúim útokom. Pre odhalenie
útoku je podstatný harakter informáie, ktorú bude navrhovaný obranný sys-
tém zahytáva», èo bude ïal¹ím ukazovateµom.
Kritérium pou¾iteµnosti
Kritérium bude denova» obmedzenia na prostredie, do ktorého bude systém
obrany nasadený. Posudzované budú aspekty ako:
 obmedzenie mno¾iny aplikáií, s ktorými bude systém shopný spolupra-
ova»
 obmedzenie mno¾iny databáz
 obmedzenie kladené na protokoly komunikáie medzi klientom, apliká-
iou a databázou
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Kritérium shopnosti obrany
Kritérium hodnotí mo¾nosti reakie systému pri zahytení útoku. Posudzované
budú faktory:
 shopnos» zastavi» útok
 shopnos» substitúie ¹kodlivýh objektov za ne¹kodlivé
 shopnos» oznaèenia útoèníka
Kritérium autonómie
Kritérium bude vyjadrova», nakoµko je daný systém shopný fungovania:
 bez zásahu administrátora
 bez u¾ivateµskej deníie rozoznania bezpeènýh a nebezpeènýh objek-
tov
 bez prípadnej uèiaej sa fáze
 bez zmeny pri vývoji aplikáií
 bez zásahu pri roz¹írení spolupráe s ïal¹ím systémom
7.1 Umiestnenie senzorov systému
Umiestnenie detekèného systému je urèené v zadaní práe, rozbor ostatnýh
mo¾ností dokumentuje mo¾nosti inýh prístupov. Pri analýze mo¾ností umiest-
nenia detekèného systému útokov bude uva¾ovaný hostiteµský systém fyziky
rozdelený na prostredia: aplikaèné, databázové a interkomunikaèné. Tento
predpoklad je zavedený s obhµadom na reálnu arhitektúru aplikáií, ktorýh sa
útoky najèastej¹ie dotýkajú { napr. web aplikáie. Rozdelenie zároveò umo¾ní
skúma» harakteristiku informáie, ktorá sa mení pri prehode jednotlivými
rozhraniami.
Mo¾nosti umiestnenia senzorov detekèného systému sú:
1. na komunikaènú medzivrstvu medzi þu¾ivateµaÿ a aplikáiu { u¾ivateµom
sa v tomto prípade myslí i klientská èas» aplikáie { aplikaèná proxy
2. do aplikaèného prostredia { aplikaèný modul
3. na komunikaènú medzivrstvu medzi aplikáiu a spolupraujúu databázu
{ databázová proxy
4. do prostredia databáze { databázový modul
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5. kombináia predo¹lýh mo¾ností
Jednotlivé umiestnenie zásadným spsobom urèuje harakter a mo¾nosti
obranného systému. Pre umiestnenie senzorov budú posúdené mo¾nosti sys-
tému vo vz»ahu k jednotlivým denovaným kritériám.
7.1.1 Mo¾nos» 1: Aplikaèná proxy
Umiestnenie senzorov na komunikaènú medzivrstvu medzi u¾ivateµa a apliká-
iu je problematiké z hµadiska tehnikého uskutoènenia. Takto kon¹truovaný
senzor, alebo aplikaèná proxy, musí by» kompatibilný so v¹etkými aplikaènými
protokolmi programov, ktoré spolupraujú s databázou. U ¹tandardizovanýh
protokolov ako http je proxy preklad mo¾ný, dokona podporovaný protoko-
lom, u ostatnýh aplikáií je naopak navrhnutý tak, aby k odhytenie informá-
ie nemohlo djs», prípadne je protokol uzavretý { bez dostupnej ¹peikáie,
alebo ¹ifrovaný.
Kritérium spoµahlivosti Z hµadiska spoµahlivosti, v takto konipovanom
systéme predstavuje problém detekia útoku. Z informáie zasielanej od
u¾ivateµa je mo¾ná analýza vstupu oddelene od informáie z aplikáie,
èo je hodnotná informáia. Rozhodnú», èi ide o útok metódou SQLi, by
bolo mo¾né na základe rozdelenia SQL dotazu na èasti pohádzajúe od
u¾ivateµa od programátorom preddenovanýh èastí. Problém zozbiera-
nia rozdelenia je ten, ¾e aplikaèná proxy nemá dostupný preddenovaný
zvy¹ok SQL, ten je typiky ulo¾ený v aplikáii. Rovnako je problémom
segmentáia správy, tj. rozdelenie na logiké úseky vstupu. Situáiu m¾e
z»a¾ova» i následná transformáia vstupu v aplikáii, napríklad zmenou
kódovania textu, obranou proti SQLi modikáiou správy atp. Zis»ova-
nie útoku sa musí teda zaobís» bez spomínanýh informáií, èo by viedlo
na systém, ktorý by istým spsobom ltroval hodnoty pripomínajúe
kusy SQL dotazu napríklad vyhµadávaním kµúèovýh slov. Ten by mohol
ma» obene vysokú èetnos» falo¹ne pozitívnyh prípadov, zapríèinenýh
výskytom kµúèovýh slov v legálnyh hodnotáh.
Kritérium pou¾iteµnosti Z hµadiska pou¾iteµnosti systému sú vylúèené exis-
tujúe aplikáie s uzavretým protokolom komunikáie medzi u¾ivateµskou
a aplikaènou èas»ou. Rovnako by ne¹lo systém pou¾i» v spojení s apli-
káiou, ktorá nedovolí zahytávanie posielanej informáie. Ïal¹í poteni-
onálny problém nastáva pri pou¾ití v informaènýh systémoh itlivýh
na vlastnosti prenosu.
Kritérium shopnosti obrany Z hµadiska shopnosti obrany by bolo mo¾né
správu zahodi» a zastavi» útok. Korektnej¹ie rie¹enie by predstavovala
úprava správy na ne¹kodnú, obene je takýto proes nemo¾né navrhnú».
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V sie»ovom prostredí by k výhodám tejto konepie patrila mo¾nos» za-
hytenia sie»ovej adresy útoèníka { odosielateµa správy a odopretie ïal-
¹ieho prístupu k aplikáii.
Kritérium autonómie V takto konipovanom detekènom systéme by bola
nutnos» kongurova» komunikaèné prostredie aplikáií tak, aby smerovali
tok informáie ez proxy detekèného systému. Rovnako je dvodné pred-
poklada» potrebu deníie úsekov správy pre úèely analýzy. Roz¹írenie
informaèného systému o novú aplikáiu znamená mo¾nos» obís» systém
detekie SQLi útokov z dvodu nekompatibility proxy, alebo inýh fak-
torov.
7.1.2 Mo¾nos» 2: Aplikaèný modul
Umiestnenie obranného systému do aplikaèného prostredia.
Kritérium spoµahlivosti Implementáia obranného systému do prostredia
aplikáií by umo¾òovala získa» v¹etky potrebné informáie k detekii
SQLi útoku { rozdelenie dotazu na preddenovanú èas» programátorom
i èas» nainjektovanú od útoèníka. Medzi tehniky rozdelenia patria teh-
nika znaèkovania, tehnika zmeny in¹trukènej sady ai. Z pohµadu spo-
µahlivosti ostáva jedinou èiernou ¹kvrnou obený problém detekie útoku
v prípadoh, v ktorýh autor aplikáie povolil u¾ivateµovi vkláda» èasti
SQL kódu do hodnt jeho vstupu. V týhto prípadoh nestaèí jednoduhá
detekia propagáie vlo¾eného kódu do výsledného dotazu, tá by viedla
k falo¹ným poplahom. Poteniál arhitektury z hµadiska spoµahlivosti
detekie útoku je v tomto prípade najväè¹í.
Kritérium pou¾iteµnosti Kameò úrazu umiestnenia senzorov obranného
systému do prostredia aplikáie je jej uskutoèniteµnos». Aplikáie majú
exekuèný kód vo forme binárnyh súborov a modikáia takto prelo¾e-
ného kódu je obtia¾na. Je teda potrebná modikáia zdrojového kódu a
následný preklad. Zakomponovanie obranného mehanizmu do existujú-
ih aplikáií bez dostupného zdrojového kódu je preto obtia¾ne. Prob-
lémom je i modikáia dostupného kódu. Navrhnutý systém by musel
zvláda» upravi» kód v¹etkýh spolupraujúih aplikáií, èo je v praxi
veµmi obtia¾ne realizovateµné.
Kritérium shopnosti obrany Aplikaèné prostredie poskytuje najlep¹ie in-
formáie o identikáii útoèníka, mo¾nostiah zastavenia útoku i posky-
tuje aplikaènú logiku opravy podvrhnutého vstupu.
Kritérium autonómie V prípade prekonania problému s uskutoèniteµnos-
»ou takéhoto rie¹enia a predpokladu zmysluplnej arhitektúry aplikáie
by senzory sprístupòovali elú potrebnú informáiu pre úplne autonómny
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systém. Roz¹írenie o novú aplikáiu by vytváralo po¾iadavky na jej mo-
dikáiu. K nevýhodám patrí tie¾ neµahká upgradovateµnos» takto po-
zmenenej aplikáie.
7.1.3 Mo¾nos» 3: Databázová proxy
Umiestnenie obranného systému na komunikaènú medzivrstvu medzi aplikáiu
a spolupraujúu databázu { databázová proxy.
Kritérium spoµahlivosti Umiestnením senzorov obranného systému medzi
aplikáiu a databázu v porovaní s mo¾nos»ou 2 a 4 je informáia redu-
kovaná o informáie prostredia. Preto je táto arhitektúra hor¹ia v kri-
tériáh spoµahlivosti ako mo¾nosti 2 a 4. Zo zasielaného dotazu ez túto
medzivrstvu nie je mo¾né rozlí¹i» pvod jednotlivýh èastí dotazu pro-
strednítvom metadát.
Kritérium pou¾iteµnosti Databázová proxy má veµkú výhodu v otázke pou-
¾iteµnosti. Medzi aplikáiou a databázou existuje niekoµko ¹tandardizova-
nýh rozhraní { odb, jdb, ado.net. Komunikáia prebieha prostrední-
tvom volaní ovladaèa { driveru rozhrania. Jeho modikáiou a zavedením
do aplikáie by i¹lo realizova» pripojenie obranného systému transparen-
tne a jednoduho. Protokoly sú otvorené, ih ¹peikáia je dostupná.
Postup by bol realizovateµný pre rzne druhy databáz. Detekèný systém
by ale nefungoval v prípade zostavovania dotazu prostrednítvom proe-
durálneho roz¹írenia SQL priamo v databáze. V tomto prípade je dotaz
zostavovaný a¾ na základe parametrov predanýh vo volaní ulo¾enej pro-
edúry alebo funkie. Podiel takýhto aplikáii je nezanedbateµný, preto
je toto obmedzenie významné. Za mierne problematiké je mo¾né pova-
¾ova» metódy obfuskáie útoku, ktoré by mohli detekiu z»a¾i», rovnako
ako nutnos» naprogramova» systém zvládajúi rzne dialekty SQL.
Kritérium autonómie Kvli hýbajúej informáii o pvode jednotlivýh
èastí SQL je nutná externá deníia legálnyh a ¹kodlivýh dotazov. To
by bola výrazná nevýhoda systému, z hµadiska nutnosti správy pravidiel,
roz¹írenia o ïal¹iu aplikáiu, upgrade aplikáie atp. Iná mo¾nos» je sta-
novova» pvod na základe analýzy, èo podmieòuje existeniu uèiaej sa
fázy obranného systému, alebo detekiu anomálií.
Kritérium shopnosti obrany Modikovaný ovládaè databázy by bol
shopný zabráni» útoku prostrednítvom modikáie preposielaného do-
tazu, prípadne jeho neprevedením. Oproti umiesteniu v prípade 1 a 2
absentuje v¹ak mo¾nos» identikáie útoèníka.
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7.1.4 Mo¾nos» 4: Databázový modul
Umiestnenie obranného systému do prostredia databázy.
Kritérium spoµahlivosti Pri detekii útoku v prostredí databázy poskytuje
prostredie dle¾ité informáie uµahèujúe analýzu dotazu z rznyh hµa-
dísk. Obranný mehanizmus je shopný získa» dotaz pred vykonaním,
v jednotnej forme kódovania. V proese parsovania dotazu a prípravy na
vykonanie prevádza kód databázy úpravy: vyhodnouje volania funkií
s kon¹tantami, vyhodnouje zre»azení ap., èím sa dosiahne rozkµúèovania
dotazu a útoky s pou¾itím tehniky zatemnenia dotazu sú málo úèinné.
Rovnako prostredie poskytuje kompletnú ¹peikáiu dialektu SQL po-
u¾ívaného konkrétnou databázou. Mo¾nos» zahytenia v¹etkýh vykoná-
vanýh dotazov poskytuje nádej ohrany pred útokmi metódou seond
order SQLi. Problémom spoµahlivosti bude rozhodnutie o legálnosti do-
tazu, ktorý by bolo mo¾né zmierni» uèiaim prístupom.
Kritérium pou¾iteµnosti Táto mo¾nos» je z hµadiska pou¾iteµnosti výhodná,
preto¾e umo¾òuje detekiu útoku pohádzajúeho z µubovoµnej spolu-
praujúej aplikáie. Pre zabudovanie obranného systému do prostredia
databázy je potrebné prepojenie senzorov s vnútornými ¹truktúrami da-
tabázy. Modul obranného mehanizmu musí poskytova» rozhranie umo¾-
òujúe takéto napojenie, zmena v kóde databázy bude potom neveµká.
Podmienkou nasadenia mehanizmu je dostupnos» zdrojového kódu da-
tabázy, v prípade uzatvoreného kódu by autor kódu musel previes» na-
viazanie na rozhranie modulu.
Kritérium shopnosti obrany Z hµadiska obrany je mo¾né útok zastavi»
pred vykonaním. Rovnako je mo¾ná úprava dotazu tak, aby neobsaho-
val vlo¾ený zlomyseµný kód, buï vynehaním príslu¹nej èasti, alebo inou
heuristikou. Identikáia útoèníka je obtia¾na: Databázové rozhranie po-
skytuje informáie o pripojení, na základe ktorého je mo¾né zisti» u¾i-
vateµa databázovej reláie. Praxou je, ¾e aplikáia sa k databáze pripája
prostrednítvom preddenovaného u¾ivateµa z jedného alebo viaerýh
aplikaènýh serverov. Pri detekii útoku je systém shopný tieto infor-
máie vyda» a poukáza» na problémovú aplikáiu spolu s harakteristikou
miesta slabiny. Sie»ovú adresu útoèníka v¹ak z tohoto prostredia získa»
nejde.
Kritérium autonómie Vzhµadom k nemo¾nosti rozozna» pvod dát priamo
je nutné, aby si systém pravidlá kontroly vstupu vytvoril sám, alebo
aby povolené vstupy boli denované administrátorom. V prípade prvej
varianty musí rozumný systém prejs» uèiaou sa fázou do doby, ne¾ ne-
zaznamená typiké hovanie systému. Takto dostávame plne autonómny
systém, shopný roz¹írenia o ïal¹iu aplikáiu bez zásahu administrátora.
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7.1.5 Mo¾nos» 5: Kombináia umiestnení
Kombináia senzorov na rznyh vrstváh.
Jednotlivé vrstvy modelového informatikého systému obsahujú rzne
dáta. Kombináia senzorov na rznyh miestah má význam v prípade, ¾e
obranný systém bude shopný asoiova» informáiu z jednotlivýh umiestnení
senzorov. Z úvah je vylúèená mo¾nos» modikáie aplikáie, v opaènom prípade
by k detekii staèili dáta obsiahnuté v aplikáii. Ostáva mo¾nos» kombináie
dát z komunikaènej vrstvy medzi u¾ivateµom a aplikáiou a medzi aplikáiou
a databázou, prípadne v databáze. V porovnaní so samotnými mo¾nos»ami 1
a 4 by systém získal na spoµahlivosti za predpokladu fungujúeho algoritmu
párovania informáie, zdedil by v¹ak hor¹ie vlastnosti mo¾nosti 1, èo sa týka
uskutoèniteµnosti.
7.1.6 Rozhodnutie o umiestnení senzorov detekèného
mehanizmu
Senzory navrhovaného systému obrany pred útokmi SQLi budú umiestnené
len do prostredia databázy.
Informáia poskytovaná prostredím implikuje:
 dostupnos» úplného tvaru dotazu
 robustnos» a ¹kálovateµnos» rie¹enia (mo¾nos» jednotnej ohrany data-
bázy bez ohµadu na kvalitu, druh a poèet napojenýh aplikáií)
 zahytenie dotazu i v prípade vytvárania prostrednítvom proedurál-
neho roz¹írenia SQL
 urèený dialekt jazyka SQL (shopnos» rozlí¹i» medzi druhmi volanýh
funkií)
 dobrá mo¾nos» zastavenia útoku (napr. modikáiou dotazu, výstupného
objektu atp.)
 mo¾nos» detekie a zastavenia útokov typu Seond Order SQLi pri akti-
váii
 mo¾nos» detekie útokov neobvyklými estami (napr. modikáiou kon-
guraèného súboru aplikáie)
 èinnos» detekèného systému spojená s èinnos»ou databázy
 prístup k mo¾nostiam ako rozkµúèova» zatemnený dotaz
 mo¾nos» zahytáva» znaky útokov poèas vyhodnoovania (výnimky)
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Dvody proti mo¾nosti umiestnenia senzorov i do databázovej proxy:
 umiestnenie obranného mehanizmu vo forme databázovej proxy by ne-
obsahovalo via relevantnej informáie o útoku ne¾ navrhované rie¹enie
 získaná univerzalita rie¹enia nie je pre práu podstatná
Dvody proti mo¾nosti umiestnenia i do aplikaèného prostredia a na komuni-
kaènú medzivrstvu:
 obtia¾na tehniká uskutoèniteµnos» implementáie senzorov v komuni-
kaènom prostredí medzi aplikáiami a u¾ivateµmi a najmä v aplikaènom
prostredí
 pokroèilá rozpraovanos» tohoto prístupu s dobrými výsledkami v litera-
túre [17℄, [19℄ za predpokladu obmedzenia druhu spolupraujúih apli-
káií
 problém s párovaním vstupu aplikáie a výstupu z aplikáie
 nemo¾nos» zahyti» útoky inou estou ako prostrednítvom priameho u¾i-
vateµského vstupu aplikáie
 kladené obmedzenia na typ spolupraujúej aplikáie
 èasto nutná dostupnos» zdrojového kódu pre zapraovanie mehanizmu
obrany a otázna spoµahlivos» analyzátorov kódu aplikáie
7.2 Analýza aplikáií a zasielanýh dotazov
Ako reprezentatívna vzorka bolo vybranýh 15 rie¹ení informatikého systému,
ktoré spåòali arhitektoniké predpoklady pre útok metódami SQLi. Väè¹ina
z nih bola vybraná na základe prítomnosti zdokumentovanej SQLi slabiny
v minulosti. Pri ih výbere bol kladený draz na zahytenie ¹kály prinípov
zostavovania dotazu { od preddenovanýh v aplikáii, po vývoj na mieru, a¾
po zlo¾ité zostavovanie na základe metadát a údajov v databáze. Voµbu ovplyv-
òovala i snaha diverzikova» spsob prístupu k zdrojovému kódu: zakódovaný,
ulo¾ené proedúry, prístupný. Vybrané aplikáie sú:
1. Zen Cart v. 1.2.6 { webová aplikáia elektronikého obhodu implemen-
tovaná v jazyku PHP, spolupraujúa s MySQL databázou
2. PHP Nuke 8.0 { redakèný systém, programovaím jazykom PHP, data-
bázový konektor je voliteµný
3. Banner Manager { management reklám, jazyk ASP, mdb databáza
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4. CMS Faethon { testovaí systém
5. nForum
6. olBookmarks
7. php Artile publisher
8. Airsoft - Automati Instalation Repository Client
9. banner manager
10. ArademSX
11. Snitz forum
12. Joomla 1.5
13. Miniweb publisher
14. Amos print klient
15. Reportovaia arhitektúra
Pre získanie postupu zostavovania výsledného dotazu bola nutná analýza
zdrojového kódu aplikáie. Odhytenie výsledného dotazu, napríklad logova-
ním dotazov v databáze, nestaèilo. Stratila by sa tým harakteristika miest
vkladania u¾ivateµského vstupu do dotazov, èo je pre úèel návrhu podstatná in-
formáia. Preskúmaním vybranýh zdrojovýh súborov aplikáie bolo zistené,
¾e jednotlivé dotazy sú predpripravené v kóde, preto bola zvolená pribli¾ná
analýza zdrojového kódu následujúim algoritmom:
Rekurzívne prehádzaj v¹etky súbory adresára danej aplikáie
Pre ka¾dý zdrojový súbor postupne naèítaj riadky kódu
Ak riadok obsahuje zaèiatoèné kµúèové slovo nejakého príkazu SQL
Nájdi oddeµovaí znak príkazu
Riadok zapí¹ na výstup ak obsahuje povinné uzly grafu zadania
Zapí¹ na výstup následujúe riadky a¾ po uzavretie oddeµovaieho
znaku
Oddeµovaím znakom bol buï apostrof a uvodzovky, v prípadoh priraïo-
vania SQL príkazu do re»azovej premennej, alebo zátvorka, v tomto prípade
bola ako ukonèovaí znak vyhµadaná spárovaná opaèná zátvorka. Ako nástroj
analýzy bol vyvinutý program SQLiAnalyzer (viï obr. 7.1).
Pribli¾ná analýza bola prevedená pre aplikáie èíslo 1 a¾ 14. Aplikáia
Miniweb publisher nemala sprístupnený zdrojový kód priamo, reportovaia
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Obr. 7.1: Analyzátor zdrojového kódu aplikáií
arhitektúra bola analyzovaná manuálne. Výsledkom pribli¾nej analýzy bolo
a 34 tisí riadkov kódu s väè¹inou insert príkazov { 18 tisí. Èistota vzorku
bola ez 90 %, 10% nepresnos» bola spsobená prevá¾ne hybovými hláseniami
obsahujúimi kµúèové slová v správnom poradí. Výsledky elkovej analýzy sú
sumárne uvedené v tabuµke 7.1.
Ïal¹iu analýzu príkazov bolo nutné previes» ruène. Výstupom analýzy
bol súbor s èas»ou kódu zostavujúou dotaz a odkazom. Na jeho základe boli
analyzované rzne metódy skladania výsledného dotazu. Ak bol dotaz zjavne
parametrizovaný v hodnote literálu konkatenáiou, bol zapoèítaný ako injek-
tovateµný ez kon¹tantu. Ak bola parametrizáia i v èasti kµúèovýh slov, bolo
potrebné dohµada» spsob zostavovania dotazu.
Výsledok analýzy sa dá zhrnu» do následujúih faktov, ktoré sú podstatné
pre návrh obranného mehanizmu:
Fakt 1: Aplikáie zasielajú mimo in¹talaènýh skriptov v jednom volaní jeden
SQL príkaz.
Fakt 2: U¾ivateµský vstup selet príkazov bol do dotazu zre»azovaný v drtivej
väè¹ine vo where podmienke na pozíii literálov.
Príklad:
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Príkaz Detail Poèet
SELECT elkom 7500
SELECT UNION 2
SELECT JOIN 94
SELECT ORDER BY 394
SELECT GROUP BY 2
SELECT HAVING 0
SELECT EXIST 0
INSERT elkom 18000
INSERT SELECT 4
INSERT VALUES 17096
UPDATE elkom 3000
UPDATE SELECT 1
ALTER elkom 324
ALTER TABLE 324
ALTER INDEX 0
DELETE elkom 2700
CREATE elkom 2400
CREATE TABLE 135
CREATE INDEX 4
DROP elkom 570
DROP INDEX 7
DROP TABLE 230
GRANT elkom 170
MERGE elkom 100
Tab. 7.1: Poèty a typy predpripravenýh dotazov.
"selet pt.* from " . TABLE PRODUCTS TO CATEGORIES .
. " pt left join " . TABLE PRODUCTS DESCRIPTION .
. " pd on pt.produts id = pd.produts id
and pd.language id = '" .
. (int)$ SESSION['languages id'℄ .
. "' where pt.ategories id='" .
. $urrent ategory id . "' order by pd.produts name"
Výnimiek bolo 8 ako napr. dotaz, pri ktorom sa hodnota premennej VER-
SION získala z premennej USER AGENT, ako re»aze za / a pred prvou
nasledujúou medzerou. Len na margo, USER AGENT bol re»aze pl-
nený volaním:
$USER AGENT = STRTOLOWER($ SERVER['HTTP USER AGENT'℄);
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"SELECT opera".$VERSION." FROM ".$SQL PREFIX." stats opera
WHERE date = '" . $TODAY . "';"
Ïal¹ie výnimky boli v programoh Airsoft typu:
query( "INSERT INTO `" . $table . "` (" . preg replae( '/, $/',
'', $fields ) . ") VALUES(" . preg replae( '/, $/', '', $values )
Èo znamenalo parametrizáiu mena tabuµky, ståpov. Iná parametrizáia
ako do kon¹tánt bola objavená v PHPNuke admin module, slú¾iaemu
k zálohovaniu. Okrem 8 výnimiek bolo 1067 dotazov parametrizovanýh
len do hodnt literálov. Tj. 99,2%.
Fakt 3: Parametrizovaným miestom selet príkazu bolo meno tabuµky, ktoré
bolo uvedené ako zlo¾enie parametru prexu (i suÆxu) a statiky pri-
praveného mena tabuµky.
Príklad:
SELECT artile, title, published, authors
FROM ".$SQL PREFIX." artiles
WHERE part = '1' AND published = 'n'
Prex tabuµky bol denovaný v skripte príkazom dene, nepredstavoval
u¾ivateµský vstup. Ïalej bola zistená parametrizáia elej èasti where
podmienky, a to buï skladaním zoznamu zre»azením èastí: ' OR aut-
hor=? ', alebo výberom z viaerýh mo¾ností: item = ?, alebo artile =
?. Otáznikom je oznaèená hodnota parametra.
Fakt 4: Príkaz union nie je èasto pou¾ívaný, vo vybranýh aplikáiáh nebol
zaznamenaný.
Fakt 5: SQL príkazy boli bez vnorenýh selektov, bez skalárnyh poddotazov.
Ih ¹truktúra je jednoduhá.
Fakt 6: Insert príkazy boli pou¾ívané len v tvare INSERT INTO table VA-
LUES(. . . )
Parametrizáia u¾ivateµským vstupom sa vyskytovala len v literáloh vo
values èasti dotazu. Podobne ako v prípade selet príkazu bol v prog-
rame parametrizovaný názov tabuµky prexom a suÆxom z konguráie.
V dvoh prípadoh, bolo zostavenie insert príkazu parametrizované via:
meno tabuµky, výber ståpov i výber hodnt z predpripravenýh zozna-
mov. Modul bol urèený na zálohovanie tabuliek administrátorom.
Fakt 7: Update príkazy boli v jednoduhom tvare UPDATE table SET
. . .WHERE
Parametrizáia sa vyskytovala v literáloh set príkazu a v literáloh
where podmienky.
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Fakt 8: Poèas behu aplikáie nedohádza k nastavovaniu práv príkazom
grant.
Fakty 1{8 boli zistené na mno¾ine náhodne vybranýh 1067 SQL príkazov.
Analýza reportovaej arhitektúry
Aplikáie boli vybrané z dvodu zlo¾itej¹ieho prinípu tvorenia výsledného
SQL dotazu.
Komponenty systému v reportovaej arhitektúre sú webový prehliadaè
ako klientská èas», Mirosoft Reporting Server ako servrová èas», úlohu ria-
diaej aplikáie prebralo volanie PL/SQL ulo¾enýh proedúr v databáze
Orale s parametrami. Parametre zobrazovaného reportu boli v¾dy kon-
¹tanty, alebo hodnoty základnýh dátovýh typov. Úlohou PL/SQL proedúry
bolo zostavi» výsledný dotaz a ten spusti» volaním OPEN ursor FOR VY-
SLEDNY DOTAZ;
Proedúry prevádzali následujúe operáie pri tvorení výsledného dotazu:
 prevod dátumu na text v rznyh formátoh: dd.mm.yyyy, dd/mm/yy
 vynehanie, alebo vlo¾enie èasti where podmienky
 transformáia listu hodnt na formát vhodný vlo¾eniu do IN klauzúle
 vlo¾enie union spojenia
 vlo¾enie zadanýh parametrov na miesta hodnt
Na analyzovanej aplikáii sú zaujímavé tieto fakty:
VYSLEDNY DOTAZ:='SELECT * FROM KNIHY
WHERE 1=1 ';
V kóde sa vyskytuje tautológia, dotaz je legálny. Dokona tautológia sa bude
vyskytova» v ka¾dom dotaze generovanom touto proedúrou. Dvod výskytu
je ten, ¾e k tejto èasti dotazu sú pripájané èasti where podmienky zaèínajúe
na AND a programátor neprevádza kontrolu, ktorá z nih by bola za kµúèové
slovo WHERE zre»azená ako prvá. V opaènom prípade by musela proedúra
pri prvom vlo¾ení èasti where podmienky kµúèové slovo AND odstráni».
Následujúi kód ilustruje situáiu s pripájaním èastí where podmienky:
IF (datum od IS NOT NULL) THEN
VYSLEDNY DOTAZ:='AND datum BETWEEN 'jjdatum odjj' AND 'jjdatum do;
END IF;
IF (isbn IS NOT NULL) THEN
VYSLEDNY DOTAZ:='AND ISBN='''jjISBNjj''' ';
END IF;
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Èas» kódu prevádzajúa náhradu zoznamu hodnt oddeleného èiarkou do tvaru
vhodného pre vlo¾enie do IN klauzúly:
VYSLEDNY DOTAZ:='AND AUTOR IN('''jj
REPLACE(listHodnot,',',''',''')jj''' )';
Zasielané dotazy boli ¹trukturálne zlo¾ité, obsahovali komentáre. Boli ha-
rakterom rozdielne od dotazov zasielanýh aplikáiami.
7.3 Známe relevantné metódy
Vzhµadom na harakter dostupnej informáie a umiestnenie senzorov obran-
ného systému do prostredia databázy sú pre detekiu relevantné následujúe
metódy popísané v literatúre:
 detekia signatúr útokov
 ¹tatistiký prístup
 uèiae sa systémy
 ¹peikaèný prístup
 obmedzenie harakteru dotazov
Ostatné známe metódy detekie útoku vy¾adovali informáiu, ktorú zvo-
lené umiestnenie senzorov nie je shopné poskytnú». Metódy dynamikej, sta-
tikej a kombinovanej analýzy prevádzali testovanie aplikáie, alebo modi-
káiu zdrojového kódu aplikáie. Modikáiu vy¾adoval tie¾ prístup randomi-
zaèný, znaèkovaí i prístup automatikej modikáie zdrojového kódu. ©tatis-
tiký prístup i niektoré spomínané postupy vy¾adovali informáiu o vstupe od
u¾ivateµa oddelene od skon¹truovaného dotazu, alebo predpripravenýh èastí.
7.3.1 Nedostatky existujúih metód
Detekia signatúr útokov
Mo¾ná nedokonalos» metódy detekie signatúr útokov vyplýva z podstaty de-
tekie. Útoky metódou SQLi nie sú jednoduho rozpoznateµné, na rozdiel od
napr. sie»ovýh útokov, kde je èasto mo¾né jednoznaène rozhodnú», èi sa jedná
o útok na základe analýzy obdr¾anýh dát. Injektované èasti SQL kódu m¾u
by» veµmi rozmanité. Systém signatúr nemá mo¾nos» zahyti» nové útoky, ne-
známe v èase denovania signatúr a nedenované v systéme. Signatúry m¾u
by» denované statiky, v tom prípade je problém s ih univerzálnos»ou, alebo
dynamiky, kde je zase nevýhoda v potrebe správy a nastavenia. Existujú teh-
niky na vyhnutie sa detekii útoku pomoou signatúr [27℄.
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V prípade implementáie v prostredí databázy, je nutné detekova» prí-
tomnos» znakov útoku z nejakej formy reprezentáie dotazu { text, derivaèný
strom, . . . Ako ukázala analýza aplikáií, jednotlivé znaky útokov rozlí¹iteµné
z dotazu sa nahádzajú v istýh druhoh aplikáií i v legálnyh dotazoh. To
spsobuje výskyt falo¹nýh pozitív, preto je nutné kon¹truova» signatúry veµmi
obozretne. Ako detekèný systém s detekiou znakov - signatúr bol nájdený len
GreenSQL v [18℄.
Union útok: Znaky union útoku by bolo mo¾né nájs» v systémoh zbierajú-
ih informáie rovnakého harakteru do oddelenýh tabuliek, rozdele-
nýh napríklad krajinou pvodu dát. Aplikáia bude zostavova» dotazy
vo forme zre»azenýh union príkazov, s vkladaním a vynehávaním èastí
za seba. Rovnako je mo¾né oèakáva» pou¾itie kon¹tantej, alebo NULL
hodnoty ako hodnoty atribútu z dvodu nekvality dát zo zdroja, hýba-
júih dát v zdroji atp.
Detekia tautológie: Ako je ilustrované na analýze Reportovaej arhitek-
túry, prítomnos» v¾dy pravdivej podmienky 1=1 v dotaze m¾e by» d-
sledkom prinípu zostavovania výsledného príkazu, kde za výraz apliká-
ia zre»azuje ïal¹ie èasti predikátu zaèínajúe logikou spojkou. S od-
kazom na [28℄ je detekia tautológie vo výraze zlo¾itý problém, zapríèi-
nený vyjadrovaiou silou jazyka SQL, univerzami hodnt voµnýh pre-
mennýh, alebo faktami, ktoré sú dané harakterom aplikáie. (Problém
je NP-úplný.) I v prípade hytrej detekie tautológie by bolo mo¾né kon-
trolu prekona» vytvorením podmienky, ktorej pravdepodobnos» splnenia
je blízka 1, napríklad milisekundy aktuálneho èasu 6= 555.
Útok vlo¾ením príkazu: Znaky útoku nesie zasielanie SQL skriptov do da-
tabázy. Skript predstavuje sadu oddelenýh SQL príkazov. Obene nejde
vylúèi» odoslanie skriptu aplikáiou, napríklad pri vytváraní potrebnej
databázovej shémy a plnení tabuliek, kde je z výkonostného hµadiska
neprípustné odosiela» dotazy separátne a èaka» na ih spraovanie.
Exeption útok: K vyvolávaniu výnimiek m¾e dohádza» u aplikáií, ktoré
z dvodov danýh obmedzením prostriedkov a informáie dopredu ne-
overujú legálnos» dotazu. Napríklad sa najprv pokúsia vlo¾i» záznam do
tabuµky (vlo¾enie nového u¾ivateµa aplikáie) a na základe detekie vyvo-
lania výnimky o poru¹ení integritného obmedzenia (neunikátnos» mena)
uèinia rozhodnutie o ïal¹om pokraèovaní v èinnosti.
Obfuskáia: Konverzné funkie znaku na èíslo m¾u by» legálne pou¾ívané
z dvodu predídenia problémov s prekladom znakovýh sád. Autor apli-
káie ¹peiálne znaky nahradí práve volaním konverznej funkie. Prítom-
nos» komentárov v dotazoh m¾e by» za ih zamý¹µaným úèelom.
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Vstavané funkie: Charakter aplikáie m¾e vy¾adova» pou¾ívanie vstava-
nýh funkií. Príklad predstavujú aplikáie zais»ujúe nahrávanie súborov
do dátového úlo¾i¹»a.
Z týhto faktov je mo¾né predpoklada», ¾e statiká deníia signatúr útoku
nebude vhodná v diverzikovanom prostredí. Rovnako sa nedá spolieha» na
vyhodnotenie útoku, kde jedinou informáiou je reprezentáia dotazu.
©tatistiký prístup
Slabina ¹tatistikého prístupu je v existenii uèiaej fáze, pri ktorej dohá-
dza k zberu informáie pre denované modely. Poèas nej systém buï detekiu
neprevádza, alebo prevádza so zlými vlastnos»ami. Prístup má nevýhody ¹ta-
tistikýh modelov, najmä závislos» kvality detekie na trénovaej mno¾ine.
Problematikým m¾e by» i výber mno¾iny skúmanýh vlastností, kde platí,
¾e s ih zvy¹ujúim poètom rastie pravdepodobnos» objavenia ¹tatistiky vý-
znamnej závislosti. Z trénovaej mno¾iny dotazov nie je mo¾né odvodi», aký
tvar budú ma» legálne, alebo ilegálne dotazy, ktoré v mno¾ine nie sú { prípad ak
nie je k dispozíii kompletný zoznam legálnyh dotazov zasielanýh aplikáiou.
Z nastavenia detekènýh prahov nie je jednoduhé urèi», akú mno¾inu útokov
systém vbe zahytáva a rovnako akú systém prepustí. Problémom m¾e by»
tie¾ úprava prahov pri zistení falo¹ného poplahu, kedy je nutné systém pre-
trénova», aby fungoval správne. Ak je samouèiai, vzniká riziko postupného
nauèenia sa i útokov a tým pádom zhor¹enie kvality systému vo forme falo¹-
nýh pozitív i negatív. Autori [24℄ aplikovali metódu na hodnotu vybraného
u¾ivateµského vstupu, èo nie je ekvivalentné s aplikovaním na informáie po-
skytované v databázovom prostredí a dosiahnuté výsledky sú pre navrhované
umiestnenie senzorov nevypovedajúe.
Uèiae sa systémy
Valeur a kol. [16℄ navrhli uèiau sa metódu detekie, ktorej detekèný modul je
zalo¾ený na ¹tatistikom vyhodnotení, tým pádom systém obsahuje nevýhody
¹tatistikého prístupu.
©peikaèný prístup
Problematikým faktorom v metóde popísanej v [23℄ je vytvorenie ¹peikáie
prípustnýh dotazov. Prístup v navrhovanej podobe je v prostredí databázy ob-
tia¾ne praktiky pou¾iteµný, preto¾e by vy¾adoval dodanie ¹peikáie dotazov
pre ka¾dú spolupraujúu aplikáiu. Správa ¹peikáie dotazov by vy¾adovala
odborníka, problematiké sa javí pridanie nového dotazu, alebo jeho odobratie
z u¾ denovanej gramatiky. Prístup nem¾e zahyti» injektované dotazy, ktoré
majú tvar niektorého z povolenýh.
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Obmedzenie harakteru dotazov
Popísaný prístup obmedzuje mno¾inu zasielanýh dotazov do databázy, èím
sa stáva databáza neshopná spolupráe s aplikáiami, ktoré neboli vyvíjané
s týmto predpokladom. Rovnako pou¾itie predpripravenýh dotazov zamezuje
útokom prostrednítvom vlo¾enia kódu do literálov, v prípade injektá¾e do
inýh èastí je poteniálne útok úspe¹ný.
7.4 Návrh prinípu detekie
7.4.1 Výhodiská
Umiestnenie senzorov do prostredia databázy urèuje harakter dostupnej in-
formáie a z toho plynú i mo¾né spsoby detekie. Dostupné druhy informáie
pre detekiu sú:
 informáie o spojení s riadiaou aplikáiou
obsahuje sie»ovú adresu aplikaèného serveru, protokol
 informáie o databázovej reláii { tzv. session
identikáia prihláseného databázového u¾ivateµa a stav reláie
 príkazy SRBD a ih harakteristika
mo¾né zahytáva» históriu príkazov, harakterizova» dotaz z rznyh
hµadísk
 informáie ulo¾ené v databáze
dostupné èiastoèné vyhodnotenie príkazu, v¹etky potrebné zdroje,
dialekt SQL
 runtime vyhodnotenia príkazu
vyvolanie výnimiek, plnenie hodnt, nastavenie práv
Z informáie o spojení s riadiaou aplikáiou a najmä z informáií o data-
bázovej reláii je mo¾ná pribli¾ná identikáia aplikáie, ktorá dotaz zaslala.
Väè¹inou pristupujú jednotlivé aplikáie do databázy prostrednítvom rozdiel-
nyh u¾ivateµov. Na rovnakom prinípe sú oddelené i dátové oblasti aplikáií,
ka¾dá má obvykle svoje vlastné databázové shéma. Autorizaèné údaje bý-
vajú obvykle ulo¾ené v konguráii aplikáie, menej obvyklé býva overovanie
identity u¾ivateµa pri prihlásení. Ïal¹iou mo¾nos»ou autentizáie je overovanie
na základe impersonikáie, pri ktorom sa preberie identikáia z iného pro-
stredia, napríklad domény. Príkladom je protokol LDAP. Pri zahytení útoku
by bol obranný systém shopný poskytnú» zadané autentikaèné údaje spolu
s dotazom, èo sú dostaèujúe informáie na dohµadanie náhylnej aplikáie
i slabiny. Dohµadanie v¹ak musí previes» administrátor systému heuristiky.
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7.4.2 Motiváia pre návrh prinípu
Detekia SQLi útokov na strane databázy je obtia¾na. Na druhú stranu,
analýza ukázala ¹peiká dotazov odosielanýh aplikáiami náhylnymi na
SQLi útoky. Dotazy sú jednoduhé, u¾ivateµský vstup je propagovaný skoro
výluène do hodnt literálov, praujú nad denovanou shémou databázy atï.
Tento harakter dotazov je mo¾né vyu¾i» ako detekèný príznak. Cieµom ná-
vrhu bude systém vhodný k pou¾itiu s aplikáiami podobného harakteru ako
skúmané.
V ¾iadnej z existujúih metód v¹ak nie sú priamo vyu¾ité obené vlast-
nosti útoku SQLi. Po preskúmaní typov útokov je mo¾né spravi» tieto pozoro-
vania:
 Vlo¾ením èastí u¾ivateµského vstupu sa z dotazu nevytratia preddeno-
vané èasti.
 Existuje legálny dotaz, z ktorého bol ¹kodlivý injektovaný.
V návrhu systému bude snaha o vyu¾itie faktu existenie dotazu, z ktorého
útok vznikne. Dohµadanie pvodného dotazu je mo¾né len na základe jeho pre-
do¹lého zaslania do databázy, èo predurèuje zalo¾i» systém vyu¾ívajúi históriu
dotazov. Zároveò bude snaha o návrh tak, aby minimalizoval nevýhody uèia-
eho sa prinípu, predov¹etkým neobsahoval obmedzenú fázu uèenia. Rovnako
bude snaha o vyu¾itie denovanosti mno¾ín detekie ¹peikaèného prístupu a
prípadne vyu¾itie jeho predpokladanej dobrej vlastnosti v parametri pravde-
podobnos» nezistenia útoku. K nutnej vlastnosti patrí transparentnos» systému
pre aplikáiu a z veµkej èasti automatiké fungovanie.
Obmedzená fáza uèenia detekènýh systémov predpokladá získanie repre-
zentatívnej vzorky zo spolupraujúih aplikáií, na základe ktorej je prevá-
dzaný detekèný mód. Najmä v prípade ¹tatistikého prístupu by získanie ta-
kejto vzorky znamenalo: nastavi» detekèný systém do uèiaeho módu a vyskú-
¹a» ka¾dú funkionalitu spolupraujúej aplikáie, ktorá vyvoláva odoslanie
dotazu do databázy. Tvar dotazu m¾e by» závislý nielen na pou¾itej funkè-
nosti, ale i na zadanýh parametroh. Získanie reprezentatívnej vzorky je preto
obtia¾ne. Priníp zalo¾ený na detekii útoku podµa vytvoreného prolu z ob-
medzenej mno¾iny prípadov impliitne po¾aduje istú nemennos» systému.
Oèakávané problémy detekie útoku vzhµadom na umiestnenie sen-
zorov
Pri detekii útoku v prostredí databázy je mo¾né predpoklada» zameranie sa
na tvar dotazu ako hlavného kritéria, èo implikuje pravdepodobne nemo¾nos»
detekie na seba injektovateµnýh dotazov a významovo rovnakýh dotazov.
Významovo rovnaké dotazy: Budú uva¾ované dve aplikáie { elektroniký
obhod a kartotéka zamestnanov.
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1. V elektronikom obhode si zákazník vyberá televízor na základe
parametrov: veµkos» uhloprieèky, ena, typ obrazovky atp.
2. Prostrednítvom kartotéky zamestnanov má personálne oddelenie
zasla» pozvánky v¹etkým zamestnanom, ktorý dosiahli plnoletosti,
na oslavu výroèia podniku.
Dotazy, ktoré vygenerujú aplikáie, budú:
SELECT nazov, znaka, FROM televizory
WHERE uhloprieka > 20
SELECT meno, priezvisko, email FROM zamestnani
WHERE vek > 18
U¾ivateµ elektronikého obhodu he ïalej zoznam televízorov obmedzi»,
preto si v parametroh vyberie ïal¹ie kritérium { enu. Dotaz dostane
tvar:
SELECT nazov, znaka,... FROM televizory
WHERE uhloprieka > 20 AND ena < 14000
Na pesonálnom oddelení v¹ak injektujú parameter vek re»azom:
0 AND plat < 30000.
SELECT meno, priezvisko, email FROM zamestnani
WHERE vek > 0 AND plat < 30000
Takto metódou SQLi do¹lo k úniku itlivýh dát, vý¹ky platu zamest-
nanov. Posledné dva dotazy majú rovnaký tvar, jeden je legálny, druhý
predstavuje útok. V ¹peiálnom prípade je nutné pripusti» existeniu do-
tazov, ktoré budú zhodné na úrovni textu dotazu, ale ak budú spustené
nad rozdielnym databázovým shématom, m¾u a nemusia predstavova»
útok.
Na seba injektovateµné dotazy: V rámi jednej aplikáie m¾e existova»
skupina dotazov, ktoré budú na seba injektovateµné. To jest injektovaním
kódu jedného dotazu získame dotaz druhý. V takomto prípade m¾e djs»
ku kompromitáii informáie, preto¾e práva na odoslanie prvého, alebo
druhého dotazu m¾u by» denované na aplikaènej úrovni.
7.4.3 Navrhovaný priníp detekie
Detekèný systém bude z prostredia databázy zahytáva» SQL dotazy pred vy-
konaním a uklada» ih do repozitára. Tým bude zaruèená dostupnos» relevant-
nej informáie poskytnutej umiestnením senzorov pre ïal¹ie vyhodnotenie. Po
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zahytení dotazu sa detekèný systém pokúsi vyu¾i» u¾ zozbieranú informáiu
na urèenie jeho legálnosti, prípadne injektovanýh èastí.
Ukladanie dotazov do repozitára bude realizované po kategóriáh dota-
zov. Kategória reprezentuje mno¾inu dotazov vzniklýh rovnakým spsobom
v aplikáii. Ukládanie do kategórií umo¾ní prijateµnú veµkos» repozitára, i mini-
mum operáií vkládania, preto¾e s èasom bude miera vzniku novýh kategórií
klesa», vytvorí sa tak prol dotazov zasielanýh spolupraujúej aplikáii.
Ku ka¾dému zahytenému dotazu budú vhodným algoritmom spárované
existujúe ulo¾ené kategórie. Kategória bude obsahova» informáiu o legálnosti
reprezentujúih dotazov a metódy rozhodujúe, èi predlo¾ený dotaz je in¹tan-
iou kategórie, alebo nie. V kladnom prípade bude dotazu priradený rovnaký
harakter legálnosti ako kategórii a podµa harakteru bude vykonaný, alebo
zamietnutý.
Ak sa k dotazu nepodarí spárova» existujúa kategória, nastáva zlo¾itej¹ie
skúmanie. Mehanizmus vyhodnotí, èi dotaz nemohol by» vytvorený injektova-
ním dotazu zo známej kategórie. Vyhodnotenie vedie na pozitívny a negatívny
prípad:
 negatívny prípad: systém nedohµadal kategóriu, tzn. injektovateµný do-
taz, posúdenie legálnosti musí by» vykonané na základe detekie znakov
útoku nad elým dotazom.
 pozitívny prípad: z dvojie dotazov je mo¾né urèi», ktoré úseky skúma-
ného dotazu sú pravdepodobne nainjektované. Posúdenie legálnosti m¾e
by» komplexnej¹ie a sústredi» sa presne na injektované úseky.
Negatívny prípad je pre detekiu obtia¾ny. Znamená, ¾e jediná dostupná
informáia je zahytený dotaz. Problémom je spoµahlivos» detekie výhradne
z textu dotazu, preto sa systém obmedzí na detekiu zdokumentovanýh ty-
pov útokov, ktoré majú malú pravdepodobnos» falo¹nýh pozitív. Frekvenia
výskytu negatívneho prípadu s SQLi útokom je významne eliminovaná navr-
hnutou metódou tvorby a ukladania kategórií.
Pozitívny prípad poskytuje pre detekiu dotaz i kategóriu dotazov, z ktorej
mohol by» nainjektovaný. Znaky útoku je mo¾né detekova» presne po injekto-
vanýh úsekoh. Pri zistení útoku má systém informáiu o mieste injektá¾e
v pvodnom dotaze, èo m¾e vyu¾i» k sanáii miesta tak, ¾e neprepustí ¾iadne
ïal¹ie dotazy vytvoriteµné injektovaním práve zisteného miesta, alebo kategó-
rie.
7.4.4 Kon¹trukia legálnej kategórie
Legálna kategória vznikne generalizáiou dotazu. Generalizova» dotaz je po-
trebné do takej miery, aby objekt reprezentoval dotazy vzniknuté rovnakou es-
tou v aplikáii, bolo ih èo najmenej a zároveò aby nereprezentoval SQLi útoky
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do rovnakýh dotazov. Proes generalizáie je navrhnutý na základe vykonanej
analýzy a znalosti typov útokov.
Fakty 2, 3 a 6 z analýzy (viï str. 79) implikujú generalizáiu dotazu zalo¾i»
na základe rovnosti þa¾ na kon¹tantyÿ. Hodnoty literálov budú v dotaze na-
hradené znaèkou $ s typom literálu, ktorý bol nahradený { null, èíslo, re»aze.
Potrebné je tie¾ o¹etrenie výskytu unárnyh znamienok minus, generalizova»
èísla kladné i záporné.
Okrem hodnt literálov je èasto parametrizovaný spsob zoradenia vý-
sledku dotazu v klauzúle order by.
Ïal¹ia mo¾nos» generalizáie je nahradi» zoznam kon¹tánt zoznamom kon-
¹tánt s premenným poètom parametrov. Zoznamy sa vyskytujú v klauzúle
IN(h1, . . . , hn) a v príkaze INSERT INTO TABLE VALUES(h1, . . . , hn). V prí-
pade príkazu insert by roz¹írenie mohlo znamena» mo¾nos» vklada» hodnoty
do ståpov a prepisova» tzv. default hodnoty, navia v aplikáii je poèet ståp-
ov kon¹tantný a generalizáiou by sa poèet kategórií nezmen¹il. Klauzúlu IN
takto generalizova» význam má. Mierne zvý¹enie rizika predstavuje genera-
lizáia klauzúly order by. V programoh dohádza k èastému pretrieïovaniu
tabuliek, preto je mo¾né povoli» generalizáiu klauzúly order by na jednoduhé
ståpe. Rizikem je injektovanie výrazom þ1,2ÿ. Útoèník tak m¾e získa» zorade-
nie podµa itlivého ståpa. Toto riziko je v¹ak malé a redukia kategórií m¾e
by» znaèná. Generalizáia porovnávaíh operátorov <;>;= redukuje poèet
kategórií pri vyhµadávaní. Injektá¾ < 3 do èíselnej hodnoty m¾e znamena»
útok, dá sa v¹ak predpoklada», ¾e opakovaným dotazovaním na rzne hodnoty
by vo väè¹ine prípadov bolo mo¾né dosiahnu» rovnakého výsledku. Táto forma
generalizáie m¾e by» kongurovateµná.
Ponúka sa generalizova» dotaz ïalej, napr. èíselnú hodnotu na aritme-
tiký výraz. Miera redukie kategórií je s odvolaním sa na harakter analyzo-
vanýh dotazov nulová, navia by útoèníkovi umo¾nila tihé zistenie slabiny
vlo¾ením výrazu typu 1+1 do hodnoty numerikej kon¹tanty. Za nevhodné je
mo¾né predpoklada» snahu o urèenie gramatiky tvorby skupiny SQL dotazov.
Z koneèného poètu in¹tanií je mo¾né navrhnú» gramatiku, ktorá ih gene-
ruje. Problémom je odhadnú», èi slová príjímané mimo tie, z ktorýh návrh
vyhádzal, nie sú SQLi útokmi.
7.4.5 Algoritmy párovania
Algoritmus priradenia dotazu a triedy
Úloha: Zadaný SQL dotaz priradi» do kategórie, ktorá harakterizuje mno-
¾inu dotazov zasielanýh aplikáiou a vzniklýh na základe rovnakého
prinípu, za rovnakým úèelom.
Predpoklady: Existujúa mno¾ina kategórií.
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Realizáia: Kategória sama rozhodne, èi do nej daný dotaz patrí alebo ne-
patrí na základe kontroly voèi premenným prvkom a zaxovanej èasti
dotazu.
Algoritmus:
Preveï generalizáiu dotazu
Zostav vyhµadávaí kµúè
Vyhµadaj zoznam kategórií s rovnakým kµúèom
Nad ka¾dou z kategórií zavolaj metódu member
Member vhodne porovná generalizáiu kategórie s textom, alebo
generalizáiou dotazu
Ak je dotaz èlenom kategórie, ztoto¾ni jeho legálnos» s kategó-
riou
Funkia member kategórie sa bude lí¹i» podµa legálnosti kategórie. U le-
gálnyh porovná medzi sebou obe generalizáie dotazov, nelegálna kategória
bude porovnáva» regulárny výraz oproti textu dotazu.
Algoritmus urèenia mo¾nýh injektovateµnýh dotazov
Úloha: Rozhodnú», èi skúmaný dotaz mohol vzniknú» injektovaním existujú-
eho.
Predpoklady: Dotaz nepatrí do známej kategórie. Zoznam kategórií.
Realizáia: Posúdenie, èi dotaz A mohol vzniknú» injektovaním dotazu B, je
mo¾né len na základe skúmania textovej reprezentáie dotazu A. Exis-
tujú tri základné pohµady na reprezentáiu dotazu. Textová reprezentá-
ia, reprezentáia zoznamom lexémov { výstup lexikálnej analýzy a vý-
stup syntaktikej analýzy { napr. derivaèný strom. Injektovaním dotazu
je mo¾né µubovoµnú harakteristiku zoznamu lexémov alebo derivaèného
stromu zmeni». Injektovaním komentára prevedieme zakomentovanú èas»
na jeden lexém, do výstupu syntaktikej analýzy sa komentár zpravidla
nedostane vbe. Injektovaním apostrofu sa lexémy identikátor a kµú-
èové slovo zmenia na re»azovú kon¹tantu atï. Navia dotaz A nemusí
by» syntaktiky korektný. I v tomto prípade je po¾iadavok na informáiu
o spárovaní opodstatnený.
Vzor je teda nutné rozdeli» na kon¹tantné èasti, ktoré budú pova¾ované
za neinjektovateµné, a èasti injektovateµné reprezentované vhodným ob-
jektom. Za neinjektovateµné boli na základe analýzy zvolené neparamet-
rizovateµné èasti dotazu. Tými boli kµúèové slová a identikátory, za in-
jektovateµné hodnoty kon¹tánt.
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Rozdelením sa získa maska, oproti ktorej prebehne mathovanie podobne
ako u regulárnyh výrazov. Tvorba úsekov m¾e by» rozdielna od genera-
lizáie dotazu, kongurovateµná podµa jednotlivýh typov elementov. Vý-
sledkom pozitívneho mathovania sú predpokladané injektované úseky a
injektovateµný vzor.
Algoritmus podµa prinípu hµadania podre»azov v re»azi bude nazývaný
inxový (viï obr. 7.2).
Obr. 7.2: Ilustráia èinnosti inxového algoritmu.
Pre vlastnosti detekie bude podstatný pomer navzájom spárovanýh do-
tazov. Ten bude závisie» od harakteru aplikáie. Podµa tvaru analyzovanýh
dotazov je mo¾né oèakáva» malý pomer prepárovanýh dotazov. To vyplýva
zo syntaxe jazyka SQL. Zaèiatok príkazu je v¾dy kµúèové slovo, preto sa pá-
rujú medzi sebou len príkazy jedného druhu. Aplikáie zasielajú najmä príkazy
selet, insert, update, delete, reate a drop.
Create, drop obsahujú málo literálov a ¾iadny pred menom objektu. Ap-
likáie nevytvárajú viaero harakteristík jedného objektu. Insert bol zistený
len v tvare INSERT . . . VALUES. ®iadny literál pred kµúèovým slovom values.
Meno tabuµky a výèet ståpov rozdeµuje jednotlivé príkazy do rznyh kate-
górií. Ak je výèet ståpov vynehaný, musia by» literály po poradí k ståpom
tabuµky, tak¾e padnú do jednej kategórie. Príkaz delete je kon¹tantný po where
podmienku, u nej m¾e by» spárovanie prevedené na základe spárovania výbe-
rovej podmienky. Typiky v¹ak aplikáie ma¾ú záznamy podµa jednozlo¾kového
kµúèa. Príkaz selet obvykle neobsahuje literály v selet èasti príkazu, from
table u¾ obmedzuje porovnávanie len medzi dotazmi nad rovnakou tabuµkou.
V prípade mo¾ného joinu je FROM tabulkaA JOIN tabuµkaB neinjektovateµná
sekvenia, ktorá rozlí¹i join od seletu do jednej tabuµky. Mo¾né spárovanie na-
stáva vo where podmienke. Update table opä» rozdeµuje kategorie podµa mena
tabuµky a vzhµadom k typikému updatu riadku podµa jednozlo¾kového kµúèa
vo where podmienke nedjde k falo¹nému prepárovaniu.
7.4.6 Kontrola dotazu a úsekov
Kontrola dotazu má dva prípady, podµa dohµadania spárovanýh dotazov. Kon-
trola dotazu globálne nastáva v prípade, ¾e sa nepodarí spárova» dotaz s povole-
nou ani zakázanou kategóriou. Je potrebné rozhodnú», èi bude dotaz vykonaný
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databázou, alebo oznaèený za útok. Vzhµadom na umiestnenie detekèného sys-
tému ostáva jedinou mo¾nos»ou kontrola znakov známyh útokov. Kontrola
bude realizovaná sadou pravidiel vz»ahujúih sa k mno¾ine vybranýh zna-
kov dotazu { signatúr. Pravidlo bude obsahova» zoznam znakov, ktoré musí
dotaz splni», aby bol oznaèený ako útok. Jednotlivé polo¾ky zoznamu m¾u
ma» denovateµné obmedzenie na poèet výskytov a váhu. V prípade, ¾e budú
splnené nevá¾ené znaky a váha vá¾enýh znakov presiehne práh denovaný na
pravidle, je dotaz vyhodnotený ako útok. Je potrebné zabráni» v budúnosti
takýmto útokom, preto sa z dotazu generalizáiou stane zakázaná kategória.
Kontrola lokálne pou¾itím i lokálnyh signatúr vstupuje do proesu vy-
hodnotenia, ak je dostupný spárovaný dotaz s kategóriou. Sila tohto prístupu
spoèíva v tom, ¾e kontrola prebieha u¾ nad úsekmi dotazu. Vzhµadom k typi-
kej kon¹trukii dotazov v aplikáii a harakteristiky útokov bude èasto mo¾né
tieto prípady rozlí¹i». Nemenej dle¾itá je mo¾nos» detekèného systému obme-
dzi» výrazy, akými je mo¾né dotaz odvodzova». Ïal¹iou podstatnou vlastnos-
»ou je to, ¾e systém má informáiu o vzore a m¾e zakáza» ïal¹ie odvodzovanie
príkazov injektovaním vzoru, èím sanuje zraniteµné miesto.
7.4.7 Úloha pravidiel a signatúr v systéme
Zavedenie kontroly úseku alebo elého dotazu oproti signatúram má za úlohu
redukova» poèet falo¹nýh pozitív i negatív. Signatúry musia by» navhrnuté
tak, aby detekovali znaky jednotlivýh SQLi útokov a zároveò, aby ih výskyt
v legálnyh dotazoh bol èo najmen¹í. Druhá idea návrhu signatúr je denova»
znaky, ktoré obmedzujú uèenie a mo¾nosti útoèníka.
Signatúry v systéme budú rozdelené na dva druhy: globálne a lokálne.
Globálne signatúry
Globálne signatúry detekujú znaky útoku SQLi iba z textu dotazu. Ked¾e sa
znaky jednotlivýh útokov nahádzajú i v legálnyh dotazoh, je nutné sa ob-
medzi» na veµmi ¹peiké signatúry, detekujúe neobvyklé kon¹tukie jazyka.
Tieto sú èasto rozpoznateµné, sú dané proesom tvorby výsledného dotazu a
proesom detekie slabiny. Proes detekie slabiny èasto spoèíva v injektovaní
série typiky problematikýh vstupov a sledovaní ne¹tandardnej odpovede ap-
likáie { vyvolanie výnimky, výpis hyby atp. Tieto vstupy sú dopredu známe a
je mo¾nos» ih detekova». Proes tvorby výsledného dotazu zase núti útoèníka
injektova» kód len do urèitýh miest dotazu. Ak he zneu¾i» slabinu v klauzúle
order by, neostáva mu niè iné ako pou¾itie be¾ne sa nevyskytujúeho zoradenia
vlo¾ením zlo¾itého výrazu typu
ORDER BY CASE WHEN vhodná podmienka
so skalárnym poddotazom
THEN 1 ELSE 0 END
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Ïal¹ím dobrým pou¾itím globálnyh signatúr je simulova» obvykle dobré na-
stavenie databázy, napríklad zakáza» nebezpeèné vstavané funkie a neha» ih
povolenie a¾ na administrátorovi, alebo povoµovanie kombinova» s uèiaim sa
mehanizmom.
Lokálne signatúry
Lokálne signatúry detekujú znaky útokov nad dotazom so znalos»ami pravde-
podobnýh injektovanýh úsekov SQL kódu, navia majú informáiu o spáro-
vanom dotaze, z ktorého mohol skúmaný vzniknú» injektá¾ou. Detekèné vlast-
nosti sú závislé na miere prepárovania dotazov. Ak bude nízka, alebo bude
systém obsahova» dobrý vzorok legálnyh dotazov, sú lokálne signatúry veµmi
silnou zbraòou proti útoèníkovi.
Tvrdenie bude ilustrované na príklade: neh je lokálne pravidlo obsahujúe
jedinú lokálnu signatúru, detekia kµúèového slova union. Ak sú vyhodnoované
lokálne pravidlá a lokálne signatúry, má systém dvojiu spárovanýh dotazov
A, B. Pravidlo i signatúra je vyhodnotená ako splnená a skúmaný dotaz B je
oznaèený ako útok. Za akýh podmienok je dotaz B falo¹ným pozitivom?
 Dotaz B nesmel by» zaslaný aplikáiou v proese uèenia, testovania ap-
likáie.
 Dotaz B sa musí da» získa» vlo¾ením kódu do kon¹tánt dotazu A.
 Dotaz A musel by» zahytený systémom pred dotazom B, inak by bol
dotaz B vyhodnotený ako in¹tania povolenej kategórie.
 Dotaz B je legálny, navia obsahuje kµúèové slovo union { analýza uká-
zala, ¾e podiel takýhto dotazov je nízky, veµká èas» aplikáiií union ne-
pou¾íva.
Za akýh podmienok je dotaz B útokom?
 Dotaz B sa musí da» získa» vlo¾ením kódu do kon¹tánt dotazu A. To je
typiký znak SQLi útoku.
 Dotaz B obsahuje union, typiký znak union útoku.
 Dotaz B nebol zaslaný v proese uèenia.
7.4.8 Elimináia ¹kodlivého dotazu
Úlohou detekèného systému je okrem samotnej detekie i zastavenie útoku a
sformulovanie odpovede na ¹kodlivý dotaz. Je ¾iadúe, aby obranný mehaniz-
mus zahoval transparentnos» vzhµadom k aplikáii a sformuloval odpoveï tak,
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aby nedo¹lo v aplikáii k neoèakávanej situáii. Zároveò systém musí zabrá-
ni» vykonaniu ¹kodlivej èasti dotazu, alebo eliminova» jej úèinky. Pri detekii
útoku je ¾iadúe zostavi» odpoveï na dotaz tak, aby útoèník nedetekoval zra-
niteµné miesto napr. z hybového hlásenia, alebo zo zvlá¹tnej reakie. Správna
reakia na útok sa vyberie podµa toho, èi pri doteraj¹om skúmaní dotazu do¹lo
k vyvolaniu výnimky a aký typ dotazu databáza spraováva. Dotazy sa podµa
harakteru odpovede delia na dotazy vraajúe inú databázu { selet, alebo
vraajúe príznak úspe¹nosti vykonania boolskou hodnotou spolu s obvykle
trojiou elýh èísel s významom: poèet vlo¾enýh, zmazanýh a updatovanýh
riadkov. V druhom prípade je mo¾né zamaskova» vykonanie príkazu vrátením
troh kon¹tánt, v prvom je nutné zkon¹truova» aspoò shému výslednej reláie.
To m¾e by» realizované tak, ¾e selet dotaz je umiestnený medzi SELECT
* FROM ( a ) WHERE 0=1 . Optimalizér nesplnitelnú podmienku 0=1
väè¹inou pozná a shéma vyslednej reláie vytvorí pri fáze parsovania dotazu.
Ïal¹ou mo¾nos»ou je neha» príkaz vykona» a z objektu v databáze uskladòu-
júeho výsledok riadky odobra», napr. volaním lear nad kolekiou. V prípade,
¾e detekèný systém odhalil pvodne injektovaný dotaz, je mo¾né miesto injek-
tovaného dotazu neha» vykona» vzor dotazu s nesplniteµnou podmienkou.
7.4.9 Prístup k výnimkám
Netriviálna situáia nastáva pri vyvolaní výnimky v proese spraovania do-
tazu. Situáia sa lí¹i podµa druhu výnimky a od spárovaného dotazu. Pre po-
treby detekie útoku je dobré rozdelenie výnimiek na tri druhy:
Syntaktiké výnimky sú vyvolané poèas parsovania SQL dotazu a sú vy-
soko signikantné, èo sa týka detekie útoku. Ak útoèník nemá útok ¹itý
na mieru napadnutému systému, spolieha sa na injektovanie problémo-
výh vstupov a podµa pozorovania reakie systému pokraèuje v útoku
ïalej. Detekia výnimky implikuje s vysokou pravdepodobnos»ou pokus
o detekiu zraniteµného miesta, alebo útok metódou blind SQLi, alebo
exeption útok. V prípade rozoznania vzoru útoku m¾e obranný sys-
tém sformulova» odpoveï za pomoi neutralizovaného vzorového dotazu
a výnimku tak maskova». Rovnako je v niektorýh prípadoh mo¾né ur-
èi» miesto injektá¾e do dotazu. Ak je vzor nedostupný, sú dve mo¾nosti:
propagáia výnimky, alebo v prípade zaslania selet príkazu mo¾ná ne-
správna odpoveï z dvodu nemo¾nosti vytvori» správne výsledné shéma
databázy.
SQL výnimkou bude oznaèená výnimka pri spraovaní syntaktiky správ-
neho dotazu. Sú to výnimky ako napr. delenie nulou, nedostatoèné práva,
neexistujúi objekt. V prípade syntaktikej výnimky je vysoká prav-
depodobnos» vyvolania výnimky v súvislosi s pokusom o útok, výskyt
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SQL výnimky m¾e by» ne¹kodný. K rozhodnutiu je mo¾né vyu¾i» prí-
tomnos» vzoru dotazu a výskyt výnimky pova¾ova» za znak útoku. Sa-
motnú SQL výnimku je mo¾né maskova» modikáiou kódu databázy,
kde delenie nulou systém nekorektne dodenuje napr. kon¹tantou. Vý-
nimky pri vyvolaní príkazov ako reate, drop s nedostatoènými právami
je rozumné propagova» do aplikáie z toho dvodu, ¾e sú obtia¾ne in-
jektovateµné { typiky v aplikáii úvod príkazu i dotyèné meno objektu
nepredstavuje parametrizovanú èas».
Ostatné výnimky vznikajú pri vypínaní databázy, nedostatku pamäti atp.
Tento druh výnimiek je nutné propagova» ïalej do aplikáie.
7.4.10 Uèiai sa systém
Ukladaním zaslanýh informáií v detekènom systéme získava systém dobrý
detekèný poteniál. Za predpokladu, ¾e generalizáia dotazu správne odhadla
miesta mo¾ného útoku, je výhoda znalosti pvodného dotazu nesmierna.
Získanie vzoru injektovaného dotazu
Aby systém mohol útok párova» k existujúemu legálnemu dotazu, musí ten le-
gálny obdr¾a» pri predhádzajúej èinnosti aplikáie { pred útokom, alebo inak.
Predhádzajúa èinnos» aplikáie zahàòa aktivitu ostatnýh u¾ivateµov, akti-
vitu testovania aplikáie po in¹taláii a aktivitu samotného útoèníka. Z ha-
rakteru aplikáií napádanýh útokmi SQLi je mo¾né predpoklada», ¾e miera
nespárovania útoku a pvodného dotazu bude malá. Ilustráia predpokladov
bude prevedená na príklade:
Neh sa zraniteµné miesto nahádza v literále preberanom z url, napr.
v hodnote id_lanku v url: www.lanky.z/?id_lanku=10. Je pravdepo-
dobné, ¾e nejaký u¾ivateµ www stránky u¾ nav¹tívil, vyvolal spraovanie url
a vygenerovaný dotaz je u¾ ulo¾ený v detekènom systéme. Je pravdepodobné,
¾e správa www stránok alebo programátor si pred sprístupnením u¾ivateµom
funkènos» stránok vyskú¹al. Dá sa oèakáva», ¾e útoèník najprv stránky preskú-
mava ¹tandardným spsobom { ez prehliadaè a nemodikuje HTTP ¾iadosti
hneï pred zistením samotného obsahu mo¾nej informáie na stránkah atp.
K iným mo¾nostiam získania vzorov dotazov patrí napríklad externé do-
danie mno¾iny legálnyh dotazov alebo analýza kódu aplikáie.
Opakovaná mo¾nos» detekie útoku
Detekia SQLi je obtia¾na, navrhnutý systém ukladania predhádzajúih
dotazov v¹ak umo¾òuje znaèné zlep¹enie pozíie detekèného systému. Pri
SQLi útokoh vyu¾íva útoèník väè¹inou jednu detekovanú slabinu. Zistí, ¾e
vstup nie je správne o¹etrený, a zaène útok. SQLi útok sa èasto skladá zo série
KAPITOLA 7. NÁVRH OBRANNÉHO SYSTÉMU 97
dotazov. Pomoou nih sa sna¾í zisti» typ databázy, dialekt SQL jazyka, typ
a èas» SQL generovaného SQL príkazu, alebo priamo dosta» informáie z da-
tabázy, zmaza» objekty atï. Séria dotazov poskytuje mnoho príle¾itostí pre
detekèný systém k detekii útoku a dokona k sanovaniu zraniteµného miesta
automatiky. Vhodne navrhnuté lokálne signatúry rozpoznajú jeden dotaz zo
série útokov, napríklad detekujú syntaktikú hybu { útoèník zaslal vstup,
ktorý spsobil vytvorenie syntaktiky nekorektného dotazu. Túto informáiu
detekèný systém vyu¾ije tak, ¾e oznaèí príslu¹né miesto v pvodnom, vzorovom
dotaze ako slabinu, a nebude prijíma» ïal¹ie dotazy, ktoré by mohli by» odvo-
dené injektovaním tentokrát u¾ akéhokoµvek kódu. Túto informáiu m¾e sys-
tém eskalova» administrátorom, ktorí zaistia opravu slabiny v aplikáii, alebo
iné kroky.
Kapitola 8
Implementáia
8.1 Èasti rie¹enia a programovaí jazyk
V rámi práe boli vyvinuté následujúe programy:
 samotný detekèný systém v jazyku Java 1.5
 ïal¹ie programy v jazyku C# s vyu¾itím .NET frameworku 2.0:
{ SQLiControlClient { kontrolný klient pre detekèný systém
{ SQLiAnalyzer { analyzátor kódu aplikáií
{ SQLiMixer { pomoný simulátor náhodného poradia dotazov
8.2 Výber hostiteµskej databázy
Ako hostiteµská databáza rie¹enia bola vybraná databáza H2 [25℄ v 1.0.68. Pre
výber databázy bola rozhodujúa dostupnos» zdrojového kódu, po¾iadavok na
vy¹¹í programovaí jazyk (C#, Java) a zverejnenie programu pod vhodnou
lieniou. Pre H2 zavá¾il i obsah web servera
1
, ktorý mohol by» pou¾itý pre
kombináiu senzorov. Navia databáza obsahovala u¾ vstavanú ohranu proti
SQLi útokom, ktorú bolo dobré preskúma».
8.2.1 Základné objekty databázy
Pre správnu implementáiu bolo nutné analyzova» objektový model databázy
a neskr i postup jednotlivýh volaní metód a proedúr. Základné objekty sú:
 Engine { singleton trieda, zahàòa funkionalitu vytvárania a nahrávania
databáz.
1
Po dkladnej¹ej analýze sa implementáia ukázala ako jednoúèelová. Vlo¾ená implemen-
táia slú¾i len pre spolupráu s H2 web konzolou, obdoby SQL klienta.
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 Database { predstavuje databázu, v rámi jednej in¹tanie Engine H2 je
mo¾né pripája» viaero databáz, ako rezidentnýh v pamäti, tak z disku.
 Session, Connetion { prestavujú objekty reláie a spojenia.
 JDBCStatement { pokroèilá abstrakia SQL príkazu, obsahuje spojenie,
session, výsledok dotazu.
 Parser { implementáia parseru jazyka SQL.
 Server { implementáia rznyh serverov: ftp, pg, web.
8.2.2 Body napojenia
Základným po¾iadavkom bolo vyu¾i» poskytované prostredie, zviaza» funkè-
nos» systému s databázou a neduplikova» vykonávané operáie. ©tart a konie
èinnosti systému boli preto naviazané na ¹tart a konie Engine. Základným
predpokladom detekie bolo odhyti» v¹etky dotazy vykonávané databázou.
Ako vhodné miesto sa ukázalo napojenie na metódy parsovania textu SQL
dotazu. Pre zahytenie exeption útokov a maskovanie výnimiek boli modi-
kované miesta vyvolávajúe príslu¹né výnimky, aby mohlo spraovanie pokra-
èova» z daného miesta.
8.2.3 Nutná modikáia proesov
Pvodne implementovaný proes vykonania SQL dotazu plne nevyhovoval úèe-
lom detekie. Bolo nutné odstráni» rozpadanie zaslaného textu na jednotlivé
dotazy. Pvodne sa text príkazu rozdelil na èasti podµa znaku oddeµovaèa bod-
koèiarka. Tie boli potom sekvenène zasielané na spraovanie. Tento postup
z»a¾oval detekiu útokov vlo¾ením príkazu, preto bol proes upravený na odo-
slanie dotazu ako elku.
V proesu parsovania dotazu v triede Parser bola upravená manipuláia
s komentármi, ktoré sa v iniializaènej fáze z dotazu odstraòovali, pre detekiu
sú v¹ak potrebné. Rovnako bolo upravené vyvolávanie a zahytávanie výni-
miek. Pri výskyte výnimky mal tak detekèný systém mo¾nos» aplikova» lep¹í
postup ako propagáiu výnimky klientovi. Na udalosti parseru bol napojený
detekèný systém, aby sa dotaz nemusel parsova» opakovane. Bolo nutné o¹et-
ri» reentraniu parsovania, preto¾e databáza si zasielala nové dotazy poèas
vyhodnoovania príkazu { vytvorenie doèasnýh tabuliek, vkladala tzv. hinty
ako komentáre.
Snaha o neprezradenie dvernej informáie útoèníkovi vy¾adovala zasiah-
nu» do proesu tvorby odpovede na dotaz. Pre príkazy vraajúe riadky ako
odpoveï bez dohµadaného spárovaného dotazu, ktoré boli vyhodnotené ako
útok, boli z odpovede riadky odstránené. Pre príkazy vraajúe len poèty ap-
likovanýh riadkov bol poèet nastavený na xný výstup 1.
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Zo zapojenia do proesu detekie útoku museli by» vyradené iniializaèné
príkazy, interná pamä»ová databáza a podobne.
8.3 Sled akií
Proes detekie je shématiky znázornený na obrázku 8.1. V obrannom sys-
téme existujú dve mno¾iny kategórií dotazov. Povolené kategórie sú ulo¾ené vo
whiteliste, zakázané v blakliste.
Obr. 8.1: Rozhodovaí strom detekie.
1. krok: Po¾iadavkom na detekèný systém je èo najrýhlej¹ie rozpoznanie le-
gálnyh dotazov a tým nespomaµovanie odpovede na legálne dotazy, preto
sa najprv zistí, èi je skúmaný dotaz in¹taniou legálnej kategórie. V po-
zitívnom prípade sa skúmaný dotaz vykoná. V negatívnom pokraèuje
vyhodnoovanie krokom 2.
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Výhoda usporiadania whitelistu a blaklistu v naznaèenom poradí je i tá,
¾e pri detekii odvodeného útoku je mo¾né tú istú kategóriu zaradi» na
whitelist i blaklist. Pre vyhodnoovanie ïal¹íh dotazov to znamená, ¾e
in¹tanie kategórie budú vykonané a injektá¾ odmietnutá. V prípade, ¾e
sa útoèníkovi podarí vykona» niekoµko ¹kodlivýh príkazov a ako útok
bude rozoznaný a¾ n-tý príkaz v poradí, zaradením vzorovej kategórie na
blaklist sanuje systém zraniteµné miesto.
2. krok: Ak sa nejedná o doteraz známy legálny dotaz, kontroluje sa oproti
blaklistu. Text skúmaného dotazu je mathovaný oproti maskám zaká-
zanýh výrazov. V úspe¹nom prípade sa vykoná dotaz z blaklistu so
zapnutým eliminovaním výsledku. V opaènom prípade sa pokraèuje kro-
kom 3.
3. krok: Skúmaný dotaz je párovaný inxovým algoritmom na dotazy z whi-
telistu. Tak sa zistí, èi nemohol by» vytvorený injektovaním legálnej ka-
tegórie. Ak je párovanie úspe¹né, pripojí sa zoznam párovanýh dotazov
ku skúmanému a pokraèuje sa krokom 4. Ak je párovanie neúspe¹né,
pokraèuje detekia krokom 5.
4. krok: Skúmaný dotaz spolu s informáiou o spárovanom dotaze je vyhod-
notený pravidlami detekie. Pou¾ijú sa lokálne i globálne signatúry. Ak
je pravidlo splnené, je dotaz pova¾ovaný za útok a systém pokraèuje
krokom 6. V opaènom prípade následuje krok 7.
5. krok: Skúmaný dotaz je kontrolovaný oproti globálnym pravidlám. Nie je
dostupná iná informáia ako samotný text, preto sa vyhµadávajú znaky
útoku globálne. Ak sú nájdené, pridá sa dotaz na blaklist a vykoná sa
so zapnutou elimináiou výsledku. V negatívnom prípade sa pokraèuje
krokom 7.
6. krok: Spárovaný dotaz je pridaný na blaklist, aby sa zabránilo ïal¹ím úto-
kom ez rovnakú slabinu. Tým sa sanuje zraniteµné miesto. Ako odpoveï
sa vykoná spárovaný dotaz so zapnutou elimináiou výsledku.
7. krok: Dotaz je pova¾ovaný za legálny a je zaradený na whitelist.
Vykonanie iného ako skúmaného, z pohµadu aplikáie odoslaného, dotazu
má význam v tom, ¾e sa útoèníkovi sna¾í systém prezradi» èo najmenej infor-
máie a zároveò odosla» v rámi mo¾ností korektnú odpoveï aplikáii.
8.4 Pou¾ité signatúry
Úlohou signatúr je detekia vybranýh znakov v dotazoh. Jednotlivé deteko-
vané znaky sú zohµadnené pri vyhodnotení pravidiel, ktoré rozhodujú o legál-
nosti dotazu.
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Signatúra vlo¾enýh príkazov
Signatúra detekuje znak ; (bodkoèiarka) v kontekte kµúèového slova. Tá sa
v SQL vyskytuje pri útoku vlo¾ením iného príkazu. Pri zasielaní legálnyh
príkazov sa v dotaze vyskytuje len na koni príkazu. Konovú bodkoèiarku
signatúra nedetekuje.
Signatúra vstavanýh príkazov
Pou¾itie vstavanýh príkazov je v aplikáiáh náhylnýh na útoky SQLi zried-
kavý. Naopak ih vyu¾itie pri útokoh SQLi je veµké. Signatúra detekuje ih
prítomnos» a je kongurovateµná èo do typu príkazov.
Signatúra príkazov èakania { delay
Príkazy delay, benhmark, sleep sú súèas»ou Blind SQLi útoku. Ih vyu¾itie
v aplikáiáh je zriedkavé.
Signatúra vlo¾enia tautológie
Detekia tautológie má význam ako znak útoku vlo¾ením re»aza modikujú-
eho výberovú podmienku. Pre útoèníka je èasto ¾iadúe modikova» pravdi-
vostnú hodnotu vyhodnotenia where podmienky vlo¾ením vhodného re»aza.
To sa dá vykona» viaerými typmi vlo¾eného výrazu:
1. typ OR 1=1 za úèelom získania informáií, bez obmedzenia inými pod-
mienkami
2. typ AND 1=0 napr. za úèelom detekie slabiny
3. typ OR teplota > -300 , pri ktorom pokroèilej¹í útoèník vyu¾íva zna-
los» harakteru dát
4. typ OR (((A>3) AND (B-32+A)<10) OR (C*C>0)) predstavuje po-
kroèilú metódu vlo¾enia aritmetikého výrazu predstavujúi buï výraz
v¾dy pravdivý, alebo nepravdivý
Preízna detekia tautológie vo where podmienke je praktiky nemo¾ná.
Typ 4 predstavuje aspoò tak »a¾ký problém ako eloèíselné programovanie
a zlo¾itos» detekie takejto tautológie je NP-úplný problém. Typ 3 sa opiera
o znalos» harakteru dát, ktorý detekèný systém nem¾e získa». Detekèný sys-
tém by síe mohol zisti», èi je daná podmienka (v príklade teplota > -300)
splnená pre v¹etky záznamy, èo ale nie je znak útoku. Takéto stále splnené pod-
mienky sa nahádzajú v legálnyh vyrazoh èasto. Na základe analýzy útokov
a zasielanýh príkazov je mo¾né usudzova», ¾e detekia uká¾kovýh príkladov
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tautológií typu 1 a 2 má znaèný význam. Je podstatná najmä z hµadiska od-
halenia proesu detekie slabiny. Uká¾kové tautológie sú predprogramované
v sanneroh slabín a zároveò sa v legálnyh dotazoh nenahádzajú. Ih prí-
tomnos» preto indikuje s istotou slabinu. Po ih detekii m¾e systém miesto
sanova» a zabráni» tak pokroèilej¹ím a obtia¾ne detekovateµným tehnikám.
Signatúru je dobré roz¹íri» na detekiu vlo¾enia èasti logikého výrazu
s kon¹tantami napr:AND 'a' IN ('b','a','') OR SUBSTR('ahoj',1,3)
='aho' a podobne. Na základe pozorovania, ¾e autori nevkládajú kon¹tantné
èasti do logikýh podmienok, je mo¾né predpoklada» dobré vlastnosti.
Signatúra prázdneho konového komentára
Konový komentár bez obsahu na koni príkazu vzniká èasto pri snahe útoè-
níka eliminova» zvy¹ok dotazu za vlo¾eným kódom. Vzniká tak situáia, kedy
odhadované injektované miesto konèí v kontexte komentára. Je to jeden zo zna-
kov útoku a pravdepodobnos» výskytu dvojie legálnýh dotazov s podobnou
kon¹trukiou je nízka.
Signatúra komentárov bez bielyh znakov
Komentáre bez bielyh znakov sú èasto prostriedkom ako vpa¹ova» SQL kód
do dotazu v prípade neo¹etrenýh vstupov spojenýh s parsovaním re»aza.
Analýza ukázala príklad, v ktorom vzniká èas» dotazu ako n-té slovo z u¾iva-
teµského vstupu oddelené medzerou. V takomto prípade, ak he útoèník vlo¾i»
viaslovný kód, musí pou¾i» kon¹trukiu s komentármi. E¹te èastej¹ie vyu¾i-
tie takto kon¹truovaného útoku je injektá¾ ez hodnoty v url. Komentáre, tj.
znaky / a * sú zhodné i v url kódovaní, narozdiel od medzery prekladanej
na znaky %20. Útoèníi èastokrát kvli èitateµnosti vytvárajú útok s pou¾itím
/**/ ako oddelovaèa slov. Takýto útok je jednoduhé lokalizova» a slabinu
následne o¹etri».
Signatúra vlo¾enej tabuµky
Význam detekie výrazu s vlo¾enou tabuµkou ako signatúry sa opiera o fakt,
¾e pri SQLi útoku je predmet útoku èasto ulo¾ený v inýh tabuµkáh, ne¾ ktoré
obsahuje pvodný dotaz. To je spsobené i tým, ¾e neo¹etrené miesto vzniká
èastej¹ie pri dotazovaní nad neitlivými údajmi, kde si vývojár aplikáie ne-
uvedomuje riziko útoku. Vkladanie výrazu s tabuµkou ako skalárny poddotaz
je dobre pou¾iteµným prostriedkom priesaku informáie a zároveò sa takmer
nevyskytuje v navzájom injektovateµnýh dotazoh. Prítomnos» vlo¾enej ta-
buµky v niektorýh èastiah SQL výrazu je nelogiká a ih detekia významná.
Ako príklad je mo¾né uvies» pou¾itie tabuµky nevyskytujúej sa v inej èasti
dotazu ako v klauzúle order by.
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Signatúra komentára
V niektorýh typoh aplikáií, najmä v spojení s aktívnym webovým obsa-
hom sú dotazy jednoduhé a bez výskytu komentára. Kongurova» detekiu
komentára u nih má význam pri detekii SQLi útokov.
Signatúra Lateral SQL injetion
Návrh signatúry proti útokom Lateral SQL injetion by spoèíval v kontrole ar-
gumentov príslu¹nýh alter session príkazov a kontrole nastavenia národnýh
¹peifík, oddelovaèa desatinnýh miest, tisíov a formátu dátumu. Toto nasta-
venie na netradièné hodnoty sa v programoh nepou¾íva a naopak indikuje
mo¾nú prípravu útoku metódou Lateral SQL injetion.
Signatúra detekie shémy
Signatúra detekie a xáie shémy je pou¾iteµná u veµkej èasti aplikáií, ktoré
praujú s dátami len vo vlastnom shémate, repozitári. Typiky si aplikáia
vytvorí svoju databázovú shému v jednej fyzikej shéme { pod urèeným
u¾ivateµom. Dotazy sú smerované len do danej shémy a snaha dotazova» sa
mimo m¾e indikova» SQLi útok.
Signatúra katalógu databázy
Katalóg databázy obsahuje údaje o jej objektoh { tabuµkáh, ståpoh atï.
Jeho ¹truktúra je pre daný typ databázy popísaná v dokumentáii k databáze.
U H2 to bola information shema. Pre útoèníka predstavuje mo¾nos» ako získa»
mená objektov { najmä tabuliek, ståpov v databáze. Informáia je pre útoè-
níka enná kvli mo¾nosti vytvori» èas» syntaktiky správneho injektovaného
dotazu alebo kvli identikáii zaujímavýh dát. Detekia takejto signatúry
má význam u aplikáií, ktoré katalóg nevyu¾ívajú, prípadne ih obraz dotazov
je u¾ ulo¾ený v detekènom systéme.
Signatúra detekie podmienenýh hýb
Umiestnenie senzorov do databázového prostredia umo¾òuje zahytávanie vý-
nimiek priamo pri ih vyvolaní. Takto je systém mo¾né kongurova» na zahy-
tenie výnimok pou¾ívanýh pri Blind SQLi útokoh, ako napr. delenie nulou.
Ked¾e zahytenie prebieha v runtime a je pre be¾né hovanie aplikáie nety-
piké, má pou¾itie signatúry dobré opodstatnenie. Je mo¾né výnimku potlaèi»
a znemo¾ni» tak útok naslepo.
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Signatúry union útoku
Signatúry detekie kon¹trukie pou¾ívanej pri union útoku majú význam
najmä pri detekii na konkrétnom vlo¾enom úseku kódu. Analýza aplikáií
ukázala, ¾e union spojenie nebolo pou¾ité, preto bude miera falo¹nýh pozi-
tív nízka a detekèné shopnosti dobré. Signatúru detekie union spojenia je
mo¾né skombinova» so signatúrami detekie ast, onvert, kon¹tantnýh a null
výrazov, ktoré slú¾ia na synhronizáiu dátovýh typov rozdielnyh tabuliek.
Signatúra nastavenia práv
Signatúra detekie nastavenia práv má dobré detekèné vlastnosti, preto¾e ap-
likáie typiky príkazy grant a revoke negenerujú. Je to z dvodu nemo¾nosti
pridáva» a odobera» práva sebe samému. Injektá¾ príkazov m¾e znaèi» zlo¾i-
tej¹í útok, prípadne nevedomos» útoèníka, pokus o získanie hyby atp.
Signatúra mazania objektov
Signatúra mazania objektov pomoou príkazu drop hráni pred zlomyseµným
mazaním objektov útoèníkom. Pou¾itie príkazu drop nie je typiké pre apliká-
ie napadateµné SQLi útokmi. Najèastej¹ie je príkaz pou¾itý v prípravnej fázi
in¹taláie alebo v odin¹taláii.
Signatúra zlo¾itého usporiadania
V aplikáiáh je obvyklé usporiadava» výsledok podµa niektorého z atribútov.
Typiké sú výrazy ORDER BY zoznam , kde zoznam je tvorený buï názvami
atribútov ako id, meno, ena, alebo je mo¾né uda» poradové èíslo atribútu ako
1, 2, 3. Medzi elementami zoznamu sa nahádza ¹peikáia smeru usporiada-
nia { as, des a dodenovania usporiadania pre null hodnotu { nulls last/rst.
Usporiadanie sa vyu¾íva a je èasto pod kontrolou u¾ivateµa, preto je
vhodné aplikova» signatúry praujúe s touto èastou selet príkazu. Útok ez
klauzúlu order by m¾e ma» ne¹peikú formu, ako zoradenie podµa itlivého
ståpa, èastej¹ie sa v¹ak útoèník sna¾í injektova» zlo¾itej¹í výraz.
Pre väè¹inu aplikáií bude vhodná signatúra zlo¾itého usporiadania, ktorá
detekuje injektá¾ kódom iným ako hore popísaný zoznam. Malá èas» aplikáií
vyu¾íva v order by klauzúle výrazy. V¾dy sa jedná o jednoduhé výrazy typu
ORDER BY dosiahnuty as v prvom kole + dosiahnuty as v druhom kole
Pre tieto aplikáie je vhodnej¹ia signatúra detekujúa vlo¾enie výrazu s ex-
ternou tabuµkou.
Insert príkaz s komentárom
Komentár medzi hodnotami v insert príkaze m¾e by» znakom Seond-order
SQLi. Jeho legálny výskyt v danom umiestnení je zriedkavý.
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Signatúry výnimiek
Pre detekiu SQLi útokov sú významné najmä syntaktiké hyby. Ked¾e
SQL dotazy sú v aplikáii predprogramované, predpokladá sa ih syntaktiká
správnos» v spojení s legálnym vstupom. Ak nem¾e útoèník systém analyzo-
va» zo zdrojového kódu, alebo na vlastnej in¹taláii, musí útoèit injektovaním
obvykle problémového kódu. To èasto vedie k vyvolaniu mno¾stva syntakti-
kýh výnimiek, dokým útoèník neodladí zlomyseµný vstup. Výnimka delenia
nulou je typiká pri útokoh Blind SQL injetion a je zmysluplné ju zahy-
táva». K menej významným, èo sa týka útokov SQLi, patria ostatné hyby
ako nesplnená referenèná integrita, nedostatoèné práva, dupliitné záznamy,
hyby argumentov, runtime výnimky. V¹etky spomínané m¾u nasta» i pri le-
gálnom vstupe, nie je to v¹ak typiké. V detekènom systéme je k výnimkám
pristupované osobitne, mimo pravidlá. Ostatné znaky, signatúry sú deteko-
vané z reprezentáie dotazu, pri vyvolaní výnimky je obvykle reprezentáia
nekorektná.
Signatúra dialektu inýh SQL databáz
Dialekt inýh databáz sa pri normálnom behu programu nevyskytuje. Apliká-
ie sú urèené pre spolupráu s presným typom databáz, ktorý èasto kontrolujú
pri in¹taláii. SQL dialekty sú dobre rozlí¹iteµné, útoèníkmi èasto vyu¾ívané
vstavané funie sú ¹peiké pre rzne implementáie. Nesprávne pou¾itý dia-
lekt obvykle vyvolá hybu, druh hyby v¹ak m¾e by» rozdielny, preto túto
funkènos» nepokrýva úplne signatúra výnimiek. Druh hyby má ¹irokú ¹kálu,
od syntaktikej { napríklad pou¾itie ¹peiálneho príkazu insert all, a¾ po nedos-
tatoèné práva, èi neexistujúi objekt napr. pri pou¾ití kon¹trukie SELECT
* FROM dual.
Signatúra maximálnej då¾ky dotazu
Signatúra maximálnej då¾ky dotazu alebo maximálnej vlo¾enej èasti m¾e by»
u¾itoèná ako znak útoku. Analýza ukázala, ¾e aplikáie neobsahujú zlo¾ité,
alebo dlhé SQL príkazy.
Signatúra þHoney netÿ
My¹lienka signatúry þHoney netÿ je prebratá z prinípu detekie sie»ovýh
útokov, ktorý spoèíva vo vytvorení virtuálnyh uzlov a simuláie komunikáie
medzi nimi. Smerovanie externej komunikáie na tieto uzly je podozrením zo
snahy nabúra» sa do simulovanýh uzlov a m¾e by» pova¾ované za útok. V kon-
texte SQLi je mo¾né denova» tabuµky alebo ståpe so ¹peikými názvami,
v ktorýh obvykle bývajú ulo¾ené itlivé, alebo autorizaèné údaje, ako: uziva-
telia, uty, hesla, . . . V prípade, ¾e aplikáia legálne pou¾íva tabuµky s týmito
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názvami, je mo¾né pou¾i» signatúru ako lokálnu, sústrediau sa na injektovaný
kód.
Signatúra funkií version, info, user
Èastokrát je pre útoèníka ennou informáiou údaj o databázovom logine,
shéme, nastavení databázy, verzie databázy, ktoré zis»uje volaním funkií ver-
sion, info, user, shema a ïal¹ími. Legálne pou¾itie týhto funkií je väè¹inou
jednorázové, napr. pri in¹taláii, spustení aplikáie, a to dotazom typu SE-
LECT user() , v ktorom hýba ¹peikáia tabuµky, alebo je preddenovaná
ako v databáze Orale formou from dual. Pri injektovaní týhto funkií do
legálneho dotazu vzniká ¹truktúrne zlo¾itej¹í dotaz. Signatúra sa m¾e zame-
ra» na detekiu pou¾itia, alebo detekiu netypikého pou¾itia, alebo detekiu
vlo¾enia volania spomínanýh funkií.
Signatúra funkií asii, substr
Signatúrou detekie volaní funkií prevodu znakov na èíslo a získania pod-
re»aza je mo¾né podpori» detekiu Blind SQLi útoku, pri ktorom sa itlivá
vyná¹aná informáia rozdeµuje na znaky a porovnáva s numerikou hodnotou.
Pou¾itie signatúry má zmysel len lokálne, tj. detekova» vo vlo¾enom kóde.
Signatúra tihej detekie slabiny
Signatúra tihej detekie slabiny sa sústreïuje na vlo¾enie aritmetikej ope-
ráie na miesto numerikej kon¹tanty. Pri detekii slabiny sa sna¾í útoèník
vklada» kód a pozorova» reakiu systému. Je logikou snahou útoèníka dr¾a»
útok v utajení a nespsobi» poèas neho syntaktikú hybu, alebo neèakaný
stav systému. Pri injektá¾i do numerikej kon¹tanty je vhodné injektova» arit-
metiký výraz typu 5-2, 1+1 z toho dvodu, ¾e injektované znaky { ifry a
znamienka sa v èíslah vyskytujú a zároveò sa do dotazu nevkladá ¹peikáia
databázovej shémy { názvy atribútov, tabuliek, ktorá nemusí by» útoèníkovi
v danom momente známa.
V SQL kóde djde k spoèítaniu výsledku výrazu, správnej odpovedi ap-
likáie na vypoèítanú hodnotu, ktorá sa dá jednoduho zahyti». Ak je útok
neúspe¹ný, aplikáia èasto korektne oznámi neplatný vstup: zadaný parameter
nie je èíslo. V legálnyh dotazoh sa aritmetika nahádza. Preto jej globálna de-
tekia valný význam nemá, kvli vysokému poètu falo¹nýh pozitív. Lokálne je
situáia presne opaèná. V analýze nebola zaznamenaná kon¹trukia, pri ktorej
by aplikáia dopåòala aritmetiku ku kon¹tante na základe nejakej podmienky.
To by musela vzniknú» následovná situáia:
Úsek spárovaného dotazu:
WHERE id=10 ORDER BY autor, datum
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Porovnávaný kód:
WHERE id=10+1 ORDER BY autor, datum
Aplikaèný kód vytvárajúi dotaz:
String dotaz = "SELECT ... WHERE id="+$POST["id"℄+
+podmienka?"":"+1"+"ORDER BY autor, datum"
Tradièná, oèakávaná kon¹trukia vykoná aritmetiku pred vlo¾ením do SQL
nad naèítanou premennou:
int id = $POST["id"℄;
if (podmienka) id++;
String dotaz = "SELECT ... WHERE id="+id+"ORDER BY autor,datum";
Kongurovateµné signatúry
Kongurovateµné signatúry je mo¾né dynamiky pridáva» do detekèného sys-
tému a pomoou nih vytvára» alebo modikova» pravidlá. M¾u slú¾i» tie¾
k obmedzeniu vyjadrovaíh shopností útoèníka v prípadoh, ak administrá-
tor pozná harakter dotazov zasielanýh aplikáiou. Je ih elá rada, detekujú
zadané kµúèové slová, podre»aze, typ lexému, meno tabuµky, meno shémy.
8.5 Predpripravené pravidlá detekie
Detekèný systém poskytuje predpripravené pravidlá detekie, ktoré vyhádzajú
zo znalosti útokov a typikého harakteru dotazov zasielanýh aplikáiami.
Pravidlá nemajú urèené pole psobnosti { lokálne alebo globálne. Je to nasta-
venie signatúr. Pre jednoduhos» ako detekia globálne bude oznaèená detekia
nad tvarom dotazu, bez informáie o spárovanom injektovanom dotaze, a tie
signatúry, ktoré to umo¾òujú, budú nastavené na globálnu detekiu. Detekia
lokálne znamená detekiu nad pravdepodobne vlo¾enými èas»ami SQL kódu.
Pravidlá je mo¾né odobera» a pridáva» do systému. To umo¾òuje prispsobi»
detekiu harakteru aplikáie.
Deníia jednotlivýh pravidiel pomoou zoznamu signatúr je oznaèené
prexom P:.
Detekia pokusu o nájdenie slabiny
Detekia pokusu o nájdenie slabiny je silnou stránkou zvoleného prístupu de-
tekie. Ak nemá útoèník mo¾nos» slabinu detekova» analýzou kódu, pokúsi sa
nájs» slabinu vkladaním problémovýh vstupov. Z neznalosti proesu tvorby
dotazu pramenia výnimoèné stavy: vyvolanie syntaktikej hyby, pokus o vlo-
¾enie iného dialektu SQL jazyka ai., ktoré je mo¾né odhyti».
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 Detekia globálne:
P: Sign. syntaktikej výnimky
P: Sign. vlo¾enia typikej tautológie
P: Sign. dialektu inýh databáz
 Detekia lokálne:
P: Sign. tihej detekie slabiny
Detekia prieskumu databázy
Fáza prieskumu databázy následuje po objavení slabiny. Útoèník sa v nej sna¾í
zisti» typ databázy, aby mohol vyu¾i» jej ¹peiká. Následnou èinnos»ou býva
prieskum databázovej shémy s pomoou dotazov do katalógu. Obe èinnosti sa
dajú zahyti» podµa niektorýh znakov { typ databázy sa zis»uje datázovo ¹pe-
ikými volaniami, ktoré v¹ak na nevhodnej databáze spsobia syntaktiké
hyby, alebo funkiami version, info, ktoré sú v¹ak typiky pou¾ívané len pri
in¹taláii, prípadne v kon¹trukii SELECT version() , kde hýba ¹peikáia
tabuµky. Injektovaný dotaz typiky tabuµku obsahuje. ©peiálny prípad pred-
stavuje MySQL komentár /*!...*/, ktorého obsah sa vykoná. Dotazovanie
do katalógu je mo¾né detekova» z mien tabuliek a pohµadov.
 Detekia globálne:
P: Sign. syntaktikej výnimky
P: Sign. MySQL komentára
P: Sign. dialektu inýh databáz
P: Sign. version a info pou¾ité netypiky
 Detekia lokálne:
P: Sign. vlo¾enej katalógovej tabuµky
Detekia union útoku
 Detekia globálne:
Vzhµadom na malú frekveniu výskytu union spojenia je mo¾ná globálna
detekia. Union spojenia boli preddenované a dotazy mali obvyklý tvar,
preto je globálna detekia zalo¾ená na pravidláh detekie kµúèového
slova union a netypikýh znakov:
P: Sign. Union, sign. poètu kon¹tánt v selet èasti > 3
P: Sign. Union, sign. funkií ast, onvert
P: Sign. Union, sign. komentára bez medzier
P: Sign. Union, sign. tabuµky z inej shémy
P: Sign. Union, sign. komentára
P: Sign. Union, sign. version, info, user funkií
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 Detekia lokálne:
Pri lokálnej detekii postaèí detekova» kµúèové slovo union. V analýze
nebola objavená parametrizáia, ktorá by podµa podmienky vlo¾ila, alebo
vynehala èas» SQL dotazu s union spojením.
Detekia exeption útoku
Detekia útoku pomoou výnimiek je realizovaná zahytením výnimky a pod-
strèením iného dotazu v prípade úspe¹ného prepárovania.
Detekia lateral SQL Injetion
Detekia lateral SQL Injetion vy¾aduje zapojenie ¹peiálnej signatúry a je
mo¾né ju detekova» globálne.
Detekia Blind SQLi útoku
Detekova» Blind SQLi útok je mo¾né globálne i lokálne prostrednítvom zahy-
tenia harakteristikýh výnimek, ako delenie nulou a výskytu funkií benh-
markingu a oneskorenia { delay, wait for.
P: Sign. výnimky delenie nulou
P: Sign. funkií wait for, delay, benhmark
Detekia Seond Order SQLi útoku
S vyu¾itím prostredia databázy je mo¾né dobre detekova» Seond Order SQLi
útok. Vyplýva to z toho, ¾e detekèný systém zahytáva v¹etky dotazy sme-
rované ez databázu a teda i dotaz, ktorý vznikne pri odlo¾enom vykonaní
dotazu. Ten musí ma» znaky inýh útokov a je detekovaný rovnako ako priama
injektá¾.
Detekia vstavanýh funkií
Pravidlo obsahuje detekiu prítomnosti vstavanýh funkií pomoou signatúry
detekie idetikátoru so zoznamom mien funkií.
Detekia útoku vlo¾ením nového príkazu
Pravidlo detekie obsahuje globálnu signatúru znaku ;.
Detekia neobvyklýh kon¹trukií dotazu
Detekia neobvyklýh kon¹trukií dotazu má význam z toho dvodu, ¾e útoèník
je limitovaný u¾ pripravenou èas»ou dotazu a má tak kvli nutnej správnej
KAPITOLA 8. IMPLEMENTÁCIA 111
syntaxi výsledného dotazu obmedzené vyjadrovaie prostriedky. Pravidlá sú
tvorené ¹peializovanou signatúrou:
 Detekia globálne:
P: Sign. zlo¾itej order by klauzúly
P: Sign. insert príkazu, sign. komentára
 Detekia lokálne:
P: Sign. prázdneho kona komentára
P: Sign. insert príkazu, sign. komentára
P: Sign. skalárneho poddotazu
P: Sign. vlo¾enej tabuµky
Za zmienku stojí pravidlo vlo¾enej tabuµky. Najèastej¹ie dohádza k útoku
do výberovýh kritérii selet dotazu { where podmienky. So zapnutými pra-
vidlami proti útoku vlo¾ením iného príkazu nem¾e útoèník vlo¾it úplne nový
príkaz a musí vyhádza» z kon¹trukie injektovaného. Spolu s ïal¹ími lokálnymi
signatúrami { detekia poddotazu a komentára, musí pou¾i» na útok len ståpe
obsiahnuté v injektovanom dotaze. To limituje dopad útoku, preto¾e útoèník
nezíska dáta z inej tabuµky. Rovnako je menenie pravdivostnej hodnoty ob-
tia¾ne, preto¾e injektovaní kon¹tantného výrazu znamená vyvolanie signatúry
kon¹tantnej injektá¾e, zlou syntaxou vyvolanie o¹etrenia výnimiek a zraniteµné
miesto je o¹etrené.
8.6 Akeleráia uèenia
Spoµahlivos» detekie { pravdepodobnos» falo¹ného poplahu a nezistenia útoku
závisia na zozbieranej mno¾ine dotazov a nastavení pravidiel. Je snahou uèe-
nie obrazu dotazov zrýhli», alebo nauèi» v prostredí bez èinnosti útoèníka.
Na doplnenie informáie je potrebný externý zdroj, server, kde budú ulo¾ené
správne vytvorené legálne kategórie.
Ulo¾enie zozbieranej informáie
Väè¹ina aplikáií je nain¹talovaná na viaerýh serveroh. V prípade roz¹írenia
podobného systému by bolo mo¾né zozbierané informáie odosla» na server
správy obrazov aplikáií. Tam by po revízii mohol by» zverejnený pre ïal¹ie
pou¾itie.
Vyhµadanie externého obrazu
V detekènom systéme je pre databázového u¾ivateµa vytvorená abstrakia apli-
káie. Cez nástroj správy systému je mo¾né aplikáii urèi» meno a verziu, alebo
vytvori» aplikáiu so správnym menom pred vytvorením u¾ivateµa. Vyhµadanie
správneho obrazu zo serveru m¾e prebieha» na základe:
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podobnosti názvov aplikáií: Implementovaný bol tzv. Die oeÆient.
Administrátor má mo¾nos» vybra» si aplikáiu a jej obsah nahra» do
detekèného systému. Zároveò s tým je mo¾né nastavi» uèiai mód za
ukonèený. Detekèný systém tak nebude shopný detekova» len útoky, pri
ktorýh vznikajú injektovaním iné legálne dotazy.
doteraz zozbieranýh dotazov: Vytvorený mehanizmus porovnávania do-
tazu s mno¾inou by bolo mo¾né pou¾i» na vyhµadanie správneho ulo¾e-
ného obrazu a ten importova» do systému. Doteraz zozbierané dotazy,
napr. pri in¹taláii aplikáie, úvodnom testovaní by boli odoslané na ser-
ver, tam by sa s urèitou toleraniou vyhodnotili.
Server správy obrazov aplikáií nebol v prái implementovaný. Èas» funkè-
nosti je realizovaná lokálne.
8.7 Inhibíia uèenia
Ukladanie dotazov zaslanýh aplikáiou zlep¹uje detekèné shopnosti systému,
zároveò v¹ak rastie riziko, ¾e repozitár bude obsahova» nezistené útoky. Preto
je opodstatnené uva¾ova» o inhibíii uèenia.
Lokálna inhibíia
Aplikáia je typiky rozdelená na moduly, ka¾dý modul slú¾i inému úèelu.
Napríklad správa u¾ivateµov, tvorba informáie pre ovládanie aplikáie, vy-
hµadávanie. Je mo¾né oèakáva» podobné rozdelenie harakteristiky dotazov,
z rznyh modulov sa budú generova» skupiny dotazov. Niektoré funkie apli-
káie m¾u by» dlh¹í èas nepou¾ité, preto má význam inhibíia uèenia lokálne.
Inhibíia zni¾uje riziko nezistenia útoku na zozbieranej èasti. V detekènom
systéme má kategória dotazov mo¾nos» nastavenia limitu v poète in¹tanií,
po ktorom je nalizovaná a ïal¹ie odvodzovanie nie je mo¾né. V kombináii
s testovaním je takto mo¾né zni¾ova» riziko falo¹nýh poplahov { vypnú» èas»
pravidiel a pou¾íva» funkènos» aplikáie opakovane.
Celková inhibíia
Celková inhibíia by mala by» aplikovaná, ak je u¾ vytvorený obraz dotazov
aplikáie. Je mnoho aplikáií, ktoré majú malú rznos» zasielanýh dotazov a
kompletný obraz je mo¾né získa» krátkym pou¾itím funkií aplikáie. V imple-
mentovanom systéme sú zanesené dva druhy elkovej inhibíie uèenia. Èasový
limit od vytvorenia abstrakie aplikáie a èasový interval nezískania novej le-
gálnej kategórie.
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8.8 Príkazy ovládania systému
Pre správu a ovládanie detekèného systému boli pridané nové SQL príkazy,
ktoré je mo¾né spú¹»at ako be¾né príkazy. Implementované boli príkazy ovlá-
dania uèenia, vypínanie a zapínanie detekèného systému, vytvorenia u¾ivateµa
priamo s objektom abstrakie aplikáie. Roz¹írené príkazy nie sú systémom
intervenované, preto nedjde k situáii zamknutia nastavovaní pri nalizáii
mno¾ín povolenýh dotazov. Rovnako to umo¾òuje administrátorom databázy
spú¹»a» skripty, bez zásahu detekèného systému.
8.9 Teoretiký odhad spoµahlivosti detekie
8.9.1 Pravdepodobnos» falo¹ného poplahu
Pravdepodobnos» falo¹ného poplahu predstavuje pravdepodobnos» oznaèenia
legálneho dotazu ako útoku. Závisí od mnohýh faktorov, preto ju nejde vy-
èísli» obene. Rovnako nemá vypovedajúu hodnotu skúmanie základného na-
stavenia v spoluprái s vybranými aplikáiami. Systém je kongurovateµný a
pravdepodobnos» falo¹ného poplahu závisí od nastavenia a spsobu pou¾i-
tia. K ovplyvòujúim faktorom patria predov¹etkým: nastavenia detekèného
systému, obsah nauèenej mno¾iny dotazov a harakter aplikáie.
Nastavenie detekèného systému
Nastavenie uèiaej fáze: Objekty v navrhnutom detekènom systéme m¾u
by» v troh stavoh uèenia: uèiai, detekèný s uèením, detekèný s ukon-
èeným uèením. V uèiaom stave je pravdepodobnos» falo¹ného poplahu
nulová, detekèný systém do vyhodnoovania neintervenuje a ukladá si
kategórie dotazov do repozitára. V detekènom spojenom s uèením závisí
na nastavení pravidel, èo je rozobraté v ïal¹ej podsekii. Pri ukonèenom
uèení závisí, èi daná generalizáia dotazov zahàòa v¹etky dotazy genero-
vané aplikáiou. Inými slovami závisí na miere zhody medzi mno¾inou
v¹etkýh zasielanýh dotazov aplikáiou a gramatike legálnyh dotazov
ulo¾enej v detekènom systéme. Ak platí záver analýzy a majorita ap-
likáií generuje dotazy reektujú skon¹truovanú generalizáiu, mala by
pravdepodobnos» falo¹ného poplahu odpoveda» kvalite uèiaeho vzorku.
Tá sa dá vágne vyjadri» ako pomer doteraz nepou¾itej funkionality ap-
likáie k elkovej funkionalite vo viazanosti na vyu¾itie databázy. Ak
bola fáza uèenia prevedená správne a systém zahytil elú funkionalitu,
bude pravdepodobnos» falo¹ného poplahu nulová. Pre väè¹inu aplikáií
sa zahytenie elej funkènosti dosiahne µahko, buï v proese testovania
aplikáie, alebo poèas èinnosti u¾ivateµov, ktorí aplikáiu pou¾ijú. Pre
zvy¹ok aplikáií m¾e by» nastavenie ukonèenia uèenia nevhodné, ale
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systém m¾e poskytova» dobrú kvalitu detekie v móde s uèením. Z ana-
lyzovanýh aplikáií predstavovali problematiké pre ukonèenie uèenia
tieto prípady:
1. generovanie IN klauzúly formou: WHERE author id = 'hodnota'
+[OR author id = 'hodnota'℄*
2. zlo¾ité generovanie výberového kritéria { viaero nepovinnýh zlo-
¾iek: [AND urrent flag = 'y'℄[AND start date < value℄
[AND hodnota between ...℄
3. príkazy nad dynamikým repozitárom, najmä DDL
V prvom prípade by bolo nutné zozbiera» v¹etky då¾ky generovaného
SQL.
V druhom prípade zozbiera» v¹etky kombináie zadania parametrov. Rie-
¹ením je nastavenie systému na ukonèenie uèenia a zapnutie parametra
generalizáie na mená tabuµky. Takto umo¾níme zálohova» aplikáiu do
tabuliek s rznymi menami bez rizika falo¹nýh pozitív. V prípade ge-
nerovania urèitýh typov dotazov dynamiky je mo¾né neha» systém
v uèiaom móde s vypnutým pridávaním novýh legálnyh kategórií.
S nastavením pravidla detekie útoku vlo¾ením príkazu je riziko zneu¾itia
injektovaním príkazov ako insert, reate, drop príkazu malé.
V tre»om prípade je ukonèenie uèenia nevhodné. Generované ddl príkazy
obsahovali parametrizáiu ¹truktúry tabuliek { jednalo sa o aplikáie
skopírovania databázovej shémy a zálohovania.
Nastavenie pravidiel a signatúr: Nastavenie pravidiel a signatúr je rozho-
dujúe v detekènej fáze spojenej s uèením. Pri príhode dotazu, ktorý
nie je mo¾né získa» injektovaním do kon¹tánt u¾ ulo¾enýh dotazov, sú
pou¾ité globálne signatúry. Ak sú nastavené dos» ¹peiky, je pravde-
podobnos» falo¹ného pozitíva nízka. Preddenované nastavenie by pre
analyzované aplikáie malo vyhovova». Výnimku tvorí reportovaia ar-
hitektúra, kde zlyhalo pravidlo detekie union spojenia a komentárov.
Komentáre sú v dlhýh dotazoh nad zlo¾itou shémou pou¾ité. Eliminá-
ia hyby by bola ale bezproblémová, zapnutím uèenia, alebo pridaním
do whitelistu ez kontrolného klienta. Aplikáia generuje jednotky dru-
hov dotazov, preto je intervenia nenároèná.
V prípade dotazu, ktorý mohol vzniknú» injektovaním u¾ ulo¾eného, je
riziko falo¹ného poplahu tým väè¹ie, èím väè¹ia je vzájomná injektova-
teµnos» dotazov. S vyu¾itím programu SQLiMixer bolo zistené na vzorke
500 odhytenýh príkazov, ¾e prepárovanos» bola 3%. Vyu¾itý bol vy-
víjaný detekèný systém, kde sa z dotazu v iniializaènej fázi parseru,
rozpadu na tokeny odstránili kon¹tanty a vytvorila sa maska. Tá sa ulo-
¾ila a párovala sa na ostatné dotazy. Rzna postupnos» odoslania dotazov
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bola simulovaná náhodným výberom. Dotazy boli získané ruèným dosa-
dením hodnt do analyzovanýh zdrojovýh kódov. Na zahytenie druhej
èasti bolo pou¾ité nastavenie MySQL Administrátora, kde boli logované
dotazy normálne { Query Logle i dlho be¾iae { Slow Queries. Získaná
trojperentná prepárovanos» by pri pou¾ití systému znamenala, ¾e e¹te
v troh perentáh prípadov by boli vyhodnoované signatúry. Pri dob-
rej konguráii signatúr je mo¾né predpoklada» nízku pravdepodobnos»
falo¹nýh pozitív. Prepárovanie vzniká v selet dotazoh, ktoré variujú
svoju where podmienku. Èas» pred slovom where je dostatoène ¹peiká
a oddeµuje dotazy do rznyh kategórií. Modularita vo where podmienke
nie je v navrhnutýh signatúrah podhytená.
Odstránenie problému falo¹nýh pozitív
Odstránenie problému s výskytom falo¹nýh pozitív je mo¾né v systéme inter-
veniou administrátora. Ten má mo¾nos» meni» konguráiu pravidiel a sig-
natúr. K zmene konguráie pravidiel èastokrát nebude nutné pristúpi», bude
staèi», ak prostrednítvom administráie bude problémový dotaz ulo¾ený do
legálnej kategórie. Ïal¹ie dotazy rovnakého tvaru u¾ budú prepustené. Nastave-
ním uèiaej fáze je mo¾né neha» roz¹íri» nekompletný obraz dotazov aplikáie.
Rovnako je systém shopný dynamiky meni» príslu¹nos» u¾ivateµa k abstrakii
aplikáie. Administrátor m¾e v izolovanom prostredí získa» obraz dotazov a
ostatnýh u¾ivateµov prepnú» na detekiu nad získaným obrazom.
8.9.2 Pravdepodobnos» nezistenia útoku
Pre pravdepodobnos» nezistenia útoku je urèujúi harakter aplikáie a na-
stavenie systému. Navrhnutá metóda má vzhµadom k zistenému harakteru
parametrizáie zasielanýh dotazov výborný poteniál. Len a 8 z 1000 ana-
lyzovanýh miest tvorenia dotazov nebolo parametrizovanýh v hodnotáh lite-
rálov. To je veµmi limitujúi faktor pre mo¾nosti útoèníka vzhµadom k prinípu
detekie.
Pravdepodobnos» nezistenia útoku je daná nauèenou mno¾inou a nastave-
ním pravidiel detekie. Pri zahytení dotazu, ktorého vzor sa e¹te v repozitári
nenahádza, je pravdepodobnos» nezistenia útoku rovná pravdepodobnosti, ¾e
útok nenesie znaky detekované globálnymi pravidlami.
Ak systém u¾ má vzor, teda pvodný dotaz a útok vznikol injektovaním
do kon¹tánt, je pravdepodobnos» nezistenia útoku rovná pravdepodobnosti, ¾e
útok nenesie znaky detekované lokálnymi i globálnymi signatúrami. V prípade,
¾e je fáza uèenia ukonèená a systém sa daµ¹ie kategórie dotazu neuèí, je daný
dotaz odmietnutý ako útok a pravdepodobnos» nezistenia je rovná pravdepo-
dobnosti, ¾e útok má tvar dotazu ulo¾eného v mno¾ine povolenýh dotazov {
whiteliste.
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Vzhµadom na jednotlivé zdokumentované typy útokov sa dá pravdepodob-
nos» odhadnú» takto:
Union útok: lokálna detekia kµúèového slova union zastaví útoky injekto-
vaním ez literály, ak bol vzor u¾ zahytený systémom. V opaènom prí-
pade sú pou¾ité globálne signatúry detekie slova union a niektorého
z prídavnýh znakov. Je samozrejme mo¾né nastavi» i signatúru detekie
kµúèového slova union (prípadne mno¾inovýh operáií) globálne, tak sa
zabráni akýmkoµvek dotazom s union, teda i v¹etkým union útokom.
Exeption útok: vyvolanie výnimky je v základnom nastavení zahytené a
pova¾ované za útok.
Lateral SQL Injetion: detekiu útoku toho druhu by bolo mo¾né zalo¾i» na
¹peiálnej signatúre. Spoµahlivos» detekie vzhµadom k ¹peikému na-
staveniu lokálnyh prostredí je mo¾né odhadova» za výbornú. Signatúra
by mohla povoµova» len výèet formátov dátumov a oddeµovaèov ier,
vtedy by bola pravdepodobnos» nezistenia útoku 0.
Blind SQL injetion: útok vyvolaním výnimky je zahytávaný. V prípade
pou¾itia funkií zdr¾ovania proesu je prítomnos» funkií detekovaná glo-
bálne v dotaze a útok je zahytený.
Obfuskáia: dané umiestnenie rozkóduje zatemnené útoky, èo do kódovania,
alebo netradiènýh výrazov, preto¾e odhytáva výstup z parseru, ktorý
daný dotaz roztemòuje v iniializaènej fáze prípravy tokenov.
Seond Order SQL injetion: umiestnenie do prostredia databázy umo¾-
òuje zahytáva» Seond Order SQLi útoky pri odlo¾enom vykonaní, pre-
to¾e zahytáva v¹etky dotazy v databáze.
Útok s vyu¾itím vstavanýh funkií: vstavané funkie sú zahytávané na
globálnej úrovni, preto je úspe¹ný útok mo¾ný len pri zlom nastavení.
Typiky aplikáia vyu¾íva vstavané funkie na málo miestah. Ak admi-
nistrátor systému príslu¹né dotazy zadá do detekèného systému, alebo
systém nauèí, nie je potrebné ih globálnu detekiu vypína».
Útok vlo¾ením nového príkazu: spoµahlivo detekovateµný prítomnos»ou
tokenu bodkoèiarka.
Kapitola 9
Testovanie a zhodnotenie
9.1 Testovanie
9.1.1 Dátový model
Pre otestovanie detekènýh vlastností bol vytvorený dátový model kni¾nie,
viï obr. 9.1.
Obr. 9.1: Dátový model kni¾nie.
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9.1.2 Vytvorené útoky
Testovanie detekènýh shopností bolo rozdelené na jednotlivé testovaie se-
náre. Niektoré senáre obsahujú dvojiu priebehov, porovnanie ih výsledkov
dokazuje úspe¹nos», alebo neúspe¹nos» testu.
Test 1: Test lokálneho ukonèenia uèenia. Po odoslaní viaerýh dotazov rov-
nakého tvaru systém nepredpokladá ïal¹iu modularitu generovania dota-
zov z daného vzoru a ukonèuje uèenie lokálne. Následný útok je zastavený.
Test 2: Testovaí senár odmietnutie útoku po detekii slabiny spsobujúej
výnimku. Test automatikej sanáie miesta injektá¾e. Najprv je odoslaný
legálny dotaz, potom útok jeho injektovaním, ktorý nie je zahytený sys-
témom. V porovnávanom senári djde k odoslaniu legálneho dotazu,
druhý dotaz simuluje prieskum slabiny, vyvolá výnimku a sanáiu. Ná-
sledne rovnaký útok ako v prvom senári neuspeje.
Test 3: Testovaí senár detekie injektá¾e kon¹tantného výrazu. Test obsa-
huje viaero testovaíh sád príkazov so zhodným zameraním. Prvý prí-
kaz predstavuje legálny dotaz. Do neho je nainjektovaný kon¹tantný vý-
raz, èo simuluje detekiu slabiny, alebo útok. Systém detekuje vlo¾enie
kon¹tantného výrazu a zabráni jeho vykonaniu. Zároveò sanuje zraniteµné
miesto ve vzore.
Test 4: Testovaí senár detekie lokálneho vlo¾enia union útoku. Test pred-
stavuje sadu dvojí dotazov, prvý dotaz je legálny, druhý predstavuje
injektá¾ union útoku.
Test 5: Test detekie union útoku bez nauèeného vzoru: detekia union glo-
bálnymi signatúrami útoku v kombináii s ïal¹ím znakom. Dotazy ob-
sahujú doplòkový detekovaný znak: vy¹¹í poèet kon¹tantnýh hodnt,
výskyt komentára.
Test 6: Test fáze útoku: zis»ovania typu databáze. Prípad vlo¾enie MySQL
spú¹»aného komentára.
Test 7: Test fáze útoku: zis»ovania typu databáze. Detekia vlo¾enia kataló-
govej shémy lokálne.
Test 8: Test útoku vlo¾ením nového príkazu do dátumovej kon¹tanty. Vlo-
¾ením príkazu do dátumovej kon¹tanty djde k vykonaniu prvej èasti
príkazu, ktorá vráti nekorektne zoznam v¹etkýh èlenov. So zapnutým
detekèným systémom djde k zahyteniu útoku.
Test 9: Zahytenie útoku vlo¾ením príkazu globálne. Vlo¾enie kódu do miesta
mimo kon¹tanty - do mena tabuµky.
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Test 10: Test detekie útoku metódou Blind SQL Injetion. Test obsahuje
dotazy, v ktorýh vystupuje funkia volania oneskorenia delay. Detekia
je prevedená globálne, bez nutnosti dohµadania vzoru útoku dopredu. Pri
zistení útoku je volanie funkie potlaèené, dotaz je vrátený okam¾ite. To
simuluje krytie úspe¹nosti útoku. V porovnávaiou senári s vypnutým
systémom sa na dotaz musí èaka».
Test 11: Test neobvyklého pou¾itia funkie user. Simuluje senár útoku, v
ktorom sa útoèník sna¾í zisti» meno aktuálne prihláseného databázového
u¾ivateµa, alebo injektuje zlo¾itej¹iu zmenu výberovej podmienky. Ana-
lyzované aplikáie obsahovali volanie user pri in¹taláii, bez uvedenia
tabuåky.
Test 12: Test detekie union útoku s konverziou domén
Test 13: Test detekie vlo¾eného skalárneho poddotazu. Test obsahuje se-
náre s vlo¾ením skalárneho dotazu do literálu. So zapnutím detekèného
systému nedjde k vykonaniu injektovaného dotazu.
Test 14: Test injektá¾e do order by klauzúly. Test detekuje zlo¾itej¹ie uspo-
riadanie v order by klauzúle. To je netypiké pre radu aplikáií.
V¹etky pripravené testovaie senáre dopadli úspe¹ne. Systém detekuje
denované situáie a v po¾adovanýh prípadoh sanuje napadnuteµné miesta.
9.1.3 Reálne útoky
Reálne exploity boli vyhµadané v databáze zdokumentovanýh slabín, napr.
na stránkah rmy SeurityFous [3℄. Bola prevedená analýza jednotlivýh
exploitov a zo 108 skúmanýh prípadov boli 4 ne¹peikované, 4 útoky vedené
mimo kon¹tanty a 100 útokov ez hodnoty literálov. Exploity boli vo forme url
odkazov, èo znamená slabinu zraniteµnú ez parameter priamo v prehliadaèi.
Ïal¹ie boli vo forme väè¹inou perlovýh programov, jednalo sa o útoky Blind
SQLi. Slabiny boli v exploitoh zneu¾ité väè¹inou priamo na získanie hesiel.
Mali veµmi ¹peiký tvar, podstatná èas» je skopírovaná:
newsid=33/**/union/**/selet/**/1,1,1,1,onat%28username,0x3a,
password%29,666,1,1,1,1,1,1,1,1,1,1,1,1,1,2,2,2,2,2,2,
2,2,2/**/from/**/jos_users/*
id=-1+UNION+SELECT+1,2,3,version,5,6,7,8,9,10,11--
id=-23+union+selet+1,1,onat%28username,0x3a,password%29,
1,database%28%29,666,1,version%28%29
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$ngentot="-9999+union+selet+";
id=-999/**/union/**/selet/**/0,1,onat(username,0x3a,password)
id=-1%20union%20selet%201,2,user(),4,5,6,7,8,9,10,11,12--
id=-100%20union%20all%20selet%201,version%28%29,3,4,5,6,7,
id=100 and substring(version,1,1)=5
atid=39+UNION%20SELECT%201,2,3,4,5,6,
7,8,9,...,39+from+mysql.user
at=20%20union%20all%20selet%201,2,3,version%28%29,5,6,7,
8,9,...,16,17,18--
at=20%20and%20substring%28version,1,1%29=4
ategory=-666/**/union/**/selet/**/6,onat%280x3a,username,...
(IF((ASCII(SUBSTRING((SELECT%20password%20FROM%20&#039;.$pre.
&#039;users%20WHERE%20... BENCHMARK(&#039;.$benhm
id=1 and 1=2 union selet 1,2,onat_ws(0x3a,username
loginsortField=poll_default+and+31337-31337=0
' union selet 1,userid,pass from ore_user--
&id_ertifiate=3222 union selet onat (userid,...
my $var = '+union+selet+1,2,3,'.$olumn.',5,6,7,8,9,10,...
;post=1%20union%20selet%201,UserName,3,4,5....
treeId=-1+union+selet+1,1,1,version(),1,666,...
atid=39+UNION%20SELECT%201,2,3,4,5,6,7,8,9,...
&id_ertifiate=1123 union selet onat(userid,...
a ïal¹ie podobné. Detekia reálne pripravenýh exploitov by bola ú¹pe¹ná.
V¹etky uvedené by boli zahytené lokálnou detekiou kµúèového slova union.
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Dokona by boli zahytené i globálne detekiou union útoku s prídavným zna-
kom komentár, alebo poèet kon¹tantnýh hodnt v selet èasti, alebo union
s netradièným pou¾itím funkií user, version, alebo komentára. Blind SQL útok
by bol zdetekovaný na základe prítomnosti volania benhmarkovaej funkie.
9.2 Zhodnotenie
Detekia napadania databázy útokmi metódou SQL Injetion je obtia¾ny prob-
lém vzhµadom k povahe útokov a rznorodosti aplikáií. Problémom je, ¾e nie
je statiky detekovateµný { z pohµadu na dotaz sa nedá jednoznaène urèi», èi
ide o útok. Slabina vzniká na strane aplikáie, databázové prostredie je u¾
ohudobnené o informáiu, ktoré èasti dotazu boli predprogramované a ktoré
sú nainjektované. Do databázy m¾u by» pripojené aplikáie rznyh druhov
s rznou arhitektúrou. V prípade injektá¾e ulo¾enýh proedúr sa k databáze
nemusí viaza» aplikáia ale databázový klient. Vytvori» univerzálny proes,
ktorý by sa napojil na jednotlivé aplikáie a doplnil hýbajúu informáiu
o pvode èastí dotazu nie je mo¾né previes». Databáza tak nemá mo¾nos» zis-
ti» legálne dotazy dopredu, preto musí spolieha» na uèiai priníp. Zozbieraný
harakter èinnosti u¾ivateµa, najmä dotazy, je mo¾né potom priebe¾ne vyhod-
noova».
K mo¾ným problémom detekènýh systémov zalo¾enýh na uèení sú fa-
lo¹né pozitíva. Dle¾ité je poskytnú» mo¾nos» pozitíva odstráni». Implemento-
vaný systém tento problém rie¹i viaerými prístupmi: metódou uèenia, mo¾-
nos»ou vlo¾i» problémový dotaz ako legálny, voµnej¹iou kontrolou globálnymi
signatúrami pri nespárovaní s mo¾ným vzorom injektovania, nastaveniami li-
mitu uèenia od in¹taláie, kongurovateµnos»ou pravidiel a signatúr. Ostáva
e¹te mo¾nos» exportu správneho obrazu dotazov z externého zdroja, autority.
Detekèné shopnosti sú závislé od fáze, v ktorej sa systém nahádza. Ak
je obraz vytvorený správne a uèenie je zastavené, je detekia prevedená na
zistenie prítomnosti skúmaného dotazu v nazbieranej mno¾ine. Takto systém
nezdetekuje len útoky, ktoré sú za inýh okolností legálnymi dotazmi. Úspe¹-
nos» vytvorenia kompletného obrazu aplikáií závisí na ih haraktere. Je zlo-
¾ité vybra» a analyzova» ¹tatistiky významnú vzorku aplikáií, z prevedenej
analýzy je mo¾né usudzova», ¾e väè¹ine aplikáií by navrhovaný spsob vy-
hovoval. Pre aplikáie nepraujúe nad ustálenou shémou, alebo generujúe
dotazy mimo postihnuteµnú mno¾inu systémom, by bolo nutné systém roz¹íri»
o zadanie gramatiky dotazov napr. v BakusNaurovej forme. V praxi by tento
prístup narazil na netrivialitu vytvorenia gramatiky. Inou variantou by bolo
uspokoji» sa so zní¾enou shopnos»ou detekie a vyu¾i» len èas» funkènosti -
napr. globálne signatúry. Vzhµadom na zistený pomer obvyklej parametrizáie
dotazov i harakteristiku hotovýh exploitov je generalizáia na hodnoty pa-
rametrov správna. Útoky vedené mimo parametre sú v men¹ine, v databáze
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slabín boli zdokumentované v pomere 1:25. Detekènú shopnos» útokov ez
hodnoty parametrov je pre navrhnutý systém mo¾né hodnoti» ako výbornú.
Vo fáze ukonèeného uèenia je akýkoµvek vlo¾ený kód zamietnutý. Vo fáze uèe-
nia s detekiou sa podarilo vyvinú» detekiu znakov, ktorá by mala útok dete-
kova» spoµahlivo, alebo významne obmedzi» jeho dopad. Pou¾itím kombináie
signatúr vlo¾enia príkazu, vlo¾enia tabuµky a komentára eliminujeme mo¾nosti
útoèníka dotazova» sa mimo psobnos» injektovaného dotazu. Nem¾e tak zís-
kava» dáta z inýh tabuliek a navia je veµmi obmedzený zvy¹kom príkazu.
Signatúry v¹ak neobmedzia èastú parametrizáiu dotazu modularitou výbero-
vej podmienky.
Dle¾itou vlastnos»ou navrhnutého systému je sústredenie sa na proes
detekie slabiny. Pri òom útoèník injektuje typiké vzory, ktoré sú detekova-
teµné podµa tvaru. Pri detekii slabiny èasto vznikajú výnimky, preto¾e útoèník
skú¹a injektova» rzne èasti kódu. Pre detekèný systém to znamená príznak
útoku a ukonèenie uèenia injektovaného vzoru { teda prvým injektovaním kódu
si útoèník zavrie mo¾nos» injektova» kód ïal¹í. Navia prezradil slabinu apli-
káie. Ak nehe výnimky spsobova», musí vybera» vkladaný kód opatrne
a signatúrou detekie vlo¾enia injektovaného výrazu ho systém núti zapojit
do injektovaného kódu databázové shéma. Uhádnu» ho predstavuje problém.
Riziko prezradenia útoku pomoou výnimky ostáva u verejne dostupnýh apli-
káií. Pre ne je mo¾né odladenie exploitu a vyhnutie sa prezradeniu. Mo¾né rie-
¹enie predstavuje zozbieranie legálnyh dotazov a jeho import do systému. Na
predpripravenýh exploitoh by bola detekia úspe¹ná. K dobrým detekèným
vlastnostiam prispieva rovnako mo¾nos» pridávania pravidiel v pokroèilýh fá-
zah uèenia. Tak je mo¾né obmedzova» gramatiku odvodzovanýh dotazov a
zlep¹ova» vlastnosti detekie.
Podobný ako navrhovaný priníp bol objavený poèas implementáie
v èlánku SQLBlok [30℄. Návrh bol v¹ak prevedený bez jeho predhádzajú-
ej znalosti.
Záver
Cieµom práe bolo pre¹tudova» metódy napadania databáze pou¾itím tehniky
þSQL Injetionÿ a po ih vyhodnotení návrhnú» systém detekie napadnutia
databázy. Teoretiky odhadnú» spoµahlivos» detekie a na vybranej databáze
realizova» navrhnutú metódu. Vzorovými programami overi» mehanizmus na-
vrhnutej detekie.
Diplomová práa zaèína teoretikým úvodom, v ktorom je vymedzený
problém útokov metódou SQL Injetion, zobrazený logiký a fyziký model
aplikáií, ktorýh sa útok týka. V následujúej èasti je zanalyzovaná príèina
vzniku slabiny a sú uvedené uká¾ky postupov odosielania SQL kódu z progra-
mov, ktoré slabiny vytvárajú.
Kapitola 2 sa zaoberá podrobnou analýzou jednotlivýh typov útokov,
predpokladami ih realizáie, konkrétnymi príkladmi, z ktorýh èas» bola
v rámi práe vyskú¹aná. Na záver ka¾dého útoku sú uvedené znaky, ktorými
sa lí¹i od legálnyh dotazov.
Pred vykonaním útoku je potrebná detekia slabiny v napádanom systéme
a tá je z pohµadu útoèníka rozobraná v kapitole 3. Sú vymenované rzne prí-
stupy k detekii slabiny. Funkènos» a priníp automatikej detekie s pomoou
sanneru slabín bol vyskú¹aný na vytvorenýh www stránkah.
Následujúa kapitola sa venuje príèine obtia¾í detekie SQL Injetion úto-
kov. Ako hlavné zdroje obtia¾í boli identikované vrstevnatos» arhitektúry,
uzavrenos» zdrojového kódu a variabilita mo¾nýh spolupraujúih aplikáií.
Kapitola 5 obsahuje dvanás» zozbieranýh prinípov k detekii SQL In-
jetion útokov. Na základe nazbieranýh poznatkov bolo mo¾né sformulova»
doporuèenia k vytvoreniu systému imúnnemu pred skúmanými útokmi. To je
zahytené spolu s odporúèanými nastaveniami databázy a správy databázo-
vého u¾ivateµa.
Dle¾itou súèas»ou práe je návrh detekèného systému. Mo¾nosti návrhu
sú rozobraté podµa kritérií spoµahlivosti, pou¾iteµnosti { prevediteµnosti, shop-
nosti obrany pred jednotlivými typmi útokov a autonómie. Detekia napadania
databázy je realizovaná v prostredí databázy, z dvodu úplnosti a prípadného
roz¹írenia psobnosti senzorov systému sú v¹ak analyzované i iné mo¾nosti.
Vzhµadom na umiestnenie systému a obmedzený harakter informáie bola
nutná dkladná analýza vzorku 15 aplikáií. V rámi jej vypraovania bol pre-
vedený rozbor postupu odosielania dotazov, ih ¹trukturálna zlo¾itos» a para-
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metrizáia. Skúmanie bolo prevedené vyvinutou aplikáiou, ktorej výstupom
boli jednotlivé úseky kódov zostavujúe výsledný dotaz. Zistený harakter do-
tazov, ih jednoduhos» a parametrizáia do hodnt kon¹tánt v pomere 125:1
boli predpokladmi pre konkrétny návrh. Jeho podoba je zalo¾ená na kombináii
uèenia sa harakteru dotazov spolupraujúih aplikáií, detekie mo¾ného od-
vodzovania novo príhodzíh dotazov zo zozbieranej mno¾iny a detekie znakov
útokov. Pomoou preddenovanýh znakov útokov je mo¾né sklada» pravidlá
detekie, na základe ktorýh systém rozhoduje o legálnosti útoku. Znaky sú
detekované i nad elým dotazom, ale silnou stránkou detekèného systému je
detekia nad pravdepodobnými èas»ami vlo¾eného kódu. Tie sa urèujú s vy-
u¾itím u¾ ulo¾enej informáie.
Na základe návrhu bola realizovaná implementáia systému nad data-
bázou H2 v arhitektúre klient{server, kde klientská èas» slú¾i k správe sys-
tému. Èinnos» detekie bola zviazaná s èinnos»ou databáze. Bolo predpripra-
venýh a 50 znakov útokov { signatúr. Detekèný systém je kongurovateµný
èo sa týka správy pravidiel a signatúr i stavu uèenia mno¾ín dotazov. Uèenie
je mo¾né inhibova», alebo akelerova». Pri implementáii systému musel by»
braný ohµad na multivláknovos» hodu databázy, prístup k èasto vyu¾ívaným
objektom riadia read{write zámky, k menej èastým synhronizované metódy.
Kvalita detekie systému bola overená na testovaíh senároh. Systém
detekuje navrhnuté vzory útokov, prevádza uèenie i inhibíiu podµa nastavenia.
Reálne zozbierané útoky boli rovnako úspe¹ne zdetekované, mali v¹ak jednotný
tvar union útoku, alebo vlo¾enia kon¹tantnej èasti. Pri pou¾ití tohoto systému
by v reálnej situáii do¹lo k detekii a automatikej sanáii zraniteµného miesta.
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