The second World Wide Web generation is increasingly oriented to services. This generation is rich in requests for dynamic and personalised content, which represents an important segment of current internet traffic. E-business applications are a particular case of the dynamic web, where dynamism and personalisation play an important role in business strategy. Understanding the characteristics of the users' workloads is very important when designing and providing web services. In e-business the importance is even greater, because this analysis is used to extract the knowledge needed to take business decisions. Workload characterisation techniques introduce some drawbacks when representing the dynamism of client behaviour. This drawback implies that most of the current workload generators model this characteristic in a simple and inaccurate way. This paper focuses on the dynamism of e-business applications and the new techniques to characterise user workloads. Our work is addressed to building a dynamic workload generator that considers the new behaviour of web clients.
Introduction
The services offered by the World Wide Web (web) have dramatically increased during the last few years, in number, in technological complexity, and also in application fields. The first generation of web-based services (called static services) were a low cost method to share large amount of information with little or no privacy. The major part of this information was offered using formatted text with only a small number of images (about 10%).
More recently, dynamic contents have become more and more frequent and web services have evolved through their second generation. This generation can be distinguished by important changes both in client behaviour and in web architecture. For instance, some recent studies focus on the effectiveness of the traditional cache techniques that avoid storing dynamic contents. This fact has motivated new proposals about web caching techniques that consider dynamic contents (Shi et al., 2003) . The implicit dynamism of client behaviour (for instance, a high number of navigation sessions begin searching a dynamic resource in a specialised site (Abdulla, 1998) ) makes it difficult to obtain accurate models. Some proposals that attempt to solve this problem are presented in Frías-Martínez and Karamcheti (2002) and Shi et al. (2002) . Frías-Martínez and Karamcheti (2002) present a model to predict user navigation patterns. Shi et al. (2002) propose how to personalise the web as a function of the main characteristics of client behaviour.
E-commerce applications have two main objectives: to acquire new clients and to maintain their loyalty and these features suppose an important part of the second generation of web services. These kinds of applications present the following characteristics:
• the importance of critical information
• the high percentage of dynamic and personalised content
• the need for service and product quality offered to their potential clients
• the use of latest generation technologies.
As a consequence, to study system performance for designing better web services, servers, proxies and networks, it is necessary to have an accurate model of the system workload (Barford and Crovella, 1998a; Barford et al., 1999) . To obtain the most accurate results this model must be representative of client behaviour. Incorrect conclusions can suppose inappropriate actions that in an e-commerce environment can negatively affect both system performance and business.
A recent study (Floyd and Paxson, 2001 ) describes the main drawbacks when evaluating system performance using an analytical model. This is due to the high number of parameters that directly affect workload characteristics, e.g. protocols used, traffic patterns, client navigation patterns, etc. This fact implies an important number of research efforts in this area.
A critical point in the workload characterisation is how to model user behaviour, i.e. how to representatively reproduce the set of HTTP request generated by users.
In this paper, we analyse some drawbacks when representing user dynamism in some workload models already proposed, considering the special case of e-commerce.
In addition, and as the main contribution, we propose a new workload generator called GUERNICA that considers user dynamism in the workload model.
The remainder of this paper is organised as follows: Section 2 analyses the main shortcomings that modelling the user dynamic behaviour involves. Section 3 discusses related work. Section 4 describes our GUERNICA workload generator proposal. Section 5 includes two illustrative examples about how our proposal works, and finally, Section 6 presents some concluding remarks.
Motivation
The need for workload characterisation studies in order to model and reproduce user behaviour (Barford and Crovella, 1998a) appears with the increasing importance of web applications. This need presents a special importance in e-commerce environments, where a user workload characterisation not only has the objective of evaluating the performance of a web system, but also a high priority objective of modelling the behaviour of those users who are new potential clients.
Workload models are abstractions of the real workload that reproduce its behaviour, avoiding those characteristics that are superfluous for a particular study. The model represents a set of users of a particular web application. The model is accurate enough when it reproduces user behaviour and ensures that the web application performs as it would do when working with real users. Workload models can be classified into two main groups: trace-based models and workload generators.
Traces log the sequence of HTTP requests and commands received by a web application during a certain period of time under given conditions. Traces are a workload model because by reproducing them synthetically the web application will show the same behaviour. Traces are obtained under a specific environment; i.e. server process speed, network bandwidth, browser cache capacity, etc. This means that if any system parameter varies, the obtained trace would be different. Therefore, the main challenge of trace-based models is achieving a good representativeness (Barford and Crovella, 1998a) , especially when requests received by different servers exhibit a large variability and when network traffic characteristics are self-similar. Consequently, trace based models are not appropriate to model changes in the user behaviour (HTTP requests sequences).
Workload generators are software products designed and implemented to generate HTTP requests sequences similar to real requests. In order to consider different scenarios, the generators can be configured by setting some input parameters that specify the main characteristics of the workload to be reproduced. Workload generators are a flexible tool for performing tuning studies, or for capacity planning. For instance, it is possible to study the system behaviour by varying the number of users, file capacity, etc. But user dynamism is not yet well represented.
Some studies (Floyd and Paxson, 2001; Shi et al., 2003) and (Barford and Crovella, 1998a ) confirm how difficult is to generate representative web requests, specially when trying to model the characteristics of a dynamic web site and how the user behaviour is affected by this feature. The second generation of the web is mainly represented by dynamic content and it has meant an innovation in its purpose. As a consequence, technological changes in the infrastructure have been required, for instance the traditional cache models oriented to static contents are now questionable (Floyd and Paxson, 2001) , the new techniques for performance evaluation are not only related with benchmarking concepts but also with testing (Colajanni et al., 2003) , etc. Therefore, it is necessary that the new models of user workloads consider the feature of dynamism.
Because trace-based models are not appropriate for representing dynamic content, in this work we focus on workload generators.
In this paper we propose a new workload generator, called GUERNICA, that is able to model the typical user patterns of the second web generation.
Related work
This section analyses the main features of a representative subset of web workload generators proposed in the open literature. Some are commercial tools while others are public academic research work.
To discover if generators are able to properly model user dynamic behaviour, we initially investigate the main features that generators include to consider this behaviour, analysing both the advantages and disadvantages of each generator. To make a fair comparison, features have been carefully chosen by identifying the main features each generator includes.
Generators were selected according to three main criteria:
• their representativeness from both the commercial and academic research fields
• their nature, e.g., trace-based or mathematical models
• the different goals of their design (e.g., addressed to compare server performances, tune proxy caches, etc).
Below we describe the selected generators:
• Webload (Rad View Software 2003a; 2003b; 2003c; 2003d; 2003e) . Web workload generator commercialised by RadView is oriented to exploring the performance of critical applications, with regard to resource usage on the server. Webload is aimed at evaluating the correctness of a given application (testing). This generator includes two main modules: the first module is on the client side and enables it to execute request agendas on the server side; the second module is on the server side and measures performance gains.
• Webstone (Mindcraft, 2003) . This Benchmark was designed by Silicon Graphics in 1996, and is currently commercialised as a Mindcraft product. It bases its operation on units of execution on the client, which simulates the user or other entity behaviour when accessing web resources. These units can be run distributed on several machines in order to generate requests to the server resources, which can be classified in different categories according to their size.
• Spec web99 (SPEC, 2003) . This product was designed to measure the performance of systems offering web services. This generator is commercialised by Spec and generates both static and dynamic requests. Workload is distributed among several clients, which are managed by a central client; which collects data from the rest of the clients. The clients generate requests according to certain categories set after studies of different web applications. In addition, clients verify the result of each request. This generator evaluates the architectural performance in order to provide a generic profile of web applications.
• TPC-W (Smith, 2002) This benchmark was developed by TPC and is oriented to e-commerce web transactions, providing both models of business-client (B2C) and business-business (B2B). It is aimed at evaluating architecture performance for a generic profile of web applications. It examines real features of e-commerce applications: security, e-commerce, catalog, etc. The application profile is configured by selecting the different features, but the application being evaluated is never real.
• Webjamma. Developed by Virginia Tech's Network Research Group (Webjamma, 1991; Virginia Tech's Network Research group, 1991 ) and aimed to serve as a baseline for developing a future generator. Its working operation mode is simple: it takes a URL file which provides the source of HTTP requests to be generated, by using a multiprocessing architecture.
• S-clients. Developed by Banga and Druschel (1997) and Banga (2003) it generates load sporadic tips that surpass the benefits of the server, maintaining like average loads below the same ones. It splits the process of generating HTTP requests into two subprocesses: one for obtaining the connection and another for recovering the content, so enabling a relative parallelism.
• Surge (2003) . Developed by Barford and Crovella (1998) with the main objective of measuring server behaviour while varying the user load. The generator proposes an analytical characterisation of the user load, so that a set of mathematical models generates the HTTP requests on the server.
• JMeter. Solution presented by Apache Project Jakarta Apache (2003) for generating workload and evaluating web server performance. It is written entirely in Java and provides an easily configurable and visual API, evaluating the performance of client side web applications.
• Web polygraph (http://www.web-polygraph.org). Developed at the California University (Rousskov et al., 1999) it is a workload generator based on mathematical models, which simulates both the client and the server. It also enables the replacement of some mathematical models by real components. 
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GUERNICA
The shortcomings of the discussed workload generators motivate us to design and implement a new workload generator. We pursue a double goal: firstly, develop a workload generator that includes the main features of current simulators; and secondly, provide it with the capability to more precisely model user behaviour dynamism. The GUERNICA (Universal Generator of Dynamic Workload under WWW Platforms) generator proposed in this paper, results from cooperation between the web Performance Research Group of the Polytechnic University of Valencia and Intelligent Software Components (iSOCO) (http://www.isoco.com/es/content/solutions/ solution_getsee.html); thereby, bridging the gap between academia and industry. In this project, iSOCO contributes its wide experience developing off-line navigation applications (oriented to content aggregation: GETsee (http://www.isoco.com/es/content/ solutions/solution_getsee.html), while the university contributes both in design and modelling ideas. The main objective of GUERNICA is to contribute with a new kind of workload generator, providing a more complete and precise solution for modelling dynamism.
The navigation concept
Navigation is the main feature of the GUERNICA design. Informally, we can confirm that navigation defines user behaviour while interacting with the web. For instance, a typical user's navigation while searching specific information usually begins with a query on a web finder. Queries are frequently cancelled, when the response time surpasses a certain value (characteristic for each user). In the case of obtaining results, users usually visit the first site on the list or refine the search when receiving too much information. Analysing this simple example, one can see that each user's passage (each request asked by the user on the web) depends on both the content of previous requests and their associated characteristics (response time, content amount, etc).
Formally, we define the navigation N as a sequence S of n URLs of HTTP requests, that fulfils:
n : urli depends on urlk content for k < i where url content means the content associated with the resource and its derived information: e.g., its response time, degree of user satisfaction, etc.
Architecture
GUERNICA is a software which runs independently of the execution platform (i.e., it written in Java language). Currently, it supports the iSOCO -GETsee technology, but we plan to enable it to operate with any type of technology fulfills the API. Figure 1 shows the main components of GUERNICA.
Modular division
• Core. This module defines all the services related with the workload generation; e.g., the navigation definition, the selected configuration, the execution engine, etc.
• Applications. This module groups the different applications implemented by the previous module. A simple terminal application has been implemented as an interface to use the core services. For instance, one can develop applications ranging from a graphical application showing results online, to a distributed application running different remote instances of GUERNICA.
• Utils. This module groups common utilities belonging to the two big modules.
It is important to emphasise that the core module makes use of the off-line navigation technology developed by iSOCO in its GETsee product, adapted to match the requirements of the load generator. Figure 2 shows the block diagram of the core module -which is the main module of our generator. The core is organised in three main packages discussed below, with the following features.
• Design. Defines both the navigations to be run by the generator (inputs to the generator) and the statistics to be collected (outputs of the generator). This package uses the GETsee technology to define the steps the web user would make (depending on the content of previous requests and on other parameters).
• Engine. Defines the API to be fulfilled by the execution engine of the navigation, and implements the same one on GETsee technology.
• Store. Offers an API for the storage and recovery of navigations and statistics. Current implementation only supports file system storage. 
iSOCO -GETsee technology
In spite of the generic nature of the GUERNICA design, the GETsee technology developed by iSOCO plays an important role in the workload generator. More precisely, GUERNICA uses the core of this technology, called personal content aggregator (PCA), which allows the control of off-line navigation depending on the contents of the previous requests made. Figure 3 shows the two main iSOCO components our generator uses. Below, we detail how GUERNICA implements its navigation and execution modules by using GETsee technology.
• Navigations and their execution, use PCA Plugins defined in GETsee to model the user's behaviour. Plugins are sequences of Actions that permit definition in scripting language of HTTP requests. They also manage their content in order to control subsequent requests.
• GUERNICA adapts the GETsee components to its needs, by incorporating traceable components, or components from which execution statistics can be obtained (connect time, transfer time and size, etc).
Figure 3
GETsee in GUERNICA's core
Current GUERNICA features and capabilities
Our main goal when designing this first GUERNICA was to develop a workload generator able to model dynamic user behaviour. In addition we also aimed to create a solid baseline generator which would support later improvements and extensions -evolving towards a commercial product. The current version of GUERNICA includes the following features and capabilities:
• It defines navigations by means of the corresponding parameter values placed in XML files.
• It generates statistics from navigation executions. In addition, statistics can be stored in XML files.
• It models dynamic user behaviour, so navigations evolve towards one or another HTTP request sequence based on the execution context, as a real user would do; for instance, when performing a given search in Google -if the result is positive then the first obtained URL is accessed; otherwise, the navigation is cancelled. This dynamism is reflected in the GETsee plug-in as used by GUERNICA. It should be emphasised that in this version the dynamism only depends on the content of previous requests, but not in their meta-information.
• It represents the user think time; i.e., when the content of a HTTP request arrives, the generator includes a delay time, which is a simple constant delay or cradles based on Gaussian distributions.
• It executes a navigation session using an execution thread, delaying concurrent navigations for later versions.
Finally, GUERNICA totally supports 6 of the 11 features used in Section 2 to compare current simulators while partially supporting the remaining features. Table 2 summarises such features. 
Dynamic workload study cases
In this section we analyse two workload models the user would generate when browsing the web. We selected two well-known companies, Google and Amazon, which currently develop their activity in WWW. Google was selected for illustratative purposes as an easy-to-understand example of how GUERNICA navigation works. Then, we analyse a more complex but typical shopping process in Amazon. For each case, we will show
• the navigation graph
• the graph representation as a GUERNICA navigation (including the pseudocode for GETsee plugins)
• the results obtained for a navigation execution.
Searches in google
This study is the typical case of a user performing a simple search by using a typical finder; e.g., Google. We consider a simple search beginning from the main page of Google, where the user introduces the keywords to start the search. If the finder provides results, the first URL provided is accessed. The navigation graph associated with the search is shown in Figure 4 . We can see that once the main page of Google is accessed (i.e., www.google.es), the user waits for a time -given by a Gaussian distribution as 3,500 ms on average with 1,500 ms standard deviation. Then, the user has two options (two branches in the graph); if the finder provides results (left branch) the user will access the first site provided; otherwise, the user will finish the process (right branch). If the user accesses the first result provided, a new user think time of 5,000 ns takes place before finishing the navigation (black dot).
Figure 4 Searches in google navigation
As a first step we will discuss navigation in GUERNICA, and for this purpose, we use a model language based on XML labels. Figure 5 illustrates an example. The navigation takes the list of words (phrase) to be searched in Google as input; i.e., upv (Spanish acronyms of Polytechnical University of Valencia). A set of statistics are obtained; e.g., the total GUERNICA execution (i.e, ExecutionTime), the total time of navigation, and for each HTTP request the GET/POST method (i.e, HttpMethod), connection time (i.e, StablishmentTime), transfer time, user's think time, content size, access URL, and the successfulness when making the connection (i.e, Stablished). Figure 5 also indicates the XML file that defines, by using the GETsee scripting language, the user's behaviour (i.e., google_pca.xml). Figure 6 shows the associated pseudocode for the GETsee scripting. The pseudocode defines the user's navigation as follows:
• access to the main page of Google and later the user's think-time (i.e, GaussianWait(3500,1500))
• search in Google and user's think-time after obtaining the result
• selection of all URLs found by Google (i.e, urls = FilterContent(page, "Obtain URLs of result search"))
• if URLs result exists, access the first of them. After running the navigation, we obtain the plan of conducted HTTP requests, each having different outcome. Figure 7 shows an outcome example corresponding to a successful search (as left branch in graph of Figure 4 shown). The three accessed URLs are highlighted. 
Search process in Amazon
As a second example, we present a part of the purchase process in Amazon. Almost all purchase process begin by searching the product in the catalog; the purchase process in Amazon is not an exception. Amazon, like all e-commerce applications, has a product searcher. The search process starts from a question box and through this the finder, by means of a keyword, leads us to a type of product (DVD). If a result is found, our hypothetical user remains solely with those paper that contain a keyword and buys the product. Figure 8 shows the navigation graph. Navigation begins with an access to the main page of Amazon and which has a reflection of the user associated. Later a search is carried out at the direction of the finder (indicating type of product and keyword). If the search is unsuccessful, the process finishes, otherwise, a user think-time occurs. Finally, for each product found, if its title contains a second keyword, its description page is accessed. Each access to the product description page implies a time of user reflection on the content. The GUERNICA navigation associated with search in Amazon for "Bogart's DVDs, selecting those containing Casablanca in the title" is presented in Figure 9 . The structure is similar to the previous example. Note that this navigation includes three input parameters (typeProduct, phrase, findInHTML), associating respectively the type of product to look for (index=dvd), search word (bogart), and word to be contained in the titles of found products (Casablanca).
The pseudo-code for GETsee script that defines dynamic user behaviour appears in Figure 10 . It is quite similar to that presented in Figure 5 , with the exception that it presents a curl on the returned results, in which it is verified that if the title of the found product contains the second keyword (i.e, if (dvdUrl contains "Casablanca") then) in such case the description page is accessed. 
Conclusions and future work
The evolution of the second WWW generation has involved new web application features. Applications mainly focus on users who are potential clients in many web ambits; e.g., e-commerce environments. One of the most important mechanisms to achieve this goal is the dynamism present in the web content (e.g., personalised contents, publicity, products on offer, etc.) which matches the dynamism of user behaviour. This dynamism is the main shortcoming to be overcome when modelling the real web workload.
We have analysed the characteristics of a representative subset of the state-of-the-art workload generators, focusing on those able to represent the user dynamism of the second web generation. Unfortunately, none can represent this behaviour.
In this work we have described the core of our GUERNICA generator proposal based on the navigation feature in order to represent such dynamism. The navigation feature our simulator introduces emulates real web user's navigations across internet. In this sense, it can select alternative route branches when performing the navigation; therefore, emulating human decisions. Moreover, it can select branches depending on:
• the real environmental conditions (e.g., establishment time or transfer time)
• the object characteristics (e.g., the content size)
• the user characteristics (e.g., the user's think-time).
In order to model variable user thinking time, our generator uses statistical distributions, which can be tuned to match the corresponding user behaviour. Different distributions can be chosen to represent different behaviours. In addition, our generator outputs both statistics and graphics; e.g., it can plot the dynamic navigation graph.
Currently, we are working on making our generator more powerful; e.g., multithread support, online statistics, etc, as well as in the design of new algorithms to more precisely emulate human behaviour in route branches decisions.
