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Povzetek
Naslov: Mobilna aplikacija za vodenje osebnih financ
Avtor: Alesˇ Horvat
Namen diplomske naloge je bil razvoj mobilne aplikacije za vodenje osebne
financˇne evidence, ki tecˇe na napravah z operacijskim sistemom Android.
Aplikacija zajema funkcionalnosti, ki uporabniku olajˇsajo delo z vodenjem
evidence o njegovih odhodkih in prihodkih. Omogocˇa tabelaricˇni in stati-
sticˇni pregled nad vnesˇenimi transakcijami, katerih vnos je poenostavljen
s pomocˇjo skeniranja racˇunov. Aplikacija je bila razvita v okolju Android
Studio, logicˇni del je bil napisan v programskem jeziku Java, uporabniˇski
vmesnik pa zgrajen s pomocˇjo oznacˇevalnega jezika XML. Za hrambo po-
datkov je bila uporabljena lokalna podatkovna baza SQLite, za opticˇno pre-
poznavanje znakov iz slike racˇuna pa brezplacˇna knjizˇnica Google Mobile
Vision. V diplomski nalogi so navedeni kljucˇni deli razvoja podatkovne baze
in uporabniˇskega vmesnika, ter opisani algoritmi s pomocˇjo katerih aplikacija
prebere potrebne podatke iz slike racˇuna.
Kljucˇne besede: Android, Java, opticˇna prepoznava znakov, branje racˇunov.

Abstract
Title: Personal finance mobile application
Author: Alesˇ Horvat
The purpose of this diploma thesis is to develop a mobile application for keep-
ing track of personal finances, which runs on Android powered devices. The
Application helps users store and display relevant data about their trans-
actions. The records within the app can be displayed using flat tables or
statistic charts, and can be entered using receipt scanning feature. The ap-
plication was developed in Android Studio IDE, which was used for writing
application logic with Java, and building user interface with XML. Data
storage was implemented with SQLite database, while the receipt-scanning
feature used Google Mobile Vision library for optical character recognition.
The document states key parts of the database and user interface develop-
ment, and describes algorithms used for receipt scanning.
Keywords: Android, Java, OCR, receipt scanning.

Poglavje 1
Uvod
Zˇivimo v svetu, kjer je uporaba racˇunalniˇskih tehnologij neizogiben del nasˇega
vsakdanjika. Pametni telefoni so postali orodje, s katerim si lahko pomagamo
na vseh podrocˇjih nasˇega zˇivljenja. Za to so zasluzˇne mobilne aplikacije, ki
pokrivajo vse sˇirsˇi spekter funkcionalnosti. Na njih se zanasˇamo predvsem
zato, ker nam poenostavijo opravila, ki bi nam sicer vzela veliko cˇasa.
Nepreglednost nad osebnimi financˇnimi sredstvi je problem s katerim se
soocˇa veliko sˇtevilo ljudi. Tudi sam se vcˇasih sprasˇujem kam so sˇla moja
sredstva v preteklem mesecu, na katerih podrocˇjih bi lahko prihranil nekaj
denarja in kaksˇen je moj financˇni napredek glede na pretekla obdobja.
V sklopu diplomske naloge sem se odlocˇil razviti mobilno aplikacijo za vo-
denje osebnih financ, ki bo uporabnikom pomagala poiskati odgovore na ta
vprasˇanja. Aplikacija bo uporabniku omogocˇala belezˇenje prihodkov in od-
hodkov v kontekstu enega ali vecˇ racˇunov. Vnos transakcij v aplikacijo bo po-
enostavljen s pomocˇjo skeniranja racˇunov, seveda pa bo aplikacija omogocˇala
tudi rocˇni vpis. Uporabniki bodo nad vsemi transakcijami imeli tabelaricˇni,
in pa tudi statisticˇni pregled s pomocˇjo grafov.
V nadaljevanju poglavja sledi analiza kljucˇnih funkcionalnosti aplikacije:
branje podatkov iz racˇuna in shranjevanje podatkov.
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1.1 Branje podatkov iz racˇuna
Branje oziroma prepoznavanje relevantnih podatkov iz nekega racˇuna je za
cˇloveka rutinsko opravilo, za katerega ne potrebujemo posebnega truda. Za
racˇunalnik pa ta naloga ni tako enostavna, saj je zanj slika le neko dvodi-
menzionalno polje sˇtevil, v katerem vsako od sˇtevil predstavlja barvo enega
piksla na zaslonu. Da bi racˇunalnik postal bolj podoben cˇloveku in njegovemu
razumevanju vizualnih informacij, skrbi podrocˇje racˇunalniˇskega vida.
Racˇunalniˇski vid
Kako racˇunalnik naucˇiti sposobnosti interpretiranja slike kot skupek ne-
kaksˇnih informacij, in ne samo polja sˇtevil? Naucˇimo ga prepoznave vzorcev.
Cˇe bi zˇeleli, da racˇunalnik prepozna ali se na podani sliki nahaja nek spe-
cificˇen objekt, mu moramo najprej pokazati kako le ta izgleda. Racˇunalniku
podamo neko sliko, nad katero izvede dolocˇene matematicˇne operacije, s ka-
terimi pride do nekega rezultata, ki si ga zapomni. In cˇe racˇunalniku sˇe
enkrat podamo enako ali podobno sliko, bo nad njo spet izvedel te opera-
cije, katerih rezultat se bo vsaj delno ujemal z rezultatom zˇe videne slike,
racˇunalnik pa se bo potem odlocˇil ali je na sliki videl iskani predmet ali ne.
Vendar se slike na katerih so enaki predmeti med sabo mocˇno razlikujejo.
Na primer v barvi in perspektivi. To pomeni, da bo racˇunalnik vzorec iz ene
slike zelo tezˇko povezal z vzorcem iz druge slike, ki vsebuje iste predmete iz
druge perspektive pod drugacˇnimi svetlobnimi pogoji. Ta problem resˇimo s
sledecˇimi pristopi:
• sliko najprej obdelamo - lahko nad njo uporabimo nekaksˇen filter, (na
primer povecˇamo kontrast) da dolocˇeni elementi slike pridejo do izraza,
• racˇunalniku pokazˇemo cˇim vecˇ slik, da si zapomne vzorce, ki so sku-
pni enakim predmetom na razlicˇnih slikah in so neodvisni od barve,
perspektive, osvetlitve in drugih spreminjajocˇih se lastnosti.
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Za branje podatkov iz racˇuna bo aplikacija morala biti sposobna prepo-
znavanja alfanumericˇnih znakov. S tem se ukvarja podrocˇje racˇunalniˇskega
vida, ki se imenuje opticˇna prepoznava znakov (ang. optical character reco-
gnition, OCR).
Prepoznavanje znakov
Prepoznavanje znakov prav tako lahko implementiramo s prepoznavanjem
vzorcev in sicer tako, da si program zapomni vrsto razlicˇnih stilov pisave in
nato najprej ugotovi kateri stil pisave je na sliki, nato pa samo povezˇe ustre-
zne vzorce med sabo. Nekoliko naprednejˇsi nacˇin je, da program prepoznava
komponente iz katerih je znak sestavljen. V primeru cˇrke A mora torej za-
znati dve sklenjeni posˇevni cˇrti, ki sta nekje na sredini povezani z vodoravno
cˇrto [14]. Tak nacˇin prepoznavanja znakov ne zahteva predhodnega pozna-
vanja stilov in deluje na vseh pisavah (tudi na rokopisu), uporablja ga pa
vecˇina modernih aplikacij in knjizˇnic za OCR. Pri izdelavi aplikacije bomo
uporabili eno od obstojecˇih brezplacˇnih knjizˇnic OCR [8].
Brezplacˇne knjizˇnice OCR
V nabor knjizˇnic primernih za uporabo v aplikaciji smo uvrstili 3 najbolj
popularne, ki so na voljo na platformi Android. V nadaljevanju so nasˇtete,
ter na kratko opisane.
• OpenCV - Najbolj znana odprtokodna knjizˇnica, ki ponuja vse funk-
cionalnosti - od enostavnih do zelo naprednih. Uporabljamo jo lahko
za procesiranje slik, videov in 3D objektov. Deluje na vseh platfor-
mah (Windows, Linux, MacOS, Android, iOS, FreeBSD, OpenBSD,
Maemo) [15].
• Tesseract - Odprtokodna knjizˇnica namenjena branju teksta. Podpira
vecˇ platform (Windows, Linux, MacOS, Android, iOS) [22].
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• Google Mobile Vision - Knjizˇnica namenjena mobilnim napravam z
operacijskim sistemom Android ali iOS. Omogocˇa detektiranje obrazov,
bar kod oziroma QR kod, prepoznavanje objektov na slikah in videih
in prepoznavanje teksta [8].
Odlocˇili smo se za uporabo Google Mobile Vision. Res ne ponuja tako
sˇirokega nabora orodij kot na primer OpenCV, vendar je to kar zajema vecˇ
kot dovolj za nasˇ primer uporabe v aplikaciji. Ponuja enostaven API za
izdelavo mobilnih aplikacij. Prepoznavanje teksta je zelo ucˇinkovito in upo-
rabniku se ni potrebno ukvarjati s predprocesiranjem slike, ki je v dolocˇenih
primerih kot smo zˇe prej omenili, nujno potrebno (npr. cˇe na sliki niso jasno
razvidne meje med objekti).
1.2 Shranjevanje podatkov
Podatke o vnesˇenih transakcijah je potrebno hraniti v podatkovni bazi. Lahko
jih hranimo na strezˇniku ali pa lokalno (na mobilni napravi, na kateri je
namesˇcˇena nasˇa aplikacija). V nasˇem primeru bo podatke potrebno hraniti
lokalno, saj so na ta nacˇin uporabniku dostopni kadarkoli in kjerkoli. Ocˇitna
izbira lokalne podatkovne baze na mobilni napravi je SQLite, saj je inte-
grirana v oba operacijska sistema, ki si lastita skoraj celotni trg pametnih
telefonov, Android in iOS.
Podatkovna baza SQLite
To je relacijska baza, ki je privzeto vgrajena in zˇe uveljavljena na mobilnih
platformah Android in iOS. Za razliko od standardnih relacijskih podatkov-
nih baz, ne deluje po principu odjemalec-strezˇnik, ampak je del koncˇne aplika-
cije. Aplikacija do baze dostopa preko funkcij, kar v primerjavi s strezˇniˇskimi
bazami zmanjˇsa dostopni cˇas. Baza je na napravi shranjena kot ena sama
datoteka, ki je prenosljiva med platformami [19, 20]. Iz nje lahko socˇasno
bere vecˇ procesov, piˇse pa en sam, kar je lahko pomanjkljivost, vendar za
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nasˇ primer in vecˇino ostalih mobilnih aplikacij ni pomembno, saj je pisanje
v bazo storjeno s strani ene same aplikacije.
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Poglavje 2
Sorodne aplikacije
V tem poglavju sledi analiza sorodnih aplikacij in njihovih funkcionalnosti.
Trenutno na trgu obstaja kar nekaj aplikacij, ki imajo podoben namen kot
aplikacija, ki jo bomo razvili v sklopu diplomske naloge.
Mobilne
• Money Manager Expense & Budget
• Smart Receipts
• Receipt bank: Auto Bookkeeping & Receipt Scanner
• Monefy - Money Manager
• Money Lover: Expense Tracker & Budget Planner
Namizne
• Moneydance
• Money Manager EX
• Quicken
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V nadaljevanju so navedene in opisane najbolj popularne, ki spadajo med
direktno konkurenco nasˇi aplikaciji: to so aplikacije, ki ponujajo skeniranje
racˇunov in tecˇejo na mobilnih napravah.
Mobilne aplikacije, ki ponujajo skeniranje racˇunov
Smart Receipts
Aplikacija Smart Receipts omogocˇa branje racˇunov s pomocˇjo OCR in stroj-
nega ucˇenja, vendar zahteva placˇilo za vsak skeniran racˇun (cena je 1,09 EUR
za 10 branj racˇuna). Branje racˇunov po nasˇih testiranjih deluje zadovoljivo,
vendar ni v vseh primerih pravilno. Izdelovalci trdijo, da zanesljivost skeni-
ranja racˇunov s cˇasom postane boljˇsa. Racˇune lahko seveda vnasˇamo tudi
na roke. Omogocˇa statisticˇni pregled transakcij po dnevih, ter kategorijah.
Zgodovino transakcij pa ima uporabnik na voljo v tabelaricˇnem pogledu, ki
je urejen po datumu. Aplikacija omogocˇa tudi vnos potnih strosˇkov, kateri
so obravnavani kot samostojna entiteta. Podatke je mogocˇe izvoziti v pdf ali
csv formatu. Omogocˇeno je tudi shranjevanje na strezˇnik, da se podatki ob
menjavi naprave ne izgubijo. Uporabniˇska izkusˇnja je zelo dobra. Aplikacija
omogocˇa osnoven nabor funkcionalnosti, je enostavna za uporabo, ter lepa
na izgled [18].
Money Lover: Expense Tracker & Budget Planner
Ponuja branje racˇunov, vendar je le to narejeno na strezˇniku. Aplikacija
zajame sliko in jo posreduje strezˇniku, ki potem po dolocˇenem cˇasu vrne
prebrane rezultate, kar sodecˇ po testiranjih traja nekaj minut. Uporabnik
lahko med tem cˇasom nemoteno uporablja aplikacijo. V testnih primerih
je bila pravilno prebrana le cena, vendar ne v vseh primerih. Imamo na
voljo seznam z vsemi transakcijami, ki ga lahko filtriramo po obdobjih. V
aplikaciji so zajete tudi nekatere statisticˇne obdelave transakcij, kot so: graf
porabe po mesecih, ter graf transakcij po kategorijah. Omogocˇen je tudi
vnos ponavljajocˇih se transakcij, ki se izvedejo samodejno. Uporabnik si
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lahko tudi nastavi opomnik o blizˇanju roka nekega placˇila, ali pa opomnik o
presezˇku porabe v nekem obdobju. Podatki se samodejno shranjujejo tudi
na strezˇnik, tako da je izguba podatkov s tem preprecˇena. Aplikacija res
ponuja sˇirok nabor funkcionalnosti, vendar bi lahko bila bolj enostavna za
koncˇnega uporabnika. Slabost pri skeniranju racˇunov je cˇas trajanja, ter
slabsˇa zanesljivost pri prepoznavanju podatkov na racˇunu [12].
Receipt bank: Auto Bookkeeping & Receipt Scanner
Aplikacija je placˇljiva, vendar imajo uporabniki na voljo 14 dnevno preizku-
sno dobo. Omogocˇa vnos transakcij, ki se shranijo na strezˇnik. Transakcije
lahko vnesemo rocˇno, ali pa skeniramo racˇun. Skeniranje v testnih primerih
ni delovalo. Uporabnik do vseh transakcij lahko dostopa preko tabelaricˇnega
seznama. Nabor funkcionalnosti je omejen le na shranjevanje in pregled
podatkov o transakcijah, kar je v primerjavi s konkurencˇnimi aplikacijami
slabost [17].
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Poglavje 3
Uporabljena orodja in
tehnologije
Mobilna aplikacija za vodenje osebnih financ je bila razvita za operacijski
sistem Android. Izbira operacijskega sistema je bila narejena na podlagi
razsˇirjenosti med uporabniki, ter dostopnosti razvijalskih orodij. Aplikacija
je bila razvita in testirana na napravi Samsung Galaxy S9, na katerem tecˇe
operacijski sistem Android 8.0.0 (Oreo).
Celotna aplikacija, z izjemo podatkovnega modela, je bila razvita v An-
droid Studio IDE-ju. Logicˇni del aplikacije je bil napisan v programskem
jeziku Java, uporabniˇski vmesnik pa definiran z oznacˇevalnim jezikom XML.
Podatkovna baza je bila nacˇrtovana z orodjem PowerDesigner.
3.1 Android Studio
Android Studio je uradno integrirano razvijalsko okolje (IDE) za razvoj apli-
kacij na Googlovem operacijskem sistemu imenovanim Android. Temelji na
IntelliJ Idea IDE-ju, ki ga je razvilo podjetje JetBrains. Android Studio je v
bistvu razlicˇica okolja IntelliJ Idea, ki je prilagojena za razvoj Android apli-
kacij. Orodje je povsem brezplacˇno, izdano pa je bilo leta 2014 kot nadome-
stilo za Eclipse Android Development Tools, predhodnim uradnim IDE-jem
11
12 Alesˇ Horvat
za razvoj na platformi Android [4]. Okolje je prikazano na sliki 3.1.
Omogocˇa enostavno programiranje v jezikih Java, C/C++ in Kotlin s
pomocˇjo inteligentnega urejevalnika kode, zajema standandardni razvijalski
paket za razvoj Android aplikacij (Android SDK) in ponuja graficˇni ureje-
valnik uporabniˇskih vmesnikov. Podpira tudi sisteme za kontroliranje verzij
aplikacij kot so GitHub, Git in Google Cloud Source Repositories [5].
Slika 3.1: Razvijalsko okolje Android Studio
3.2 Java
Java je splosˇno namenski objektno orientiran programski jezik. Razvit je
bil tako, da je cˇim bolj neodvisen od zunanje programske opreme. Najvecˇja
prednost Jave je prenosljivost med platformami, kar pomeni da lahko tecˇe na
vseh platformah, ki podpirajo Java VM. Program napisan v Javi se najprej
prevede v bajtno kodo, katero lahko neodvisno od strojne opreme pozˇenemo s
pomocˇjo Java VM programske opreme [10, 11]. To pomeni, da Java lahko tecˇe
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na vseh najbolj uporabljanih operacijskih sistemih, Windows, Mac, Linux in
pa tudi Android.
S poznejˇsimi izdajami se je Java razcˇlenila na vecˇ razlicˇic, prilagojenih
za razlicˇne tipe platform. Java Card je namenjena pametnim karticam, Java
ME (Micro Edition) napravam z omejenimi viri (npr.: mobilne naprave),
Java SE (Standard Edition) za osebne racˇunalnike in Jave EE (Enterprise
Edition) vecˇjim organizacijskim omrezˇjem.
Sintaksa izvira iz vsem dobro poznanih jezikov C in C++, s tem da za
razliko od njih ponuja abstrakcijo nizˇje nivojskih operacij, kot so kazalci na
pomnilniˇska mesta, ki jih v omenjenih jezikih mora obvladovati programer.
V primeru Jave pa za to poskrbi prevajalnik.
3.3 Razsˇirljivi oznacˇevalni jezik
XML je razsˇirljiv oznacˇevalni jezik, ki v racˇunalniˇstvu sluzˇi kot format za
opis strukturiranih podatkov ali pa kot struktura za prenos podatkov med
omrezˇji. Razdeljen je na 3 dele [23]:
• podatkovni,
• deklarativni in
• predstavitveni
Android SDK uporablja XML z namenom opisa strukturiranih podatkov,
konkretno uporabniˇskih vmesnikov. Razvijalsko orodje zajema predhodno
zgrajene komponente za uporabniˇski vmesnik, ki jih pri razvoju aplikacije
s pomocˇjo XML sintakse umestimo v strukturo uporabniˇskega vmesnika.
Primer uporabe XML-ja za definiranje uporabniˇskega vmesnika prikazuje
slika 3.2.
14 Alesˇ Horvat
Slika 3.2: Uporaba XML-ja za definiranje uporabniˇskih vmesnikov
3.4 PowerDesigner
PowerDesigner je programska oprema, ki se uporablja za modeliranje proce-
sov in podatkov, nacˇrtovanje aplikacij, ter obdelavo arhitekturnih metapo-
datkov. Orodje je bilo razvito s strani podjetja Sybase, katerega je potem
kupilo nemsˇko podjetje SAP. Slednji si trenutno lasti in sˇe naprej razvija
programsko orodje PowerDesigner [16].
Ponuja sˇirok nabor funkcionalnosti, ki se uporablja predvsem na viˇsjem
nivoju nacˇrtovanja aplikacij. Omogocˇa kreiranje procesnih, podatkovnih in
fizicˇnih modelov.
Poglavje 4
Razvoj aplikacije
Predno smo se lotili programiranja, je bilo najprej potrebno narediti nacˇrt
aplikacije, ki je zajemal seznam funkcionalnosti, ki jih bo aplikacija ponujala
uporabniku. Na podlagi funkcionalnosti iz nacˇrta je bil s pomocˇjo orodja
PowerDesigner, izdelan podatkovni model. V naslednjem koraku smo narisali
zaslonske maske, ki so potrebne za implementacijo vseh funkcionalnosti. Na
podlagi nacˇrta smo se potem lotili dejanskega razvoja aplikacije.
Pri razvoju smo se najprej lotili implementacije podatkovne baze, ki je
bila implementirana v sistemu za upravljanje s podatkovnimi zbirkami, ki se
imenuje SQLite. Ko je bila podatkovna baza implementirana, smo izdelali sˇe
potrebne zaslonske maske, ter napisali logiko, ki omogocˇa uporabo aplikacije.
4.1 Podatkovna baza
Glavni namen aplikacije je, da uporabniku pomaga pri belezˇenju njegovih
financˇnih transakcij. Osnovna entiteta v aplikaciji se imenuje transakcija.
Zajema podatke o tipu transakcije (dohodna ali odhodna), znesku, datumu
in kategoriji. Opcijski podatki na transakciji so lokacija ter podjetje. Tran-
sakcija je vezana na natanko en racˇun. Torej uporabnik mora najprej kreirati
racˇun, ki ima zacˇetno stanje, trenutno stanje in privzeto valuto. Uporabnik
ima lahko tudi vecˇ racˇunov. Na racˇun so vezane tudi redne transakcije, ki
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skrbijo za avtomaticˇen vnos ponavljajocˇih se transakcij v podatkovno bazo.
Lastnosti redne transakcije so sledecˇe: interval ponavljanja (leto, mesec, te-
den, dan), cˇas izvedbe (mesec - dan v mesecu, teden - dan v tednu, itd.),
veljavnost (od - do), ter ostali podatki transakcije.
4.1.1 Model
Model je sestavljen iz osmih enitet, ki so skupaj z atributi nasˇtete v sledecˇem
seznamu. Slika 4.1 prikazuje povezave med nasˇtetimi entitetami.
• transakcija (znesek, datum, racˇun, vrsta, kategorija, podjetje, lokacija,
slika),
• vrsta transakcije (vrsta),
• kategorija (naziv, ikona, opis),
• racˇun (naziv, zacˇetno stanje, trenutno stanje, valuta),
• valuta (naziv, simbol, sˇtevilo decimalk),
• podjetje (naziv),
• lokacija (naziv, podjetje),
• redna transakcija (naziv, znesek, vrsta, interval, cˇas izvedbe, velja od,
velja do, racˇun, kategorija, podjetje).
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Slika 4.1: Model s povezanimi entitetami
4.1.2 Implementacija podatkovne baze
Podatkovna baza, ki jo hocˇemo uporabljati v nasˇi aplikaciji je lokalna, kar
pomeni, da moramo poskrbeti za kreiranje le te na uporabnikovi napravi. V
aplikaciji smo definirali razred, ki se imenuje FinanceManagerDBHelper
in implementira metode iz razreda SQLiteOpenHelper [21]. SQLiteO-
penHelper je del platforme Android za razvoj, ki razvijalcem pomaga pri
delu s podatkovno bazo SQLite, katera je integrirana v sam operacijski sis-
tem. Razred nam pomaga pri kreiranju in nadgradnji baze. Implementira
metodo OnCreate, ki se poklicˇe samo ob prvem poskusu uporabe podat-
kovne baze (sistem iˇscˇe zˇeljeno bazo, in v primeru neobstoja poklicˇe to me-
todo). Ta metoda mora torej zajemati logiko za kreiranje podatkovne baze.
Baza s tabelami iz zgoraj navedenega modela se kreira s pomocˇjo skript SQL,
ki se preko metode OnCreate pozˇenejo na bazi (slika 4.2).
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Slika 4.2: Kreiranje podatkovne baze
V razredu so definirane tudi pomozˇne metode za shranjevanje, spreminja-
nje, brisanje in pridobivanje podatkov iz kreiranih tabel. Vsaka tabela ima
svojo metodo za kreiranje, spreminjanje, brisanje in pridobivanje zapisov po
identifikatorju. Nekoliko bolj specificˇne poizvedbe, kot na primer izbira vseh
transakcij v nekem obdobju, so prav tako napisane v metodah omenjenega
razreda. Te metode se potem uporabljajo skozi celotno aplikacijo, kjer je po-
trebno delo s podatki iz baze. S taksˇnim nacˇinom dobimo vecˇjo preglednost
in zanesljivost, saj poizvedbo napiˇsemo samo enkrat in jo vecˇkrat uporabimo.
Primer metode prikazuje slika 4.3.
Slika 4.3: Primer kode za delo s podatki
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4.2 Aktivnosti
Aktivnost predstavlja funkcionalnost, ki je v aplikaciji na voljo uporabniku.
To je lahko celozaslonsko okno, pomanjˇsano okno ali pa tudi nima upo-
rabniˇskega vmesnika [1]. V svojem zˇivljenjskem ciklu je lahko v enem od
naslednjih stanj:
• aktivna,
• zacˇasno ustavljena,
• ustavljena.
Aktivnost je v bistvu razred, ki implementira metode iz diagrama na sliki
4.4 - ovalni liki predstavljajo stanja, pravokotni pa metode, ki se klicˇejo ob
spremembi stanja.
Slika 4.4: Zˇivljenjski cikel aktivnosti
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Uporabniˇski vmesnik aktivnosti definiramo z oznacˇevalnim jezikom XML.
V posebno datoteko hierarhicˇno nasˇtejemo vse elemente, jim dolocˇimo id-je
(na njih se sklicujemo v kodi), ter nastavimo stile, kot prikazuje slika 4.5.
Slika 4.5: Definicija uporabniˇskega vmesnika
Nato kreiramo razred, ki deduje metode iz razreda Activity, v katerem
implementiramo metodo OnCreate, ki se klicˇe ob kreiranju aktivnosti. V
njej kot uporabniˇski vmesnik najprej nastavimo datoteko XML v kateri smo
definirali vse potrebne gradnike in potem pridobimo sˇe reference do posame-
znih elementov, katerim nato dodelimo metode, ki se izvedejo ob razlicˇnih
dogodkih (poslusˇalci), ter v njih obdelamo vnesˇene podatke. Primer imple-
mentacije aktivnosti prikazuje slika 4.6.
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Slika 4.6: Primer implementacije aktivnosti
4.2.1 Transakcije
Ob zagonu aplikacije se uporabniku odpre glavna aktivnost, ki ponuja tabe-
laricˇni pregled transakcij. Na vrhu se nahaja orodna vrstica, ki na levi strani
vsebuje gumb za prikaz navigacije, na sredini stanje na trenutno izbranem
racˇunu, na desni pa gumb za napredno filtriranje seznama. Na samem dnu
se nahaja sˇe ena orodna vrstica, ki vsebuje gumbe za obdobja po katerih
lahko grupiramo transakcije (dan, teden, mesec, leto). Uporabniˇski vme-
snik prikazuje slika 4.7. Na sredini zaslona se nahaja kontrola imenovana
ViewPager [2], ki vsebuje fragmente (fragmenti so opisani v nadaljevanju
podpoglavja). Posamezen fragment vsebuje seznam transakcij v izbranem
obdobju iz zavihka. Med zavihki se premikamo s pomocˇjo horizontalnega
drsanja po zaslonu. Cˇe imamo za obdobje izbran mesec, potem to pomeni
da imamo v enem zavihku vse transakcije iz enega meseca. Vsak seznam
oziroma zavihek torej predstavlja mesec. Med meseci se premikamo hori-
22 Alesˇ Horvat
zontalno (z drsanjem levo ali desno). Element v seznamu predstavlja eno
transakcijo. Prikazuje znesek, kategorijo, podjetje in datum transakcije. Za
vecˇ podrobnosti oziroma urejanje zapisa kliknemo na element v seznamu in
odpre se nov zaslon z vsemi podrobnostmi posamezne transakcije. Dodaja-
nje novega zapisa nam omogocˇa lebdecˇi gumb (ang. floating action button),
ki se nahaja v spodnjem desnem predelu zaslona (Slika 4.7 na sredini). Ob
kliku na ta gumb se nam odpre podmeni, ki nam ponudi izbiro rocˇnega
vnasˇanja transakcije ali pa skeniranja racˇuna (Slika 4.7 desno). V primeru
izbire rocˇnega vnosa se odpre neizpolnjen zaslon podrobnosti transakcije, cˇe
pa izberemo skeniranje racˇuna, se nam odpre privzeta aplikacija za slikanje, s
katero zajamemo racˇun in aplikacija nato sama iz slike prebere potrebne po-
datke na racˇunu, ter izpolni vnosna polja na zaslonu podrobnosti transakcije
(Slika 4.9).
Slika 4.7: Primer aktivnosti, ki prikazuje seznam stransakcij. Mozˇnost do-
dajanja nove transakcije (srednja slika) in mozˇnost rocˇnega ali avtomatskega
zajema (desna slika)
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Vsebina zavihka znotraj ViewPager kontrole je implementirana s pomocˇjo
komponente, ki se imenuje Fragment. Fragment v Android aplikaciji pred-
stavlja del zaslonske maske in funkcionalnosti, ki jo ponuja aktivnost. V eni
aktivnosti lahko s pomocˇjo fragmentov uporabniˇski vmesnik razdelimo na
vecˇ manjˇsih delov, hkrati pa en fragment lahko uporabimo v vecˇ aktivno-
stih [6]. Zavihki, ki zajemajo vsebino po obdobjih so v bistvu fragmenti, ki
se dinamicˇno kreirajo in briˇsejo ob menjavi zavihkov. V enem trenutku je v
pomnilniku aktivnih 5 fragmentov (trenutno izbrani zavihek, dva predhodna
in dva naslednja), zato da uporabniku ob menjavi zavihka ni potrebno cˇakati
na inicializacijo vsebine. Ob menjavi zavihka se torej v ozadju na locˇeni
niti kreira nov in izbriˇse eden od obstojecˇih fragmentov, tako da sta poleg
trenutnega fragmenta na vsaki strani na voljo sˇe dva naslednja. Ob krei-
ranju, fragmentu v konstruktorju podamo argumente, od katerih je odvisna
prikazana vsebina, fragment pa nato naredi poizvedbo na bazo, ter s prido-
bljenimi podatki napolni vsebino (seznam transakcij). V primeru polnjenja
seznama transakcij, v argumentih podamo datum zacˇetka obdobja, datum
konca obdobja, ter identifikator racˇuna, in fragment nato naredi poizvedbo
na bazo, ki mu vrne vse transakcije v izbranem obdobju, ki so vezane na
trenutni kontekst racˇuna.
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4.2.2 Statisticˇni pregled transakcij
Aktivnost, ki prikazuje statisticˇni pregled transakcij je zgrajena na podoben
nacˇin kot glavna aktivnost, ki prikazuje sezname transakcij. Na vrhu ima
orodno vrstico, ki vsebuje gumb za navigacijo, stanje trenutno izbranega
racˇuna, ter gumb za filtriranje. Na dnu je orodna vrstica z blizˇnjicami za
grupiranje transakcij po obdobjih, najvecˇji del zaslona pa zajema kontrola,
s pomocˇjo katere se lahko sprehajamo med grafi, ki prikazujejo podatke o
transakcijah v razlicˇnih obdobjih. Uporabniˇski vmesnik je prikazan na sliki
4.8.
Aplikacija trenutno zajema tri statisticˇne obravnave transakcij: tortni
diagram, ki prikazuje odhodne strosˇke po kategorijah za izbrano obdobje,
iz katerega lahko vidimo, koliksˇen delezˇ nasˇih strosˇkov zavzema posamezna
kategorija, cˇrtni diagram, ki prikazuje gibanje stanja na racˇunu v nekem
obdobju, ter stolpicˇni diagram iz katerega je razvidna primerjava odhodnih
in dohodnih strosˇkov, ter profit oziroma izguba v izbranem obdobju.
Slika 4.8: Statisticˇni pregled transakcij: tortni prikaz (levo), cˇrtni (sredina)
in prikaz profita oz. izgube (desno)
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Grafi so implementirani s pomocˇjo knjizˇnice MPAndroidChart [13]. Knjizˇnica
je povsem brezplacˇna in omogocˇa enostaven API za kreiranje cˇrtnih, tortnih,
slapovnih in stolpicˇnih diagramov. Grafi kreirani s to knjizˇnico so interak-
tivni, kar pomeni da omogocˇajo funkcionalnosti kot so povecˇava, dogodke ob
kliku na dolocˇen del grafa, animacije in podobno.
Vsak tip grafa je implementiran kot locˇena kontrola, kar pomeni da se
v fragmentu, ki prikazuje diagram odlocˇimo katero kontrolo bomo dodali na
zaslonsko masko, ter katero poizvedbo na bazo moramo narediti, da prido-
bimo ustrezne podatke s katerimi lahko napolnimo graf. Vsak izmed treh
implementiranih grafov prikazuje druge podatke, tako da ima vsak svojo
namensko metodo, ki naredi ustrezno poizvedbo na bazo. Podatke o tipu
grafa, obdobju za katerega delamo diagram, ter kontekst izbranega racˇuna
fragmentu podamo kot argumente v konstruktorju.
4.2.3 Podrobnosti transakcije
Ta aktivnost uporabniku omogocˇa vnos nove oziroma urejanje obstojecˇe tran-
sakcije. Uporabniˇski vmesnik prikazuje slika 4.9. Na vrhu se nahaja orodna
vrstica, ki vsebuje gumb za nazaj, potrditev, ter skeniranje racˇuna. Pod
orodno vrstico se nahajajo vnosna polja v katera vnesemo podatke o racˇunu:
• Vrsta transakcije - radijski
gumb (odhodek, dohodek)
• Znesek - tekstovno polje ome-
jeno na decimalno sˇtevilo
• Kategorija - ob kliku na vnosno
polje se nam odpre dialog s se-
znamom kategorij
• Datum - ob kliku se nam odpre
dialog s koledarjem za izbiro da-
tuma
• Podjetje - tekstovno polje z
mozˇnostjo samodokoncˇanja
• Lokacija - tekstovno polje z
mozˇnostjo samodokoncˇanja
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Slika 4.9: Prikaz podrobnosti transakcije skupaj s sliko racˇuna (leva slika),
rocˇni vnos podatkov (srednja slika) in izbira kategorije (desna slika)
Cˇe uporabimo funkcijo skeniranja racˇuna, aplikacija analizira zajeto sliko
in sama napolni vnosna polja, ter shrani sliko racˇuna, ki je vidna na vrhu
aktivnosti. Uporabnik po potrebi popravi skenirane podatke, ter shrani tran-
sakcijo. Podrobnosti o funkcionalnosti skeniranja racˇuna so opisane v nasle-
dnjem podpoglavju 4.3.
4.2.4 Redne transakcije
Redne transakcije predstavljajo tiste transakcije, ki se ponavljajo v nekih
rednih intervalih. Primer taksˇne je odplacˇilo telefona po obrokih (15. dan,
vsak mesec). Pri definiranju redne transakcije moramo izbrati interval v ka-
terem se transakcija izvaja in enoto v intervalu. Aplikacija redne transakcije
samodejno vnasˇa v bazo glede na dolocˇen interval, tako da se uporabniku
ni potrebno ukvarjati z vnasˇanjem ponavljajocˇih se transakcij. Slika 4.10
prikazuje uporabniˇski vmesnik aktivnosti.
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Slika 4.10: Aktivnost - redne transakcije
V tej aktivnosti uporabnik lahko vidi seznam vseh svojih rednih transak-
cij. Element v seznamu prikazuje ime transakcije, interval in znesek. Ob
kliku na zapis v seznamu se nam odprejo podrobnosti redne transakcije. Nov
zapis dodamo preko lebdecˇega gumba, brisanje zapisa je izvedljivo preko
kontekstnega menija.
4.2.5 Podrobnosti redne transakcije
S pomocˇjo te aktivnosti, uporabnik vnese novo redno transakcijo oziroma
uredi obstojecˇo. Polja, na zaslonski maski so sledecˇa (Slika 4.11):
• Vrsta transakcije - radijski
gumb (odhodek, dohodek)
• Znesek - tekstovno polje ome-
jeno na decimalno sˇtevilo
• Interval - spustni meni (interval
izvedbe transakcije)
• Kategorija - ob kliku na vnosno
polje se nam odpre dialog s se-
znamom kategorij
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• Cˇas izvedbe transakcije (vsak
dan, dan v tednu, dan v me-
secu, dan v letu)
• Podjetje - tekstovno polje z
mozˇnostjo samodokoncˇanja
Slika 4.11: Aktivnost za prikaz podrobnosti redne transakcije
4.2.6 Racˇuni
Uporabnik si mora v aplikaciji kreirati vsaj en racˇun na katerega so vezane
vnesˇene transakcije. Lahko si kreira tudi vecˇ racˇunov. Ta aktivnost pri-
kazuje seznam vseh uporabnikovih racˇunov. Omogocˇa brisanje, urejanje in
dodajanje novih racˇunov. Preklapljanje med racˇuni je omogocˇeno v meniju
aplikacije. Uporabniˇski vmesnik je prikazan na sliki 4.12.
4.2.7 Podrobnosti racˇuna
Aktivnost, ki skrbi za podrobnosti racˇuna omogocˇa urejanje obstojecˇega in
dodajanje novega racˇuna. Sestavljena je iz naslednjih polj:
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• Naziv racˇuna - tekstovno polje
• Privzeta valuta - spustni meni s
podprtimi valutami
• Zacˇetno stanje - tekstovno polje
omejeno na decimalno sˇtevilo
• Trenutno stanje - tekstovno
polje omejeno na decimalno
sˇtevilo (samo za branje)
Slika 4.12: Racˇuni, podrobnosti racˇuna in menjava konteksta racˇuna
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4.3 Branje racˇuna
Avtomatskega branja podatkov iz racˇuna smo se lotili s pomocˇjo uporabe
Google Mobile Vision API-ja, ki omogocˇa branje teksta iz zajete slike. Torej
aplikacija mora omogocˇati tudi zajemanje slik.
4.3.1 Zajemanje slike
V operacijskem sistemu Android lahko sliko zajamemo tako, da najprej krei-
ramo datoteko v katero bo slika shranjena, nato kreiramo objekt tipa Intent,
ki zazˇene aktivnost s privzeto aplikacijo za slikanje na napravi, kateremu
prilozˇimo sˇe pot do kreirane datoteke [3]. Ko je slika zajeta in potrjena, se
klicˇe metoda z imenom OnActivityResult v kateri potem zajeto sliko pre-
beremo v objekt tipa Bitmap, ki ga pretvorimo v objekt tipa Frame in ga
posredujemo knjizˇnici OCR, kar prikazuje slika 4.13.
Slika 4.13: Branje teksta iz zajete slike
4.3.2 Uporaba Google Mobile Vision API-ja
Kot rezultat obdelave slike nam knjizˇnica OCR vrne polje objektov tipa
TextBlock, v katerem posamezen element predstavlja odstavek oz. smi-
selno zdruzˇeno komponento prebranega teksta, ki je nato razdeljen na vecˇ
manjˇsih komponent, prav tako tipa TextBlock, ki znotraj starsˇa predsta-
vljajo vrstice, ter sˇe na nizˇjem nivoju, besede. Vsak tak objekt zajema tudi
podatke o poziciji, in sicer odmik od levega, desnega, zgornjega in spodnjega
roba [9].
Iz racˇuna zˇelimo prebrati koncˇni znesek, datum izdaje racˇuna, naziv pod-
jetja, ki je izdalo racˇun, morebitno lokacijo (kje je bil racˇun izdan), ter v
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katero kategorijo spadajo izdelki na racˇunu. Za vsakega od podatkov je bil
kreiran razred z implementacijo metode, ki prejme objekt tipa TextBlock.
Vsak razred s pomocˇjo te metode v prejetih podatkih iˇscˇe enega od nasˇtetih
atributov racˇuna. Tekstovne bloke aplikacija najprej sortira, tako da si sle-
dijo od zgoraj navzdol in od desne proti levi, ter se skozi njih sprehodi v
zanki, v kateri potem vsaki instanci razreda, ki je zadolzˇena za iskanje spe-
cificˇnega podatka v tekstu poda tekstovni blok - koda je prikazana na sliki
4.14.
Slika 4.14: Procesiranje prebranega teksta
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4.3.3 Algoritmi za skeniranje racˇuna
Znesek
Kako izlusˇcˇimo koncˇni znesek iz podanega racˇuna? Prvi korak je da izlocˇimo
tiste dele racˇuna za katere smo sigurni, da to niso. Zagotovo lahko trdimo, da
iˇscˇemo neko numericˇno vrednost, torej lahko iz teksta izlocˇimo vrstice, ki ne
vsebujejo numericˇnih znakov. Vendar to ni dovolj, saj se sˇtevilke pojavljajo
tudi v drugih primerih, kot sta na primer datum in telefonska sˇtevilka. Po
analizi nekoliko vecˇjega sˇtevila racˇunov smo ugotovil, da so zneski vedno
navedeni z decimalnim sˇtevilom, tako da v aplikaciji lahko predpostavimo
tudi to. Sedaj imamo samo vrstice, ki vsebujejo decimalna sˇtevila, ampak
sˇe vedno se nismo znebili taksˇnih primerov, kot je na primer datum. Zneski
se od tovrstnih primerov razlikujejo po tem, da je pred celim delom zneska
vedno presledek, ali pa je sˇtevilo prvi znak. Tukaj opazimo sˇe to, da znesek
ponavadi nima pripone, cˇe pa jo zˇe ima so to najvecˇ 3 (abecedni) znaki,
ki predstavljajo valuto. Oznaka za valuto je od zneska lahko locˇena tudi s
presledkom.
Lahko recˇemo, da smo s temi predpostavkami skozi filter spustili samo
zneske na racˇunu, tukaj mislim tudi zneske posameznih izdelkov, in cˇe je
to res, potem pomeni da je najvecˇje sˇtevilo med njimi tudi koncˇni znesek.
Na koncu se seveda izkazˇe, da temu ni tako. Na racˇunih se med drugimi
nahajajo podatki o odstotku DDV-ja in kolicˇina kupljenih izdelkov (vcˇasih
je zapisana z decimalko), kar pomeni da so v teh primerih lahko to najvecˇje
sˇtevilke na racˇunu in da prej postavljena hipoteza pade, kar pomeni da bo
algoritem potrebno sˇe nekoliko nadgraditi.
Za veliko vecˇino racˇunov drzˇi, da so posamezni zneski izdelkov vedno
navadeni eden pod drugim in so desno poravnani, z istimi lastnostimi pa
jim sledi tudi koncˇni znesek. Tukaj lahko izkoristimo koordinate, ki nam
jih poleg teksta vrne nasˇa knjizˇnica OCR. Glede na to, da imamo desno
poravnavo zneskov, lahko zneske, ki imajo priblizˇno enak odmik od desnega
roba spravimo v skupen seznam. Tako dobimo sezname zneskov, ki v bistvu
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predstavljajo stolpce. Cˇe to vse drzˇi, vzamemo zadnjo vrstico iz stolpca, ki
ima najmanjˇsi odmik od desnega roba in to naj bi bil nasˇ koncˇni znesek. Pa
se spet izkazˇe, da pridemo do primerov, ko algoritem vrne napacˇen podatek.
V stolpcu, kjer se nahajajo zneski izdelkov, ter koncˇni znesek, je vcˇasih tudi
znesek s katerim je kupec placˇal racˇun, ter vrnjen znesek. V tem primeru je
aplikacija kot koncˇni znesek prepoznala vrnjen znesek ali pa v primeru, da je
le ta imel negativen predznak, placˇan znesek.
Resˇitev tega problema je, da sesˇtejemo cene izdelkov in potem sesˇtevek
primerjamo s potencialnim koncˇnim zneskom. Algoritem je sledecˇ: z zanko
se po seznamu sprehodimo v smeri od zadnjega do prvega elementa. Trenutni
element v zanki je n. Cˇe je element na n-tem mestu koncˇni znesek, pomeni
da je sesˇtevek elementov na mestih n − 1, n − 2, n − x enak elementu na
n-tem mestu. Slika 4.15 prikazuje algoritem za iskanje koncˇnega zneska na
racˇunu.
Slika 4.15: Iskanje koncˇnega zneska na racˇunu
Sedaj lahko recˇemo, da je algoritem zˇe skoraj zadovoljiv. Problem nastane
sˇe, cˇe imamo na katerem od izdelkov popust. V takih slucˇajih je med zneski
izdelkov na racˇunu tudi preracˇunan popust (znesek z negativnim predzna-
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kom). Cˇe skozi zacˇeten filter spustimo cˇez tudi negativna decimalna sˇtevila,
potem se algoritem obnese tudi v takih primerih.
Knjizˇnica OCR v dolocˇenih primerih napacˇno prebere tekst iz slike. Kar
se lahko zgodi, je da na primer med decimalnim locˇilom in sˇtevilko zazna
presledek, cˇeprav ga tam ni, ali pa recimo namesto sˇtevila 0 prebere znak O
in podobno. Taksˇne napake OCR-ja moramo popraviti v prvem koraku, saj
v primeru, da jih ne, zˇe takoj na zacˇetku nasˇ filter lahko izlocˇi vrstice, ki so
potencialne za znesek.
Datum
Zˇe prej smo omenili, da prebran tekst iz racˇuna velikokrat vsebuje napake, saj
so si dolocˇeni znaki med seboj prevecˇ podobni. Kljucˇno je, da te napake ne
vplivajo na pravilnost algoritma za iskanje podatka med prebranim tekstom.
Iz OCR-ja pogosto dobimo nazaj Z (cˇrko) namesto 7 (sˇtevilo), presledek
med dvema znakoma, cˇeprav ga dejansko ni, in tako naprej. Cˇe v tekstu
iˇscˇemo datum, v bistvu iˇscˇemo neko zaporedje sˇtevilk in locˇil, tako da lahko
preventivno zamenjamo vse potencialno napacˇno prebrane znake s taksˇnimi
ki ustrezajo nasˇemu iskanemu podatku, kar prikazuje koda na sliki 4.16.
Slika 4.16: Preventivno popravljanje OCR napak
Formati v katerih se lahko pojavi datum so sledecˇi:
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• DD.MM.YYYY
• DD/MM/YYYY
• DD-MM-YYYY
• YYYY.MM.DD
• YYYY/MM/DD
• YYYY-MM-DD
Formati imajo razlicˇna locˇila med komponentami. Za lazˇje procesiranje jih
poenotimo, tako da bodo sedaj datumi vedno v formatu DD.MM.YYYY ali
YYYY.MM.DD (slika 4.17). Leto v datumu se lahko pojavi tudi v skrajˇsani
obliki (YY). V taksˇnem primeru algoritem oceni kateri del datuma predsta-
vlja letnico, ter mu pripne sˇe prvi del (tisocˇletje in stoletje) iz trenutnega
datuma.
Slika 4.17: Poenotenje locˇil med komponentami datumov
Potem preverimo ali vrstica ki jo trenutno procesiramo vsebuje niz zna-
kov, ki bi ustrezal enemu od dveh mozˇnih formatov, ter iz nje izlusˇcˇimo samo
tekst, ki predstavlja datum. Na koncu s pomocˇjo formata kreiramo instanco
razreda Date, ki predstavlja datum izdaje skeniranega racˇuna (slika 4.18).
Lahko se zgodi, da je na racˇunu vecˇ podatkov, ki ustrezajo enemu od
pricˇakovanih formatov datuma. V taksˇnem primeru se vzame datum, ki je
najblizˇji trenutnemu datumu.
Naziv podjetja
Naziv podjetja se obicˇajno nahaja nekje pri vrhu racˇuna, v vecˇini primerov
kar v prvi vrstici, tako, da je algoritem za iskanje naziva izdajatelja racˇuna
zelo enostaven. Vzamemo prvi tekstovni blok na racˇunu, ki ponavadi vsebuje
naziv podjetja, naslov podjetja, morebitni naslov enote, telefonsko sˇtevilko in
pa identifikator za DDV, ter ga procesiramo vrstico po vrstico. Prva vrstica
je vcˇasih samo niz znakov (*,-,., itd.), ki predstavljajo cˇrto katera oznacˇuje
zacˇetek racˇuna. Taksˇno vrstico algoritem za iskanje naziva zazna in izlocˇi
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Slika 4.18: Kreiranje datuma
iz nabora kandidatov. To stori tako, da preveri, cˇe trenutna vrstica vsebuje
vecˇ kot 3 enake zaporedne znake in jo v takem primeru preskocˇi. Algoritem
nato preveri cˇe se katera koli izmed vrstic v prvem bloku ujema z imenom
katerega od obstojecˇih podjetij v bazi. Cˇe v tem primeru najde ujemanje,
zakljucˇi procesiranje in uporabniku vrne najdeno podjetje. V nasprotnem
primeru predvideva, da se naziv nahaja v prvi vrstici.
Lokacija
Lokacijo prav tako iˇscˇemo na vrhnjem delu racˇuna. V prvem koraku moramo
samo zmanjˇsati nabor kandidatov, ki sploh lahko ustrezajo formatu naslovov,
se pravi da moramo izlocˇiti vse vrstice, ki ne vsebujejo potencialnega imena
ulice in hiˇsne sˇtevilke (zaporedje vecˇ abecednih znakov, presledek in pozitivno
sˇtevilo z morebitno pripono, ki oznacˇuje deljeni naslov). Zapise filtriramo z
regularnim izrazom na sliki 4.19.
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Slika 4.19: Filtriranje kandidatov za naslov
Drugi korak je validacija kandidatov, ki ustrezajo nasˇemu filtru. Naslov
namrecˇ ni zapisan v nekaksˇnem unikatnem formatu, saj je to le neko zapo-
redje besed in sˇtevilk, ki nam brez predhodnega znanja ne pove veliko. Na
izgled enak zapis (na primer: Miza 1048, Natakar 1) lahko aplikaciji izgleda
kot legitimen naslov, vendar to ni. Za locˇevanje med dejanskimi naslovi in
zapisi, ki le izgledajo kot naslov bomo torej potrebovali neko predhodno zna-
nje oziroma vir podatkov, s pomocˇjo katerega bomo razlikovali med taksˇnimi
primeri.
Ko razmiˇsljamo o podatkovni bazi, ki bi vsebovala cˇim vecˇjo kolicˇino
naslovov, bi si upal trditi, da veliki vecˇini ljudem takoj na misel pride Google
maps. Raziskali smo cˇe Google mogocˇe zˇe ponuja kaksˇno storitev, ki bi
razvijalcem omogocˇala dostop do njihove baze podatkov. Izkazˇe se da res
obstaja javna spletna storitev, ki se imenuje Geocoding API [7].
Storitev je dostopna preko HTTP protokola, z metodo GET. Pri zahtevku
moramo podati format v katerem bi radi nazaj dobili podatke, na voljo pa
sta JSON in XML.
Parametri, ki jih storitev prejme so sledecˇi:
• naslov (obvezen)
• komponente
• regija
• jezik
Aplikacija za vsak potencijalen naslov posˇlje zahtevek do Geocoding API-
ja, v katerem naslov poda kot parameter. Storitev nato nazaj vrne seznam
38 Alesˇ Horvat
formatiranih naslovov. Cˇe je seznam prazen, pomeni, da tekst, ki smo ga
poslali ni veljaven naslov. Na racˇunu se obicˇajno nahajata eden do dveh
veljavnih naslovov: naslov podjetja in naslov prodajne enote. Aplikacija se
mora odlocˇiti kateri od naslovov ima vecˇjo verjetnost, da je pravilen. To stori
tako, da vedno da prednost tistemu, ki v aplikaciji sˇe ni bil popravljen s strani
uporabnika, saj si v primeru, da uporabnik popravi podatek iz opticˇnega
branja racˇuna, to tudi zabelezˇimo v bazo. Algoritem za iskanje naslova je
prikazan na sliki 4.20.
Slika 4.20: Iskanje pravilnega naslova
Diplomska naloga 39
Kategorija
Kategorijo v katero bi uporabnik umestil skenirani racˇun lahko v teoriji ugo-
tovimo glede na podatke o izdajatelju racˇuna, ter navedenih izdelkih na
racˇunu, vendar se v tem primeru ne moremo zanasˇati na izdelke, saj bi potem
v podatkovni bazi morali hraniti zelo veliko sˇtevilo zapisov, saj so enaki izde-
leki na racˇunih razlicˇnih izdajateljev navedeni z razlicˇnimi nazivi. Algoritem
torej uporabniku ponudi najbolj verjetno izbiro kategorije, glede na izda-
jatelja racˇuna. Verjetnost pravilne izbire ne bo tako velika kot pri ostalih
podatkih, saj tukaj gre za nekaj kar ni eksplicitno navedeno na racˇunu, prav
tako pa se kategoriziranje enakih racˇunov lahko razlikuje med uporabniki,
ki imajo v aplikaciji tudi mozˇnost ustvarjanja svojih kategorij. Algoritem
iskanja tega podatka je torej odvisen od predhodnih podatkov, zato bo na
zacˇetku uporabe aplikacije odstotek pravilno izpolnjenih kategorij najnizˇji, s
cˇasom pa se bo ta postopoma viˇsal, ker se bo polnila tudi uporabnikova baza
podatkov.
Algoritem poiˇscˇe vse kategorije, ki so do trenutka skeniranja bile povezane
na izdajatele racˇunov, ter presˇteje kolikokrat je bil izdajatelj povezan z neko
kategorijo. Aplikacija nato izbere tisto, ki ima najvecˇje sˇtevilo zadetkov
(slika 4.21). Cˇe izdajatelja in izdelkov sˇe nimamo v bazi, mora za kategorijo
poskrbeti uporabnik.
Slika 4.21: Postopek ugotavljanja kategorije
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4.3.4 Ucˇinkovitost algoritmov za skeniranje racˇuna
Skeniranje racˇuna s pomocˇjo tehnologije OCR je proces, katerega ucˇinkovitost
skorajda ne more biti sto odstotna. Glavni razlog za to je, da izdan racˇun
nima nekega predpisanega formata na katerega bi se algoritmi za iskanje
podatkov lahko zanasˇali. To pomeni, da se aplikacija pri prepoznavanju
podatkov iz racˇuna lahko tudi zmoti. Sledi statisticˇna analiza pravilnosti
skeniranih podatkov iz racˇuna. Pri testiranju pravilnosti algoritmov smo
uporabili 50 racˇunov, ki med razvojem aplikacije niso bili uporabljeni v na-
men prilagajanja skeniranja.
Testiranje je bilo izvedeno tako, da smo vseh 50 racˇunov poslikali, vse slike
shranili v skupno mapo, ter vsaki sliki zdraven prilozˇili tekstovno datoteko
z enakim nazivom, v katero smo rocˇno zapisali podatke iz racˇuna na sliki.
V namen testiranja je bila napisana funkcija v aplikaciji, ki prebere vse slike
iz podane mape, ter zraven vsake prilozˇi datoteko v katero zapiˇse skenirane
parametre racˇuna. Tekstovne datoteke smo nato med sabo primerjali, ter si
podatke o pravilnosti zabelezˇili v Excel-ov dokument, v katerem je nato bil
kreiral tudi graficˇni prikaz pravilnosti algoritmov za skeniranje.
Koncˇni znesek racˇuna je bil pravilno prebran v 80 odstotkih (40 racˇunov),
datum izdaje v 84 odstotkih (42 racˇunov), izdajatelj racˇuna v 88 odstotkih
(44 racˇunov), lokacija oziroma naslov na katerem je bil racˇun izdan v 52
odstotkih (26 racˇunov), pri kategoriji pa je odstotek pravilnosti znasˇal le 8
odstotkov (4 racˇuni). Tukaj velja pripomniti, da je umesˇcˇanje racˇuna v kate-
gorijo odvisno od obstojecˇih podatkov v bazi, pravilnost prikazanega podatka
pa je subjektivno mnenje posameznika. Dokaj nizek odstotek pravilnosti lo-
kacije izdaje racˇuna, pa je posledica dejstva, da se na racˇunu v dolocˇenih
primerih nahajata naslov podjetja in naslov prodajne enote, saj je 50 od-
stotkov napacˇno prebranih naslovov, posledica ravno tega, da je aplikacija
namesto naslova prodajne enote izbrala naslov podjetja. Slika 4.22 prikazuje
graf uspesˇnosti skeniranja po postavkah racˇuna.
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Slika 4.22: Ucˇinkovitost algoritmov skeniranja racˇuna po atributih
Sˇtevilo v celoti pravilno prebranih racˇunov je bilo 4 od 50, kar je 8 odstot-
kov. Slab odstotek zanesljivosti lahko pripiˇsemo kategoriji, ki je podatek ki
ni eksplicitno naveden na racˇunu in se lahko razlikuje od uporabnika do upo-
rabnika. Cˇe pri sˇtevilu pravilno prebranih racˇunov izvzamemo kategorijo,
dobimo nekoliko vecˇji delezˇ uspesˇnosti skeniranja racˇuna, in sicer 15 od 50
racˇunov (30 odstotkov), kar prikazujeta grafa na slikah 4.23 in 4.24.
Z uporabo aplikacije je predvideno tudi povecˇevanje odstotka uspesˇnosti
skeniranja racˇunov, saj je uspesˇnost iskanja nekaterih elementov racˇuna od-
visna tudi od obstojecˇih podatkov v bazi.
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Slika 4.23: Odstotek v celoti pravilno prebranih racˇunov
Slika 4.24: Odstotek pravilno prebranih racˇunov z izjemo kategorije
Poglavje 5
Sklepne ugotovitve
Aplikacija, ki je bila razvita v sklopu diplomske naloge zajema funkcional-
nosti, ki uporabniku omogocˇajo belezˇenje njegovih transakcij, ter pomagajo
pri organizaciji financˇnih sredstev. Vnos transakcij je uporabniku olajˇsan s
pomocˇjo skeniranja racˇunov, kar je ena od prednosti pred konkurencˇnimi
aplikacijami, saj je trenutno na trgu zelo majhen delezˇ aplikacij, ki po-
nujajo taksˇno storitev z zadovoljivo ucˇinkovitostjo. Slabost aplikacije je,
da ne omogocˇa izvoza podatkov in sinhronizacije lokalne podatkovne baze
s strezˇnikom, med tem ko vecˇina konkurencˇnih aplikacij omenjeni storitvi
ponuja. Za nekatere uporabnike je varnostna kopija oziroma prenosljivost
podatkov med napravami zelo pomembna, zato bi bilo obe funkcionalnosti
smiselno vkljucˇiti v eno od naslednjih razlicˇic aplikacije.
V mozˇne izboljˇsave aplikacije bi tako na prvo mesto umestil izvoz po-
datkov v standardizirane formate, ter sinhronizacijo podatkovne baze na
strezˇnik, saj sta to kljucˇni funkcionalnosti za velik delezˇ uporabnikov. Med
funkcionalnosti, ki bi predstavljale dodano vrednost aplikacije, pa spadajo in-
teraktivni grafi, sinhronizacija z bancˇnimi sistemi, opomniki o bodocˇih tran-
sakcijah, mozˇnost kreiranja podkategorij, ter umesˇcˇanje transakcije v vecˇ
kategorij hkrati.
Ucˇinkovitost skeniranja racˇunov je prav tako funkcionalnost, ki ima sˇe
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kar nekaj prostora za izboljˇsave. Potrebno bi bilo zgraditi obcˇutno vecˇjo
bazo testnih primerov, kot smo jo uporabljali pri izdelavi aplikacije v sklopu
diplomske naloge, ki bi sluzˇila za prilagajanje algoritmov iskanja podatkov na
racˇunih. Bazo testnih racˇunov bi lahko nadgrajevali uporabniki sami, tako
da bi v aplikaciji imeli mozˇnost posˇiljanja podatkov povezanih s skeniranjem
racˇuna na nasˇ strezˇnik, z namenom izboljˇsanja storitve.
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