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4 
Abstract 
 
 
IT has been growing rapidly through the years and the IT solutions which are required are no simpler. 
Industries want IT solutions to be flexible enough to accommodate spikes in demand and to produce 
outcomes as soon as possible. Therefore, the adoption of agile methodologies has been increasing. 
extreme programming (XP) has been the most common agile methodology adopted since 2004. 
Industries have struggled to make the transition from a traditional approach to agile; as there are many 
opposing principles: traditional methodologies drive individual programming, whereas agile drives 
team collaboration when developing software. However, the benefits realised from XP grew as 
companies noticed that teams built strong relationships, software was delivered faster and errors in 
code were minimal. Pair programming (an XP practice) is the least used XP programming practice. 
This is in spite of studies conducted in North California in the years 2010 - 2017, which noted that 
pair programming, when used, provides numerous benefits to both staff and company. Some of the 
benefits included improving productivity, reducing time spent on delivery; increasing the sharing of 
knowledge and strengthening teams’ morale. This challenges the gap between the adoption of pair 
programming (which is low) and agile (which is popular). Therefore this study was undertaken to 
understand the phenomena that influence the adoption of pair programming in agile software 
development companies. 
 
The results of this case study show that software developers have a positive attitude towards using 
pair programming. Their senior staff and peers encourage the use of pair programming as the 
company provides enough hardware and tools to accommodate the needs of pair programming. 
However, it was indicated by both senior and junior staff that there is reluctance by juniors to voice 
their opinions. The personality mix sometimes impacts the use of pair programming; for instance, 
introverts may not want to communicate and an extrovert may be too overpowering in a pair 
programming environment. However, pair programming is confirmed as a mentoring tool; to help 
skills development and the sharing of knowledge. In addition, pair programming is noted as more 
beneficial for complex tasks. Due to the constant engagement required during pair programming, the 
developers noted it is sometimes draining and therefore suggest regular breaks and switching of roles 
to maintain the synergy. Overall, pair programming is recommended for future and current use as it 
produces higher quality code, improves productivity, assists in sharing of knowledge and boosts the 
confidence and skills of those less experienced. 
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Definition of Terms 
 
 
Agile software development: This is a set of principles for software development that consists of 
values that underpin solutions to evolve through collaboration. This is procured by iterative, adaptive, 
continuous and early delivery (Lindstrom & Jeffries, 2004). 
 
Pair programming: This is an agile software development technique that belongs to extreme 
programming. This technique involves two programmers working together at one computer, solving a 
task on hand (Williams, 2010). 
 
Software development: This is a process for programming that creates, fixes or maintains software 
products. Programming involves writing/typing code (Williams, 2010). 
 
 
Software developers/ developers: These are individuals who conduct the software 
development i.e. write/type code (Williams, 2010). 
 
 
TBP (Theory of Planned Behaviour): This is a theory that underpins intention and behaviour of 
individual’s. This theory’s aim is to improve the predictability of human behaviour (Icek, 2006). 
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Chapter 1: Introduction  
 
 
 
1.1 Background and Context 
 
“Pair programming, two programmers collaborating on design, coding and testing, has been a 
controversial focus of interest as Agile Software Development continues to grow in popularity 
both among academics and practitioners. As a result of the many investigations into the 
effectiveness of pair programming in the last decade, many have come to realize that there are 
many hard-to-control factors in pair programming in particular and in empirical software 
engineering in general. Because of these factors, the results of many pair programming 
experiments are not easy to replicate and the relative productivity of pair and solo 
programming are still not fully understood.” - (Kim, Barnes, Chan, & Keith, 2010, p. 143)  
 
Software development companies currently struggle with the frequent changes in business needs and 
demands for faster delivery. The traditional approach to software development cannot cope with the 
ever-changing needs, since within traditional software development; the requirements are locked into 
the specified period of delivery. This approach is not flexible enough to easily accommodate changes 
which could have a ripple effect that either pushes delivery to a later time or prevents delivery at all 
(Cockburn & Williams, 2000). The traditional approach commonly assigns activities as individual 
tasks. The common perception was that having more than one individual working on a task was a 
waste of time and a duplication of effort, which would increase the time spent on a task and allows 
some individuals to contribute less effort as they sponge off others. However, with the rapidly and 
constantly evolving technology environment, it was becoming impossible to develop high quality 
software within a limited time using a traditional approach (Kim et al., 2010). Hence, the introduction 
of agile within software development has been largely adopted due to the savings in time it offers. 
 
Agile software development is about being able to deliver software that can accommodate changes 
with continuous integrations and iterations so that the software is delivered faster. The agile 
methodology is embodied by the agile manifesto that is articulated by the 12 agile principles (Doyle, 
Williams, & Cohn, 2014). The agile manifesto drives a people-centric approach that allows software 
to be delivered by a team that constantly reflects on and improves delivery. XP is the most commonly 
practiced agile method within software development industries. One of the least practiced methods is 
pair programming (Doyle et al., 2014). 
 
Pair programming has many of the benefits of agile when applied to software development. Pair 
programming is a method that typically involves two software developers sitting in front of one 
terminal working at a task. There are two roles performed simultaneously: a driver writes the code and 
a navigator checks/reviews the code being written. One of the benefits is higher quality code as two 
individuals are constantly reviewing and correcting the code being written. Additionally, the time 
taken to deliver the code is faster as testing and defect time is reduced. Also, the software developers 
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are happier when spending most time with a partner and being able to leverage off each other’s skills, 
which improves team work and knowledge transfer (Kim et al., 2010). 
 
This paper is a study of the factors that influence the practice of pair programming within an agile 
software development industry. The goal of this study is to research the way software developers’ 
program and to engage with them to understand the phenomenon. Previous studies suggest that there 
are many benefits from using pair programming for software development, hence in this paper the 
researcher will further analyse the elements that affect the adoption of pair programming, especially in 
an agile driven organisation. 
 
1.2 Problem Statement 
 
The adoption of agile in software development has increased rapidly. As noted in the 2013 CHAOS 
report: “In the last 10 years, 45% of agile projects were less than $1 million in labour cost. In contrast, 
only 14% of waterfall projects were less than $1 million in labour cost” (Standish, 2013, p. 25). The 
biggest reason for agile being more successful and productive than the traditional waterfall approach 
is due to the ability of the methodology to break up work in smaller chunks that allow greater focus 
and faster delivery. Agile promotes interaction among team members aiming for a mutual 
understanding. One agile practice that belongs to XP is pair programming. As noted in the CHAOS 
report, “in the XP process developers work in pairs. Often these pairs move around to help create and 
spread expertise and to generate a sense of a greater team. It is also healthy to periodically evaluate 
how well team members are working together. Communication is the key to success with any team, 
and team building requires the active participation and communication with every team member” 
(Standish, 2013, p. 18). Pair programming is a core practice of XP and noted to be the most aligned to 
the agile principles (Doyle et al., 2014). Due to the nature of pair programming, a highly interactive 
approach that involves frequent communication and understanding is used (Williams, 2010). 
 
The benefits derived by using pair programming are those that can aid a company to improve quality, 
productivity and team work. Pair programming is seen to improve software developers on an 
individual level through the sharing of knowledge through the continuous interaction and active 
participation involved when using pair programming. Since pair programming induces each 
individual to contribute his/her portion of expertise/experiences to a task, this leads to an outcome of 
diversity and ingenuousness. Besides pair programming assisting individual growth, it has also been 
seen to greatly increase productivity and quality of work. In some instances it was noted that pair 
programming was able to also reduce the time spent on tasks (Fu et al., 2017). 
 
However, previous studies had noted that the adoption of pair programming, especially in software 
development, is low and is in fact the least adopted of agile practices (Doyle et al., 2014). Pair 
programming generates dynamics that differ vastly from the norm, known as “the traditional/solo 
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programming method”. This is one of the major reasons for the lack of pair programming adoption 
(Kim et al., 2010). 
 
There is a mismatch between the actual adoption of pair programming by software developers within 
agile software development and the literature-articulated benefits derived from using pair 
programming. While the benefits of pair programming are positive, it is actually not adopted much, 
especially by software development industries (Doyle et al., 2014). Therefore the adoption of pair 
programming by software practitioners are so low, there is not much empirical evidence found on the 
usage rates of pair programming within software development industries. This study will explore the 
factors that influence the adoption of pair programming within software development industries. Since 
the adoption rate is low the study will focus on the continued use of pair programming after adoption. 
As mentioned above, previous studies strongly emphasise the inherent benefits of pair programming. 
However, most experiments were conducted in an educational setting (Williams, Kessler, 
Cunningham, & Jeffries, 2000). 
 
While pair programming is a popular topic in educational research studies, it is seldom adopted within 
software development industries. This study will research the factors that influence the use of pair 
programming, particularly from the perspectives of agile software development industries. 
 
1.3 Research Questions 
 
The intention of this study is to understand the phenomenon of pair programming in an agile software 
development industry by considering the factors suggested by the Theory of Planned Behaviour. The 
overarching research question is thus: What influence’s software developer’s use of pair programming 
within software development industries. This is deconstructed into four research questions using the 
study’s conceptual framework variables namely: attitude, subjective norms and perceived behavioural 
control. There will be four main research questions that will be addressed in this study. The research 
questions are as follows: 
 
1. How do attitudes correlate to software developers’ use of pair programming within an agile 
software development methodology? 
 
2. How do subjective norms correlate to software developers’ use of pair programming within an 
agile software development methodology? 
 
3. How does perceived behavioural control correlate to software developers’ use of pair 
programming within an agile software development methodology? 
 
4. How does intention correlate to software developers’ use of pair programming within an agile 
software development methodology? 
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 1.4 Objectives 
 
The objectives of this study are: 
 
 to determine software developers’ use of pair programming within an agile software 
development methodology;

 to assess the role of attitudes towards using pair programming within agile software 
development by determining:
 
o the attitudes of software developers towards development when using pair 
programming within agile software development, 
 
o the attitudes of software developers towards collaborating in a team using pair 
programming within agile software development; 
 
 to assess the role of software development subjective norms towards using pair programming 
within agile software development by determining:

o the managers’ or team leaders’ influence on software developers when using pair 
programming within agile software development, 
 
o peer influence on software developers within the organisation when software 
developers use pair programming within agile software development; 
 
 to assess the role of perceived behavioural control in software development using pair 
programming within agile software development by determining:

o resources/environmental influence on software developers when using pair 
programming within agile software development, 
 
o the software developers’ perceived behavioural control’s influence on their use of 
pair programming within agile software development; 
 
 to assess software developers’ intention towards using pair programming for current and 
future development within an agile industry
 
1.5 Overview of Methodology 
 
This study will use case study research as a research strategy with the use of a mixed method 
approach using quantitative and qualitative data. Triangulation will be adopted to capitalise on the 
strengths of both qualitative and quantitative methods to provide accurate and concise conclusions. 
Data production will be underpinned by using the following tools: in-depth interviews (10 
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participants) and questionnaires (17 respondents). The text data will be analysed by using thematic 
analysis. 
 
1.6 Limitations 
 
The limitation of this study is the location as the researcher resides in the Durban region and there are 
few software development companies that practice pair programming with agile as a methodology. 
Only one company will be used for this study and the employees will be the participants; therefore the 
number of participants is limited. There are limits to the gathering of external and additional internal 
perspectives, such as from other software development companies and by using a wider range of 
participants. 
 
1.7 Rationale 
 
The topic of pair programming has been of great interest to the researcher for a number of years. It 
was first explored by the researcher in an educational setting in her Honours (Dhoodhanath, 2014) 
academic degree and the exploration was continued in an industry setting with the Masters study. The 
researcher is employed and functions within the department of agile software development but is not a 
software developer. The organisation where the researcher is currently employed does not make use of 
pair programming. However, the unique dynamics of pair programming remain of interest to the 
researcher. 
 
Pair programming is discussed in the literature as an approach to successful software development 
(Williams, 2010). However, in a search for instances of the actual adoption of pair programming in 
software development, few were found. This is supported by Doyle et al (2014, p. 14) who states “we 
are 95% sure that no more than 25% of development teams have implemented pair programming”. 
This discrepancy provides an interesting context for research, especially within an industry setting. 
Agile has also become a prominent topic in the Information Technology world; therefore the study 
focuses on agile specifically (Williams et al., 2000). 
 
1.8 Summary of Chapters 
 
This research paper is organised into eight chapters. The chapters begin with an introduction which 
will focus on the scope of the study. In addition to the problem statement, research questions, 
objectives and limitations of the study are presented in Chapter 1. This chapter advances to the 
literature review that will establish the background and underlying foundation that builds on the 
problem statement. The third chapter discusses the Theory of Planned Behaviour which is the 
conceptual framework that underpins the study. The chapter describes the logical association of the 
variables of the model, namely: attitude, subjective norms and perceived behavioural control. The 
fourth chapter discusses the research approach utilised in the study. The approach adopted is a mixed 
method case study and the chapter discusses the methodological factors such as research setting, 
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sample and sampling techniques. In addition, this chapter includes the process and administration 
undertaken for the development of the research instrument for the study. The method of analysis will 
also be discussed in this chapter, along with the ethical considerations. Thereafter, the following 
chapters will discuss the results/findings from the research, the fifth chapter analyses the quantitative, 
survey data and the sixth chapter will present the analysis of the qualitative data (interviews). The 
seventh chapter will answer the research questions in relation to both sets of data provided (survey 
and interviews) and will attempt to draw comparisons with what was discovered in the literature on 
pair programming. The final chapter discusses the conclusions of the study, as well as the limitations 
of the study and the recommendations for further study. 
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Chapter 2: Literature review  
 
 
 
 
2.1 Introduction 
 
The literature review was conducted by reviewing several past studies and online research libraries. 
Material was mainly sourced from the online research libraries of Google Scholar: 
http://scholar.google.co.za/ and the UKZN: http://researchspace.ukzn.ac.za/. This chapter will discuss 
the literature that supports this study. The first section will discuss agile software development as the 
overarching methodology that underpins the programming practise; thereafter the chapter will 
consider Extreme programming. Extreme programming is the software development methodology 
that focuses on using software development practises to the ‘extreme’ level. This embodies 
development processes that are more agile driven than traditional approaches that are perceived to be 
more restricted. Pair programming will be discussed subsequently along with the perceived benefits 
and factors that are noted as being admirable strengths. Hereafter, the challenges and difficulties 
experienced when using pair programming, which potentially contribute to the lack of its adoption 
will then be discussed. Finally, the conclusion will draw together the various discussions in this 
chapter. 
 
2.2 Previous Literature Summary 
 
The research on obtaining previous literature on the study involved reviewing online research libraries 
such as Google Scholar: http://scholar.google.co.za/ and the UKZN: http://researchspace.ukzn.ac.za/. 
Google Scholar is recognised as a legitimate source to use for searching for literature sources (van 
Aalst, 2010). The below table provides a summary of the Google Scholar search returns that were 
used for this study. Google Scholar was used as the main source. The searching method used was a 
funnel approach which began with the wider topic that relates to the problem statement i.e. agile 
software development, and narrowing the search to topics directly linked to pair programming in 
software industries and its benefits and challenges. The partial words used in the search string were 
used to obtain singular and plural relative topics for example: industr would include “industry” and 
“industries”. The double quotation marks used within the search string are used to ensure two words 
are treated as a single unit in the search. There have been many studies that explored pair 
programming; but they were mainly conducted in an academic environment (Williams, 2010; 
Williams, Kessler, Cunningham, & Jeffries, 2000). Hence there were limited recent studies focusing 
on pair programming outside an academic context. The table 1 below provides the number of 
literature references related to pair programming in academic settings for the years from 2011 till 
2014, this study began in 2015. On average there are 10 searches displayed per Google Scholar page 
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therefore the values reported as appearing on the first page are usually out of 10, and are sorted by 
relevance. 
 
The results above show that research studies in pair programming and benefits have been mostly 
conducted in academia settings in 2011. The popularity of academia studies on pair programming, 
benefits and challenges have decreased slightly in 2012 which studies explored either both industry or 
academia and some only on industry. . In 2014 pair programming studies slightly decreased in 
academic settings, however in 2013 and 2014 the academic studies on benefits and challenges again 
increased towards academia settings. Therefore this study solely focuses on industry settings and is 
highlighted in light green in table 1 below to depict the years of the study duration to depict that this 
study contributes to the growing trend of using pair programming in industry settings. 
 
Table 1: Previous literature on academic settings 
 
 
Google scholar search 
  
Total number of return per search string per year 
 
    
            
Number of studies relating to academic 2011 2012 2013 2014 2015 2016 2017 
settings on page 1 of search          
         
"pair programming"  7 4 6 4     
            
"pair programming" benefits 
         
 8 3 4 7     
            
"pair programming" challenge 5 4 5 8     
            
 
 
Table 2: Previous literature stats summary 
 
 
Google scholar 
   
Total number of return per search string per year 
  
      
 search            
 Search String  2008 2009 2010 2011 2012 2013 2014 2015 2016 2017 
             
agile software 10300 12500 14200 15300 17600 18700 18600 21200 22100 22700 
development           
agile software 5830 6370 7360 8050 9150 10100 10000 13000 13100 13300 
industry           
"pair 788 801 900 954 1030 1110 1190 1190 1210 1250 
programming"           
"pair 436 439 514 587 619 665 652 693 774 754 
programming"           
software           
industry           
"pair 327 322 392 441 473 495 490 496 576 541 
programming"           
agile software           
industry           
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The results in table 2 above indicate that research on software development has substantially 
increased for the last 12 years and has peaked since 2012 with a 220 increase in literature from 2011, 
and again from 2014 to 2015 by 260. This suggests that research on agile has rapidly increased in 
popularity during the subsequent years. 
 
Past studies in pair programming have increased since 2008 however decreased slightly in 2013 but 
thereafter increased slightly in subsequent years till 2017. Previous studies relating specifically to pair 
programming in software industries have increased over the years but slightly decreased in 2014. 
However studies relating to pair programming in agile industries substantially increased over the last 
12 years and jumped by 80 more studies from 2015 to 2016. This suggests that pair programming has 
been gradually gaining popularity within research over the recent 12 hence this study is relevant. 
Lastly past studies on benefits and challenges of pair programming also gradually increased over the 
recent 12 years which shows constant invested interest in these topics. 
 
2.3 Agile Software Development 
 
Agile has been used in the software development market since the 1990s. The initial intention of agile 
was to overcome known problems in the traditional/waterfall software development approach. Some 
of the issues include taking too long to deliver, and not being able to cope with a 21
st
 century 
technological environment that is rapidly changing (Boehm, 2006). The aim of agile is to be 
lightweight, ensuring rapid delivery with continual improvements and a people-centric approach 
(Lindstrom & Jeffries, 2004). Agile software development is now more mainstream within software 
development industries (Doyle, Williams, & Cohn, 2014). 
 
The need for agile came from the rapidly changing technological environments with countless needs, 
changes and desires. The traditional approach took longer to produce an outcome or accommodate a 
change, which made it difficult to cope in an ever-evolving technological environment. In addition, 
the traditional approach did not foster much interaction, which led to individuals producing output in 
isolation, which did not involve enough knowledge sharing, cross-skilling or productive teamwork 
(Balbes, 2014). Agile allows software to evolve, to consider and cater for changes and to break down 
outcomes into smaller increments so that delivery is more regular. By doing this, it also meets the 
recent and most updated needs of the users (Doyle et al., 2014). Agile in software development 
emphasises small software deliveries with fast paced cycles, with interacting parties constantly 
working together with high levels of communication. In addition, it results in adopting methods that 
are simple, which are easy to understand and follow, and which adapt to accommodate last minute 
changes, since the technological world is evolving rapidly (Abrahamsson, Salo, Ronkainen, & Warsta, 
2017). 
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The agile manifesto documents the twelve agile principles (Lindstrom & Jeffries, 2004, p. 44): 
 
1. Our highest priority is to satisfy the customer through early and continuous delivery of 
valuable software. 
 
2. Welcome changing requirements, even late in the development. Agile processes harness 
change for the customer’s competitive advantage. 
 
3. Deliver working software frequently, from a couple of weeks to couple of months, with a 
preference for the shorter timescale. 
 
4. Business people and developers must work together daily throughout the project. 
 
5. Build projects around motivated individuals. Give them the environment and support they 
need and trust them to get the job done. 
 
6. The most efficient and effective method of conveying information to, and within, a 
development team is face-to-face conversations. 
 
7. Working software is the primary measure of progress. 
 
8. Agile processes promote sustainable development. The sponsors, developers, and users 
should be able to maintain a constant pace indefinitely. 
 
9. Continuous attention to technical excellence and good design enhances agility. 
 
10. Simplicity (the art of maximising the amount of working not done) is essential. 
 
11. The best architectures, requirements, and designs emerge form self-organizing teams. 
 
12. At regular intervals, the team reflects on how to become more effective and then tunes and 
adjusts its behaviour accordingly. 
 
The manifesto for Agile Software Development stresses the following (Lindstrom & Jeffries, 2004, p. 
 
44): 
 
 Individuals and interaction over process and tools

 Working software over comprehensive documentation

 Customer collaboration over contract negotiation

 Respond to change over following a plan
 
 
 
The above four statements summarise the value of agile: The word ‘over’ in each statement indicates 
that the statements on the left are preferred more than those on the right. The latter part of the 
statements refer to the ‘behaviour’ that is less important, but can be used if needed (Lindstrom & 
Jeffries, 2004). When developing software using agile, the importance of interaction between 
individuals is a priority; however, the adoption of processes and tools can be used to aid the primary 
focus of the final product. The use of documents can assist in defining rules/requirements for 
delivering working software. The use of contracts does assist in providing some conditions within 
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which parties can work; this becomes crucial when interacting with external clients. However the 
ongoing collaborations are what will develop the team to understand and deliver the appropriate final 
product (Doyle et al., 2014). Agile teams must be proactive rather than following a strict plan, since 
what was planned initially could have changed. Software development teams will need to respond to 
change continuously in order to deliver what the client wants at the point of delivery and not what was 
projected in a plan (Lindstrom & Jeffries, 2004). The interactive and iterative approach of Extreme 
Programming (XP) makes it the most pervasive approach in the agile methodology for software 
development (Lindstrom & Jeffries, 2004). 
 
2.4 Explanation of Extreme Programming (XP) 
 
XP embodies simplicity; with simple practises and sufficient feedback, the work is kept integrated and 
operational at all times (Lindstrom & Jeffries, 2004). XP allows an incremental planning approach, 
rather than planning everything upfront (Dudziak, 1999). 
 
XP is a form of agile software development that conforms to the values and principles of agile. 
However in XP, development practises are exercised to extreme levels in the development process 
(Kaminsky, 2008). The XP values are communication, simplicity, feedback and courage (Konovalov 
 
& Misslinger, 2006). Communication is essential in software development and the information is 
disseminated to team members via a conversation, as opposed to the traditional approach of using 
comprehensive documentation. Through this rapid communication, developers develop a shared 
understanding between the developer (who needs to understand what the user wants to be developed) 
and the user (who shares details of what they want to be developed and solves queries during 
development) (Stankovic, Nikolic, Djordjevic, & Cao, 2013). The value of communication and 
simplicity is that they complement each other; for example, if the solution or system is simple then it 
makes communication easier, and more communication improves understanding, which leads to the 
simplest way possible to work. Feedback is also very important and can take various forms: For 
example, feedback from the developer develops interaction; which ensures that the right thing is being 
built and designed to mitigate risks. Feedback from the developers can also provide an estimation of 
how long it takes to produce a desired deliverable. In all instances, feedback must be continuous and 
given as soon as possible so that risks are mitigated as early as possible. Courage in XP enables 
developers to refactor their code, by reviewing current systems when making modifications, so that 
when the system is updated in the future, modifications can be implemented easily (Konovalov & 
Misslinger, 2006). 
 
In software development, XP has a set of core practices: plan, design, code and test. Planning in XP is 
when the stakeholders e.g. the client who wants software to be developed, will list the desired features 
that they want to be delivered (Dudziak, 1999). The deliverables must be clearly defined, including 
details that describe what is required. This then allows the developers to estimate how much 
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effort it will require to produce in a given time, which is known as the ‘iteration’ (Dudziak, 1999). 
This details how the planned product will be produced and no extra functionality is allowed; only 
what has been planned for will be considered. However at times there are tough or difficult questions 
during software development that cannot be answered immediately due to the lack of information at 
that stage. In these situations XP suggests the use of ‘spike’, which is a design prototype that explores 
potential solutions for only one problem at a time (Konovalov & Misslinger, 2006). A particular 
portion is implemented and evaluated which is meant to help lower the risk when the actual 
implementation begins. In addition, XP encourages ‘refactoring’ in the design, which is an iterative 
refinement to the design. The aim of this is to minimise the chances of bugs when coding and makes 
the design easy to understand and modify (Konovalov & Misslinger, 2006). 
 
In XP it is recommended that when coding the software the developers should be on the client’s site. 
This facilitates frequent communication and interaction with the actual user of the software being 
produced (Dudziak, 1999). The coding standards of XP allow any developer to modify the code and 
ensure that the communal code is maintained and is consistent for the entire team to read or modify. 
There must also be continual integration which is generally done by ‘unit tests’. Unit tests are a series 
of tests or validations that will execute the desired product (Dudziak, 1999). Once the code is 
completed, then it is immediately tested in a unit. The developers should then continually release their 
code in the code repository; by integrating small amounts it helps integrate the entire system 
(Konovalov & Misslinger, 2006). Lastly, in testing, acceptance tests (also known as ‘customer tests’) 
are performed. 
 
2.5 Pair programming 
 
This section will describe the dynamics of pair programming and discuss the perceived benefits and 
challenges associated with the use of pair programming. 
 
2.5.1  Description of Pair Programming 
 
Pair programming is a process that forms part of XP within the agile methodology. This programming 
approach involves the collaborative efforts of two software developers constantly sharing ideas and 
working together as one, on one task (Williams, 2010). Since pair programming is an agile method, 
the inherent dynamics of agile are instilled within this practise. 
 
Pair programming is highly encouraged as a core XP practise. While pair programming involves two 
developers sitting side by side, using only one computer, working on one task (Williams, 2010), each 
developer works at a different level of abstraction, so that one developer will be the ‘driver’ and the 
other will be a ‘navigator’. The role of the driver is to write the code, while the role of the navigator is 
to review the code being written; searching for tactical errors, refactoring or thinking of 
strategic/architectural issues that may arise (Cockburn & Williams, 2000). These two roles are always 
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present when coding. Coding using pair programming, however, requires that the two roles are 
swapped at regular intervals. This means that a developer can only fulfil one role at a time, but will 
have the opportunity to practise both driver and navigator roles when developing the code. The roles 
are switched to avoid animosity and to maintain the integrity of the team. In addition, since each 
developer fulfils both roles, it prevents either developer playing a dominant role as they are both 
active participants in the development and contribute to a successful outcome with collective 
ownership (Williams, 2010). The agile manifesto strongly promotes interaction over documentation, 
and this aligns with pair programming since it is based on interaction between the software 
developers. This interaction is not just about discussing the task on hand, but it also enables the 
individuals to understand the reasoning behind the process, and this facilitates a sharing of knowledge 
(Doyle et al., 2014). The adoption of pair programming has been relatively low, possibly due to a 
perceived imbalance between the benefits realised by the use of pair programming and the negative 
factors associated with its use (Doyle et al., 2014). 
 
2.5.2  Perceived Benefits of Pair Programming 
 
The agile manifesto strongly promotes interaction over documentation, and this aligns with pair 
programming since it is based on interaction between the software developers. This interaction is not 
just about discussing the task on hand, but it also enables the individuals to understand the reasoning 
behind the process, and this facilitates a sharing of knowledge (Doyle et al., 2014). This programming 
approach involves the collaborative efforts of two software developers constantly sharing ideas and 
working together as one, on one task (Williams, 2014; Williams, 2006; Dillenbourg, 1999). The effort 
of collaboration and participation mediates the process of sharing knowledge which inherently assist 
to boost self-esteem as the individual becomes more knowledgeable may feel more empowered. The 
purpose of sharing knowledge is commonly used within industries to upskill a junior or less 
experienced developer. 
 
A recent study conducted by Tsyganok (2016) shares the interaction experiences of a senior and junior 
developer based in an online retail store in US, when using pair programming. Tsyganok (2016) 
discusses the pairing relationship between a beginner, who is a graduate straight out of university, and 
a senior developer. The initial purpose of this pairing was for the graduate to leverage off the senior 
developer as a ‘training tool’. The training required to upskill the beginner helps build his confidence 
levels. The interaction allowed the beginner to interact freely as a relationship was built with his 
partner. The guidance of a more experienced developer helped the beginner understand the way of 
working in the company. By using this approach in pair programming there is also constant 
communication and reviewing of code. This constant interaction allows continual comparison and 
exchange of ideas between the two developers. This helps the developers have a clearer understanding 
of the problems or possible solutions (Tsyganok, 2016). 
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Pair programming is also noted to be the most efficient code reviewing technique that generally 
delivers a higher quality of work (Fu et al., 2017). Due to the constant communication and sharing of 
knowledge when practising pair programming, the developers tend to have a good understanding of 
the code being written. The presence of the two roles, that of driver and navigator, provides an 
opportunity to master the ability to code and the ability to review (Schmidt, Kude, Heinzl, & Mithas, 
2014). A Norwegian study conducted by Fu et al. (2017) used pair programming as a technique to 
review code. The results of the study show that in the early stages, more defects in the code were 
discovered and fewer tests were needed later. The code quality was greatly improved due to the 
navigator role being mandatory. This enabled detailed checking and improvement of the quality. 
Besides producing code of good quality, this also allowed developers to explain and actively engage 
and thus to develop a common understanding of the task; including increased sharing of knowledge 
(Fu et al., 2017). 
 
This contributes to the sharing of knowledge between developers which helps them leverage off each 
other’s skills and abilities. The strengths and weaknesses of both developers are accommodated, 
which helps to improve productivity (Balijepally, Mahapatra, Nerur, & Price, 2009). The constant 
engagement of both individuals is also a process that aids collective ownership of a successful 
outcome. 
 
Despite the range of benefits realised with the use of pair programming, previous studies mention its 
disadvantages, which could be the reason for the low adoption rate of pair programming within 
industry. 
 
2.5.3 Challenges with Pair Programming 
 
The above-mentioned benefits would seem to be favourable to software development. However, in 
reality, the adoption of pair programming in industrial settings is very low (Doyle et al., 2014). 
Research conducted by Williams (2010) noted that one of the reasons for the low adoption of pair 
programming is that developers at software industries feel that the dynamic of pair programming is 
unfamiliar and varies significantly from the traditional way of operating; which is individually 
programming at individual terminals (Cockburn & Williams, 2000; Williams, 2010). It took the 
developers several days to become familiar with the dynamics of pair programming and it took longer 
for them to conform to the practice. Software developers became very uneasy when required to work 
in pairs for the entire working day (Kim, Barnes, Chan, & Keith, 2010). The time taken for developers 
to transition from traditional/solo programming to pair programming initially increased the time taken 
to complete a task, since individuals spent most of the time familiarising themselves with the 
dynamics of the new technique, before putting it into practice (Williams, 2010). This suggests that the 
norms of the company will impact the use of pair programming. For example, if the company only 
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values fast results instead of spending time to upskill individuals to conform with the practice, then 
this prevents the continuing use of pair programming (Tolfo & Wazlawick, 2008). 
 
 
The constant conversation between software developers engaged in pair programming is seen as tiring 
due to the lengthy hours of being involved in discussions. This can become a possible cause of 
conflict if personality clashes arise due to contradictory personalities; for example during pair 
programming an extrovert may overpower an introvert because of their personality, which may lead 
to them being seen as bossy, belittled etc. (Kim et al., 2010). 
 
Vanhanen (2005) has noted that it takes the right combination of individuals in a pair to be productive 
when using pair programming. Williams (2006) noted that the definition of compatibility is when the 
attributes of one individual are deemed favourable to another individual. Williams (2006) defined six 
attributes that were used to determine compatibility: personality, learning style, skill levels, 
programming self-esteem, work ethic and time management. The experiment described in that study 
was conducted in an academic setting in US. The results of that paper indicate that individuals prefer 
to pair with someone whom they perceive to have a similar technical competence to themselves. It 
also concluded that pairing Myers-Briggs sensor-intuition personality types yielded very compatible 
pairs (Williams, 2006). ‘Sensors’ are defined as individuals who prefer to obtain information through 
experience and pay attention to details. An individual with an ‘intuition personality’ prefers obtaining 
information through abstract concepts or innovative thoughts (Williams, 2006). 
 
Interestingly, time management had no significance, indicating that time management may not be a 
factor that affects pair compatibility. Work ethic in Williams’s (2006, p.7) study was defined as 
“when another individual who has similar ambitions for success”, by which individuals with similar 
worth ethics are more likely to work well together. The results indicate that individuals with similar 
work ethics are more compatible (Williams, 2006). It was also noted that individuals with a low self-
esteem liked using pair programming more than those with a higher self-esteem. Since pair 
programming is also used as a tool to upskill, those with low self-esteem are generally reluctant to 
approach a task individually (Williams, 2006). Those pairs that were incompatible were characterised 
by a lot of differences that sometimes caused a barrier in communication and they found it difficult to 
express their views, limiting mutual understanding. 
 
Incompatible pairs take longer to get consensus and also waste time on discussions. It is also possible 
that, with incompatible pairs, discussions become arguments which result in a bad relationship and no 
consensus (Begel & Nagappan, 2008). Conflict in the pairing often resulted in work of an average 
quality. The self-esteem of individuals in an incompatible programming pair suffered, so that they 
became tired and hesitant (Williams, 2006). Partners in pairing should be open to thoughts and ideas 
and actively listen and participate but not dominate the situation. Since communication is key in pair 
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programming, the more comfortable an individual is when conversing with another person, the more 
comfortable they will be to receive and give negative comments or criticism (Begel & Nagappan, 
2008). 
 
Williams (2010) mentions that the co-ordination of tasks and hours spent becomes a challenge, since 
this needs to be reassessed often. Pair pressure can be positive or negative: if the team works well 
together they can inherently transfer their good or bad habits to each other, which will affect the end 
result. Pair negotiation and brainstorming are important components of pair programming that 
contribute a lot to the success of pair programming (Williams, 2010). If developers are not able to 
negotiate effectively or brainstorm, then solutions will not be devised efficiently and this may cause 
frustration and decrease productivity (Williams, 2010). Williams (2010) indicates that this can be 
resolved by ensuring the partnership shares the same goals, so each considers the other person’s 
suggestions and the pair jointly determines the best approach. 
 
Pair programming has been noted to be more suitable for centrally located teams than geographically 
dispersed teams. This is because the design of pair programming makes it more maintainable when 
developers are sitting in the same location, and as close as possible (Fu et al., 2017). However, there 
are some disadvantages to pair programming when set up in a ‘classic pair programming fashion’ (Fu 
et al., 2017, p. 2). Fu et al. (2017) identified some of the issues: when the drivers code aloud, then the 
navigators may be discouraged and not voice themselves. Eventually the process reverts to solitary 
programming, with the drivers checking their own code due to the silence from the navigators. In 
addition, pair programming can be a tiring practice as the continual interactions can be mentally and 
physically draining (Fu et al., 2017). 
 
One measure to mitigate the animosity between roles was to allow a day to lapse before swapping 
roles. This meant the developers spent the same amount of time performing responsibilities of both 
implementing and testing. Also, being able to work at his or her own terminal guaranteed the 
developer’s autonomy, who then felt free to try and test an approach before having to convince the 
other developer. When one developer focused on one responsibility for an entire day, it allowed him 
or her to gain a stronger understanding. Williams (2010) indicated that a suitable time for pairing in 
pair programming is between 1.5 and 4 hours a work day. The handover of responsibility on the next 
day gave the developers a chance to start afresh on the responsibility. The developers felt it is 
necessary to understand the work already completed thoroughly in order to continue with the next 
phase of the work (Fu et al., 2017). 
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2.6 Conclusion 
 
Agile methods have gained dominance within software development industries. The favourable 
principles of the methodology result in it being deemed to be the most successful approach to 
software development. Pair programming, belonging to agile, also results in some of these benefits; 
for example, the interaction improves sharing of knowledge and produces higher quality of code. The 
pair programming approach also promotes collaboration that assists in upskilling inexperienced staff. 
Since the work is completed in a team this boosts confidence levels, leaving those who may have been 
feeling demotivated, feeling more empowered. However, the adoption of pair programming has been 
very low within industries. The challenges of pair programming make software developers withdraw 
from the process as the dynamics of pair programming vary significantly from the traditional 
approach. For instance, software developers find working in pairs for lengthy periods drains them 
mentally and makes it difficult to cope. They also find themselves taking several days to become 
familiar with the dynamics which slows down their progress and makes them frustrated. 
 
 
It appears that the challenges experienced when using pair programming discourage the software 
developers from continuing with its use. The negatives experienced when using pair programming 
influence attitudes towards the practice. In addition, in a technological environment with ever-
changing needs that require attention, the company’s focus may be more on delivery and output. This 
also tends to make software developers focus more on output and delivery rather than learning to 
conform to the dynamics of pair programming. It is crucial to have a work environment and resources 
available which are conducive to the use of pair programming as it differs vastly from the traditional 
approach; for example, having desks set up for two individuals to work on one computer would 
facilitate the use of pair programming and reduce the negativity felt towards the practice. The more 
negative the attitude is towards pair programming (including company culture or even demotivated or 
negative colleagues), and not having the correct resources to make implementation easier, the less pair 
programming will be used. 
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 Chapter 3: Conceptual Framework: Theory of Planned 
Behaviour (TPB) 
 
 
 
 
3.1 Background and Context of Conceptual Framework 
 
The Theory of Planned Behaviour (TPB) originated in the mid 1980’s as an extension to the Theory of 
Reasoned Action (TRA). The TRA was introduced by Fishbein in 1967 as a model to study human 
behaviour and is made up of two constructs: namely, attitudes and subjective norms. The influence of 
these factors motivates an individual to perform a specific behaviour (Icek, 2006). Ajzen (1991) notes 
that humans behave in a rational manner by using the information immediately available to them to 
act on an intention and perform a specific behaviour (Icek, 1991). Therefore, the TRA is used to 
define how an individual intends to behave by considering the personal aspects of attitudes and the 
perceived social pressure or subjective norms (Icek, 2006). However, both TPB and TRA have a 
central focus on an individual’s ‘intention’. The intention captures how hard people will try to 
perform behaviour. For instance, if the intention is strong then an individual is more willing to engage 
with a behaviour (Icek, 2015). 
 
When TRA was applied, many shortcomings were noted; one of the biggest being the inability to 
control human behaviour. Human behaviour depends on the degree of individual control of attitude 
and behaviour; for instance, an individual can feel they have more power or little power over their 
behaviour (Icek, 1991). Ajzen and Fishbein continued to refine, develop and test ways to improve the 
predictability of the model; and a third element was added to the original model, which is perceived 
behavioural control. This factor is used to assess the extent to which an individual is able to exercise 
control over performing a specific action. For instance, the more effort an individual invests and the 
greater their control over the external factors that may influence the behaviour, then the greater the 
likelihood that the individual will achieve the outcome. Hence, perceived behavioural control 
motivates the behaviour (Icek, 2015). 
 
The aim of TPB is to predict and understand the factors that influence an individual’s behaviour that 
is not “under volitional control” (Armitage, 2001, p. 472). The main factor remains the behavioural 
intention, which indicates that individuals consider the implications of their actions before they 
engage with behaviour. The extent and control an individual has over the implications will determine 
how hard an individual is willing to try to perform the behaviour (Icek, 2015). The Theory of Planned 
Behaviour consists of three components that contribute to the behavioural intent: attitude, subjective 
norms and perceived behavioural control. The factor ‘attitude’ (positive or negative attitude) indicates 
that if individuals perceive that, by performing a specific behaviour, the outcome will be positive, 
they will have a positive attitude towards performing the behaviour. The factor ‘subjective norm’ 
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(motivating or demotivating) indicates that if individuals feel that people close to them see the 
outcome of the behaviour as being positive, then the individual is motivated to perform the behaviour. 
The last factor is ‘perceived behavioural control’ (easy or difficult to control). The addition of this 
construct is the main difference between TRA and TPB. Perceived behavioural control is a factor 
which indicates that if the individual believes he or she has a strong or weak control on the existing 
factors that facilitate the behaviour, then this will then influence the control of the behaviour. If a 
person feels that it is difficult to perform the behaviour, in conjunction with the perception of not 
achieving a successful outcome, then this will demotivate the individual and control the behaviour to 
be, or not to be, performed (Icek, 2015). 
 
Previous studies had noted that the weakness of TPB is that the model only considers the 
psychological aspects of behaviour. Physical elements, such as body language, tone, voice etc. are not 
considered. TPB may thus not provide a holistic context to the understanding of how the individual 
feels or reacts (Icek, 2006). In addition, individual habits limit this theory, as habits create a sense of 
comfort and ease for individuals. Therefore, if an individual is forced to behave contrary to his/her 
habits, it creates discomfort and reluctance to perform the behaviour. This theory lacks a factor that 
takes this into account and hence falls short in the provision of a holistic view of the individual’s 
behaviour (Withagen, 2007). However, the application of TPB to a particular area provides a lot of 
information that is very useful in understanding behaviour and in targeting strategies of how and 
where behaviour changes. For instance, intention, attitude, subjective norm and perceived behavioural 
control each reveal a different aspect of the behaviour that can also each target strategies to change it. 
The underlying focus of TPB is ‘intention’ and this facilitates an understanding of the unique factors 
that induce an individual to engage in a behaviour or prompt a different course of action. In addition, 
TPB focuses on the intent of behaviour as well as the actual behaviour, so both factors are evaluated. 
This eliminates bias and allows results to be compared with the intent and actual actions (Icek, 2006). 
 
Asaria et al. (2014) analysed the TPB and extended the theory by adding realistic elements to improve 
its predictive power and its effectiveness in aligning realistic measurement with behaviour. Therefore, 
this study will adopt a decomposed model that has been developed by using Ajzen’s TBP factors as a 
conceptual framework and Asaria et al.’s study to devise the realistic measurements for the sub-
factors of TPB: attitudes, subjective norms and perceived behavioural control. 
 
3.2 Application of Conceptual Framework 
 
Due to the limitations of TBP in depicting realistic factors (attitude to the change, subjective norms of 
senior staff), this study has extended the standard constructs of the model to add in those specified 
within the decomposed model based on Asaria et al.’s work to add the realistic elements. The symbol 
** within the blocks in the diagram below indicates the standard constructs of Ajzen’s TBP; whereas 
the blocks highlighted in red are the additional constructs from the study conducted by Asaria et al. 
 
31 
 
(2014). The section below the diagrammatic representation is a detailed explanation of the variables 
and will also indicate the studies from which the variables were sourced. The explanation will portray 
the conceptual framework of the Theory of Planned behaviour by Ajzen (1991) and how it’s aligned 
to the additional variables developed by Asaria et al. (2014). 
 
Figure 1: Decomposed Theory of Planned Behaviour with elements from Ajzen 
(2006) and Asaria et al. (2014): 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
3.2.1  Attitude 
 
This factor is determined by assessing whether the attitudes of software developers are positive or 
negative (Icek, 2006). Ajzen notes that individual behavioural belief provides insight into the likely 
outcome of behaviour. Behaviours are the desired outcomes that are actioned after considering more 
favoured and less favourable attributes (Icek, 2006). The following variables will measure the factor 
‘attitude’: in essence, the intention of software developers to use pair programming, compared to the 
behaviour of the actual use of pair programming: 
 
 
 
32 
 
 Change: Developers’ reaction to change can have an impact on their attitude towards a 
specific task or approach to a task. An agile-oriented industry is often susceptible to change; 
this can make developers feel motivated (i.e. have a positive influence) or challenged (i.e. 
have a negative influence) (Asaria et al., 2014).

 Learning: Since change is constant, attitudes towards learning, if favourable, can improve 
knowledge, skills and abilities. This makes the attitude of the developers towards a specific 
task more positive, which makes them more willing to perform the task (Asaria et al., 2014).

 Collaboration and participation: The agile principle strongly emphasises collaboration 
which enhances teamwork and allows a holistic consensus of what needs to be done. If there 
are positive attitudes towards collaboration and participation, this builds stronger team 
relationships and improves self-morale. The positive attitude will impact the behaviour of 
team members by making them more willing to collaborate and participate. The more 
developers collaborate and participate, the more productivity improves (Asaria et al., 2014).

 Attitude towards pair programming: This construct discusses the specific positive/negative 
attitude adopted when engaging with pair programming. This will help ascertain the feelings 
that either motivate/demotivate the practice of pair programming, currently or in the future. 
For example, the more positive the attitude to engaging with pair programming, the more 
motivated developers are to perform pair programming (Asaria et al., 2014).

 Developer’s preference for developing with pair programming versus individual 
programming: The traditional approach of individual programming prevails in software 
development. The dynamics of pair programming, which is so different to individual 
programming, creates a discomfort, that makes developers reluctant to use it (Williams, 
2010). Therefore, this construct is designed to determine whether the developer has a positive 
or negative preference for using pair programming versus individual programming.
 
3.2.2  Subjective norm 
 
The second major factor of the TBP that influences intention is ‘subjective norm’. This factor is 
determined by assessing how significant others (people that the individual relates to) motivate or 
demotivate software developers in terms of the expectation they create of what is considered ‘normal’ 
behaviour. The social pressures received from these individuals creates a belief within software 
developers in relation to what people in their work environment believe about them practising pair 
programming (Tao, 2008). The following variables will measure the factor ‘subjective norm’ to 
determine the motivating or demotivating factors that influence the intention of software developers in 
the use of pair programming, relative to the behaviour of the actual use of pair programming: 
 
 
 
 
 
 
33 
 
 Managers’ or team leaders’ influence: An individual at a higher level of leadership either 
creates barriers or enablers for software developers to perform pair programming (Asaria et 
al., 2014).

 Peer influence: This factor refers to the views, opinions and motivations of work colleagues 
or fellow team members that impact a person’s belief about a certain behaviour (Asaria et al., 
2014).
 
 
In both of the above cases, if the manager/team leader or peer has a positive attitude towards pair 
programming then the subjective norm from these individuals has a positive influence on the 
behaviour. The positive influence increases the motivation to engage with pair programming. 
 
3.2.3  Perceived behavioural control 
 
The third and final major factor of TBP that influences the intention is ‘perceived behavioural 
control’. This is determined by assessing the ease or difficulty associated with performing the 
behaviour, based on the control the software developers perceive they have over the situation. The 
control belief includes factors that will facilitate or inhibit the performance of the behaviour which 
can be external (such as physical office layout) or internal (such as skills/abilities). This factor will be 
measured by the control beliefs a software developer has on using pair programming and the 
perceived importance of the use of pair programming within an agile industry (Icek, 2006). The 
following variables will measure the factor ‘perceived behavioural control’ with regards to the 
intention of software developers’ use of pair programming in relation to the behaviour of the actual 
use of pair programming: 
 
 Physical setting and resource availability factors: The available resources, such as 
hardware, the office layout or the positioning of desks will impact the use of pair 
programming. The more readily available resources are to accommodate the needs of pair 
programming, then the more positive the attitude of the developers will be to use pair 
programming. If the resources are difficult to attain, or there is a lack of resources, then the 
developers will be reluctant to engage with pair programming (Asaria et al., 2014).

 Skills and abilities: The knowledge and skills they have will determine the confidence level 
of software developers. If their skills and abilities are well aligned to pair programming, then 
the developers will find it easier to use pair programming. Therefore, their skills and abilities 
will impact the ease or difficulty with which software developers use pair programming 
(Asaria et al., 2014).
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3.3 Conclusion 
 
This study makes use of the three main constructs of TBP and the additional measures developed by 
Asaria et al. (2014) to determine the various perceptions of software developers when using pair 
programming in agile software development industries. This chapter provides a clear insight into the 
factors to be considered within these constructs as a platform for the conceptual framework. The aim 
is to conceptualise these factors in the industry setting and then determine the perceptions of software 
developers when engaging with pair programming. The next chapter will consider how the study is 
structured to allow the collection of the appropriate data for each factor. 
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Chapter 4: Research Methodology  
 
 
 
4.1 Introduction 
 
The literature pertinent to the problem statement is reviewed in Chapter 2, which discusses the 
inherent benefits of, and issues derived from, the use of pair programming. The literature mainly 
focuses on experience in industry to assist in understanding the use of pair programming, 
notwithstanding the relatively low adoption of pair programming. Kim (2010) found that the 
dynamics of pair programming are so different from the traditional approach that individuals are 
dissuaded from using it. Also, having two resources working on one task is perceived as a waste of 
resources (Kim et al., 2010). Chapter 3 focuses on the conceptual framework adopted in this study. 
The chosen framework is the Theory of Planned Behaviour, which consists of three main constructs: 
attitudes, subjective norms and perceived behavioural control. The constructs of this model will be the 
basis of the measurements that will be used in the research instruments. This chapter will discuss the 
details of the methods that will be is used to obtain data. This chapter will discuss the source of the 
research data, statistical analysis and ethical considerations. 
 
In order to gain a better understanding of the factors that influence the software developer to use pair 
programming, a mixed method approach has been adopted, using questionnaires and interviews as 
research instruments to collect data that will be analysed to address the research questions. The 
advantage of a mixed method is that it “combines the strengths of qualitative and quantitative methods 
and compensates at the same time for the weakness of each method” (Tashakkori & Teddlie, 2010, p. 
290). For example, quantitative methods reveal relationships and conceptualise variables; while 
qualitative methods give detailed insights and context to the study. 
 
4.2 Problem Statement 
 
The study conducted by Doyle et al. (2014) indicates that the adoption rate of agile within software 
development industries is continually growing and the outcomes derived from using agile are positive 
and productive (Asaria et al., 2014). However, Doyle (2014) also indicates that one of the least used 
agile practices in software development industries is pair programming, especially by new teams. This 
creates a discrepancy between the adoption profiles for agile and pair programming. It has also been 
noted that there is a dearth of studies that explore the motives for, and impacts of, using pair 
programming within an agile software development methodology (Doyle et al., 2014). Since there is a 
lack of understanding of what happen in software development industries, this study is important to 
facilitate understanding and evaluation of the factors that create barriers to the adoption of pair 
programming within an agile software methodology. 
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In light of the problem statement identified in Chapter 1 (section 1.2 Problem statement), and taking 
into consideration the literature review based on the use of pair programming within industry, and the 
reasons that influence its adoption (mentioned in Chapter 2, section 2.4.2 Perceived Benefits of Pair 
Programming), the true nature of the problem highlighted in this study is identified. Past research 
indicates that pair programming and the lack of adoption of this technique is an ongoing issue faced 
within industries. However, the complexity of this issue has not been fully covered. Therefore, this 
study is justified by the problem statement which is: “Factors influencing software developers’ use of 
pair programming in an agile software development methodology environment”. There have been 
many studies that explored pair programming; but they were mainly conducted in an academic 
environment (Williams, 2010; Williams et al., 2000). There were few studies that explored pair 
programming within industry, and no study has been conducted in an agile software development 
setting. Hence the questions posed in Chapter 1 remain as stated. 
 
4.3 Research Design 
 
A descriptive research design has been adopted for this study, due to its effectiveness in bringing the 
researcher to an understanding of the problem at hand; and its flexible approach to learning and 
understanding the problem in a real life context. As human behaviour is so complex and potentially 
irrational, a descriptive study provides a structured approach to making sense of the phenomenon. 
Descriptive research is flexible in the acquisition of information through quantitative and/or 
qualitative approaches (Sekaran & Bougie, 2013). This allows the researcher to focus on 
understanding the relationship between variables that influence the use of pair programming (Sekaran 
& Bougie, 2013). 
 
 
A case study research strategy is used with mixed method approach, which is a combination of 
quantitative and qualitative approaches, has been used for this research. Due to there being limited 
empirical evidence of the problem statement. The company chosen for the case study followed a 
criteria mention below in section 4.4. The purpose of the case study approach is to collect information 
about the problem statement from a company so that a clear picture is obtained with a real life 
situation. By using mixed methods the case study is able evaluate the problem statement from various 
angels and using multiple methods (Yin, 2017). The study makes mention of mixed methods as this is 
the underlying research strategy of the study and is used to achieve triangulation. Therefore the 
decision to use mixed methods as a strategy is to combine the qualitative and quantitative methods to 
capitalise on the combined strengths and compensate for the weaknesses of each method (Tashakkori 
 
& Teddlie, 2010). For instance quantitative methods are known for its strength of conceptualizing 
factors and relationships whereas qualitative methods are known for providing context, meaning and 
in depth understanding (Tashakkori & Teddlie, 2010).A quantitative approach was used in the survey 
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using questionnaires as a research instrument and the qualitative approach was based on interviews. 
This study first uses surveys to garner a broad idea of the perceptions within the organisation. The 
surveys help to ascertain the important factors that can be further researched by using interviews. The 
intention of using the interviews is to probe for refined information. 
 
4.4 Research Site 
 
4.1.1. Selection of the site 
 
The process used to select the site included three criteria that were set by the researcher. The criteria 
were: 
 
 The company should be located in the same location/region as the researcher, so that it would 
be convenient for the researcher to be physically at the company’s site. The travelling 
expenses would be less costly as there would be no need for accommodation or flights, and 
minimal electronic interaction costs would be involved. Besides the convenience, the ‘same 
region criterion’ was adopted to allow most of the data collection to be personally 
administered by the researcher. The benefits of personal administration included the 
immediate resolution of queries and misunderstandings and ensured a higher response rate.

 The company should be active in the software development industry. This is necessary as the 
participants had to include software developers. The use of software developers directly 
relates to the topic on hand.

 The company should currently be using agile and pair programming. This is necessary as the 
research questionnaires require respondents directly connected with the topics, who are able 
to understand and relate to the questions. This should lead to the collection of sound data.
 
The researcher used the above mentioned criteria and shortlisted three companies. However, the last 
criteria, ‘currently using pair programming’ were one of the most difficult to satisfy. Only one 
company of the three was chosen. Two of the companies were prepared to participate in the study; but 
only one company actively engaged in pair programming. One of the companies was considering the 
implementation of pair programming; but the company using both agile and pair programming was 
chosen as it was most aligned to the study. 
 
4.4.2 Discussion of the research site 
 
The population used in this study are the software developers from a specific company based in the 
Durban region of KwaZulu-Natal. Durban was chosen as the location as the researcher resides in the 
same region and therefore travelling to the company is convenient and economical. The company has 
chosen not to have its name specified in the research. 
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This company is a software development enterprise that services both local and international markets, 
adding value to its clients by providing development services, training and knowledge for workers to 
improve their working abilities. This company also met the purposive criteria as it is a software 
development house using agile methodologies that allows its development leads (people who take the 
lead on a specific development project) the freedom to choose a particular programming practice. An 
additional advantage of this company is that it currently practices pair programming and other 
programming methods. 
 
4.5 Sampling and Sampling Technique 
 
The company comprises five administrative staff and one project manager who are not developers 
and 21 software developers. The company employs software developers at various levels: senior 
developers, team leaders and developers. The software developers work at the company office or as a 
consultant, onsite at client’s premises. Only 17 software developers responded in the survey. Some 
individuals were excluded at the request of the company as they were core staff. Others were not 
available to participate as they were not at work. There were also some individuals who chose not to 
participate in the study. Only ten participants were interviewed as that was the maximum number 
permitted by the company. Since the study utilises two interview schedules – one for senior staff and 
another for developers – the researcher requested five individuals per group. The participants for the 
senior staff interviews were senior developers, team leaders or managers. The participants for the 
developer interviews were junior or intermediate developers. Therefore, the company had allocated 
suitable individuals for the interviews according to their availability. Only a total of 17 software 
developers participated in the study, out of a possible 21 software developers. 
 
The targeted sample is influenced by the selection of the company as this is part of the convenience 
and purposive sampling technique that is adopted in this study. The developers belonging to the 
company are extensively involved in software development and team work. They work in teams and 
therefore as a team decide the programming approach they adopt. The approach generally varies with 
each project and the approach decided upon is understood and agreed upon by the team. The duration 
of the projects is not fixed and varies. 
 
The study makes use of a census approach for the surveys as the population size is small and the aim 
was to involve all individuals who met the selection criteria. Therefore the study could not make use 
of other sampling methods, such as random sampling, as there was limited access to companies and 
individuals. 
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4.6 Data Collection 
 
4.6.1 Rationale for selecting research instruments  
The data assessment instruments used in this study are surveys and interviews. These instruments 
allow for sufficient data to be collected through closed-ended questionnaires and structured 
interviews. The process of selecting an appropriate approach has been rigorous and the necessary 
measures have been followed to ensure the most appropriate approach is adopted (Tashakkori & 
Teddlie, 2010). In addition, statistical tests and other measures are used to substantiate the results. The 
closed-ended questionnaire was chosen to ensure that participants’ responses were more reliable and 
accurate (Sekaran & Bougie, 2013). Structured in-depth interviews were conducted with senior level 
developers (team leads, managers) and some developers (junior, intermediate developers). Surveys 
were conducted by administering questionnaires to all developers at different levels of expertise and 
who use different programming methodologies. This study first used surveys to establish a broad idea 
of the perceptions within the organisation. The surveys helped ascertain the important factors to be 
further researched by using interviews. Interviews were used to probe for refined information. 
 
Questionnaires 
 
“A questionnaire is a pre-formulated written set of questions to which respondents record their 
answers, usually within rather closely defined alternatives” (Sekaran & Bougie, 2013, p. 147). The 
questionnaire is an effective research instrument due to its ability to collect structured perceptions, 
which can be represented as numeric data. Questionnaires allow for information to be easily collected 
and involve minimal administration. They are also inexpensive and easy to interpret (Cohen, Manion 
& Morrison, 2007). 
 
Personally administered questionnaires are used to provide context and initial information which is 
used during interviews to help establish a rapport and improve the quality of the discussion, which 
improves the quality of data collected (Sekaran & Bougie, 2013). Any queries can be resolved 
immediately, facilitating a high response rate (Sekaran & Bougie, 2013). 
 
The questions differ between the various levels of developers within the company (team leaders, 
juniors, and senior developers). The categorisation by level is adopted to facilitate the comparison and 
understanding of the role of knowledge, attitudes and behaviour in the developers’ use of pair 
programming (Sekaran & Bougie, 2013). 
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Interviews 
 
“The use of interviews in research marks a move away from seeing human subjects as simply 
manipulable and data as somehow external to individuals, and towards regarding knowledge as 
generated between humans, often through conversations” (Cohen et al., 2007) 
 
An interview allows the researcher and respondent to exchange their views personally. The human 
interaction allows the researcher to explore in more detail the respondent’s experiences and views on 
the research topic (Cohen et al., 2007). The benefit of using interviews is that respondents are able to 
freely share more detail about their views or experiences and clarification can be provided 
immediately. Also, the respondent’s body language, voice tone and facial expressions are easier to 
read in an interview, which may help provide more details about responses (Sekaran & Bougie, 2013). 
In order for the objectives of this research study to be realised structured, personally administered 
interviews have been used. 
 
Structured interviews allow eliciting more in-depth information from the interviewee. There were 
predetermined questions that the participants were required to answer. In this study, the researcher 
interviewed employees from different work levels in the working environment, such as managers, 
team leads and developers. The type of questions asked varied according to the level of the 
employees. The biggest advantage to using this type of interview is that preliminary or unforeseen 
issues can surface, allowing the researcher to determine the factors that require further investigation 
(Sekaran & Bougie, 2013). 
 
Personal administration of the interviews allows the researcher to interpret responses more 
holistically. For instance, non-verbal clues can be observed and the researchers can easily establish a 
rapport with the developers. Also, any clarification can be sought, or misunderstandings cleared up 
immediately; allowing rich data to be obtained (Sekaran & Bougie, 2013). 
 
4.6.2  Process of developing the questionnaire and interviews 
 
In order to develop the statements included in the questionnaire and the questions asked in the 
interviews, an alignment matrix was constructed. Below is a snap shot of the alignment matrix, which 
has been provided to assist the detailed explanation of the alignment matrix. The full alignment matrix 
can be located in Appendix E, showing the alignment of research questions, variables within the 
research questions and the actual measurement variables. 
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Figure 2: Snap shot of alignment matrix for questionnaire  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
The alignment matrix was structured by using the research questions and the constructs of the Theory 
of Planned Behavior. The first column (Main Research Question) of the matrix highlights the research 
questions posed in this study (as mentioned in section 1.3). The research questions each focus on a 
different concept, which avoids redundancy. The second column (Variables in Research Question) is 
more refined and relates to the constructs of the conceptual framework of this study which is the 
Theory of Planned Behavior. The constructs are attitude, subjective norms, perceived behavioral 
control and behavioral intention. The aim of the second column is to highlight each variable that the 
research question will validate or measure. The third, fourth and fifth columns are more detailed, 
breaking down the variables in the second column to relate further to the actual measurement for the 
conceptual framework constructs. The columns ‘Survey Question No (Number)’, ‘Senior Staff 
Question No’, ‘Developers Interview No’ are the actual question numbers used in the interview and 
questionnaire. The detailed questions are articulated in the survey and interview schedules. Appendix 
B contains the survey sheet with the actual questions asked. Appendices C (Interview Schedule for 
Senior Staff) and D (Interview Schedule for Developers) contain the interview schedules with the 
actual questions asked. 
 
4.6.3  Description of questionnaire 
 
There were a total of 17 questionnaires answered. The intention of the questionnaire was to use all 
software developers, irrespective of their work level. The individuals had to have, had past or current 
software development experience for an unspecified length of time. The actual questions asked were 
based on the 12 agile principles. This was to measure the state of pair programming practice and team 
outcomes experienced whilst using agile. Below is an explanation of the sections that are included in 
the questionnaire: 
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Beginning of the questionnaire: 
 
This section consists of questions that are basic and refer to the participants themselves: demographic 
information about the participants, their academic background with regards to programming and their 
work experience. The aim of this section is to collect biographical information of participants to 
provide more information about the individuals in the sample. 
 
Section A consists of two question (A.1-A.2). This section is linked to the theme of the use of pair 
programming. The intention of these statements is to understand the duration of prior and current pair 
programming experience. The subsequent sections are related to the three constructs of the Theory of 
Planned Behaviour. Section B consists of 20 questions (B1.1 – B4.9). This section is linked to the 
theme of ‘attitudes’ that is one of the factors in the Theory of Planned Behaviour. Section C consists 
of six questions (C1.1 – C2.3). This section is linked to the theme of ‘subjective norm’ that is one of 
the factors in the Theory of Planned Behaviour. Section D consists of seven questions (D1.1 – D2.5). 
This section is linked to the theme of ‘perceived behavioural control’ that is one in the factors of the 
Theory of Planned Behaviour. Section E consists of three questions (E1.1 – E1.3). This section is 
linked to the theme of ‘behavioural intent’ that is one of the factors in the Theory of Planned 
Behaviour. 
 
End of questionnaire: 
 
This is the last section of the questionnaire and allows participants to freely express their opinions 
about the questions that may have hindered them in completing the questionnaire. It allows them to 
comment on other points which were not raised in the questionnaire. 
 
(Refer to Appendix B: Questionnaire Form for the full questionnaire) 
 
4.6.4 Measurement: survey instrument 
 
A five-point Likert Scale was used to measure the responses from the questionnaires. The one- to 
five-point rating scale was used to categorise responses (strongly disagree (1) to neutral (3) and 
strongly agree (5)). The variables used as answers to the questions are intended to establish the 
strength/weakness of the factors that influence the use of pair programming in an agile industry (Uma 
Sekaran, 2013). 
 
4.6.5  Description of interviews 
 
The interviews were categorised into interviews for senior staff and interviews for developers. The 
targeted participants were individuals with past or current software development experience. Senior 
staffs were classified as those individuals currently in a senior role (senior developer, team leader, 
manager). Junior and intermediate developer were classified as developers. The contact person from 
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the company was the Human Resource representative, who had provided a list of individuals to be 
used for the interviews. There were ten completed interviews as the company limited the study to only 
ten interview participants: five from senior staff and five developers. Below is an explanation of the 
sections that are included in the interview sheet: 
 
There were two interview schedules, one for the senior staff and one for the developers. The questions 
asked were categorised according to the constructs of the Theory of Planned Behaviour viz; attitude, 
subjective norms, perceived behavioural control and behavioural intention. 
 
(Refer to Appendix C: Interview Schedule for Senior Staff and Appendix D: Interview Schedule for 
Developers for the full interview schedule) 
 
4.6.6 Measurement: interviews instrument 
 
The questions asked in the interviews were open-ended so that the developers can expand on their 
answers. This gave the researcher a chance to ask further questions if the answers were not detailed 
enough the first time (Sekaran & Bougie, 2013). 
 
4.6.7  Pilot testing of research instruments 
 
The purpose of pilot testing the research instruments was to obtain feedback from a sample of 
individuals to improve the standard of the interviews and questionnaire. The pilot study involved 
evaluating aspects of the questionnaire and interviews such as reliability and validity of the 
instruments. The pilot process allows individuals to identify any errors or misleading questions and 
helps the researcher practice the exercise (Zaza et al., 2000). 
 
The individuals used in the pilot study belonged to a different software development company and 
were currently involved in software development. The developers had minimal exposure to pair 
programming. The questionnaire was tested on two software developers, as were the interviews: one 
was a developer and the other a senior developer. The questionnaire sheet provided was the same as 
the one used in the actual study (Appendix B). The last section within the questionnaire allowed the 
respondents to express their opinions. The interview schedule used was also the same as the one used 
in the actual study (Appendix E.1, E.2 and E.3). The questionnaires were distributed personally to the 
respondents at their company’s premises. Each respondent was requested to write comments or note 
any difficulty experienced when engaging with the research instruments. The respondents were also 
given the opportunity to freely express their views towards the end of the questionnaire. The 
individuals did not note any issues with the instruments. 
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4.6.8  Administration of the research instruments 
 
The company used in this research consists of a small population of software developers that has been 
exposed to the use of pair programming. The developers understood pair programming well and were 
currently using it as a software development approach. The first step in administering the instruments 
was to provide a brief overview of the study. This was emailed to the participants so that they could 
have an understanding of the purpose and intention of the study. The researcher was on the 
company’s premises for the full day on Friday 6 October 2017 when five interviews were scheduled, 
with an hour scheduled to administer the list of interview questions for each individual. At the start of 
the day the questionnaire was circulated to 17 respondents. The researcher personally conducted the 
interviews during the course of the day. By the end of the day, the researcher had collected all 17 
completed questionnaire sheets. In addition, all five scheduled interviews were completed. As the 
remaining participants were not always on the company’s premises, the remaining five interviews 
were conducted telephonically on Friday 27 October 2017. 
 
The instruments were personally administered. This was to ensure that a rapport was established with 
the participants and to immediately clarify any doubts, thus ensuring a 100% response rate (Sekaran 
& Bougie, 2013). 
 
4.7 Description of Reliability and Validity 
 
“It is suggested that reliability is a necessary, but insufficient, condition for validity in research; 
reliability is a necessary precondition of validity” (Cohen et al., 2007, p. 179). In research, the validity 
is to ensure that the instruments are measuring what they are intended to measure. Reliability will be 
established by checking if the research instrument is consistent: if the same instruments were to be 
used then similar data should be achieved (Sekaran & Bougie, 2013). 
 
4.7.1  Validity 
 
This study makes use of content and criterion validation. This indicates that the instrument measures 
the adequate and representative set of items (Sekaran & Bougie, 2013). The focus is on the concepts 
within the domain, to ensure that the concepts are delineated. “Content validity is to ensure that the 
measure includes an adequate and representative set of items that tap the concept” (Sekaran & 
Bougie, 2013, p. 226). The variables used in this study are attitude, subjective norm, perceived 
behavioural control and intention. The validity of qualitative methods was achieved by having close 
collaboration with participants and company’s human resource representative. This helped to gain 
context to the company and their process on practices (Creswell & Miller, 2000). 
 
Validation refers to differentiating individuals based on specified criteria (Sekaran & Bougie, 2013). 
The questionnaire makes use of a Likert-scale for responses and allows individuals to score their 
responses differently. Interviews make use of open-ended questions to assess the behaviour of 
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software developers. The validity of the qualitative and quantitative instruments ensures the scope or 
depth of the data collected (Cohen et al., 2007). 
 
4.7.2  Reliability 
 
Reliability ensures that there is consistency, or equivalency, with data instruments. The Cronbach 
Alpha test is used to ensure that the questionnaires and measurements adopted in the study are applied 
in a consistent manner, so that the data that is generated is accurate. This is used as a means of quality 
control to indicate that there is reliability of the data, thereby eliminating uncertainty (Cohen et al., 
2007). 
 
4.7.2.1 Reliability results 
 
The Cronbach’s Alpha test was used to test the reliability of this study. This test will measure how 
closely related the conceptual framework constructs are, to ensure consistency. An alpha value >.7 
indicates a reliable measure. Table 3 (below) shows the statistical results from the Cronbach Alpha 
test. The first column in the table indicates the conceptual framework constructs and the second 
column displays the measurement variables per construct (Pallant, 2001). The third column indicates 
the question numbers that fall into the categories. (Appendix B can be referred to for the actual 
questions.) The last column displays the results of the Cronbach Alpha test, which indicate whether 
the variables are reliable or not; as the results must be >.7 to be reliable. 
 
Table 3: Alpha Results of Reliability using Cronbach Alpha test 
 
 
Constructs 
  
Sub-Themes per Construct 
  Survey   Alpha  
     Question No   Value            
              
  Attitude   B1.1 - 5.4 0.912  
    Change  B1.1 - 1.3 0.701  
    Learning  B2.1 - 2.3 0.894  
           
    Collaboration & Participation  B3.1, 3.3- 3.5  0.568  
    Pair Programming  B4.1 - 4.9 0.913  
    Developers preference of         
    developing with pair         
    programming versus individual         
    programming  B5.1 - 5.4 0.796  
  Subjective norms   C1.1 - 2.3 0.8   
    Senior staff influence  C1.1 - 1.2 0.828  
    Peer Influence  C2.1 - 2.3 0.804  
 Perceived Behavioural Control   D1.1 - 2.5 0.758  
    Resource  D1.1 - 1.2 0.882  
       D2.1 - 2.2, 2.4-      
    Skills 2.5  0.769  
  Behavioural Intent   E1.1 - 1.3 0.848  
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All the constructs scales mentioned above are reliable (i.e. >.7), except for the sub-theme of 
collaboration and participation within the attitude construct (Alpha = 0.568). This result could be low 
due to the small size of the population. More caution will be taken when reporting results for the sub-
theme collaboration and participation. 
 
4.8 Data Capturing and Editing 
 
The completed questionnaire sheets were filed and stored in a safe location. The results of the 
questionnaire were captured onto a Microsoft Excel file for statistical analysis. 
 
The responses from the interviews conducted were coded and categorised according to the constructs 
of the conceptual framework. There was additional categorisation over and above the constructs of the 
conceptual framework: these were codes generated dynamically by each response. The coding was 
maintained in a codebook to ensure consistency in categorising. 
 
The interviews from both senior staff and developers were recorded, transcribed and stored on a 
Microsoft Word document within the NVivo version 11.0 software tool. The transcription was 
conducted by a qualified typists; thus ensuring that the transcription was of a high quality. The 
transcriptions were also reviewed by the researcher against the audio recording to ensure that the 
transcriptions were accurate. The interviewer did not take down notes while conducting the interview 
due to inexperience, and the need to focus on facilitating the interview. Therefore, the non-verbal cues 
arising during the interview were not captured. However, the voice tone in the audio recording has 
provided more information. 
 
4.9 Data Analysis 
 
The qualitative data were analysed by using NVivo version 11.0 and the quantitative data were 
analysed with assistance of the SPSS (Statistical Package for Social Sciences) version 11.0. The 
details of the analysis process are explained below. 
 
4.9.1  Quantitative analysis 
 
The following tests were used to analyse the quantitative data: 
 
 Descriptive statistics, including means and standard deviation, were used where applicable. 
They were used to identify frequencies in the demographic data that are represented in tables 
or graphs.

 The Chi-square goodness-of-fit-test is “A univariate test, used on a categorical variable to test 
whether any of the response options are selected significantly more/less often that the others”

(Pallant, 2001). This test was used to compare the expected proportions with the observed 
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proportions from the actual study (Pallant, 2001). This test was used for question A.1 in the 
questionnaire. This dealt with the length of use of pair programming. 
 
 Spearman and Pearson’s correlation is a correlation test that determines the strength and 
direction of the correlation/relationship between two variables. The Spearman correlation 
measures how variables or rank orders are related. Pearson’s correlation coefficient is a 
measurement of linear association (Pallant, 2001). The correlation was first conducted on 
subscales, and then with the full constructs of the conceptual framework.

 The one sample t-test was used because the population size was small. This test compares the 
mean score on a continuous variable to identify agreements or disagreements of the scalar 
value (Pallant, 2001). This test was used for question A.2, and Sections B, C, D and E in the 
questionnaire to determine the significant agreement/disagreement of the statements asked.
 
4.9.2  Qualitative analysis 
 
NVivo is a text analysis software tool. This tool is used to organise and analyse qualitative data from 
individual interviews. NVivo assists in generating codebooks that are made up of nodes/codes that 
reflect portions of texts from transcriptions that can be categorised under specific themes (nodes). The 
constructs of the conceptual framework (attitudes, subjective norms, perceived behavioural control 
and behavioural intention) were the deductive nodes. However, as each transcription of each 
interview was analysed, other inductive nodes were generated. The responses from the interviews will 
be presented as direct quotes by the participants without editing the grammar therefore maybe 
grammatically correct (refer to Appendix A: Node Report from NVivo for full list of nodes used) 
 
4.10 Ethical Consideration 
 
In the process of collecting data, many ethical considerations were taken into account. These ethical 
considerations were intended to maintain the integrity, validity, confidentiality and accuracy of data 
and protect the participants. The company did specify certain conditions for this study such as the 
name of the company not to be reported and only a maximum of 10 interviews were allowed to 
minimise disruption on work produced. The developers’ confidentiality was respected as all responses 
were submitted anonymously, and no cultural or racial information was requested. The information 
that was given by participants is stored in an excel sheet that is strictly confidential. Ms Rose Quilling, 
the supervisor for this dissertation, has limited access to this excel sheet and also takes responsibility 
for preserving the confidentiality of the documents after completion of the project. All questions 
contained in the questionnaire are clear and do not misguide the participants or misinterpret the nature 
of the study; the purpose and scope of the study is clearly stated at the beginning of the questionnaire. 
During the collection of the data, no responses were elicited by force; and the self-esteem or self-
respect of participants was, at no time, violated. The rights of the participants of both the 
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questionnaire and interviews were protected by the ethical clearance process. The Humanities and 
Social Sciences Research Ethic Committee (UKZN) has reviewed and approved this study, which was 
assigned ethical clearance number HSS/1664/017M (refer to Appendix I for copy of ethical clearance 
approval letter). In addition, each participant was requested to complete and sign an informed consent 
form if they agreed to participate in the study. The content of the form covers the terms of anonymity, 
who will keep the data, the length of time the data will be kept, the purpose of the study and contact 
details to voice any concerns (refer to Appendix B). 
 
4.11 Conclusion 
 
This study makes use of the mixed method approach that adopts questionnaires and interviews as 
research instruments. The questionnaire and half the interviews were personally administered, while 
the remainder of the interviews were conducted telephonically. The researcher makes use of the 
NVivo tool to analyse the qualitative data and the SPSS tool to analyse the quantitative data. In order 
to ensure the validity of the data questions in the questionnaires, the Likert scale and open-ended 
questions in the interviews were used. The Cronbach Alpha test was adopted to ensure reliability. In 
addition to ensure validity of qualitative data the trustworthiness of validity is adopted. The 
participants’ rights have been protected by signing the informed consent form that ensures the 
protection of anonymity. The study has also been reviewed and given ethical clearance. The next 
chapter will discuss the basic analysis and interpretations of the quantitative data in order to draw 
related conclusions. 
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Chapter 5: Quantitative Data Analysis  
 
 
 
5.1 Introduction 
 
This chapter will present the results of the statistical analysis of the quantitative data. The data 
obtained in the questionnaires is used to provide a broad understanding which will be explored in 
further detail in the interviews. Therefore, the quantitative data is presented first. The results will be 
interpreted according to the constructs of the conceptual framework: attitude, subjective norm, 
perceived behavioural control and behavioural intention. This provides a better flow and 
understanding of the data which link the research questions and objectives, to the conceptual 
framework. The results are presented and categorised according to the constructs of the conceptual 
framework. In addition, the results of reliability tests and correlation tests are presented. The 
following statistical tests were used in the data analysis: 
 
 Descriptive statistics including means and standard deviations were used where applicable. 
Frequencies are represented in tables or graphs. These results provide an indication of the 
sample dynamics in this study.

 The chi-square goodness-of-fit-test is used to establish if responses were significantly chosen 
more or less often, and is used on categorised results (Pallant, 2001). This test is used to 
ascertain if the actual results obtained in the study differ from those described in the literature.

 The one sample t-test is used to indicate if a mean is significantly different from the 
fixed/scalar value. This test will use the mean value 3, on the Likert scale, to represent the 
neutral category (Pallant, 2001). The t-test results are then compared with the mean value. 
Results less than the mean value indicate disagreement, while values higher than the mean 
indicate agreement, with the statement.

 The Cronbach Alpha test is used as a reliability test. This is used to establish if the factors are 
reliable and can be reported (Pallant, 2001).

 Pearson’s correlation test is used to check the correlation between variables or rank orders

(Pallant, 2001). 

 Spearman’s correlation test is also used to check correlation between the strength or direction 
of associated variables. This test is used when data is scaled (Pallant, 2001).
 
5.2 Description of the Sample Demographic Details 
 
Below is a description of the sample which answered the questionnaires. The information below 
represents the demographics and dynamics of the sample population used in this study, and should 
explain any limitations of the study due to the demographics involved. 
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Gender and Age 
 
Figure 3: Gender and Age  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
As is shown above, the dominant age groups are in the ranges 21-25 and 31-35. There were 15 males 
(88.2%) and 2 (11.8%) females in a total of 17 respondents. This company employs more males than 
females and therefore the perception of pair programming from a female perspective cannot be 
adequately researched. 
 
 
 
Experience 
 
Figure 4: Years of Experience  
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From the above, it can be seen that 58.8% (10 people) of the respondents had more than five years’ 
experience, so the software developers are mostly experienced. There was an equal representation of 
software developers with <2 and 2-<3 years 17.6% (3 people) of software development experience. 
 
 
 
Work Level 
 
Figure 5: Work Level  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
The graph, above, shows an equal distribution of junior and senior software developers (41.2%, 7 
people each) which indicates that there is equal insight from both experienced and less experienced 
software developers. This indicates no bias in the data towards a specific level of experience. There 
are 23.5% (4 people) managers and the rest are intermediate developers, of which there are only three. 
It should be noted that the employees in the company researched had ticked more than one role that is 
applicable to them as they perform different roles within different teams. Therefore an individual can 
perform a number of different roles in various teams. This means the total number of participants 
identified on figure 5 will not equal the total number of participants of the study. 
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Qualifications 
 
Figure 6: Qualifications  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
From the above, it can be seen that 64.8 % (11 people) of the software developers have a degree 
(Bachelors, Honours and Masters). Of the software developers in this sample, 35.3% (6 people) have 
a certificate and 17.7% (3 people) obtained an advanced Honours or Masters qualification. 
 
The demographic information shows that the study sample consists mainly of males (17 males; 2 
females); so this study can only draw limited conclusions about the perceptions of females in 
particular, and males. Previous studies have noted the lack of woman in this industry, which is a 
global phenomenon. The percentage of women in the computing industry has been drastically 
decreasing since the early years, that is since 1991 (Ashcraft, McLain, & Eger, 2016). The dominant 
age groups within this population were between 21 and 25, and from 31 to 35 years old. Ashcraft et al. 
(2016) indicate that females in the age group 24 to 34 feel ‘stalled’ in computing occupations, which 
could explain the low numbers in this sample. The least represented age groups were 36 to 40 and 
over 40 years old. Most of the software developers had more than five years’ experience in the 
industry. There was an equal representation of junior and senior developers 41.2% (7 people) work 
levels and intermediate developers were the least represented work level. Most of the developers have 
obtained some degree qualification; and there was one individual with a Master’s degree. 
 
5.3 Use of Pair Programming 
 
The use of pair programming is the underlying behavioural focus of this study, and is also the main 
variable of the conceptual framework. The objective of the survey is to determine software 
developers’ use of pair programming within agile software development. The analysis of the 
responses to the questions in this section makes use of the chi-square goodness of fit test. This test is 
used to determine the likelihood that the observed distribution is due to chance. The goodness of fit 
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test is used as it will measure the observed, versus expected, distribution for independent variables. 
Therefore, the results will indicate if any response occurs (statistically) significantly more often more 
than the other response (Pallant, 2001). 
 
The first question of this section (A1.2) asks: “How long have you been using pair programming?” 
The responses are shown in Figure 7, below. 
 
Figure 7: Responses to question A1.2  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
In the company that was researched, 76.5% (13) of the respondents have been using pair 
programming for at least one year. The statistical analysis determined a significance of χ2 (2) = 
14.588, p=.001 (p<.005). In addition the statistical t-test indicates significant agreement (M=3.88, SD 
 
= 1.054) i.e. that pair programming is currently being used in projects, t (16) = 3.453, p=.003 
(p<.005). These results suggest that the continued use of pair programming and sustained current 
usage indicates positivity about using pair programming. (Appendix F: Survey Statistical Results, 
Section A). 
 
The second question (A2.1) states: “I currently use pair programming in my projects”. The analysis of 
the responses to this statement makes use of the one sample t test. This test calculates whether a mean 
score is significantly different from a scalar value (Pallant, 2001) of 3: a result of t < 3 indicates that 
the person disagrees with the statement; t > 3 indicates agreement. This analysis shows that there is 
significant agreement (M=3.88, SD = 1.054) that pair programming is currently being used in 
projects, t (16) = 3.453, p=.003 (p<.005) (Appendix F: Survey Statistical Results, Section A). 
 
The data obtained from the sample population surveyed in this study indicates that the majority of the 
software developers in this context are significantly positive about pair programming and most of 
these software developers have used pair programming for more than one year (76.5%). A small 
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percentage (5.9%) of software developers has only used pair programming for between three and six 
months. This indicates that more than half of the software developers have used pair programming for 
an extended period of time and understand the terms, dynamics and processes of pair programming. 
Hence, they are able to relate to, and understand, the remainder of the questions within the survey. 
This also indicates that their input is representative of experienced pair programmers as most of the 
software developers have used pair programming for more than a year and are currently using pair 
programming. 
 
Previous studies indicate that the adoption of pair programming is relatively low (Doyle et al., 2014). 
However, the results of this study indicate that pair programming is used more in this company than 
was shown in previous studies. Moreover, it has been used for an extended period of time by 
individual developers in this case-study company. These results were expected because the case study 
was purposively selected because pair programming was being used within an agile approach, within 
the company (refer to section in Chapter 4: Discussion of the research site). The results of this case 
study are thus different to what was noted in previous studies, which mention that pair programming 
is the least adopted agile practice (Doyle et al., 2014). This study focuses on the perceptions of those 
who are using pair programming, even though they may be in the minority in the industry. 
 
5.4 Attitude 
 
This factor ‘attitude’ is one of the main construct of the conceptual framework. This factor relates to 
the research question: How do attitudes correlate to software developers’ use of pair programming 
within an agile software development methodology? The objectives of this construct are to assess the 
role of attitudes towards using pair programming within agile software development by determining: 
 
o the attitudes of software developers towards development when using 
pair programming within agile for software development 
 
o the attitudes of software developers towards collaborating in a team using 
pair programming within agile for software development 
 
(Refer to Appendix F: Survey Statistical Results, Section B for the full statistical results) 
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Figure 8: Survey: detailed questions within Section B (Attitude)  
 
 
B1.1 I welcome change and can cope when changes are applied to methodology at any stage of 
development, even late in development 
 
B1.2 I welcome change to the process, even when it’s the first time I experience something 
 
B1.3 I am happy to change the way I do programming if it results in better output 
 
B2.1 I am interested in learning new things about design issues in software development 
 
B2.2 I will gladly learn a new method of programming 
 
B2.3 I will gladly learn about new programming tools or techniques 
 
B3.1 I am happy to follow the process defined and agreed upon by the team 
 
B3.2 I trust my team members to make decisions on my behalf 
 
B3.3 I am motivated by my team members to participate in the development processes 
 
B3.4 I prefer working in a team to working alone 
 
B3.5 I work well with others on a task 
 
B4.1 I feel productive when using pair programming 
 
B4.2 I feel pair programming empowers knowledge sharing 
 
B4.3 I feel pair programming improves my self-motivation 
 
B4.4 I believe developers find and implement better code solutions by using pair programming 
 
B4.5 I feel pair programming reduces documentation 
 
B4.6 I feel errors are found earlier when using pair programming 
 
B4.7 I feel pair programming reduces the need for review/inspection of code 
 
B4.8 I feel pair programming produces high quality code  
 
B4.9 I feel pair programming produces high quality code faster 
 
B5.1 I prefer using the pair programming technique over individual programming techniques 
 
B5.2 I feel more productive using pair programming than programming on my own 
 
B5.3 I feel pair programming is effective in reducing the software development effort compared to 
individual programming 
 
B5.4 I feel the software delivered when using pair programming technique is of a higher quality than 
individual programming 
 
 
The main variable, ‘attitudes’, is further broken down into measurement variables: attitude towards 
change, attitude towards learning, attitude towards collaboration and participation, attitude towards 
pair programming, and developer’s preference for developing with pair programming versus 
individual programming. The analysis of the responses to the questions in this section makes use of 
the one sample t-test, which calculates whether the mean scores are significantly different from the 
scalar value of 3 (neutral). 
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Figure 9: Survey: mean responses to Section B (Attitude)  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Attitude towards change 
 
The questions B1.1 - B1.3 within the questionnaire relate to attitude towards change. The results of 
the analysis of the responses to these questions are as follows: 
 
 B1.1- There is significant agreement (M=4.24, SD = .752) that software developers welcome 
change and can cope when changes are applied to the software development methodology at 
any stage of development, even late in development, t (16) = 6.769, p = .000 (p <.005)

 B1.2- There is significant agreement (M=4.06, SD = .659) that software developers welcome 
change to the process, even when it’s the first time of experiencing something, t (16) = 6.628, 
p = .000 (p <.005)
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 B1.3- There is significant agreement (M=4.59, SD = .507) that software developers are happy 
to change the way they do programming if it results in better output, t (16) = 12.908, p = .000 
(p <.005)
 
 
The results of the statistical analysis of attitudes towards change indicated that change and adjustment 
are part of the accepted culture of software developers in this company. They are able to cope with 
change and can adjust easily to change. Hence, their attitude towards change is positive. In question 
B1.3: ‘I am happy to change the way I do programming if it results in better output’, all the responses 
fall into the category of ‘agreement’ (seven respondents agree; ten respondents strongly agree). This 
suggests that software developers value their output more than the potential discomforts of having to 
change, so if changing will improve their output, they welcome the change as they value their output 
more. 
 
Previous studies indicate that an agile environment is prone to changes, however not every individual 
can cope or embrace change (Asaria et al., 2014). Therefore by having a positive attitude towards 
change, there is the willpower to overcome the difficulties of change and cope in an ever-evolving 
technological environment (Balbes, 2014). 
 
Attitude towards learning 
 
The questions B2.1 – B2.3 within the questionnaire relate to attitudes towards learning (see Figure 9 
above). The results of the analysis of the responses to these questions are as follows: 
 
 B2.1- There is significant agreement (M=4.56, SD = .493) that the software developers are 
interested in learning new things about design issues in software development, t(16) = 13.786, 
p = .000 (p <.005)

 B2.2- There is significant agreement (M=4.53, SD = .624) that the software developers will 
gladly learn a new method of programming, t (16) = 10.101, p = .000 (p <.005)

 B2.3- There is significant agreement (M=4.71, SD = .470) that the software developers will 
gladly learn about new programming tools or techniques, t (16) = 14.976, p = .000 (p <.005)
 
The overall results show that the respondents have a positive attitude towards learning. Since agile 
involves frequent response to change, the ability to improve knowledge is vital. Since attitudes 
towards learning are positive, this could suggest that if uncertainty is experienced when using pair 
programming, the developers will have a positive attitude towards finding out and understanding ways 
to implement pair programming. 
 
Previous studies mention that pair programming is commonly used as a method to upskill an 
inexperienced developer (Tsyganok, 2016). Therefore, the more positive the attitude towards learning, 
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the more likely that with exposure, experience and understanding is built, which contributes to 
improving the quality of work. 
 
Due to the high number of very positive responses, there could be bias, in the form of social 
desirability, in the data. This means that the respondents’ answers could be influenced by their 
wanting to provide the socially desirable responses in order to conform with behaviour that they 
believe is generally accepted around them (Podsakoff, MacKenzie, Lee, & Podsakoff, 2003). In this 
case it would mean they believe they should be eager to learn new things in their working 
environment as software developers. 
 
Attitudes towards collaboration and participation 
 
The questions B3.1 – B3.5 within the questionnaire relate to attitudes towards collaboration and 
participation (see Figure 9 above). The results of the analysis of the responses to these questions are 
as follows: 
 
 B3.1- There is significant agreement (M=4.47, SD = .624) that the software developers are 
happy to follow the process defined and agreed upon by the team, t(16) = 9.713, p=.000

(p <.005) 

 B3.2- There is significant agreement (M=4.06, SD = .659) that the software developers trust 
the team members to make decisions on their behalf, t (16) = 6.628, p = .000 (p <.005)

 B3.3- There is significant agreement (M=4.29, SD = .686) that the software developers feel 
motivated by team members to participate in the development processes, t (16) = 7.778, 
p=.000 (p <.005)

 B3.4- There is significant agreement (M=3.88, SD = .686) that the software developers find 
working in a team more favourable than working alone, t (16) = 3.665, p=.002 (p<.005)

 B3.5- There is significant agreement (M=4.06, SD = .659) that the software developers feel 
that they work well with others on a task, t (16) = 6.628, p = .000 (p <.005)
 
 
The overall results show that the attitude towards collaboration and participation is positive. The 
software developers appear to have a positive attitude to working in a team and are able to work well 
with others. They also consider the team’s perspective when making a decision; they can work well in 
a team environment and find a team environment motivating. Positive attitudes towards collaboration 
and participation build stronger team relationships and improve self-morale (Begel & Nagappan, 
2008). The positive attitude will impact the behaviour of developers by making them more willing to 
collaborate and participate. The software developers also indicate that they find working in a team 
more favourable than working alone, and this could be seen to contradict previous studies which 
indicate that software developers program more efficiently when working individually than when 
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using pair programming (Kim et al., 2010). This is linked to the inconclusive response to question 
B5.1 and will be discussed later. The more developers collaborate and participate, the more this will 
improve the sharing of knowledge and understanding, leading to improved productivity. The 
responses to question B3.5 indicate that the developers feel positive about working in a team, and this 
could motivate them to use pair programming more than individual programming. Asaria et al. (2014) 
mentioned that the more individuals accept another person in their space, then the more interactive 
they would be in team work, leading to positive benefits. 
 
Attitudes towards pair programming 
 
Questions B4.1 – B4.9 within the questionnaire relate to attitudes towards pair programming (see 
 
Figure 9 above). The results of the analysis of the responses to these questions are as follows: 
 
 B4.1- There is significant agreement (M=4.35, SD = .786) that the software developers feel 
productive when using pair programming, t (16) = 7.098, p=.000 (p<.005)

 B4.2- There is significant agreement (M=4.71, SD = .470) that the software developers feel 
pair programming empowers knowledge sharing, t (16) = 14.976, p=.000 (p<.005)

 B4.3- There is significant agreement (M=4.18, SD = .883) that the software developers feel 
pair programming improves self-motivation, t (16) = 5.494, p=.000 (p<.005)

 B4.4- There is significant agreement (M=4.65, SD = .493) that the software developers 
believe developers find and implement better code solutions by using pair programming, 
t(16)= 13.786, p=.000 (p<.005)

 B4.5- There is not a significant result although the values are indicative of disagreement 
(M=3.41, SD = 1.004) with the statement that software developers feel pair programming 
reduces documentation, t (16) = 1.692, p=.110 (p>.05). The result should be considered 
inconclusive.

 B4.6- There is significant agreement (M=4.59, SD = .795) that the software developers feel 
errors are found earlier when using pair programming, t (16) = 8.235, p=.000 (p<.005)

 B4.7- There is a significant, slight disagreement (although the standard deviation is large 
which depicts a high level of variability) (M=3.94, SD =1.298) that the software developers 
feel pair programming reduces the need for review/inspection of code, t (16) = 2.991, p=.009 
(p>.05)

 B4.8- There is significant agreement (M=4.35, SD = .702) that the software developers feel 
pair programming produces high quality code, t (16) = 7.948, p=.000 (p<.005)

 B4.9- There is significant agreement (M=4.06, SD = 1.088) that the software developers feel 
pair programming produces high quality code faster, t (16) = 4.012, p=.001 (p<.005)
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The use of pair programming tends to provide admirable benefits to the software developer, which 
results in a positive attitude. The above results concur with previous studies that mention the benefits 
realised when using pair programming: for example, improving productivity, quality of work, self-
esteem and knowledge empowerment (Begel & Nagappan, 2008; Cockburn & Williams, 2000; 
Williams, 2010). The developers were in agreement that pair programming makes them feel 
productive, improves their self-motivation and empowers knowledge sharing. This assists in 
motivating the software developers to use pair programming. Some other benefits are improved 
quality of work and finding better solutions. As Williams (2010, p. 5) states, with pair programming 
“teams are motivated to institute pair programming due to the positive effects of knowledge sharing 
like instances where someone is on leave, if one person is struggling there is another to assist”. This 
also helps to avoid dependence on one individual since everyone on the task will have knowledge. 
Therefore, the increased knowledge will help speed up the task and make an individual feel more 
motivated, hence improving productivity. 
 
It was noted that the responses to question B4.5 are inconclusive. This contradicts previous studies 
which indicate that in an agile environment the focus is more on communication as an approach to 
finalise rules and decisions, instead of the traditional way of using documentation (Doyle et al., 2014). 
As pair programming involves constant communication between the driver and navigator, this should 
reduce the amount of documentation produced (Williams et al., 2000). However, the analysis of the 
survey responses shows that the programming approach used has little effect on the documentation. 
 
Developer’s preference for developing with pair programming versus individual programming 
 
The questions B5.1 – B5.4 within the questionnaire relate to developers’ preference for pair 
programming versus individual programming (see Figure 9 above). The results of the analysis of the 
responses to these questions are as follows: 
 
 B5.1- There is no significant result (M=3.41, SD = .870) showing whether the software 
developers prefer to use pair programming over individual programming, t(16)=1.951, p=.069 
(p>.05)

 B5.2- There is significant disagreement with the statement (M=3.47, SD = .874). The 
software developers do not feel more productive using pair programming than programming 
individually, t (16) = 2.219, p=.041 (p<.05)

 B5.3- There is significant agreement (M=3.94, SD = .748) that the software developers feel 
pair programming is effective in reducing the effort required in software development, 
compared to individual programming, t (16) = 5.191, p=.000 (p < .005)
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 B5.4- There is significant agreement (M=4.00, SD = .866) that the software developers feel 
the software delivered when using pair programming technique is of a higher quality than 
when programming individually, t (16) = 4.761, p=.000 (p <.005)
 
 
The overall results indicate a positive attitude towards using pair programming versus programming 
individually. The software developers feel pair programming reduces the amount of effort required in 
software development and produces a higher quality of work, than individual programming. The 
software developers prefer to use pair programming over individual programming because they are 
aware of the positive benefits of pair programming and feel it delivers a better product. In this study 
there was no significant indication that software developers showed any preference for pair over 
individual programming. In response to question B5.2, the software developers indicate that they 
significantly disagree that pair programming makes them feel more productive than programming on 
their own. However, previous studies suggest that pair programming is beneficial as a result of 
improved code quality and knowledge sharing, such that “even though you were not productive, you 
still want to pair, because the result of quality code is much better” (Williams et al., 2000, p. 6). 
 
It was noted that the responses to question B5.1 are inconclusive, but link back to question B3.4 
where responses were significantly in agreement that: ‘I prefer working in a team to working alone’. 
This contradicts previous studies which indicate that software developers prefer to work individually 
rather than in pair programming (Balijepally et al., 2009; Kim et al., 2010). The “common” belief 
recorded in the literature could be because the majority of people in software development believe that 
programmers work better alone, and this may thus have become the ‘dominant discourse’ (Kress, 
2009). Potentially, software developers may then believe that working alone is better because this is 
what other developers felt and said; without this being tested to validate it as truth. 
 
 
5.5 Subjective norm 
 
This factor, ‘subjective norm’, is one of the main constructs of the conceptual framework, Theory of 
Planned Behaviour. This factor relates to the research question: How do subjective norms correlate to 
software developer’ use of pair programming within an agile software development methodology? 
The objectives of this construct are to assess the role of software development subjective norms 
towards using pair programming within agile software development by determining: 
 
o the manager’s or team leader’s influence on software developers when using pair 
programming within agile software development 
 
o peer influence on software developers within the organisation when software 
developers use pair programming within agile for software development 
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The main variable ‘subjective norm’ is further broken down to measurement variables to determine 
the motivating or demotivating factors when using pair programming. The measurement variables are 
senior staff and peer influence. The data is statistically analysed using the one sample t-test which 
compares results to the mean response on the Likert scale M=3. 
 
(Refer to Appendix F: Survey Statistical Results, Section C for the full statistical results) 
 
Figure 10: Survey: mean response to Section C (Subjective Norms)  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figure 11: Survey: detailed questions within Section C (Subjective Norms)  
 
 
C1.1 My superiors encourage the use of pair programming 
 
C1.2 My superior provides formal opportunities for the developers to learn pair programming 
 
C1.3 My superior feels pair programming improves the delivery of a product 
 
C2.1 My peers think pair programming should be used because it reduces the amount of time spent on 
a task 
 
C2.2 My peers think pair programming should be used because it improves the quality of software 
 
C2.3 My peers like to use pair programming  whenever it is applicable  
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Senior Staff influence 
 
Questions C1.1 – C1.3 within the questionnaire relate to senior staff influence (see Figure 11 above). 
 
The results of the analysis of the responses to these questions are as follows: 
 
 C1.1- There is significant agreement (M=4.35, SD = .606) among the software developers 
that superiors encourage the use of pair programming, t (16) = 9.200, p=.000 (p<.005)

 C1.2- There is significant agreement (M=4.41, SD = .507) among the software developers 
that superiors provide formal opportunities for the developers to learn pair programming, 
t(16) = 11.474, p=.000 (p<.005)

 C1.3- There is significant agreement (M=4.18, SD = .636) that the software developers’ 
superiors feel pair programming improves the delivery of a product, t (16) = 7.628, p=.000 
(p<.005)
 
The overall results show that senior staff motivates the use of pair programming. This implies that 
senior staff promotes the use of pair programming and facilitates its use by providing formal 
opportunities to adhere to, or improve on, the understanding of pair programming dynamics. The 
software developers feel that their superiors believe pair programming improves the delivery of a 
product which is another motivating factor for using pair programming. A respondent noted: “Pair 
programming is often most effective when pairing with a senior…” It was also noted that the ratios of 
junior and senior developers within this organisation are equal. Previous studies indicated that pair 
programming is used well as a ‘training tool’. Therefore pair programming should be a good fit for 
the company with the equal numbers of junior and senior staff since, besides the other benefits it can 
provide, pair programming can serve as an in-house training process (Tsyganok, 2016). 
 
Peer influence 
 
The questions C2.1 – C2.3 within the questionnaire relate to peer influence (see figure 11 above). 
 
The results of the analysis of the responses to these questions are as follows: 
 
 C2.1- There is significant agreement (M=3.76, SD = .752) that the software developers feel 
that their peers think pair programming should be used because it reduces the amount of time 
spent on a task, t (16) = 4.190, p=.001 (p<.005)

 C2.2- There is significant agreement (M=4.12, SD = .857) that the software developers feel 
that their peers like to use pair programming whenever it is applicable, t (16) = 5.373,p=.000 
(p<.005)

 C2.3- There is significant agreement (M=4.24, SD = .562) that the software developers feel 
that their peers think pair programming should be used because it improves the quality of 
software, t (16) = 9.058, p=.000 (p<.005)
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The results show significant agreement that peers feel pair programming improves the quality of 
software and reduces the time spent on a task. This aligns with previous studies in the literature that 
identify these as benefits of pair programming (Begel & Nagappan, 2008; Kim et al., 2010; Williams, 
2010). Peers would like to use pair programming, which suggests that they favour it as a practice. 
Software developers feel that their peers are positive about using pair programming, and are therefore 
motivated to use it (Williams, 2006). The supportive culture of peers makes the use of pair 
programming more comfortable as it is perceived to be generally accepted (Asaria et al., 2014). 
 
5.6 Perceived Behavioural Control 
 
The factor ‘perceived behavioural control’ is one of the main constructs of the conceptual framework, 
Theory of Planned Behaviour. This factor relates to the research question: How does perceived 
behavioural control correlate to software developer’ use of pair programming within an agile 
software development methodology? The objectives of this construct are to assess the role of 
perceived behavioural control in software development using pair programming within agile software 
development by determining: 
 
o the resources/environmental influences on software developers when using pair 
programming within agile for software development 
 
o the software developers’ perceived behavioural control’s influence on their use of 
pair programming within agile for software development 
 
The main variable, ‘perceived behavioural control’, is further broken down into measurement 
variables to depict the ease or difficulty factors when using pair programming. The measurement 
variables are resources/environmental factors and skills/abilities. The data is statistically analysed 
using the one sample t-test which calculates whether the mean scores are significantly different from 
the scalar value of 3 (neutral) on the Likert scale. 
 
(Refer to Appendix F: Survey Statistical Results, Section D for the full statistical results) 
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Figure 12: Survey: mean response to Section D (Perceived Behavioural Control)  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figure 13: Survey: detailed questions within Section D (Perceived Behavioural 
Control) 
 
 
D1.1 Pair programming can be done using the existing hardware available 
 
D1.2 Pair programming is possible with the existing layout of the office space 
 
D2.1 I am able to write code correctly 
 
D2.2 I am able to test the code I write 
 
D2.3 I have been formally taught/trained to use pair programming 
 
D2.4 I have enough work experience  and knowledge on pair programming 
 
D2.5 I have the skills to debug faulty programming code 
 
 
Resource/Environmental 
 
The questions D1.1 – D1.2 within the questionnaire relate to perceived behavioural control (see 
 
Figure 13 above). The results of the analysis of the responses to these questions are as follows: 
 
 D1.1 - There is significant agreement (M=4.41, SD = .507) among software developers that 
pair programming can be done using the existing hardware available, t (16) = 11.474, p=.000 
(p<.005)

 D1.2- There is significant agreement (M=4.53, SD = .514) among software developers that 
pair programming is possible with the existing layout of the office space, 
t(16)=12.257,p=.000 (p<.005)
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The results indicate that the company used in this research has sufficient hardware and an office 
layout which facilitates the use of pair programming. This implies that the software developers of this 
company do not have difficulties with hardware or layout that can hinder the use of pair 
programming. Therefore, software developers can easily engage with the pair programming approach 
and motivate the adoption of pair programming. As pair programming is vastly different from 
traditional programming, there is a need to have resources/environmental factors that support the 
dynamics of using pair programming (Williams, 2010). Since this company contains the right, and 
sufficient, resources, and has a supportive environment, the software developers will be able to use 
pair programming with little to hinder the practice (Asaria et al., 2014). 
 
Skills and abilities 
 
The questions D2.1 – D2.5 within the questionnaire relate to perceived behavioural control (see 
 
Figure 13 above). The results of the analysis of the responses to these questions are as follows: 
 
 D2.1- There is significant agreement (M=4.41, SD = .507) that the software developers feel 
that they are able to write code correctly, t (16) = 11.474, p=.000 (p<.005)

 D2.2- There is significant agreement (M=4.47, SD = .514) that the software developers feel 
that they are able to test the code they write, t (16) = 11.785, p=.000 (p<.005)

 D2.3- There is no significant result (M=3.59, SD = 1.228) to indicate whether the software 
developers feel they have been formally taught/trained to use pair programming, t (16) = 
1.975, p=.066 (p>.05)

 D2.4- There is significant agreement (M=4.00, SD = .866) that the software developers feel 
they have enough work experience on, and knowledge of, pair programming, t (16) = 4.761, 
p=.000 (p<.005)

 D2.5- There is significant agreement (M=4.53, SD = .514) that the software developers feel 
they have the skills to debug faulty programming code, t (16) = 12.257, p=.000 (p<.005)
 
This implies that the software developers within this study understand, and know well, how to 
program/write code correctly. Their programming expertise is good and therefore enables them to use 
pair programming. In addition, the software developers are skilled at writing and testing code. This 
suggests that the software developers are highly skilled and knowledgeable and can therefore do pair 
programming. There was strong agreement with the statement in question D2.5: ‘I have the skills to 
debug faulty programming code’. This highlights that all the developers possess the software 
development skills necessary to review/debug or test code. This implies that the software developers 
generally appear to believe they have the necessary skills and abilities to perform pair programming 
and therefore their personal choice of programming approach would not be limited by a lack of a 
specific skill set. 
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There was no significant agreement or disagreement in the responses to question D2.3: that the 
software developers feel they have been formally taught/trained to use pair programming. However, 
in spite of the inconclusive result, and whether or not they have been adequately trained in pair 
programming, the software developers seem to agree that they have the skills and knowledge to be 
able to handle the different aspects that are required in pair programming. This could be because the 
majority of the software developers have more than one year experience in pair programming. 
 
Since pair programming is very different to the traditional programming approach, it is necessary to 
have software developers with the right skills and sufficient skills in order to engage with the process. 
This builds a proactive team than can reap the benefits of pair programming by being actively 
involved (Asaria et al., 2014). 
 
5.7 Behavioural Intention 
 
The factor, ‘behavioural intention’, is the main focus of this study. The behavioural intention to use 
pair programming is the overarching factor in the sub-themes within the conceptual framework 
(attitudes, subjective norms and perceived behavioural control). This factor relates to the research 
question: How does intention correlate to software developers’ use of pair programming within an 
agile software development methodology? The objectives of this construct are to assess software 
developers’ intentions regarding the use of pair programming for current and future development 
within an agile industry. The data is statistically analysed using the one sample t-test, comparing 
results to the mean response on the Likert scale means value (3). 
 
(Refer to Appendix F: Survey Statistical Results, Section E for the full statistical results) 
 
Figure 14: Survey: mean response to Section E (Behavioural Intent)  
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Figure 15: Survey: detailed questions within Section E (Behavioural Intent)  
 
 
E1.1 Given the choice, I will use pair programming in my current project, if applicable 
 
E1.2 Given the choice, I will  increase my use of pair programming, where applicable 
 
E1.3 Given the choice, I will using pair programming in the future, where applicable 
 
 
The questions E.1 – E1.3 within the questionnaire relate to behavioural intent (see figure 15 above). 
 
The results of the analysis of the responses to these questions are as follows: 
 
 E1.1- There is significant agreement (M=4.29, SD = .686) that the software developers feel, 
given the choice, they will use pair programming in their current project, if applicable, 
t(16)=7.778, p=.000 (p<.005)

 E1.2- There is significant agreement (M=4.29, SD = .588) that the software developers feel, 
given the choice, they will increase their use of pair programming, where applicable, 
t(16)=9.077, p=.000 (p<.005)

 E1.3- There is significant agreement (M=4.53, SD = .514) that the software developers feel, 
given the choice, they will use pair programming in the future, where applicable, 
t(16)=12.257, p=.000 (p<.005)
 
The analysis indicates that the software developers feel that, given the choice, they will use pair 
programming currently and in the future. They are also positive about increasing their current use of 
pair programming. This implies that the developers are satisfied with the current use of pair 
programming and are happy to increase its use in the future. This implies that pair programming is a 
technique that will continue to be used due to the benefits realised. 
 
The software developers do use pair programming, but the results overall are inconclusive in terms of 
if pair programming is a clear preference (The t-test result for question B5.1 “I prefer using pair 
programming technique over individual programming technique” did not produce a statistically 
significant result). This means they may still prefer individual programming although responses to 
other questions indicate a positive response to pair programming. Question B3.4: “I prefer working in 
a team to working alone”, suggests a positive attitude towards collaboration and participation (key 
elements of pair programming) with which there was significant agreement. This challenges the 
results of previous studies which indicate that software developers prefer to work individually rather 
than in pair programming (Vanhanen, 2005; Williams et al., 2000). The responses to question D2.3 
are inconclusive: the software developers seem to feel that, even though they might not have been 
adequately trained in pair programming, they seem to agree that they feel they have the skills and 
knowledge to be able to handle the different aspects that are required in pair programming. Thus, 
although the key question (B5.1) produced inconclusive results there are numerous indicators that 
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these developers support the use of pair programming; with some indicators suggesting they may 
value some aspects over individual programming. 
 
5.8 Correlation results of major constructs in Theory of 
Planned Behaviour 
 
The Pearson and Spearman tests were used to determine the correlation. The Pearson test is used for 
parametric data and Spearman is used for non-parametric data. The Spearman’s test is used for the 
questions containing ordinal data, such as question A.1. The Pearson’s test is used where the question 
involves scaled data, such as question A.2. These two tests are used to analyse the strength and 
direction (positive or negative) of relationships between two variables. If the results indicate a positive 
correlation, then it implies that as one variable increases the other will also increase. However, if there 
is a negative correlation, then as one variable increases then the other variable will decrease (Pallant, 
2001). 
 
A correlation test was performed with the four independent variables of the construct attitude against 
the factor of behavioural intent. The sub-themes of attitude are attitude towards change, learning, and 
collaboration/participation; attitude towards pair programming; and preference for pair programming 
versus individual programming. The results show that a positive correlation exists between the four 
independent variables and behavioural intention. The statistical results are: 
 
 Attitude towards change and behavioural intention r=.651, p=.005 (p<.05)

 Attitude towards collaboration and participation and behavioural intention r=.788, p=.000 
(p<.005)

 Attitude towards pair programming and behavioural intention r=.641, p=.006 (p<.05)

 Developers’ preference for developing with pair versus individual programming and 
behavioural intention r=.663, p=.004 (p<.05)
 
 
This shows that the high scores of the independent variables correlate with high scores of behavioural 
intention. The software developers who agree or disagree with the factors of pair programming will 
also have the same attitude towards behavioural intention, which is the intention to use pair 
programming (See Appendix H: Correlation Statistical Results). 
 
The next correlation test was performed using the responses to questions A.1 and A.2, dealing with 
the length of time the developers have been using pair programming and the extent to which they 
currently use pair programming. Another correlation test was performed with the sub-themes of the 
constructs: subjective norms and perceived behavioural control. The Spearman’s test was used to 
determine correlation between the length of time using pair programming and the sub-themes of 
subjective norms and perceived behavioural control. The sub-themes of subjective norms are senior 
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staff influence and peer influence. The sub-themes of perceived behavioural control are resources and 
environment and skills/abilities. The results of the analysis show that positive correlations exist 
between the independent variable of skills/abilities within perceived behavioural control and question 
A.1: ‘How long have you been using pair programming?’, r=.491, p=.045 (p<0.05). This implies that 
the high scores of the independent variables (skills/abilities) are correlated with high scores in the use 
of pair programming length of time using pair programming. 
 
The correlation between the attitude and question A.1 (How long have you been using pair 
programming?) was not significant; therefore, conclusions cannot be drawn about the nature of the 
relationship between question A.1 and subjective norms and perceived behavioural control, since 
there is no statistically significant relationship. 
 
The results show a significant, positive correlation between the three independent variables of senior 
influence, resources/environmental and skills/abilities and question A.2 (I currently use pair 
programming in my projects). The results of the statistical analysis are as follows: 
 
 Senior staff influence and question A.2 rho=.709, p=.001 (p< 005)

 Resource/environmental and question A.2 rho=.538, p=.026 (p<.05)

 Skills and abilities and question A.2 rho=.690, p=.002 (p<.05)
 
(See Appendix H: Correlation Statistical Results) 
 
 
The high values of the independent variables (senior staff influence, resource/environmental factors 
and skills/abilities) correlate with the high values of the actual use of pair programming. Previous 
studies indicate that, with the right resources, people and tools, pair programming can be easily used 
(Cockburn & Williams, 2000). In addition, with the support of senior staff, other developers feel more 
at ease knowing that use of the programming technique is acceptable (Asaria et al., 2014). 
 
The results of the analysis of the correlation between the constructs and question A.2 (I currently use 
pair programming in my projects) shows positive correlation for all three constructs. The results of the 
statistical analysis are as follows: 
 
 Attitude and question A.2 (I currently use pair programming in my projects) rho=.744, p=.001 
(p<.005)

 Subjective norm and question A.2 (I currently use pair programming in my projects) 
rho=.632, p=.007 (p<.05)

 Perceived behavioural control and question A.2 (I currently use pair programming in my 
projects) rho=.792, p=.000 (p<.005)
 
 
 
71 
 
The results show that the use of pair programming is directly impacted by attitude, subjective norms 
and perceived behavioural control. 
 
(See Appendix H: Correlation Statistical Results) 
 
 
Summary of Correlation Results 
 
The below present a summary of correlation tests per conceptual framework construct namely 
attitude, subjective norm and perceived behavioural control. The two dependent variables of the 
conceptual framework are behaviour and intent. The construct “behavioural intent” of the conceptual 
framework is used to represent the dependent variable ‘intent’ and the question A.2 “I currently use 
pair programming in my projects” is used to represent the dependent variable ‘behaviour’. The dashed 
connection lines in the figures below represents statistically non-significant results and the solid 
connection lines represent significant results. 
 
 
Figure 16: Correlation results between conceptual framework constructs and intent  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
The results in the above figure depicts that the construct attitude (rho=.744) and perceived behavioural 
control (rho=.797) has a greater correlation with intent. However subjective norm (rho=.632) also 
have a significant positive correlation with intent. Therefore, with a positive attitude, a pair-
programming supportive company culture, and sufficient resources/environmental factors and 
skill/abilities the software developers are more likely to use pair programming. 
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The results from the above figure depicts that the constructs attitude (rho=.194), subjective norm (rho-
.382) and perceived behavioural control (rho=.054) has no significant correlation with behaviour. This 
could be because the measurement for behaviour is a historical value (how long it has been used) 
rather than a measure of actual future use. Future use, as a result of behavioural intent, cannot be 
measured unless a longitudinal study is undertaken. 
 
 
This study makes use of the independent variables of the conceptual framework construct namely: 
attitude, subjective norm and perceived behavioural control. These independent variables therefore 
are tests for correlation again the dependant variables of intent and behaviour. 
 
5.9 Conclusion 
 
The results discussed above were obtained from the quantitative instrument, the questionnaire. The 
following was established: 
 
The research question, “How do attitudes correlate to software developers’ use of pair programming 
within an agile software development methodology?” yielded significant results. This was broken 
down into the sub-themes of attitude towards pair programming; attitude towards collaboration and 
participation; attitude towards learning; attitude towards change; and developers’ preference for pair 
versus individual programming. Change is not a prohibiting factor that will affect the attitude of 
software developers using pair programming; instead the software developers are more accepting of 
change. In an agile technological environment changes are common, which increases the need to 
learn. This company also exhibits a positive attitude towards learning and is therefore able to cope 
with the dynamics of using pair programming. Due to the frequent partnering involved in pair 
 
73 
 
programming, the ability to work in a team and to work well with others is vital for success. This was 
positively noted in this company. The software developers adopt a positive attitude when working in a 
team and are able to work well with others and find motivation in teamwork. The benefits of 
knowledge sharing, quality work, improving self-esteem and improving productivity are regarded 
favourably. The developers favour working in a team rather than working alone, but disagreed 
significantly with the statement that pair programming made them feel more productive than 
programming alone. 
 
The research question, ‘How do subjective norms correlate to software developers’ use of pair 
programming within an agile software development methodology?’ also yielded significant results. 
This factor was broken down into two sub-themes: senior staff influence and peer influence. The 
results of the analysis of senior staff and peer influence were significant and in agreement. They 
suggest that the senior staff are supportive of staff growth and motivates the use of pair programming 
within the company. Peers are also in favour of using pair programming due to the benefits it 
provides. However, peers did note that with pair programming there are potential personality factors 
that would need to be considered to improve the use of pair programming, for instance, ego and issues 
of dominance. 
 
The results of the analysis of the responses to the research question, ‘How does perceived behavioural 
control correlate to software developers’ use of pair programming within an agile software 
development methodology?’ were significant. This factor was broken down into two factors namely: 
resource/environmental factors and skill/abilities. The results of the analysis of 
resource/environmental factors were significant and in agreement, indicating that this company 
provides the right, and sufficient, resources and maintains a good environment in which to use pair 
programming. The results of the skill/abilities analysis were significant and in agreement. The 
software developers feel they have adequate skills/abilities to use pair programming, even though the 
results of the analysis of formal training for pair programming was inconclusive. 
 
The results of the analysis of the responses to the research question, ‘How does intention correlate to 
software developers’ use of pair programming within an agile software development methodology?’ 
were significant. The results were also in agreement and show that the use of pair programming is 
promoted for current and future use. The results indicate that developers in this company are 
significantly in agreement regarding the use of pair programming and continue use of it. The 
behavioural intent of using pair programming currently, and increasing the use thereof, suggests the 
likelihood of using pair programming in future software development. There is a recurrent concern 
about pair mix, with respondents commenting on negative factors of dominance, ego, etc. It was noted 
that the optimal pair programming was between a senior and a junior programmer. 
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The correlation between the sub-factors of attitude and behavioural intention was significantly 
positive. There is positive correlation between the three constructs of attitude, subjective norms and 
perceived behavioural control and the intent i.e. behavioural intent conceptual framework construct”. 
There was no significant correlation between the conceptual framework constructs and A.2 “I 
currently use pair programming in my projects” which relates to actual use of pair programming. 
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 Chapter 6: Qualitative Data Analysis  
 
 
 
6.1 Introduction 
 
The data was obtained for the qualitative research by interviewing ten of the 17 participating software 
developers. The company limited the number of interviews to ten in order to minimise interruptions to 
production time; particularly since each interview took approximately one hour. This was confirmed 
in a telephonic conversation with the Human Resource representative on behalf of the director of the 
company. The interviews were categorised according to work level: senior staff (managers, team 
leaders or senior software developers) and developers (junior, intern or graduate software developers). 
Five participants from each level were interviewed (refer to table below that provides a list of 
participants’ work positions) 
 
This chapter will present the data obtained by using the qualitative research instrument as well as the 
results of the analysis of this data. The qualitative data was analysed using the NVivo Version 11 tool. 
The presentation of the results will follow a similar layout to that used in Chapter 5 (quantitative data) 
to maintain consistency. The results will be categorised by themes based on the conceptual framework 
constructs: attitude, subjective norm, perceived behavioural control and behavioural intention. The 
data obtained in the questionnaires (discussed in Chapter 5) was intended to provide a broad 
understanding which would be investigated in more detail in the interviews. Therefore, there may be 
references made to the results from the quantitative survey. 
 
Table 4: Summary of participants’ job positions 
 
Participant Job position 
  
Participant 1 Junior Developer 
  
Participant 2 Technical Manager 
  
Participant 3 Intermediate Developer 
  
Participant 4 Senior Developer 
  
Participant 5 Senior Developer 
  
Participant 6 Intermediate Developer 
  
Participant 7 Junior Developer 
  
Participant 8 Junior Developer 
  
Participant 9 Technical Manager 
  
Participant 10 Technical Manager 
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6.2 Overview of Qualitative Data 
 
The qualitative results obtained from senior staff showed that they were positive about the use and 
benefits of pair programming. Pair programming is largely promoted within the company by senior 
staff, especially in order to mentor less experienced staff; particularly since pair programming is 
believed to increase sharing of knowledge and learning which helps to upskill less experienced staff 
and boost their confidence levels by working side by side with someone more senior. However, senior 
staff noted that less experienced staff can feel intimidated and are reluctant to voice their opinions. 
The software developers feel that it is challenging to pair program for many hours, as it becomes 
tiring due to the constant interaction. Developers at both work levels felt that pair programming is 
useful in improving their knowledge. However, it was noted that incompatible personalities could be 
problematic in pair programming, leading to issues with ego and criticism. 
 
The junior and senior staff both commented on pair programming improving the quality of their code 
as it has two heads working on a task. The developers also felt that they had the right resources to 
support the use of pair programming. The developers did not discuss the agile approach much as they 
felt pair programming is a practice that is not reliant on a person working within only a specific 
methodology but rather that it can be used in a range of programming environments. However, they 
did indicate that ‘agile’ does support the use of pair programming: the principles of agile promote 
team work, communication and collaboration which are core dynamics of pair programming and this 
helps to encourage the appropriate mind-set. The senior and less experienced developers indicated that 
some of their internal processes improved the use of pair programming; for instance, ‘focus times’, 
which is an allocated period of time when developers avoid interruptions and work individually. They 
also conducted ‘delivery practice’, which was an allocated time that provided learning opportunities 
for all developers, as a group. These were a few tweaks in the process, instituted by the company, to 
improve the use of pair programming. 
 
The results obtained from the interviews will be explained in more detail in the following sections. 
Sections 6.3 to 6.7 will discuss the results relating to the research questions dealing with the 
constructs of the conceptual framework. The results will be discussed at the sub-theme level, per 
construct. 
 
6.3 Use of Pair Programming 
 
The overall use of pair programming is extensively adopted in the company. In addition, it was 
indicated in the quantitative results that 76.5% of the software developers have been using pair 
programming for more than one year. The software developers (both senior and junior staff) are 
actively using pair programming in current projects. The senior software developers commented that 
“we definitely use pair programming for the typical advantages of quality and sharing but probably 
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the main place that I have seen it used is in terms of mentoring” (Participant 9); “as a training tool so I 
sit with the junior guys and we pair for short periods of time to get them to grips with concepts or 
pieces of the system” (Participant 5). Similarly, the less experienced staff noted that “when we 
struggled with something that we were stuck on, or something that we just want someone to look at a 
piece of code, then we pair up and it is always nice to get a second opinion on a code” (Participant 1) 
or “for learning purposes” (Participant 7). 
 
6.4 Attitude 
 
This section will explain the results obtained regarding the conceptual framework construct ‘Attitude’, 
which is linked to the research question: ‘How do attitudes correlate to software developers’ use of pair 
programming within an agile software development methodology?’ This is broken down into the variables: 
attitude towards change; collaboration and participation; learning; pair programming and developers’ 
preference for pair programming versus individual programming. The results are from the qualitative 
research instruments and provide the corresponding interpretations. 
 
6.4.1  Attitude towards change 
 
At an individual level, change can be easy to deal with if it does not affect the usual way of work. For 
example: “If … the changes are in alignment with helping me do my job, then that is easy to adjust to. 
If the changes are counter to my value system, or make it difficult to do my job, then that is difficult 
to adjust to” (Participant 6). However, irrespective of the type of change, the company “are extremely 
responsive to change mainly due to the methodology (agile) being part of applying learning and 
continuous improvements” (Participant 3). Some of the ways the developers describe their response to 
change are that they are “adaptive, respond quickly to change” (Participant 9). The software 
developers believe change is important to their roles as they are in a technological environment where 
change is constant “because programming, technologies, frameworks are changing so fast, if you do 
not keep up with the change then you are not really going to stay relevant; so change has to be 
embraced and stay relevant” (Participant 6). 
 
This highlights one of the reasons agile developed – that technological environments in the 21
st
 
century are exposed to a rapidly evolving environment that bring a lot of changes (Balbes, 2014). 
Therefore, the agile methodology fosters the ability to adapt. In addition, since pair programming is an 
XP practice, it promotes incremental planning, which assists with accommodating and coping with 
change (Lindstrom & Jeffries, 2004). In addition, XP strongly embodies the principles of agile; 
particularly communication which enables feedback. This is essential in order to overcome change, 
especially when change is often present. The rapid communication provides a shared understanding 
and interaction between developers which leads to feedback. Therefore, risks can be mitigated earlier 
by questions being raised during continual communication (Konovalov & Misslinger, 2006). 
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Asaria et al. (2014, p. 74) indicates that “organisational change challenges the way things are done 
and as a result individuals experience uncertainty and start having fears of the potential failures in 
coping”. Therefore, the level of success experienced in coping with the change will influence the 
attitude towards change. The participants mostly expressed a positive attitude towards changes and 
were highly responsive to changes. This suggests that the software developers expect change to be 
present to some extent, since a technological environment is constantly changing. If changes hinder 
the usual way of working, it may be difficult to adjust, and that may cause some discomfort or 
challenges. This is important as this builds a workplace that embraces ‘agility’; one that supports 
environmental, technological or even method changes (Asaria et al., 2014). 
 
As noted by Participant 4, some of the ways of coping with change is to “assess what the cost of that 
change is, to make sure that everybody is aware of the cost of those changes” (Participant 4); or 
“conduct an experiment…do some hypothesis; how you are going to conduct it. And you come back 
and do the evaluation afterwards with regard to whether the experiment was successful or not” 
(Participant 10). The teams hold discussions and reach an understanding of how each individual feels 
about things that work or do not work or can be improved. It is noted that the use of agile allows 
perspectives that “comes from within the team. It has got more power and also more power to enact 
and enable that change” (Participant 9). 
 
6.4.2  Attitude towards learning 
 
The software developers strongly support learning as “if you are in a dynamic environment, then it is 
important to keep up with the change. If you are a developer who is comfortable… where they are … 
and you are not required to learn much, then you do not have to... I would say, as the rule of thumb… 
In general, if you want to be a good software developer you need to learn. You need to continually 
develop yourself to do your work well” (Participant 6). It was also noted that pair programming 
encourages learning as “you get to see how they (software developers) think and solve problems, 
when you are pairing with them. You are sort of working on different things. You learn a lot of stuff 
from them” and “you share your knowledge faster…you know… get people up to speed” (Participant 
8). In pair programming the software developers are constantly sharing ideas, brain storming and 
negotiating on a piece of work. This inherently transfers knowledge and improves on knowledge 
sharing, thus improving on learning (Williams, 2010). 
 
Agile is inherently about embracing changes and continually adapting to the evolving needs. 
Therefore the software developers expect learning, especially by being in a technological and agile 
environment (Boehm, 2006). Therefore, wanting to learn and being able to learn is something they 
achieve for themselves (a self-imposed responsibility), rather than something initiated solely by the 
company. 
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The company encourages the software developers to attend conferences and community events. The 
formal training that carries a cost generally requires some motivation, especially if it also requires 
travelling costs. However, there is a weekly learning session called ‘delivery practice’ (this is further 
discussed in section 6.5.2) that is held internally. This session allows software developers at all work 
levels to listen, understand and share ideas in a team forum. This empowers learning at all work levels 
and brings fresh ideas to the way of working. These internally held learning workshops are 
advantageous to the company by promoting learning in a space in which the software developers are 
comfortable and utilising internal knowledge to empower others. The positive attitude of software 
developers towards learning can improve the company’s agility: being able to adapt and create new 
knowledge and transferring or applying knowledge; which inevitably creates a multifunctional team. 
(Asaria et al., 2014). 
 
6.4.3  Attitude towards collaboration and participation 
 
One individual noted that “one aspect of agile is team collaboration” (Participant 2) and with 
collaboration and participation “there is no rock stars or hierarchy or silos within a team, so it 
definitely improves relationships” (Participant 4). This suggests that using agile as a methodology 
supports and promotes team behaviour. This echoes the agile manifesto, especially ‘Individuals and 
interaction over process and tools’ and ‘Customer collaboration over contract negotiation’ (Lindstrom 
 
& Jeffries, 2004), which means that agile empowers an interactive, collaborative environment. 
Therefore, agile assists in bringing individuals together to speak, share ideas and thoughts and 
collaborate continually to ensure that the right thing is delivered and there is a common shared 
understanding (Abrahamsson et al., 2017). 
 
The factors of collaboration and participation sub-themes of the conceptual framework are used to 
integrate agile into the questions of the survey and interviews. Questions in the interviews highlighted 
that the software developers see agile and the principles of agile as an important factor in using pair 
programming. The software developers have indicated that using agile has provided “structure 
whereby you have got a plan in mind. It is not just you throwing things all over the place” (Participant 
1). Agile as a methodology has assisted in the use of pair programming due to the dynamics agile 
provides such as “…you get feedback sooner” (Participant 2). “We agree with the agile principles, so 
for us agile is a set of principles mainly focused on feedback and the way you collaborate with the 
customers” (Participant 9); and “agile is team collaboration” (Participant 2). Since agile is based on 
continual improvements “You try and deliver small features along the way. You can be kind of 
harping back and forth between things when you could be continually moving forward” (Participant 
4). “Agile methodologies can help you to be more productive…..it facilitates pair productivity as the 
 
more we produce in increments the better we feel about ourselves” (Participant 7). This is “unlike 
waterfall approaches. You are not six months in working on a massive thousand page spec. You are 
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working on smaller user stories and you are delivering continuously to the client, which means those 
changes that feedback is smaller” (Participant 6).One of the benefits noted when using pair 
programming was that “in a team people have different opinions so we get to see the pros and cons of 
those opinions and sometimes they debate and you learn more from their debate as well” (Participant 
7). Another benefit of collaboration and participation is that the “relationship is positively impacted 
because you have knowledge sharing that generally happens, so you generally learn a lot as you share 
ideas or different ways of doing things” (Participant 7). “You also become more excited with what 
you are doing because you have more people you are sharing it that has a collective ownership of 
code with the person you wrote it with. Generally, while human beings are intrinsically social, so you 
are able to work and be social at the same time so you generally have a better outcome it promotes 
better team work” (Participant 6). 
 
It was also noted in the survey within additional comments section, there two respondents who 
voluntary indicated the following: “Pair programming’s effectiveness depends on the people involved 
in the pair. Its benefits will be hindered if one member dominates, rejecting the ideas of the other. 
Personalities also influence the pair programming effectiveness. Pair programming requires egos to be 
put aside and earnestly considering the other individual’s ideas”. This implies that the pair mix, more 
specifically the personality mix of pairs for pair programming drastically impacts the usage. The 
incorrect mix may result in the developers experiencing “dominance, rejected ideas or ego issues”. It 
was also noted by a junior developer that “they might feel overpowered because now personality 
sometimes comes to the picture” (Participant 1). However, pair programming between seniors is more 
about discussion – brainstorming and developing ideas. “If it is a senior team, they will tell me to get 
lost. They will do it their way. They will happily disagree with me and it will be much more a debate 
about how things are going to get done. If it is a very junior team then there will be much less room 
for debate” (Participant 2). All individuals have different personality types, skill levels, learning 
styles, programming self-esteem and work ethics. These differences may become an issue or cause 
conflict with another person. Therefore, in pair programming, it’s important to ensure that pair 
compatibility is considered. The smaller the individual differences, the more compatible pairs are; 
which will reduce the conflicts and make pair programming more productive (Williams, 2006). 
 
The participation of both the individuals during pair programming is crucial as disengagement 
negatively impacts the use of pair programming: “… person driving the keyboard; I find them doing 
all the work while the other person sits and plays on their phone whatever… so there is a level of 
engagement that needs to happen with both people” (Participant 2). This suggests that, when using 
pair programming, both individuals in the pair need to be actively involved. If one person pulls back 
or becomes inactive, then this will influence the productivity of pair programming. Tsyganok (2016) 
notes that, as a beginner developer, one of the issues experienced with pair programming is ‘session 
management’, which are the interruptions during pair programming sessions. As a solution, 
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Tsyganok (2016) suggested that junior-senior pairs adopt a pattern that includes the experienced 
individual as the leader and the less experienced individual as the adopter/learner. A “simple 
metaphor of a parent teaching their child to ride a bike might help. The parent tasked with teaching is 
expected to not only be a confident cyclist themselves, but to be also adequately patient and 
articulated to lead their child through learning experience. From the adopter’s perspective, quality of 
pairing experience is heavily influenced by the emotional expertise of the leader. Continuing the 
cycling metaphor, the most effective teaching method involves a parent and a child working together 
as equal” (Tsyganok, 2016, p. 273). 
 
The developers indicated that, when doing pair programming, they “code a lot quicker and more 
quality and there is also general assistance everywhere” (Participant 1). This is due to “two people 
looking at the code” (Participant 8). The developers have noted that with pair programming, “every 
bit of code that gets written … at least two pairs of eyes have gone through this…whatever you have 
worked on, that piece is done according to more than one person’s understanding within the 
team....and some of them will go through it and have a look that it is actually working and making 
 
sure that they have actually tested the thing” (Participant 9). This suggests that team initiative and 
owning the code when pair programming motivates the need to review code, hence improving the 
quality. For example “…pair programmed is usually higher quality code because you have more than 
one person looking at the code and two heads are usually better than one …And usually the other 
person serves as a safety net so you are able to pick up bugs before you release your code…..Pair 
 
programming, we solve the problem a lot quicker and we solve it better so we get cleaner code; we 
get more performance code and it usually has less bugs” (Participant 9). This concurs with previous 
studies that indicate that, since pair programming has two minds involved continually, they are able to 
collaborate and resolve issues earlier, thereby producing higher quality work (Balijepally et al., 2009; 
Begel & Nagappan, 2008). 
 
The junior developers have indicated that “…it was more productive because the extrovert goes on to 
teach mode and when he explains, he explains till he gets it into your head” (Participant 7). This 
implies that an extrovert tends to speak more, explaining things more than would an introvert. It was 
noted that introverts do not voice their ideas as easily, However, this could also apply to extroverts, if 
they are “someone fragile and someone who feels will be criticised afterwards…. and they will not be 
willing to ask questions” (Participant 7). 
 
In addition to the personality conflicts are the ‘pair-related’ factors that disturb the use of pair 
programming: An example is the break in pair programming with conversations, like “busy working 
on a solution and your partner all of a sudden…. ‘I watched this last night it was so good’… and that 
 
immediately breaks your train of thought and you kind of lose your track of where you were” 
(Participant 10). Previous studies indicate that session management is crucial in pair programming, so 
 
82 
 
the session of pair programming must be made as comfortable as possible and with no distractions, so 
that the best productivity of the session can be achieved (Tsyganok, 2016). This impacts the use of 
pair programming as the software developers feel “you absolutely cannot work if you keep on getting 
interrupted and disturbed and things like that…so during that focus time we encourage people… 
Close your email. Put your phone on silent. Try to minimise disruptions” (Participant 9). 
 
To counteract the potential for disruption or distraction, the company has enforced a session called 
‘focus time’. This session occurs almost every day. Two hours or more per day are set aside for 
developers to focus only on programming individually with no interruption. The developers generally 
“plug in the headphones to minimise sound around them” (Participant 9). However, focus time also 
accommodates pair programming: “some people will be pairing around focus time so they discuss it 
but they are both sharing the same context, both working on the same thing” (Participant 9). 
 
Asaria et al. (2014, p.75) indicates that an “agile workforce is also expected to effectively take part in 
any collaborative environment whether it’s cross functional, collaborative ventures”. This is 
associated with an attitude towards team work which portrays an “individual’s willingness to work 
with others”. The agile methodology strongly supports teamwork, which is reflected in the software 
developers having a positive attitude towards building a stronger team. However, with the benefits 
come some downfalls. It is noted that “There will be some level of disagreement and how do you 
resolve that? So you need to be cognisant if you are both trying to solve the same thing then you come 
up with a strategy… If you come up with different strategies you must be able to say…..this is how it 
 
goes… or talk it through. To me … without taking it as a personal attack, because you have different 
views on how to do things, it means that we both find a way that we are both happy with” (Participant 
4). It was noted by a junior software developer that, through collaboration and participation, they “get 
to be confident, because some people are nervous you get to, (at) some level…, know the person 
better that you are working with” (Participant 7). This suggests that pair programming helps less 
experienced staff improve their skills and build a better relationship with their colleagues. As the 
software developers have a common goal, their disagreements can enhance the thinking and debates. 
A productive disagreement comes from being able to move past a disagreement to find a solution 
(Balijepally et al., 2009). 
 
6.4.4  Attitude towards pair programming 
 
The attitude towards pair programming is in general positive. The software developers have indicated 
that pair programming “positively influences relationships, because you have knowledge sharing that 
generally happens, so you learn a lot as you share ideas or different ways of doing things” (Participant 
 
6) and with having more people involved “you get a buddy” (Participant 8). Pair programming as an 
approach normally involves a transferring of knowledge as ‘two-minds’ are involved’ (Begel & 
Nagappan, 2008). This is because of the dynamics of pair programming, which includes constant 
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conversations, brainstorming, sharing of ideas that allow for early feedback, and understanding. This 
then empowers individuals within the pair to be knowledgeable. Due to the constant sharing of 
knowledge, there is no dependence on one person “you do not get silos, like someone off sick or gets 
here by company or gets here by bus. You have not got a silo – that is the only person that knows the 
code; and also you end up getting a code that is easier to understand because a code has two 
consumers” (Participant 10). Therefore “(with) pair programming you are increasing the human 
readability and comprehensibility ….especially if you are switching pairs within a team. The team 
 
will end up getting into an aspect of synergy around how a solution comes together … and styles and 
things like that. So that you do not get areas of the code so kind of far different to the code base. Your 
code will have more of a familiarity across” (Participant 9). Hence, pair programming is beneficial in 
upskilling those with less experience. It also assists in resolving errors or issues earlier and reduces a 
one-person dependence as another person shares the understanding (Kim et al., 2010). 
 
It was noted by a senior staff member that “if you do not pair, you are kind of sitting in a bubble… I 
think it is also, if I come in and sit with a junior then I am learning. I help other people to understand 
and I think for the juniors they have, like a safety belt, with the seniors. They do not feel like they are 
going to fall over” (Participant 4). This suggests that pair programming positively improves team 
relationships and assists the development of juniors by upskilling and building their confidence. It 
was noted by (Tsyganok, 2016, p. 271) “When I was a junior developer and in a room with lots of 
different stakeholders, you sometimes do not raise your fears because you are not a hundred percent 
confident”. This suggests that the senior software developers of this company commonly adopt pair 
programming as a training-tool for those less experienced. This is a popular approach in pair 
programming and is sometimes deliberately done, whereby a junior is paired with a senior so that they 
can leverage off each other simultaneously. The junior developers expect to improve their skills and 
abilities, whereas the senior developer is expected to learn how to interact and grasp the fresh new 
ideas. However, less experienced software developers are reluctant to voice their opinions. This was 
also noted within this chapter in the section ‘attitude towards collaboration and participation’. This 
could be an issue that impacts the use and effectiveness of pair programming, especially for less 
experienced software developers. 
 
Differences in personalities can create conflict when using pair programming. In teams that do not 
always go well together, there is a personality conflict or you have a different social dynamic within 
the team for instance: “…too many people with different opinions and they struggle to agree with 
things…I think if you can work things out with your team and you have good processes and you have 
people that are good team players then it is good” (Participant 5). However, the senior staff use it 
more as an approach to mentor and boost the confidence level of the juniors. Vanhanen (2005) 
indicates that it takes the right combination for a pair to be productive when using pair programming. 
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It was also noted that pair programming “improves quality of our codes, as pair programming 
involves code review…we spend a lot of time discussing our code and understanding how we can use 
it” (Participant 2). Due to the constant sharing of ideas, which enables the software developers to have 
a good understanding of the code being written, they are able to provide feedback often and earlier 
(Schmidt et al., 2014). Fu et al. (2017) notes that, in pair programming, more defects in the code were 
realised earlier and fewer tests were required later. 
 
A senior software developer noted that a perceived negative impact of using pair programming is 
“two people doing the same thing and you are achieving less” (Participant 9). But it is not the case, 
since “it’s very much like construction….. so they are like…. I get two people to build one wall, will 
 
go faster than if I get two people to build two separate walls” (Participant 3). This company is very 
supportive of the use of pair programming. However, other companies are not, due to the negative 
perceptions. A company culture which supports employees and their needs will encourage the use of 
pair programming, as the software developers will view it as favourable to use pair programming; and 
even if there are issues that affect its use, the company is there to support their needs (Asaria et al., 
2014). 
 
6.4.5 Developers’ preference for developing with pair programming versus 
individual programming 
 
A software developer comments that pair programming is working as “a team …where as an 
individual you do some parts of the job. However, when you are working alone you get the whole job 
for yourself” (Participant 1). “There are benefits for both sides. When you are working as an 
individual you tend to struggle a lot…in a team things are done quicker” (Participants 7). It was also 
noted that with individual programming it can be “a very mentally taxing process … all the biases that 
you are subjected to as individuals, you are never going to get the perfect solution as a single person. 
But you have other people coming in to offset the biases and you end up with a better solution” 
(Participant 10). This suggests that with pair programming there is shared responsibility and two 
individuals assisting one another; whereas working individually means having to complete the task on 
one’s own (Williams et al., 2000). It was noted by a junior software developer that pair programming 
is not beneficial in all circumstances: “if you don’t know exactly what needs to be done, then it would 
be better for you trying to solve solution alone than working with pair programming” (Participant 8). 
The behaviour of the junior staff is due to their limited knowledge and they withdraw at times: “I will 
first research, because they have much more experience than I do, before I try to challenge. I do not 
want to make premature decisions, and once I have a better understanding, I will try to comment” 
(Participant 7). This suggests that when less experienced software developers are unsure of the details 
of the task, they prefer working through this on their own. It could be that, if they do approach an 
experienced software developer about the task, they would want to know enough of the details in 
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order to engage in the discussion. In simpler tasks there is less need for pair programming. However, 
when the task is more difficult and takes longer time to resolve, then there is more of a need to seek 
help, and the use of using pair programming is deemed necessary (Williams et al., 2000). 
 
Williams (2010) indicates that the dynamics of pair programming are vastly different to the traditional 
way of programming individually. It was stated by a senior developer that: “I think if you were to take 
everybody’s time, the percentage when spent with pair programming and the percentage spent alone, I 
think the percentage programming alone would be higher” (Participant 5). This could be a single 
individual’s perception, since it was not repeated by other participants and the software developers 
spend some of their time programming alone as part of their internal practice called ‘focus times’. The 
less experienced developers feel “reluctant” (Participant 1) to voice their opinions to more 
experienced developers. This could suggest ‘ego’ issues, and the less experienced developers want to 
uphold a socially acceptable image. 
 
6.5 Subjective Norms 
 
This section discusses the results obtained regarding the conceptual framework construct ‘Subjective 
Norms’ which is linked to the research question: ‘How do subjective norms correlate to software 
developers’ use of pair programming within an agile software development methodology?’ 
‘Subjective norms’ include senior staff and peer influences. The information which is discussed and 
interpreted was collected by the qualitative research instrument (the interviews). 
 
6.5.1  Senior staff influence 
 
The influence of senior staff on other staff is a crucial factor that can either enable, or be a barrier to 
performing in a certain way (Asaria et al., 2014). The senior staff mostly noted that pair programming 
is the norm within the company. However, the software developers have freedom of choice in 
deciding which programming method they use. 
 
The senior staff members at the company have been very supportive in sharing their knowledge with 
other developers, especially those at lower work levels. This was noted by a junior developer: “senior 
staff support, especially in helping me learn to develop my software skills” (Participant 1). In these 
cases, senior staff “prefers to challenge people to be better, so I am perpetually trying to take people 
out their comfort zones and show them that they can be better. If I had a choice of giving them an 
answer to a question they asked or asking them a questions leading to the answer, I would always 
favour leading them to the answer. So there is a strong mentorship rather than… ‘oh, that is how you 
solve it or there is the link, go and look through the page’” (Participant 3). This implies that the senior 
staff adopts a supportive approach with other staff and also likes to be directly involved to improve 
their learning: “more hands on…… I do like to have debates and discussions…….and we will try and 
come up with new ideas rather than just issuing, and asking for help and being spoon fed the answers” 
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(Participant 3). The positivity and support of the senior staff influences the behaviour of employees. 
They become ‘social referees’, determining whether the staff is doing the right or wrong things and 
even if the wrong things are done they can be appropriately supported in guiding them towards the 
correct way (Asaria et al., 2014). 
 
6.5.2  Peer influence 
 
The software developers noted that the company has a strong teamwork culture “…outside my team 
 
… I would talk to other team leaders and other people in the company because those improvements 
will impact my team; because if I learn something I am going to bring it into my team. I am not going 
 
to wait…” (Participant 3). The developers “respect their (peers) views and opinion” (Participant 8). 
They tend to consult their peers, not just for upskilling, but to “help me improve personal growth” 
(Participant 8). The senior staff indicate that they are able to have “peer discussions over coffee and 
once again this comes back to open office and just listening to what other teams are talking 
about….so how other people solve problems. I definitely consider how I tackle my problems” 
 
(Participant 5). In addition, the peer relationship within the company is noted to be “supportive” 
(Participant 1) as they “can seek guidance” (Participant 6) and the colleagues, irrespective of work 
level, “do not boast their work and they are not afraid to share knowledge” (Participant 7). 
 
The views and thoughts of peers’ impact on the behaviour of individuals, as individuals associate 
themselves with the views of others around them, especially in an unfamiliar situation. In addition, 
individuals deliberately reduce efforts that do not conform to the usual way of working, to avoid peers 
being unhappy (Asaria et al., 2014). 
 
6.6 Perceived Behavioural Control 
 
This section discusses the results obtained regarding the conceptual framework construct ‘Perceived 
Behavioural Control’ which is linked to the research question: ‘How does perceived behavioural 
control correlate to software developers’ use of pair programming within an agile software 
development methodology?’ This is made up of the variables resources/environmental factors and 
skills/abilities. The information which is discussed and interpreted was collected by the qualitative 
research instrument (the interviews). 
 
6.6.1  Resource and Environmental factors 
 
The software developers explained that their work environment is suitable to use pair programming as 
they have “two keyboards, two monitors, so here we are brilliantly set up for pair programming. It is 
something that we have done quite a bit over the last couple of years so it is almost engrained in the 
culture” (Participant 2). The “desks they are pretty much straight, but there is enough room for two 
people to sit in and it is straight so at the curved spot it is a spot for one person” (Participant 9) and 
(with) “the open plan office it is very easy to pull out a chair and use someone else’s desk. All the PCs 
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have two very big monitors and there are always extra keyboards and mice available if you want to 
plug into one computer, so it makes pairing a lot easier” (Participant 5). In addition the “you are free 
to use whiteboard” (Participant 10), which is a tool that assists in brainstorming. A common reason 
for not wanting to do pair programming is not having the adequate space or unsuitable equipment 
(Tsyganok, 2016). Since the dynamics of pair programming are vastly different from traditional, 
individual programming, the need for a suitable environment is vital. If you were to just use the 
traditional setting for pair programming it would not be effective and may even prohibit the use of 
pair programming (Williams et al., 2000). This company has the correct, and sufficient, resources and 
environment, which makes pair programming easy and less challenging to use (Tsyganok, 2016). 
 
The developers indicate that, if additional resources are required for them to function, they “just tell 
them that I need the thing … ask and then it normally happens” (Participant 3). However, there are 
times “you may need to motivate, of course, what is the reason?” (Participant 9); but mostly a verbal 
request is sufficient. This suggests that the company considers the requests made by employees, 
especially those that impact the way they work; and by fulfilling the requests, they build a relationship 
of trust between the management and employees, developing a collaborative and supportive company 
culture (Asaria et al., 2014). 
 
The developers indicated that at times the lengthy conversations conducted during pair programming 
become disturbing, especially if an individual speaks loudly; “one of my team members is quite loud. 
He is just talking normally and will cut across everything….” (Participant 4). Therefore the 
 
developers suggest having “some partitioning” (Participant 4) or “an enclosed space – just a place 
where two people can sit” (Participant 9). Previous studies indicate that a key factor in using pair 
programming successfully is having an environment that supports it. Since the dynamics of pair 
programming differ vastly to traditional programming, with two software developers working at one 
desk with one computer, it is necessary to accommodate the physical and resource needs of pair 
programming in order to use it easily (Williams, 2010). This requires resources that provide a desk 
space big enough for two people to work and an environment that can allow conversation. If the 
environment does not suit the practice, then negativity around the practice and its lack of adoption can 
be understood (Asaria et al., 2014). 
 
Since most of the software developers are consultants, they sometimes work at geographically 
dispersed locations using technology to assist with the communication: “sometimes I consult clients 
in other areas and we use Skype to call each other and also sometimes pair program by shadowing 
other person’s screen” (Participant 2). Pair programming is sometimes used in these instances through 
Skype. This has not been much of an issue, as the software developers have noted that they can share 
their screens and discuss code. However, at times there are network connection issues and in these 
instances pair programming is used for a very short period of time. This type of pair programming is 
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commonly referred to as ‘distributed pair programming’(Williams, 2010). This company practice 
supports the findings of a previous study that noted that distributed pair programming can be practiced 
with the support of a cross-workspace of visual, manual and audio channels. As this company makes 
use of Skype, which contains visual, audio and manual tools, the software developers are still able to 
pursue pair programming activities (Williams, 2010). 
 
6.6.2 Skills and Abilities 
 
The software developers have indicated that their soft skills would need to be improved when using 
pair programming. “I think people give it their best when they are more accepting and more open 
about their views and ideas. So less detachment from your work, so that you can work with somebody 
else and not feel offended if they do not like the way that you want to do it. You should try to solve 
the problem in the best way possible so I think a lot of people need to learn how to put ego out the 
way” (Participant 4). When using pair programming, “you have to see the problem as the focus, you 
have to almost see yourself as the team trying to solve this problem so you are both trying to achieve 
the same goal so whatever you need to achieve to get to that goal” (Participant 6). This implies that 
the software developers are able to function within the dynamics of pair programming. However, 
some negative aspects such as attachment to code and not being able to accept criticism are 
experienced and can affect the use of pair programming. 
 
The software developers indicate that their communication skill would need to improve when using 
pair programming, since one needs to “communicate your thoughts and ideas….communication is a 
 
big thing” (Participant 1). “As a software developer you sometimes like to enclose yourself in a box 
and you definitely need to open up a bit more and be interactive, so that is a certain skill” (Participant 
1). The need to improve communication skills were also noted by a junior develop: “… speak up more 
often because I am naturally quiet so I just need to speak up more often and voice my opinions” 
(Participant 7). As part of communicating they would also like to improve their listening skills: “you 
need to be able to put your thoughts into it” (Participant 1). Listening also helps: “to get constructive 
feedback you have to be able to listen well because a lot of people are not effective listeners; but if 
you do not listen to your partner when you are pair programming, you are never going to arrive at a 
consensus on what to do because you have not heard their viewpoints; so you have to listen well. You 
have to give constructive criticism. You have to be able to know when to listen and when to talk” 
(Participant 6). 
 
The software developers attempt to improve their skills and abilities in-house by conducting ‘delivery 
practice’. Delivery practice is held every Friday at the company’s site. This involves all the software 
developers at all work levels. The session is approximately two hours long in the afternoon. The 
session can “take different forms, it depends on what we are trying to learn at that stage, so that can 
either be going off and tackling a problem with pair programming or it can be a mob session where 
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we have one screen and we are trying to solve the problem altogether” (Participant 5). The intention 
of this session is “upskilling the people that work here and that need the skills…. Our delivery 
 
practice discovers a lot of those skills. We have a lot of those discussions with the entire development 
team. They are either watching a video on programming or having discussions around software. They 
might be going over a book where the junior guys discuss in detail: ‘Do you put code comments? Do 
you do pair programming or don’t?’ We spend a lot of time around those things.” (Participant 2). 
However, if attendance at formal courses is required, the company is willing to fund this but will 
require motivation as the budget of the company will be considered. “There are finances to further 
education but we also do deliverable practice internally. We are all very open to sharing our 
knowledge and sharing what we have learned” (Participant 2). Pair negotiation and brainstorming are 
important components of the success of pair programming. The internal practice of delivery practice 
allows for brainstorming and active negotiation which does not only allow software developers to 
realise and discover new techniques or approaches but also to find solutions efficiently without 
causing frustration and decreasing productivity (Williams, 2010). 
 
6.7 Behavioural Intention 
 
The factor ‘behavioural intention’ is the main focus of this study, which is linked to the research 
question ‘How does intention correlate to software developers’ use of pair programming within an 
agile software development methodology?’ The behavioural intention is the use of pair programming, 
which is the overarching factor in the sub-themes within the conceptual framework (attitudes, 
subjective norms and perceived behavioural control). The information which is discussed and 
interpreted was collected by the qualitative research instrument (the interviews). 
 
6.7.1 Intent 
 
The software developers believe strongly that pair programming should currently be used more and 
should be promoted for future use. However, as mentioned in the above sections, pair programming is 
commonly used as an approach for upskilling or training less experienced staff. Pair programming 
involves a lot of knowledge sharing and the pairing tends to be seen as a “safety belt” (Participant 4) 
for less experienced staff. “Pair programming should be promoted for current and future use. You 
might not get the full value if you try and introduce pair programming full time as a preferred 
technique ….. It might be something that will work well for a three month project but I think it should 
 
be used appropriately to increase motivation, to share knowledge if it is needed to work on programs 
where you foresee something getting done” (Participant 2). It was also indicated that “with pair 
programming, the more complex the task, less experienced developers find themselves ‘stuck in rabbit 
holes’”. However, senior staff members given less complex tasks find themselves “bored” (Participant 9). 
This suggests that pair programming may be more or less beneficial at different work levels; since it is 
perceived that, on simpler tasks, senior software developers find pair programming less useful. 
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This supports the practice of adopting the use more as a tool to assist less experienced staff. A 
previous study supports this conclusion when it notes that, pair programming is used less “on simple 
coding of a project. However, they mostly pair program when code is of average complexity modules 
and if the situation, such as time conflicts, dictates – though most immediately feel notably 
uncomfortable and more error prone” (Williams et al., 2000, p. 5). This is because complex tasks 
require much prototyping and brainstorming, which becomes a tiring and difficult exercise for an 
individual to conduct (Williams et al., 2000). 
 
The software developers favour pair programming as “you are creating an environment that 
encourages collaboration so you are free to write code; you are free to have conversations; You are 
free to go (to the) whiteboard if you do not understand it… You just stick to a creative environment. It 
is more conducive to the view that it is not just an individual plugged into the assembly line. I think it 
is a team working together to achieve a common goal” (Participant 10). Pair programming “just 
encourages the right type of mentality around software. It encourages knowledge transfer” (Participant 
10). “Two people can actually be more productive than when they are apart and have different skill 
levels. The juniors can learn from the seniors and the seniors get an opportunity to mentor” 
(Participant 4). 
 
However, pair programming can “become(s) a burden” (Participant 2). “It requires more energy from 
you, simply because you have got to constantly engage with the other person and you have to make 
your actions quite explicit and you have to constantly communicate with the other person because you 
are pairing the whole day” (Participant 2). Also, pair programming continually involves interaction 
and problem solving with another individual, the process becomes tiring; which is a factor that affects 
its adoption (Williams, 2010). A suggestion to improve the use of pair programming is to “take 
frequent breaks so that it is not too draining and doesn’t require much energy. If you both agree to 
practice like some sort of technique… but you have certain time management techniques… like your 
focus time in between? So that might be effective in a pair programming scenario so that you do not 
have that sort of burnout if you are doing it for too long” (Participant 6). 
 
6.8 Conclusion 
 
Pair programming is used a lot within this company and is considered more of the norm than the 
exception. The pairing of software developers commonly involves a junior with a senior. The overall 
attitude towards pair programming is positive, notwithstanding some issues. The software developers 
have indicated that the benefits of using pair programming range from producing higher quality code, 
because you have more than one person looking at the code, and being able to pick up bugs before 
you release your code. In addition pair programming improves sharing of knowledge and 
communication skills. As an example, if a person that is shy is involved in pair programming they 
have to talk, as part of the pair programming process, so they will begin to form a relationship with 
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their colleagues. Pair programming also removes the biases that you are subjected to as individuals as 
having other people coming in to offset the biases and provide additional input helps you develop a 
better solution. 
 
However, there are challenges experienced in pair programming. It was noted several times that the 
junior developers are reluctant to use pair programming as they feel too intimidated to voice their 
opinions due to the lack of experience. A major concern with pair programming is the personality 
conflicts that make individuals feel frustrated or reluctant to interact. 
 
The developers indicate that pair programming is used mostly as training and mentoring tool that 
pairs up junior and senior developers. Pair programming is also used at a project level to encourage 
communication and collaboration. 
 
The company makes provision for the important resources and tools needed to use pair programming 
and adopts a supportive culture by considering any further requests for resources The company also 
makes use of many internal practices to improve the practice of pair programming, like delivery 
practice to encourage and empower learning and improving of skills and abilities; as well as 
implementing focus time which is used to minimise disruptions and allow developers to focus on a 
specific, individual task. 
 
However, pair programming does become tiring and requires a lot of energy due to the constant 
interaction. Factors such as regular breaks or switching of roles need to be considered to enhance the 
synergy in pair programming. Overall, the company intends to continue the use of pair programming 
both currently and in the future. Pair programming emerges strongly as more of an approach to upskill 
less experienced staff within this company. The next chapter will reflect on the findings of the 
quantitative results in conjunction with the results of this chapter, to provide concluding ideas and 
practical implications for practitioners. 
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 Chapter 7: Conclusions and Implications for Practitioners  
 
 
7.1 Introduction 
 
This chapter will collate the findings from the quantitative data noted in Chapter 5 and the qualitative 
data noted in Chapter 6. The findings will be aligned to the research questions of the study as noted in 
Chapter (section 1.3). The results from both quantitative and qualitative were categorised by the 
constructs of the conceptual framework namely: attitudes, subjective norm, perceived behavioural 
control and behavioural intention. Each construct of the conceptual framework contains sub themes; 
therefore the data was collected at a sub theme level and the discussions are retained at the sub theme 
level as per the conceptual framework constructs. The intention of this chapter is to draw a conclusion 
for each research question. The conclusion will cover the theoretical implications of both the 
qualitative and quantitative results. This chapter will also provide implications for practitioners with 
relation to the use of pair programming in the software development industry. 
 
7.2 Overview of the Use of Pair Programming 
 
The company that was used as part of this research contained a balance of work experienced software 
developers (i.e. senior and junior staff). However most of the responses were obtained from males 
with only one female sampled out of 17 individuals. Therefore the perceptions obtained in this study 
are more from male perspectives than females. The global representation of females in software 
industries has drastically been reducing since 1991 (Ashcraft et al., 2016). The major contributing 
factors of this phenomenon is cultural challenges that restrict females as, “though female leaders have 
the same technical challenges and are expected to produce the same kind of results as male leaders, 
there is often a cultural context that influences their approach and a different interpretation of their 
performance that ups the ante” (Klawe, Whitney, & Simard, 2009, p. 73). 
 
It was also established that the quantitative results were significantly in agreement and the qualitative 
results were positive about the use of pair programming. The quantitative result indicates that 76.5 % 
of the software developers in the target company have been using pair programming for more than 1 
year and the majority significantly agree that they still use pair programming in current projects. The 
results from the qualitative study depicts that pair programming is favourably adopted due to the 
benefits realised from the use after adoption of pair programming. The literature indicates that pair 
programming is the least adopted and least popular practice within agile methodologies (Doyle et al., 
2014). Due to the results obtained in the quantitative study being different to the previous studies 
findings, the use of pair programming was not expected to be largely adopted in general, but this study 
makes deliberate use of a company that actively uses pair programming so use should be high. This 
was necessary in order to ascertain the factors that influence pair programming adoption. 
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Since the software developers in this company are experienced in the dynamics of pair programming 
they are able to relate to the practice and depict its more or less favourable aspects. The practice is 
well recognised for improved knowledge sharing. However since the practice is commonly used to 
pair experienced and less experienced software developers, the most common benefit is known as 
upskilling less experienced developers. This is advantageous to the company as they also have an 
even spread of work levels (i.e. senior and junior software developers). As Dillenbourg (1999) 
indicates, pair programming allows two individuals to converge as one which mediates a process of 
sharing knowledge and the experience thus becomes more useful for improving skills. 
 
In addition the constant interaction amongst two-minds facilitates feedback which assists in gaining 
reviews earlier and mitigates future risks (Cockburn & Williams, 2000; Fu et al., 2017). 
 
7.3 Attitude 
 
The research question that is aligned to attitude is “How do attitudes correlate to software developers’ 
use of pair programming within an agile software development methodology?” The sub themes of this 
construct are: attitude towards change, collaboration/participation, learning, pair programming and 
developer’s preference for developing using pair programming versus pair programming. 
 
Attitude towards change 
 
The sections B1.1 – B1.3 in the quantitative results depict overall positive results with the data 
showing that the survey respondents indicated a significantly positive attitude towards change. The 
software developers indicate that they are happy to change the way they do programming if it results 
in better outputs despite the potential discomfort of changes. The software developers also indicated a 
positive attitude towards change within the qualitative results. They did suggest that a change that 
may directly affect their way of working is more difficult to adjust to. However since being in a 
technological environment that adopts agile methodology, change is expected. 
 
Since the software developers are able to cope with change they are able to experience uncertainties 
and cope in new situations. The software developers are optimistic about change and perceive change 
as an opportunity rather than a threat (Asaria et al., 2014). This is important for an agile organisation 
as change is instilled within the methodology. The manifesto which reads “respond to change over 
following a plan”, indicates that agile teams must be proactive to change rather than following plans 
(Lindstrom & Jeffries, 2004). This responsive characteristic is displayed in this company which also 
enhances its competitive advantage (Asaria et al., 2014; Boehm, 2006; Lindstrom & Jeffries, 2004). 
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Implications for practitioners: Attitude towards change 
 
Pair programming exposes developers to changes which may be difficult to deal with (refer to 
Chapter 2.3). In order to deal with change the following is suggested: change needs to be introduced 
in intervals to allow software developers to ease into the change (Asaria et al., 2014). If the change is 
likely to have a high impact on their productivity then they need to be more carefully handled and 
possibly introduced in periods where it does not affect core operational time, so that productivity is 
minimally interrupted. The change would require inspirational leadership and understanding of senior 
staff so that the developers find their environment supportive if fears or mistakes are experienced 
(Asaria et al., 2014). 
 
Attitude towards learning 
 
The sections B2.1 – B2.3 both the quantitative and the overall qualitative results showed positive 
attitudes towards learning. The quantitative results indicate that the software developers were highly 
positive towards the willingness to learn about new programming tools or techniques. They are keen, 
optimistic and highly interested in learning new things about design issues in software development. 
They see learning as vital to fulfilling their role in a technological environment where there are so 
many changes and use it to improve sharing of knowledge which in turn assists with learning. 
 
In addition, it was indicated in the qualitative data that the company also adopts an internal practice 
called ‘delivery practice’ which is a session that consists of all software developers meeting to share 
ideas, discuss and understand what is required (discussed more in detail in 6.5.2). The ‘delivery 
practice’ session assists with sharing of knowledge and learning throughout the company and at any 
work level. The company also displays a supportive culture to learning requests that require external 
learning. 
 
Implications for practitioners: Attitude towards learning 
 
The company adopts an internal approach called delivery practice. This practice is a good approach to 
improve the learning of all software developers by using internal skill sets within the company to 
advance training instead of investing in external training programmes. Since this practice makes use 
of internal skills, this is a cost effective approach. In addition, this practice can target the needs of the 
current or upcoming projects or specific learning desires of employees. However this may limit the 
more general or global software development knowledge that the developers have, and which they 
can attain by attending formal workshops or seminars. Leadership or senior staff need to remain 
aware of formal learning opportunities that can be beneficial to the company and help the software 
developers in gaining a wider perspective of the industry. 
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Attitude towards collaboration and participation 
 
The reliability results from Cronbach Alpha depicts a value of 0.568 (i.e. < 0.7) for attitude towards 
collaboration and participation. This does indicate that this construct is below the reliability threshold 
and results should be treated with some caution. However this reliability value could be a result of the 
small sample size. 
 
The sections B3.1 – B3.5 in the quantitative results depict significant agreement. The qualitative data 
were also positive however they also raised many concerns about things they experience when using 
pair programming. The software developers have indicated that the company is very agile as they 
strongly support “individual interaction over contract negotiation”, which indicates that stakeholders 
must be continuously communicating and ongoing collaboration is necessary to ensure good 
understanding and delivery of what is expected (Konovalov & Misslinger, 2006; Lindstrom & 
Jeffries, 2004; Schmidt et al., 2014). The quantitative results indicate that the software developers 
were significantly positive towards following the process defined and agreed upon. The team and the 
software developers feel motivated by other team members to participate in the development 
processes. In addition the frequent engagement when working in a team helps one build one’s 
confidence and interpersonal skills, which also helps to improve individuals’ knowledge, and 
empowers a shared understanding that assists in delivering code quicker with a higher quality 
(Cockburn & Williams, 2000; Williams, 2010). 
 
However there are personality conflicts experienced that could lead to dominance of the interactions 
by specific team members. Extroverts that overpower other members can cause conflict and debates. 
Junior software developers may find themselves feeling reluctant to voice their opinions due to their 
lack of confidence and inexperience (Participant 7). By having pairs that are compatible reduces the 
conflicts and increases the comfort between team members (Williams, 2006). The interviews 
highlighted that there are other pair-related issues experienced when using pair programming, like 
disruption of work-focus with the conversations and even disengagement by an individual. 
 
The literature suggests that one of the challenges when using pair programming is the disturbance 
from surrounding factors that impacts the use of pair programming (Williams, 2010). Since these 
distractions can break the focus in pair programming and become frustrating if it persists, this 
company adopts an internal practice called focus time, which dedicates time slots for software 
developers to work as individuals with minimal interruptions (Participant 7). The session empowers 
focus which inherently will improve productivity. 
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Implications for practitioners: Attitude towards collaboration and participation 
 
Due to the dynamics of pair programming being so different to the traditional way of programming, 
the practice can be more beneficial if software developers are trained on how to work in teams and 
gain interpersonal skills for example guidance on how to deal with conflicts, especially when 
engaging with an individual that is deemed to have a personality which may lead to conflicts. There 
are additional measure that can be undertaken to resolve interpersonal conflicts such as: conducting 
regular retrospectives which are team meetings to discuss what works, what doesn’t and how to 
improve; understanding the personalities involved so that an understanding of what individuals value 
personally as important or are crucial to them can be considered; and finding pairs that have aligned 
values. 
 
Attitude towards pair programming 
 
The overall quantitative and qualitative results were positive towards pair programming. The sections 
B4.1 – B4.4 and B4.6 - B4.9 in the quantitative results were significantly in agreement. The 
quantitative results also indicate that pair programming reduces the need for review/inspection of the 
code. Likewise, in the qualitative data the software developers indicate that by using pair 
programming there are admirable benefits realised that aligns to those mentioned in previous studies. 
These benefits include positively influenced staff relations and improved quality of work; as well as 
upskilling of staff and increased self-confidence, self-esteem and productivity (Balijepally et al., 
2009; Begel & Nagappan, 2008; Fu et al., 2017). 
 
However there was no significant result in terms of pair programming reducing the documentation 
required (question B4.5 “I feel pair programming reduces documentation”) and the qualitative data 
did not discuss this aspect. In addition, the software developers noted a perception of pair 
programming that commonly exists and is a misinterpretation that negatively impacts its use, namely, 
that it is just having two people doing the same thing (Balijepally et al., 2009). However both the 
qualitative and quantitative data show that experiences in this company indicate this perception is not 
true. In addition, the company has the right hardware and tools to support the use of pair programming 
that makes it less difficult to use pair programming in its natural form i.e. having two individuals 
sitting at one desk working on one task on hand. 
 
Implications for practitioners: Attitude towards pair programming 
 
The software developers’ attitude towards pair programming leans more towards being positive. By 
the leadership and senior staff continuously supporting the practice, other developers feel more at ease 
about adopting pair programming. In addition the company regularly assesses what aspects of pair 
programming are more beneficial and enjoyed. By doing this, the company can focus more on those 
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areas for improvement or common use so that the software developers will find the practice more 
appealing. Also, regular feedback sessions must be conducted to understand what does not work in 
pair programming to find the sore points that are meaningful to the software developers and need to 
be resolved (Tsyganok, 2016). 
 
Developer’s preference of developing with pair programming versus individual programming 
 
The sections B5.3 – B5.4 in the quantitative results were significantly in agreement. In contrast to 
most of the responses, a t-test indicated respondents disagreed with the statement: B5.1 “I prefer using 
pair programming technique over individual programming technique”. But this result should be 
treated as inconclusive because results were not statistically significant. Another question was 
statistically significant and indicated that respondents disagreed with the statement: B5.2 “I feel more 
productive using pair programming than programming on my own”. These results were considered in 
relation to the qualitative results to see if the situation was clarified. The qualitative results depict 
some positive results with some concerns highlighted and thus also indicate some ambivalence in 
terms of how the developers feel about pair versus individual programming. The software developers 
indicate that when programming individually you have to do the whole job yourself, whereas with 
pair programming you get a team’s effort, including the ideas and thoughts of another individual. The 
qualitative data shows that junior staff prefer to research and gain a better understanding of the issue 
on hand instead of being perceived as making a premature decision by a senior developer, which 
agrees with Tsyganok (2016). 
 
The significant disagreement in the quantitative results relating to “I feel more productive using pair 
programming than programming on my own” contradicts previous studies that indicate software 
developers feel more productive when using pair programming due to the increases in knowledge 
sharing and improvement of quality (Begel & Nagappan, 2008; Kim et al., 2010; Williams, 2010). 
Although it was indicated in the quantitative results that the majority of the software developers are 
using pair programming in their current projects, they seem to indicate they are not at their most 
productive using this approach. The question of “productivity” was not explicitly explored in this 
study as it was not part of the sub themes in the conceptual framework constructs i.e. it was not made 
clear exactly what is meant by “productive”. Productivity could relate to the speed at which code is 
developed, the quality of the code, improved teamwork, increased training etc. As this was not 
specified; detailing this factor will be considered for future research. This will require the 
questionnaire to be adjusted to include the details around perceived developer productivity in relation 
to using pair programming so that the construct ‘productivity’ can be more explicitly researched. 
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7.4 Subjective Norms 
 
The research question that is aligned to subjective norms is “How do subjective norms correlate to 
software developers” use of pair programming within an agile software development methodology?” 
The sub themes of this construct are: senior staff and peer influence. 
 
Senior Staff Influence 
 
The sections C1.1 – C1.3 in the quantitative results are significant and respondents agree that senior 
staff influence is positive. The overall results of the qualitative data were also positive. The senior 
staff support the use of pair programming and encourage its use due to the benefits realised, namely: 
improving the quality of work and improved knowledge sharing. 
 
The software developers are mostly paired as a junior and senior, as pair programming is mostly used 
as a training tool to help upskill developer and increase confidence, which agrees with Tsyganok 
(2016). Senior staff indicated that they notice a sense of reluctance from less experienced staff to 
participate e.g. not asking questions or adding input. A junior developer also indicated this, saying the 
reason is due to their lack of experience and knowledge. However other factors such as dominance 
and ego are experienced by junior developers when paired with a senior developer. Therefore, the 
correct pair mix needs to be considered in order for the software developers to feel comfortable and 
confident when pairing with a senior developer (Williams, 2006). 
 
The senior staff adopt a hands-on approach: They would not spoon feed, but rather coach and guide 
the software developers in their learning. In addition the quantitative results depict that the senior staff 
provide formal opportunities to learn pair programming which enables a supportive culture. The 
positive influence of senior staff enables the practice of pair programming as the less experienced 
staff feel supported and encouraged. (Asaria et al., 2014). 
 
Implications for practitioners: Senior staff influences 
 
Since the senior staff support the use of pair programming, developers should focus on improving 
their interpersonal skills especially when there is a work level difference such as a junior and senior 
working together. The qualitative and quantitative data commonly flagged personality conflicts as an 
issue when using pair programming. Considering interventions to enhance peoples understanding of 
different personality types may be advantageous to software developers in a pair programming 
context. A possibility is to adopt personality workshops to assist in recognising the different 
personality types of staff in the company and how to proactively work together. 
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Peer Influence 
 
The sections C2.1 – C2.3 in the quantitative data show respondents are significantly in agreement and 
the overall qualitative results were positive i.e. the peer influence on use of pair programming is 
positive. The software developers’ stress in the quantitative and qualitative results that pair 
programming should be used as it reduces the amount of time spent on a task and improves the quality 
of software. This aligns with the literature that suggests that due to pair programming involving two 
individuals that can focus on writing code and another reviewing the code, they are able to deliver 
quality code in much less time than individual coding (Williams et al., 2000). In addition the software 
developers strongly feel that their peers like to use pair programming when it’s applicable. 
 
7.5 Perceived Behavioural Control 
 
The research question that is aligned to perceived behavioural control is “How does perceived 
behavioural control correlate to software developers” use of pair programming within an agile 
software development methodology?” The sub themes of this construct are: resources/environmental 
factors and skill/abilities. 
 
Resource/Environmental 
 
The sections D1.1 – D1.2 in the quantitative results were significantly in agreement and qualitative 
results were also positive. The software developers were very positive about the existing office layout 
and hardware available for using pair programming. Therefore the company supports not only the 
right environment but sufficient resources to use pair programming. The software developers indicate 
that the company contains the right resources to use pair programming for instance they have an open 
plan office with wide, curved shaped desks that can fit two people and the correct hardware to support 
pair programming (Participant 1,4,5,6,7 and 8). They did note that a possible improvement could be to 
have more isolated rooms to reduce the noise level when using pair programming since there are 
many conversations and sometimes people talk loudly which may disturb others (Participant 1 and 6). 
In addition the management of the company is responsive and if the senior note that extra resources 
are required they are generally obtained, although they do sometimes require a motivation. 
 
Implications for practitioners: Resource/Environmental factors 
 
It is always important to have an environment that supports the use of a practice, especially if a 
practice vastly differs from the normal way of working. In this case open workspaces, large desks and 
appropriate hardware are necessary. However, since the developers have noted that the frequent 
interaction in pair programming could cause a disturbance to others, then noise suppression strategies 
such as desk divides between pairs to allow isolation and focused coding time for each day for a few 
hours may be desirable. 
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Skills/Abilities 
 
The sections D2.1 – D2.2, D2.4 – D2.5 in the quantitative results show the software developers are 
positive about having the skills to write good code, test code and successfully debug code. For 
question D2.3 “I have been formally taught/trained to use pair programming” the results were not 
significant and are inconclusive. However, the developers appear to feel the skills/abilities they 
already have enabled them to use pair programming. The majority of the software developers have 
been using pair programming for more than one year. The company adopts their own internal process 
to improve the skills/abilities of their employees which is known as delivery practice. This is useful as 
it provides developers with opportunities to improve their skills, keeps the employees motivated and 
well aware of the latest technology. 
 
In the qualitative results, the software developers felt that since pair programming involves lengthy 
interaction it becomes tiring and difficult to concentrate for too long therefore it becomes difficult to 
communicate their thoughts. The junior developers also noted that as part of communicating 
productively they would need to improve their listening skills which can help them gain constructive 
feedback and help in receiving constructive criticisms. Since the software developers are willing and 
eager to improve their skills/abilities it creates an energised, cross-skilled workforce. 
 
Implications for practitioners: Skills/Abilities 
 
Listening and communication skills need to be improved when using pair programming and 
increasing use of delivery practice. The company should adopt workshops that address potential flaws 
in current communication/listening skills and focuses on ways to improve these skills. 
 
7.6 Behavioural Intention 
 
The research question that is aligned to behavioural intention is “How does intention correlate to 
software developers” use of pair programming within an agile software development methodology?” 
The sub themes of this construct are: intent which is the intent to use pair programming. 
 
The sections E1.1 – E1.3 in the quantitative results were significantly in agreement. The software 
developers felt very positive towards the use and future use of pair programming and, where possible, 
would increase its use. The qualitative results were somewhat positive but the software developers did 
have some concerns. Despite the benefits realised from pair programming. However the software 
developers have also noted personality differences can sometimes create a barrier to using pair 
programming. The software developers also noted that pair programming can become a burden as it 
requires a lot of energy and focus since it requires constant communication. Therefore software 
developers suggest taking frequent breaks. 
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Participants suggest pair programming reduces the time spent on a task. (Participant 7) and survey 
results show significant support for the idea that pair programming decreases time spent: B4.9 “feel 
pair programming produces high quality code faster” and C2.1 “My peers think pair programming 
should be used because it reduces the amount of time spent on a task”. While an individual participant 
felt it requires less effort pair programming is also perceived as more demanding because it requires 
more concentration and energy and for some individuals requires them to work outside their comfort 
zone. Therefore in question B5.2 “I feel more productive using pair programming than programming 
on my own” the software developers significantly disagreed that they felt productive when using pair 
programming as compared to individual programming. This could possibly be because it is a more 
demanding, difficult practice. 
 
 
Pair programming is not suitable for all types of work. When senior developers use pair programming 
for simple tasks they find themselves feeling bored whereas for moderate to complex tasks, they find 
using pair programming beneficial. Participant 9, who is a senior, mentioned that with junior and 
senior staff pairing, it’s ideal to find the ‘flow’. The flow consists of where the less experienced are 
given tasks that are moderately complex but not highly complex. Since with a more complex task, less 
experienced developers find themselves ‘stuck in rabbit holes’. However, if senior staff are given a 
less complex task they find themselves ‘bored’. 
 
Implications for practitioners: Intent 
 
Pair programming becomes draining when conducted for lengthy periods of times (Kim et al., 2010). 
Therefore regular breaks must be taken and possibly swopping roles often to keep the momentum 
going during pair programming. In addition, the company needs to discover an ideal length of time to 
assign for pair programming that suits their software developers and then to encourage this scheduling 
as a way to avoid burnout or fatigue. 
 
7.7 Conclusion 
 
The attitude towards change and learning from both quantitative and qualitative results was 
significant and positive. The software developers are responsive towards change and can cope with 
changes. However changes that affect their way of working directly are sometimes more difficult to 
deal with. The software developers are very keen to learn. The company adopts an internal practice 
called delivery practice which assists to improve learning for all developers by using internal skills. 
 
The results were significant and supported collaboration and participation. However the qualitative 
data highlighted challenges that were experienced such as interpersonal conflicts arising from having 
to adjust to conflicting personalities. 
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The quantitative results concerning attitude towards pair programming are inconclusive for question 
B4.5 (I feel pair programming reduces documentation), whereas the results from other related 
questions were positive. The qualitative results are positive stressing the development of higher 
quality code; increased knowledge sharing, which improves productivity, reduced time spent on 
delivering a task and an improvement of self-confidence. Pair programming has largely been used as a 
training tool to upskill less experienced staff by pairing senior and junior developers; however this did 
pose some challenges. The junior staff was reluctant to add input as they felt intimidated due to their 
lack of experience and that they were not formally taught/trained to use pair programming. 
 
The quantitative results dealing with developers’ preference of developing with pair programming 
versus individual programming were inconclusive. The qualitative results were positive with some 
concerns raised. The software developers indicate that when programming alone you have to struggle 
on the task alone whereas with pair programming you tend to have a team’s effort. However the 
software developers indicate in the quantitative results that they disagree about feeling more 
productive using pair programming than programming on their own. This feeling could arise due to 
the issues which arise when using pair programming; such as personality conflicts, pair-related 
disturbances or lack of experience. 
 
There were positive and significant results regarding senior and peer staff influence from both 
instruments. The senior staff displays a supportive culture towards the junior staff and emphasise 
guiding rather than spoon feeding the software developers. Peers are supportive and seem to enjoy the 
benefits of pair programming. 
 
The results indicate significant agreement in relation to availability of resources and current 
environmental factors. The company undertakes an internal practice to minimise the disturbance by 
adopting a practice called focus time which emphasises more focus and less interruption. The 
software developers also mentioned that a divider between desks could reduce disturbance. The 
quantitative results are inconclusive for questions D2.3 (I have been formally taught/trained to use 
pair programming). Since the use of pair programming is mainly used as a training tool to upskill less 
experienced staff, they adopt an internal process called delivery practice that has a dedicated time for 
all software developers to learn and share knowledge at any work level. The software developers are 
positive towards using pair programming for current and future use. Due to the benefits realised from 
its use, it is deemed to be favourable to increase its current use. 
 
 
The insight of relevance to practitioners was also highlighted in this chapter. However this was not 
the main focus of the study. 
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Chapter 8: Conclusion and Recommendation  
 
 
 
 
8.1 Introduction 
 
This chapter will discuss the concluding ideas from the qualitative and quantitative results per 
research question. In addition, it will discuss the limitations experienced in this study and avenues for 
further research. 
 
8.2 Concluding remarks per Research Question 
 
The adoption of agile in software development industries is widely increasing, however an alarming 
concern is that pair programming is one of the least adopted agile practice. The benefits of pair 
programming suggest that it aids a company to improve quality, productivity and team work. Pair 
programming is also seen to improve software developers on an individual level through the sharing 
of knowledge, through the continuous interaction and active participation involved when using pair 
programming. As the use of pair programming is limited, this study aims to understand what 
influences the adoption of pair programming in software development industries using agile 
methodology. The results for the research questions were obtained from quantitative and qualitative 
data in this study. 
 
 
Research question 1: How do attitudes correlate to software developers’ use of pair 
programming within an agile software development methodology? 
 
The conceptual framework’s construct ‘attitude’ is made up of a number of key components that 
fundamentally influence behaviour i.e. the use of pair programming. The argument for including the 
various aspects of attitude are based on the following rationale: The attitude towards change is 
influenced by an agile orientated industry which is often susceptible to changes and thus suggests the 
ability to cope with change is vital. To accommodate change software developers are continually 
learning in order to improve their abilities. When using pair programming there is frequent 
collaboration and participation which enables teamwork. By having a positive attitude this promotes 
team consensus and improves self-morale that inherently contributes to improved productivity. In 
addition the attitude towards pair programming influences how the developers engage with the 
practice: having a positive attitude towards pair programming motivates the software developers to 
overcome hurdles and engage with the process. However since pair programming practices are 
different from traditional programming, their preference for pair programming individually versus 
pair programming, influences their motivation when engaging with pair programming. The influence 
of attitude in this study is discussed below. 
 
The positive aspects indicated by the software developers are that using pair programming within 
agile industries, learning is constant therefore the software developers are attuned to having a positive 
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attitude towards continued learning and adapting to changes. However some changes are difficult to 
deal with especially if daily duties are disrupted. There is an internal practice adopted called delivery 
focus to empower learning on pair programming practices and to keep them updated on the trends in 
the IT world. 
 
In addition using pair programming, there is frequent collaboration and participation which allows for 
improved sharing of knowledge; high quality of work due to code errors or bugs being resolved 
earlier; and a decrease in the development time of work. The attitude towards pair programming is 
positive due to the benefits realised from the use, such as: positively influencing staff relations which 
increases self confidence and self-esteem that results in improved productivity and the improved 
quality of work and upskilling of staff. Pair programming in this company is commonly used as a 
mentor or training tool and helps less experienced staff boost their self-confidence. The attitude 
towards pair programming is positive as, in pair programming, there are always two minds involved 
on one task. The benefits of having a navigator role in pair programming is that it is often used to 
improve the quality of code since code errors and feedback are noted and resolved earlier. 
 
 
However less experienced staff strongly noted feeling reluctant to voice themselves due to their lack 
of experience. In addition, having opposing personality types being involved in a pair causes conflicts 
which lead to debates and frustrations. It was indicated that having a junior paired with an extrovert 
could be advantageous in providing an overflow of information but can also be overwhelming. There 
are issues with pair related disturbances such as others speaking loudly, conversations being 
introduced that are not related to the task on hand etc., which breaks the flow of thoughts when using 
pair programming. The company adopts an internal practice called focus time to enforce minimal 
interruptions for a specified period of time. 
 
The software developers indicate that they feel more productive using individual programming than 
pair programming. However since productivity was not a factor explored in this study, it is not clear 
exactly what they mean by “productivity” i.e. how the software developers individually would define 
and measure personal productivity. This does appear to contradict the above mentioned benefits they 
feel are realised when using pair programming but could be due to the negative factors mentioned 
which impact their work when using pair programming e.g. disruptions. 
 
 
Research question 2: How do subjective norms correlate to software developers’ use of pair 
programming within an agile software development methodology? 
 
The senior staff displays a supportive culture that is willing to assist less experienced developers. This 
is also designed to empower them to learn and discover more by themselves by guiding them instead 
of spoon feeding. However as discussed in detail in section 7.4; the junior developers are not always 
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comfortable with sharing their thoughts, some of whom will prefer to look for more information on 
solving the problem on their own before engaging with a senior developer. However the peer 
relationships are supportive irrespective of work level and are always willing to share knowledge. The 
colleagues find the benefits of pair programming appealing, and if appropriate they would like to use 
pair programming. This creates a sense of conformity with other software developers in the company. 
 
 
Research question 3: How does perceived behavioural control correlate to software developers’ 
use of pair programming within an agile software development methodology? 
 
The company makes use of large curved desks that can accommodate two individuals working on one 
desktop and have more than one keyboard or mouse plugged in so that when swopping roles there is 
no need to swop seats but just to take control of the appropriate hardware. In addition for the use of 
distributed pair programming the company also provides supporting tools and software such as Skype 
to ensure pair programming activities can still be performed. The office is set up as an open plan 
office so that agile methodologies and collaboration can easily be performed. However, due to pair 
programming involving a lot of conversations, the environment could be improved to avoid the noise 
levels that may disturb others. 
 
The software developers find they are well skilled to code and review code; however the results of 
being formally trained to use pair programming were inconclusive. The software developers did note 
that the skills they would like to improve on, to support using pair programming, is to communicate 
more effectively such that dealing with conflict or criticism is improved and to develop good listening 
skills to attentively comprehend other’s thoughts. This seems to suggest that developers require more 
soft (interpersonal) skills rather than hard (technical) skills 
 
 
Research question 4: How does intention correlate to software developers’ use of pair 
programming within an agile software development methodology? 
 
The software developers find positive benefits of using pair programming encourage them to adopt its 
use more often in current and future projects. However there are still some factors that make the 
software developers continue to program individually. Some of the reasons as noted above that could 
make software developers hesitant to use pair programming, is the personality conflicts experienced 
and the pair-related disturbances when using pair programming that hinders its use. In addition the 
software developers indicate that pair programming is not always beneficial, for instance when a 
senior developer is using pair programming on simple tasks, they find themselves feeling bored, 
whereas with moderate to complex task pair programming is beneficial. Therefore with the different 
levels of skills and complexity of tasks, the benefit of pair programming will vary. 
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8.3 Limitations 
 
Since the researcher used convenience sampling (detailed in chapter 4) there were few software 
development houses that met the selection criteria. This study contained a small sample size of only 
17 individuals in one company. The reliability Cronbach Alpha result for the construct ‘attitude 
towards collaboration and participation’ was less than 0.7 (Alpha = 0.568), thus lower than the 
reliability threshold. This result could be low due to the small size of the population. 
 
In this study there was less representation of females than males which represents a potential bias in 
the data. There were only 2 females from a total of 17 individuals that participated in the survey. The 
respondents for the interview were randomly selected by a Human Resource representative of the 
company, which did not include any female respondents. Therefore the researcher is unable to judge 
if the limited number of female perspectives has created any bias in the data. 
 
The majority of the software developers (76.5%) have used pair programming for more than one year, 
therefore the responses in this study are based on a company that actively uses agile but also 
represents the views of software developers predominately experienced in using pair programming. 
There is thus a lack of the views from the perspective of developers who have only recently 
experienced attempting pair programming. 
 
In addition, the software developers have noted mostly positive feedback which could potentially 
result in bias in the data i.e. item social desirability could be present. This means that the respondents’ 
answers could be influenced by wanting to provide the socially desirable response such that they 
behave in an appropriate manner or conform to behaviour that they believe is generally accepted 
around them (Podsakoff et al., 2003). The potential for this bias is supported by the fact that senior 
staff is obviously supportive of pair programming and actively encourages its use. 
 
8.4 Future Study 
 
The study reported mainly on experienced pair programming software developers in this company 
that have been using this practice for more than one year. Therefore the views obtained represent the 
opinions of developers predominantly experienced in using pair programming. Future studies could 
also specifically include developers who have only been involved in pair programming for less than 6 
months as they may be able to speak of the challenges being faced from their more recent 
experiences. 
 
It was commonly flagged by the software developers that personality conflicts appear as an issue 
within both the quantitative and qualitative data when using pair programming. This includes factors 
relating to the various types of personalities like introverts, extroverts and dominants. The conceptual 
framework did not include personality as a construct of the model but this has often been commented 
on by respondents. This can therefore lead to a future study on the influences and impact personality 
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types have on using pair programming, by including it within the conceptual model based on the 
theory of planned behaviour. 
 
 
The software developers also indicated within the quantitative results that they feel more productive 
programming alone than pair programming. This study did not explicitly consider the aspects that 
could be considered to make up ‘productivity’ from the perspective of software developers when 
using pair programming. A future study could focus on exploring this construct in more detail. 
 
In addition, it was raised that when senior developers are using pair programing for simple tasks they 
find themselves bored, however if it involves a junior developer it may be beneficial as the junior 
developer will learn how to solve the task on hand. Therefore a possible future study could consider 
the need to, and benefit of, using pair programming dependent on some function of (a) the skill level 
of the developer and (b) complexity of task. This could include (c) considering the major reason the 
company has in wanting to employ pair programming e.g. improving performance, training and 
mentorship, creating better team skills or perhaps a combination of these benefits. 
 
There were three inconclusive results indicated in the quantitative results as mentioned below. These 
factors could be investigated in other industry settings e.g. including both pair programming settings 
and those that do not use pair programming as the results may provide more detail by accessing a 
larger sample and provide significant results: 
 
 B4.5 “I feel pair programming reduces documentation”

 B5.1 “I prefer using pair programming technique over individual programming technique”

 D2.3 “I have been formally taught/trained to use pair programming”
 
8.5 Conclusion 
 
The company selected for this study is a software development house that proactively adopts agile 
practices and pair programming. Pair programming is seen as the normal culture of the company. The 
company makes use of an agile methodology to promote an adaptive environment to cope with the 
evolving needs. Pair programming is realised for its admirable benefits such as increased knowledge 
sharing, improving the quality of code, reducing the time spent on a task and improving the self-
confidence of less experienced software developers. These benefits are embedded in the common 
usage of pair programming for the purpose of mentoring or upskilling less experienced staff and 
improving the quality of code. The company provides adequate environment and resource factors to 
use pair programming and the agile methodology helps emphasise the agile principles to empower the 
dynamics of pair programming such as increased interaction, collaboration and responding to changes. 
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Even in the presence of the benefits, there are some issues such as the constant interaction in pair 
programming which sometimes becomes disturbing for others. In addition, some personality types 
seem to be overpowering and overwhelming and that leads to conflict and debates. However the 
company supports the use of pair programming by adopting practical strategies to not only overcome 
the known challenges in pair programming but to also improve its use: Using internal practices to 
resolve these challenges, for example delivery practice to improve learning and skill/abilities 
development and focus time; used to minimise noise interruptions for a dedicated period of time. 
 
The use of pair programming is more likely to be adopted by having the support and structures in 
place to support the dynamics. Agile helps to support the dynamics of pair programming via the 
principle of interacting and collaborating. The more agile the environment the more easily it is to use 
pair programming however the some developers find pair programming more useful in complex tasks 
than simple task. In addition there challenges experiences when dealing with complex personalities 
and the constant conversing in pair programming sometimes leads to conflict, therefore by advancing 
on interpersonal skills will assist with using pair programming more efficient and effectively. Lastly 
with a positive attitude, motivating subjective norms and ease of perceived behavioural control 
factors, the more the software developers will make use of pair programming. 
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 Appendix E: Alignment Matrix  
 
Note: The actual question within the alignment matrix only refers to the question number. The actual questions of the survey can be found in Appendix 
B. The actual questions of the interviews can be found in Appendices C and D. 
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Appendix F: Survey Statistical Results  
 
Note: The results depicted below are output from SPSS 
 
Section A: Demographics Results: 
 
 
 
   1 Gender   
        
       Cumulative 
  Frequency Percent Valid Percent Percent 
      
        
Valid Male 15  88.2  88.2 88.2 
      
 Female 2  11.8  11.8 100.0 
 Total 17 100.0 100.0  
         
 
 
 
 
2 Age  
       Cumulative 
  Frequency Percent Valid Percent Percent 
      
        
Valid 21-25 5  29.4  29.4 29.4 
 26-30 3 17.6 17.6 47.1 
      
 31-35 5 29.4 29.4 76.5 
 36-40 2 11.8 11.8 88.2 
 >40 2 11.8 11.8 100.0 
 Total 17 100.0 100.0 
         
 
 
 
 
3 Experience  
       Cumulative 
  Frequency Percent Valid Percent Percent 
      
        
Valid <2 years 3  17.6  17.6 17.6 
      
 2 - <3 years 3  17.6  17.6 35.3 
 3 - <5 years 1 5.9 5.9 41.2 
      
 5+ years 10  58.8  58.8 100.0 
 Total 17 100.0 100.0 
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4.1Intern/Graduate  
      Cumulative 
  Frequency Percent  Valid Percent Percent 
       
Valid No 17 100.0  100.0 100.0 
      
  4.2 Junior Developer  
       
      Cumulative 
  Frequency Percent  Valid Percent Percent 
       
Valid Yes 7 
  
41.2 
 
41.2  41.2 
 No 10 58.8  58.8 100.0 
 Total 17 100.0  100.0  
      
  4.3 Intermediate Developer  
       
      Cumulative 
  Frequency Percent  Valid Percent Percent 
       
Valid Yes 3 17.6  17.6 17.6 
 No 14 82.4  82.4 100.0 
 Total 17 100.0  100.0  
      
  4.4 Senior Developer  
       
      Cumulative 
  Frequency Percent  Valid Percent Percent 
       
Valid Yes 7 41.2 41.2 41.2 
 No 10 58.8 58.8 100.0 
 Total 17 100.0 100.0 
       
   4.5 Manager   
       
      Cumulative 
  Frequency Percent  Valid Percent Percent 
       
Valid Yes 4 23.5 23.5 23.5 
 No 13 76.5 76.5 100.0 
 Total 17 100.0 100.0 
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4.6 Other  
              Cumulative  
   Frequency  Percent   Valid Percent  Percent  
               
 Valid No 17  100.0    100.0  100.0  
               
     5 Qualification     
               
              Cumulative 
    Frequency Percent  Valid Percent Percent 
           
          
Valid Certificate  6  35.3   35.3 35.3 
           
  Degree  8  47.1   47.1 82.4 
           
  Honours  2  11.8   11.8 94.1 
          
  Masters  1   5.9   5.9 100.0 
  Total  17 100.0  100.0   
                 
 
 
Section B: Use of Pair programming 
 
Question: A.1 How long have you been using pair programming? 
 
 
 
        Cumulative 
   Frequency Percent Valid Percent Percent 
         
Valid 3 - <6 months 1 5.9 5.9 5.9 
 6 - <12 months 3 17.6 17.6 23.5 
      
 1+years 13  76.5  76.5 100.0 
 Total 17 100.0 100.0 
          
 
 
Chi square goodness for fit result for question A.1 how long have you been using pair programming? 
 
 
 
  
Observed N Expected N Residual   
     
3 - <6 months 1 5.7 -4.7 
6 - <12 months 3 5.7 
 
-2.7 
1+years 13 5.7 7.3 
Total 17 
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Chi square Test Statistics  
 
A.1 How long have 
 
you been using pair 
 
programming? 
 
Chi-Square 
 
df 
 
Asymp. Sig. 
 
a. 0 cells (.0%) have expected frequencies less than 5. The minimum expected cell frequency is 5.7. 
 
 
Question: A.2 “I currently use pair programming in my projects” 
 
 A.2 I currently use pair programming in my projects 
      
     Cumulative 
  Frequency Percent Valid Percent Percent 
      
Valid Strongly disagree 1 5.9 5.9 5.9 
 Disagree 1 5.9 5.9 11.8 
 Neutral 1 5.9 5.9 17.6 
 Agree 10 58.8 58.8 76.5 
 Strongly agree 4 23.5 23.5 100.0 
 Total 17 100.0 100.0 
       
 
      One-Sample Statistics     
                        
       N  Mean Std. Deviation Std. Error Mean   
                      
                        
 A.2 I currently use pair    17   3.88   1.054  .256   
 programming in my projects                   
                        
       One-Sample Test         
                    
            Test Value = 3     
                      
                    95% Confidence Interval of the 
                    Difference  
                  
  t  df Sig. (2-tailed)  Mean Difference  Lower  Upper 
                   
                        
A.2 I currently use pair  3.453   16   .003   .882   .34  1.42 
programming in my projects                       
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14.588
a 
2 
.001 
Section B: Attitude 
 
Questions: B1.1 – B5.4 
 
B1.1 I welcome change and can cope when changes are applied to methodology at any stage of 
development, even late in development 
  Frequency Percent Valid Percent Cumulative Percent 
      
Valid Disagree 1 5.9 5.9 5.9 
 Agree 10 58.8 58.8 64.7 
 Strongly agree 6 35.3 35.3 100.0 
 Total 17 100.0 100.0  
      
 
 
B1.2 I welcome change to the process, even when it’s the first time I experience something  
    Frequency  Percent  Valid Percent  Cumulative Percent 
               
 Valid Neutral 3   17.6   17.6   17.6 
  Agree 10   58.8   58.8   76.5 
  Strongly agree 4   23.5   23.5   100.0 
  Total 17  100.0   100.0    
               
  B1.3 I am happy to change the way I do programming if it results in better output 
            
    Frequency Percent Valid Percent Cumulative Percent 
            
 Valid Agree  7  41.2  41.2  41.2 
  Strongly agree  10  58.8  58.8  100.0 
  Total  17  100.0  100.0   
          
 B2.1 I am interested in learning new things about design issues in software development 
               
              Cumulative 
     Frequency Percent Valid Percent Percent 
               
 Valid Agree     6   35.3   35.3 35.3 
  Strongly agree  11   64.7   64.7 100.0 
  Total     17   100.0   100.0  
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B2.2 I will gladly learn a new method of programming  
  Frequency Percent Valid Percent Cumulative Percent  
       
Valid Neutral 1 5.9 5.9 5.9  
 Agree 6 35.3 35.3 41.2  
 Strongly agree 10 58.8 58.8 100.0  
 Total 17 100.0 100.0   
       
 B2.3 I will gladly learn about new programming tools or techniques 
      
  Frequency Percent Valid Percent Cumulative Percent 
      
Valid Agree 5 29.4 29.4 29.4 
 Strongly agree 12 70.6 70.6 100.0 
 Total 17 100.0 100.0   
        
 
B3.1 I am happy to follow the process defined and agreed upon by the team  
       Cumulative 
   Frequency Percent Valid Percent  Percent 
        
 Valid Neutral 1 5.9 5.9 5.9 
  Agree 7 41.2 41.2 47.1 
  Strongly agree 9 52.9 52.9 100.0 
  Total 17 100.0 100.0  
        
  B3.2 I trust my team members to make decisions on my behalf  
        
       Cumulative 
   Frequency Percent Valid Percent  Percent 
        
 Valid Neutral 3 17.6 17.6  17.6 
  
Agree 10 58.8 
  
76.5   58.8  
  Strongly agree 4 23.5 23.5  100.0 
  Total 17 100.0 100.0   
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B3.3 I am motivated by my team members to participate in the development processes  
          Cumulative  
    Frequency  Percent  Valid Percent  Percent  
            
  Valid Neutral 2  11.8  11.8  11.8  
   Agree 8  47.1  47.1  58.8  
   Strongly agree 7  41.2  41.2  100.0  
   Total 17  100.0  100.0    
            
   B3.4 I prefer working in a team to working alone   
            
          Cumulative 
    Frequency Percent Valid Percent Percent 
            
 Valid Disagree 1 5.9 5.9 5.9 
   Neutral 6 35.3 35.3 41.2 
   Agree 4 23.5 23.5 64.7 
   Strongly agree 6 35.3 35.3 100.0 
   Total 17 100.0 100.0   
            
   B3.5 I work well with others on a task   
            
          Cumulative  
    Frequency  Percent  Valid Percent  Percent  
            
  Valid Neutral 3  17.6  17.6  17.6  
   Agree 10  58.8  58.8  76.5  
   Strongly agree 4  23.5  23.5  100.0  
   Total 17  100.0  100.0    
            
   B4.1 I feel productive when using pair programming   
           
          Cumulative 
    Frequency Percent Valid Percent Percent 
       
 Valid Neutral 3 17.6 17.6 17.6 
   Agree 5 29.4 29.4 47.1 
   Strongly agree 9 52.9 52.9 100.0 
   Total 17 100.0 100.0   
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B4.2 I feel pair programming empowers knowledge sharing  
     Cumulative 
  Frequency Percent Valid Percent Percent 
      
Valid Agree 5 29.4 29.4 29.4 
 Strongly agree 12 70.6 70.6 100.0 
 Total 17 100.0 100.0  
      
 B4.3 I feel pair programming improves my self-motivation  
      
     Cumulative 
  Frequency Percent Valid Percent Percent 
      
Valid Disagree 1 5.9 5.9 5.9 
 Neutral 2 11.8 11.8 17.6 
 Agree 7 41.2 41.2 58.8 
 Strongly agree 7 41.2 41.2 100.0 
 Total 17 100.0 100.0  
      
 B4.4 I believe developers find and implement better code solutions by using pair 
  programming   
      
     Cumulative 
  Frequency Percent Valid Percent Percent 
      
Valid Agree 6 35.3 35.3 35.3 
 Strongly agree 11 64.7 64.7 100.0 
 Total 17 100.0 100.0 
      
 B4.5 I feel pair programming reduces documentation  
      
     Cumulative 
  Frequency Percent Valid Percent Percent 
      
Valid Disagree 3 17.6 17.6 17.6 
 Neutral 7 41.2 41.2 58.8 
 Agree 4 23.5 23.5 82.4 
 Strongly agree 3 17.6 17.6 100.0 
 Total 17 100.0 100.0 
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B4.6 I feel errors are found earlier when using pair programming  
              Cumulative 
     Frequency Percent Valid Percent Percent 
                
  Valid Disagree 1  5.9  5.9  5.9 
   Agree 4  23.5  23.5  29.4 
   Strongly agree 12  70.6  70.6  100.0 
   Total 17  100.0  100.0    
                
   B4.7 I feel pair programming reduces the need for review/inspection of code 
                
              Cumulative 
     Frequency  Percent  Valid Percent  Percent 
                
  Valid Strongly disagree 1  5.9  5.9  5.9 
   Disagree 2  11.8  11.8  17.6 
   Neutral 2  11.8  11.8  29.4 
   Agree 4  23.5  23.5  52.9 
   Strongly agree 8  47.1  47.1  100.0 
   Total 17  100.0  100.0    
              
   B4.8 I feel pair programming produces high quality code   
                
              Cumulative 
     Frequency  Percent  Valid Percent  Percent 
                
  Valid Neutral 2  11.8  11.8  11.8 
   Agree 7  41.2  41.2  52.9 
   Strongly agree 8  47.1  47.1  100.0 
   Total 17  100.0  100.0    
             
   B4.9 I feel pair programming produces high quality code faster 
                
              Cumulative  
     Frequency  Percent  Valid Percent  Percent  
               
 Valid Strongly disagree  1   5.9   5.9   5.9  
   Neutral  3   17.6   17.6   23.5  
   Agree  6   35.3   35.3   58.8  
   Strongly agree  7   41.2   41.2   100.0  
   Total  17   100.0   100.0     
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B5.1 I prefer using pair programming technique over individual programming technique  
  Frequency Percent Valid Percent Cumulative Percent 
      
Valid Disagree 2 11.8 11.8 11.8 
 Neutral 8 47.1 47.1 58.8 
 Agree 5 29.4 29.4 88.2 
 Strongly agree 2 11.8 11.8 100.0 
 Total 17 100.0 100.0  
      
 
 
B5.2 I feel more productive using pair programming than programming on my own  
          Cumulative 
    Frequency Percent Valid Percent Percent 
            
Valid Disagree 3 17.6 17.6 17.6 
  Neutral 4 23.5 23.5 41.2 
  Agree 9 52.9 52.9 94.1 
  Strongly agree 1 5.9 5.9 100.0 
  Total 17 100.0 100.0   
           
 B5.3 I feel pair programming is effective in reducing the software development effort 
  compared to individual programming   
            
          Cumulative  
    Frequency  Percent  Valid Percent  Percent  
            
 Valid Disagree  1  5.9  5.9  5.9  
  Neutral  2  11.8  11.8  17.6  
  Agree  11  64.7  64.7  82.4  
  Strongly agree  3 17.6 17.6 100.0 
  Total  17 100.0 100.0   
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B5.4 I feel the software delivered when using pair programming technique is of a higher 
 
quality than individual programming  
            Cumulative   
    Frequency  Percent  Valid Percent  Percent   
                    
  Valid Disagree  1  5.9   5.9    5.9  
   Neutral  3  17.6   17.6    23.5  
   Agree  8  47.1   47.1    70.6  
   Strongly agree  5  29.4   29.4    100.0  
   Total  17  100.0   100.0         
                  
    One-Sample Statistics            
                    
               Std.   
               Deviati Std. Error 
          N  Mean on  Mean 
          
                    
B1.1 I welcome change and can cope when changes are applied to  17  4.24   .752 .182 
methodology at any stage of development, even late in development            
        
B1.2 I welcome change to the process, even when it’s the first time I  17  4.06   .659 .160 
experience something                  
        
B1.3 I am happy to change the way I do programming if it results in better  17   4.59   .507  .123 
output                  
        
B2.1 I am interested in learning new things about design issues in software  17   4.65   .493  .119 
development                  
            
B2.2 I will gladly learn a new method of programming      17   4.53   .624  .151 
        
B2.3 I will gladly learn about new programming tools or techniques  17   4.71   .470  .114 
       
B3.1 I am happy to follow the process defined and agreed upon by the team 17   4.47   .624  .151 
          
B3.2 I trust my team members to make decisions on my behalf    17  4.06   .659 .160 
       
B3.3 I am motivated by my team members to participate in the development 17   4.29   .686  .166 
processes                  
            
B3.4 I prefer working in a team to working alone      17  3.88   .993 .241 
            
B3.5 I work well with others on a task      17  4.06   .659 .160 
            
B4.1 I feel productive when using pair programming      17  4.35   .786 .191 
          
B4.2 I feel pair programming empowers knowledge sharing    17   4.71   .470  .114 
            
B4.3 I feel pair programming improves my self-motivation      17   4.18   .883  .214 
                    
B4.4 I believe developers find and implement better code solutions by using  17   4.65   .493  .119 
pair programming                  
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 B4.5 I feel pair programming reduces documentation        17    3.41   1.004   .243  
                       
                           
 B4.6 I feel errors are found earlier when using pair programming        17    4.59    .795   .193  
                           
                      
 B4.7 I feel pair programming reduces the need for review/inspection of code    17    3.94  1.298  .315 
                       
 B4.8 I feel pair programming produces high quality code        17    4.35    .702   .170  
                       
 B4.9 I feel pair programming produces high quality code faster        17    4.06   1.088   .264  
                      
 B5.1 I prefer using pair programming technique over individual programming    17    3.41   .870  .211 
 technique                       
                      
 B5.2 I feel more productive using pair programming than programming on my    17    3.47    .874   .212  
 own                         
                     
 B5.3 I feel pair programming is effective in reducing the software development   17    3.94    .748   .181  
 effort compared to individual programming                       
                           
                     
 B5.4 I feel the software delivered when using pair programming technique is of   17    4.00    .866   .210  
 a higher quality than individual programming                       
                           
   One-Sample Test                   
                       
            Test Value = 3        
                        
                      95% Confidence 
                      Interval of the 
                        Difference 
                        
            Sig. (2-  Mean        
      t  df   tailed) Difference Lower Upper 
                
                           
B1.1 I welcome change and can cope when changes are applied   6.769    16   .000  1.235 .85 1.62 
to methodology at any stage of development, even late in                        
development                        
              
B1.2 I welcome change to the process, even when it’s the first time   6.628   16  .000 1.059 .72 1.40 
I experience something                        
              
B1.3 I am happy to change the way I do programming if it results  12.908   16  .000 1.588 1.33 1.85 
in better output                        
              
             
B2.1 I am interested in learning new things about design issues in  13.786    16   .000  1.647 1.39 1.90 
software development                        
             
B2.2 I will gladly learn a new method of programming  10.101    16   .000  1.529 1.21 1.85 
                           
             
B2.3 I will gladly learn about new programming tools or techniques  14.976    16   .000  1.706  1.46 1.95 
            
B3.1 I am happy to follow the process defined and agreed upon by   9.713   16  .000 1.471  1.15 1.79 
the team                         
            
B3.2 I trust my team members to make decisions on my behalf   6.628    16   .000  1.059  .72 1.40 
                           
B3.3 I am motivated by my team members to participate in the   7.778    16   .000  1.294  .94 1.65 
development processes                        
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B3.4 I prefer working in a team to working alone   3.665   16   .002  .882 .37 1.39 
                
B3.5 I work well with others on a task   6.628   16   .000  1.059 .72 1.40 
             
B4.1 I feel productive when using pair programming   7.098   16   .000  1.353 .95 1.76 
             
B4.2 I feel pair programming empowers knowledge sharing  14.976   16   .000  1.706 1.46 1.95 
            
B4.3 I feel pair programming improves my self-motivation  5.494   16   .000  1.176 .72 1.63 
            
B4.4 I believe developers find and implement better code solutions  13.786   16   .000  1.647 1.39 1.90 
by using pair programming              
            
B4.5 I feel pair programming reduces documentation  1.692   16   .110  .412 -.10 .93 
            
B4.6 I feel errors are found earlier when using pair programming  8.235  16   .000 1.588 1.18 2.00 
            
B4.7 I feel pair programming reduces the need for  2.991  16   .009 .941 .27 1.61 
review/inspection of code              
            
B4.8 I feel pair programming produces high quality code  7.948  16   .000 1.353 .99 1.71 
            
B4.9 I feel pair programming produces high quality code faster  4.012  16   .001 1.059 .50 1.62 
            
B5.1 I prefer using pair programming technique over individual  1.951  16   .069 .412 -.04 .86 
programming technique              
            
B5.2 I feel more productive using pair programming than  2.219  16   .041 .471 .02 .92 
programming on my own              
            
B5.3 I feel pair programming is effective in reducing the software  5.191  16   .000 .941 .56 1.33 
development effort compared to individual programming              
            
B5.4 I feel the software delivered when using pair programming  4.761   16   .000  1.000 .55 1.45 
technique is of a higher quality than individual programming              
                 
 
 
Section C: Subjective Norm 
 
Questions C1.1 - C2.3 
 
 C1.1 My superiors encourage the use of pair programming  
       
      Cumulative 
  Frequency Percent Valid Percent  Percent 
       
Valid Neutral 1 5.9 5.9  5.9 
 Agree 9 52.9 52.9  58.8 
 Strongly agree 7 41.2 41.2  100.0 
 Total 17 100.0 100.0   
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C1.2 My superior provides formal opportunities for the developers to learn pair 
 
programming  
         Cumulative 
   Frequency Percent Valid Percent Percent 
           
 Valid Agree 10 58.8 58.8 58.8 
  Strongly agree 7 41.2 41.2 100.0 
  Total 17 100.0 100.0   
           
  C1.3 My superior feels pair programming improves the delivery of a product 
           
         Cumulative  
   Frequency  Percent  Valid Percent  Percent  
           
 Valid Neutral 2  11.8  11.8  11.8  
  Agree 10  58.8  58.8  70.6  
  Strongly agree 5  29.4  29.4  100.0  
  Total 17  100.0  100.0    
           
 
 
C2.1 My peers think pair programming should be used because it reduces the amount of 
time spent on a task 
     Cumulative 
  Frequency Percent Valid Percent Percent 
      
Valid Neutral 7 41.2 41.2 41.2 
 Agree 7 41.2 41.2 82.4 
 Strongly agree 3 17.6 17.6 100.0 
 Total 17 100.0 100.0  
      
 
 
C2.2 My peers think pair programming should be used because it  improves the quality of 
software 
     Cumulative 
  Frequency Percent Valid Percent Percent 
      
Valid Disagree 1 5.9 5.9 5.9 
 Neutral 2 11.8 11.8 17.6 
 Agree 8 47.1 47.1 64.7 
 Strongly agree 6 35.3 35.3 100.0 
 Total 17 100.0 100.0  
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C2.3 My peers like to use pair programming whenever it is applicable  
             Cumulative  
    Frequency Percent Valid Percent   Percent  
               
 Valid Neutral 1 5.9 5.9   5.9  
  Agree 11 64.7 64.7   70.6  
  Strongly agree 5 29.4 29.4   100.0  
  Total 17 100.0 100.0     
               
    One-Sample Statistics       
             
    N  Mean Std. Deviation Std. Error Mean 
           
               
C1.1 My superiors encourage the use  17   4.35   .606  .147 
of pair programming             
        
C1.2 My superior provides formal  17   4.41   .507  .123 
opportunities for the developers to             
learn pair programming             
         
        
C1.3 My superior feels pair  17   4.18   .636  .154 
programming improves the delivery of             
a product              
        
C2.1 My peers think pair  17   3.76   .752  .182 
programming should be used             
because it reduces the amount of             
time spent on a task             
        
C2.2 My peers think pair  17   4.12   .857  .208 
programming should be used             
because it improves the quality of             
software              
        
C2.3 My peers like to use pair  17   4.24   .562  .136 
programming  whenever it is             
applicable              
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One-Sample Test  
         Test Value = 3    
              
            95% Confidence Interval of the 
            Difference  
               
  t df Sig. (2-tailed) Mean Difference Lower  Upper 
              
               
C1.1 My superiors   9.200   16   .000  1.353 1.04  1.66 
encourage the use of pair               
programming               
               
               
C1.2 My superior provides  11.474   16   .000  1.412 1.15  1.67 
formal opportunities for the               
developers to learn pair               
programming               
        
C1.3 My superior feels pair  7.628   16   .000  1.176 .85  1.50 
programming improves the               
delivery of a product               
        
        
C2.1 My peers think pair  4.190   16   .001  .765 .38  1.15 
programming should be used               
because it  reduces the               
amount of time spent on a               
task               
        
C2.2 My peers think pair   5.374   16   .000  1.118 .68  1.56 
programming should be used               
because it  improves the               
quality of software               
        
C2.3 My peers like to use  9.058   16   .000  1.235 .95  1.52 
pair programming whenever               
it is applicable               
                
 
 
Section D: Perceived Behavioural Control 
 
Questions D1.1 – D2.5 
 
 
 
D1.1 Pair programming can be done using the existing hardware available  
     Cumulative 
  Frequency Percent Valid Percent Percent 
      
Valid Agree 10 58.8 58.8 58.8 
 Strongly agree 7 41.2 41.2 100.0 
 Total 17 100.0 100.0 
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D1.2 Pair programming is possible with the existing layout of the office space  
           Cumulative  
     Frequency  Percent  Valid Percent  Percent  
             
  Valid Agree 8  47.1  47.1  47.1  
   Strongly agree 9  52.9  52.9  100.0  
   Total 17  100.0  100.0    
             
   D2.1 I am able to write code correctly   
            
           Cumulative 
     Frequency Percent Valid Percent Percent 
        
 Valid Agree  10 58.8 58.8 58.8 
   Strongly agree  7 41.2 41.2 100.0 
   Total  17 100.0 100.0   
         
   D2.2 I am able to test the code I write   
            
           Cumulative 
     Frequency Percent Valid Percent Percent 
        
 Valid Agree  9 52.9 52.9 52.9 
   Strongly agree  8 47.1 47.1 100.0 
   Total  17 100.0 100.0   
        
   D2.3 I have been formally taught/trained to use pair programming 
            
           Cumulative 
     Frequency Percent Valid Percent Percent 
        
 Valid Strongly disagree  1 5.9 5.9 5.9 
   Disagree  3 17.6 17.6 23.5 
   Neutral  2 11.8 11.8 35.3 
   Agree  7 41.2 41.2 76.5 
   Strongly agree  4 23.5 23.5 100.0 
   Total  17 100.0 100.0   
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D2.4 I have enough work experience and knowledge on pair programming  
     Cumulative 
  Frequency Percent Valid Percent Percent 
      
Valid Disagree 1 5.9 5.9 5.9 
 Neutral 3 17.6 17.6 23.5 
 Agree 8 47.1 47.1 70.6 
 Strongly agree 5 29.4 29.4 100.0 
 Total 17 100.0 100.0  
      
 
 
 
 
 D2.5 I have the skills to debug faulty programming code  
       
      Cumulative 
   Frequency Percent Valid Percent Percent 
       
Valid Agree  8 47.1 47.1 47.1 
 Strongly agree 9 52.9 52.9 100.0 
 Total  17 100.0 100.0  
        
 
 
 
One-Sample Statistics  
  N  Mean Std. Deviation Std. Error Mean 
           
            
D1.1 Pair programming can be done  17  4.41   .507 .123 
using the existing hardware available           
          
D1.2 Pair programming is possible  17  4.53   .514 .125 
with the existing layout of the office           
space           
          
D2.1 I am able to write code correctly  17  4.41   .507 .123 
          
          
D2.2 I am able to test the code I write  17  4.47   .514 .125 
            
          
D2.3 I have been formally  17  3.59  1.228 .298 
taught/trained to use pair           
programming           
        
D2.4 I have enough work experience  17  4.00  .866 .210 
and knowledge on pair programming           
        
D2.5 I have the skills to debug faulty  17  4.53  .514 .125 
programming code           
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One-Sample Test  
           Test Value = 3    
                
              95% Confidence Interval of the 
              Difference  
                 
   t  df Sig. (2-tailed) Mean Difference Lower  Upper 
                
                 
D1.1 Pair programming can  11.474    16   .000  1.412 1.15  1.67 
be done using the existing                
hardware available                
                 
                 
D1.2 Pair programming is  12.257    16   .000  1.529 1.26  1.79 
possible with the existing                
layout of the office space                
                 
D2.1 I am able to write code  11.474    16   .000  1.412 1.15  1.67 
correctly                
           
D2.2 I am able to test the  11.785    16   .000  1.471 1.21  1.74 
code I write                
         
D2.3 I have been formally  1.975    16   .066  .588 -.04  1.22 
taught/trained to use pair                
programming                
           
D2.4 I have enough work  4.761   16  .000 1.000 .55 1.45 
experience and knowledge                
on pair programming                
         
D2.5 I have the skills to  12.257   16  .000 1.529 1.26 1.79 
debug faulty programming                
code                
                  
 
Section E: Behavioural Intent 
 
Questions E1.1 – E1.3 
 
 
 
E1.1 Given the choice, I will use pair programming in my current project, if applicable  
     Cumulative 
  Frequency Percent Valid Percent Percent 
      
Valid Neutral 2 11.8 11.8 11.8 
 Agree 8 47.1 47.1 58.8 
 Strongly agree 7 41.2 41.2 100.0 
 Total 17 100.0 100.0  
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E1.2 Given the choice, I will increase my use of pair programming, where applicable  
                  Cumulative 
     Frequency Percent Valid Percent Percent 
                    
Valid Neutral 1 5.9 5.9 5.9 
  Agree 10 58.8 58.8 64.7 
  Strongly agree 6 35.3 35.3 100.0 
  Total 17 100.0 100.0   
                   
 E1.3 Given the choice, I will using pair programming in the future, where applicable 
                    
                  Cumulative  
     Frequency  Percent  Valid Percent  Percent  
                    
 Valid Agree  8  47.1  47.1  47.1  
  Strongly agree  9  52.9  52.9  100.0  
  Total  17  100.0  100.0    
                   
     One-Sample Statistics        
                 
     N  Mean  Std. Deviation  Std. Error Mean  
                
                    
 E1.1 Given the choice, I will use  17   4.29    .686   .166 
 pair programming in my current                 
 project, if applicable                 
              
 E1.2 Given the choice, I will  17   4.29    .588   .143 
 increase my use of pair                 
 programming, where applicable                 
              
 E1.3 Given the choice, I will  17   4.53    .514   .125 
 using pair programming in the                 
 future, where applicable                 
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One-Sample Test  
         Test Value = 3    
              
            95% Confidence Interval of the 
            Difference  
               
  t df Sig. (2-tailed) Mean Difference Lower  Upper 
              
               
E1.1 Given the choice, I will   7.778   16   .000  1.294 .94  1.65 
use pair programming in my               
current project, if applicable               
               
               
E1.2 Given the choice, I will   9.077   16   .000  1.294 .99  1.60 
increase my use of pair               
programming, where               
applicable               
        
E1.3 Given the choice, I will  12.257   16   .000  1.529 1.26  1.79 
using pair programming in               
the future, where applicable               
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 Appendix G: Reliability Statistical Results  
 
Note: The results depicted below are output from SPSS 
 
Cronbach’s alpha results 
 
 
 
Construct Sub-scale Items  Alpha 
      
Attitude  B1.1 - 5.4 0.912 
 Change B1.1 - 1.3 0.701 
 Learning B2.1 - 2.3 0.894 
    
 Collaboration & Participation B3.1, 3.3- 3.5  0.568  
 Pair Programming B4.1 - 4.9 0.913 
 Developers preference developing with     
 pair programming versus individual     
 programming B5.1 - 5.4 0.796 
Subjective      
Norm  C1.1 - 2.3 0.8  
 Senior staff influence C1.1 - 1.2 0.828 
 Peer Influence C2.1 - 2.3 0.804 
Perceived      
Behavioural      
Control  D1.1 - 2.5 0.758 
 Resource/Enviornmental D1.1 - 1.2 0.882 
 Skills D2.1 - 2.2, 2.4-2.5 0.769 
Behavioural      
Intention  E1.1 - 1.3 0.848 
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 Appendix H: Correlation Statistical Results  
 
Note: The results depicted below are output from SPSS 
 
 
          A.2 I currently use pair 
    BI programming in my projects 
         
            
 ATT_CHANGE Pearson Correlation  .651
**   .145 
         
  Sig. (2-tailed)   .005  .578 
        
  N   17   17 
       
 ATT_LEARNING Pearson Correlation -.103  .031 
  Sig. (2-tailed)  .695  .905 
  N  17  17 
       
            
 ATT_CP Pearson Correlation  .788
**   .131 
        
  Sig. (2-tailed)   .000   .615 
        
  N   17   17 
       
            
 ATT_PP Pearson Correlation  .641
**   .103 
        
  Sig. (2-tailed)   .006   .694 
        
  N   17   17 
       
            
 ATT_PREFER Pearson Correlation  .663
**   .417 
        
  Sig. (2-tailed)   .004   .096 
        
  N   17   17 
            
      
 Spearman's rho A.1 How long have you been Correlation Coefficient  1.000 
  using pair programming? 
Sig. (2-tailed) 
  
.      
   N        17 
      
  SUBNORM_SS Correlation Coefficient  .025 
   Sig. (2-tailed)   .924 
   N        17 
      
  SUBNORM_PEER Correlation Coefficient  .150 
   Sig. (2-tailed)   .566 
   N        17 
      
  PBC_RES Correlation Coefficient  .004 
   Sig. (2-tailed)   .989 
   
N 
       
17           
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  PBC_SKILL Correlation Coefficient     .491
*  
                    
   Sig. (2-tailed)      .045  
                   
   N        17  
                     
                
     A.2 I currently           
     use pair           
     programming in           
     my projects  BI  
                 
                     
 SUBNORM_SS Pearson Correlation   -.027     .709
**   
                
  Sig. (2-tailed)   .918       .001   
               
  N   17        17   
               
 SUBNORM_PEER Pearson Correlation   .389   .398  
  Sig. (2-tailed)   .123   .113  
  N   17   17  
              
                     
 PBC_RES Pearson Correlation   .300    .538
*   
              
  Sig. (2-tailed)   .243     .026  
              
  N   17      17  
              
                     
 PBC_SKILL Pearson Correlation   -.005    .690
**   
              
  Sig. (2-tailed)   .983     .002  
              
  N   17      17  
                     
               
     A.2 I currently use pair          
    programming in my projects BI   
          
 ATT Pearson Correlation  .194  .744
**   
         
  Sig. (2-tailed)  .456  .001  
        
  N  17  17   
        
                     
 SUBNORM Pearson Correlation  .382  .632
**   
        
  Sig. (2-tailed)  .131  .007  
        
  N  17  17   
        
                     
 PBC Pearson Correlation  .054  .797
**   
        
  Sig. (2-tailed)  .838  .000   
        
  N  17  17   
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