Abstract. We present a formal system for proving the partial correctness of a single-pass instruction sequence as considered in program algebra by decomposition into proofs of the partial correctness of segments of the single-pass instruction sequence concerned. The system is similar to Hoare logics, but takes into account that, by the presence of jump instructions, segments of single-pass instruction sequences may have multiple entry points and multiple exit points.
Introduction
In [14] , Hoare introduced a kind of formal system for proving the partial correctness of a program by decomposition into proofs of the partial correctness of segments of the program concerned. Formal systems of this kind are now known as Hoare logics. The programs considered in [14] are programs in a simple highlevel programming language. Hoare logics for this simple high-level programming language and high-level programming languages with more complicated constructs have been extensively studied since (see e.g. [8, 10, 12] for individual studies and [1] for a survey). Hoare logics and Hoare-like logics for simple highlevel programming languages with goto statements have been studied since as well (see e.g. [9, 11, 21] ). Work on Hoare-like logics for low-level programming languages started only recently. The results are either very specific because many ad hoc restrictions and features of machine-or assembly-level programs are taken into account (see e.g. [17] ) or very abstract because low-level programs are regarded as sets of pairs consisting of a label and an instruction (see e.g. [19] ).
In this paper, we present a Hoare-like logic for single-pass instruction sequences, i.e. finite or eventually periodic infinite sequences of instructions of which each instruction is executed at most once and can be dropped after it has been executed or jumped over. We believe that the perception of a low-level program as a single-pass instruction sequence is simple, appealing, and links up with practice. The presented Hoare-like logic has to take into account that, by the presence of jump instructions, segments of single-pass instruction sequences may have multiple entry points and multiple exit points. Because of this, it is closer to the inductive assertion method for program flowcharts introduced by Floyd in [13] than most other Hoare and Hoare-like logics.
The asserted programs of the form {P } S {Q} of Hoare logics are replaced in the Hoare-like logic presented in this paper by asserted instruction sequences of the form {b : P } S {e : Q}, where b and e are a positive natural number and a natural number, respectively. P and Q are regular pre-and post-conditions. That is, they concern the input-output behaviour of the instruction sequence segment S. Loosely speaking, b represents the additional pre-condition that execution enters the instruction sequence segment S at its bth instruction and, if e is positive, e represents the additional post-condition that either execution exits the instruction sequence segment S by going to the eth instruction following it or becomes inactive in S. In the case that e equals zero, e represents the additional post-condition that execution either terminates or becomes inactive in S (instructions sequences with explicit termination instructions are considered).
The form of the asserted instruction sequences is inspired by [21] . However, under the interpretation of [21] , e would represent the additional post-condition that execution reaches the eth instruction following the first instruction of the instruction sequence segment concerned. Because this may be an instruction before the first instruction following the segment, this interpretation allows of asserted instruction sequences that concern the internals of the segment. For this reason, we consider this interpretation not conducive to compositional proofs.
In other related work, e.g. in [19] , the additional pre-and post-condition represented by b and e must be explicitly formulated and conjoined with the regular pre-and post-condition, respectively. This alternative reduces the conciseness of pre-and post-conditions considerably. Moreover, an effect ensuing from this alternative is that assertions can be formulated in which aspects of input-output behaviour and flow of execution are combined in ways that are unnecessary for proving partial correctness. For these reasons, we decided not to opt for this alternative.
In [2] , an attempt is made to approach the semantics of programming languages from the perspective that a program is in essence an instruction sequence. The groundwork for the approach is an algebraic theory of single-pass instruction sequences, called program algebra, and an algebraic theory of mathematical objects that represent the behaviours produced by instruction sequences under execution, called basic thread algebra (for a comprehensive introduction to these algebraic theories, see [5] ).
1
As a continuation of the work presented in [2] , (a) the notion of an instruction sequence was subjected to systematic and precise analysis using the groundwork laid earlier, (b) selected issues relating to well-known subjects from the theory of computation and the area of computer architecture were rigorously investigated thinking in terms of instruction sequences, and (c) practical issues such as efficiency of algorithms and compactness of instruction sequences were studied (for a comprehensive survey of the work referred to under (a) and (b), see [5] ).
As in the work referred to above, the work presented in this paper is carried out in the setting of program algebra and basic thread algebra. The work referred to above under (c) involved the construction of rather complicated instruction sequences for computing certain bit string functions. In [6] , the claim that the instruction sequences concerned are correct was not justified by a formal proof. The Hoare-like logic presented in this paper is expected to facilitate formal proofs of this and other such claims. Moreover, it could be used to derive a Hoare logic or Hoare-like logic for programming languages that are given semantics by the approach proposed in [2] . This paper is organized as follows. First, we give a survey of program algebra and basic thread algebra (Section 2) and a survey of the extension of basic thread algebra that is used in this paper (Section 3). Next, we present a Hoare-like logic of asserted single-pass instruction sequences (Section 4), give an example of its use (Section 5), and show that it is sound and complete in the sense of Cook (Section 6). Finally, we make some concluding remarks (Section 7).
The groundwork for the work presented in this paper has been laid in previous papers. Portions of this groundwork has been copied near verbatim or slightly modified in the current paper. The greater part of Section 2 and Section 3 originate from [7] and [4] , respectively.
Program Algebra and Basic Thread Algebra
In this section, we give a survey of PGA (ProGram Algebra) and BTA (Basic Thread Algebra) and make precise in the setting of BTA which behaviours are produced by the instruction sequences considered in PGA under execution. The greater part of this section originates from [7] .
In PGA, it is assumed that there is a fixed but arbitrary set A of basic instructions. The intuition is that the execution of a basic instruction may modify a state and produces a reply at its completion. The possible replies are f and t. The actual reply is generally state-dependent. The set A is the basis for the set of instructions that may occur in the instruction sequences considered in PGA. The elements of the latter set are called primitive instructions. There are five kinds of primitive instructions:
-for each a ∈ A, a plain basic instruction a; -for each a ∈ A, a positive test instruction +a; -for each a ∈ A, a negative test instruction −a; -for each l ∈ N, a forward jump instruction #l; -a termination instruction !.
We write I for the set of all primitive instructions.
On execution of an instruction sequence, these primitive instructions have the following effects:
-the effect of a positive test instruction +a is that basic instruction a is executed and execution proceeds with the next primitive instruction if t is produced and otherwise the next primitive instruction is skipped and execution proceeds with the primitive instruction following the skipped one -if there is no primitive instruction to proceed with, execution becomes inactive; -the effect of a negative test instruction −a is the same as the effect of +a, but with the role of the value produced reversed; -the effect of a plain basic instruction a is the same as the effect of +a, but execution always proceeds as if t is produced; -the effect of a forward jump instruction #l is that execution proceeds with the lth next primitive instruction -if l equals 0 or there is no primitive instruction to proceed with, execution becomes inactive; -the effect of the termination instruction ! is that execution terminates.
Execution becomes inactive if no more basic instructions are executed, but execution does not terminate.
PGA has one sort: the sort IS of instruction sequences. We make this sort explicit to anticipate the need for many-sortedness later on. To build terms of sort IS, PGA has the following constants and operators:
-for each u ∈ I, the instruction constant u : → IS ; -the binary concatenation operator ; : IS × IS → IS ; -the unary repetition operator ω : IS → IS .
Terms of sort IS are built as usual in the one-sorted case. We assume that there are infinitely many variables of sort IS, including X, Y, Z. We use infix notation for concatenation and postfix notation for repetition. A closed PGA term is considered to denote a non-empty, finite or eventually periodic infinite sequence of primitive instructions.
2 The instruction sequence denoted by a closed term of the form t ; t ′ is the instruction sequence denoted by t concatenated with the instruction sequence denoted by t ′ . The instruction sequence denoted by a closed term of the form t ω is the instruction sequence denoted by t concatenated infinitely many times with itself.
Closed PGA terms are considered equal if they represent the same instruction sequence. The axioms for instruction sequence equivalence are given in Table 1 . In this table, n stands for an arbitrary positive natural number. For each natural number n, the term t n , where t is a PGA term, is defined by induction on n as follows: t 0 = #0, t 1 = t, and t n+2 = t ; t n+1 . A typical model of PGA is the model in which:
-the domain is the set of all finite and eventually periodic infinite sequences over the set I of primitive instructions; -the operation associated with ; is concatenation; -the operation associated with ω is the operation ω defined as follows:
• if U is finite, then U ω is the unique infinite sequence U ′ such that U concatenated n times with itself is a proper prefix of U ′ for each n ∈ N;
We confine ourselves to this model of PGA, which is an initial model of PGA, for the interpretation of PGA terms. In the sequel, we use the term PGA instruction sequence for the elements of the domain of this model and write len(t), where t is a closed PGA term denoting a finite PGA instruction sequence, for the length of the PGA instruction sequence denoted by t. We stipulate that len(t) = ω if t is a closed PGA term denoting an infinite instruction sequence, where n < ω for all n ∈ N. Below, we will use BTA to make precise which behaviours are produced by PGA instruction sequences under execution.
In BTA, it is assumed that a fixed but arbitrary set A of basic actions has been given. The objects considered in BTA are called threads. A thread represents a behaviour which consists of performing basic actions in a sequential fashion. Upon each basic action performed, a reply from an execution environment determines how the thread proceeds. The possible replies are the values f and t.
BTA has one sort: the sort T of threads. We make this sort explicit to anticipate the need for many-sortedness later on. To build terms of sort T, BTA has the following constants and operators:
-the inaction constant D : → T; -the termination constant S : → T; -for each a ∈ A, the binary postconditional composition operator a :
Terms of sort T are built as usual in the one-sorted case. We assume that there are infinitely many variables of sort T, including x, y. We use infix notation for postconditional composition. We introduce basic action prefixing as an abbreviation: a • t, where t is a BTA term, abbreviates t a t. We identify expressions of the form a • t with the BTA term they stand for.
The thread denoted by a closed term of the form t a t ′ will first perform a, and then proceed as the thread denoted by t if the reply from the execution environment is t and proceed as the thread denoted by t ′ if the reply from the execution environment is f. The thread denoted by S will do no more than terminate and the thread denoted by D will become inactive. 
Closed BTA terms are considered equal if they are syntactically the same. Therefore, BTA has no axioms.
Each closed BTA term denotes a finite thread, i.e. a thread with a finite upper bound to the number of basic actions that it can perform. Infinite threads, i.e. threads without a finite upper bound to the number of basic actions that it can perform, can be defined by means of a set of recursion equations (see e.g. [4] ). We are only interested in models of BTA in which sets of recursion equations have unique solutions, such as the projective limit model of BTA presented in [5] . We confine ourselves to this model of BTA, which has an initial model of BTA as a submodel, for the interpretation of BTA terms. In the sequel, we use the term BTA thread or simply thread for the elements of the domain of this model. Regular threads, i.e. finite or infinite threads that can only be in a finite number of states, can be defined by means of a finite set of recursion equations. The behaviours produced by PGA instruction sequences under execution are exactly the behaviours represented by regular threads, with the basic instructions taken for basic actions. The behaviours produced by finite PGA instruction sequences under execution are the behaviours represented by finite threads.
We combine PGA with BTA and extend the combination with the thread extraction operator | | : IS → T, the axioms given in Table 2 , and the rule that |X| = D if X has an infinite chain of forward jumps beginning at its first primitive instruction. 3 In Table 2 , a stands for an arbitrary basic instruction from A, u stands for an arbitrary primitive instruction from I, and l stands for an arbitrary natural number from N. For each closed PGA term t, |t| denotes the behaviour produced by the instruction sequence denoted by t under execution.
Interaction of Threads with Services
Services are objects that represent the behaviours exhibited by components of execution environments of instruction sequences at a high level of abstraction. A service is able to process certain methods. The processing of a method may involve a change of the service. At completion of the processing of a method, the service produces a reply value. Execution environments are considered to provide a family of uniquely-named services. A thread may interact with the named services from the service family provided by an execution environment. That is, a thread may perform a basic action for the purpose of requesting a named service to process a method and to return a reply value at completion of the processing of the method. In this section, we extend BTA with services, service families, a composition operator for service families, and an operator that is concerned with this kind of interaction. This section originates from [4] .
In SFA, the algebraic theory of service families introduced below, it is assumed that a fixed but arbitrary set M of methods has been given. Moreover, the following is assumed with respect to services:
-a signature Σ S has been given that includes the following sorts:
• the sort S of services;
• the sort R of replies; and the following constants and operators:
• the empty service constant δ : → S;
• the reply constants f, t, d : → R;
• for each m ∈ M, the derived service operator ∂ ∂m : S → S; • for each m ∈ M, the service reply operator ̺ m : S → R; -a minimal Σ S -algebra S has been given in which f, t, and d are mutually different, and
The intuition concerning ∂ ∂m and ̺ m is that on a request to service s to process method m: The empty service δ itself is unable to process any method.
It is also assumed that a fixed but arbitrary set F of foci has been given. Foci play the role of names of services in a service family.
SFA has the sorts, constants and operators from Σ S and in addition the sort SF of service families and the following constant and operators:
-the empty service family constant ∅ : → SF; -for each f ∈ F , the unary singleton service family operator f. : S → SF; -the binary service family composition operator ⊕ : SF × SF → SF; -for each F ⊆ F , the unary encapsulation operator ∂ F : SF → SF.
We assume that there are infinitely many variables of sort S, including z, and infinitely many variables of sort SF, including u, v, w. Terms are built as usual in the many-sorted case (see e.g. [20, 22] ). We use prefix notation for the singleton service family operators and infix notation for the service family composition Table 3 . Axioms of SFA Table 4 . Axioms for the apply operator
operator. We write ⊕ n i=1 t i , where t 1 , . . . , t n are terms of sort SF, for the term
The service family denoted by ∅ is the empty service family. The service family denoted by a closed term of the form f.t consists of one named service only, the service concerned is the service denoted by t, and the name of this service is f . The service family denoted by a closed term of the form t ⊕ t ′ consists of all named services that belong to either the service family denoted by t or the service family denoted by t ′ . In the case where a named service from the service family denoted by t and a named service from the service family denoted by t ′ have the same name, they collapse to an empty service with the name concerned. The service family denoted by a closed term of the form ∂ F (t) consists of all named services with a name not in F that belong to the service family denoted by t.
The axioms of SFA are given in Table 3 . In this table, f stands for an arbitrary focus from F and F stands for an arbitrary subset of F . These axioms simply formalize the informal explanation given above.
For the set A of basic actions, we now take the set {f.m | f ∈ F , m ∈ M}. Performing a basic action f.m is taken as making a request to the service named f to process method m.
We combine BTA with SFA and extend the combination with the following operator:
-the binary apply operator • : T × SF → SF; and the axioms given in Table 4 . In this table, f stands for an arbitrary focus from F , m stands for an arbitrary method from M, and t stands for an arbitrary term of sort S. The axioms formalize the informal explanation given below and in addition stipulate what is the result of apply if inappropriate foci or methods are involved. We use infix notation for the apply operator.
The thread denoted by a closed term of the form t • t ′ is the service family that result from processing the method of each basic action performed by the thread denoted by t by the service in the service family denoted by t ′ with the focus of the basic action as its name if such a service exists. When the method of a basic action performed by a thread is processed by a service, the service changes in accordance with the method concerned and the thread reduces to one of the two threads that it can possibly proceed with dependent on the reply value produced by the service.
Hoare-Like Logic for PGA
In this section, we introduce a formal system for proving the partial correctness of instruction sequences as considered in PGA. Unlike segments of programs written in the high-level programming languages for which Hoare logics have been developed, segments of single-pass instruction sequences may have multiple entry points and multiple exit points. Therefore, the asserted programs of the form {P } S {Q} of Hoare logics fall short in the case of single-pass instruction sequences. The formulas in the formal system introduced here will be called asserted instruction sequences.
We will look upon foci as (program) variables. This is justified by the fact that foci are names of objects that may be modified on execution of an instruction sequence. The objects concerned are services. What is assumed here with respect to services is the same as in Section 3. This means that a signature Σ S that includes specific sorts, constants and operators and a minimal Σ S -algebra S that satisfies specific conditions have been given.
We write L S for the many-sorted first-order language with equality over the signature Σ S whose free variables of sort S belong to the set F . Moreover, we write C IS for the set of all closed terms of sort IS in the case where the set {f.m | f ∈ F , m ∈ M} is taken as the set A of basic instructions.
An asserted instruction sequence is a formula of the form {b : P } S {e : Q}, where S ∈ C IS , P, Q ∈ L S , b ∈ N + , and e ∈ N. 4 The intuitive meaning of an asserted instruction sequence {b : P } S {e : Q} is as follows:
-if b ≤ len(S) and e > 0, the intuitive meaning is:
if execution enters the instruction sequence segment S at its bth instruction and P holds when execution enters S, then either execution becomes inactive in S or execution exits S by going to the eth instruction following S and Q holds when execution exits S; -if b ≤ len(S) and e = 0, the intuitive meaning is:
if execution enters the instruction sequence segment S at its bth instruction and P holds when execution enters S, then either execution becomes inactive in S or execution terminates in S and Q holds when execution terminates in S;
We write N + for the set {n ∈ N | n > 0}. 5 Recall that execution becomes inactive if no more basic instructions are executed, but execution does not terminate.
-if b > len(S), an intuitive meaning is lacking.
For convenience, we did not exclude the case where b > len(S). Instead, we made the choice that any asserted instruction sequence {b:P } S {e:Q} with b > len(S) does not hold (irrespective of the choice of S).
Before we make precise what it means that an asserted instruction sequence holds in S, we introduce some special terminology and notation.
In the setting of PGA, what we mean by a state is a function from a finite subset of F to the interpretation of sort S in S. Let F ⊂ F be such that F is finite. Then a state representing term for F with respect to S is a closed term t of sort SF for which, for all f ∈ F , ∂ {f } (t) = t does not hold in the free extension of S to a model of SFA. Notice that ∂ {f } (t) = t does not hold iff the interpretation of t is a service family to which a service with name f belongs. Let P ∈ L S , and let F ′ be the set all foci that belong to the free variables of P . Then a state representing term for P with respect to S is a closed term t of sort SF that is a state representing term for F ′ with respect to S. Let S ∈ C IS , and let F ′′ be the set all foci that occur in S. Then a state representing term for S with respect to S is a closed term t of sort SF that is a state representing term for F ′′ with respect to S. We write P [t], where t is a state representing term for P with respect to S, for P with, for each f ∈ F , all free occurrences of f replaced by a closed term t ′ of sort S such that t = f.t ′ ⊕ ∂ {f } (t) holds in the free extension of S to a model of SFA. Thus, the interpretation of the term t ′ replacing the free occurrences of f is the service associated with f in the state represented by t. Notice that an equation between terms of sort SF holds in the free extension of S to a model of SFA iff it is derivable from the axioms of SFA.
We write |S| b,0 for |#b ; S| and |S| b,e , where e > 0, for |#b ; S ; σ(e)| where, for each n > 0, σ(n) is defined by induction on n as follows: σ(1) = ! and σ(n + 1) = #0 ; σ(n). In the case where b ≤ len(S) ≤ ω and e > 0, the thread denoted by |S| b,e represents the behaviour that differs from the behaviour produced by the instruction sequence segment S in isolation if execution enters the segment at its bth instruction only by terminating instead of becoming inactive if execution exits the segment by going to the eth instruction following it. This adaptation of the behaviour is a technicality by which it is possible to obtain the state at the time that execution exits the segment by means of the apply operation •.
An asserted instruction sequence {b : P } S {e : Q} holds in S, written S |= {b : P } S {e : Q}, if b ≤ len(S) and for all closed terms t and t ′ of sort SF that are state representing terms for P , Q, and S with respect to S:
where M S is the model of the combination of PGA, BTA, and SFA extended with the thread extraction operator, the apply operator, and the axioms for these operators such that the restrictions to the signatures of PGA, BTA, and SFA are the initial model of PGA, the projective limit model of BTA, and the free extension of S to a model of SFA, respectively. The existence of such a model follows from the fact that the signatures of PGA, BTA, and SFA are disjoint by the amalgamation result about expansions presented as Theorem 6.1.1 in [15] (adapted to the many-sorted case). The occurrences of S in the above definition can be replaced by M S . Notice that for all S ∈ C IS , Q ∈ L S , b ∈ N + with b ≤ len(S), and e ∈ N, S |= {b : F} S {e : Q}. However, there exist S ∈ C IS , P ∈ L S , b ∈ N + with b ≤ len(S), and e ∈ N such that S |= {b : P } S {e : T}. This is the case because, if execution enters the instruction sequence segment S at its bth instruction and P holds when execution enters S, then there may be no unique way in which execution exits S and, if there is a unique way, it may be by going to another than the eth instruction following S.
The axioms and rules of inference of our Hoare-like logic of asserted singlepass instruction sequences are given in Table 5 . In this table, S, S 1 , S 2 stand for arbitrary closed terms from C IS , P, P ′ , P 1 , P 2 , . . ., Q, Q ′ , Q 1 , Q 2 , . . ., and R stand for arbitrary formulas from L S , b, b 1 , b 2 , . . . stand for arbitrary positive natural numbers, e, i stand for arbitrary natural numbers, x, y stand for arbitrary variables of some sort in Σ S , f stands for an arbitrary focus from F , and m stands for an arbitrary method from M. Moreover, var (P ) denotes the set all foci that belong to the free variables of P and var (S) denotes the set of all foci that occur in S. We write Ψ ⊢ ′ φ, where Ψ is a finite set of asserted instruction sequences and φ is an asserted instruction sequence, for provability of φ from Ψ without applications of the repetition rule (R5).
The axioms concern the smallest instruction sequence segments, namely single instructions. Axioms A1-A8 are similar to the assignment axiom found in most Hoare logics. They are somewhat more complicated than the assignment axiom because they concern instructions that may cause execution to become inactive and, in case of axioms A3-A8, instructions that have two exit points. Axioms A9-A11, which concern jump instructions and the termination instruction, are very simple and speak for themselves.
Concatenation needs four rules because instruction sequence segments may be prefixed or suffixed by redundant instruction sequence segments in several ways. Rule R1 concerns the obvious case, namely the case where execution enters the whole by entering the first instruction sequence segment and execution exits the whole by exiting the second instruction sequence segment. Rule R2 concerns the case where execution exits the whole by exiting the first instruction sequence segment. Rule R3 concerns the case where execution becomes inactive or terminates in the whole by doing so in the first instruction sequence segment. Rule R4 concerns the case where execution enters the whole by entering the second instruction sequence segment.
The repetition rule (rule R5) is reminiscent of the recursion rule found in Hoare logics for high-level programming languages that covers calls of (parameterless) recursive procedures (see e.g. [1] ). This rule is actually a rule schema: there is an instance of this rule for each k, n > 0 with k ≤ n. In many cases, the instance for k = 1 and n = 1 suffices. The need for the rules R6-R9 is not clear at 
A9 : {1 : P } #i+1 {i+1 : P } A10 : {1 : T} #0 {0 : F} Termination Instruction Axiom:
Concatenation Rules:
R1 :
{b : P } S1 {i : Q}, {i : Q} S2 {e : R} {b : P } S1 ; S2 {e : R} i > 0 R2 : {b : P } S1 {e+len(S2) : Q} {b : P } S1 ; S2 {e : Q} e > 0 R3 : {b : P } S1 {0 : Q} {b : P } S1 ; S2 {0 : Q}
R4 :
{b : P } S2 {e : Q} {b+len(S1) : P } S1 ; S2 {e : Q} Repetition Rule (for each k, n > 0 with k ≤ n):
Alternatives Rule:
R6 :
{b : P } S {e : R}, {b : Q} S {e : R} {b : P ∨ Q} S {e : R} Invariance Rule:
Elimination Rule:
Consequence Rule:
first sight, but without them the presented formal system would be incomplete. Although these rules do not explicitly deal with repetition, they would not be needed for completeness in the absence of repetition.
The consequence rule (rule R10) is found in one form or another in all Hoare logics and Hoare-like logics. This rule allows to make use of formulas from L S that hold in S to strengthen pre-conditions and weaken post-conditions.
Because there is no rule of inference to deal with nested repetitions, it seems at first sight that we cannot have a completeness result for the presented Hoarelike logic. However, a closer look at this matter yields something different. The crux is that the following rule of inference is derivable from rules R3 and R5:
We have the following result:
Theorem 1. For each S ∈ C IS , P, Q ∈ L S , and b ∈ N + , S |= {b : P } S {0 : Q} only if there exists an S ′ ∈ C IS in which the repetition operator occurs at most once such that (a) S |= {b:P } S ′ {0:Q} and (b) Th(S) ⊢ {b:P } S ′ {0:Q} implies Th(S) ⊢ {b : P } S {0 : Q}.
Proof. Let S ∈ C IS be such that the repetition operator occurs at least once in S. Then the following properties follow directly from the definitions involved ( (1) and (2)) and the presented Hoare-like logic ( (3) and (4)): (1) S |= {b : P } S ; T {0 : Q} implies S |= {b : P } S {0 : Q}; (2) S |= {b : P } S ω {0 : Q} implies S |= {b : P } S {0 : Q}; (3) Th(S) ⊢ {b : P } S {0 : Q} implies Th(S) ⊢ {b : P } S ; T {0 : Q}; (4) Th(S) ⊢ {b : P } S {0 : Q} implies Th(S) ⊢ {b : P } S ω {0 : Q}.
Using these properties, the theorem is easily proved by induction on the number of occurrences of the repetition operator in S.
⊓ ⊔
As a corollary of Theorem 1 we have that a completeness result for the set of all closed PGA terms of sort IS in which the repetition operator occurs at most once entails a completeness result for the set of all closed PGA terms of sort IS.
Example
In this section, we give an example of the use of the Hoare-like logic of asserted single-pass instruction sequences presented in Section 4. The example has only been chosen because it is simple and shows applications of most axioms and rules of inference of this Hoare-like logic (including R6 and R8). For S, we take an algebra of services that make up unbounded natural number counters. Each natural number counter service is able to process methods to increment the content of the counter by one (incr), to decrement the content of the counter by one (decr), and to test whether the content of the counter is zero (iszero). The derived service and service reply operations for these methods are as to be expected. Σ S includes the sort N of natural numbers, the constant 0 : → N, and the unary operators succ : N → N, pred : N → N, and nnc : N → S. The interpretation of N, 0, succ, and pred are as to be expected. The interpretation of nnc is the function that maps each natural number n to the service that makes up a counter whose content is n.
We claim that the closed PGA term (−c.iszero ; #2 ; ! ; c.decr) ω denotes an instruction sequence for setting the counter made up by service c to zero. That is, we claim {1 : T} (−c.iszero ; #2 ; ! ; c.decr) ω {0 : c = nnc(0)}. We prove this by means of the axioms and rules of inference given in Table 5 .
It is sufficient to prove Next, we prove {1 : c = nnc(n + 1)} −c.iszero ; #2 ; ! ; c.decr {0 : c = nnc(n)}:
(6) {1 : c = nnc(n + 1)} −c.iszero {1 : c = nnc(n + 1)} by A6; (7) {1 : c = nnc(n + 1)} −c.iszero ; #2 {2 : c = nnc(n + 1)} from (6) by A9 and R1; (8) {1 : c = nnc(n + 1)} −c.iszero ; #2 ; ! {1 : c = nnc(n + 1)} from (7) by A11 and R2; (9) {1 : c = nnc(n + 1)} −c.iszero ; #2 ; ! ; c.decr {0 : c = nnc(n)} from (8) by A1, R10 and R1.
Assuming (1), we prove Because (c) has been derived assuming (1), (1) now follows by R5.
Soundness and Completeness
This section is concerned with the soundness and completeness of the Hoare-like logic of asserted single-pass instruction sequences presented in Section 4. It was assumed in Section 4 that a signature Σ S that includes specific sorts, constants and operators and a minimal Σ S -algebra S that satisfies specific conditions had been given. In this section, we intend to establish soundness and completeness for all algebras that could have been given. It is useful to introduce a name for these algebras: service algebras.
In this section, we write Th(S), where S is a service algebra, for the set of all formulas of L S that hold in S.
The proof of the soundness theorem for the presented Hoare-like logic given below (Theorem 2) will make use of the following two lemmas. Recall that ⊢ ′ stands for provability without applications of the repetition rule. Lemma 1. Let S be a service algebra, and let k, n ∈ N + be such that k ≤ n. Then, for each S, S ′ ∈ C IS , P 1 , . . . , P n , Q 1 , . . . , Q n ∈ L S , and b 1 , . . . , b n ∈ N + , if {b 1 :
Proof. This is easily proved by induction on the length of proofs, case distinction on the axiom applied in the basis step, and case distinction on the rule of inference last applied in the inductive step. ⊓ ⊔ Lemma 2. For each service algebra S, set of asserted instruction sequences Ψ , and asserted instruction sequence φ,
Proof. This is easily proved by induction on the length of proofs, case distinction on the axiom applied in the basis step, and case distinction on the rule of inference last applied in the inductive step.
⊓ ⊔
The following theorem is the soundness theorem for the presented Hoare-like logic.
Theorem 2. For each service algebra S and asserted instruction sequence φ, Th(S) ⊢ φ implies S |= φ.
Proof. This is proved by induction on the length of proofs, case distinction on the axiom applied in the basis step, and case distinction on the rule of inference last applied in the inductive step. The only difficult case is the repetition rule (R5). We will only outline the proof for this case.
The following properties follow directly from the definition of M S :
These properties could be largely proved in a formal way if the combined algebraic theory of M S developed in Sections 2 and 3 would be extended with projection operators and axioms for them as in [4] . The following properties follow directly from properties (1) and (2):
Let k, n ∈ N + be such that k ≤ n, and let S ∈ C IS , P 1 , . . . , P n , Q 1 , . . . , Q n ∈ L S , and b 1 , . . . , b n ∈ N + . Then, from the hypotheses of R5 and Lemmas 1 and 2, it follows immediately that, for all i ≥ 0, S |= {b 1 : P 1 } S i ; #0 b {0 : Q 1 } and . . . and S |= {b n : ⊓ ⊔
The line of the proof of Theorem 2 for the case that the rule of inference last applied is R5 is reminiscent of the line of the soundness proof in [10] for the case that the rule of inference last applied is the recursion rule for calls of recursive procedures. In the proof of Theorem 2, S i ;#0 b is used instead of S i to guarantee that b is never greater than the length of the approximations of S ω . There is a problem with establishing completeness for all service algebras. In the completeness proof, it has to be assumed that, for each service algebra S, necessary intermediate conditions can be expressed in L S . Therefore, completeness will only be established for all service algebras that are sufficiently expressive.
Let S be a service algebra, and let S ∈ C IS , P, Q ∈ L S , b ∈ N + and e ∈ N. Then Q expresses the strongest post-condition of P and S for b and e on S if S |= {b : P } S {e : T} and, for each state representing term t ′ for P , Q, and S with respect to S, S |= Q[t ′ ] iff there exists a state representing term t for P , Q, and S with respect to S such that S |= P [t] and M S |= |S| b,e • t = t ′ . Let S be a service algebra. Then the language L S is expressive for C IS on S if, for each S ∈ C IS , P ∈ L S , b ∈ N + , and e ∈ N with S |= {b : P } S {e : T}, there exists a Q ∈ L S such that Q expresses the strongest post-condition of P and S for b and e on S.
In the above definitions, S |= {b : P } S {e : T} is used to express that there exists a post-condition of P and S for b and e on S.
The following remarks about the existence of strongest post-conditions may be useful for a clear understanding of the matter. For each S ∈ C IS , P ∈ L S , and b ∈ N + , one of the following is the case regarding the existence of a strongest post-condition:
(1) there is no e ∈ N for which there exists a strongest post-condition of P and S for b and e; (2) there is exactly one e ∈ N for which there exists a strongest post-condition of P and S for b and e and the strongest post-condition concerned is not equivalent to F; (3) there is more than one e ∈ N for which there exists a strongest post-condition of P and S for b and e and the strongest post-condition concerned is equivalent to F.
We say that execution is convergent in S if it does not become inactive in S.
Terminating in S is one way in which execution may be convergent in S, exiting S by going to the eth instruction following S is another way in which execution may be convergent in S, and exiting S by going to the e ′ th instruction following S, where e ′ = e, is still another way in which execution may be convergent in S. Now, (1) is the case if there is more than one way in which execution may be convergent in S, (2) is the case if there is exactly one way in which execution may be convergent in S, and (3) is the case if there is no way in which execution may be convergent in S.
The proof of the completeness theorem for the presented Hoare-like logic given below (Theorem 3) will make use of the following four lemmas.
Lemma 3. Let S be a service algebra. Then, for each S ∈ C IS , P, Q ∈ L S , b ∈ N + , and e ∈ N, S |= {b : P } S ω {e : Q} only if e = 0.
Proof. This is proved by distinguishing two cases: the repetition operator does not occur in S and the repetition operator occurs in S. The former case is easily proved by induction on len(S). The latter case follows directly from the following corollary of the proof of Lemma 2.6 from [5] : for each S ∈ C IS in which the repetition operator occurs, there exists an S ′ in which the repetition operator does not occur such that |S| b,e = |S ′ ω | b,e . ⊓ ⊔ Lemma 4. Let S be a service algebra such that L S is expressive for C IS on S. Assume that, for each S ∈ C IS , P, Q ∈ L S , b ∈ N + , and e ∈ N, S |= {b : P } S ω {e : Q} implies Th(S) ⊢ {b : P } S ω {e : Q}. Then, for each S ∈ C IS , P, Q ∈ L S , b ∈ N + , and e ∈ N, S |= {b : P } S {e : Q} implies Th(S) ⊢ {b : P } S {e : Q}.
Proof. This is proved by induction on the structure of S. The cases that S is a single instructions follow, with the exception of the termination instruction after a case distinction, directly from one of the axioms (A1-A11) and the consequence rule (R10). The case that S is of the form S ′ ω follows immediately from the assumption. What is left is the case that S is of the form S 1 ; S 2 .
If S |= {b : P } S 1 ; S 2 {e : Q}, then it follows from the definitions involved that:
(1) if b ≤ len(S 1 ): for some n > 0, there exist P 1 , R 1 , . . . , P n , R n ∈ L S and i 1 , . . . , i n ∈ N + such that S |= P ⇒ P 1 ∨ . . . ∨ P n and, for each j with 1 ≤ j ≤ n, R j expresses the strongest post-condition of P j and S 1 for b and i j on S and one of the following is the case: (a) 1 ≤ i j ≤ len(S 2 ), S |= {b : P j } S 1 {i j : R j }, and S |= {i j : R j } S 2 {e : Q}; (b) i j = len(S 2 ) + e, e > 0, S |= {b : P j } S 1 {i j : R j }, and S |= R j ⇒ Q; (c) i j = 0, e = 0, S |= {b : P j } S 1 {i j : R j }, and S |= R j ⇒ Q; (2) if b > len(S 1 ): S |= {b − len(S 1 ) : P } S 2 {e : Q}.
Case (1) is proved by distinguishing two subcases: the repetition operator does not occur in S 1 and the repetition operator occurs in S 1 . The former subcase is easily proved by induction on len(S 1 ). The latter subcase follows directly from the above-mentioned corollary of the proof of Lemma 2.6 from [5] and Lemma 3. In either subcase, the existence of R j 's that express the strongest post-conditions needed is guaranteed by the expressiveness property of L S . Case (2) follows directly from the definitions involved.
In case (1), Th(S) ⊢ {b : P } S 1 ; S 2 {e : Q} follows directly by the induction hypothesis, the first three concatenation rules (R1-R3), and the alternatives rule (R6). In case (2), Th(S) ⊢ {b : P } S 1 ; S 2 {e : Q} follows directly by the induction hypothesis and the last concatenation rule (R4).
⊓ ⊔ Lemma 5. Let S be a service algebra such that L S is expressive for C IS on S. For each S ∈ C IS , let x 
Proof. This is proved by induction on the structure of S ′ . The cases that S ′ is a single instruction follow directly from one of the axioms (A2, A5, A8, A10, A11) and the consequence rule (R10). The case that S ′ is of the form S 1 ; S 2 is proved, using the induction hypothesis, in the same way as the case of concatenation in the proof of Lemma 4. What is left is the case that S ′ is of the form S ω . In the case that S ′ is of the form S ω , it suffices to show that, for each S ∈ C IS , P, Q ∈ L S , and b ∈ N + , S |= {b :
In the rest of this proof, a state representing term is a closed term of sort SF that is a state representing term for P , Q, S, and {y S 1 , . . . , y S nS } ∪ {z 1 , . . . , z nS } with respect to S. Assume S |= {b : P } S ω {0 : Q}. . From this, the just-mentioned properties of t, and the soundness of the invariance rule, it follows that S |= (¬ P 2 )[t ′ ]. This contradicts the assumption that S |= (Q ′ S ∧ P 2 )[t ′ ]. Consequently, S |= P 2 [t] . From this, the first of the above-mentioned properties of t, and the fact that S |= (P ′ S ∧ P 2 ) ⇒ P 1 , it follows that S |= P 1 [t] . From this, the assumption that S |= {b :P } S ω {0 :Q}, and the soundness of the substitution rule (R9), it follows that S |= Q 1 [t ′ ]. This proves that S |= (Q ′ S,b ∧ P 2 ) ⇒ Q 1 ( * * ). From ( * ) and ( * * ), it follows that {b : P ′ S ∧ P 2 } S ω {0 : Q 1 } by the consequence rule (R10). From this, it follows that {b : ∃y , which are mostly concerned with calls of (parameterless) recursive procedures. The following theorem is the completeness theorem for the presented Hoarelike logic. The weak form of completeness that can be proved is known as completeness in the sense of Cook because this notion of completeness originates from Cook [12] . Theorem 3. For each service algebra S such that L S is expressive for C IS on S and each asserted instruction sequence φ, S |= φ implies Th(S) ⊢ φ.
Proof. This result is an immediate consequence of Lemmas 3-6. ⊓ ⊔
Concluding Remarks
We have presented a Hoare-like logic for proving the partial correctness of a single-pass instruction sequence as considered in program algebra and have shown that it is sound and complete in the sense of Cook. We have extended the asserted programs of Hoare logics with two natural numbers which represent conditions on how execution enters and exits an instruction sequence. By that we have prevented that pre-and post-conditions can be formulated in which aspects of input-output behaviour and flow of execution are combined in ways that are unnecessary for proving (partial) correctness of instruction sequences. We believe that by the way in which we have extended the asserted programs of Hoare logics, the presented Hoare-like logic remains as close to Hoare logics as possible in the case where program segments with multiple entry points and multiple exit points have to be dealt with.
We have neither taken ad hoc restrictions and features of machine-or assembly-level programs into account nor abstracted in an ad hoc way from instruction sequences as found in low-level programs. Moreover, we have stuck to classical first-order logic for pre-and post-conditions. In particular, the separating conjunction and separating implication connectives used in separation logics [18] are not present (separation logics are roughly Hoare logics in which these connectives are used in pre-and post-conditions). Work on separation logics for low-level programming languages can for example be found in [16] .
