Abstract-Aspect-Oriented
INTRODUCTION
Some system requirements cannot be encapsulated in a single system unit because they involve several modules or sub-modules of the system. Examples of such requirements are security, persistence, logging, tracing, memory management, etc. Implementation of these requirements creates scattered and replicated code which makes the system difficult to trace and extend. Aspect-Oriented programming (AOP) [2] has rectified this problem by providing modularizing techniques for such requirements. AOP separates the implementation of such cross-cutting requirements from that of the base requirements and then applies a composing strategy to weave these two implementations together. A number of AOP tools have been introduced to implement Aspects, such as AspectJ, AspectWorkz, and Spring.
Since the inception of AOP, most work has been done in the composing strategies of Aspects and the Base model, and the implementation of Aspects. Very little effort has been put into identifying Aspects in the earlier phases of software development. The absence of a consistent approach which could identify the Aspects and then map those Aspects with design elements has crippled the efficiency of AOSD. Nevertheless, there are a few notable approaches, like the AORE (Aspect-Oriented Requirements Engineering) model by Rashid et al [1] , and the COSMOS [3] model by S. Sutton, which proposes a technique to capture concerns in the early stages. Both of these models capture general concerns of the system, which also include non-Aspectual concerns. Some other work can be found in [4] , [5] and [6] . All these approaches lack the ability to capture all possible cross-cutting concerns (Aspects) and they also do not suggest the mapping of these concerns into the design and implementation models II. AOSD MODEL Our research focuses on developing efficient procedures and well-defined set of activities to identify, represent and weave Aspects in the Software Design. We have proposed an Aspect-Oriented Software Development model (Figure1) that represents Aspect from the initialization of software to its implementation. It suggests the identification of Aspects in the Use Case Model and Sequence Diagrams of the system. Use cases which involve multiple use cases like included or extended use cases may be considered as candidate Aspects since they have the probability of crosscutting representation in design as well as in implementation. Similarly, the objects which have communication with multiple objects and which are represented in multiple sequence diagrams may also be regarded as candidate Aspects. Proper specification of the candidate Aspects can help identifying actual Aspects. 
III. EXPECTED IMPACT
Inclusions and extensions of use case model always scatter over multiple use cases. Implementation of these requirements will have high probability of containing crosscutting concerns. Similarly, message-passing of same method to multiple objects can indicate presence of a potential cross-cutting concern in a sequence diagram. If these potential Aspects are captured here in these pre-design phases, their implementation as Aspects can become efficient.
Our future research aims on coming up with efficient techniques to capture Aspects from system analysis and design documents based on our abovementioned findings.
