Introduction
Regression testing is done to assure that the changed software is still valid, or according to the specifications as it was before introducing the changes [4] . Most of the reported research work on regression testing is code-based [2, 4, 5, 6] . Not much has been written about model based or design based regression testing. UML is the de-facto standard for the designing of object-oriented systems and provides a sound basis for regression testing of object-oriented designs. Briand et al. [1] give a motivation for design-based regression testing. For achieving these advantages the design should be complete, up-to-date and consistent.
Our focus in this paper is on regression testing of system at design level from UML sequence and class diagrams. These diagrams are used to construct an Extended Concurrent Control Flow Graph (ECCFG). Original and new versions of the same ECCFG are compared to get information of the changes. Based on these changes, test cases are selected from the base test suite, and if required new test cases are also generated. This completes two major tasks of regression testing i.e., change identification and test case selection and generation.
The proposed approach is based on the UML 2.0 standard [3] and is supported by a prototype tool. The rest of this paper is organized as follows: section 2 presents some related work in the field of UML based regression testing; section 3 describes the proposed technique; section 4 gives a case study and section 5 concludes the work.
Related Work
This section describes the existing work on UML based regression testing.
Briand et al. [1] present an approach to identifying change impact analysis using UML sequence, use case and class diagrams. Their approach is somewhat different as their major focus is on the code based test cases, so mapping is between change identification at design level and its impact on code based test cases, which implies that the tester would have to wait for the code to develop and then test it using code-based test cases.
Chen et al. [7] use UML activity diagrams to detect changes in design and then use a traceability matrix between activity diagram and the test suite. It covers activities at an abstract level and does not cover the attributes of a class. Also, it does not support object-oriented features.
Wu et al. [8] provide a methodology for regression testing of components using class, collaboration and state diagrams. It does not state any methodology for test cases selection; major emphasis is on change identification only.
Pilskalns et al. [9] propose a regression testing technique based on UML sequence and class diagrams. Their approach does not take into account the pre and post conditions of the operations which affect behavior of a class. Also, their approach does not handle concurrency.
Our technique is based on the UML 2.0 models, and considers the effects of dynamic binding, which is a problematic area for code based as well as design based techniques and has not yet been covered. Our technique also considers method constraints and their changes. It works at the level of the class attributes and methods, and supports concurrency.
The Proposed Approach
Our approach is based on the existing work on control flow analysis described in [11] with some extensions to fulfill the purpose of regression testing. We included class diagram to get more information while testing and capturing the changes. Due to the proposed extensions the current CCFG is renamed as Extended CCFG (ECCFG) in our part of work. Figure 1 shows the flow of our work for regression testing. ECCFG is constructed using a sequence diagram and corresponding class diagram. The unprimed symbols in the figure denote baseline versions of the artifacts, while the primed symbols (such as CD', SD' and ECCFG') denote the modified versions of the same artifacts. Both the versions of same ECCFG are compared to identify the changed nodes and arcs which are further used as input for test case selection and generation. Test cases are selected from an existing base test set (T). Finally regression test set (T') is obtained as output. 
Extended Concurrent Control Flow Graph (ECCFG) Construction
ECCFG is an extension of CCFG (see [11] for a description of CCFG) that supports change identification and test case selection. We have used sequence diagram and class diagram as inputs for the construction of ECCFG. Sequence diagram is used to get the flow of a complete event sequence and class diagram is used to get information of the attributes from the class of object that receives a message in the sequence diagram. Whenever an object of a class receives a message for the first time, its attributes are captured from the class diagram and listed in the call/reply node of its ECCFG.
Method constraints i.e., pre and post conditions are also mapped from the class diagram to the ECCFG. This addition is made to maintain information of operation constraints, which, if changed, also make significant difference to the implementation of operation. Therefore, ECCFG has two new node types to denote pre and post conditions of the methods in the ECCFG.
Comparator
The comparator performs a node-wise and an arc-wise comparison of the baseline version of the ECCFG and the modified version of the same ECCFG. Output of the comparator is a list of modified and new nodes and arcs.
Possible changes.
There are two types of changes that could affect the design, direct changes and indirect changes. The following are the types of changes that are captured from the ECCFG. a) Changed Operations: If the pre/post condition, parameter type, number of parameters passed, return type visibility, or scope of a method is changed then the method is said to be changed. If name of the method is changed, that method is considered deleted from the design. b) Changed attributes: When type or scope of a variable is changed, it is considered as a changed variable, which should be retested.
c) Changed guards:
If the condition or guard changes it also leads to a change in the control flow and also affects the subsequent method calls, so these changes should also be captured from the ECCFG. 
Test Case Selection and Generation

Case Study
Our case study is about an ATM system's transaction. Original and modified ECCFGs generated by the tool are shown in Figures 2 and 3 respectively. Nodes are represented by alphabets which are used in the test cases. ...
ECCFG(InvalidPinExtension)
Figure 3. Modified version of Transaction ECCFG for ATM System
Changes appear in the withdraw part of ECCFG. These are due to change in return type of the operation from double to Money at node L and K, parameter type at L and N are changed from double to Money. Another change is the addition of a new path to the ECCFG that asks the user of another transaction if its yes then the procedure is started again depending upon the type of transaction user selects, after node S. A node V is added representing precondition for method of node L.
Tests cases for original ECCFG of Figure 2 are shown in the Table 1 . Test case t1 represents normal flow for withdraw transaction, t2 shows alternate flow for transfer money, t3 tests if the PIN Code is invalid and after trials user fails to enter correct PIN, t4 tests the scenario when PIN is invalid but after trial user succeeds, t5 tests the same scenario but for transfer transaction, and finally, t6 is for withdraw where amount entered is not valid and loop is executed once.
Table 1. Baseline Test Set (T) for Transaction ECCFG
Changed version of Figure 2 ECCFG is shown in Figure 3 and test cases for the changed ECCFG Transaction are given in Table 2 .
The test cases (7, 8, 9, 10) are added for the new node V and new path from decision node after S to the decision node for transaction choice after H. Nodes that are changed are K,L,N, also shown in Table 4 ; all the test cases that have these nodes are selected. The technique is precise as it selects only those test cases that are affected by the change. It is inclusive as it only selects those test cases that reveal regression changes, generality is also achieved as the range covered is the maximum. Table 3 gives a description of the nodes of ECCFG and ECCFG', i.e., attributes and methods of the nodes that are represented by capital letters here due to space constraint. 
Table 2. Selected and new test cases (T') for modified ECCFG
Conclusion and Future Work
The work described in this paper is an attempt to identify changes at design level and their relative test cases. A case study is presented to support the technique, which precisely selects the test cases and identifies new nodes for which new test cases are generated. The case study shows the precision, inclusiveness and generality of the technique. The future work will focus on evaluation of fault-detection effectiveness of the proposed technique using more case studies.
