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1  JOHDANTO  
Tämän insinöörityön tavoitteena oli toteuttaa ohjelma, jolla voidaan testata toisen ohjelmis-
ton satelliittipaikannuksen toimintaa. Ohjelmalla voidaan luoda halutunlaista paikkatietoa, 
joka lähetetään sarjaportin kautta testattavalle ohjelmistolle. Insinöörityö tehtiin Ponsse 
Oyj:lle Kajaaniin, jossa kehitetään metsäkoneiden koneenohjausjärjestelmiä. 
Maailmanlaajuinen satelliittipaikannusjärjestelmä, GPS, kehitettiin 1970-luvulla alun perin 
sotilaskäyttöön, mutta vapautettiin siviilikäyttöön vuonna 1984. Satelliittipaikannus on yleis-
tynyt, ja nykyään sitä hyödynnetään niin ammatti- kuin harrastekäytössäkin, esimerkiksi geo-
kätköilyssä. GPS-laitteita on sekä kiinteitä (esimerkiksi laivoissa, lentokoneissa, autoissa) että 
kädessä kannettavia. Laitteen antamia sijainti-, nopeus- ja aikatietoja voidaan hyödyntää mo-
nella eri tavalla, kuten valvomaan tavaraliikenteessä olevia autoja. Lähitulevaisuudessa onnet-
tomuuteen joutunut auto voi lähettää paikkatiedon hätäkeskukseen.  
Insinöörityön tavoitteena oli toteuttaa ohjelma, joka luo tarvittavat GPS-signaalit toisen oh-
jelmiston satelliittipaikannuksen toiminnan testaamiseen. Ohjelman luoma signaali lähetetään 
sarjaporttiin, josta se voidaan yhdistää sarjakaapelilla testattavaan laitteeseen. Käyttäjä voi 
antaa paikkatiedon joko käsin tai valitsemalla paikan kartalta hiirellä. Käyttäjällä on myös 
mahdollisuus muuttaa sarjaportti ja sen nopeus ohjelman asetuksista. Ohjelma toteutetaan 
C#-ohjelmointikielellä ja käyttöliittymän tekemiseen käytetään Microsoftin WPF-kirjastoa, 
jolla käyttöliittymän ulkoasu saadaan halutunlaiseksi. 
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2  GPS 
Maailmanlaajuinen satelliittipaikannusjärjestelmä eli GPS (Global Positioning System) on 
alun perin Yhdysvaltain puolustusministeriön vuonna 1973 tilaama järjestelmä sotilaskäyt-
töön [1, s. 23]. Alun perin GPS:stä käytettiin nimitystä NAVSTAR GPS (NAVigation Satelli-
te Time And Ranging Global Positioning System). Siviilikäyttöön tarkoitettuja eri paikannus-
järjestelmiä voidaan kutsua yhteisellä lyhenteellä GNSS (Global Navigation Satellite System). 
[2, s. 7.] GPS:n rinnalle vastaavia satelliittipaikannusjärjestelmä ovat kehittäneet Eurooppa 
(Galileo), Neuvostoliitto eli nykyinen Venäjä (GLONASS eli GLObalnaya NAvigatsionnaya 
Sputnikova Sistema) [1, s. 25] ja Kiina (Compass) [2, s. 7]. Myös Japani (QZSS eli Quasi-
Zenith Satellite System) ja Intia (IRNSS eli Indian Regional Navigational Satellite System) 
ovat kehittäneet omia järjestelmiään, jotka eivät ole maailmanlaajuisia järjestelmiä [2, s. 7]. 
Koska GPS on edelleen käytetyin ja muiden järjestelmien toimintaperiaatteet olennaisilta 
osiltaan ovat samat [3, s. 32], keskitytään tässä työssä vain GPS:n toimintaan. 
2.1  GPS-järjestelmän osat 
Järjestelmä koostuu kolmesta elementistä: avaruus-, valvonta- ja käyttäjäosasta [3, s. 32].  
 Avaruusosa kertoo maata kiertävistä satelliiteista. NAVSTAR on suunniteltu käyttä-
mään 24:ää satelliittia, joista aktiivisia satelliittia on 21 ja loput kolme ovat varasatel-
liitteja. Tällä hetkellä käytössä on kuitenkin 31 satelliittia, kun uusia satelliitteja on lä-
hetetty ja käynnistetty ottamatta vanhoja satelliitteja pois käytöstä. [3, s. 32.]  
 Valvontaosa kertoo maa-asemista. Keskusasema ohjaa ja valvoo järjestelmän toimin-
taa. Se tekee myös tarvittavat korjaukset ja päivitykset [1, s. 33]. Korjaukset ovat tar-
peellisia, koska satelliitit voivat harhautua omilta radoiltaan [3, s. 33]. Maa-asemat 
seuraavat tapahtumia taivaalla ja keräävät tietoja keskusasemalle. Maa-antennit välit-
tävät tiedot satelliiteille. [1, s. 33.]  
 Käyttäjäosa on GPS-paikannin. Se vastaanottaa signaaleja useilta satelliiteilta ja käyt-
tää näitä tietoja laskemaan sijainnin. Vastaanotin ei lähetä mitään informaatiota ja sa-
telliitit eivät tiedä vastaanottimen sijaintia. [3, s. 33.] Vastaanottimen kello on niin 
kutsuttu kvartsikidekello, joka ei ole aivan yhtä tarkka kuin atomikello mutta tarkem-
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pi kuin tavallinen tarkkuuskello. Suoriutuakseen laskutoimituksista on kellon oltava 
synkronoitu avaruusosien kanssa. Satelliittisignaaleilla ohjataan kellon käyntiä. [1, s. 
41.]  
2.2  Satelliittipaikannus 
GPS-satelliitit 
Maapalloa kiertävät satelliitit ovat kuudella ratatasolla, jossa kullakin radalla kiertää neljä sa-
telliittia peräkkäin. Tasojen väli on 60 astetta. Kiertoratojen inklinaatiokulma eli kaltevuus-
kulma on päiväntasaajaan nähden 55 astetta. Leveyspiirien 55 astetta etelä- tai pohjoispuolel-
le kiertoradat eivät ulotu. GPS-satelliitit lentävät avaruudessa yli 20 000 kilometrin etäisyydel-
lä maapallon pinnalta. Vuorokaudessa satelliitit kiertävät maapallon kaksi kertaa ja kiertoaika 
on yksi tähtivuorokausi eli 11 tuntia ja 58 minuuttia. Tällä satelliittikonstellaatiolla eli satelliit-
tien sijoittelulla on monia etuja, kuten esimerkiksi satelliitteja on riittävän monta joka puolella 
maapalloa käytettävissä (kuva 1). Koska satelliitit sijaitsevat etäällä maanpinnasta, on satelliit-
tien lukumäärä pienempi kuin jos satelliitit sijaitsisivat lähempänä. Ilmakehän ylempien ker-
rosten ja maapallon vaikutukset satelliittien kiertoratoihin on voitu myös eliminoida satelliit-
tien etäisyydellä. [1, s. 33.]  
  
Kuva 1. Satelliittikonstellaatio [4] 
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GPS-satelliitit käyttävät maailmanlaajuista koordinaattijärjestelmää WGS84 (World Geodetic 
System 1984), jonka mukaan ne lähettävät ratatietonsa. Myös GPS-paikantimien paikanmää-
ritys perustuu siihen. [1, s. 166.] 
Atomikello 
Jokaisessa satelliitissa on neljä äärimmäisen tarkkaa atomikelloa mittaamassa aikaa. Kaksi kel-
loista laskee aikaa cesium- ja loput kaksi rubidium-atomin hyvin tarkkaan tunnetun värähte-
lytaajuuden eli aallonpituuden avulla.  Ajanlasku perustuu atomeissa tapahtuviin energiataso-
jen muutoksiin. Satelliitin cesium-kellon ajanlaskussa virhettä syntyy korkeintaan sekunti 
kolmessa miljoonassa vuodessa. [1, s. 36.]  
2.3  Signaali 
Satelliiteissa on myös luotettava radiolähetin ja vastaanotin. Satelliittien lähettämät radiosig-
naalit on jaettu kahteen kantoaaltotaajuuteen, L1 (1575,42 MHz) ja L2 (1227,60 MHz) [5, s. 
23]. Alempi L2-taajuus on tarkoitettu paikannuspalveluksi sotilas- ja viranomaiskäyttöön, ja 
siitä käytetään myös lyhennystä PPS-palvelu (Precise Positioning System). Palvelun salauk-
sesta käytetään lyhennettä AS (Anti-Spoofing). L2-taajuudella lähetetään P-koodi (Precision 
Code)-signaalia. P-koodi on Yhdysvaltain armeijan sekä muiden yhdysvaltalaisviranomaisten 
ja Yhdysvaltain liittolaisten käyttämä signaali. Sitä salataan Y-koodilla, koska C/A- (Coar-
se/Acquisition Code) ja P-koodien tuottamistavat ovat julkista tietoa. [5, s. 24.] Tällöin sig-
naalista käytetään nimitystä P(Y)-koodi. Salatun signaalin purkamiseen tarvitaan sotilasversio 
GPS-paikantimesta. Ylempi L1-taajuus tunnetaan SPS-palvelu (Standard Positioning Service) 
-lyhenteestä ja se on tarkoitettu siviilikäyttöön. [1, s. 39.] L1-taajuudella lähetetään yleensä 
sekä C/A- että P-koodia [5, s. 24].    
Radiosignaali muodostuu useammasta osasta (kuva 2). Kantoaaltoon on liitetty navigointi-
viesti ja koodi. Navigointiviesti eli tieto-osa sisältää mm. satelliittien ratatiedot, kunnon sisäl-
tävän almanakan, ilmakehän ylimmän kerroksen muutokset sekä tiedot maa-asemien päivit-
tämistä satelliittien sijainnista. Koodilla on kaksi tarkoitusta, joista toisella on mahdollisuus 
kontrolloida GPS:n tarkkuutta. Toinen tarkoitus on erottaa satelliitit toisistaan C/A-koodin 
avulla, vaikka ne toimisivatkin samalla taajuudella. [1, s. 37.] C/A- ja P-koodia moduloidaan 
näennäissatunnaisella PRN-koodilla (Pseudo Random Noise Code). PRN-koodi ei sisällä 
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informaatiota, ja se on täydellisesti ja yksikäsitteisesti toistettavissa. Siksi sitä nimitetäänkin 
valesatunnaiseksi. Satelliitit lähettämät signaalit voidaan erottaa toisistaan PRN-koodin avul-
la. Eri satelliittien PRN-koodit on valittu siten, että niiden sekoittuminen toisiinsa nähden on 
erittäin heikko. [5, s. 23.] Valmis signaali, jossa kantoaaltoon on liitetty navigointiviesti ja 
koodi, näyttää kuvan 2 alimman signaalin kaltaiselta [1, s. 37].  
 
Kuva 2. Signaalin rakenne [1, s. 38] 
Radiosignaalit eivät läpäise kiinteitä esteitä, mikä johtuu radioiden käytetystä taajuusalueesta 
ja radioiden alhaisesta lähetystehosta [1, s. 37]. Kun signaalit heijastuvat jostakin läheltä ole-
vasta pinnasta vastaanottimeen, kutsutaan tätä ilmiötä moniheijastumiseksi (kuva 3). Pinta 
voi olla auton konepelti, järven pinta, seinä tai vaikka peltikatto. Moniheijastuminen aiheut-
taa paikannukseen epätarkkuutta, kun signaali saapuu vastaanottimeen useasta eri suunnasta 
ja signaalien saapumisaika vaihtelee. [1, s. 59.] 
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Kuva 3. GPS-signaalin heijastuminen [6] 
Kolmiomittaus 
Paikannus perustuu kolmiomittaukseen eli trilateraatioon, jossa käytetään satelliittien ja pai-
kantimen välistä etäisyyttä. Etäisyys saadaan, kun mitataan radiosignaalin kulkuaika. Kun mi-
tataan etäisyyttä kolmen tunnetussa paikassa olevan satelliitin ja GPS-paikantimen välillä 
(kuva 4), voidaan paikka rajata kahteen mahdolliseen pisteeseen. Tarkoilla laskutoimituksilla 
voidaan toinen piste eliminoida, sillä se sijaitsee joko kaukana avaruudessa tai syvällä maapal-
lon sisällä. [1, s. 42.] 
 
Kuva 4. Kolmiomittaus [2, s. 9] 
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Kolmella satelliitilla sijainti saadaan kaksiulotteisesti eli paikka leveys- ja pituussuunnassa. 
Neljällä satelliitilla saadaan kolmiulotteinen sijainti, kun leveys- ja pituusastetta saadaan täy-
dentämään korkeus. Mitä useammalta satelliitilta vastaanotin saa signaalia, sen tarkempi las-
kettu sijainti on. [3, s. 33.]  
Paikannustarkkuus 
Kun puhutaan absoluuttisesta paikanmäärityksestä, siinä vastaanotin vastaanottaa satelliitin 
lähettämän signaalin ja käyttää pääasiassa signaalien C/A-koodihavaintoja. Vertailemalla vas-
taanotettua koodia navigaattorin luomaan koodiin voidaan selvittää kulkuaika ja etäisyys sa-
telliittiin. Paikannustarkkuus voi heitellä huomattavasti mittauspaikasta, satelliittigeometriasta 
ja muista virhelähteistä johtuen, mutta karkea tarkkuusarvio on nykyään alle 10 metriä. [7.] 
Ennen toukokuuta vuonna 2000 siviilipaikannuksen tarkkuutta huononnettiin tarkoituksella 
SA-menetelmällä (Selective availability) [2, s. 142]. Sen avulla oli tarkoitus turvata kansallinen 
turvallisuus ja estää vihollisia ja terroristiryhmiä tekemästä tarkkoja aseita [8]. SA-
menetelmässä GPS-satelliiteille luodaan kellovirhe ja huononnetaan ratatietoja [2, s. 142]. 
Tämän vuoksi paikannustarkkuus oli noin 100 metrin luokkaa, mutta pahimmillaan jopa 500 
metriä [1, s. 49]. Vaikka tahallinen häirintä on kytketty pois päältä, on Yhdysvaltain armeijalla 
milloin tahansa mahdollisuus käynnistää häirintä. Armeija onkin käyttänyt tätä muutaman 
kerran viime vuosien aikana, kuten syyskuun 11. päivän tapahtumien jälkeen. Tämän jäl-
keenkin sitä on tiettävästi käytetty rajatuilla alueilla. [1, s. 52.]  
Differentiaalisen paikanmäärityksen eli DGPS:n (Differential GPS) avulla voidaan pienentää 
paikanmäärityksen virheitä [7]. Lähekkäin olevissa mittauspisteissä mittausvirheet ovat sa-
manlaisia ja virheiden havaitaan muuttuvan ajassa hitaasti. Paikannusvirhe voidaan laskea, jos 
toisen mittauspisteen paikka tunnetaan tarkasti. [5, s. 25.] Vastaanottimelle korjaukset välite-
tään radion tai matkapuhelimen välityksellä [7]. Paikannuksen tarkkuus vaihtelee 0,5–5 met-
riin [7]. Jos DGPS-palvelu tuotetaan vain paikallisesti rajatulla alueella, esimerkiksi lentoken-
tälle, puhutaan LAAS-järjestelmästä (Local Area Augmentation System) [5, s. 25]. WAAS-
järjestelmästä (Wide Area Augmentation System) puhutaan, kun korjaustietoja välitetään 
esimerkiksi koko mantereelle. 
Suhteellisessa paikanmäärityksessä käytetään hyväksi signaalin kantoaaltoa. Paikanmäärityk-
seen tarvitaan vähintään kaksi vastaanotinta, joista toisen pitää olla koordinaateiltaan tunne-
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tussa pisteessä. Mittauksissa vastaanottimien välillä määritetään koordinaattieroja ja tällöin 
paikannuksen tarkkuus on alle 5 senttimetriä. [7.]  
Leveys- ja pituuspiirit 
Maantieteellinen leveys (latitude) ilmaisee paikan sijainnin pohjois-eteläsuunnassa maapallol-
la. Leveyspiirit ovat kuviteltuja ympyröitä maapallon ympärillä, jotka ovat samansuuntaisia 
päiväntasaajan ja toistensa suhteen. Maapallo voidaan ajatella ympyränä, jonka täysi kehä on 
360 astetta. Paikan sijainnin voi tällöin ilmaista ympyrän kehän osina, asteina ja minuutteina 
tai asteina, minuutteina ja sekunteina. Koska päiväntasaaja jakaa maapallon luontevasti poh-
joiseen ja eteläiseen pallonpuoliskoon, käytetään sitä järjestelmän lähtökohtana eli nollaa as-
tetta. Leveysasteen suurin lukema on 90 astetta. [1, s. 153.] 
Maantieteellinen pituus (longitude) ilmaisee paikan sijainnin itä-länsisuunnassa maapallolla. 
Pituuspiirit eli meridiaanit ovat kuviteltuja ympyröitä, jotka kulkevat napojen kautta. Ne kul-
kevat sekä päiväntasaajan että napojen kautta. Meridiaanien välimatka toisiinsa on suurin 
päiväntasaajalla ja ne yhtyvät maapallon navoilla. [1, s. 154.] Pituuspiirien nollalinja on sovit-
tu kulkemaan Lontoon Greenwichissä sijaitsevan Kuninkaallisen observatorion pihan poikki. 
Pituusasteen suurin lukema on 180 astetta. [1, s. 156.] 
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3  NMEA-PROTOKOLLA 
Tässä työssä lähetettävät GPS-viestit on muotoiltu NMEA 0183 (National Marine Electro-
nics Association [2, s. 165])-standardin mukaan. NMEA 0183 -standardi määrittelee liitännät 
ja dataprotokollan meriliikenteen mittalaitteissa. Standardia käytetään myös paikannusstan-
dardina [9].  
NMEA 0183 -laitteet on suunniteltu joko kuuntelijoiksi tai puhujiksi. Jotkin laitteet voivat 
olla molempia. Laitteet käyttävät asynkronista eli ei-reaaliaikaista sarjaliitäntää 4800 bitin tie-
donsiirtonopeudella, jossa on kahdeksan databittiä ja yksi stop-bitti. Pariteettia ja kättelyä ei 
ole. [9.] Tässä työssä sarjaliikenne on toteutettu kyseisillä parametreilla, huomioiden että tie-
donsiirtonopeutta käyttäjä voi halutessaan muuttaa. 
NMEA 0183 -standardissa jokainen lause alkaa $-merkillä ja päättyy rivinpalautukseen (\r) ja 
rivinvaihtoon (\n). Lause voi sisältää 80 merkkiä ja lisäksi edellä mainitut kolme merkkiä.  
Vain tulostettavat ASCII-merkit (American Standard Code for Information Interchange) 
ovat sallittuja. [9.] Tietoja lauseen sisällä erotetaan pilkulla. Aloitusmerkin jälkeen on kaksikir-
jaiminen etuliite, joka määrittelee laitteen, joka käyttää kutakin lausetyyppiä. GPS-
vastaanottimille etuliite on GP. Etuliitettä seuraa kolmen kirjaimen sarja, joka määrittelee 
lauseen sisällön. [10.]  
Tässä työssä käytettiin kahta lausetta, GGA- ja RMC-lausetta. Lauseet valittiin niiden sisällön 
takia, koska ohjelmassa haluttiin muuttaa pituus- ja leveysasteita sekä korkeutta, nopeutta ja 
aikaa. Lisäksi työn loppuvaiheessa työn tilaaja halusi lisätä kolmannen lauseen sovellukseen, 
GSA-lauseen.  
GGA-lause tarjoaa 3D-sijainnin eli pituus-, leveys- ja korkeustiedon. RMC on NMEA:n oma 
lauseversio olennaisista GPS-tiedoista eli paikka-, nopeus- ja aikadatasta. GSA-lause sisältää 
tietoja paikannuksen luonteesta. Se sisältää tietojen saamiseen käytettyjen satelliittien nume-
rot sekä paikannuksen hyvyyslukuja. [10.] Lauseissa käytettävä aika ilmoitetaan UTC-aikana 
(Universal Time Coordinated), joka on maailman koordinoitu maailmanaika [11]. Lauseiden 
sisältö ja rakenne selitteineen löytyvät liitteestä 1, jonka mukaan työssä käytettävät viestit on 
rakennettu.  
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Tarkistussumma 
Lauseen lopussa olevaa *-merkkiä seuraa kaksi heksadesimaalimerkkiä eli tarkistussumma. 
Tarkistussumma saadaan laskemalla kaikkien $-merkin ja *-merkin välillä olevien merkkien 
XOR-operaatio. [7.] XOR-operaatiossa totuusarvo on tosi (1), vain jos yksi ja vain yksi ope-
raatioon osallistuvista lausekkeista on tosi (kuva 5).  
 
Kuva 5. XOR-operaatio 
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4  TYÖKALUT JA MENETELMÄT 
4.1  Ohjelmistoarkkitehtuuri 
Ohjelmistotuotannon keskeinen haaste on ohjelmistojen uudelleenkäyttö. Miten hyödyntää 
useissa eri ohjelmistotuotteissa samoja osia? Ohjelmistojen uudelleenkäytön avulla on mah-
dollista kehittää uusia korkean laatuvaatimuksien täyttäviä tuotteita nopeasti. Uudelleenkäyt-
tö pohjautuu aina arkkitehtuuritason ratkaisuihin suunnitelmallisissa ohjelmistoissa. [12, s. 
86.]  
Ohjelmiston ositus tietyllä periaatteella perustuu arkkitehtuuriin ja osiin pilkkominen voidaan 
tehdä monilla eri perusteilla, kuten toiminnallisuus, yleisyys, hajautus, käsitemalli. Ohjelmis-
toarkkitehtuurin tehtävä on ottaa kantaa ohjelmiston keskeisiin ratkaisuihin. Ne voivat kos-
kea yleistä jakamista osiin sekä muun muassa hajautetun järjestelmän fyysistä rakennetta, osi-
en välistä kommunikointitapaa, prosesseja ja niiden välistä kommunikointia, pysyvyyden to-
teuttamista ja tiedon saantitapoja, toiminnallisuuden sijoittelua eri järjestelmän osiin, järjes-
telmän kykyä käsitellä suuria tieto- ja käyttäjämääriä, tehokkuutta, varautumista tulevaisuuden 
tarpeisiin ja uudelleenkäytettävyyttä. [13, s. 12.] Tärkeimmät ohjelmistoarkkitehtuurit ovat 
kerros- ja tietovuoarkkitehtuurit, joita käytetään ryhmittelyyn [13, s. 69]. Tässä työssä ohjel-
ma toteutettiin kerrosarkkitehtuuria käyttäen. 
Kerrosarkkitehtuuri 
Kerrosarkkitehtuurin perusajatus on, että alemman kerroksen tarjoamia komponentteja tai 
palveluja käytetään hyväksi toteuttamaan ylemmällä kerroksella olevia komponentteja tai yk-
sittäisiä palveluita. Lähes aina tästä perusajatuksesta joudutaan poikkeamaan, sillä joko palve-
lukutsu voi kulkea alemmasta kerroksesta ylempään (hierarchy breach) tai ohittaa kerroksia 
kulkiessaan ylhäältä alas (bridging). Kerrosten ohittamista käytetään yleensä tehokkuussyistä. 
Vakava kerrosarkkitehtuurin ongelma on kutsun kulkeminen alemmasta kerroksesta ylem-
pään Siitä seuraa, että alempi kerros tulee riippuvaiseksi ylemmästä kerroksesta. Kuitenkin 
joissakin tapauksissa se on välttämätöntä, kuten tilanteessa, jossa alemman kerroksen on so-
vitettava omat palvelunsa ylemmän mukaan ja kutsuttava ylemmän tason koodia oman pal-
velun aikana. [12, s. 70.] Tehokkuushäviö on kerrosarkkitehtuurin yleinen ongelma. Palvelu 
ei tule aina tehokkaimmassa mahdollisessa muodossa, kun se pyritään saamaan alemmalta 
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kerrokselta. Toiminnasta tulee epäsuoraa, kun palvelua joudutaan usein siirtelemään alaspäin 
kerroksissa. Mikäli palvelun parametreina välitetään tietoja, voidaan tietoja joskus joutua ana-
lysoimaan uudelleen kullekin tasolle mentäessä ylhäältä alaspäin. Tämä moninkertaistaa työtä. 
[12, s, 72.] 
4.2  Visual Studio 
Visual Studio on Microsoftin kehittämä ohjelmankehitysympäristö eli IDE (Integrated De-
velopment Enviroment). Se on ympäristö, jossa kehittäjät luovat ohjelmia monilla eri ohjel-
mointikielillä. Visual Studio tarjoaa työkalut, joiden avulla voidaan kirjoittaa ja muokata koo-
dia ohjelmasta sekä havaita ja korjata virheitä siitä. Visual Studiolla voidaan taata koodin laa-
tu koko sovelluksen elinkaaren ajan, suunnittelusta aina käyttöönottoon. Visual Studiossa on 
ikkunoita, jotka on tarkoitettu koodin kirjoittamiseen, rajapintojen suunnitteluun tai yleisku-
van antamiseen tiedostoita ja luokista ohjelmassa. [14.] 
4.3  .NET-sovelluskehys 
.NET-sovelluskehys (dotNET Framework) on erottamaton Windowsin osa, joka tukee seu-
raavan sukupolven sovellusten ja XML (Extensible Markup Language)-verkkopalveluiden 
kehittämistä ja käyttämistä. Se tarjoaa johdonmukaisen olio-ohjelmointiympäristön, olipa 
koodi tallennettu ja suoritettu paikallisesti, suoritettu paikallisesti ja jaettu internetin kautta tai 
suoritettu etäyhteydellä. .NET-sovelluskehys tarjoaa ympäristön, joka minimoi muun muassa 
versiointiristiriitoja, edistää turvallista koodin suoritusta ja poistaa suorituskykyongelmia. Se 
tekee kehittäjän kokemuksista johdonmukaisia varsin monenlaisilla sovelluksilla, kuten Win-
dows-pohjaisissa ja web-pohjaisissa sovelluksissa. [15.] .NET-sovelluskehys on myös moni-
kielinen ympäristö, joka mahdollistaa kielten välisen perinnän, virheiden käsittelyn ja virhei-
den poistamisen (debugging). Esimerkiksi luokka voidaan kirjoittaa C++-ohjelmointikielellä 
ja periä C#-ohjelmointikielessä. Sovelluskehyksen tarkoitus on helpottaa ja nopeuttaa kehi-
tystyötä. [12.]  
.NET-sovelluskehys koostuu kahdesta pääkomponentista: ajoympäristöstä eli CLR:stä 
(Common Language Runtime) ja luokkakirjastosta. Ajoympäristö on vastuussa muistin vara-
uksesta, säikeiden hallinnasta ja se edistää turvallisuutta ja luotettavuutta ohjelmaa ajettaessa. 
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Luokkakirjasto on kattava oliopohjainen kokoelma, jonka avulla voidaan kehittää sovelluksia, 
jotka vaihtelevat perinteisistä komentoriviltä tai graafisen käyttöliittymän GUI (Graphical 
User Interface)-sovelluksista uusimpien innovaation sovelluksiin, kuten web-lomakkeisiin ja 
XML-verkkopalveluihin. [15.]  
4.4  Ohjelmointikieli C# 
C#(C sharp) ohjelmointikieli, joka kehitettiin Microsoftille. Pääasialliset keksijät tälle kielelle 
olivat Anders Hejlsberg, Peter Golde ja Scott Wiltamuth. Ensimmäinen laajemmalti levinnyt 
täytäntöönpano C#:sta oli osana .NET-sovelluskehystä heinäkuussa 2000, Microsoftin jul-
kaisema. [16, s.21.] 
C# on yksinkertainen, moderni, oliopohjainen ja tyyppiturvallinen ohjelmointikieli [16, s. 
37]. C# on käytössä laajasti yritysmaailmassa, ja se onkin tarkoitettu yleiseen ohjelmistokehi-
tykseen. C#:n standardin tavoitteeksi on asetettu vahva tyypitys, tarkastus taulukon indek-
soinnille, roskienkeruu, toiminta sulautetuissa laitteissa ja hajautetuissa ympäristöissä, koodin 
siirrettävyys ja tuki kansainvälisille ohjelmistoille. Se ei kilpaile tehokkuudessa C-kielen kans-
sa. C#:n syntaksi muistuttaa C++:n ja Javan syntaksia, joten siirtyminen näistä kielistä C#:iin 
on helppoa. [17, s. 2.] C# on riippuvainen .NET ympäristöstä, koska sillä ei ole esimerkiksi 
omia luokkakirjastoja, vaan se käyttää .NET:in kirjastoja. Se onkin tarkoitettu ajettavaksi 
.NET-ympäristössä. [17, s. 3.]  
4.5  WPF  
WPF (Windows Presentation Foundation) on graafinen, vektorigrafiikkaan perustuva, käyt-
töliittymäkirjasto. Sillä voidaan luoda itsenäisiä ja selainpohjaisia käyttöliittymiä. Se sisältyy 
.NET-sovelluskehykseen. WPF on resoluutiosta riippumaton ja vektorikuvankäsittelyjärjes-
telmä, joka on rakennettu hyödyntämään nykyaikaisia näytönohjaimia. WPF sisältää kattavan 
joukon sovellusten kehittämiseen tarvittavia toimintoja, kuten animaatiot, grafiikan, kontrol-
lit, tietojen sitomisen, ulkoasun ja XAML. [18.] 
14 
 
4.6  XAML  
XAML (eXtensible Application Markup Language) on merkintäkieli, jolla muun muassa hel-
potetaan käyttöliittymän luontia .NET-sovelluskehyksen sovelluksissa. Sillä voidaan luoda 
näkyviä käyttöliittymän elementtejä, jotka on piilotettu käyttöliittymän taakse (Code behind). 
Tällöin ne ovat erillään ajonaikaisesta logiikasta. XAML edustaa suoraan objektien ilmenty-
miä, eli objekteja ei tarvitse ensin luoda. Tässä se poikkeaa useimmista muista merkintäkielis-
tä, joilla ei ole niin suoraa sidettä alustatyyppisessä järjestelmässä. [19.]  
4.7  DLL-tiedostot 
DLL-tiedostot (Dynamic-Link Library) ovat linkitettäviä kirjastoja. Ne ovat tärkeitä Win-
dowsin rakenneosia. Kirjasto voi ohjelmassa olla dynaamisesti tai staattisesti linkitettävä. Dy-
naaminen linkitys tapahtuu ohjelman suorituksen aikana, jolloin Windows linkittää kirjasto-
moduulissa sijaitsevaan funktion funktiokutsuun. Ohjelman käännösvaiheessa tapahtuvaa 
linkitystä kutsutaan staattiseksi linkitykseksi. Silloin ohjelmaan liitetään kirjastoja, objektimo-
duuleita tai resurssikääntäjällä luotuja resurssitiedostoja. Nämä linkitetään muodostuvaan 
ohjelma- eli exe-tiedostoon. [20.] 
DLL-tiedostot sisältävät koodia ja dataa, jota useampi ohjelma voi käyttää samanaikaisesti. 
Käyttämällä DLL-tiedostoja ohjelma voidaan pilkkoa erillisiin komponentteihin. Jokainen 
osio voidaan ladata pääohjelmaan ajon aikana, jos se osio on asennettu. Koska osiot ovat 
erillisiä, ohjelman latausaika on nopeampi, ja osio ladataan vain silloin, kun toimintoa on 
pyydetty. Lisäksi päivitykset ovat helpompia soveltaa kuhunkin osioon ilman, että se vaikut-
taa muihin osiin ohjelmassa. Kun muutokset tehdään DLL-tiedostoon, voi päivityksen hakea 
ilman, että ohjelma tarvitsee rakentaa tai asentaa uudelleen. [21.] 
DLL-tiedostojen edut 
 Käyttää vähemmän resursseja. 
Kun useampi ohjelma käyttää saman kirjaston funktioita, DLL voi vähentää päällek-
käisiä koodeja, jotka on ladattu levylle tai fyysiseen muistiin. Tämä voi merkittävästi 
vaikuttaa suorituskykyyn. [21.] 
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 Edistää modulaarista arkkitehtuuria. 
DLL edistää kehittämään modulaarisia eli osioihin jaettuja ohjelmia. Tämä auttaa ke-
hittämään suuria ohjelmia, jotka vaativat useita kieliversioita, tai ohjelman, joka vaatii 
modulaarista arkkitehtuuria. [21.] 
 Helpottaa käyttöönottoa ja asennusta. 
Kun jokin toiminto DLL-tiedostossa tarvitsee päivityksen tai korjauksen, DLL:n 
käyttöönotto ja asennus eivät edellytä ohjelman uudelleen sitoutumista DLL-
tiedostoon. Lisäksi jos useat ohjelmat käyttävät samaa DLL-tiedostoa, hyötyvät ne 
kaikki päivityksestä tai korjauksesta. [21.] 
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5  TOTEUTUS 
Ohjelmiston suunnittelussa käytettiin hyväksi menetelmiä, joita yleensä käytetään isommissa 
ohjelmistoprojekteissa. Lisäksi suunnitelmia tarkennettiin koko ajan sovelluksen ohjelmoin-
nin edistyessä, jotta se palvelisi työn tilaajan tarpeita mahdollisimman hyvin. 
5.1  Vaatimukset 
Tavoitteena on toteuttaa toiminnaltaan yksinkertainen sovellus, jolla käyttäjä voi luoda halu-
tunlaista GPS-signaalia ja testata toisen laitteen GPS:n toimintaa. GPS-signaalin täytyy sisäl-
tää NMEA-protokollan mukaiset GGA-, RMC- ja GSA-lauseet. Signaali lähetetään testatta-
valle laitteelle sarjaportin välityksellä. Sovellus täytyy toteuttaa kerrosarkkitehtuuria käyttäen, 
jossa käyttöliittymä ei sisällä businesslogiikkaa eli varsinaista toiminnallisuutta. 
Käyttöliittymän ensimmäisellä välilehdellä pitää olla mahdollisuus muuttaa pituus- ja leveys-
asteita, korkeutta, nopeutta sekä aikaa. Pituus- ja leveysasteiden maksimiarvona käytetään 
kartan suurimpia koordinaattiarvoja, eli pituusasteiden maksimiarvona käytetään 180 astetta 
ja leveysasteiden maksimiarvona 90 astetta. Niiden esitysmuotona käytetään asteet, minuutit, 
sekunnit ja suunta. Korkeudelle ja nopeudelle ei määritelty erikseen maksimiarvoja. Käyttä-
jällä pitää olla mahdollisuus valita aika päivittymään automaattisesti koneen kellon mukaan. 
Lisäksi kontrollien viereen laitetaan karttanäkymä ja painikkeet yhdistää ja katkaista sarjaport-
tiyhteys. Toisella välilehdellä muutetaan sarjaportin asetuksia: sarjaportti ja sarjaportin nope-
us. Sarjaportti valitaan väliltä COM1–COM4. Sarjaportin nopeuksina käytetään 2400 bit/s, 
4800 bit/s, 9600 bit/s, 14400 bit/s ja 19200 bit/s. Lisäksi käyttöliittymään halutaan kolmas 
välilehti, josta nähdään, mitä sarjaporttiin lähetetään.  
Sovelluksen toteutuksessa ohjelmistoympäristönä käytetään Microsoftin Visual Studio 2010 
Ultimate ja Professional -versioita. Sovellus toteutetaan C#:n WPF- ja luokkakirjasto-
projektina. Näin pystytään pitämään käyttöliittymä ja ohjelmakoodi erillään ja hallitsemaan 
koodin rakennetta.  
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5.2  Ohjelman kerrosarkkitehtuuri 
Tämä työ aloitettiin suunnittelemalla sovelluksen kerrosarkkitehtuuri. Ohjelmiston toiminta 
jaettiin kolmeen kerrokseen (kuva 6) toiminnallisuuden perusteella. Ylin eli presentation-
kerros on ainut kerros, joka näkyy käyttäjälle. Tähän kerrokseen toteutettiin ohjelman graafi-
nen käyttöliittymä. Ohjelman varsinainen toiminnallisuus on kahdessa alimmassa kerrokses-
sa. Business-kerros on tietojen muokkausta ja välitystä varten. Tässä kerroksessa GPS-tiedot 
joko haetaan tai asetetaan muuttujiin sekä hoidetaan sarjaportin ja asetuksien toiminnot. 
Alimmassa eli data-kerroksessa on sarjaportin käsittely ja asetukset. Näitä aliohjelmia bu-
siness-kerros kutsuu käyttäessään sarjaporttiin tai asetuksiin liittyviä toimintoja. Presentation- 
ja data-kerros eivät suoraan kommunikoi keskenään, vaan tiedot välitetään business-
kerroksen avulla. 
 
 
Kuva 6. Kerrosarkkitehtuurin tasot 
5.3  Projektin luonti 
Sovelluksen tekeminen aloitettiin luomalla WPF Application -projekti (kuva 7) 
GPS_Simulator. Tähän projektiin toteutettiin käyttöliittymä. Lisäksi luotiin Class Library      
-projektit GPSHandlerille, SerialPortHandlerille ja SettingsHandlerille (kuva 8).  
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Kuva 7. Projektin luonti 
 
Kuva 8. Projektin rakenne 
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Koska Class Library -projektit luovat linkitettäviä kirjastoja, tarvitsee valmis sovellus toimi-
akseen vain projektien luomat DLL-tiedostot ja WPF-projektin luoman exe-tiedoston. Tie-
dostoista voidaan myös luoda asennusohjelma, joka pakkaa tiedostot yhteen pakettiin. 
5.4  Koodi 
Ohjelma rakentuu pääluokasta MainWindow sekä luokista GpsManager, GPSData, MySe-
rialPort ja MySettings (kuva 9). Luokkien kommunikointi toisiinsa nähden kuvattiin luvussa 
5.2   
 
Kuva 9. Luokkakaavio 
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5.4.1  Luokat 
MainWindow 
Tämä luokka vaatii viitteet (References) GPSHandlerille ja Mic-
rosoft.Maps.MapControl.WPF:lle, jotka otettiin käyttöön using-komennolla, sekä instanssit 
GPSManagerille ja MapPolylinelle. MapPolyline tarvitaan kartan käsittelyyn. 
Luokan funktiot ovat luokan sisäisiä funktioita, joilla muun muassa huolehditaan painikkei-
den toiminnoista, koordinaattien päivityksestä käyttöliittymään ja takaisin alemmille kerrok-
sille sekä kartan toiminnoista. 
GPSManager 
Tämä luokka vaatii viitteen SerialPortHandlerille. Instanssit se tarvitsee MySerialPortille ja 
Timerille. 
Luokka toteuttaa funktiot, joilla kutsutaan sarjaportin avaukseen, sulkemiseen tai kirjoittami-
seen tarvittavia funktioita MySerialPort-luokasta. Sarjaporttiin kirjoitus tapahtuu, kun timerin 
tapahtumankäsittelijä kutsuu timedEventHandleria. Tapahtumankäsittelijän kutsu lähetetään 
100 ms:in välein, sarjaportin ollessa auki. 
GPSData 
Tämä luokka toteuttaa GPS-signaaleissa tarvittavien muuttujien ominaisuudet aksessoreilla 
(set/get). Niillä toteutetaan ominaisuuksien kirjoitus- ja lukutoiminnallisuudet. Muuttujilla, 
joiden arvoja ei muuteta käyttöliittymässä, on vain lukutoiminnallisuus. Tässä luokassa myös 
kootaan GGA-, GSA- ja RMC-lauseet ja palautetaan ne kutsuneelle funktiolle string-
merkkijonona. 
MySerialPort 
Tämä luokka vaatii viitteen (References) MySettings-kirjastoon ja instanssin SerialPortille. 
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Luokka toteuttaa funktiot, joilla voidaan avata sekä sulkea sarjaportti. Sarjaporttiin kirjoitus 
tapahtuu Write-funktiolla.  Luokan sisäinen funktio GetSettings hakee luokan tarvitsemat 
sarjaportin asetukset MySettingsiltä. 
MySettings 
Tämä luokka toteuttaa sarjaportin asetuksiin tarvittavien muuttujien ominaisuudet aksesso-
reilla. 
5.4.2  Käyttöliittymä 
Käyttöliittymän teko aloitettiin XAML-koodissa lisäämällä pääikkunaan TabControl ja siihen 
kolme välilehteä (TabItem). Pääikkunalle ja välilehdille lisättiin kuvaavat nimikkeet (kuva 10). 
Lisäksi Coordinate/Map-välilehdelle luotiin kaksi aluetta (Grid), jotta koordinaatti-
komponentit ja kartta saataisiin omille alueille (kuva 11). Alueiden ominaisuuksista (Co-
lumnDefinition) leveys asetettiin automaattiseksi. 
 
Kuva 10. Käyttöliittymän välilehdet 
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Kuva 11. Näkymää (kuva 10) vastaava XAML-koodi 
WPF:n komponenttikirjasto ei sisällä numeerisia alas/ylös-painikkeita. Painikekontrolli voi-
daan ladata erikseen, mutta se tarvitsee myös ladata kaikkiin niihin koneisiin, joissa sovellusta 
aiotaan jatkossa muokata. Muutoin kontrolli aiheuttaa virheilmoituksen Visual Studion kään-
nöksissä. Tämän vuoksi tässä työssä painikkeet luotiin käyttämällä normaaleja painikkeita 
(kuva 12). Nuolinäppäimet saadaan, kun fontiksi (FontFamily) valitaan Marlett ja kontrollin 
sisällöksi 5 (nuoli ylös) tai 6 (nuoli alas). 
 
Kuva 12. Nuoli-painikkeiden lisäys 
5.4.3  Bing Maps 
Tässä työssä karttasovelluksena käytettiin Bing Mapsia. Ennen kuin kartta voitiin ottaa käyt-
töön WPF-projektissa, täytyi koneelle asentaa Bing Maps WPF Control. Se on karttaohjel-
man kehityspaketti (Software Development Kit, SKD). Asennuspaketin voi ladata osoittees-
ta http://www.microsoft.com/download/en/details.aspx?displaylang=en&id=27165. 
Kontrollin asennuksen jälkeen se lisättiin GPSSimulator-projektin viitteisiin. Kun asennus-
tiedostona käytti oletustiedostoa, DLL-tiedosto löytyi kansiopolusta: C:\Program Files 
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(x86)\Bing Maps WPF Control\V1\Libraries. Jos projektia, jossa on Bing Maps käytössä, 
halutaan muokata toisella koneella, täytyy myös sille koneelle asentaa ohjelman kehityspaket-
ti. Muutoin Visual Studio antaa virheilmoituksen kartan komponenteista.  
Kartta otettiin käyttöön sovelluksessa lisäämällä MainWindow.xaml:n kartan kontrolli (kuva 
13). Karttaelementti lisätään ohjelmaan käyttämällä esiteltyä karttakontrollia (kuva 14). Kar-
talle määriteltiin minimikorkeus (MinHeight) ja -leveys (MinWidth), jotta kartta näkyisi so-
velluksen käynnistyessä riittävän selkeänä. Kartalle määriteltiin myös kehys (Margin), jotta se 
erottuisi taustastaan. 
 
Kuva 13. Karttakontrollin lisäys 
 
Kuva 14. Kartan lisäys 
 
Jos kartan haluaa ottaa käyttöön niin, ettei sovelluksen käynnistyessä kartalla lue ylimääräisiä 
tekstejä, kuten muun muassa yhteyttä ei voitu muodostaa, tarvitsee koodiin liittää avain 
(CredentialsProvider). Jokaista Bing Mapsia käyttävää ohjelmaa varten luodaan oma avain ja 
avaimen voi hankkia Bing Maps Portalista. Kehittäjätason avaimella kartan ilmaisia suoritus-
kertoja on 10 000/30 päivän jaksossa.  
Kartalle oli mahdollista lisätä ”nasta” eli merkki, mistä koordinaatti otetaan. Kartalta valitun 
pisteen tiedot piti päivittää koordinaattien numeerisiin laatikoihin ja toisin päin. Koska kar-
tan antama paikkatiedon pituus- ja leveysasteen muoto oli asteina ja minuutteina ja käyttöliit-
tymän paikkatiedot asteina, minuutteina ja sekunteina, jouduttiin tietoja muokkaamaan, jotta 
ne voitaisiin päivittää vastaamaan toisiaan. Lisäksi kartan paikkatiedon etelä- ja länsisuunta 
esitettiin negatiivisena. Asteet, minuutit ja sekunnit saatiin muutettua asteiksi ja minuuteiksi, 
kun asteisiin lisättiin 60:llä jaetut minuutit ja 3600:lla jaetut sekunnit. Asteet ja minuutit muu-
tettiin vastaavasti kertomalla.  Kun luvusta poistettiin asteet ja kerrottiin se 60:llä, saatiin mi-
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nuutit. Sekunnit saatiin, kun äskeisestä luvusta poistettiin minuutit ja luku kerrottiin jälleen 
60:llä. 
5.5  Valmis sovellus 
Käyttöliittymä muodostuu kolmesta välilehdestä: Coordinate/Map, Settings ja Debug. Coor-
dinate/Map-välilehdellä (kuva 15) käyttäjä voi halutessaan syöttää haluamansa koordinaatti-
pisteen käsin tai valita sen käyttöliittymässä olevasta kartasta kaksoisnapsauttamalla hiirellä. 
Kartasta valittu piste päivittyy myös koordinaattikenttiin.  
 
Kuva 15. Käyttöliittymä Coordinate/Map-välilehti  
Leveys- ja pituusasteet ilmoitetaan asteina, minuutteina ja sekunteina, koska kokemattoman 
käyttäjän on helpompi syöttää arvoja minuuttien ja sekuntien paikalle. Nuolinäppäimillä ar-
voja voidaan kasvattaa ja vähentää. Jos arvo saavuttaa maksimi- tai minimiarvon, jatketaan 
arvon kasvattamista tai vähentämistä minimi- tai maksimiarvosta.  Tällä välilehdellä voidaan 
myös käynnistää (Connect) ja katkaista (Disconnect) sarjaliikenne Connect- ja Disconnect-
painikkeilla. Kun sarjaliikenne on käytössä, Connect-painiketta ei ole mahdollista käyttää ja 
se muuttuu harmaaksi. Kun taas sarjaliikenne ei ole käytössä, Disconnect-painiketta ei ole 
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mahdollista käyttää ja se on harmaana. Näin käyttäjä tietää, onko yhteys muodostettu vai ei. 
Käyttäjä voi sarjaliikenteen ollessa käynnissä muuttaa koordinaattipistettä ja päivittää ohjel-
man lähettämään tätä koordinaattipistettä Update-painikkeella. Oletuksena on, että GPS-
datan aikana käytetään tietokoneen omaa aikaa (Use computer time). Näin aika päivittyy jat-
kuvasti GPS-signaaliin. Clear the map -painikkeella voidaan tyhjentää kartan merkit. Varsi-
naista tarvetta sille ei ole tässä työn vaiheessa, vaan se on ajateltu jatkokehityksen kannalta, 
jossa voitaisiin käyttää useampaa koordinaattipistettä. 
Settings-välilehdellä käyttäjä voi muuttaa sarjaporttiin liittyviä asetuksia (kuva 16). Käyttäjällä 
on mahdollista valita COM-portti ja sen nopeus (kuva 17). Default-painikkeella käyttäjä voi 
hakea oletusasetukset, eli portti on COM1 ja nopeus 4800 bit/s. Update-painikkeella päivite-
tään tehdyt muutokset. Save-painike on tarkoitettu jatkokehitykseen ja ei ole tässä käytössä. 
Jatkokehityksestä kerrotaan lisää luvussa 6.2     
 
Kuva 16. Käyttöliittymän Settings-välilehti  
 
Kuva 17. Asetuksien valikot 
Debug-välilehdellä voidaan nähdä, mitä ohjelma lähettää sarjaporttiin (kuva 18). Tältä väli-
lehdeltä käyttäjä voi tarkistaa, onko lähetettävä GPS-signaali halutunlaista.  
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Kuva 18. Käyttöliittymän Debug-välilehti  
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6  TULOKSET JA TULOSTEN TARKASTELU 
6.1  Testaus 
Sovellusta testattiin sitä mukaa, kun funktioita valmistui tai isompina kokonaisuuksina. En-
simmäinen testausvaihe oli, kun sarjaportin toiminnot oli saatu valmiiksi. Aluksi sarjaportin 
asetukset oli kovakoodattu, mutta myöhemmin muutettiin haettavaksi asetuksista. Sarjapor-
tin lähetys testattiin yhdistämällä kone toiseen koneeseen sarjakaapelin avulla ja käyttämällä 
HyperTerminal-ohjelmaa. HyperTerminal on ohjelma, jolla voidaan muodostaa yhteys mui-
hin tietokoneisiin [22]. Aluksi sarjaportti lähetti kovakoodattua tekstiä. 
Käyttöliittymä testattiin syöttämällä käsin koordinaattiarvoja sekä valitsemalla koordinaatteja 
kartalta. Koordinaatteja verrattiin sarjaportista vastaanotettuihin GPS-lauseisiin ja niiden si-
sältöön. Samalla voitiin todentaa GPS-lauseiden oikea muoto ja sisältö vertaamalla sitä 
NMEA:n protokollaan. Koordinaatteihin syötettiin myös tarkoituksella liian suuria tai pieniä 
arvoja. Tarkistussumman laskennan oikeellisuus tarkistettiin antamalla käyttöliittymään GPS-
vastaanottimella vastaanotettujen viestien tiedot ja vertaamalla ohjelman luomaa GPS-
lauseiden tarkistussummia ja tietoja. 
Viimeinen testaus ohjelmalle suoritettiin tilaajan testiympäristössä (kuva 19). Siinä ohjelman 
syöttämä data lähetetään sarjakaapelilla metsäkonesimulaattorin Opti5+-tietojärjestelmälle. 
Metsäkonesimulaattori oli GPRS:llä yhteydessä Fleet Management Test Serveriin, josta tar-
kistettiin, että koneen sijainti vastasi GPS Simulaattorin lähettämiä koordinaatteja. Fleet Ma-
nagement on kaluston hallintaan tarkoitettu sovellus, jolla metsäkoneiden sijaintia sekä muita 
tietoja voidaan seurata. Lopuksi tietojärjestelmän rekistereistä tarkistettiin, että GPS Simu-
laattorin lähettämät GPS-tiedot vastaanotettiin oikein.  
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Kuva 19. Testaus tilaajan testiympäristössä 
Testauksen yhteydessä huomattiin, ettei sovelluksen karttanäkymä vastannut Fleet Manage-
mentin näkymää. Lisäksi tietojärjestelmän pituusasteiden rekisteriarvoissa oli eroja verrattuna 
sovelluksen koordinaattiarvoihin. Tämän jälkeen ohjelman lähettämää GPS-signaalia verrat-
tiin käyttöliittymässä näkyviin koordinaatteihin. Huomattiin, että pituusasteiden minuuttiar-
vot eivät täsmänneet käyttöliittymän arvoihin. Vika löytyi lopulta pituusasteiden aksessorista, 
jossa pituusasteet päivitetään muuttujiin. Korjauksen jälkeen testi suoritettiin uudelleen ja 
sovellus toimi oikein. 
6.2  Tulokset 
Työn tilaajan antamat tavoitteet saavutettiin. Sovelluksen toteutuksessa käytettiin kerrosark-
kitehtuuria, jossa ylemmän kerroksen toiminnot kutsuvat alemman kerroksen komponentteja 
tai palveluita. Käyttöliittymä ei sisällä businesslogiikkaa. Sovellus lähettää sarjaporttiin GGA-, 
RMC- ja GSA-lauseet, joiden muoto vastaa NMEA-protokollaa.  
Käyttöliittymän ensimmäisellä välilehdellä käyttäjä voi käsin muuttaa pituus- ja leveysasteita 
sekä korkeutta, nopeutta ja aikaa. Käyttöliittymässä pituus- ja leveysasteet on ilmoitettu 
muodossa: asteet, minuutit, sekunnit ja suunta. Pituusasteiden maksimiarvoksi asetettiin 180 
astetta ja leveysasteiden maksimiarvoksi 90 astetta, jolloin käyttöliittymässä minuutit ja se-
kunnit nollautuvat, kun asteet saavuttavat maksimiarvon. Korkeudelle valittiin maksimiar-
voksi 10 000 ja nopeudelle 1000. Aika näytetään 24 tunnin kellon mukaan, ja se on mahdol-
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lista valita päivittymään automaattisesti GPS-signaaliin. Käyttöliittymän ensimmäisellä väli-
lehdellä on mahdollisuus katkaista ja yhdistää sarjaportin liikenne. Lisäksi muutettuja tietoja 
voidaan päivittää GPS-signaaliin erillisellä painikkeella. Käyttöliittymään toteutettiin Bing 
Maps -karttanäkymä, josta käyttäjä voi valita koordinaatit hiirellä. Ne päivittyvät keskenään 
karttanäkymän ja käsisyötettävien komponenttien kesken. Käyttöliittymän toiselle välilehdel-
le toteutettiin sarjaportin asetukset vaatimusten mukaisesti. Kolmannella välilehdellä käyttäjä 
voi nähdä GPS-signaalin, jota sarjaporttiin lähetetään.  
Kun testauksessa löydetty virhe korjattiin ja suoritettiin testi uudelleen, sovelluksen kart-
tanäkymä vastasi Fleet Managementin karttanäkymää (kuva 20). Testauksen yhteydessä myös 
huomattiin, että ilman rullahiirtä kartan etäisyyden muuttaminen osoittautui mahdottomaksi. 
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Kuva 20. Sovelluksen ja Fleet Management -karttanäkymien vertailu 
Jatkokehitysideoita sovellukselle on muutamia. Sovellus voitaisiin muuttaa ottamaan vastaan 
useampi koordinaattipiste. Pisteistä muodostettaisiin reitti toistamalla pisteet tietyin väliajoin 
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ja näin sovelluksen luomaa GPS-signaalia voitaisiin verrata liikkuvaan kohteeseen. Lisäksi 
työn loppuvaiheessa sovellukseen oltiin lisäämässä tiedostoon tallennusta, mutta ajanpuut-
teen vuoksi se jätettiin tekemättä. Se ei kuulunut sovelluksen vaatimuksiin. Tiedostoon tal-
lennuksen tarkoituksena oli, että koordinaattipisteet ja sarjaportin asetukset tallennettaisiin 
xml-tiedostoon, josta ne voitaisiin hakea tarvittaessa. Näin voitaisiin luoda erilaisia paikkatie-
toa sisältäviä tiedostoja, jolloin käyttäjän ei tarvitse aina luoda itse koordinaatteja vaan voi 
käyttää tiedoston sisältämiä pisteitä. Lisäksi testauksessa huomattu puute kartan etäisyyden 
muuttamisessa poistettaisiin lisäämällä käyttöliittymään painikkeet, joilla voidaan muuttaa 
kartan etäisyyttä.  
Koska Bing Maps -kartan käyttö voi vaatia käyttökertojen seurantaa, turvallisinta olisi ehkä 
vaihtaa karttakomponentti ilmaiseen OpenStreetMap-karttaan. Työn aloitusvaiheessa työn 
tilaaja mainitsikin ilmaisesta OpenStreetMapista. Työn valmistumisen kannalta Bing Maps oli 
ehkä turvallisempi vaihtoehto, sillä siitä löytyi valmiita esimerkkejä Microsoftin omilta 
MSDN-kirjaston sivuilta.  
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7  YHTEENVETO 
Insinöörityön tavoitteena oli kehittää yksinkertainen sovellus, jolla voidaan muodostaa halu-
tunlaista paikkatietoa eli GPS-signaalia ja lähettää se sarjaportin kautta toiselle laitteelle. Sar-
japortin asetuksia piti olla mahdollista muuttaa ohjelman asetuksista.  
Työ aloitettiin tutustumalla sovelluksen vaatimusmäärittelyihin ja suunnittelemalla sille ker-
rosarkkitehtuurin rakenne. Sovellusprojektin luonnin jälkeen ohjelmointi aloitettiin sarjapor-
tista. Kun sarjaportin toiminnot oli saatu toimimaan, siirryttiin ohjelmoimaan GPS-datan 
käsittelyä ja tarvittavia funktioita, joilla käytetään datakerroksen palveluita. Käyttöliittymän ja 
asetuksien ohjelmointi oli viimeisenä. Siinä suurin haaste oli uusi XAML-ohjelmointikieli, 
jolla käyttöliittymä toteutettiin. Sen hyödyntäminen vaati opettelua, jotta käyttöliittymän ra-
kenne saatiin ohjelmoitua mahdollisimman vapaasti. Tämä mahdollistaa muun muassa tyyli-
en lisäämisen käyttöliittymään, koska komponenttien paikkaa tai kokoa ei ole määritetty kiin-
teäksi. Myös GPS-datan käsittely aiheutti välillä työtä, sillä sen piti olla sopivassa muodossa 
lähetettäessä kerroksesta toiseen. Lisäksi sovelluksessa käytetty arkkitehtuuri mahdollistaa 
sen, että toteutettuja DLL-kirjastoja voidaan käyttää ilman käyttöliittymää toisessa sovelluk-
sessa, esimerkiksi automaattitestauksessa. 
Työn tilaajan antamat vaatimukset ja tavoitteet saavutettiin. Sovellus lähettää sarjaporttiin 
GPS-signaalia, jota käyttäjä voi muokata käyttöliittymässä. Lisäksi käyttäjä voi muuttaa sarja-
portin asetuksia ja nähdä, mitä sovellus lähettää sarjaporttiin. Lisäksi sovellus toimii myös 
tilaajan ympäristössä. Vaikka testauksen yhteydessä löytyi puute sovelluksen kartan toimin-
nasta, ei se estä sovelluksen käyttämistä.  
Mikäli työn tekemiseen olisi ollut enemmän aikaa, olisi nyt esitetyt jatkokehitysideat toteutet-
tu, eli useamman koordinaattipisteen käyttö sovelluksessa, tietojen tallennus tiedostoon ja 
painikkeet kartan etäisyyden muuttamiseen. Useamman koordinaattipisteen käyttö ja tiedos-
toon tallennus vaatisivat pieniä muutoksia sovellukseen. Lisäksi pitäisi miettiä, tarvitseeko 
käyttöliittymää muuttaa, jotta se pysyisi riittävän yksinkertaisena ja selkeänä.  
Työssä opittiin muun muassa GPS:n toiminnasta ja sovelluksen ohjelmoinnista. Lisäksi uu-
tena asiana tuli käyttöliittymän ohjelmointi XAML-ohjelmointikielellä. Tämä insinöörityö 
kehitti paljon molempia osaamisalueita. 
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LIITTEIDEN LUETTELO 
LIITE 1, GGA- RMC- ja GSA-lauseiden NMEA muoto ja sisällön esittely 
 
  
LIITE 1 1(3) 
 
GGA 
$GPGGA,hhmmss,aaaa.aa,i,ooooo.ooo,i,f,xx,t.t,lll.l,u,hh.h,u,,*cc 
GGA  Viesti nimi, Global Positioning System Fix Data [10]. 
hhmmss Kellon aika (tunnit, minuutit ja sekunnit) milloin paikkatieto otettu, UTC-
aika eli maailman koordinoitu maailmanaika [11]. Esimerkiksi 135219 kertoo, 
että paikkatieto otettu 13:52:19 UTC aikaa. 
aaaa.aa,i Leveysasteet ja sijainti i pohjois-eteläsuunnassa N (north) tai S (south) [10]. 
Esimerkiksi 0286.205,S on leveysaste eteläsuunnassa 2, minuutit 86.205. 
ooooo.ooo,i Pituusasteet ja sijainti i itä-länsisuunnassa E (east) tai W (west) [10]. Esimer-
kiksi 05545.645,E on pituusaste itäsuunnassa 55, minuutit 45.645. 
f Paikannus laatu, 0 = ei käytössä, 1 = GPS (SPS), 2 = DGPS, 3 = PPS, 4 = 
Reaaliaika kinematiikka (Real Time Kinematic), 5 = Kelluva RTK, 6 = arvi-
oitu, 7 = manuaalinen syöttö tila ja 8 = simulaatio tila [10]. 
xx   Näkyvillä olevien satelliittien lukumäärä [10]. Esimerkiksi 09, satelliitteja on 
  yhdeksän. 
t.t Vaakasuuntainen paikannuksen hyvyysluku HDOP (Horizontal Dilution Of 
Precision), esimerkiksi ihanteellinen luku olisi yksi. Mitä pienempi luku, sen 
parempi on tarkkuus. [10.]  
lll.l,u Korkeus meren pinnan tasosta, u yksikkö (esim. metrit M) [10]. Esimerkiksi 
058.9, M. 
hh.h,u Korkeus ellipsoidin pinnasta, u yksikkö (esim. metrit M) [10]. Esimerkiksi 
05.6, M. 
,,  Kaksi tyhjää paikkaa [10]. 
*cc  Tarkistussumma, alkaa aina *-merkillä [10]. Esimerkiksi *7D.
LIITE 1 2(3) 
 
RMC 
$GPRMC,hhmmss,s,aaaa.aa,i,ooooo.ooo,i,ppp.p,rrr.r,ddMMyy,ggg.g,W*cc 
RMC  Viestin nimi, Recommended Minimum sentence C [10]. 
hhmmss Kellon aika (tunnit, minuutit ja sekunnit) milloin paikka tieto otettu, UTC-
aika eli maailman koordinoitu maailmanaika [11]. Esimerkiksi 135219 kertoo, 
että paikkatieto otettu 13:52:19 UTC aikaa. 
s  Tila, A = aktiivinen ja V = tyhjä [10]. 
aaaa.aa,i Leveysasteet ja sijainti i pohjois-eteläsuunnassa N (north) tai S (south) [10]. 
Esimerkiksi 5286.205,S on leveysaste eteläsuunnassa 52, minuutit 86.205. 
ooooo.ooo,i Pituusasteet ja sijainti i itä-länsisuunnassa E (east) tai W (west) [10]. Esimer-
kiksi 05545.645,E on pituusaste itäsuunnassa 55, minuutit 45.645. 
ppp.p  Todellinen nopeus solmuissa [10], esimerkiksi 010.6 eli 10,6 solmua.  
rrr.r  Todellinen kurssi asteina eli todellinen kulkusuunta [10], esimerkiksi 073.3. 
ddMMyy Päiväys (päivä, kuukausi, vuosi) [10], esimerkiksi 310501 eli 31.5.2001. 
ggg.g,W Kompassivirhe [10], esimerkiksi 002.2,W. 
*cc  Tarkistussumma, alkaa aina *-merkillä [10]. Esimerkiksi *7D. 
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GSA 
$GPGSA,j,v,f4,f5,,f9,f12,,,f24,,,,,q.q,w.w,e.e*cc 
GSA  Viestin nimi, Satellite status [10]. 
j Paikannuksen valinta 2D vai 3D, A = automaattinen ja M = manuaalinen 
10]. 
v 3D paikannus, 1 = ei paikannusta, 2 = 2D paikannus, 3 = 3D paikannus 
[10]. 
f3,f6,,f10,f12,,,f24,,,,, Paikannukseen käytettyjen satelliittien PRN, tilaa 12 satelliitille [10]. 
 Esimerkiksi 03,06,10,12,,,24,,,,,. 
q.q 3D-paikannuksen hyvyysluku PDOP (Positional DOP) [10]. Esimerkiksi 4,9.  
w.w Vaakasuuntainen paikannuksen hyvyysluku HDOP [10], esimerkiksi 0,9. 
e.e Korkeussuuntainen paikannuksen hyvyysluku (Vertical DOP) [10], esimer-
kiksi 3,6. 
*cc Tarkistussumma, alkaa aina *-merkillä [10]. Esimerkiksi *7D. 
