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Käsitteet 
Auditointi Auditointi on yleensä kolmannen osapuolen toimittama objektiivinen 
arviointi jossa tarkistetaan että auditoinnin kohteelle asetetut 
vaatimukset täytetään. 
DDoS Distributed Denial of Service -hyökkäyksessä kohdeverkon toiminta 
estetään yleensä lähettämällä sinne jättimäinen määrä liikennettä 
hajautetusta hyökkäysverkosta. 
DoS Denial of Service -hyökkäyksessä kohdeverkon toiminta estetään 
hyväksikäyttämällä kohdeverkossa olevia konfiguraatiovirheitä tai 
vastaavia heikkouksia. 
Hallintataso Hallintataso on yksi kolmesta SDN-verkon tasosta. Hallintatasolla 
käytetään verkkosovelluksia jotka määrittävät verkolle halutut korkean 
tason politiikat. 
Hypervisor Hypervisor on ohjelmisto joka mahdollistaa erilaisten arkkitehtuurien 
virtualisoinnin samalla laitteistolla. Se toimii virtualisoidun laitteiston ja 
isäntälaitteiston välillä helpottaen niiden yhteistoimintaa. 
IDS Intrusion Detection System eli IDS on ohjelmisto, joka havaitsee 
tietoverkossa mahdollisesti tapahtuvat hyökkäykset sille asetettujen 
sääntöjen mukaan. 
JAMK Jyväskylän ammattikorkeakoulu. 
Kontrolleri Kontrolleri on SDN-verkossa se, joka määrittää välityslaitteille, miten 
verkossa liikenteen tulee kulkea. Perinteisissä verkoissa kontrollitaso ja 
välitystaso olivat aina samassa laitteessa ja laitteet kommunikoivat 
rajatusti keskenään, SDN-verkoissa kontrollitaso on yleensä keskitetty 
yhteen paikkaan. 
Kontrollitaso Kontrollitaso on se verkon taso, jolla ohjataan välityslaitteiden 
toimintaa. 
Loki Loki on luettelo verkossa tai laitteella olleista tapahtumista ja 
komennoista. 
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MitM Man in the Middle -hyökkäyksessä tietoverkosta kuunnellaan tai 
kaapataan liikennettä asettamalla liikenteen kulkureitille laite joka 
tallentaa sen läpi kulkevan liikenteen. Usein tämä laite lähettää 
väärennettyjä viestejä, jotta liikenne saadaan kulkemaan sen läpi. 
OpenFlow OpenFlow on SDN-verkoissa käytetty kommunikointirajapinta jonka 
avulla kontrolleri ja välityslaitteet viestivät keskenään. 
Palomuuri Palomuurin tarkoitus on estää kiellettyä liikennettä pääsemästä sisälle 
tai ulos tietoverkosta tai laitteesta. 
Politiikka Tietoverkon politiikat määrittävät verkon toimintaa halutulla tavoilla, 
esimerkiksi verkossa voidaan suosia reaaliaikaista viestintää (kuva- ja 
videolähetykset), koska muu viestintä ei kärsi, jos se saapuu perille 
hieman myöhässä. 
Protokolla Protokolla on yhteisesti sovittu säännöstö tai käytäntökokoelma jota 
tietoverkon osapuolet käyttävät kommunikoimaan keskenään. Se 
määrittää esimerkiksi mitä viestejä laitteet lähettävät toisilleen ja miten 
niihin kuuluu vastata. 
SDN Software-Defined Networking on tietoverkko, jossa kontrollitaso ja 
välitystaso on erotettu toisistaan. Kontrollitaso on yleensä loogisesti 
keskitetty yhteen paikkaan ja välitystason laitteet vain noudattavat 
kontrollitason ohjeita. 
Spooffaus Spooffauksessa hyökkääjä väärentää henkilöllisyytensä toiselle laitteelle 
lähettämällä väärennettyjä viestejä. Näin se pääsee käsiksi tietoihin tai 
tietoverkkoihin, joihin sen pääsy normaalisti estettäisiin. 
Virtualisointi Virtualisoinnissa luodaan virtuaalinen tietokone tai laitteisto. Tämä 
mahdollistaa esimerkiksi useiden toisistaan riippumattomien 
virtuaalisten palvelimien ajamisen yhdellä fyysisellä laitteistolla. 
Vuomerkintä Vuomerkintä on SDN-verkossa välityslaitteella oleva sääntö, joka 
kertoo mitä toimintoja tietynlaisille viesteille tulee tehdä. 
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Vuotaulu Vuotaulu on kokoelma vuomerkintöjä. Välityslaite selvittää mitä sille 
saapuville viesteille tulee tehdä käymällä läpi vuotaulujaan. 
Välitystaso Välitystaso on SDN-verkossa se, joka hoitaa tietoverkon viestien 
välityksen kontrollitasolta saatujen ohjeiden mukaisesti.  
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1 Työn lähtökohdat 
1.1 Työn toimeksiantaja 
Opinnäytetyön toimeksiantajana toimi Jyväskylän ammattikorkeakoulu (JAMK) osana 
Cyber Trust -projektia. Cyber Trust -projektin tarkoitus on edistää Suomen 
kansainvälistä asemaa kyberturvallisuuden kehittämisen ja palveluiden aloilla. Tämä 
saavutetaan tekemällä tutkimusta ja yhteistyötä kansallisten oppilaitosten ja 
teollisuuden toimijoiden välillä. Projektia hallinnoi Digile. (Savola, R. 2014.)  
1.2 Tehtävän kuvaus ja tavoitteet 
JAMK tutkii Cyber Trust -projektin yhteydessä muun muassa Software-Defined 
Networkingin käyttömahdollisuuksia käytännössä. Projektin yhteydessä tutustutaan 
useaan eri SDN-kontrolleriin sekä niiden ja fyysisten avoimen lähdekoodin kytkinten 
yhdistäminen kyseisiin kontrollereihin. 
Tämän opinnäytetyön tavoitteena oli tutustua avoimen lähdekoodin SDN-
kontrolleriin nimeltä Floodlight. Tarkoitus oli myös tutkia, kuinka Floodlightin saisi 
integroitua JAMKin kehittämiin visualisointityökaluihin, ja ohjelmoida jokin 
apuohjelma tai moduuli Floodlightiin sitä varten. 
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2 SDN-tekniikka 
2.1 Open Networking Foundation 
Open Networking Foundation on voittoa tavoittelematon järjestö, jonka perustivat 
vuonna 2011 yhteistyössä osa maailman suurimmista tietotekniikan yrityksistä, muun 
muassa Facebook, Google ja Microsoft. Se perustettiin kehittämään 
tietoverkkotekniikkaa edistämällä SDN:n kehitystyötä ja käyttöönottoa. Nykyään 
ONF:ällä on 132 jäsenyritystä, joista 33 on startup-yrityksiä. (What is ONF? 2013.; 
Member Listing n.d.) 
Open Networking Foundation sisältää useita työskentelyryhmiä, jotka edistävät 
tiettyä Software-Defined Networkingin osa-aluetta. Se sisältää myös Technical 
Advisory Groupin, joka antaa useiden laitevalmistajien kokemukseen perustuvaa 
teknistä asiantuntijuutta sekä Chipmakers’ Advisory Boardin, jota kautta kytkimiin 
prosessoreita valmistavat yritykset pystyvät neuvomaan ONF:ää 
tietoverkkolaitteiston markkinoiden parantamiseen liittyvissä asioissa. (Who is Open 
Networking Foundation (ONF)? N.d.) 
2.2 Miksi Software-Defined Networking? 
Nykyisin laajalti käytössä olevat perinteiset tietoverkot ovat luonteeltaan hyvin 
monimutkaisia ja vaikeasti hallittavia. Yleisimmin käytössä olevissa 
tietoverkkolaitteissa kontrollitaso (joka päättää, miten liikennettä välitetään) ja 
välitystaso (joka hoitaa itse välitystyön) ovat integroituina samaan laitteeseen. Jotta 
halutut korkean tason politiikat saadaan käyttöön, joutuvat verkon hallinnoijat 
konfiguroimaan usein monia verkkolaitteita erikseen käyttäen matalan tason 
komentoja, jotka vaihtelevat laitevalmistajien välillä. Tämä aiheuttaa 
monimutkaisuutta verkkojen hallintaan erityisesti ympäristössä, jossa erilaiset virhe- 
ja kuormitustilanteet vaativat verkon dynaamista mukautumista.  (Kreutz, Ramos, 
Verissimo, Rothenberg, Azodolmolky & Uhlig, 2015.) 
Tietoverkot ovat historian kuluessa kehittyneet uusien protokollien myötä. Nämä 
protokollat on suunniteltu toisistaan suurimmaksi osaksi erillään olevina 
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kokonaisuuksina, jotka tähtäävät jonkin tietyn ongelman ratkaisemiseen. Tietoverkot 
eivät juurikaan hyödy laitteiden tai toiminnallisuuksien abstraktoinnista. Näistä syistä 
protokollien vaihtaminen uudempiin versioihin tai kokonaan uusien protokollien 
käyttöönottaminen voi tuottaa suuria ongelmia. (Software-Defined Networking: The 
New Norm for Networks 2012.) 
Edellä mainituista syistä johtuen tietoverkot ovat nykyään usein hyvin staattisia. 
Verkkojen hallinnoijat yrittävät välttää verkkoihin tehtäviä muutoksia. 
Monimutkaisten verkkojen konfigurointi erilaisella tavalla tuottaa paljon työtä, ja 
lukuisia laitteita konfiguroidessa voi helposti syntyä virheitä. Konfigurointivirheet 
taas voivat tuottaa verkon toimintaan ja palveluihin häiriöitä. (Software-Defined 
Networking: The New Norm for Networks 2012.) 
Nykyiset palvelinympäristöt ovat tietoverkkoihin verrattuina erittäin dynaamisia. 
Palvelinten virtualisoinnin yleistymisen myötä tietoverkkoyhteyksiä tarvitsevien 
päätelaitteiden määrä voi vaihdella hyvinkin paljon lyhyellä aikavälillä. Tämä 
dynaaminen verkon tarpeiden vaihtelu on ristiriidassa nykyisten tietoverkkojen 
staattisen luonteen kanssa ja aiheuttaa helposti ongelmia. (Software-Defined 
Networking: The New Norm for Networks 2012.) 
Näiden ongelmien ratkaisemiseksi haluttiin kehittää ohjelmoitavia tietoverkkoja. 
Tietoverkkojen ohjelmoitavuus helpottaa innovaatioiden syntymistä. Perinteisiä 
tietoverkkoja ei voi juurikaan ohjelmoida, vaan ne toteuttavat laitteisiin rakennettuja 
sääntöjä konfiguraation perusteella. Ohjelmoitavassa tietoverkossa päätelaitteiden 
suorittamat tehtävät ja säännöt voi ohjelmoida päätelaitteisiin monipuolisemmin, 
mikä lisää laitteiden joustavuutta. Käytännöllisiin ja ohjelmoitaviin tietoverkkoihin 
tähtäävä kehitys johti lopulta OpenFlow-ohjelmointirajapinnan kehittämiseen ja sen 
myötä Software-Defined Networkingin määrittelemiseen. (Feamster, Rexford ja 
Zegur 2013.) 
2.3 Mikä on SDN? 
SDN:n tärkein erottava tekijä verrattuna perinteisiin tietoverkkoihin on kontrollitason 
ja välitystason erottaminen toisistaan. Tämän vuoksi verkkolaitteet muuttuvat 
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yksinkertaisiksi välityslaitteiksi, ja varsinainen ohjauslogiikka on loogisesti keskitetty 
yhteen paikkaan. Tämä ei kuitenkaan tarkoita, että kaikki SDN-verkon ohjaus olisi 
myös fyysisesti keskitetty yhteen paikkaan, vaan tehokkuuden ja skaalautuvuuden 
takia kontrollitaso on usein fyysisesti jaettu laajemmalle alueelle. (Kreutz ym. 2015.) 
Kontrolli- ja välitystasojen erottaminen toteutetaan perinpohjaisesti määritellyllä 
ohjelmointirajapinnalla, joka antaa kontrollerille täydet valmiudet määrittää, mitä 
välitystason laitteissa tapahtuu. Kontrolleri asettaa välitystason laitteisiin vuotaulut, 
joissa on useita vuomerkintöjä. Vuomerkinnät sisältävät tietyt kriteerit, jonka 
perusteella ne yksilöivät saapuvia paketteja (esim. IP- tai mac-osoite), sekä ohjeet, 
mitä kyseisille paketeille kuuluu tehdä. (Kreutz ym. 2015.) 
Vuopohjainen verkon logiikan ohjelmointi luo monipuolisia mahdollisuuksia 
verkkolaitteiden toiminnan kannalta. Ainoa rajoittava tekijä on vuotaulujen 
implementaation rajoitukset (kuten erilaiset yksilöintikriteerit). Tämän ansiosta 
välitystason laitteet voivat suorittaa useita toimintoja, joihin perinteisissä verkoissa 
tarvittaisiin oma erikoistunut laitteensa, kuten palomuuri tai intrusion detection 
system (IDS). (Kreutz ym. 2015.) 
Samasta syystä myös monimutkaiset verkon toiminnot kuten kuormituksen tasaus on 
helppo toteuttaa kontrollerin ulkopuolisilla ohjelmilla. Kontrolleri kerää verkon tilasta 
tilastoja, joiden avulla se luo reaaliaikaisen kuvan verkosta. Tämän kuvan voi jakaa 
abstraktoituna edelleen erillisille sovelluksille tai moduuleille. Nämä sovellukset 
kertovat, miten verkkoa tulisi muokata, jotta haluttu lopputulos (esim. kuormituksen 
tasaus) saavutettaisiin, kun taas kontrolleri on vastuussa muokkausten 
toteutuksesta. Sovellusten kehittäminen ja innovointi helpottuvat, koska sama 
ohjelmisto ei ole vastuussa molemmista. (Kreutz ym. 2015.) 
Yleisimmin käytössä oleva rajapinta on OpenFlow. Muita vaihtoehtoisia rajapintoja 
ovat mm. ForCES, Open vSwitch Database (OVSDB) sekä revised open-flow library 
(ROFL). OpenFlow on kuitenkin selkeästi laajimmin hyväksytty vaihtoehto, ja sille 
löytyy tukea monen laitevalmistajan laitteista. (Kreutz ym. 2015.) 
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2.4 SDN-verkon infrastruktuuri 
2.4.1 Yleiskuvaus 
SDN-verkko voidaan jakaa kolmeen eri tasoon: välitystaso, kontrollitaso ja 
hallintataso. Ne voidaan jakaa vielä edelleen useaan osaan kuvion 1 esittämällä 
tavalla. (Kreutz ym. 2015.)
 
Kuvio 1. SDN-verkon rakenne (Kreutz ym. 2015) 
 
2.4.2 Verkkoinfrastruktuuri ja verkon topologia 
Välitystason infrastruktuuri koostuu verkkolaitteista. Perinteisissä tietoverkoissa 
jokainen verkkolaite toteuttaa yleensä yhtä tehtävää ja eri tehtävän toteuttamiseen 
tarvitaan eri laite (esimerkkejä laitteista ovat kytkin, reititin tai palomuuri). SDN-
verkossa jokainen verkkolaite on yksinkertainen välityslaite, joka saa ohjeensa 
kontrollitasolta. (Kreutz ym. 2015.) 
Käytännössä SDN-verkon verkkolaitteet voivat olla joko ohjelmistopohjaisia (kuten 
Open vSwitch tai Switch Light) tai rautapohjaisia. Monet laitevalmistajat kuten Cisco 
ja Juniper ovat tuoneet myyntiin kytkimiä, jotka tukevat OpenFlow-protokollaa. 
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Markkinoilla on myös useita avoimeen lähdekoodiin perustuvia ratkaisuja ja ns. white 
box –laitteita, joissa asiakkaalle myydään kytkin, johon voi asentaa haluamansa 
ohjelmiston. (Kreutz ym. 2015.) 
Kytkinten muodostaessa yhteyden kontrolleriin kontrolleri saa kytkimiltä tiedon 
niiden olemassaolosta ja porteista. Jotta kontrolleri saa ajankohtaisen ja täyden 
verkkokuvan verkon topologiasta, se tarvitsee kuitenkin tietoa myös kytkinten 
välisistä linkeistä. Useimmat SDN-kontrollerit käyttävät linkkien selvittämiseen Link 
Layer Discovery Protocol -protokollaa (LLDP). (Pakzad, Portmann, Tan & Indulska 
2014.) 
Koska OpenFlow-kytkimet eivät pysty itse käyttämään LLDP:tä linkkien 
selvittämiseen, kontrolleri hoitaa sen itse. Se lähettää Packet-out viestillä (siitä 
tarkemmin luvussa 2.6.3) LLDP-paketin jokaisen kytkimen jokaisesta portista ulos. 
Kytkimillä on ennalta asetettu vuomerkintä, jonka mukaan jokainen fyysisistä 
porteista saatu LLDP-viesti lähetetään suoraan kontrollerille Packet-in viestillä. Tämä 
Packet-in -viesti sisältää myös tiedon, minkä kytkimen, mistä portista kyseinen 
paketti on alunperin vastaanotettu. (Pakzad ym. 2014.) 
Kuvion 2 osoittamalla tavalla kontrolleri saa näin tiedon kytkinten välillä sijaitsevista 
linkeistä. Kontrolleri lisää tiedon omaan verkkokuvaansa ja saa näin kattavan kuvan 
verkon topologiasta. Tämä prosessi toistetaan jatkuvasti, jotta varmistetaan, että 
kontrollerin verkkokuva on ajan tasalla. Tyypillisesti prosessi toistetaan n. 5 sekunnin 
välein. (Pakzad ym. 2014.) 
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Kuvio 2. SDN-verkon topologian selvittämismetodin toiminta (Pakzad ym. 2014.) 
2.4.3 Eteläsuuntainen rajapinta 
Southbound interface eli eteläsuuntainen rajapinta yhdistää välitystason ja 
kontrollitason eli välityslaitteen ja kontrollerin toisiinsa. Standardoitu 
eteläsuuntainen rajapinta on tärkeä uusien laitteiden käyttöönoton kannalta. 
OpenFlow on hyvin laajassa käytössä todettu hyväksi valinnaksi, ja eri 
laitevalmistajien OpenFlow-laitteet toimivat moitteettomasti keskenään. (Kreutz ym. 
2015.) 
Vaikka suurin osa kontrollereista tukee vain OpenFlow’ta, useat tukevat lisäksi muita 
vaihtoehtoisia eteläsuuntaisia rajapintoja. Onix tukee OpenFlow’n lisäksi myös 
OVSDB-protokollaa. OpenDaylight sisältää service layer abstraction -ominaisuuden 
(SLA), joka mahdollistaa usean eteläsuuntaisen rajapinnan käytön samaan aikaan. Se 
tukee ainakin seitsemää eri protokollaa. (Kreutz ym. 2015.) 
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2.4.4 Tietoverkon hypervisor 
Palvelinten ja palvelujen virtualisoinnin nopea kehitys on tehnyt siitä yleistä 
nykypäivän työelämässä. Hypervisor mahdollistaa toisistaan suuresti eroavien 
virtuaalilaitteiden virtualisoimisen samassa fyysisessä laitteessa. Sen ansiosta monet 
palvelut voivat jakaa saman fyysisen infrastruktuurin. Se myös mahdollistaa 
palvelujen nopean migraation fyysiseltä palvelimelta toiselle sekä uusien palvelujen 
joustavan ja nopean provisioinnin. (Kreutz ym. 2015.) 
Tietoverkkojen virtualisointi on kuitenkin käytännössä vielä vain osittain laajassa 
käytössä. Tästä muodostuu ongelmallinen tilanne, jossa uusia virtuaalisia palvelimia 
ja palvelimia voidaan provisioida hyvin nopeasti, mutta tietoverkon konfiguroiminen 
vastaamaan uusia tarpeita vie huomattavasti pitempään. (Kreutz ym. 2015.) 
Tämän korjaamiseksi on kehitetty useita avoimia virtualisointiratkaisuja kuten 
FlowVisor, FlowN sekä AutoVFlow. Näiden avulla useat loogiset verkot voivat jakaa 
saman OpenFlow-verkkoinfrastruktuurin. Kaupallisia ja kattavampia ratkaisuja ovat 
mm. VMwaren NSX ja IBM:n SDN VE. (Kreutz ym. 2015.) 
2.4.5 Kontrolleri 
Kontrolleri on vastuussa verkon tilan ja kontrollilogiikan ylläpidosta. Se ylläpitää 
välitystason laitteiden vuotietoja ja vastaa niiden konfiguroinnista. Uutta 
verkkosovellusta kehitettäessä kehittäjän ei tarvitse huolehtia matalan tason 
yksityiskohdista verkkolaitteiden välillä. Kontrolleri abstraktoi nämä matalan tason 
yksityiskohdat, ja verkkosovellus määrittää vain uudet politiikat. Tämä helpottaa 
uusien sovellusten ja toimintojen kehittämistä. (Kreutz ym. 2015.) 
Useat perustason ominaisuudet kuten uusien laitteiden löytäminen, verkon tilan ja 
topologian sekä konfiguraatioiden jakaminen muille laitteille ovat yleensä 
sisäänrakennettuina kontrollereissa. Yksinkertainen pakettien välitys laitteelta 
toiselle SDN-verkon kautta toimii yleensä ilman erillistä kontrollerin konfigurointia. 
Ne myös ylläpitävät tilastoja verkossa kulkevasta liikenteestä sekä sisältävät 
tietoturvaominaisuuksia ja reagoivat verkon tilan muutoksiin automaattisesti. (Kreutz 
ym. 2015.) 
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Kontrollerit voidaan karkeasti jakaa arkkitehtuurinsa mukaan kahteen eri luokkaan: 
keskitettyihin ja jakautettuihin. Keskitetyn arkkitehtuurin kontrollereissa, kuten 
Floodlight tai Beacon, kontrolleri on sekä fyysisesti että loogisesti keskitetty yhteen 
paikkaan. Tämä johtaa mahdollisiin ongelmiin skaalauksen suhteen ja aiheuttaa 
verkkoon yksittäisen vikaantumispisteen, jonka vikaantuessa verkko ei toimi. (Kreutz 
ym. 2015.) 
Jakautetut kontrollerit kuten Onix, HP VAN SDN tai ONOS skaalautuvat paremmin, 
joten ne soveltuvat sekä suurten että pienten yritysten tarpeisiin. Jakautetut 
kontrollerit voivat olla joko fyysisesti keskitetty kontrolleriryhmä tai laajemmalle 
alueelle jakautettu joukko. Fyysisesti keskitetty kontrolleriryhmä mahdollistaa suuren 
suoritustehon esim. palvelinsaleissa, kun taas fyysisesti jakautettu ratkaisu parantaa 
vikasietoisuutta. Yhden kontrollerin vikaantuessa muu verkko jatkaa toimintaansa ja 
toinen kontrolleri voi ottaa vikaantuneen tehtävät hoitaakseen. (Kreutz ym. 2015.) 
SDN-kontrollerit eroavat suuresti toisistaan ominaisuuksien ja komponenttien 
suhteen. SDN:n kehitys on vielä niin uutta, että monet yritykset yrittävät luoda omia 
ratkaisujaan, jotka otettaisiin laajemmin käyttöön. Jotkin ratkaisut ovat myös 
erikoistuneet tiettyihin kapeisiin käyttötilanteisiin kuten pilvipalveluiden ylläpitoon. 
(Kreutz ym. 2015.) 
2.4.6 Pohjoissuuntainen rajapinta 
Kuten eteläsuuntainen rajapinta kontrollerin ja välityslaitteen välillä, 
pohjoissuuntainen rajapinta toimii kontrollerin ja verkkosovellusten välillä. 
Pohjoissuuntaisilla rajapinnoilla ei ole toistaiseksi mitään OpenFlow’n tapaista 
standardia, vaan jokaisella kontrollerilla on oma toisistaan eroava rajapinta. 
Oletettavasti tulevaisuudessa jonkinlainen standardi tulee syntymään. Kyseinen 
standardi mahdollistaisi sellaisten verkkosovellusten kehittämisen, jotka toimisivat 
minkä tahansa kontrollerin kanssa. (Kreutz ym. 2015.) 
Kuten aiempana mainittiin kontrollerin on tarkoitus abstraktoida verkon matalan 
tason toiminta, jotta verkkosovellukset voivat määrittää korkean tason politiikkoja 
välittämättä verkon yksityiskohdista. Pohjoissuuntainen rajapinta on tässä hyvin 
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tärkeässä osassa. Se mahdollistaa erilaiset verkkosovellukset sekä tietoverkkojen 
orkestroinnin. Pilvipalveluiden orkestrointia varten on kehitetty ohjelmistoalustoja 
kuten OpenStack, CloudStack ja VMwaren vCloudDirector. (Johnson, 2012.) 
2.4.7 Kielipohjainen virtualisointi 
Kielipohjaisessa virtualisoinnissa hyödynnetään jotain sitä tarkoitusta varten 
kehitettyä ohjelmointikieltä verkon virtualisoimiseen. Yleensä nämä hyödyntävät 
toista kahdesta eri verkon abstraktoinnin malleista. Overlay network -mallissa 
virtuaalisista kytkimistä muodostuva verkko rakennetaan fyysisten laitteiden päälle. 
Virtuaaliset kytkimet voivat käytännössä ulottua useaan fyysiseen kytkimeen. Toinen 
vaihtoehto on yhden reitittimen malli. Siinä koko verkko abstraktoidaan yhdeksi 
virtuaaliseksi reitittimeksi.(Aouadj, Lavinal, Desprats & Sibilla, 2014.) 
Eräs kielipohjaisen virtualisoinnin tyyppi on staattinen siivuttaminen. Siinä verkko 
jaetaan toisistaan erillään oleviin siivuihin, jotka voivat käsittää tiettyjä kytkimiä, 
portteja ja linkkejä. Nämä siivut käyttäytyvät toisistaan erillä olevina verkkoina. Tämä 
tekniikka soveltuu hyvin verkkoihin, joissa on tarkat vaatimukset tietoturvan ja 
suorituskyvyn suhteen mutta ei tarvetta dynaamisille siivuille. (Kreutz ym. 2015.) 
2.4.8 SDN:n ohjelmointikielet 
Samoin kuin ohjelmointikielissä on vuosien varrella siirrytty matalan tason kielistä 
(assembly) korkean tason kieliin (Java, python) myös SDN:n suhteen ollaan 
siirtymässä matalan tason kielistä (OpenFlow) eteenpäin. Pelkästään käsin 
OpenFlow’ta ohjelmoimalla on mahdollista toteuttaa monimutkainen verkko, mutta 
se on hankalaa ja virheiden tekeminen on helppoa. Vuomerkintöjen keskinäinen 
järjestys ja päällekkäiset merkinnät ovat esimerkkejä mahdollisista ongelmista. 
(Kreutz ym. 2015.) 
2.4.9 Verkkosovellukset 
Verkkosovellukset ovat varsinainen äly SDN:n toiminnan taustalla. Ne ohjaavat 
perimmäistä logiikkaa välityslaitteiden ja vuomerkintöjen taustalla. Esimerkiksi 
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verkkosovellus, joka suorittaa reititystä, määrittää paketille sopivan reitin pisteestä A 
pisteeseen B. Se saa kontrollerilta tarvittavat tiedot topologiasta ja määrittää 
välityslaitteille vuomerkinnät, joiden avulla paketit kulkevat haluttua reittiä. (Kreutz 
ym. 2015.) 
Koska SDN:iä voidaan käyttää monissa eri käyttötilanteissa ja -tarkoituksissa (kuten 
esim. kotiverkoissa tai palvelinkeskuksissa) on myös verkkosovelluksia kehitetty suuri 
määrä eri tarkoituksiin. Verkkosovellukset toteuttavat perinteisiä tietoverkossa 
tapahtuvia töitä kuten reititystä, kuormituksen hallintaa ja tietoturvaa, mutta niiden 
avulla voidaan myös tutkia uudempia suuntia kuten tietoverkon energiatehokkuutta. 
Verkkosovellusten monipuolisuus onkin yksi SDN:n tärkeimmistä valttikorteista. 
(Kreutz ym. 2015.) 
Monipuolisuudestaan huolimatta verkkosovellukset voidaan karkeasti jaotella viiteen 
eri osa-alueeseen käyttötarkoituksen perusteella. Nämä ovat tietoverkon 
liikennesuunnittelu, langaton verkonkäyttö, mittaus ja monitorointi, tietoturva ja 
luotettavuus sekä palvelinkeskusten toimintaan keskittyvät sovellukset. (Kreutz ym. 
2015.) 
2.5 SDN ja tietoturva 
2.5.1 Yleistä 
SDN-arkkitehtuurin mukaisten tietoverkkojen tietoturvan kannalta tärkeimmät 
tekijät ovat saatavuus, suorituskyky ja luotettavuus & luottamuksellisuus. Verkon 
tulee pystyä toimimaan myös hyökkäyksen alaisena. Sen suorituskyvyn täytyy myös 
pysyä vähintään tietyllä minimitasolla. Ja kolmanneksi kontrollitason ja välitystason 
välisen yhteyden luotettavuus ja mahdollisten toisistaan eristettyjen 
käyttäjäverkkojen välinen erottaminen eli verkon luottamuksellisuus täytyy 
varmistaa. (Identifying and addressing the vulnerabilities and security issues of SDN, 
2015.) 
Tärkein eroavaisuus SDN-verkon ja perinteisen tietoverkon välillä tietoturvan 
näkökannalta liittyy kontrollitason ja välitystason erottamiseen toisistaan. Tämän 
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takia on erityisen tärkeää varmistaa, että verkon käyttäjät eivät pääse hallinnoimaan 
välityslaitteita kuin hyvin rajoitetuilla tavoilla, joihin niille on annettu oikeus. 
(Identifying and addressing the vulnerabilities and security issues of SDN, 2015.) 
SDN-verkon ohjelmoitavuuden taso ja loogisesti keskitetty kontrollitaso 
mahdollistavat kuitenkin monipuolisemman tietoturvan hallinnan ja antavat 
välityslaitteille paremmat puitteet hallita tietoturvauhkia tietyissa tilanteessa. Tämän 
ansiosta verkkoon ei tarvitse lisätä ylimääräisiä laitteita. (Identifying and addressing 
the vulnerabilities and security issues of SDN, 2015.) 
Luvuissa 2.5.2 – 2.5.7 käsitellaan tietoturvauhkia eri SDN-arkkitehtuurin tasoilla sekä 
mahdollisia keinoja, joilla niiltä voi suojautua. 
2.5.2 Välitystason tietoturvauhat 
Välitystason laitteissa ja eteläsuuntaisissa rajapinnoissa käytetään useita eri 
protokollia, yleensä OpenFlow-protokollaa. Nämä protokollat ovat kuitenkin uusia ja 
niiden tietoturva-asetukset voivat olla väärin konfiguroidut. Jos hyökkääjä pääsee 
luvattoman loogisen tai fyysisen yhteyden kautta verkkoon, hän voi yrittää antaa 
ohjeita välityslaitteille. Tämä antaa hänelle suuret mahdollisuudet altistaa verkko 
erilaisille hyökkäyksille. (Hogg 2014.) 
Hyökkääjä saattaa yrittää lukea välityslaitteen vuotauluja tai kuunnella sen 
lähettämää liikennettä kontrollerille. Näin hyökkääjä saa selville, minkälainen 
liikenne on kielletty tai sallittu verkossa. Vuomerkintöjä uudelleenkirjoittamalla 
hyökkääjä voi suorittaa man in the middle (MitM) -hyökkäyksen eli kuunnella 
verkossa kulkevaa liikennettä tai denial of service (DoS) -hyökkäyksen eli esim. estää 
verkon toiminnan kokonaan käskemällä välityslaitetta heittämään jokaisen paketin 
hukkaan. Hyökkääjä voisi myös kirjoittaa vuotauluun oman vuomerkintänsä, jonka 
avulla hänen liikenteensä ohjattaisiin esim. palomuurin ohitse. (Hogg 2014.) 
Usein SDN-verkkoja käytetään palvelinkeskuksissa, jolloin usein käytetään myös 
jonkinlaista Data Center Interconnect -protokollaa kuten Network Virtualization using 
Generic Routing Encapsulation (NVGRE) tai Stateless Transport Tunneling (STT). 
Hyökkääjä voi yrittää hyödyntää näiden protokollien tai niiden implementaation 
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heikkouksia sotkeakseen palvelinkeskuksien väliset yhteydet. Tämä mahdollistaa 
myös DoS-hyökkäyksen. (Hogg 2014.) 
2.5.3 Kontrolleritason tietoturvauhat 
SDN-verkon kontrolleri on hyökkäyskohteena monesta syystä. Jos hyökkääjä saa 
kontrollerin uskomaan väärennettyjä pohjoissuuntaisen rajapinnan viestejä, pystyy 
hän muuttamaan verkkolaitteiden vuomerkintöjä. Näin verkon toiminnan voi sulkea 
kokonaan tai esim. mahdollistaa kielletyn liikenteen kulkemisen verkossa. Hyökkääjä 
voi myös yrittää saada kontrollerin kaadettua kokonaan tai hidastaa sitä lähettämällä 
kontrollerille viestejä niin paljon, että verkon toiminta pysähtyy (DoS-hyökkäys). 
(Hogg 2014.) 
Usein SDN-kontrollerit pyörivät jonkin käyttöjärjestelmän (yleensä Linux-pohjaisen) 
päällä. Tämä tarkoittaa, että myös kaikki käyttöjärjestelmän tietoturva-aukot ovat 
hyökkääjän käytettävissä. Kontrollerit otetaan myös usein käyttöön 
oletussalasanoilla. SDN-tekniikka on uutta useimmille verkon ylläpitäjille, joten 
kontrollerien konfiguraatioihin ei välttämättä uskalleta koskea siinä pelossa, että 
SDN-verkko lakkaa kokonaan toimimasta. (Hogg 2014.) 
Jos hyökkääjä saisi pystytettyä verkkoon oman kontrollerinsa, jolta verkkolaitteet 
vastaanottavat vuomerkintöjä, on verkko käytännössä hyökkääjän hallinnassa. 
Verkon oikea ylläpitäjä ei näe ollenkaan, mitä vuomerkintöjä välityslaitteille on 
lisätty, ja ei saa tietoa verkon oikeasta tilasta. (Hogg 2014.) 
2.5.4 Sovellustason tietoturvauhat 
Kontrollerin pohjoissuuntainen rajapinta on myös todennäköinen kohde 
hyökkäyksille. SDN-kontrollereilla on käytössä monia eri pohjoissuuntaisia 
rajapintoja, ja osalla niistä voi olla omia haavoittuvuuksiaan. Jos pohjoissuuntaisessa 
rajapinnassa on tietoturva-aukko, voi hyökkääjä päästä asettamaan omia 
politiikkojaan SDN-verkolle ja näin päästä hallitsemaan verkon toimintaa. (Hogg 
2014.) 
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Usein kontrollerin konfigurointi hoidetaan REST-rajapinnan kautta. Sillä on usein 
jokin oletussalasana, joka on helppo selvittää. Jos salasanaa ei muuteta, voi 
hyökkääjä päästä suoraan konfiguroimaan kontrolleria ja sitä kautta koko SDN-
verkkoa. (Hogg 2014.) 
2.5.5 Välitystason tietoturvauhkilta suojautuminen 
Tyypillisissä SDN-verkoissa käytetään x86-pohjaisia suorittimia ja TLS-protokollaa 
takaamaan turvallinen viestintä kontrollerin kanssa. Nämä pitkät HTTP-sessiot ovat 
uhka välitystason tietoturvallisuudelle. Tästä syystä TLS-protokollaa kannattaa 
käyttää varmistamaan sekä viestinnän luottamuksellisuus, että vastaanottajan 
identiteetti. Näin vältetään liikenteen salakuuntelu ja mahdollinen spooffaus. (Hogg 
2014.) 
SDN-verkossa käytössä olevasta eteläsuuntaisesta protokollasta riippuen voidaan 
ottaa käyttöön myös muita tietoturvaa parantavia toimenpiteitä. Jotkin protokollat 
voivat tukea salasanojen käyttöä kontrollerin ja välityslaitteen välillä, tai jokaiseen 
viestiin voidaan liittää sattumanvarainen numero, jonka molemmat pystyvät 
laskemaan. Näin estetään viestien spooffaus, jos hyökkääjä pääsee kuuntelemaan 
liikennettä. Käytössä olevaan eteläsuuntaiseen protokollaan kannattaa tutustua 
tarkasti, koska se voi sisältää omia tietoturvaominaisuuksiaan. Samoin 
palvelinkeskusten välissä käytetty DCI-protokolla voi sisältää omia 
tietoturvaominaisuuksiaan, joita kannattaa hyödyntää. (Hogg 2014.) 
Verkko, jota sen omistaja hallinnoi fyysisesti, on helppo turvata ulkoisilta 
hyökkääjiltä. Laitetilaan pääsy voidaan rajoittaa koskemaan vain harvoja luotettuja 
työntekijöitä. Tämä ei kuitenkaan päde tilanteessa, jossa verkko virtualisoidaan 
palveluntarjoajan palvelimilla. Hyökkääjän fyysisesti kiinni verkkoon pääsemisen 
estäminen vaikeutuu huomattavasti. Tämä kannattaa ottaa huomioon suunnitellessa 
tarvittavia tietoturvatoimia. (Hogg 2014.) 
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2.5.6 Kontrolleritason tietoturvauhkilta suojautuminen 
Kontrolleri on hyvin houkutteleva kohde hyökkäyksille. Tästä syystä sen tietoturva 
tulee vahvistaa. Tyypillisesti kontrollerin tietoturvan vahvistaminen liittyy sen 
isäntäkoneen käyttöjärjestelmän tietoturvan vahvistamiseen. Yleisölle avointen 
Linux-palvelimien tietoturvan vahvistaminen pätee yleensä myös kontrollerin 
isäntätietokoneen käyttöjärjestelmään. Sitä kannattaa kuitenkin myös tarkkailla 
epäilyttävän toiminnan varalta. (Hogg 2014.) 
Kontrollerin konfigurointi tulee pystyä hoitamaan turvallisella ja suojatulla tavalla. 
Lokien ylläpito ja auditoinnit auttavat myös varmistamaan, että kukaan ei ole päässyt 
käsiksi kontrolleriin ilman lupaa. Monet kontrollerit tukevat korkean saatavuuden 
ominaisuuksia joiden avulla SDN-verkko toimii, vaikka yksi kontrolleri lakkaisikin 
toimimasta. Näin mahdollisen DoS-hyökkäyksen teho pienenee, ja hyökkääjän tulisi 
hyökätä kaikkia kontrollereita vastaan saavuttaakseen tavoitteensa. Samalla 
hyökkääjä ei pysty pysyttelemään piilossa vaan tilanne paljastuu heti 
tarkoitukselliseksi hyökkäykseksi verkkoa vastaan. (Hogg 2014.) 
2.5.7 Sovellustason tietoturvauhkilta suojautuminen 
Hyvä suojautumiskeino on käyttää muusta verkosta erillistä kommunikointikanavaa 
pohjois- ja eteläsuuntaisten rajapintojen viestintään. Näin kontrollerin viestejä ei 
pysty lukemaan tai väärentämään niin helposti. TLS- tai SSH-protokollan käyttö on 
myös erittäin suositeltua. Kaikki liikenne joka kulkee verkkosovellusten, kontrollerin 
ja välityslaitteiden välillä tulisi olla salattua ja autentikoitua. (Hogg 2014.) 
Verkkosovelluksia kehitettäessä tulee käyttää tietoturvallisia ohjelmointitapoja. 
Sovellukset voivat olla yleisön käytössä esim. palvelinkeskuksissa, mutta vaikka ne 
olisivatkin vain ylläpitäjän käytössä tietoturvasta huolehtiminen lisää 
pohjoissuuntaisen rajapinnan turvallisuutta. (Hogg 2014.) 
Joissain SDN-järjestelmissä on ominaisuus jolla välityslaitteet voivat verrata 
vuomerkintöjänsä kontrollerin politiikkoihin varmistaakseen niiden oikeellisuuden. 
Tämä auttaa huomaamaan mahdolliset hyökkääjän asettamat vuomerkinnät. (Hogg 
2014.) 
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2.6 OpenFlow 
2.6.1 OpenFlow-protokollan rakenne 
OpenFlow on ensimmäinen standardoitu rajapinta kontrollerin ja välityslaitteen 
välille SDN-verkoissa. Se sallii välityslaitteiden välitystason toiminnan suoran 
muokkauksen kontrollerin toimesta. (Software-Defined Networking: The New Norm 
for Networks. 2012.) 
OpenFlow:ta käyttäviä verkkolaitteita kutsutaan OpenFlow-kytkimiksi. Se voi olla 
joko puhdas OpenFlow-kytkin jolloin se ei voi käyttää muuta kuin OpenFlow-
protokollaa tai OpenFlow-hybridi jolloin se käyttää myös ns. perinteistä Ethernet-
kytkentätekniikkaa. (OpenFlow Switch Specification 1.5.0. 2014.) 
OpenFlow-kytkin koostuu yhdestä tai useammasta vuotaulusta (flow table), 
ryhmätaulusta (group table) sekä yhdestä tai useammasta turvallisesta OpenFlow-
kanavasta kontrollerille (OpenFlow channel). Kytkin kommunikoi kontrollerin kanssa 
ja kontrolleri ohjaa kytkintä käyttäen OpenFlow-protokollaa. OpenFlow-kanava on 
yleensä salattu TLS-protokollan avulla, mutta se voi käyttää myös salaamatonta TCP-
protokollaa. (OpenFlow Switch Specification 1.5.0. 2014.) 
OpenFlow-protokollan avulla kontrolleri voi poistaa, lisätä tai päivittää vuomerkintöjä 
kytkimen vuotaulussa. Muutokset voidaan tehdä joko proaktiivisesti tai reaktiivisesti 
vastauksena saapuneisiin paketteihin. Vuomerkinnät koostuvat vertailukentistä, 
tärkeysjärjestyksestä, laskureista, ohjeista joita saapuviin paketteihin sovelletaan, 
timeout-laskurista jonka loputtua vuomerkintä poistetaan taulusta, cookie-kentästä 
jota kontrolleri voi käyttää tunnisteena vuomerkinnälle sekä erinäisistä lipuista joita 
voidaan asettaa vuomerkinnöille. (OpenFlow Switch Specification 1.5.0. 2014.) 
2.6.2 Välityslogiikka ja vuomerkinnät 
OpenFlow-kytkimen vuotaulut on numeroitu järjestyksessä aloittaen ensimmäisestä 
taulusta jonka numero on 0. Saapuvien pakettien prosessointi on jaettu kahteen 
osaan, sisääntulevaan ja uloslähtevään prosessointiin. Sisääntuleva prosessointi alkaa 
ensimmäisen vuotaulun ensimmäisestä vuomerkinnästä. Uloslähtevä prosessointi on 
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vapaaehtoista eikä sitä ole välttämätöntä suorittaa ollenkaan. (OpenFlow Switch 
Specification 1.5.0 2014.) 
Saapuvia paketteja verrataan ensimmäisen vuotaulun ensimmäiseen merkintään 
tärkeysjärjestyksessä. Paketin täsmätessä vertailukenttiin suoritetaan sen 
vuomerkinnän ohjeet. Jos paketti ei täsmää vertailukenttiin, verrataan sitä seuraaviin 
vuomerkintöihin. Näin jatketaan, kunnes osuma löytyy tai vuomerkinnät loppuvat. 
(OpenFlow Switch Specification 1.5.0 2014.) 
Jos paketti ei täsmää yhteenkään vuotaulun vuomerkintään, riippuu seuraava 
toimenpide vuotaulun konfiguroinnista. Kyseessä on ns. table miss -tilanne. Vuotaulu 
voidaan konfiguroida table miss -tilanteessa joko hylkäämään paketti kokonaan, 
toimittamaan se kontrollerille tutkittavaksi tai siirtää se toiseen vuotauluun 
verrattavaksi. Tätä prosessia kutsutaan putkistoprosessiksi. Toiseen vuotauluun 
siirrettäessä voidaan paketti siirtää vain järjestyksessä seuraaviin tauluihin. 
Putkistoprosessissa ei siis voi siirtyä taaksepäin. (OpenFlow Switch Specification 
1.5.0. 2014.) Taulukosta 1 näkyy esimerkki siitä, mitä merkintöjä vuotaulu saattaa 
sisältää. 
 
Taulukko 1. Esimerkki mahdollisesta vuotaulusta (Software-Defined Networking: 
The New Norm for Networks 2012) 
Vuomerkinnän osuman sattuessa suoritettavat ohjeet voivat sisältää paketille 
suoritettavia toimintoja tai muuttaa putkistoprosessin toimintaa. Putkistoprosessin 
toiminnan muuttamisessa paketti ohjataan toiseen tauluun käsiteltäväksi ja jollekin 
toiselle taululle lähetetään metadataa. Tätä voidaan hyödyntää esimerkiksi 
ruuhkanhallinnassa. Paketille suoritettavia toimintoja ovat paketin muokkaaminen, 
paketin välittäminen portista ja paketin välittäminen ryhmätaululle. (OpenFlow 
Switch Specification 1.5.0 2014.) 
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Pakettia välitettäessä portille se voidaan välittää joko fyysisestä portista tai loogisesta 
portista, jotka voivat sisältää mm. kontrollerille välittämisen, “perinteisen” 
paketinvälityksen käyttämisen (ei-SDN) tai paketin lähettämisen kaikista kytkimen 
porteista. Ryhmätauluille välittämisen avulla monille eri vuomerkinnöille voidaan 
helposti soveltaa samoja toimintoja. Ryhmätaulut myös mahdollistavat 
monimutkaisempien toimintaohjeiden käyttämisen. (OpenFlow Switch Specification 
1.5.0 2014.) 
2.6.3 OpenFlow’n viestityypit 
OpenFlow tukee kolmenlaisia erilaisia viestejä kytkimen ja kontrollerin välillä. Nämä 
kolme viestityyppiä ovat kontrollerilta kytkimelle (controller-to-switch), asynkroninen 
ja symmetrinen viesti. Kaikki viestityypit sisältävät useita eri alatyyppejä. (OpenFlow 
Switch Specification 1.5.0 2014.) 
Kontrollerilta kytkimelle –viestit 
Kontrollerilta kytkimelle -viestit lähetetään nimensä mukaisesti kontrollerin toimesta 
ja ne tutkivat tai muuttavat kytkimen tilaa. Ne eivät välttämättä vaadi vastausta 
kytkimeltä (OpenFlow Switch Specification 1.5.0 2014): 
Features-viestillä kontrolleri pyytää kytkintä tunnistautumaan ja kertomaan, mitä 
toimintoja se tukee. Tämä viesti lähetetään yleensä OpenFlow-yhteyden avaamisen 
yhteydessä.  
Configuration-viestillä kontrolleri voi kysellä ja muuttaa kytkimen konfiguraatiota.  
Modify-state-viestillä kontrolleri lisää, poistaa tai muuttaa vuomerkintöjä, ryhmien 
toimintoja tai porttien tilaa.  
Read-state-viestiä käytetään pyytämään tietoa kytkimen konfiguraatiosta, tilastoista 
tai sen tukemista toiminnoista.  
Packet-out -viestiä kontrolleri käyttää lähettääkseen paketteja kytkimen portista tai 
välittääkseen edelleen paketteja, jotka se on saanut packet-in-viestillä. Packet-out-
viesti joko sisältää paketin itsessään tai siinä on puskuritunniste, joka osoittaa 
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pakettiin kytkimen muistissa. Se myös sisältää toiminnot, joita paketille tulee 
suorittaa. Tyhjä toimintolista tarkoittaa, että paketti hylätään kytkimen toimesta.  
Barrier-pyyntö varmistaa, että kytkin suorittaa kaikki sillä kesken olevat toiminnot ja 
päivittää tilansa, ennen kuin se suorittaa barrier-viestin. Kytkimen lähettämän 
barrier-vastausviestin ansiosta kontrolleri tietää, että kytkin on suorittanut kyseiset 
toiminnot.  
Role-request-viestillä kontrolleri asettaa OpenFlow-kanavan roolin, oman kontrolleri-
ID:nsä tai pyytää kytkintä kertomaan niiden nykyisen tilan. Tätä käytetään yleensä, 
kun kytkin on yhteydessä useaan kontrolleriin samanaikaisesti.  
Asynchronous-Configuration-viestejä käytetään, kun kontrolleri haluaa suodattaa 
kytkimen lähettämiä asynkronisia viestejä tai pyytääkseen tietoja suodatuksen 
nykyisestä tilasta. Myös tätä käytetään yleensä, kun kytkin on yhteydessä useampaan 
kontrolleriin.  
Asynkroniset viestit 
Asynkroniset viestit lähtevät kytkimeltä ja kertovat kontrollerille verkon tai kytkimen 
tilan muutoksista ilman, että kontrolleri erikseen kysyy niitä kytkimeltä (OpenFlow 
Switch Specification 1.5.0 2014): 
Packet-in -viestillä kytkin lähettää sille saapuneen paketin kontrollerille. Tämä johtuu 
yleensä vuomerkinnästä, joka ohjeistaa tekemään niin tai table-miss-tilanteesta, 
jossa kytkin on konfiguroitu lähettämään paketti kontrollerille. Jos kytkin tukee 
pakettien puskurointia tässä tilanteessa, se tallentaa viestin puskuriinsa ja lähettää 
kontrollerille vain osan paketin header-tiedoista.  
Flow-removed -viestillä kytkin kertoo kontrollerille, että se on poistanut 
vuomerkinnän vuotaulustaan. Tämä tapahtuu vain, jos vuomerkinnässä on käytetty 
lippua joka käskee lähettämään viestin. Yleensä vuomerkinnät poistuvat joko 
kontrollerin pyynnöstä tai niiden timeout-laskurin loppuessa. 
Port-status -viesti kertoo kontrollerille kytkimen portin tilan tai konfiguraation 
muutoksesta.  
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Role-status viestillä kytkin kertoo kontrollerille sen roolin muuttuneen. Jos kytkimen 
master-kontrolleri muuttuu, se lähettää edelliselle master-kontrollerille tiedon 
asiasta.  
Controller-status viesti kertoo kontrollerille, että jonkin kytkimen OpenFlow-kanavan 
tila on muuttunut.  
Flow-monitor-viestillä kytkin kertoo kontrollerille muutoksesta jossain 
vuomerkinnässä. Kontrolleri voi määrittää tarkemmin mitä vuomerkintöjä tulee 
seurata.  
Symmetriset viestit 
Symmetrisiä viestejä voidaan lähettää molempiin suuntiin ilman erityistä pyyntöä 
(OpenFlow Switch Specification 1.5.0 2014): 
Hello-viestejä lähetetään molempiin suuntiin, kun kontrolleri ja kytkin muodostavat 
yhteyttään.  
Echo-pyyntöjä voi lähettää kumpikin osapuoli, ja niihin tulee aina vastata echo-
vastauksella. Näillä varmistetaan yhteyden toimivuus ja voidaan mitata sen 
siirtonopeutta ja viivettä.  
Error-viestillä kerrotaan toiselle osapuolelle ongelmista yhteydessä tai muista 
virheistä. Yleensä kytkin käyttää error-viestejä kertoakseen kontrollerille, että jotain 
sen pyyntöä on mahdoton suorittaa.  
Experimenter-viestit on tarkoitettu OpenFlow’n tuleville ominaisuuksille.  
2.7 Floodlight 
2.7.1 Yleistä 
Floodlight on avoimen lähdekoodin SDN-kontrolleri. Sen kehitti alunperin Big Switch 
Networks, joka myös myy omaa tuotettaan, joka on rakennettu Floodlightin päälle. 
Nykyisin Floodlightia kehittää avoin kehittäjäyhteisö, johon kuka tahansa voi 
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osallistua. Se on lisensoitu Apache-lisenssillä, joka mahdollistaa lähdekoodin käytön, 
muokkaamisen ja muokatun koodin käytön kaupallisiin tarkoituksiin ilman rojalteja. 
(Floodlight n.d.) 
Floodlight on Java-pohjainen ja pyörii Java-virtuaalikoneen sisällä. Floodlight on 
helppo rakentaa itse lähdekoodin pohjalta ja myös helppo asentaa ja ottaa käyttöön. 
Se on täysin modulaarinen, joten sitä on myös helppo muokata ja parannella. 
(Floodlight n.d.) 
Floodlightin uusin versio 1.1 on julkaistu huhtikuussa 2015. Uusimmassa versiossa 
keskityttiin turvallisuusominaisuuksiin. Floodlight 1.1 tukee OpenFlow’n versioita 1.0 
ja 1.3 täysin ja versioita 1.1, 1.2 ja 1.4 osittain. Ohjelmisto on edelleen jatkuvan 
kehityksen alaisena. (Floodlight n.d.) 
2.7.2 Floodlightin rakenne 
Floodlightin rakenne koostuu sekä itse Floodlight-kontrollerista että kokoelmasta eri 
sovelluksia, jotka on rakennettu sen päälle. Kontrolleri sisältää ominaisuuksia, jotka 
sallivat sen kommunikoida OpenFlow-verkon kanssa sekä hallita sitä. Sen päälle 
rakennetut sovellukset taas toteuttavat erilaisia käyttäjien tarpeita verkon suhteen. 
Floodlightin käynnistyessä sekä kontrolleri että Java-moduuleina toteutetut 
sovellukset käynnistyvät yhtä aikaa. Näitä moduuleita on myös helppo rakentaa ja 
lisätä itse, jos haluaa lisätä erilaisia toiminnallisuuksia verkkoon. Kuvio 3 
havainnollistaa Floodlightin rakennetta. (The Controller 2015.) 
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Kuvio 3. Floodlightin rakenne (The Controller 2015) 
2.7.3 Floodlightin REST-rajapinta 
Representational state transfer -rajapinta eli REST-rajapinta on verkkopalvelujen 
tuottamisessa käytetty palvelun arkkitehtuurin ja kommunikoinnin tyyli. Tyypillisesti 
siinä luetaan tai muokataan HTTP:n avulla XML-tiedostoa. Jokainen palvelun 
tarvitsema resurssi sijaitsee omassa URI-osoitteessaan (Universal Resource 
Identifier). REST-rajapintojen hyviä puolia ovat käytön helppous ja keveys. (Rouse, M. 
2014b) 
REST-rajapinnassa käytetään neljää eri HTTP:n komentoa joilla tietoa haetaan ja 
muokataan: POST-komennolla luodaan uusi resurssi, GET-komennolla luetaan jokin 
resurssi, PUT-komennolla muutetaan tai päivitetään resurssin tilaa ja DELETE-
komennolla poistetaan resurssi.(Rouse, M. 2014a.) 
Floodlight käyttää REST-rajapintaa mahdollistaakseen verkkosovellusten helpon 
kehittämisen ja kontrollerin manuaalisen konfiguroinnin. REST-rajapinnan avulla on 
mahdollista mm. kysellä tietoja SDN-verkon välityslaitteista, päätelaitteista ja niiden 
välisistä linkeistä sekä erilaisista verkon tilasta kertovista tilastoista.  (Floodlight REST 
API. 2016.) 
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Vuomerkintöjen lukemista, muokkaamista ja luomista varten käytetään myös REST-
rajapintaa. Vuomerkintöjen monimutkaisuuden takia niiden muokkaamiseksi voi 
luoda esim. python-skriptejä. Floodlight tukee sekä reaktiivista että proaktiivista 
vuomerkintöjen lisäämistä. Reaktiivisessa uusi paketti saapuu välityslaitteelle, joka ei 
tiedä mitä sille pitäisi tehdä, joten se lähettää paketin kontrollerille. Kontrolleri tutkii 
pakettia ja luo uuden vuomerkinnän kytkimelle, jolloin se osaa käsitellä vastaavia 
paketteja tulevaisuudessa. Prokatiivisessä tavassa vuomerkintä lisätään 
välityslaitteelle ennen uusien pakettien saapumista. Tässä tapauksessa pakettia ei 
ikinä lähetetä kontrollerille, koska välityslaite tietää mitä sille pitää tehdä. (Static 
Flow Pusher API (New). 2016.) 
Floodlight sisältää myös palomuurin, jota voi käyttää REST-rajapinnan kautta. 
Palomuurin avulla tiettyjä paketteja voi kieltää tai sallia asettamalla niille sääntöjä 
mm. lähde- ja kohde-IP-osoitteen, MAC-osoitteen, sisääntuloportin tai käytetyn 
protokollan suhteen. (Firewall REST API. 2015). 
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4 Toteutus 
4.1 Floodlightin asentaminen ja testaus 
Floodlightin asentaminen Linux-käyttöjärjestelmässä on hyvin yksinkertaista ja 
helppoa. Se vaatii toimiakseen Javan joten ensimmäinen askel on Javan asentaminen. 
Tässä esimerkissä käytetään Ubuntu-jakelua. Asennamme myös Eclipsen jota voi 
käyttää omien moduuleiden ohjelmoimiseen. Git tarvitaan Floodlightin lataamiseen 
Githubista, ant Java-ohjelman rakentamiseen ja python-deviä käytetään Python-
ohjelmien rakentamiseen. 
  sudo apt-get install build-essential default-jdk ant python-dev eclipse git 
Tämän jälkeen ladataan ja asennetaan itse Floodlight. 
git clone git://github.com/floodlight/floodlight.git  
cd floodlight  
ant  
sudo mkdir /var/lib/floodlight  
sudo chmod 777 /var/lib/floodlight  
Tämän jälkeen Floodlightin voi käynnistää seuraavalla komennolla /floodlight-
kansiosta: 
  java -jar target/floodlight.jar 
Floodlight käynnistyy ja alkaa tulostaa debug-viestejä terminaaliin (kuvio 4). 
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Kuvio 4. Floodlight on käynnistetty onnistuneesti. 
Floodlightin testaamista varten kannattaa asentaa Mininet jota voi käyttää SDN-
verkon testaamiseen. Se simuloi SDN-kytkimiä, päätelaitteita ja verkon toimintaa. 
Mininet kaikkine tarvittavine lisäosineen asennetaan seuraavalla tavalla 
git clone git://github.com/mininet/mininet 
mininet/util/install.sh -a 
 
Mininetin toimintaa voi testata ajamalla sen samalla koneella eri terminaalin 
ikkunasta seuraavalla tavalla 
 
sudo mn --switch=ovs --controller=remote,ip=127.0.0.1  --topo=tree,3 
pingall 
 
Mininet testaa kaikkien eri päätelaitteiden pingin toimivuuden toisiin päätelaitteisiin, 
tuloksen pitäisi olla kuvion 5 kaltainen. 
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Kuvio 5. Ping kulkee onnistuneesti simuloidussa verkossa. 
Floodlight sisältää myös perustason graafisen web-käyttöliittymän josta voi 
tarkastella rajoitettuja tietoja. Siihen pääsee käsiksi avaamalla esim. samalta 
koneelta jossa Flodlight pyörii selaimella osoitteen http://localhost:8080/ui/index.html. 
Kuviosta 6 näkyy käyttöliittymän aloitussivu. 
 
Kuvio 6. Floodlightin käyttöliittymän aloitussivu 
33 
 
Käyttöliittymästä näkyy myös kuvallinen esitys verkon topologiasta (kuvio 7).  
 
Kuvio 7. Verkon topologia 
 
Toiselta välilehdeltä löytyvät listat Floodlightiin liitetyistä kytkimistä (kuvio 8).  
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Kuvio 8. Lista kytkimistä 
Viimeiseltä välilehdeltä näkyy lista verkossa nähdyistä päätelaitteista (kuvio 9). 
 
Kuvio 9. Lista päätelaitteista 
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Web-käyttöliittymän kautta pystyy myös näkemään yksittäisten kytkinten porttien 
tilastot sekä kaikki niille asetetut vuomerkinnät (kuvio 10).  
 
 
Kuvio 10. Kytkimen tarkemmat tiedot 
Päätelaitteiden osalta se osaa kertoa vain päätelaitteen IP-osoitteen, minkä kytkimen 
portin takaa se löytyy ja milloin se on viimeksi nähty verkossa (kuvio 11). 
 
 
Kuvio 11. Päätelaitteen tarkemmat tiedot 
 
4.2 Floodlightin REST-rajapinnan käyttö 
Helpoin tapa testata Floodlight REST-rajapintaa on Curlin avulla. Curl on avoimen 
lähdekoodin komentokehotteessa käytettävä ohjelma. Käytännössä Curlilla voi lukea 
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tietoa Floodlightin REST-rajapinnasta lukemalla sillä tiettyjä URL-osoitteita. 
Tarkemmat ohjeet eri komentoihin löytyy Floodlightin wiki-sivustolta osoitteessa 
https://floodlight.atlassian.net/wiki/display/floodlightcontroller/Floodlight+REST+API. 
Esimerkiksi listan kaikista Floodlightiin yhdistetyistä kytkimistä saa komennolla 
curl http://127.0.0.1:8080/wm/core/controller/switches/json 
Lopputulos näyttää tältä (kuvio 12). 
 
Kuvio 12. Lista Floodlightiin yhdistetyistä kytkimistä 
Tuloksen lukemisen helpottamiseksi sen voi kopioida esim. Osoitteeseen 
www.jsoneditoronline.com joka esittää datan helpommin luettavassa muodossa 
(kuvio 13). 
 
Kuvio 13. REST-rajapinnalta saatu vastaus helpommin luettavassa muodossa 
4.3 Static Flow Pusher -rajapinnan käyttö 
Static Flow Pusher on Floodlightin moduuli joka mahdollistaa staattisten 
vuomerkintöjen lisäämisen käsin. Tarkemmat käyttöohjeet ja esimerkkejä Python-
skripteistä löytyy Floodlightin wiki-sivustolta osoitteesta 
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https://floodlight.atlassian.net/wiki/pages/viewpage.action?pageId=1343518. 
Esimerkkinä seuraavalla komennolla kytkimelle 00:00:00:00:00:00:00:01 saadaan 
syötettyä yksinkertainen vuomerkintä: 
curl -X POST -d '{"switch": "00:00:00:00:00:00:00:01", "name":"flow-
mod-1", "cookie":"0", "priority":"32768", "in_port":"1","active":"true", 
"actions":"output=2"}' http://localhost:8080/wm/staticflowpusher/json 
Lopputuloksen näkee esim. Web-käyttöliittymästä seuraavasti (kuvio 14). 
 
Kuvio 14. Kytkimelle onnistuneesti asetettu vuomerkintä 
4.4 Palomuurin käyttö 
Floodlightissa on sisäänrakennettu palomuuri jota voi käyttää REST-rajapinnan 
kautta. Tarkemmat ohjeet löytyvät Floodlightin wiki-sivustolta osoitteesta 
https://floodlight.atlassian.net/wiki/display/floodlightcontroller/Firewall+REST+API. 
Oletuksena palomuuri on aina pois päältä. Tämän voi tarkistaa komennolla 
curl http://localhost:8080/wm/firewall/module/status/json 
Kuten kuviosta 15 näkyy: 
 
Kuvio 15. Floodlightin palomuuri on oletuksena pois päältä. 
 
Seuraavalla komennolla palomuuri käynnistetään (kuvio 16)  
curl http://localhost:8080/wm/firewall/module/enable/json -X PUT -d '' 
 
 
Kuvio 16. Palomuurin onnistunut käynnistys 
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Sille asetetaan yksinkertainen sääntö seuraavalla komennolla (kuvio 17). 
 
curl -X POST -d '{"switchid": "00:00:00:00:00:00:00:01"}' 
http://localhost:8080/wm/firewall/rules/json 
 
 
Kuvio 17. Palomuurille lisättiin onnistuneesti sääntö. 
 
Palomuurin kaikki säännöt voi listata komennolla  
curl http://localhost:8080/wm/firewall/rules/json 
Vastaus näkyy kuviossa 18. 
 
Kuvio 18. Palomuurilla näkyy vain yksi sääntö 
 
Sama vastaus on esitetty helpommin luettavassa muodossa kuviossa 19. 
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Kuvio 19. Palomuurin sääntö helpommin luettavassa muodossa 
4.5 Avior 
Avior on Maristin yliopistossa kehitetty avoimen lähdekoodin graafinen 
käyttöliittymä, joka tukee sekä OpenDaylight- että Floodlight-kontrollereita. Se on 
saatavilla osoitteesta http://openflow.marist.edu/avior. Avior 2.0:n asentamista varten 
täytyy ensin asentaa Node.js ja Sails.js. Node.js:n asentaminen hoituu seuraavalla 
tavalla 
curl -sL https://deb.nodesource.com/setup_5.x | sudo -E bash - 
sudo apt-get install -y nodejs 
Sails.js:n asentaminen hoituu seuraavalla tavalla 
sudo npm -g install sails 
Tämän jälkeen itse Avior asennetaan githubista seuraavalla tavalla 
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git clone http://github.com/1PhoenixM/avior-service 
npm install bcrypt 
cd avior-service 
sudo npm rebuild 
Avior käynnistyy komennolla 
sails lift 
Tämän jälkeen itse käyttöliittymään pääsee käsiksi menemällä selaimella 
osoitteeseen http://localhost:1337. Ensimmäiseksi täytyy valita käytössä oleva SDN-
kontrolleri tuetuista vaihtoehdoista (kuvio 20) sekä controllerin IP-osoite. 
 
Kuvio 20. Aviorin käynnistyessä tulee valita käytetty kontrolleri 
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Avioriin pääsee kirjautumaan oletuksena tunnuksilla admin/admin (kuvio 21). 
 
Kuvio 21. Aviorin kirjautumissivu 
Tämän jälkeen Avior avautuu oletussivulle josta näkyy tietoja kontrollerista sekä kuva 
verkon topologiasta (kuvio 22). 
 
Kuvio 22. Aviorin kirjautumissivu 
Sivupaneelista pääsee selailemaan muiden osa-alueiden välilehtiä (kuvio 23). 
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Kuvio 23. Aviorin sivupaneeli 
Eräs lupaavimmista Aviorin ominaisuuksista on graafinen käyttöliittymä joilla pitäisi 
pystyä lisäämään uusia vuomerkintöjä haluamilleen kytkimille. Tätä ei kuitenkaan 
testauksessa saatu toimimaan eikä Avior myöskään näyttänyt kytkimillä jo olevia 
vuomerkintöjä joita pystyi lukemaan Floodlightin omasta graafisesta 
käyttöliittymästä (kuvio 24). 
43 
 
 
Kuvio 24. Aviorin kytkinnäkymä ja staattisten vuomerkintöjen lisäyssivu 
Aviorin keskeneräisyydestä kertovat myös mm. QoS- ja Load Balancer-välilehdet joilla 
olevan tekstin mukaan ominaisuudet ovat vasta tulossa (kuvio 25). Aviorin Githubin 
toiminnan perusteella sen kehitys on kuitenkin pysähtynyt. Nykyisessä muodossaan 
se on hyvin pitkälle käyttökelvoton, mutta koska se perustuu avoimeen lähdekoodiin 
voisi sitä ehkä käyttää pohjana jollekin projektille. Siinä on myös REST-rajapinta jota 
ei testattu ohjelman yleisen toimimattomuuden johdosta. 
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Kuvio 25. Osa Aviorin välilehdistä on selkeästi kesken. 
 
4.6 Floodlightin moduuli 
Yhtenä työn osa-alueena suunniteltiin Floodlightiin lisättävää moduulia joka olisi 
toiminut yhdessä Cyber Trust -projektissa rakennettavan visualisointiohjelmiston 
kanssa. Floodlightin moduuli olisi lisännyt kaikki Floodlightiin kytketyt laitteet 
visualisointiohjelmiston tietokantaan jotta se voisi piirtää tarkan kuvan verkon 
rakenteesta. 
Floodlightiin moduulin lisääminen on hyvin yksinkertaista ja siitä on olemassa hyvä 
tutoriaali joka opastaa aiheeseen osoitteessa 
https://floodlight.atlassian.net/wiki/display/floodlightcontroller/How+to+Write+a+Modul
e. Java-ohjelmointikielellä kirjoitettu moduuli lisätään Floodlightin konfiguraatioon 
jonka jälkeen se käynnistyy automaattisesti Floodlightin mukana. Tarvittaessa apua 
voi kysyä Floodlightin kehittäjien postituslistalta osoitteessa 
https://groups.google.com/a/openflowhub.org/forum/?fromgroups#!forum/floodlight-
dev. 
45 
 
Käytännössä moduulin rakentaminen jäi hyvin aikaiseen vaiheeseen osaamisen ja 
resurssien puutteen takia. Nykyisessä muodossaan moduulin voi ladata Floodlightiin 
ja se osaa lukea rajoitettuja tietoja Floodlightin REST-rajapinnasta mutta ei tee 
tiedoilla mitään sen enempää. 
    Kuviosta 26 näkyy alustava suunnitelma moduulin mahdollisesta toiminnasta. 
 
 
Kuvio 26. Floodlightin moduulin suunniteltu toiminta 
 
4.7 Floodlight verrattuna muihin SDN-kontrollereihin 
SDN-kontrolleria valitessa eräs ensimmäisistä valinnoista on se, pohjautuuko kontrol-
leri avoimeen lähdekoodiin vai onko se kaupallinen tuote. Koska Floodlight perustuu 
avoimeen lähdekoodiin ei sitä kannata verrata kaupallisiin tuotteisiin joissa on usein 
parempi kirjo ominaisuuksia sekä valmistajan tuki. 
Avoimeen lähdekoodiin perustuvia kontrollereita on lukuisia, esimerkkeinä 
OpenDaylight, OpenContrail sekä ONOS. Näistä OpenDaylight ja ONOS ovat nykyään 
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Linux Foundationin alaisia, kun taas OpenContrail on alunperin Juniperin projekti. 
(https://www.opendaylight.org/news/blogs/2015/10/my-perspective-onos-joining-
linux-foundation) 
Tärkein syy valita avoimen lähdekoodin kontrolleri on mahdollisuus muokata sen 
lähdekoodia ja lisätä siihen itse uusia ominaisuuksia. Tähän liittyy olennaisesti 
kontrollerin dokumentoinnin taso sekä mahdollinen yhteisö josta voi kysyä apua 
ongelmatilanteissa. 
Tässä suhteessa Floodlight on kohtuullinen valinta. Wiki-sivuston dokumentaatio on 
suhteellisen kattava ja se sisältää useita eri tutoriaaleja omien moduulien kehit-
tämistä varten. Kehittäjien postituslista on suhteellisen eläväinen, ja listalla vastailee 
jatkuvasti eräs Floodlightin kehittäneen firman (Big Switch Networks) työntekijä. 
Floodlightia myös kehitetään edelleen. Versio 1.2 julkaistiin helmikuussa 2016. 
Toinen tärkeä tekijä kontrolleria valittaessa on sen tukemat ominaisuudet. 
Käytännössä kaikki kontrollerit tukevat perusominaisuuksia kuten liikenteen reititystä 
ja vuomerkintöjen lisäämistä. Näiden lisäksi Floodlight sisältää palomuuri- ja access 
list –ominaisuuksia. Kehittyneemmät ominaisuudet kuten korkea saatavuus ja quality 
of service eivät kuitenkaan ole kovin pitkälle kehittyneet. Molempiin on kuitenkin 
saatavilla jonkinasteisia valmiita moduuleita. 
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5 Tulokset 
Floodlight vaikuttaa tutkinnan perusteella olevan varteenotettava vaihtoehto 
avoimen lähdekoodin SDN-kontrolleriksi. Se tukee tärkeimpiä ominaisuuksia ja 
joitakin ylimääräisiä mutta hyödyllisiä ominaisuuksia. Sen asentaminen on yksinker-
taista ja helppoa. Se myös toimi luotettavasti ja odotetulla tavalla. 
Kuten SDN-verkoissa yleensä Floodlightin kehittyneempi käyttö tuntuu vaikeammalta 
perinteisiin verkkoihin verrattuna. Yksinkertainen verkko- ja päätelaitteiden välinen 
liikennöinti toimii suoraan oletuksena, mutta esimerkiksi tiettyjen vuomerkintöjen 
syöttäminen käsin on työlästä. Tämä tosin vaikuttaa olevan yleistä avoimen 
lähdekoodin SDN-kontrollereilla ja sen välttääkseen voi valita kaupallisia 
vaihtoehtoja.  
Vaikka yksinkertainen lähiverkko onkin helppo toteuttaa SDN-tekniikalla, on se perin-
teisellä tekniikalla vielä helmpompi. Tästä syystä SDN-tekniikka vaikuttaa olevan par-
haimmillaan suurissa verkoissa, joissa tarvitaan erityisiä ja räätälöityjä toimin-
nallisuuksia. 
Avoimen lähdekoodin SDN-kontrollereista ovat viime aikoina olleet eniten 
julkisuudessa OpenDaylight ja ONOS, mutta myös Floodlightin kehittäjäyhteisö on 
edelleen aktiivinen. Kehittäjien postituslistalla keskustellaan jatkuvasti ja Floodlightin 
kehitystyö jatkuu edelleen. Esimerkkinä tästä opinnäytetyön teon aikana julkaistu 
uusin versio. 
Integroiminen omaan visualisointiohjelmistoon on myös mahdollista. Moduulijärjest-
elmän avulla omien toiminnallisuuksien ohjelmoiminen Floodlightiin on yksinker-
taista. Floodlightin dokumentoinnista ei tosin löytynyt helppoja tapoja päästä käsiksi 
Floodlightin tietoihin, mutta se onnistuu REST-rajapintaa käyttämällä. 
Floodlightin kehittäminen ja REST-rajapinnan käyttö on yksinkertaista wiki-sivuston ja 
tutoriaalien avulla. REST-rajapinta vaikuttaa olevan tarpeeksi kattava ja toimiva mah-
dollistaakseen verkkosovellusten kehittämisen Floodlightille. 
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6 Yhteenveto 
6.1 Työn tuloksien arviointi 
Opinnäytetyön tarkoituksena oli tutkia Floodlightia SDN-kontrollerina sekä mah-
dollisuutta integroida se Cyber Trust –projektissa kehitettävään visualisointiohjelmis-
toon. Työ aloitettiin tutustumalla teoriapuoleen. 
SDN-tekniikasta kirjoittaminen oli yllättävän hankalaa. Kyseinen teknologia on sen 
verran uutta, että siitä on vaikea löytää kattavaa materiaalia. Varsinkin sellaista, joka 
käsittelee aihetta yleisesti, eikä esimerkiksi jotain tiettyä tuotetta tai tekniikan osa-
aluetta. Se myös kehittyy hyvin nopeasti, joten esimerkiksi jo kaksi vuotta vanha ma-
teriaali on usein vanhentunutta.  
Halusin myös teoriaosuudessa panostaa siihen, että lähteet olivat oikeasti korkea-
laatuisia, eivätkä suoraan joidenkin valmistajien mainoslehtisiä. Onneksi sopivia ai-
hetta käsitteleviä, korkealaatuisia ja ajantasaisia lähteitä löytyi tarvittavasti. Koko laa-
jan SDN-aihealueen jakaminen helposti kuvailtaviin osa-alueisiin tuotti ongelmia. 
Mielestäni se kuitenkin onnistui lopulta hyvin. 
Työn aikana yritettiin myös tehdä itse moduulia, joka olisi kommunikoinut visuali-
sointiohjelmiston kanssa. Sen kanssa kamppailuun ja tuskailuun kului kuitenkin aivan 
liikaa aikaa, ennen kuin siitä luovuttiin riittämättömän ohjelmointiosaamisen 
johdosta.  
Tämän johdosta en ole tyytyväinen työn lopulliseen suoritukseen. Oman moduulin 
ohjelmoimisesta olisi pitänyt luopua jo aiemmin, jolloin siihen tuhlaantunut aika ja 
energia olisi voitu käyttää paremmin. Tähän olisi auttanut heti alussa suoritettu arvi-
ointi moduulin ohjelmoimiseen tarvittavista taidoista suhteessa omaan osaamiseen. 
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6.2 Kehitysideat 
Tämän opinnäytetyön pohjalta voisi jatkaa Floodlightiin oman moduulin ra-
kentamista. Sen pitäisi olla suhteellisen yksinkertaista tarpeelliset Java-taidot omaa-
valle. Myöskin yleisemmin SDN-kontrollereiden muokkaaminen, ja niihin toimin-
nallisuuksien lisääminen, olisi kiinnostava tutkimusaihe. 
Floodlight voisi myös olla yksi vaihtoehto esimerkiksi Jyvsectecin ja Cyber Trust –pro-
jektin tekemään tutkimukseen. Floodlight oli tarkoitus pystyttää JAMK:in RGCE-
ympäristöön myös tämän työn yhteydessä, mutta se jäi tekemättä ympäristössä esi-
intyneiden ongelmien takia. 
Yleisemmin SDN-tekniikasta saisi kiinnostavia tutkimusaiheita esim. sen käytännön 
toiminnan mittauksista, ja siitä kuinka eri kontrollerit kestävät suuria määriä 
liikennettä, suuria määriä käyttäjiä tai suureksi kasvavia vuotauluja. SDN-verkkojen 
tietoturvaongelmiin, tai uhkiin liittyvä tutkimustyö, olisi varmasti myös hyvin ki-
innostavaa. 
Eräs SDN-tekniikan hyödyistä on se, että tietoverkkoon ei välttämättä tarvita eri-
koistuneita laitteita esimerkiksi palomuurin tai kuormantasauksen suorittamiseen. 
Hyvä tutkimuskohde olisikin miten hyvin SDN-kontrollerit tukevat näitä 
ominaisuuksia, ja miten hyvin ne suoriutuvat niistä tehtävistä oikeassa tai simu-
loidussa verkossa.  
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