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[(ݑ݊ݏ݅݃݊݁݀ ݎ݁ܽ݀݅݊݃) ∗ 0.02] − 272.0 = ܥ݈݁ݏ݅ݑݏ ܦ݁݃ݎ݁݁ݏ 
This allows the temperature gradient across the tire to be easily seen as differences 
as slight at 0.02 degrees Celsius are recorded. 
The major trouble with working with multiples of the MLX90614 is the 
communication.  This unit uses an I2C communication protocol.  I2C is a very 
common and very useful protocol as it uses only 2 wires in addition to the power 
and ground for the chip it is connecting to, as opposed to 4 wires for SPI.  However, 
since I2C does not have a chip select function, every I2C device has a Slave Address 
set in its EEPROM (Electronically Erasable Programmable Read Only Memory), and 
in the case of the MLX90614 and most I2C devices, it is set to a default value from 
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the factory.  In order to change the slave address of the sensor, it must be first reset 
to 0x000 (0 in hexadecimal, representing 12 zeros in binary) and then set to the 
desired new address.  The MLX90614 must then be power cycled for the new 
address to take effect.  This process may seem simple, however, in order to write to 
the EEPROM in the MLX90614, a Cyclic Redundancy Check (CRC) is required.  The 
CRC is an additional byte of data that is calculated based on the bytes preceding it in 
the packet.  This is used to check for any sort of transmission error.  The main issue 
however, is that the FEZ Rhino has software libraries to calculate 16 and 32 bit CRC 
values, and the MLX90614 uses an 8 bit CRC.  Since only 6 sensors needed to have 
their addresses changed, hand calculations using an online guide were performed in 
order to spend less time writing a method to calculate the 8 bit CRC values.  After 
the process of changing each address, it was written in marker on the side of the 
MLX90614’s body.  This would make it much easier to mount the sensors, knowing 
the address of each sensor mounted in each location, instead of having to go around 
and try to guess which sensors had address 0x010 versus 0x015. 
CANBUS Engine Parameters 
The engine parameters that were desired for logging were engine speed (RPM), 
Throttle Position (TPS), Air/Fuel Ratio (Lambda or AFR),and  Manifold Absolute 
Pressure (MAP).  Since these are all available over the CANBUS interface from the 
Haltech Sport 2000 ECU, that was the best way to capture this data as it would 
require the least amount of additional hardware.   
The CANBUS system works similar to I2C where everything has an address, 
however the packets are limited to 8 bytes of data in order to keep a single device 
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from overwhelming others.  Thus, this limits the amount of data that can come from 
a single address.  Since the Haltech has more than 8 bytes of data that it is capable of 
sending, it sends packets from multiple addresses.  The Haltech was designed to 
work with an aftermarket dashboard over the CANBUS connection, such as long as 
the feature is enabled in the Haltech software, it should send data continuously over 
the CANBUS connection.  When a CANBUS message is received by the FEZ Rhino, it 
creates a CANMessageReceivedEvent which is handled by a static method in the main 
execution program.  In order to store the data from these event handlers, a sort of 
placeholder object was needed.  This led to the creation of the DummySensor object.  
The DummySensor is basically storage location encapsulated within an object that 
complies with the Sensor interface.  When the even handler parses the data from the 
CANMessage object, it stores the appropriate data in the DummySensor objects so 
that they can be read by the next iteration of the main data recording loop. 
Global Positioning System (GPS) 
The GPS Extension available from GHI Electronics for use with the FEZ 
microcontrollers comes with driver to act as a layer of communication between the 
main program and the GPS hardware.  When this was tested, it functioned as 
designed, however it left something to be desired due to a simple mistake.  Whoever 
GHI Electronics had write their driver used integer numbers for both the Hour and 
Minute components of the GPS coordinates.  This limited the precision of the device 
severely, as one minute of latitude in Worcester (the length of each degree varies 
depending on latitude) is over one mile, and a minute of longitude is .85 miles.  This 
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was not nearly detailed enough to provide the necessary data to trace the motion of 
the car over the course of a small autocross course.   
This prompted further research into the origin and operation of the GHI Electronics 
GPS extension.  The GPS module, manufactured by Sirf Technology, uses a standard 
UART interface and transmits the Degrees in integer form, and the minutes of 
Latitude and Longitude to four decimal places.  There is no logical reason why the 
GHI provided driver did not include the extra precision.  Thankfully the source code 
for the driver was provided, so it was then modified to include the added precision 
which greatly improved the accuracy of the unit. 
This better version of the driver was then abstracted within an object that meets the 
requirements set by the Sensor interface.  The output format is a simple Latitude and 
Longitude:  Degrees & Minutes Latitude Degrees & Minutes Longitude.  This takes 
only one slot in the .csv file, and is very compact, and easy to read. 
Timing 
The Fez Rhino includes a Real Time Clock (RTC) which can be set manually, or by 
requesting the current date and time from the GPS system.  The RTC keeps time 
down to the millisecond, which is adequate for the needs of the DAQ as 1000 or 
more samples per second are highly unlikely.  The RTC is abstracted in a class, aptly 
named clock which returns the time in a standard clock form:  
Hours : Minutes : Seconds . Milliseconds  
This makes the output easy to read, as well as being easy to parse when loaded into 
analysis software. 
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Main Execution Program 
 
The main execution program starts by loading all of the necessary objects into 
memory.  This includes constant things like the file name and which pins control 
lights or are connected to switches, as well as the objects pertaining to the various 
sensors connected to the system.  All of the Sensor objects are added to an ArrayList 
object, which is dynamically sized array.  Any Sensor objects which require zeroing 
before the start of logging are zeroed before being added to the ArrayList.  Next, the 
USB storage device is detected, and the filesystem is loaded.  After loading the file 
system, the DAQ scans the files listed in the root directory to make sure not to 
overwrite any previous logs, incrementing the number on the end of the file until it 
determines that the file is not present on the media.  Next, the file is created and the 
first line is written based off of the Sensor objects in the ArrayList. Next, the system 
goes into a semi‐infinite loop.  The loop will only exit when the dashboard switch is 
moved to the off position.  During the loop, the DAQ will continuously read from its 
sensors sequentially, and write the readings to the .csv file.  When the loop is exited, 
the file is saved and closed.  At this point the system goes into another loop waiting 
for the switch to be flipped back into the on position or for the system to turn off.  If 
the switch is reactivated, the program jumps back to the file creation process and 
begins collecting data once again. 
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Figure 30: Program Flowchart 
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Conclusions and Recommendations 
  Using the engineering knowledge gained from the past four years spent at 
Worcester Polytechnic Institute the group was able to redesign the intake, pedal 
plate, and hubs for the 2009 FSAE racecar, while also designing a throttle body and 
exhaust. Much like years past, testing time was limited and did not allow the team 
time to test the car and determine if any other systems would fail and need to be 
remanufactured or redesigned to prevent future failures.   
Intake 
  The intake was redesigned to eliminate the potential of poor fuel atomization 
and turbulent flow of the air before entering the engine. The new location of the fuel 
injectors will now spray the fuel right at the intake valves, which is ideal for a fuel 
injected engine. Removing the welded bends from the intake runners and replacing 
them with smooth round bends promotes laminar flow of air into the engine, which 
will help more effectively fill the cylinder. All of these design changes will greatly 
improve the performance of the racecar.  
In order to optimize the intake runners and plenums the next step would be 
to dyno the car to measure the power, and then adjust the runner length and 
plenum volume and see how the changes affect the power and torque of the engine. 
Testing the car on a dynometer would give the team data regarding the optimum 
runner length and plenum volume.  While doing the calculation to determine the 
intake runner length and plenum volume give a base line to start the design at 
testing different runner lengths and plenum volumes and monitoring the change in 
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horsepower and torque is the only way to validate the calculations. Testing different 
sized runners and plenums also allows the team to reduce any errors derived from 
estimations in the length of intake port in the head and any portion of the plenum 
not accounted for in the initial volume calculations. Dyno testing would have also 
proved beneficial if the car had been dynoed with the original intake setup to 
determine the gains from the redesigned intake runners and plenum. If the group 
was able to measure improvements from testing the different changes made to the 
intake, it could be very useful to future WPI FSAE teams when they need to design 
an intake system. Whenever data is available it can help a team determine how to 
approach the different systems of the car. If there were only small gains had from 
different runner lengths and plenum volumes then future teams could spend less 
time on an intake design and put more effort into another system of the car.  
Throttle Body 
  The throttle body is another area of the car that could benefit greatly from 
dyno testing while changing the type of throttle body being used. If the team had 
time to machine a butterfly throttle body and spike throttle body and then dyno test 
each setup that data could provide valuable insight into the optimal throttle body 
design for a Formula SAE racecar. Since the power on the car is so limited any 
testing done to determine where more power can be made will make a large 
difference when a car is taken to competition. Also with more testing data design 
changes could be made to the throttle body to try and get a little more power from a 
throttle body design, by making minor changes to it.  
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Data Acquisition System 
The Data Acquisition system was tested in a laboratory environment, 
however due to the inability to test the car in dynamic events, there was never a 
chance to test the DAQ on the car in race conditions.  The Bourn’s PTS 
potentiometers work well when combined with the Microchip MCP320X analog to 
digital converters under indoor testing, however they have not been able to be 
subjected to the conditions that will be met during the course of a dynamic event.  
All the computer simulation in the world cannot fully replace real world testing.  
Testing is the main recommendation for the DAQ, as it will expose any issues that 
may arise.   
Going forward, The DAQ could easily evolve into a larger system with more 
than just data collection functions.  Any functions on the car that cannot be directly 
controlled by the ECU, but require more than simple on/off control from the driver 
could be automated through the microcontroller in the DAQ.  Additionally, more 
sensors could be added as there is plenty of room on the FEZ Rhino for expansion.  
Also, the topic of adding telemetry to the car was discussed, and then put on the 
back burner as it was not necessary for the collection of viable data.  Telemetry 
would be a useful tool in the, as would some sort of wireless link to the ECU to allow 
engine tuning without having to stop the car in order to reduce downtime while 
making modifications to the engine calibration.  As more functionality is added, the 
tasks may outgrow the computing hardware as the FEZ Rhino is only a 72 MHz 
processor.  Upgrading to something along the lines of a PowerPC chip may be 
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necessary in order to maintain the frequency of data collection as well a controlling 
other functions. 
Recommendations for Future Teams 
  Over the year the group learned many things that were not directly related to 
the sections of the car that were manufactured or redesigned. While these were not 
major breakthroughs, they were a lot of little things here and there that should not 
be over looked by future teams. One of the biggest issues the group repeatedly ran 
into was trying to mount little things here and there, which proved to be difficult. In 
future years the team should design mounts and locations for commonly overlooked 
parts and components such as catch cans, engine electronics, safety guards and the 
battery. Testing proved that the initial battery location was close to exhaust, which 
caused the battery casing to melt, resulting in battery charging issues. The engine 
orientation was another minor detail that can be easily overlooked, but can make a 
big difference when the car is getting assembled at the end of the year. Although the 
engine orientation on the current car is inconvenient, there are design constraints 
which require it to be in this orientation. However, other the orientation of other 
components and systems could have been altered to alleviate space constraints. The 
cockpit of the car is another section that can be easily overlooked when designing 
the car. To facilitate the removal of seat inserts, the harness should be able to be 
easily passed through the insert.  
  One final recommendation for future teams would be to consider all aspects 
of the car when in the design phase of the project. If all the systems are designed 
with consideration of one another it can help to make a better overall car. Designing 
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systems and components independently of each other may result in parts 
interfering with each other, causing last minute design changes, which can lead to 
bad engineering practices. This was a common occurrence in the completion of the 
racecar. 
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Appendix A: Data Acquisition System Code 
Main Execution Program 
using System; 
using System.Threading; 
using System.IO; 
using System.Text; 
 
using Microsoft.SPOT; 
using Microsoft.SPOT.IO; 
using Microsoft.SPOT.Hardware; 
 
using GHIElectronics.NETMF.Hardware; 
using GHIElectronics.NETMF.Hardware.LowLevel; 
 
using GHIElectronics.NETMF.FEZ; 
using GHIElectronics.NETMF.USBHost; 
using GHIElectronics.NETMF.IO; 
using GHIElectronics.NETMF.System; 
 
 
 
 
namespace FSAE_DAQ_2 
{ 
    public class Program 
    { 
        static CAN.Message[] msgList; 
        static DummySensor rpm ; 
        static DummySensor tps; 
        static DummySensor map; 
        static DummySensor AFR; 
        static DummySensor ign; 
 
        public static void Main() 
        { 
 
            string fileName = "FSAEDaq_log"; 
            int fileNumber = 001; 
 
            //DAQ on off switch, connected to board pin#1, switching with ground. 
            InputPort DAQ_ON = new InputPort(((Cpu.Pin)FEZ_Pin.Digital.IO62), 
false, Port.ResistorMode.PullUp); 
            OutputPort usbLight = new OutputPort((Cpu.Pin)FEZ_Pin.Digital.IO60, 
false); 
            OutputPort DAQGood = new OutputPort((Cpu.Pin)FEZ_Pin.Digital.IO64, 
false); 
            OutputPort DAQBAD = new OutputPort((Cpu.Pin)FEZ_Pin.Digital.IO66, 
false); 
 
            //set error light & USB light during setup 
            DAQBAD.Write(true); 
            usbLight.Write(true); 
 
            StreamWriter log; 
            PersistentStorage usb; 
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            System.Collections.ArrayList sensors = new 
System.Collections.ArrayList(); 
 
            //CANBUS sentup on CAN channel 1 for 1 Mbit/s 
            int T1 = 15; 
            int T2 = 8; 
            int BRP = 3;//change this number to change clock rate  3 = 1Mbit/s; 6 
= 500 Kbit/s 
            CAN can = new CAN(CAN.Channel.Channel_1, (uint)(((T2 ‐ 1) << 20) | 
((T1 ‐ 1) << 16) | ((BRP ‐ 1) << 0))); 
 
            //initialize CAN message array 
            msgList = new CAN.Message[100]; 
            for (int i = 0; i < msgList.Length; i++) 
            { 
                msgList[i] = new CAN.Message(); 
            } 
 
            can.DataReceivedEvent += new 
CANDataReceivedEventHandler(can_DataReceivedEvent); 
            can.ErrorReceivedEvent += new 
CANErrorReceivedEventHandler(can_ErrorReceivedEvent); 
 
 
 
 
 
            //setup sensors 
            sensors.Add(new clock()); 
            //either use GPS or the bruteforce clock settting... if the GPS is 
working you get accurate time from the satellites to set the RTC 
 
 
            //sensors.Add(new GePeS()); 
            RealTimeClock.SetTime(new DateTime(2011, 4, 10, 12, 0, 0)); 
 
            //MCP3204, CS pin on IO51, board pin#9 
            sensors.Add(new MCPSensor("X‐axis Accel", 
(Cpu.Pin)FEZ_Pin.Digital.IO51, 0x00, 1, 0)); 
            sensors.Add(new MCPSensor("Y‐axis Accel", 
(Cpu.Pin)FEZ_Pin.Digital.IO51, 0x01, 1, 0)); 
            sensors.Add(new MCPSensor("Z‐axis Accel", 
(Cpu.Pin)FEZ_Pin.Digital.IO51, 0x02, 1, 0)); 
            sensors.Add(new MCPSensor("Gyro VREF", (Cpu.Pin)FEZ_Pin.Digital.IO51, 
0x03, 1, 0)); 
 
            //MCP3204, CS pin on IO52, board pin#11 
            sensors.Add(new MCPSensor("X‐axis Gyro", 
(Cpu.Pin)FEZ_Pin.Digital.IO52, 0x00, 1, 0)); 
            sensors.Add(new MCPSensor("X‐axis Gyro, precision", 
(Cpu.Pin)FEZ_Pin.Digital.IO52, 0x01, 1, 0)); 
            sensors.Add(new MCPSensor("Z‐axis Gyro", 
(Cpu.Pin)FEZ_Pin.Digital.IO52, 0x02, 1, 0)); 
            sensors.Add(new MCPSensor("Z‐axis Gyro, precision", 
(Cpu.Pin)FEZ_Pin.Digital.IO52, 0x03, 1, 0)); 
 
            //MCP3208, CS pin on IO53, board pin#13 
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            MCPSensor LF = new MCPSensor("Left Front Suspension Position", 
(Cpu.Pin)FEZ_Pin.Digital.IO53,0x00, 1, 0); 
            MCPSensor RF = new MCPSensor("Right Front Suspension Position", 
(Cpu.Pin)FEZ_Pin.Digital.IO53, 0x01, 1, 0); 
            MCPSensor LR = new MCPSensor("Left Rear Suspension Position", 
(Cpu.Pin)FEZ_Pin.Digital.IO53, 0x02, 1, 0); 
            MCPSensor RR = new MCPSensor("Right Rear Suspension Position", 
(Cpu.Pin)FEZ_Pin.Digital.IO53, 0x03, 1, 0); 
            MCPSensor steering = new MCPSensor("Steering Position", 
(Cpu.Pin)FEZ_Pin.Digital.IO53, 0x04, 1, (float)‐2047.0); 
 
            //set position offsets to current values, accounting for different 
static positions due to alignment & driver/car weight 
            LF.offset = LF.rawRead(); 
            LR.offset = LR.rawRead(); 
            RF.offset = RF.rawRead(); 
            RR.offset = RR.rawRead(); 
 
            //Add suspension sensors to sensors ArrayList 
            sensors.Add(LF); 
            sensors.Add(LR); 
            sensors.Add(RF); 
            sensors.Add(RR); 
            sensors.Add(steering); 
 
 
            //tire temperature sensors. 
            sensors.Add(new MLX_Temp("LF outer temp", 0x010, 100, 1, 0)); 
            sensors.Add(new MLX_Temp("LF middle temp", 0x011, 100, 1, 0)); 
            sensors.Add(new MLX_Temp("LF inner temp", 0x012, 100, 1, 0)); 
            sensors.Add(new MLX_Temp("RF inner temp", 0x013, 100, 1, 0)); 
            sensors.Add(new MLX_Temp("RF middle temp", 0x014, 100, 1, 0)); 
            sensors.Add(new MLX_Temp("RF outer temp", 0x015, 100, 1, 0)); 
 
 
 
 
            //CAN‐Data sensors, updated automatically by CAN received event. 
            rpm = new DummySensor("RPM", 1, 0); 
            tps = new DummySensor("TPS %", (float)0.1, 0); 
            map = new DummySensor("MAP mBar", 1, 0); 
            AFR = new DummySensor("AFR, Lambda", (float)0.001, 0); 
            ign = new DummySensor("ignition advance", (float)0.1, 0); 
           
             
            //detect storage devices 
            Debug.Print("power on \ndetecting USB storage devices"); 
            Thread.Sleep(10); 
            int c = 0; 
            while(USBHostController.GetDevices().Length == 0) 
            { 
                //**set error light, wait for USB insertion. 
                Debug.Print("Working..." + c); 
                c++; 
                Thread.Sleep(100); 
            } 
            //**turn off error light if set 
            usbLight.Write(false); 
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            //mount USB file system 
            Debug.Print("USB Storage Device found"); 
            usb = new PersistentStorage(USBHostController.GetDevices()[0]); 
            Thread.Sleep(25); 
            usb.MountFileSystem(); 
            Debug.Print("File System mounted"); 
            Thread.Sleep(10); 
 
 
            //setup file(s) 
            string root = VolumeInfo.GetVolumes()[0].RootDirectory; 
            Thread.Sleep(10); 
 
            Debug.Print("Scanning Files"); 
 
            String nextLine = ""; 
 
 
 
        fileStart: 
 
            nextLine = ""; 
            for (int i = 0; i < sensors.Count; i++) 
            { 
                nextLine += ((Sensor)sensors[i]).Name() + ", "; 
            } 
            nextLine += rpm.Name() + ", "; 
            nextLine += tps.Name() + ", "; 
            nextLine += map.Name() + ", "; 
            nextLine += AFR.Name() + ", "; 
            nextLine += ign.Name() + ", "; 
 
            while (File.Exists(root + @"\" + fileName + fileNumber + 
".csv"))//check to see if current file number exists 
            { 
                Debug.Print("File " + fileName + fileNumber + ".csv found."); 
                fileNumber++; //if it exists, increment the number 
            } 
            Debug.Print("Creating File " + fileName + fileNumber + ".csv"); 
            log = new StreamWriter(root + @"\" + fileName + fileNumber + ".csv", 
false); 
            
             
            log.WriteLine(nextLine); 
            Debug.Print(nextLine); 
 
             
            //check to see if time is valid, if no, set from GPS 
            while(RealTimeClock.GetTime().Year < 2010) 
            { 
                RealTimeClock.SetTime(FEZ_Extensions.GPS.GetUTCDateTime()); 
            } 
            DAQBAD.Write(false); 
 
 
            //sample sensors 10 times, saving data to logfile in .csv format 
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            while(DAQ_ON.Read()){ 
                DAQGood.Write(true); 
                nextLine = ""; 
                for (int j = 0; j < sensors.Count; j++) 
                { 
                    nextLine += ((Sensor)sensors[j]).Read() + ", "; 
 
                } 
 
                //CANBUS dummy sensors 
                nextLine += rpm.Read() + ", "; 
                nextLine += tps.Read() + ", "; 
                nextLine += map.Read() + ", "; 
                nextLine += AFR.Read() + ", "; 
                nextLine += ign.Read() + ", "; 
 
                Debug.Print(nextLine); 
                log.WriteLine(nextLine); 
            } 
            DAQGood.Write(false); 
            log.Close(); 
            log.Dispose(); 
 
            //if switch is flipped to stop log... 
            while (!DAQ_ON.Read()){ 
                DAQBAD.Write(true); 
 
                //sit here doing nothing, waiting for switch to go live again. 
                 
            } 
            //when the switch is turned on again, go back to the file start and 
get ready to log again. 
            goto fileStart; 
             
             
 
             
            } 
 
        static void can_DataReceivedEvent(CAN sender, CANDataReceivedEventArgs 
args) 
        { 
            Debug.Print(">>> can_DataReceivedEvent <<<"); 
 
            // read as many messages as possible 
            int count = sender.GetMessages(msgList, 0, msgList.Length); 
            for (int i = 0; i < count; i++) 
            { 
 
                //IF the can message matches those expected from the Haltech ECU, 
parse the data to thge necessary DummySensors. 
                Debug.Print("MSG: ID = " + msgList[i].ArbID.ToString("x") + " at 
time = " + msgList[i].TimeStamp); 
                if (msgList[i].ArbID == 0x0010) 
                { 
                    rpm.setValue((float)((msgList[i].Data[0] << 8) | 
(msgList[i].Data[1]))); 
                    Debug.Print("RPM: " + rpm.Read()); 
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                } 
                else if (msgList[i].ArbID == 0x0011) 
                { 
                    tps.setValue((float)((msgList[i].Data[6] << 8) | 
(msgList[i].Data[7]))); 
                    Debug.Print("TPS: " + tps.Read()); 
                } 
                else if (msgList[i].ArbID == 0x0012) 
                { 
                    map.setValue((float)((msgList[i].Data[0] << 8) | 
(msgList[i].Data[1]))); 
                    AFR.setValue((float)((msgList[i].Data[6] << 8) | 
(msgList[i].Data[7]))); 
                    Debug.Print("MAP: " + map.Read()); 
                    Debug.Print("AFR: " + AFR.Read()); 
                } 
                else if (msgList[i].ArbID == 0x0013) 
                { 
                    ign.setValue((float)((msgList[i].Data[0] << 8) | 
(msgList[i].Data[1]))); 
                    Debug.Print("IGN Advance: " + ign.Read()); 
                } 
                else 
                { 
 
                } 
 
 
            } 
        } 
 
        static void can_ErrorReceivedEvent(CAN sender, CANErrorReceivedEventArgs 
args) 
        { 
            Debug.Print(">>> can_ErrorReceivedEvent <<<"); 
 
            switch (args.Error) 
            { 
                case CAN.Error.Overrun: 
                    Debug.Print("Overrun error. Message lost"); 
                    break; 
 
                case CAN.Error.RXOver: 
                    Debug.Print("RXOver error. Internal buffer is full. Message 
lost"); 
                    break; 
 
                case CAN.Error.BusOff: 
                    Debug.Print("BusOff error. Reset CAN controller."); 
                    sender.Reset(); 
                    break; 
            } 
        } 
            
 
 
        } 
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    } 
 
Sensor Interface and Classes: 
using System; 
using System.Threading; 
 
using Microsoft.SPOT; 
using Microsoft.SPOT.IO; 
using Microsoft.SPOT.Hardware; 
 
using GHIElectronics.NETMF.FEZ; 
using GHIElectronics.NETMF.USBHost; 
using GHIElectronics.NETMF.IO; 
using GHIElectronics.NETMF.Hardware; 
using System.IO; 
 
namespace FSAE_DAQ_2 
{     
    interface Sensor 
    { 
        string Name(); 
        string Read(); 
    } 
 
    class MCPSensor : Sensor 
    { 
        string name; 
        public float scalar = 1; 
        public float offset = 0; 
        public byte channel = 0; 
        public Cpu.Pin chipSelect = (Cpu.Pin) FEZ_Pin.Digital.IO10; 
         
        const bool csActive = false; 
        const bool clockEdge = true; 
        const bool clockIdle = false; 
        const UInt16 clockRate = 2000; 
        const UInt16 csSetup = 0; 
        const UInt16 csHold = 0; 
 
        public MCPSensor(Cpu.Pin cs) 
        { 
            name = ""; 
            chipSelect = cs; 
        } 
 
        public MCPSensor(string n, Cpu.Pin cs) 
        { 
            name = n; 
            chipSelect = cs; 
        } 
 
        public MCPSensor(string n,Cpu.Pin cs, float s, float o) 
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        { 
            name = n; 
            scalar = s; 
            offset = o; 
            chipSelect = cs; 
        } 
 
        public MCPSensor(string n, Cpu.Pin cs, byte chan, float s, float o) 
        { 
            name = n; 
            scalar = s; 
            offset = o; 
            channel = chan; 
            chipSelect = cs; 
        } 
 
        public string Name() 
        { 
            return name; 
        } 
 
        public string Read() 
        { 
            return (((float) rawRead()) * scalar + offset).ToString() ; 
        } 
 
        public int rawRead() 
        { 
            byte one = (byte) ((channel >> 2) | 0x06); 
            byte two = (byte) ((channel << 6) & 0xB0); 
            int output = 0x0000; 
             
            byte[] write = {one, two, 0x00}; 
            byte[] read = {0x00 , 0x00, 0x00}; 
             
            SPI.Configuration conf = new SPI.Configuration(chipSelect, csActive, 
csSetup, csHold, clockIdle, clockEdge, clockRate, SPI.SPI_module.SPI1); 
            SPI spi = new SPI(conf); 
 
            spi.WriteRead(write, read); 
 
             
            //debugging print stuff, delete once it is confirmed working. 
            for (int i = 0; i < read.Length; i++) 
            { 
                Debug.Print("byte " + i + " = " + read[i] + " \n"); 
            } 
 
            output = output | (((UInt16)read[1]) << 8); 
            output = output | (((UInt16)read[2])); 
 
            spi.Dispose(); 
 
            return output; 
        } 
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    } 
 
    class MLX_Temp : Sensor 
    { 
        string name; 
        public float scalar = 1; 
        public float offset = 0; 
        byte slaveAddress = 0x5A; //slave adress, default for MLX IR temp sensor 
is 0x5A 
        int clock = 50; //clock rate in KHz 
        I2CDevice.Configuration config; 
 
        public MLX_Temp() 
        { 
            name = "MLX_IR Temp"; 
            config = new I2CDevice.Configuration(slaveAddress, clock); 
        } 
 
        public MLX_Temp(byte sa, int clk) 
        { 
            slaveAddress = sa; 
            clock = clk; 
            config = new I2CDevice.Configuration(slaveAddress, clock); 
        } 
 
        public MLX_Temp(String n, byte sa, int clk, float scale, float o) 
        { 
            name = n; 
            slaveAddress = sa; 
            clock = clk; 
            scalar = scale; 
            offset = 0; 
            config = new I2CDevice.Configuration(slaveAddress, clock); 
        } 
 
        public String Name() 
        { 
            return name; 
        } 
 
        /** 
         * reads the temperature in Celsius. 
         */ 
        public String Read() 
        { 
            I2CDevice bus = new I2CDevice(config); 
            byte[] wr = new byte[1]; 
            byte[] rd = new byte[3]; 
             
            wr[0] = 0x07;//RAM address 0x07. 
 
            I2CDevice.I2CTransaction[] send = new I2CDevice.I2CTransaction[2]; 
            send[0] = I2CDevice.CreateWriteTransaction(wr); 
            send[1] = I2CDevice.CreateReadTransaction(rd); 
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            bus.Execute(send,10);//turn down the numer if this works, turn it up 
if it doesn't work... 
 
            uint reading = (uint)((((byte)rd[1]) << 8) | (((byte) rd[0]))); 
            bus.Dispose(); 
 
            return ((float)((double)reading * 0.02) ‐272.0).ToString(); 
             
        } 
     
        /** 
         * WARNING!  DO NOT USE THE FOLLOWING METHOD EVER! IT WILL SERIOUSLY BREAK 
THINGS IF YOU AREN'T CAREFUL 
         * IF ANY MLX90614 SENSORS ARE CONNECTED, THEY WILL ALL HAVE THEIR SLAVE 
ADDRESSES RESET TO THE HARD 
         * CODED VALUE.  ALSO, A DIFFERENT 4TH BIT NEEDS TO BE CALCULATED FOR EACH 
NEW SLAVE ADDRESS 
         *  
         * IF YOU HAVE MORE THAN ONE MLX90614 CONNECTED, THEY WILL ALL BE SET TO 
THE NEW SLAVE ADDRESS 
         *  
         * THUS, THINGS WON'T WORK RIGHT SINCE YOU'LL BE TALKING TO ALL THE 
MLX90614 SENSORS AT THE SAME TIME, 
         * ON THE SAME I2C BUS.  THIS WILL RUIN YOUR LIFE.  DON'T DO IT. EVER. 
         *  
         * YOU HAVE BEEN WARNED.  ALSO, DON'T LET LEAFY ANYWHERE NEAR THIS CODE.  
EVER. 
         */ 
        public void resetSlaveAddress(byte s) 
        { 
            I2CDevice.Configuration test = new I2CDevice.Configuration(0x0000, 
50); //ALL MLX temp sensors should answer to 0x00 according to data sheet. 
            I2CDevice bus = new I2CDevice(test); 
            byte[] wr = new byte[4]; 
            byte[] rd = new byte[4]; 
            I2CDevice.I2CTransaction[] send; 
 
            Debug.Print("YOU MAY HAVE BROKEN A BUNCH OF STUFF JUST NOW...."); 
            Debug.Print("SERIOUSLY, THIS METHOD MAY BREAK THINGS!"); 
             
             
            wr[0] = (byte) 0x2e;//eeprom slave address write access 
            wr[1] = 0x00;//clear slave address to zero 
            wr[2] = 0x00; 
            wr[3] = 0x6F;//crc‐8 for 0x2e0000 
            send = new I2CDevice.I2CTransaction[1]; 
            send[0] = I2CDevice.CreateWriteTransaction(wr); 
            bus.Execute(send, 10); 
            
            Thread.Sleep(50); 
 
            wr[0] = (byte)0x2e;//eeprom slave address write access 
            wr[1] = 0x16;//set slave address to 0x16 
            wr[2] = 0x00; 
            wr[3] = 0x46;//crc‐8 for 0x2e1600 
            send = new I2CDevice.I2CTransaction[1]; 
            send[0] = I2CDevice.CreateWriteTransaction(wr); 
            bus.Execute(send,10); 
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            Thread.Sleep(50); 
 
            bus.Dispose(); 
             
        
        } 
 
        /** 
         * This method won't break anything, but it will return garbage if more 
than one MLX90614 is connected. 
         */ 
        public void getSlaveAddress() 
        { 
            I2CDevice.Configuration test = new I2CDevice.Configuration(0x0000, 
50); //ALL MLX temp sensors should answer to 0x00 according to data sheet. 
            I2CDevice bus = new I2CDevice(test); 
            byte[] wr = new byte[3]; 
            byte[] rd = new byte[3]; 
            I2CDevice.I2CTransaction[] send; 
            wr = new byte[1]; 
            wr[0] = (byte)0x2e; 
            send = new I2CDevice.I2CTransaction[2]; 
            send[0] = I2CDevice.CreateWriteTransaction(wr); 
            send[1] = I2CDevice.CreateReadTransaction(rd); 
            bus.Execute(send, 10); 
            Debug.Print("new Slave Adress is: " + rd[0]); 
 
            bus.Dispose(); 
        } 
 
 
 
 
    } 
 
    class DummySensor : Sensor 
    { 
        String name = "dummy sensor"; 
        float value = 0; 
        float scalar = 1; 
        float offset = 0; 
 
        public DummySensor() 
        { 
        } 
 
        public DummySensor(String n, float s, float o) 
        { 
            name = n; 
            scalar = s; 
            offset = o; 
        } 
 
        public String Name() 
        { 
            return name; 
        } 
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        public String Read() 
        { 
            return ((float)value * scalar + offset).ToString(); 
        } 
 
        public void setValue(float v) 
        { 
            value = v; 
        } 
 
        public void setValue(UInt16 v) 
        { 
            value = (float)v; 
        } 
 
 
 
 
    } 
 
    class clock : Sensor 
    { 
        public String name = "Time"; 
        DateTime t; 
 
        public clock() 
        { 
        } 
 
        public String Read() 
        { 
            t = RealTimeClock.GetTime(); 
            return (t.Hour + ":" + t.Minute + ":" + t.Second + "." + 
t.Millisecond); 
        } 
        public String Name() 
        { 
            return name; 
        } 
 
    } 
 
    class GePeS : Sensor 
    { 
            int LatH, LonH; 
            double LatM, LonM; 
            bool North, East; 
            String pos; 
 
            public GePeS() 
            { 
                FEZ_Extensions.GPS.Initialize(); 
            } 
 
            public String Name() 
            { 
                return "GPS Location"; 
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            } 
 
            public String Read() 
            { 
 
                FEZ_Extensions.GPS.GetPositionF(out LatH, out LatM, out North, out 
LonH, out LonM, out East); 
                pos = LatH + " " + LatM + " N " + LonH + " " + LonM + " W"; 
                return pos; 
 
            } 
 
    } 
 
 
} 
 
Modified Methods for GPS Driver Class: 
 
            public static bool GetPositionF(out int LatHour, out double LatMinute, 
out bool North, out int LongHour, out double LongMinute, out bool East) 
            { 
                lock (GPRMC_sentence_array) 
                { 
                    if (_data_is_valid == false) 
                    { 
                        // nothign to return 
                        LatHour = LongHour = 0; 
                        LatMinute  = LongMinute = 0; 
                        North = East = false; 
                        return false; 
                    } 
 
                    string sentence_string = new string(GPRMC_sentence_array, 0, 
GPRMC_sentence_array_length); 
                    sentence_fields = sentence_string.Split(split_char); 
                    if (sentence_fields.Length < 9) 
                    { 
                        // nothign to return 
                        LatHour = LongHour = 0; 
                        LatMinute =  LongMinute = 0; 
                        North = East = false; 
                        return false; 
                    } 
 
                    // compute values from ASCII 
                    LatHour = GetValue2(sentence_fields[3], 0); 
                    LatMinute = GetValue2F(sentence_fields[3], 2); 
                    if (sentence_fields[4][0] == 'S') 
                        North = false; 
                    else 
                        North = true; 
                    LongHour =  GetValue3(sentence_fields[5], 0); 
                    LongMinute = GetValue2F(sentence_fields[5], 3); 
                    if (sentence_fields[6][0] == 'W') 
                        East = false; 
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                    else 
                        East = true; 
 
                    _data_is_valid = false; 
                    return true; 
                } 
            } 
 
private static double GetValue2F(string str, int index) 
            { 
                double ret; 
                ret = str[index] ‐ '0'; 
                ret *= 10; 
                ret += str[index + 1] ‐ '0'; 
                ret += ((str[index + 3] ‐ '0') * 0.1); 
                ret += ((str[index + 4] ‐ '0') * 0.01); 
                ret += ((str[index + 5] ‐ '0') * 0.001); 
                ret += ((str[index + 6] ‐ '0') * 0.0001); 
                return ret; 
            } 
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Appendix B: Drawings
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Appendix C: Brake Calculation 
Initial Brake Calculation 
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Final Brake Calculations 
 
