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ABSTRAKT
Bakalářská  práce  se  nejprve  zabývá  popisem  bezdrátových  senzorových  sítí 
a komunikačních  protokolů.  Dále  obsahuje  seznámení  se  základními  algoritmy  pro 
lokalizaci komunikačních uzlů v bezdrátových senzorových sítích, algoritmy jsou rozděleny 
do skupin dle používajících metod.  Hodnotí  zpracované algoritmy podle jejich výhod či 
nevýhod  z hlediska  použití  pro  navržený  lokalizační  algoritmus.  Práce  se  dále  zabývá 
poměrně novým simulačním nástrojem J-SIM, jeho instalací,  prostudováním jednotlivých 
balíčků vhodných pro bezdrátové senzorové sítě a následným použitím. V programu J-SIM 
je následně vytvořena senzorová síť a modely jednotlivých komunikačních uzlů. Modely 
komunikačních uzlů jsou vytvořeny zvlášť pro senzorové uzly a uzly kotevní, které vysílají 
signál  pokrývající  dané  uzemí.  Pro  zvolený  lokalizační  algoritmus  je  navržen  program 
napsaný v jazyce Java, který zpracovává dosažené výsledky ze simulačního nástroje J-SIM. 
Program J-SIM, simulace vytvořená pomocí Tcl skriptu a výsledný program jsou přiloženy 
na CD.
KLÍČOVÁ SLOVA
Bezdrátové senzorové sítě, lokalizace komunikačních uzlů, trilaterální algoritmus,  J-SIM, 
balíček Sensorsim, programovací jazyk Tcl, využití programovacího jazyka Java
ABSTRACT
The  bachelor´s  thesis describes  wireless  sensor  networks  and communication  protocols. 
Below  this  thesis  contains  basic  algorithms  for  localization  techniques  communication 
nodes in wireless sensor networks. These basic algorithms are classified by methods. The 
bachelor´s thesis values algorithms by their advantages or disadvantages for usage in the 
suggested localization algorithm. In this thesis is solved a new simulating programme J-
SIM, peruse separate package that are useful in the wireles sensor networks. In J-SIM is 
created  a  sensor  network  and  models  separate  communication  nodes.  Models 
communication  nodes  are  created  separately  for  sensor  nodes  and  target  nodes.  For 
localization  algorithm is  created  program in the  programming language  Java which  run 
results from simulating programme J-SIM. Programme J-SIM, simulation created by virtue 
of Tcl script and final programme are applied to CD.
KEYWORDS
Wireless  Sensor  Networks,  Communication  node  Localization  Techniques,  trilateration 
algorithm,  J-SIM,  package  Sensorsim,  programming  language  Tcl,  usage  programming 
language Java
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Úvod do problematiky
Po vybrání bakalářské práce na téma „Lokalizace senzorových uzlů v bezdrátových 
senzorových  sítích“  je  nutné  se  podrobně  seznámit  s  danou  problematikou  a  řadou 
simulačních  nástrojů.  Zkoumáním  této  problematiky  bude  objasněna  problematika 
bezdrátových senzorových sítí,  jejich základní  prvky a  strukturu síťového protokolu.  Po 
seznámení  se  s  funkcemi  jednotlivých  vrstev  bude  kladen  důraz  na  lokalizaci 
komunikačních  uzlů v bezdrátových senzorových sítí.  Lokalizace  je  rozsáhlý proces,  po 
kterém  je  určeno  umístění  komunikačních  uzlů  v  senzorových  sítích.  Podle  rozdělení 
lokalizačních technik bude vyhodnoceno, která z lokalizačních metod bude nejvhodnější pro 
vývoj protokolu CLARP (Complex Localization and Aggregation Routing Protocol). 
Cílem prozkoumání různých typů simulátorů pro simulaci chování různých typů sítí, 
bude najít  vhodný simulátor  pro WSN (Wireless  Sensor Network) z hlediska lokalizace 
senzorových uzlů. Simulátor bude také vybírán dle určitých parametrů týkajících se snadné 
realizace bezdrátové senzorové sítě. Ve vybraném simulátoru bude navržena senzorová síť 
a modely  senzorových  uzlů.  Cílem  výsledné  simulace  bude  realizace  vybraného 
lokalizačního algoritmu, kterým budou zjišťeny pozice jednotlivých uzlů. 
8
1 Úvod do bezdrátových senzorových sítí
Před několika  lety  si  nikdo nedokázal  představit,  jak vývoj  elektroniky,  telefonů 
a jiných spotřebních zařízení  nabere velmi  rychlý vzestup.  V dnešní  době se mezi  námi 
nalezne velmi málo lidí, kteří nevlastní mobilní telefon a ke své práci nepotřebují počítač. 
Obrovská  škála  těchto  zařízení  nabízí  velice  mnoho  služeb  od  např.  psaní  zpráv  až  po 
internet  do  mobilního  telefonu.  Dnešní  mobilní  telefony  podporují  i  operační  systémy 
a chovají  se  jako  „malý  počítač“.  Tím  jen  bylo  řečeno,  že  velký  posun  nastává 
i v telekomunikační  technice.  Základem je miniaturizace a všudy přítomnost  výpočetních 
prvků.
V telekomunikačních sítích se v poslední době objevují bezdrátové senzorové sítě. 
Z názvu je zřejmé, že jde o sítě obsahující senzory. Každý si dokáže představit, co znamená 
pojem senzor. Jedná se o zařízení, které něco snímá. WSN sítě v podstatě dokáží snímat 
a zpracovávat skoro vše, od pohybu až po nějaké vlivy prostředí. Využití v běžném životě je 
velice  prosté.  Například  zemědělec,  který  vlastní  nějaké  větší  pole,  potřebuje  zalévat 
vypěstovanou  zeleninu.  Po  zcela  náhodném  rozmístění  senzorů,  může  tento  zemědělec 
zjišťovat  např.  vlhkost  a  tím  regulovat  dle  potřeby  zalévání.  Využití  bezdrátových 
senzorových sítí se spíše ale týká monitorování stavu životního prostředí, bojového území 
v armádě, či jako průzkum libovolného prostředí. Avšak i v domácí automatizaci nachází 
uplatnění.  V  posledních  letech  se  s  těmito  sítěmi  pracuje  i  v  lékařství,  pro  sledování 
životních funkcí.
Obrázek 1.1 Základní senzorová síť
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Senzorové sítě se skládají ze senzorových polí, které obsahují rozmístěné senzorové uzly. 
Takzvané základní stanice slouží pro shromážďování informací, které pro ni získaly uzly 
v daném senzorovém poli.  Tyto  stanice  také  slouží  jako  rozhraní  mezi  senzorovou  sítí 
a uživatelem. Propojení s internetem není podmínkou, sdílení je realizováno většinou pro 
dopravu informací vzdáleným uživatelům.
1.1 Senzorový uzel
Složení senzorového uzlu
● mikrokontroler
● přijímač - vysílač
● senzory
● zdroje energie
● sekundární komunikační zařízení např.: USB
Senzorový  uzel  (zrnko  prachu) –   Uzel  v  senzorové  síti  se  skládá  z  výše  uvedených 
zařízení, které zpracovávají, hromadí informace a komunikují s dalšími uzly.
Mikrokontroler
Mikrořadič je zařízení, jenž obsahuje CPU, paměť a periferní zařízení. Mikrořadič dokáže 
vykonávat  úkoly,  zpracovávat  data  a  navíc  dohlížet  na  funkčnost  dalších  součástí 
v senzorovém  uzlu.  Mikrořadiče  mají  výhodu  v  tom,  že  jsou  programovatelné  a  tím 
použitelné i pro jiná zařízení. Také nejsou tak náročné na napájení, protože jejich příkon je 
velice nízký. Dále může být funkčnost mikrořadiče vypnuta, ale kontrola funguje dále.
Přijímač – vysílač
Komunikace v bezdrátové síti  je realizována pomocí rádiových vln, optické komunikace 
(laser) nebo infračerveného portu. Laser nemá vysoké nároky na napájení, ale funguje jen na 
přímou  viditelnost.  Dále  je  citlivý  na  povětrností  podmínky.  Laser  nepotřebuje  žádnou 
vysílací anténu, ale jeho vysílací kapacita je omezena.
WSN sítě  používají  komunikační  frekvenci  mezi  433 MHz a 2,4 GHz. Funkce vysílače 
i přijímače je kombinovaná do jednoho zařízení, nazývaného transceiver. Může se nacházet 
v těchto režimech: přenos, příjem, nečinný, spánek.
Externí paměť
Z hlediska napájení existují tyto druhy pamětí: čipové paměti a flash paměti. RAM paměti 
nemají ve WSN velké uplatnění. Flash paměti se používají kvůli dobrým cenám a velkým 
kapacitám pamětí. Paměti se dělí: 
● Uživatelské paměti, které ukládají související aplikace nebo osobní data. 
● Programové  paměti  používají  programovací  zařízení.  Tyto  paměti  obsahují 
identifikační data nějakého zařízení.
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Zdroje energie (Napájecí zdroje)
Senzorové uzly pro svoji správnou funkci potřebují napájecí zdroje, které jsou důležité pro 
snímání, komunikaci a zpracování dat. Nejvíce energeticky náročná bývá často komunikace, 
ale v některých případech je k snímání nutno po delší dobu senzoru dodávat energii.
Energie je uložená v bateriích nebo kapacitorech. AA baterie jsou hlavním zdrojem 
energie pro senzorové uzly.  Používají  se baterie  dobíjecí  a nedobíjecí.  Dále se rozdělují 
podle  toho  z  jakého  materiálu  jsou  vyrobeny  elektrody.  Dnes  se  už  také  vyskytují 
tzv. samodobíjecí (samopoháněné) senzory, které umí dobíjet energii ze slunečního záření 
nebo například vibracemi. 
Dvě  významnější  jsou  DPM (Dynamic  Power  Management)  a  DVS (Dynamic  Voltage 
Scaling). DPM se stará o klesající úroveň energie v senzorovém uzlu, který není v současné 
době využívaný nebo aktivní. DVS mění úroveň energie závisející na pracovním zatížení. 
Proměnlivým napětím spolu s  frekvencí  je  možné získat  kvadratické  zmenšení  spotřeby 
energie.
Senzory
Senzor  je  zařízení,  které  dokáže  zachytit  nebo změřit  fyzická  data  z  prostoru,  který  je 
sledován. Zachytí spojitý analogový signál a provede digitalizaci pomocí  A/D převodníku 
a digitální signál pošle kontroleru pro další zpracování. Požadavky na senzorové uzly jsou 
malá velikost, spotřebovat extrémně nízkou energii, pracovat bez obsluhy, přizpůsobivost 
prostředí.  Bezdrátové  senzorové  uzly  jsou  mikroelektronická  senzorová  zařízení,  které 
mohou být vybavena omezeným zdrojem napětí  0.5Ah a 1.2V. 
Senzory jsou děleny do tří skupin:
● Pasivní všesměrové: předpokládají data, aniž by sledovali prostor. Energii potřebují 
jen pro zesílení analogového signálu. Žádná představa o směru šíření.
● Pasivní úzkopaprskové senzory: mají přesně danou představu o směru šíření.
● Aktivní senzory: sondují prostředí, odposlouchávací přístroj nebo typ seizmického 
senzoru. Seizmický senzor je senzor, který reaguje na „zemětřesení“.
Bezdrátové senzorové sítě se mohou skládat z desítek až tisíce senzorů.
Senzory dokáží snímat: 
● teplotu
● vlhkost
● atmosférický tlak
● světlo
● zrychlení
● úhlovou rychlost
● tažnou sílu (napnutí)
● a mnohem více
V součastnosti je velice populární senzorový uzel typu Mica2, obsahuje komponenty 
popsané výše. Velmi rozšířeným operačním systémem, na kterém uzly fungují, je TinyOS. 
TinyOS byl vyvinutý na Univerzitě v Kalifornii, Berkley. Tento systém je navržen tak, aby 
pracoval  s  omezenou  výpočtovou  silou  a  paměťovým  prostorem.  Je  napsán 
v programovacím jazyku nesC.
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Přehled senzorových uzlů
Uzel CPU Výkon
spánek aktivní
Paměť Rychlost 
vysílání
Poznámka
Rene ATMEL 0,036 mW 60 mW 512B RAM – 8K Flash 10Kbps TinyOS
Mica – 2 ATMEGA 0,036 mW 60 mW 4K RAM – 8K Flash 76Kbps TinyOS
Telos Motorola 0,001 mW 32 mW 4K RAM 250Kbps USB, Ethernet
Mica – Z ATMEGA 4K RAM – 128K Flash 250Kbps
Tabulka 1. Přehled senzorových uzlů
Uzly Telos a Mica-Z podporují standard IEEE 802.15.4, který dovoluje pro vyšší vrstvy 
Zigbee technologii.
Obrázek 1.2 Základní vrstvy síťového protokolu [8]
V senzorových sítích je fyzická a MAC vrstva zahrnuta standartem IEEE 802.15.4.  Tento 
standart určuje několik rádiových pásem pro celosvětové využití. 
1.2 Standart IEEE 802.15.4
Technologie Zigbee zahrnuje vrstvu síťovou a aplikační. Zigbee je bezdrátová komunikační 
technologie  založená  na  standartu  IEEE  802.15.4.  Pracuje  v  bezlicenčních  pásmech  na 
frekvenci   858 MHz v Evropě, 902-928 MHz v USA a Austrálii,  2,4 GHz celosvětově. 
Přenosová rychlost bývá 20, 40, 250 kbit/s. Pro bezdrátové senzorové sítě je velice vhodný 
pro svoji  spolehlivost  a nízkou spotřebou energie.  Tato bezdrátová technologie  nezabere 
více jak 30 kB programové paměti. U WSN sití určuje vrstvu síťovou a aplikační.
Zigbee  je  standart  dvou  úrovní.  V  jedné  úrovni  jsou  definována  jistá  návrhová 
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pravidla pro výrobu mikročipů. V druhé úrovni jsou určena pravidla pro protokolové vrstvy 
kontrolována Zigbee Alliancí.
Zigbee protokol definuje tři typy bezdrátových uzlů:
● PAN-Personal Area Network koordinátor
● Plně funkční uzly- mohou vytvořit síť každého typu (mesh, hvězda, hybrid)
● Omezené funkční uzly- mohou být jen připojeny k plně funkčnímu uzlu
PAN koordinátor plní funkci směrovače pro pakety v síti. Tímto koordinátorem může být 
každé plně funkční zařízení. I omezené funkční uzly mají své výhody (např. velmi nízký 
příkon).
Fyzická vrstva
V síťovém protokolu  je  zařazení  fyzické  vrstvy velmi  důležité  jako v případě  ostatních 
vrstev. Fyzická vrsta zajišťuje služby vrstvě, která se nachází nad ní. Tedy musí připravit 
signál tak, aby byl vhodný pro další zpracování. Určit elektrické parametry signálů, význam 
i časový průběh. Pro přenos se používají rádiové vlny. Úkolem fyzické vrstvy je zjistit, zda 
tato rádiová vlna vůbec existuje a jestli  je určena parametry.  Vlna má sinusový průběh, 
sinusová funkce je určena svou amplitudou, frekvencí a fází.
MAC vrstva (Media Access Control)
Cílem této vrstvy je definovat komunikační protokol, který přenáší data pomocí datových 
rámců. Data rámec je rámec pro přenos užitečných dat. Acknowledgement rámec je rámec 
pro potvrzování komunikace. Beacon rámec se zabývá spánkovým režimem zařízení. MAC 
Commad rámec nastavuje a řídí zařízení v síti Zigbee.
MAC protokoly také obsahují tzv. uspávací mód. Do tohoto stavu se dostane uzel, 
když neposílá ani  nepřijímá žádný paket v daném časovém rámci.
Senzorové  sítě  kladou  hlavní  požadavky  na  využívání  uni-  nebo  broad-cast.  Zpráva  je 
přenášena z uzlů k jednomu či více spotřebitelům.  Musí ale brát  ohled na energetickou 
spotřebu. MAC protokol, vhodný pro senzorové sítě, musí tedy mít malou spotřební energii, 
umět  předvídat  kolize,  být  účinný  pro  jednoduchou  aplikaci,  tolerovat  změny 
radiofrekvence a síťových podmínek. Tyto podmínky splňuje například B-MAC protokol.
B-MAC protokol se skládá ze čtyř částí: 
● CCA – clear channel assessment
● packet backoff
● link layer acks
● low power listening
B-MAC podporuje paket od linkové vrstvy potvrzovacím paketem. 
Senzor MAC (S-MAC) je protokol navržený pro senzorové sítě. Tento protokol je 
založený na standartu IEEE 802.11. K přístupu na médium používá metodu CSMA/CA.
S-MAC protokol  také realizuje  normální  dobu spánku a  speciální  synchronizační 
schéma kvůli snížení sledování naprázdno a udržení celého spojení. Této metodě se říká 
virtuální  sdružování,  kde  nepravidelná  synchronizace  zpráv  je  výhodou,  ale  není 
v normálním režimu potřeba.
T-MAC  protokol  je  protokol,  který  vznikl  rozvinutím  předchozího  protokolu 
S- MAC.  Rozvinutí  spočívá  v  nižší  spotřebě  energie  nejen  při  snižování  sledování 
naprázdno, ale také při vytváření aktivní periody dynamického protokolu.
Jak již bylo zmíněno, aby byl MAC protokol vhodný pro WSN, musí při přístupu na 
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médium umět detekovat kolize. K tomuto účelu se používá přístupová metoda CSMA/CA. 
Obecně CSMA
Uzel nejprve ověřuje, zda na sdíleném fyzickém médiu neprobíhá jiný provoz. To 
znamená,  že  vysílač  musí  naslouchat  nosné  vlně  před  vysíláním.  Tak  zjišťuje,  zda  je 
přítomný  signál,  který  vysílá  jiná  stanice.  Při  detekci  této  nosné,  uzel  před  vlastním 
započetím vysílání vyčká, než vysílání, které právě probíhá, skončí. Vysílat  a přijímat může 
více uzlů najednou. To znamená, že vysílání od jednoho uzlu může být přijímáno všemi 
ostatními uzly.
Z tohoto popisu vyplývá, že může docházet ke kolizím. Proto se používá metoda 
CSMA/CA (metoda s předcházením kolizím). Tato metoda spočívá v tom, že každý uzel, 
který chce vysílat, musí ostatní uzly o tom informovat. I přesto kolize vznikají.
Funkce CSMA/CA
Uzel, který chce vysílat,  zjišťuje aktivitu na médium a hledá nosný signál. Pokud 
nezjistí  žádný nosný signál,  vyšle  na médium signál RTS. Poté čeká vysílací  stanice na 
odpověď ve formě signálu CTS, pokud neodpoví  v určitém časovém intervalu.  Vysílací 
stanice předpokládá kolizi a vše opakuje znovu.
Síťová vrstva
Funkce síťové vrstvy je již známá z jiných telekomunikačních sítí. I v senzorových sítích je 
tato vrstva zodpovědná hlavně za připojování a odpojování ze sítě. Na úrovni síťové vrstvy 
se  pracuje  s  datovými  jednotkami,  nazývanými  pakety.  Úkolem vstvy  je  směrovat  tyto 
pakety k jejich cíli.  Z tohoto důvodu se vytvářejí  směrovací  tabulky,  které  se průběžně 
aktualizují se změnou v síti. Tabulky, které dokáží reagovat na změny topologie i aktuálního 
provozu sítě, se nazývají dynamické. 
Základem směrování je použitý algoritmus,  podle kterého se směrovací protokoly 
rozdělují na dvě skupiny.
Protokoly, které pracují s vektorem vzdálenosti DV (distance vektor)
Protokoly, které pracují se stavem linky (link-state)
Směrování ve WSN úzce souvisí s lokalizací senzorových uzlů. Směrování lze provádět jen 
tehdy, když všechny uzly znají svoji polohu v senzorovém poli. 
Je možné, že směrovací protokoly, které pracují s vektorem vzdálenosti, využívají 
lokalizační  algoritmus  DV-HOP.  DV-HOP  určuje  vzdálenost  uzlů  pomocí  skoků 
a k výpočtu  pozice  využívá  algoritmus  založený  na  triangulaci  či  trilateraci.  Pro  použití 
triangulace  je  nutné,  aby  několik  senzorových  uzlů  v  síti  znalo  své  umístění,  svoje 
souřadnice  x, y. Tímto jen bylo řečeno, že v senzorových sítích se využívá i GPS (Global 
Positioning System). Jde o jakýsi přídavný hardware, který právě obsahují uzly, které znají 
svoji polohu ještě před použitím lokalizačního algoritmu.
Aplikační vrstva
Hlavním úkolem aplikační vrstvy je poskytovat služby uživatelům, kteří  jsou definováni 
aplikačním  procesem.  Vrstva  definuje  zařízení,  která  se  nacházejí  uvnitř  sítě.  Tímto 
zařízením je například router (směrovač).
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Clusterning
Jak už bylo několikrát řečeno, bezdrátová senzorová síť se sestává z desítek až tisíců 
senzorových uzlů. To je důvod provádět tzv. clustering. Clustering znamená seskupování či 
rozdělování.  Cílem  je  vytváření  virtuálních  skupin  podle  určených  pravidel.  V  těchto 
skupinách  je  seskupeno  několik  uzlů.  Uzly  uvnitř  mohou  komunikovat  s  jejich  CH 
(Clusterhead).  CH  je  obsažen  v  každé  skupině.  Úkolem  jednotlivých  Clusterhead  je 
shromažďovat  data  od  komunikačních  uzlů  pro  základní  stanici  prostřednictvím  jiných 
Clusterhead.
V jednoduchosti to lze popsat takto. Každý cluster obsahuje uzly,  některé uzly se 
určí jako Clusterhead jiné zas jako Gateway (brány). Gateway uzly slouží pro komunikaci 
mezi jednotlivými clustery.  Tímto clusteringem se docílí toho, že směrování a lokalizace 
nebudou tak náročná a  budou rozložena do více částí.
Obrázek 1.3 Clustering [7]
2 Úvod do lokalizace komunikačních uzlů
V senzorových sítích  se  dosud používají  statické  senzorové  uzly,  ale  začínají  se 
objevovat  i  mobilní  senzorové  uzly.  Problém,  který  zde  bude  řešen,  souvisí  s  určením 
umístění senzorů (lokalizace). Informace o umístění se dále používají pro detekci a záznam 
událostí.
Senzory v sítích WSN mají velký význam, jsou rozmístěny ve velkém počtu a jsou 
připraveny monitorovat dané prostředí. Senzory, které jsou připojené do sítě, mají využití 
ve velkém spektru aplikací.  Dále tyto senzory mohou v závislosti  na sobě vytvářet  nové 
schopnosti pro monitorování. Z tohoto a více důvodů je pro senzorové sítě velice důležitá 
jejich  lokalizace  (umístění)  komunikačních  uzlů.  Pro  tento  účel  byly  vyvinuty 
tzv. senzorové  síťové  lokalizační  algoritmy.  Základním  principem  lokalizace  je 
komunikační  uzel,  který  nezná  svoji  polohu,  ale  chce  ji  zjistit  na  základě  získávání 
informací o pozicích od několika senzorů s určenými souřadnicemi, od kterých měřením 
získává vzdálenost,  dle které vypočte  vhodným algoritmem svoji  polohu. Senzory,  které 
znájí své lokalizační informace, jsou nazývané kotvy. Umístění těchto uzlů můžeme zjistit 
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např. GPS navigací.
V  současné  době  existuje  řada  lokalizačích  metod  v  bezdrátových  senzorových 
sítích. Některé metody potřebují pro svůj algoritmus znát např. vzdálenost od kotvy, jiné zas 
počítají  kolik skoků od kotvy potřebují k nalezení  umístění neznámého uzlu. Dle těchto 
a jiných kritérií jsou lokalizační algoritmy děleny do následujících základních skupin.
1. jednoskoková a víceskoková schémata
2. rangee free a range based schémata
3. absolutní, relativní nebo lokální umístění
4. centralizovaná, distribuovaná schémata
1. Centralizovaná  -   závisejí  na datech  poslaných od sensorů do centrálního 
výpočetního střediska
2. Distribuovaná – využívají uzlů, které komunikují se svými sousedními uzly
Ve WSN sítích se používají tyto následující algoritmy: Laterace, DV-HOP, DV-Distance, 
Euclidean (Euklidovský), Centroid, Multidimensional scaling (vícerozměrné modelování), 
Lighthouse (maják), AhLOS, SPA a další.
Nejlepší  řešení  lokalizace  je,  že  některým uzlům uskutečníme znát  své umístění. 
Tyto uzly se nazývají semena (kotvy). Od těchto uzlů si sousední uzly zjišťují svou polohu 
tím,  že  si  navzájem  vyměnují  informace.  Z  tohoto  důvodu  vyměňování  informací  se 
rozdělují lokalizační algoritmy do dvou základních skupin:
● range-based (založeno na změřeném dosahu) - používají specializovaný hardware 
pro  zjištění  vzdálenosti  k  uzlům.  Toto  je  použito  v  metodách  triangulace 
(vyměřování) nebo trilaterace.
● range-free (bez změřeného dosahu) -  algoritmus požaduje po uzlu jen:
■ vědět, které uzly jsou v rádiovém rozsahu
■ vědět jejich lokalizační rozsah
■ vědět ideální rozsah senzorů
Tento algoritmus nevyžaduje žádny speciální hardware.
Rozsahové metody
Tato metoda využívá informace o vzdálenosti sousedních uzlů. Zjištění vzdálenosti 
se provádí nepřímým měřením. Vzdálenost se dá získat například z doby průletu paketu 
mezi uzly nebo na základě útlumu signálu (jeho intenzitě). Avšak nejjednoduší je zjištění 
souřadnic na základě vzdálenosti k uzlům, které znají svoji polohu.
2.1 Lokalizační schéma založeno na změřeném dosahu
Toto schéma používá různé techniky, které budou následně popsány.
Technika TOA (Time of Arrival) a TDOA (Time Different of Arrival)
Jedná se o způsob, který zjišťuje za jakou dobu byl signál přenesen od vysílače k přijímači. 
Vzdálenost může být vypočítána z času, kdy signál byl přijat, a znamé rychlosti. Například 
tuto techniku používá systém GPS.  TOA technologie v bezdrátových senzorových sítích je 
velice drahá technika. Důvodem jsou jistá hardwarová omezení a s tím spojená energetická 
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náročnost.
TDOA  technika  zaznamenává  rozdíly  mezi  příchozími  signály  z  různých  míst. 
Jelikož zná umístění těchto míst, odkud signály přišly, dokáže určit polohu vysílačů, které 
vysílaly.
AOA technika (Angle of Arrival)
Tato metoda zjistí úhel příjmu k referenční ose a pomocí známých vzdáleností určí polohu 
odesílatele.
RSSI technika (Received Signal Strength Indication)
Metoda RSSI se v bezdrátových senzorových sítích používá pro určení vzdáleností  mezi 
senzorovými  uzly.  RSSI  je  založena  pouze  na  RSS (Received  Signal  Strength),  kde  se 
objevují  dva  důležité  parametry.  Hlavní  myšlenkou  je  porovnávání  intenzity  přijatého 
signálu PRX se silou signálu ve vysílači PTX. Z následující přenosové rovnice vidíme, že síla 
signálu kvadraticky klesá se vzdáleností od vysílače
PRX=PTX⋅GTX⋅GRX⋅

4d

2
. (2.1)
PTX přenosová intezita signálu vysílače
Prx zbývající síla vlny v přijímači
GTX zisk vysílače
GRX zisk přijímače
λ vlnová délka
d vzdálenost mezi vysílačem a přijímačem
Pomocí předchozího vzorce je vypočtena síla přijatého signálu, která je následně převedena 
na RSSI. Tato hodnota parametru je daná jako podíl přijaté intezity signálu a referenční 
hodnoty výkonu P ref=1mW
RSSI=10⋅log
P RX
P ref
[dBm] . (2.2)
Z tohoto výpočtu je zřejmé, že se zvyšující se hodnotou přijatého signálu roste i hodnota 
RSSI.
I s touto metodou zjištění vzdálenosti je spojena řada problémů. Hodnota RSSI je 
závislá na citlivosti vysílače i přijímače. Signál může být ovlivněn různými vlivy, kterými 
dojde  například  k  zeslabení  signálu.  Tato  situace  nastane  při  průchodu  skrz  libovolný 
objekt. Úroveň nabití baterie má taktéž dopad na intenzitu přijatého signálu. 
Většina typů telekomunikačních sítí musí čelit řadě pokusů o průnik do vnitřních 
částí  sítě.  Ani  bezdrátové  senzorové  sítě  nejsou výjimkou  a  útok na  bezdrátový  přenos 
signálu je velice vhodný. Příkladem útoku je snaha „protivníka“ fyzicky přistoupit nečekaně 
k jednotlivým uzlům za účelem falšování cíle.
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Typy ataků
• extrahování kryptografických klíčů a dat
• falšování přiřazeného schématu
• modifikace v naprogramování uzlu
• nahrazování uzlů
Útočník  nejprve  odebere  uzel  ze  sítě  a  nahradí  jej  uzlem,  který  je  vybaven 
„zlomyslným“  kódem.  Tento  uzel  způsobí  poškození  sítě  tak,  že  má  schopnost 
odposlouchávat cenné informace. Poškození je provedeno zasíláním „zlomyslných“ paketů 
a vykonáváním škodlivých instrukcí.
Main-in the-Middle atak
Uzel  „protivníka“ zachytává  skutečné pakety od jiného uzlu v síti  a přenáší  tyto 
pakety do ostatních částí sítě, které jsou v dosahu původního odesílatele. Tímto procesem 
oklame přijímací uzly a ty jej pokládají za původního odesílatele. Protivník předstírá stejné 
id, jaké měl původní uzel a tím nedochází k žádné změně. I proti tomuto typu ataku existuje 
možnost  ochrany  použitím  odolného  hardwaru.  Možnost  odolného  hardwaru  není  příliš 
vhodná z  důvodu jeho ceny,  proto  se  kódy a  důvěrná  data  zapisují  přímo  do čipu.  Na 
příslušné cesty není možný přístup z vnějšku. Cílem je ukázat lokalizační změny vysílacích 
uzlů, které jsou závislé na měnících se hodnotách RSSI.
Příklad na určení chyby ve vzdálenosti
V metodě RSSI mobilní uzly zašlou skupinu pěti signálů, které jsou vysílány s plnou 
přenosovou silou. Uzly zaznamenají identifikační číslo a hodnotu RSSI všech paketů, které 
přijaly. Tímto způsobem vypočítají průměrnou hodnotu RSSI od sousedních uzlů, které leží 
v jeho dosahu. Průměrnou hodnotou určí  tři  nejbližší  své sousedy.  Data se dále zasílají 
základním stanicím k dalšímu výpočtu. Pro vybrané tři sousední uzly o pozici  (xi, yi) se 
zjištuje chyba ve vzdálenosti
E i=∣Ai−Di∣ E i=∣ y i− ya2 xi−xa2−Di∣ . (2.3)
Ai - aktuální vzdálenost
Di - vzdálenost vypočítaná pomocí RSSI
Technika RSSI zkoumá stav dané oblasti a určí bod s minimálním součtem chyb. Součet 
chyb je počítán kombinací chyb od tří sousedních uzlů.
E suma=∑
i=1
3
E i . (2.4)
Příklad lokalizačního algoritmu v bezdrátových senzorových sítích
Následující  příklad se zabývá odhadnutím umístění  target  (cílových)  uzlů v dané 
pozorovací oblasti. Cílový uzel je bezdrátové zařízení, které posílá pakety třem nebo více 
senzorový uzlům, které měří přijatou intenzitu signálu. Při větším počtu cílových uzlů, musí 
každý přenášený paket obsahovat id target uzlu. Po příjmu senzorový uzel vyhodnotí RSSI 
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a pošle  výsledek  směrem  k  uživatelskému  uzlu  (sink).  Tento  uzel  zahrnuje  potřebné 
aplikace v síti.  Dokáže vypočítat pozici target uzlu. Paket, který přijme uživatelský uzel, 
obsahuje id senzorového uzlu, id cílového uzlu, číslo paketu a vzdálenost mezi senzorovým 
a cílovým uzlem.
Příklad souřadnic probíhá v uživatelském uzlu následně. Použije maximum-likehood 
(ML) odhad pozice target uzlu, který minimalizuje rozdíly mezi změřenou a odhadnutou 
vzdáleností. ML odhadu cílové pozice může být získána použitím MMSE (Minimum Mean 
Square Error), která může rozhodnout o pozici z dat, které obsahují chyby. Minimum Mean 
Square Error potřebuje alespoň tři nebo více senzorových uzlů k vyřešení umístění cílového 
uzlu.  Prvním  úkolem  uzlu  sink  je  vyhledat  id  target  uzlu  a  číslo  paketu  z  dat,  které 
shromáždil od senzorových uzlů. Rozdíl změřených a odhadnutých vzdáleností je definován
f ix0 , y0=d i− xi−x02y i− y02 . (2.5)
x0, y0 - neznámá pozice cílového uzlu
xi, yi - umístění senzorového uzlu i=1, 2, …, N
di - vzdálenost mezi senzorovým a cílovým uzlem
ROCRSSI  (Ring  Overlapping  based  on  Comparison  of  Received  Signal  Strength 
Indicator)
Kruhové  překrývání  založené  na  porovnání  s  RSSI  (Received  Signal  Strength 
Indicator).  Jedná  se  o  redukování  vzdálenosti  senzorového  uzlu  o  konečném poloměru 
porovnáním s hodnotami RSSI. 
Základní postup této metody
• Přidání kružnice do pomyslné sítě
• Vyběr regionu ze sítě s nejvyšší hodnotou
• Nachází-li  se v části  ohraničené  všemi  třemi kružnicemi  – umístění  senzorového 
uzlu
Každý senzorový uzel potřebuje znát od sousedního kotevní uzlu relativní RSSI, ale 
každá kotva musí znát své sousední kotevní uzly a opět jejich relativní RSSI. Nejsou však 
vyžádány kontrolní zprávy od senzorů.
Vylepšená ROCRSSI
Zlepšení spočívá v přidání kružnic do pomyslné sítě tam, kde nemohou být umístěny 
senzory.
Způsoby lokalizace komunikačních uzlů v bezdrátových senzorových sítích jsou rozděleny 
do tří základních skupin. Jako první budou popsány lokalizace na základě vyměřování.
Triangulace (vyměřování), trilaterace
Pojem laterace znázorňuje výpočet pozic komunikačních uzlů na základě změřených 
vzdáleností. Tento typ může být dále dělen. Rozdělení bude založeno na počtu uzlů, které už 
znají svou pozici (tedy své souřadnice) v senzorové síti. Ke zjištění souřadnic uzlu, který 
nezná svou polohu, může být využito tří nebo čtyř uzlů s určenými souřadnicemi. Při použití 
tří uzlů se jedná o 2D, v případě čtyř uzlů o 3D pozici.
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Triangulace je jakýsi proces pro určení umístění uzlu, který využívá změřených úhlů 
od  známých  uzlů.  Pro  výpočet  souřadnic  neznámého  uzlu  se  využívá  geometrického 
obrazce,  trojúhelníku,  kde neznámý uzel  je třetím bodem. V tomto  trojúhelníku je dána 
jedna strana a dva úhly.
Obrázek 2.1 Triangulace
Z důvodu využití dvou úhlů a jedné strany v trojúhelníku je tento typ nazýván 2D pozice. 
Dále existuje 3D pozice, která je určena dvěma úhly,  jednou délkou a jedním směrovým 
úhlem. 
Metody triangulace a trilaterace jsou založeny na tom, že lokalizace komunikačního uzlu je 
určena jen tehdy,  když jsou známy souřadnice nejméně tří referenčních bodů, které jsou 
dostupné pro uzel.
Trilaterální lokalizace
Trilaterální lokalizace je metoda pro určení relativní polohy objektů, v tomto případě 
uzlů.  K  tomu  používá  geometrické  útvary  -  kružnice.  Z  čehož  vyplývá,  že  trilaterální 
lokalizace je velice závislá na zjištění správné vzdálenosti od kotev. I zde se totiž objevují 
chyby, které souvisejí se špatně změřenou vzdáleností. Mohou nastat dvě chybná měření.
1. vzdálenost od ještě neumístěného bodu bude krátká (nebude dosahovat ke kotvě)
2. vzdálenost od neumístěného bodu bude příliš dlouhá (dosah až za kotevu)
K  chybně  určené  vzdálenosti  může  dojít  více  způsoby.  Jeden  ze  způsobů  je,  že  už 
souřadnice kotevních uzlů byly špatně určeny, potom i ostatní  uzly mohou být třeba jen 
o malinko  posunuty,  ale  i  to  už  je  chyba.  Dále  toto  může  být  způsobeno  použitými 
technikami pro měření vzdáleností. Velice důležité je, aby při tomto procesu byly kotvy ve 
stavu online. Jsou-li offline, změřená vzdálenost bude zkreslená. I tyto zmíněné chyby se 
dají  samozřejmě  vyřešit  nebo spíše  eliminovat.  Například  vykonáním více  měření,  poté 
vypočítáním průměrných chyb, kde už tyto chyby budou dále známy a bude s nimi počítáno.
Tato  metoda  lokalizace  tedy  spočívá  v  určení  souřadnic  pomocí  kružnic.  Středy 
kružnic jsou dány souřadnicemi tří uzlů, které znají svoji polohu.
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Obrázek 2.2 Ukázka trilaterální lokalizace
Obrázek 2.3 Příklad pro výpočet trilaterální lokalizace [9]
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Každé souřadnice uzlů jsou dosazeny do obecných rovnic pro kružnici
x i− x?
2 y i− y?
2=ri
2 i=1,2 ,3 . (2.6)
Rovnice pro každou kružnici
x1−x?
2 y1− y?
2=r1
2   x2− x?
2 y2− y?
2=r 2
2 x3−x?
2 y3− y?
2=r3
2 .
(2.7, 2.8, 2.9)
Pro určení x i a y i  musí být zjištěna vzájemná poloha kružnic, tato poloha je zjištěna 
odečtením obou rovnic. Nejprve dojde k odečtení rovnic kružnic 1, 3 a 2, 3
x1−x?
2− x3−x?
2 y1− y?
2− y3− y?
2=r 1
2−r3
2 (2.10)
x2− x?
2−x3− x?
2 y2− y?
2− y3− y?
2=r2
2−r3
2 . (2.11)
Výsledkem této soustavy rovnic o dvou neznámých jsou souřadnice požadovaného uzlu. 
Úpravou dojde k získání rovnic
2x?x3− x12y? y3− y1=r1
2−r3
2− x1
2x3
2− y1
2 y3
2 (2.12)
2x?x3− x22y? y3− y2=r 2
2−r 3
2−x 2
2x3
2− y 2
2 y3
2 . (2.13)
Pro daný příklad z obrázku (Obrázek 2.3) jsou neznámé souřadnice x i , y i =5,2 [9].
Další metoda pro zjišťování pozic se nazývá Min-Max. Je velice podobná lateraci. 
Rozsah kotev je založen opět  na kružnicích,  ale zde jsou tyto kružnice ještě ohraničeny 
tzv. hraničními krabicemi. Odhadované umístění se nachází v průniku těchto krabic.
2.2 Lokalizační schéma bez změřeného dosahu
Tyto  systémy  využívají  kombinaci  vysokovýkonnových  senzorů,  které  vysílají 
polohu,  a  senzorů,  které  jsou  málou  energeticky  náročné.  Tento  lokalizační  systém  je 
založen na směrovacích protokolech nebo na geometrických výpočtech.
● Centroid lokalizace
● DV-HOP lokalozace
● APIT lokalizace
APIT lokalizace (Approximated Point In Triangle)
Hlavní myšlenkou této range-free lokalizační metody je rozdělit senzorovou síť na 
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malé části obsahující senzorové uzly. Pro vytvoření těchto oblastí je nutné znát určitý počet 
kotev,  kterými  budou  tvořeny  oblasti,  v  případě  APIT  metody  jsou  oblasti  tvořeny 
trojúhelníky.  Jako  první  se  provede  test,  nazvaný  PIT  (Point  In  Triangle).  PIT  je 
geometrická  technika,  dle  které  se  určí,  zda  se  bod  (uzel)  nachází  uvnitř  nebo  vně 
trojúhelníku.
Základem je, že uzly, které znájí své souřadnice, rozdělují senzorové pole na oblasti 
ve tvaru trojúhelníku. Tímto rozdělením vznikají uzly, které jsou umístěné uvnitř nebo vně 
speciálního trojúhelníku. Při existenci směru, ve kterém je uzel X posouván od uzlů A, B 
a současně také od uzlu C, pak tento bod X je vně trojúhelníku ABC. Naopak nachází se 
uvnitř trojúhelníku, pokud se uzel X zároveň posouvá k uzlu C.
Obrázek 2.4 APIT lokalizace [5]
APIT  je  založena  na  novém  přístupu,  jehož  základní  myšlenkou  je  naslouchání  co 
největšímu množství kotev. Avšak nemůže zaujmout celý rozsah uzlů, proto vytváří několik 
trojúhelníků.  Vrcholy  těchto  trojúhelníků  jsou  tvořeny  právě  „kotevními  uzly“. 
Rozhodování, jestli  je uzel uvnitř nebo vně, je založeno na porovnání změřené intenzity 
signálu s blízkým (sousedním) uzlem, který není ještě umístěn.  Tento proces je ukončen 
tehdy,  když uzel najde vhodné křížení trojúhelníků,  ve kterých se nachází uvnitř.  Každá 
WSN síť obsahuje rozdílné množství uzlů, proto počty kotev se také mění a s nimi se budou 
měnit i počty trojúhleníků. Počty trojúhelníků závisí jen na počtu „kotevních uzlů“, protože 
vrcholy těchto trojúhelníků jsou vytvářeny jen z kotev. Výpočet počtu trojúhelníků je velmi 
jednoduchý. Jedná se pouze o výpočet kombinací, které se dají z kotev vytvořit. 
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Obrázek 2.5 Předpokládané umístění APIT lokalizací
Příklad: Je vytvořena senzorová síť, která se skládá z 1500 uzlů. Kotev je zde 30. 
Počet trojúhelníků vypočteme takto
XC3= počet trojúhelníků X....počet kotev. (2.14)
Číslo tři, protože trojúhelník je tvořen třemi body. Pro tento příklad bude tedy potřeba 4060 
trojúhelníků.
Dále se provádí tzv. test posunu. Jak již bylo zmíněno, pro zjištění polohy bodu vůči 
trojúhelníku,  se  tento  bod  posouvá  od  vrcholů  trojúhelníku.  Tento  test  ukazuje,  že  při 
posunu uzlu X klesá přijatá intezita signálu v bodu B. 
Obrázek 2.6 Klesání intenzity signálu vlivem posunu [5]
Dle obrázku (Obrázek 2.6) bod A určuje, který z bodů X, Y je dále. Protože intezita signálu 
od bodu X je menší, bod A vyhodnotí, že bod X je vzdálenější.
Ve vytvořeném trojúhelníku se může nacházet  více  neumístěných uzlů.  Z tohoto 
důvodu se provádí APIT test.
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Jestliže neexistuje žádný soused bodu X, který je blíže ke všem třem kotvám A, B 
a současně i C, bod X předpokládá, že se nachází uvnitř trojúhelníku viz. obrázek (Obrázek 
2.7). Na druhém obrázku (Obrázek 2.7) je popsána poloha vně trojúhelníku. Sousední uzel 3 
pošle zprávu uzlu X, že je vzdálenější od A, B současně i C než uzel  Y. Z toho uzel X 
vyhodnotí, že se nachází vně trojúhelníku. Základní myšlenkou je výměna informací mezi 
uzly, určená k umístění v trojúheníku.
Obrázek 2.7 Umístění v APIT [5]
 
Všude dochází k chybám,  ani tento způsob není bezchybný.  Zde se objevují  dvě chyby 
z důvodu umístění  uvnitř  nebo vně trojúhelníku.  K první chybě nazývané Vnitřně-vnější 
dochází tímto způsobem. Je-li uzel X blízko okraje trojúhelníku, mohou být některé jeho 
sousední uzly mimo trojúhelník a tím i vzdálenější od uzlů ABC, ve vztahu k uzlu X. Z toho 
vyplývá, že je chybně určeno, že uzel X se nachází vně trojúhelníku. Tento jev se nazývá 
okrajový efekt. Druhá chyba je popsána následně. Uzel X je mimo trojúhelník a nikdo ze 
sousedních uzlů není blíže ke všem třem uzlům A,B a C současně. To mylně představuje, že 
se uzel X nachází uvnitř.
Toto testování je ukončeno, když jsou shromážděny veškeré výsledky. Hromadění se 
provádí  mřížkovým  snímacím  algoritmem.  Mřížkové  pole  zobrazuje  maximální  oblast, 
ve které  se bude uzel  nacházet.  Algoritmus je velice  jednoduchý na vysvětlení.  Oblasti, 
které byly označeny APIT testem za oblasti, kde se uzly nacházejí uvnitř trojúhelníku, jsou 
jejich  mřížkové  regiony  zvýšovány.  U  vnějšího  umístění  jsou  tyto  regiony  snižovány. 
Výsledky slouží pro nalezení co nejvíce se překrývajících oblastí, se kterými jsou počítány 
důležitosti pro odhad umístění.
2.3 Distribuovaná lokalizační schémata
Lokalizace typu APS (Ad hoc Positioning System)
APS  metoda  je  určena  pro  zjištění  vzdáleností  uzlů  v  senzorové  síti.  Pracuje 
s vektorem vzdálenosti, který využívá pro zaplavení sítě. Cílem je zjistit minimální počet 
skoků a průměrnou vzdálenost kroku, která je důležitá pro zjištění pozice.
Základní myšlenka spočívá v rozeslání paketů obsahujících informace o umístění, 
kde se počítájí skoky k uzlům. Když uzel obdrží tuto informaci, inkrementuje (zvýší o 1) 
hodnotu skoku a pošle paket dále. Hodnota skoku je na začátku nastavena na 1.
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DV-HOP lokalizace
DV-HOP lokalizační schéma je jedno z více základních range-free metod. Jako první 
využívá vektorovou výměnu vzdálenosti, aby všechny uzly věděly vzdálenost ke kotvám. 
Tato vzdálenost se udává jako množství skoků. Každý uzel v síti si pamatuje tabulku, kterou 
aktualizuje jen pomocí svých sousedů. 
Kotevní  uzly  rozešlou  do  sítě  informace  o  svém  umístění  a  k  tomu  vyšlou  hodnotu 
skokového počítadla, které začíná od 1. Základní myšlenkou je, aby vzdálenost (tedy i skok) 
od kotvy k další kotvě byla co nejkratší. Po průchodu každým přijímacím uzlem je hodnota 
skokového počítadla  zvětšena o 1.  Z obrázku (Obrázek 2.8) je vidět,  že uzly si počítají 
skoky k nejbližší  kotvě,  které pak násobí průměrnou hodnotou skoku. Aby byla  získána 
průměrná hodnota všech skoků, musí nejprve dojít k zjištění hodnoty jednoho skoku.
HopSize i=
 j ≠ i  xi−x j2 yi− y j2
 j ≠i h ij
 [5]. (2.15)
kde x i , y i  a x j , y j jsou souřadnice kotev i a j, h ij  jsou skoky mezi uzly i a j.
Jak již bylo zmíněno, uzly si mezi sebou posílají své aktualizované tabulky. Každá kotva 
vysílá svoji velikost skoku. Neznámé uzly tuto velikost zachytí a uloží do své tabulky na 
první místo. Souběžně si však uzly tyto informace navzájem vyměňují. To zajišťuje, že uzel 
přijme počet skoků od kotvy, která je od něho nejméně vzdálena. Takto je určena vzdálenost 
mezi jednotlivými uzly. Pro výpočet souřadnic se používá metoda trilaterace.
Obrázek 2.8 DV-HOP [6]
Vylepšená DV-HOP
Vylepšení spočívá ve velikosti skoku, který se dále využívá pro výpočet vzdálenosti. 
Zde  se  používá  průměrná  hodnota  skoků  ze  skoků  nejbližších  uzlů.  Vysvětlení  na 
následujícím obrázku.
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Obrázek 2.9 Vylepšená DV-HOP
Zde je tato jednoduchá síť, jednotlivé uzly si zjistily počty skoků od kotev. Teď je základem 
vypočítat průměrnou hodnotu skoku
HopSize průměr=
 HopSizei
n
, (2.16)
kde n je počet  skoků k uzlu, který má být vypočítán, 
    HopSize je výpočet jednoho skoku
HopSize průměr=
d 1d 2
32 .
(2.17)
Výpočet vzdálenosti 
d i=počet skoků⋅HopeSize průměr . (2.18)
DV-Distance lokalizace
Tato  metoda  je  velice  podobná  předchozí  metodě  DV-HOP.  Rozdíl  mezi  těmito 
lokalizacemi  je  hlavně  v určování  vzdálenosti.  DV-HOP pro  toto  využívala  tzv.  skoky, 
DV- Distance si vzdálenost určí pomocí intezity rádiového signálu. Je zde zaváděn nový 
parametr TTL, který udává dobu života zprávy. 
AhLOS (Ad hoc Localization systém)
Typ lokalizace AhLOS kombinuje několik typů multilaterace. Pro dosažení dobrých 
výsledků je nutné mít velké množství kotevních uzlů. Tento systém je opakující se způsob, 
jak zjistit absolutní umístění každého uzlu v senzorové síti. Tato metoda je rozdělena do 
několika  fází.  Nejprve  uzly,  které  dokáží  vypočítat  svoji  pozici,  ji  vypočítají  pomocí 
laterace. Uzly, které takto vypočítají svoje umístění, se poté chovají jako kotvy pro všechny 
ostatní. Poté také může nastat situace, že uzly nebudou schopny si svoji polohu zjistit, proto 
spolupracují se skupinami, které jsou identifikované.
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Obrázek 2.10 AhLOS
2.4 Centralizovaná lokalizační schémata
Základem těchto  metod  je  shromažďování  dat  do  „centrálního“  bodu.  V tomto  bodě  je 
prováděn  výpočet  všech  dat  najednou.  I  centralizované  lokalizační  metody  mají  své 
nevýhody i výhody. Hlavní výhodou je dostupnost globálního mapování. Spíše ale má řadu 
problémů, se kterými je nutno počítat. Pracuje se zde s nahromaděnými daty, které musejí 
být nějakým způsobem dopraveny do centrálního bodu. Centralizované metody jsou velice 
energeticky náročné a nejsou pružné s velikostí sítě.
Multidimensional scaling
Lokalizaci  senzorových  uzlů  v  senzorové  síti  je  důležité  provádět  bez  chyb.  Na 
umísťování  má  veliký  vliv  prostředí,  ve  kterém  jsou  senzory  rozmístěny.  Takzvaná 
kumulovaná  (nabývající)  chyba  je  stálý  problém  lokalizace.  Pro  přesné  určení  pozic 
v anizotropním prostředí  je  navržena  právě tato  metoda  MDS. Multidimensional  scaling 
vytváří  tzv.  lokální  mapy,  které  jsou  složeny  z  aproximovaných  fyzických  pozic  uzlů. 
Důvod této aproximace je, že informace o pozici, která je zjišťována, jedné kotvy pomocí 
druhé, se může lišit od skutečné pozice. Metoda MDS je schopna zmenšovat chyby měření. 
Dále  je  možno  získat  lokalizaci  na  požádání.  Když  chce  být  senzor  lokalizován,  dojde 
k zahájení zaplavení sítě a obnovení lokálních map. Poté může být odhadnuta pozice daného 
senzoru, stejně tak i lokalizační informace senzorů, které se nacházejí podél cesty ke kotvě.
Tato centralizovaná metoda může být v senzorových sítích používána pro nalezení 
senzorových pozic či místních map, poté co byly zjištěny odlišnosti ve změřeném rozsahu. 
MDS technika  vypočítá  vzájemnou polohu senzorů s  vysokou možností  napravit  chybu. 
Jelikož  se  jedná  o  centralizovanou  metodu,  musejí  být  data  shromažďována.  Za  tímto 
účelem  jsou  sbírány  některé  vzájemné  vzdálenosti  mezi  senzory.  Je  vybíráno  několik 
zdrojových senzorů, které zaplaví celou síť a odhadují vzájemné vzdálenosti. Po odhadnutí 
těchto vzdáleností musejí být přeneseny k výpočtu nebo k senzoru, který provede výpočet. 
Typ  centralizovaného  výpočtu  je  podporován  některým  senzorovým  systémem  nebo 
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mimoúrovňovou zakládní stanicí  (base-station). Existuje samozřejmě i více možností  pro 
sběr vzájemných vzdáleností. Například zahajováním záplavy sítě zdrojovým senzorovým 
uzlem, který je umístěn na okraji (hranici) sítě, protože je schopen sebrat více vzájemných 
vzdáleností než uzel, který má svoji polohu ve středu senzorové sítě. Druhá možnost sběru 
dat je následující. Při záplavě uzly, které jsou daleko od sebe, hlídají vytváření vzájemných 
vzdáleností s menšími překrytími.
Obrázek 2.11 Senzorová síť v ne -čtvercové oblasti vede k chybnému odhadu rozsahu [2]
Jedná se vlastně o takovou transformaci na optimální cestu. Uzly A a B jsou kotevními uzly, 
kotva A je schopna odhadnout radiový rozsah, vzdálenost AB. Poté pomocí skoků určí směr 
od kotvy A ke kotvě B. A a B odhadnou vzdálenost k C pomocí dosahu radiového signálu. 
V tomto případě ale budou odhadované vzdálenosti určeny s dosti vysokou chybou. 
Chyby  mohou  být  také  způsobeny  oslabením  signálu.  K  tomuto  oslabení  dojde 
například po přidání překážek do cesty (budov). Poté pro zjištění vzdálenosti  musejí být 
využity  mnohem  bližší  uzly.  Z  tohoto  hlediska  je  velice  důležité  v  jakém prostředí  je 
lokalizace  senzorových  uzlů  prováděna.  V  prostředí  s  vysokou  trávu  či  křovinami  je 
intenzita signálu menší než v „čistém“ prostředí.
Obrázek 2.12 Velikost intenzity signálu a určení vzdálenosti v travnatém a „čistém“ prostředí [2]
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Hlavní výhodou centralizované metody MDS je, že dokáže vždy odhadnout relativně přesné 
umístění, které je založeno na omezené informaci o vzdálenosti nebo na vzdálenosti, která 
má sklony k chybovosti. Existuje několik typů MDS.
2.5 One hop lokalizace (jednoskoková)
Lighthouse systém
Tento typ  lokalizace spíše ukazuje použití  hardwarového zařízení.  Umísťování po celém 
senzorovém poli může být dosaženo pouze s jednoduchým lighthouse zařízením, které je 
schopno „sledovat“ všechny senzorové uzly v síti. Cílem lighthouse zařízení je „nasbírat“ 
všechna  data  a  ve  stejný  čas  pomoci  senzorovým uzlům s  jejich  lokalizací.  Tento  typ 
lokalizace  požaduje  po  zařízení,  aby  bylo  vybaveno  fotodetektorem  a  hodinami 
(synchronizací).
2.6 Relativní lokalizace
SPA (samo-umísťovací algoritmus)
V  tomto  typu  umísťování  se  souřadnice  určují  pomocí  LRG  (Localization  Reference 
Group).  Komunikační  uzly  si  mezi  sebou  vyměňují  informace.  Informace  zahrnují 
informaci  o  vzdálenosti.  Přístup  je  velice  podobný  jako  v  distribuované  verzi  MDS 
algoritmu. Výhodou této metody je, že k určení pozic nepotřebuje kotevní uzly [1].
3 Seznámení se simulačním nástrojem J-SIM
Při vytváření  telekomunikačních sítí  je mnoho rozhodujících vlivů a pravidel pro 
správnou funkci. Simulační nástroje slouží pro simulování, modelování sítí a pro zjištění 
chování jednotlivých komponent v datových sítích.
Simulačních nástrojů pro simulaci chování lokálních i rozsáhlých datových sítí  je 
více. Jedním z nich je Network Simulator Version 2 (označován jako ns 2). Simulátor byl 
vyvinut na universitě Berkeley a to v programovacím jazyku C++ a OTcl.  Pro simulaci 
WSN by šlo použít samozřejmě i tento typ simulátoru, ale u WSN se bere v úvahu mnoho 
hledisek. Jedním z nich, a to velice důležitým, je energetická náročnost. Z tohoto důvodu 
byl vyvinut nástroj, nazvaný J-SIM (JavaSim). Už z názvu vyplývá, že nástroj byl vytvořen 
v jazyku Java. 
J-SIM  má  předdefinované  java  class  (třídy),  které  jsou  navrženy  přímo  pro 
bezdrátové  senzorové  sítě.  Pro  vytváření  simulace  WSN  jsou  tyto  třídy  využívány 
prostřednictvím  jazyka  Tcl  (Tool  Command  Language).  Poskytované  třídy  obsahují 
například senzorové a koncové uzly, senzorové kanály a bezdrátové komunikační kanály. 
Jsou zde i  fyzická  média,  jako seizmické  kanály,  ale  také i  energetické  modely.  Je  zde 
umožněno  vytváření  svých  vlastních  modelů.  Modely  mohou  být  definovány  podtřídou 
vhodnými třídami definovanými v simulačním rámci.
Nástroj JavaSIM je založen na komponentní softwarové architektuře, nazývané ACA 
(Autonomous Component Architecture). Základem této architektury jsou komponenty, které 
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komunikují  s  ostatními  prostřednictvím  posíláním  a  přijímáním  dat  mezi  jejich  porty. 
Vlivem toho, že J-SIM je volně spojenou architekturou, může být každá část (komponenta) 
navržena a testována samostatně.
Poslední  verze  J-SIMu  je  1.3.  Tato  verze  je  celá  napsaná  v  jazyku  Java. 
K implementaci se využívá Tcl interpret, nazývaný Jacl.
Úvod do návrhu simulačního systému
Hlavními objekty v bezdrátových senzorových sítích jsou monitorování a hlavně snímání 
zajímavých událostí. Jsou zde tři základní druhy komunikačních uzlů. Senzorové uzly jsou 
určeny k snímání „něčeho“ zajímavého, dále posílájí zprávy k uživatelským uzlům (user 
nodes). Uživatelské uzly zaslané informace dále využívají. Událost či podněty pro snímání 
jsou  vytvářeny cílovými  uzly  (target  nodes).  Tyto  zmíněné uzly  si  informace  předávají 
prostřednictvím příslušných kanálů.
Obrázek 3.1 Typický model komunikačních uzlů [10]
Z předchozího obrázku je zřejmé, že senzorový uzel musí umět komunikovat se senzorovým 
i bezdrátovým kanálem. Z tohoto důvodu jsou zaváděny tzv.  stacky (sada či  protokoly), 
kterými dokáže senzorový uzel komunikovat jednak s cílovým uzlem, ale i s uživatelským 
uzlem. U návrhu musí být počítáno se vším, proto je zde zaváděn i CPU model, Baterry 
model, Radio model. Tzv. Power model tvoří dohromady s předešlým modelem (i se stacky) 
plně funkční senzorový uzel [10].
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3.1 Popis jednotlivých komponent
Tcl (Tool Command Language)
Tcl  jazyk  se vyznačuje  velice jednoduchou a pravidelnou syntaxí.  Program Tcl  lze  psát 
v obyčejném  textovém  editoru,  kterému  je  přidělena  koncovka  .tcl.  Pro  syntaxi  tohoto 
jazyka platí určitá pravidla.
• první slovo v příkazovém řádku je název příkazu
• každé slovo v příkazovém řádku je odděleno od jiných slov alespoň jednou mezerou
• dvojitými uvozovkami či složenými závorkami se seskupují slova
• příkaz je psán na jeden řádek nebo se příkazy oddělují středníkem
• proměná se značí znakem $
• hodnota proměnné může být také psána jako řetezec v hranatých závorkách
3.2 Využití příkazů Tcl v J-SIM
Předem  připravené  class  (třídy)  se  využívají  pomocí  mkdir.  Syntaxe  příkazu  mkdir  je 
následující: 
mkdir drcl.inet.sensorsim.SensorChannel chan.  Pomocí  tohoto příkazu se vytvoří 
senzorový kanál,  kde  drcl.inet.sensorsim.SensorChannel určuje  cestu  ke  class 
SensorChannel. Chan je pojmenování.
Při psaní tcl skriptu se bere v úvahu pro jaký typ simulátoru je daný skript psán. 
U J- SIM se nejprve definuje class (třída) Component.class. 
Nejvíce využívaným příkazem je příkaz nastavení set. Například pro nastavení počtu 
uzlů: set node_num 7. Jedná se o pevné nastavení, které nelze měnit. Pro zápis proměnné 
se  používá  znak  $  (přiřazení  hodnoty).  Využití  v  simulátoru  je  například  pro  přiřazení 
kapacity sensorového kanálu.  ! chan setCapacity $node_num – další neznámý znak !. 
Tento znak slouží pro přístup k objektu v tomto případě do SensorChannel a vyvolá danou 
metodu (setCapacity),  kapacita kanálu bude rovna počtu uzlů. Mezi nejběžnější znaky či 
příkazy patří i #. Znak # slouží pro zápis komentářů. 
Ukázka základních příkazů 
cd [mkdir -q drcl.comp.Component /aodvtest]
# nastavení počtu uzlů (senzorových a cílových)
set node_num 7
# nastavení pouze cílových uzlů
set target_node_num 2
# vytvoření sensorového kanálu
mkdir drcl.inet.sensorsim.SensorChannel chan 
# kapacita sensorového kanálu
! chan setCapacity $node_num
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3.3 Instalace JavaSIM
Tento  simulátor  je  volně  šířitelný,  lze  jej  stáhnout  z  oficiálních  stránek J-SIM (www.j-
sim.org). Při hledání programu na internetu byl nalezen i program (názvem též JSIM), který 
se využívá k matematickým výpočtům jazykem MML (Mathematic Modeling Language). 
Simulátor  pro  WSN lze  stáhnout  v  nezkompilované,  ale  i  v  zkompilované  verzi 
připravené rovnou ke spuštění. Po stahnutí nejaktuálnější verze 1.3  + patch 4, následuje 
instalace. Z důvodu, že tento program byl vyvinut v jazyku Java, je nutné mít nainstalované 
JVM (Java Virtual Machine) a nejméně verzi JDK 1.4. JVM je zde důležitý pro překlad 
bajtového  kódu  do  strojového  jazyka.  Program  může  být  zkompilován  jen  jednou,  ale 
spuštěn  vícekrát.  V  bajtovém kódu  je  vlastně  psaná  class,  která  byla  zkompilována  ze 
zdrojového kódu Javy. JavaSIM lze spouštět jak v Linuxovém, tak i ve Windows prostředí. 
Protože se jedná o aplikaci, která poskytuje jen class pro vytváření simulace, není potřebná 
jiná instalace programu.
Pro spuštění je využit příkazový řádek Windows nebo terminál v případě systému 
Linux.  Po  zadání  cesty  adresáře,  ve  kterém  se  simulátor  nachází,  je  zadán  příkaz  pro 
spuštění (java -cp j-sim1.3.zip drcl.ruv.System Jacl_license).
Obrázek 3.2 Instalace J-SIM
Následně  dojde  ke  spuštění  konzole,  ve  které  je  také  možno  zjistit  využívající  verzi 
programu J-Sim. 
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Obrázek 3.3 Spustitelná konzole
4 Skript Tcl s využitím programu J-SIM
Jak  již  bylo  zmíněno,  Tcl  skript  využívá  balíčků  z  programu  J-SIM.  Právě  vhodným 
poskládáním a použitím těchto balíčků vznikají například senzorové uzly nebo různé typy 
přenosových kanálů. J- SIM pracuje se třemi základními druhy uzlů (sensor, target, sink). 
4.1 Target uzel
Hlavní úloha target uzlu je nejprve zachytit danou událost, poté vyslat příslušný signál. Dále 
se zde nachází senzorová vrstva (SensorPhy). SensorPhy plní dvě funkce. Jakou funkci bude 
vykonávat  určuje typ  uzlu,  ve kterém se nachází.  Při  umístění  v target  uzlu tato  funkce 
spočívá v příjmu generovaného signálu TargetAgentem. Od portu .query, který je portem od 
modelu  SensorMobility  získá  senzorová  vrstva  aktuální  umístění  target  uzlu.  Takto 
obohacený signál je vyslán směrem k senzorovému kanálu. Model SensorMobility dokáže 
zaznamenávat  umístění  uzlu.  Jestliže  se jedná o pohyblivý uzel,  je tento model  schopen 
sledovat i rychlost pohybu daného uzlu. SensorMobility vyhodnocuje polohu nejen target, 
ale i senzor uzlu.
Obrázek 4.1 Target uzel [10]
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Senzorová  vrstva  tedy  komunikuje  se  SensorMobilityModelem.  Tato  komunikace  je 
založena na výměně informací o pozici jednotlivých uzlů. To je zajištěno pomocí zprávy. 
Zpráva  se  v  tomto  případě  jmenuje  SensorPositionReportContract.  SensorPhy  si  lze 
představit jako „volající“, která žádá o zaslání aktuální pozice uzlu. SensorMobilityModel 
představuje „volaného“, který odpovídá aktuálním umístěním „volajícímu“ uzlu.
Spolupráce SensorNodePositionTracker,  SensorMobilityModel a SensorPhy v target 
uzlu
Model SensorNodePositionTracker je model, který má v senzorové síti za úkol spravovat 
umístění senzor a target uzlů. Z předešlého důvodu musí spolupracovat s modelem, jenž byl 
zmíněn,  SensorMobilityModel.  V tomto  modelu  se  v  simulaci  nastavuje pevné umístění 
všech použitých uzlů v síti. V tomto případě je potřeba znát, jaké senzorové uzly zahrnuje 
nastavený radius target uzlu. Na základě tohoto radia SensorNodePositionTracker vytvoří 
nodelist,  obsahující  příslušné  senzorové  uzly.  Právě  k  tomuto  zjištění  pomůže  model 
SensorNodePositionTracker, který přijímá generovaný signál od target uzlu. Poté pomocí 
portu .channel  spolupracuje  s  modelem reprezentujícím senzorový kanál  SensorChannel. 
Nyní  bude  popsána  funkce  SensorNodePositionTrackeru  a  spolupráce  se  sousedními 
modely pomocí  definovaných kontraktů.  Pomocí kontraktu SensorPositionReportContract 
se získává nejen informace o pozicích uzlů, ale také  id uzlů. Poté se uplatňuje kontrakt, 
kterým  je  spojen  se  SensorChannel,  SensorNeighborQueryContract.  Předtím,  než  bude 
uplatněn  tento  kontrakt,  dojde  k  ukázce,  jak  se  data  od  SensorPhy  dostávají  do 
SensorChannel. Je to opět pomocí kontraktu, nazývajícího se SensorNodeChannelContract, 
který mimo id uzlu, radia a jeho umístění obsahuje také TargetPacket. Senzorový kanál si 
pomocí metod začínající get. stáhne potřebné informace z kontraktu a pro dané parametry si 
vyžádá od SensorNodePositionTrackeru příslušný nodelist.
Obrázek 4.2 Komunikace od target uzlu [10]
4.2 Sensor uzel
Základem senzorového uzlu je schopnost přijímat signál od senzorového kanálu, ve kterém 
se šíří. Nalézá-li se SensorPhy v senzorovém uzlu její další funkce je také zjistit s jakou 
intenzitou  je signál  generován.  Opět  se  zde zjišťuje  aktuální  umístění  senzorového uzlu 
pomocí portu .query SensorMobilityModelu. 
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Spolupráce  SensorPhy,  SensorMobilityModel,  SensorNodePositionTracker, 
SensorChannel, NodePositionTracker
Modely  SensorMobilityModel,  SensorNodePositionTracker  zde  vykonávají  funkci,  která 
byla zmíněna v popisu target uzlu. Jediný a velice důležitý rozdíl je zde ve funkci senzorové 
vrstvy  SensorPhy.  V  senzorovém  uzlu  senzorová  vrstva  nevysílá  do  kanálu  žádné 
informace, naopak SensorPhy zde odebírá informace vyskytující se ve SensorChannel. Tedy 
v případě této vrstvy není zde využit port .down, ale pro odebírání dat z kanálu je použit 
port .channel. Pro přenos informací mezi SensorChannel a SensorPhy je využit již známý 
kontrakt  SensorNodeChannelContract.  Z  tohoto  kontraktu  jsou  získány  informace 
o umístění  odesílatele  (target  uzlu),  intenzita,  se  kterou byl  paket  přijat.  Dále  je  možno 
pomocí zmíněného kontraktu zjistit také id target uzlu.
Zavedením  dalšího  modelu  SeismicProp  a  kontraktu 
SensorRadioPropagationQueryContract lze určit mez intezity přijatého signálu RxThresh, 
kde při splnění podmínky  P rRxThresh je takovýto paket  (TargetPacket) zahozen. Po 
nesplnění  podmínky je  TargetPacket  poslán  do vrstvy  SensorAgent,  dále  je  informován 
SensorNodePositionTracker o přijetí daného paketu. Již ve zmíněném modelu SeismicProp 
je intezita signálu, se kterou byl paket přijat, počítána pomocí vzdálenosti. Tato vzdálenost 
je vypočítána pomocí X-Y souřadnic odesílatele a příjemce.
Je zde také použit nový model NodePositionTracker, který plní úkol dělení roviny 
X-Y simulované  oblasti  do dílčích  oblastí.  Každý uzel  pravidelně  podává zprávy o své 
pozici právě NodePositionTrackeru.
Obrázek 4.3 Sensor uzel [10]
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Obrázek 4.4 Popis kontraktů týkající se nižších vrstev
Spolupráce SensorPhy, SensorAgent a SensApp
Komunikace  mezi  senzorovou  fyzickou  vrstvou  a  SensorAgentem  probíhá  pomocí 
kontraktu SensorAgentPhyContract. Tento kontrakt pracuje jen se základními informacemi, 
těmito  informacemi  se  myslí  hlavně  nasbíraná  data  od  target  uzlu.  Na  konci  tohoto 
kontraktu je možnost výpisu některých již zmíněných informací.
public String toString(String separator_)
{
  String str;
    str = "Sensor-Agent-Phy Message:" + separator_ + "lastNoisePower=" + 
lastNoisePower  +  separator_  +  "Pkt=" +  pkt.toString()  +  separator_  + 
"target_nid=" + separator_ + target_nid; 
    return str;
}
Další  komunikace  probíhá  mezi  SensorAgentem  a  aplikační  vrstvou 
(SensorAppAgentContract).  Tento  typ  kontraktu  bude  využit  i  v  simulaci.  Jeho  využití 
spočívá v zobrazení následujícího výpisu ve vytvořené aplikaci. K informacím, které přišly 
v předchozím kontraktu,  se zde připojují informace týkající  se hlavně kvality příchozího 
signálu a k tomu i příslušné pakety.
public String toString(String separator_)
{
  String str;
      str =  "Sensor-App-Agent Message:" + separator_ +  "dataSize=" + 
dataSize  +  separator_  +  "snr=" +  snr  +  separator_  +  "target_nid=" + 
target_nid; 
    return str;
}
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Obrázek 4.5 Kontrakty související s aplikační vrstvou
Tímto typem komunikace je pomyslně ukončena senzorová část simulace.
Úvod do jazyka Java
Nejprve ale dojde k seznámení se se syntaxí jazyka Java a popisu zdrojových kódů 
použitých tříd. Jak již bylo zmíněno, simulační nástroj J-SIM využívá pro dané simulace 
třídy napsané v jazyce  Java.  Tato třída představuje jakýsi vzor,  dle kterého se vytvářejí 
objekty. Třída se deklaruje klíčovým slovem class. 
Deklarace třídy vypadá takto:
modifikátor class identifikátor
{
//napsaný kód
}
Existují tři typy modifikátorů označujících typ třídy. Veřejná třída (public), jedná se o třídu 
přístupnou i mimo balíček,  ve kterém byla deklarována.  Abstraktní třída, je třída,  od níž 
nelze objekt vytvořit. Finální třída je třída, od které nelze odvodit potomky. Každé metodě 
či datovým položkám lze nastavit přístupová práva. 
Typ přístupového práva public. Takto označená metoda může být použita kdekoliv, i v jiné 
třídě nebo balíčku.  Právo private, takto nadefinované metody třídy se mohou používat jen 
v dané třídě. Právo protected, tyto členy se používají v metodách třídy, kde vznikly, a dále 
v metodách jejich potomků. Bez uvedení, jedná se o přátelské členy, které se používají jen 
v rámci balíčku [12].
Vytváření objektu se provádí ve dvou krocích. Nejprve je nadeklarována referenční 
proměnná, v druhém kroku dojde v paměti k vytvoření nového objektu.
ProbePacket pkt = new ProbePacket();
V tomto případě odkaz pkt ukazuje na vytvořený objekt. Inicializace položek se zde provádí 
ve tvaru objetk.položka.  Vytvořený objekt ale zaniká s ukončením bloku, ve kterém byl 
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vytvořen. Další způsob je přiřazením hodnoty null.
Daleko  vhodnější  je  ale  použití  konstruktoru.  Konstruktor  je  speciálním  typem 
metody,  která  nemá  žádnou  návratovou  hodnotu.  Tato  speciální  metoda  se  používá  při 
inicializaci datových položek. Konstruktor je volán ihned v okamžiku vytvoření objektu.
Při  použítí  odkazu this, který je obsažen v každé metodě,  máme jistotu,  že daná 
metoda pracuje pouze s daty svého objektu. 
SensorLocApp
Senzorová  aplikační  vrstva  slouží  k  příjmu  aplikačních  dat  a  vykonává  určité  procesní 
úlohy. Zpracovaná data dokáže posílat do bezdrátové části, v tomto případě tedy nejprve 
dochází  k výměně informací  mezi  WirelessAgentem.  Podle předchozího  vysvětlení  bude 
popsána  základní  funkčnost  SensorLocApp,  která  je  vytvořena  ze  třídy  SensorApp. 
Z důvodu poskytnutí více možností je popsána právě tato třída. 
//následně vytvořená třída je přidána do balíčku sensorsim
package drcl.inet.sensorsim;
//naopak pro zpřístupnění balíčku
import drcl.data.*;
import drcl.comp.*;
import drcl.net.*;
import drcl.inet.*;
import drcl.inet.contract.*;
import java.util.*;
import drcl.comp.Port;
import drcl.comp.Contract;
import drcl.inet.mac.MobilityModel;
import drcl.inet.mac.PositionReportContract;
//deklarace veřejné třídy SensorLocApp
public class SensorLocApp
{
//třídy SensorLocApp je rozšířenou třídou SensorApp
extends SensorApp
//nejprve je nastavena proměnná
public boolean isAnchor = false;
public double probeInterval = 60;
Objevuje se zde konstruktor  super (). Jedná se o konstruktor, který musí být zavolán při 
vytvoření nového objektu.
Poté dojde k zjištění, zda se jedná o anchor uzel. Po splnění této podmínky je anchor uzel 
přidán do anchorListu, který je typu Vector ().
this.myPos = new double[3];
      this.estPos = new double[3];
      for (int i = 0; i < 3; i++)
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      {
           this.myPos[i] = Double.NaN;
           this.estPos[i] = Double.NaN;
      }
      this.anchorList = new Vector();
Dále  jsou  v  třídě  SensorLocApp  definované  metody,  které  využívají  už  nadefinované 
proměnné. Nadeklarované metody se poté nastavují přímo v simulaci a je možno nastavit 
jen metody potřebné pro konkrétní příklad.
public void setProbeInterval(double t)
    {
        this.probeInterval = t;
    }
Předchozí  metoda  využívá  proměnnou  probeInterval.  Velice  důležitým  slovem v  názvu 
metody je zde set. Set je tzv. setter, pomocí něhož lze nastavovat hodnoty datových položek, 
v tomto případě ProbeIntervalu. Opačnou funkci mají tzv. gettery.  Funkcí této metody je 
získat hodnoty datových položek.
Tato zmiňovaná vrstva pracuje s typem lokalizace, který patří do skupiny APS (Ad 
hoc Positioning System), DistanceVector-Hop. Při metodě APS/DV-Hop si uzly vyměňují 
tabulky vzdáleností,  které  obsahují  umístění  a  počet  skoků ke kotevním uzlům.  Jakmile 
kotevní  uzel  obdrží  tabulky  vzdáleností  od  jiných  kotevních  uzlů,  vypočítá  průměrnou 
vzdálenost  ve skocích.  Průměrná vzdálenost  vznikne součtem vzdáleností  ve skocích od 
jiných  kotevních  uzlů,  které  podělíme  počtem  skoků.  Uzel,  který  nezná  svoji  polohu, 
využije tuto průměrnou vzdálenost ve skocích, kterou počítá každý kotevní uzel, a vypočítá 
si  svoje  umístění  pomocí  laterace.  Senzorové  uzly,  které  si  vypočítají  pozici  pomocí 
laterace, se stávají anchor uzly, a jsou tedy přidány do anchorListu. V simulačním nástroji 
zmíněnou  funkci  plní  aplikační  vrstva  SensorLocApp.  Při  vytvoření  senzorového  uzlu 
s vrstvou SensorLocApp je nutno nejprve určit,  zda instance SensorLocApp se vyskytuje 
v kotevním uzlu nebo v uzlu, který nezná svoji polohu. Kotevní uzel periodicky posílá tzv. 
probing  pakety,  které  obsahují  umístění,  průměrnou  vzdálenost  za  skok  (hopDistance) 
a počet skoků (hopCount). Při obrdžení tohoto sondovacího paketu, uzly s neznámou pozicí 
vypočítají pomocí získaných informací vzdálenost ke kotevním uzlům.
SensorAgent
Senzorový uzel  musí  pro zpracování  generovaného  signálu  obsahovat  vrstvu,  která  plní 
funkce opačné k funkcím TargetAgentu. Tato vrstva se nazývá SensorAgent. Funkce agentu 
je přijímat signál z nižších vrstev a dále jej přeposílat vrstvě aplikační. SensorAgent dokáže 
i  vypočítávat  nějaká  specifická  data  (intenzitu  a  trvání  signálu,  odstup  signál/šum). 
U modelu  SensorAgent  se  rozdílně  pracuje  s  jedním  nebo  více  target  uzly  a  tím 
i s přeposíláním dat k vyšším vrstvám. Toto vše se určuje pomocí metody setWaitTime. 
Jestliže wait_time není nastaven na hodnotu 0, SensorAgent, neposílá přijatá data 
ihned do aplikační vrstvy SensorApp, ale po určitou dobu (nastavenou hodnotu) wait_time 
shromažďuje přijaté informace do numByteRcvd a maxSNR. Po uplynutí nastavené doby 
SensorAgent prohledává nashromážděná data. Jestliže je v simulaci použito více target uzlů 
a hodnota wait_time je 0, po vypršení wait_time bude hodnota target_nid rovna pouze  id 
prvního target uzlu, od kterého SensorAgent přijal informace v průběhu wait_time.
Jestliže wait_time je rovno 0, pak již dále není problém, ale musí se počítat s tím, že 
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v tomto případě SensorAgent posílá data (data nesou informace generované target uzlem 
o target_nid) okamžitě do aplikační vrstvy SensorApp.
SensorPhy
Popis SensorPhy v senzorovém uzlu je rozdílný od popisu v target uzlu. Hlavní rozdíl se 
týká  signálu.  Signál  se  nevysílá,  ale  zde  je  úkolem  SensorPhy  signál  přijmout  ze 
SensorChannel. I v tomto případě musí probíhat komunikace s ostatními bloky senzorového 
uzlu.  Pro  komuninkaci  jsou  použity  porty  (.config,  .channel,  .propagation,  .mobility, 
.toAgent,  .toSensorNodePositionTracker).  Třída  poskytuje  řadu  metod  pro  nastavení 
parametrů. Z důvodu práce s více senzor nebo target uzly,  je nutno nastavit příslušné  id. 
Dosah uzlu je určen metodou setRadius. Předchozí dvě metody jsou pro nastavení fyzické 
vrstvy v senzor uzlu velice důležité.
Jak již bylo uvedeno, SensorPhy pracuje se signálem, který přijímá od senzorového kanálu. 
Pojem signál je zde velice často zmiňován, bylo by velice vhodné uvést jeho obsah. Signál 
generovaný uzlem target obsahuje id uzlu, umístění target uzlu, které odpovídá jeho pozici 
při generování příslušného signálu. Dále je to radius, který určí vysílací poloměr vysílacího 
uzlu. Z předchozího popisu je zřejmé, že tato třída plní velice jednoduchou funkci v modelu 
senzorového uzlu.
SensorMobilityModel
Po popisu senzorové fyzické vrstvy následuje model, který je v SensorPhy často zmiňován, 
SensorMobilityModel. SensorMobilityModel je schopen pracovat s umístěním libovolných 
uzlů  v senzorové  síti.  V  simulačním  nástroji  J-SIM  se  lokalizace  uzlů  provádí  pomocí 
souřadnicového  systému,  proto  v  tomto  modelu  se  musí  nejdříve  nastavit  rozměry 
senzorového  pole.  Tedy  je  použita  příslušná  metoda,  metoda  setTopologyParameters. 
Vstupními proměnnými jsou zde hodnoty na osách x, y a z.
public  void setTopologyParameters(double maxX_,  double maxY_,  double 
maxZ_, double minX_, double minY_, double minZ_)
MobilityModel, od kterého je SensorMobilityModel odvozen, umožňuje realizovat simulaci 
pohybu uzlů. Pro realizaci pohybu uzlů, se nejprve nadefinuje jeho výchozí umístění a zadá 
jakou rychlostí se bude daný uzel pohybovat. K tomuto účelu slouží následující metoda.
public void setPosition(double Max_Speed_,  double X_,  double Y_,  double 
Z_) {
        X = X_;  Y = Y_;  Z = Z_;
        X0 = X_; Y0 = Y_; Z0 = Z_;
        Max_Speed = Max_Speed_;        
    }  
Pohyb je zde reprezentován pomocí  trajektorie,  která  je v jazyku Java deklarována jako 
dvourozměrné pole. Kromě definice pevného umístění libovolného uzlu je možno využít 
metodu  generující  náhodnou pozici.  Náhodná pozice  je  zde  počítána  pomocí  minimální 
hodnoty,  ke  které  se  přičítá  náhodně  vybraná  proměnná  typu  double.  Se  vzniklým 
výsledkem dále provedeme násobení s hodnotou, která je rozdílem maximální a minimální 
hodnoty dané osy. Po definici pozice nebo jejího aktuálního obnovení je nutno tuto pozici 
41
odeslat  do  SensorNodePositionTrackeru  a  NodePositionTrackeru,  které  budou  popsány 
dále.
5 Realizace lokalizačního algoritmu v simulačním nástroji J-SIM
5.1 Volba lokalizačního algoritmu a základní návrh senzorové sítě
V předchozí kapitole byly vysvětleny jednotlivé komponenty simulačního nástroje J-SIM, 
následně  pomocí  těchto  komponentů  bude  vytvořena  simulace  lokalizačního  algoritmu. 
Volba algoritmu, dle kterého si budou senzorové uzly zjišťovat své umístění, byla volena 
s ohledem na realizaci v daném simulačním nástroji. Použitím komponenty SensorLocApp, 
tedy třídy SensorLocApp.class, by se velice zjednodušil  návrh tohoto algoritmu,  protože 
tato třída je vytvořena přímo pro tvorbu lokalizačního algoritmu DV-hop. Avšak tato třída 
není k dispozici z důvodu nezkompilování příslušných zdrojových kódů.
Než dojde k samotnému návrhu Tcl skriptu, musí se rozmyslet jednotlivá rozmístění 
kotevních uzlů a samozřejmě i velikost senzorové sítě, ve které bude simulace prováděna. 
Z důvodu,  že se jedná o umísťovací  algoritmus,  nemá být  senzorovým uzlům přiřazeno 
pevné umístění v senzorovém poli. V následné simulaci jde o získání co největšího počtu 
anchor uzlů, z tohoto důvodu všem senzorovým uzlům mohou být přiděly pevné pozice.
Před samotným vytvořením jednotlivých uzlů je třeba určit typy kanálů, umísťovací 
komponenty a počet uzlů v senzorové síti.
set Pnode 23
set Psensor 19
set sensor 1
set target 3
#kapacita kanálu je nastavena na součet uzlů sensorových a target
mkdir drcl.inet.sensorsim.SensorChannel kanal
! kanal setCapacity [expr $Psensor + $target]
#následující model podává také informace o pozicích uzlů, a proto musí 
znát rozměry #sensorového pole
#nastavi rozměry pole, kde se nacházejí sensor a target uzly
mkdir drcl.inet.sensorsim.SensorNodePositionTracker pole
#        maxX  minX maxY minY
! pole setGrid 500.0 0.0 500.0 0.0
Před  dalším  pokračováním  v  Tcl  skriptu  je  znázorněno  již  hotové  senzorové  pole  pro 
představu o celé struktuře, která bude simulována.
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Obrázek 5.1 Sensorové pole s umístěním jednotlivých uzlů
Na  obrázku  (Obrázek  5.1)  jsou  vidět  zvolené  senzorové  uzly  s  pevně  určenými 
souřadnicemi,  které  již  byly  přidány  do  anchorListu.  Dále  se  zde  objevují  uzly  také 
s určenou  pozicí,  ale  nejsou  obsaženy  v anchorListu.  Kotevními  uzly  v  anchorListu  se 
stanou až poté, když na ně bude aplikována vytvořená simulace. Uzly target vysílají signál 
o určitém poloměru, poté dojde k zjištění, jaké uzly se v tomto okruhu vyskytují. Na tomto 
obrázku jsou také zobrazeny id jednotlivých uzlů, id mají význam pro simulaci.
#spojeni  sensorového  kanálu  a  SensorNodePositionTrackeru  pomocí 
příslušných portů
connect kanal/.tracker@ -and pole/.channel@
V  případě  velkých  rozměrů  senzorové  sítě  je  možné  pomocí  setGrid 
v NodePositionTrackeru rozdělit  síť na dílčí  podoblasti.  V simulaci  není senzorové pole 
rozděleno do podoblastí je jen vytvořena mřížková síť, jednotlivé mřížky budou od sebe 
vzdáleny 50 m.
mkdir drcl.inet.mac.NodePositionTracker rozdelPole
#                    maxX  minX maxY minY dx  dy
! rozdelPole setGrid 500.0 0.0 500.0 0.0 50.0 50.0
Ve skriptu Tcl je také možno vkládat tzv. kontrolní body, které vypíší zvolený text nebo 
hodnotu proměnné. K tomu slouží příkaz puts.
puts "pole rozdeleno"
Ve skriptu  se  často  vyskytuje  příkaz  expr,  který  se  používá  nejen  při  matematických 
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operacích, ale i logických či bitových. Pro vyhodnocení se používají hranaté závorky. Po 
nastavení přenosových kanálů a umísťovacích modelů dojde k vytvoření uzlů. Jako první 
bude vytvořen target uzel.
#TARGET NODE
Je zde vytvořen cyklus pomocí příkazu  for. Cyklus slouží k vytvoření příslušného počtu 
target  uzlů.  Cyklus  zde začíná na hodnotě  $Pnode - $target  (odpovídá hodnotě 20), 
k ukončení dojde, když proměnná i nabyde hodnoty 22, cyklus for se tedy provede celkem 
třikrát.
for {set i [expr $Pnode - $target]} {$i < $Pnode} {incr i} {
puts "vytvari se target s id $i"
set node$i [mkdir drcl.comp.Component n$i]
cd n$i
Od této chvíle až do ukončení se pracuje v těle cyklu. Veškeré komponenty, které zde budou 
nadefinovány, se tedy třikrát zopakují, dojde k vytvoření tří target uzlů s id od 20 až 22.
mkdir drcl.inet.sensorsim.TargetAgent TAgent
#nastavení jak často se bude generovat signál (30.0 sec)
! TAgent setBcastRate 2.5
mkdir drcl.inet.sensorsim.SensorPhy fyzicka
! fyzicka setNid $i
! fyzicka setRadius 200.0
#příslušné propojení
connect TAgent/down@ -to fyzicka/up@
connect fyzicka/down@ -to /simulace/kanal/.node@ 
U SensorPhy je  nejdůležitější  nastavit  metodu  setNid,  ve které  se  nastavuje  id uzlu.  Id 
určuje o jaký z uzlů se jedná. Pro nastavení je využita proměnná i, která je použita v cyklu 
for. Dále se objevuje metoda setRadius pro nastavení vysílacího poloměru target uzlu.
mkdir drcl.inet.sensorsim.SensorMobilityModel pohyblivost
! pohyblivost setNid $i
! pohyblivost setTopologyParameters 500.0 500.0 0.0 0.00.0 0.0
Tímto modelem se právě  pevně  přidělují  pozice  jednotlivým uzlům v senzorovém poli. 
Pozice se přidělují až ke konci simulace. Důvod tohoto způsobu přidělování pozic je nutný, 
protože při umístění nastavení do tohoto cyklu by došlo k opakování stejné pozice. Model 
SensorMobilityModel  musí  být  opět  seznámen  s  rozměry  sítě  pomocí  metody 
setTopologyParameters. Vytvoření požadovaného target uzlu je ověřeno vložením příkazu 
puts "vytvoren target s id $i" .
#KONEC TARGET NODE
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#SENSOR NODE
for {set i $sensor} {$i < [expr $sensor + $Psensor]} {incr i} {
puts "vytvari se sensor s id $i"
.
.
.
Cyklus  na  vytváření  určitého  počtu  jednotlivých  uzlů  je  zde  tvořen  pomocí  předem 
definovaných  proměnných  $sensor,  $Psensor,  kde  hodnota  Psensor prezentuje  počet 
senzorových  uzlů  v  senzorové  síti.  Počáteční  hodnotu  v  simulaci  vyjadřuje  $sensor. 
Předchozím cyklem tedy dojde k vytvoření senzorů s identifikátory 1 – 18. Jestliže funkcí 
target  uzlu  je  vysílat  příslušný  signál  do  senzorového  kanálu,  musí  senzorový  uzel 
vykonávat funkci přijímání z tohoto senzorového kanálu. Toto je bráno v úvahu a následně 
přizpůsobeno připojení fyzické vrtsvy.  Metoda  setRxThresh je použita v simulaci jen pro 
upřesnění. V metodě je nastavena mez, jestliže pod kterou klesne intezita přijatého signálu, 
bude  paket  zahozen.  Informace  od  senzorového  kanálu  se  čerpají  metodou  attachPort. 
Metoda  umožňuje  připojit  každý  senzor  nezávisle  na  ostatních.  Dále  je  tento  typ  uzlu 
vybaven  modely  SensorMobilityModel,  SensorAgent,  které  již  byly  zmíněny  dříve. 
Senzorový uzel musí být vybaven také komponenty Radio, CPU a Battery. V komponentě 
Radio je velice důležité nastavení stavu, ve kterém pracuje. Vybírá se z pěti známých módů, 
radio může být ve stavu Idle, Sleep, Off, Transmit, Receive. Pro tuto simulaci je vhodný 
mód  Receive,  který  je  v  nastavení  reprezentován  hodnotou  4.  Pro  funkčnost  celého 
senzorového uzlu je potřeba nadefinovat  komponentu,  která bude simulovat  baterii,  tedy 
napájení. V úvodu této práce je vysvětlena funkčnost, a tedy i potřeba centrální procesorové 
jednotky.  I zde je vybíráno z jistých módů. Módy jsou velice podobné předchozím Idle, 
Sleep, Active, Off. V tomto případě musí být CPU aktivní, nastavený na hodnotu 2. Znovu 
je zde připojen pomocí spojení attachPort.
# fyzickou vrstvu je také třeba zařadit do senzorového uzlu
mkdir drcl.inet.sensorsim.SensorPhy fyzicka
! fyzicka setNid $i
! fyzicka setRadius 200.0
#  propojeni  se  senzorovým  kanálem  se  zde  liší,  v  senzorovém  uzlu  ze 
senzorového kanálu čerpáme informace
! /simulace/kanal attachPort $i [! fyzicka getPort .channel]
# tento model bude dále použit pro umístění všech uzlů v síti
mkdir drcl.inet.sensorsim.SensorMobilityModel pohyblivost
.
.
.
Dále dochází k vytvoření a propojení již zmíněných a potřebných vrstev.
# power model
# battery model
set bat($i) [java::new drcl.inet.sensorsim.BatteryLiNR 1.20]
mkdir $bat($i) baterie
java::call drcl.comp.Util setRuntime $bat($i) [java::new 
drcl.comp.ARuntime]
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# cpu model
set cpu($i) [java::new drcl.inet.sensorsim.CPUAvr]
mkdir $cpu($i) procesor
java::call drcl.comp.Util setRuntime $cpu($i) [java::new 
drcl.comp.ARuntime]
# radio model
set rad($i) [java::new drcl.inet.sensorsim.RadioSimple]
#mkdir-nazev promenne-jmeno adresare
mkdir $rad($i) radio 
java::call drcl.comp.Util setRuntime $rad($i) [java::new 
drcl.comp.ARuntime]
puts "$rad($i)"
connect $bat($i) /batteryOut@ -to $cpu($i) /batteryIn@
connect $bat($i) /battery@ -and $cpu($i) /battery@
$cpu($i) setCPUMode 2
connect $bat($i) /batteryOut@ -to $rad($i) /batteryIn@
connect $bat($i) /battery@ -and $rad($i) /battery@
$rad($i) setRadioMode 4
puts "energy hotovo"
#nazev promenne-metoda-pripojeni pomoci portu .cpu
#pripojeni k aplikacni vrstve
$cpu($i) attachApp [! SenApp getPort .cpu]
$rad($i) attachApp [! SenApp getPort .radio]
puts "pripojeno"
V  předchozím  zdrojovém  kódu  se  vyskytuje  zatím  neznámý  příkaz  java::new. Tento 
příkaz v Tcl znamená vytvoření nové instance od java objektu. V Tcl skriptu je tato instance 
použita  z  důvodu  vytvoření  samostatného  CPU,  Battery  a  Radio  modelu  pro  každý 
senzorový  uzel,  které  jsou  označeny  identifikátory  id.  Další  kombinací  příkazu  je 
java::call. Tento  příkaz  je  použit  pro  vyvolání  věřejné  statické  metody.  V  tomto 
konkrétním  případě  se  jedná  o  statickou  metodu  setRuntime,  která  spojuje  dobu  běhu 
s danou komponentou.
Před dalším pokračováním dojde k seznámení s dosavadními výsledky simulace.
Signal to Noise Ratio (SNR)
Zjednodušeně lze říci, že se jedná o poměr, vyjadřující kolikrát je výkon signálu vyšší než 
výkon  šumu  (nežádoucího  signálu).  Tento  výkonový  poměr  lze  vyjádřit  pomocí 
následujícího vzorce
SNR=
P signal
Pnoise
[−] . (5.1)
Jak je vidět z předchozího vzorce, vyšší poměr Signal to Noise Ratio znamená nižší vliv 
nežádoucího signálu.  Z  důvodu stejných jednotek v čitateli i jmenovateli poměru  SNR je 
výsledek  tohoto  podílu  bezrozměrný,  avšak  vhodnou  matematickou  operací  převedeme 
výsledek na jednotky  dB. Z důvodu použití veličin, jejichž hodnota se udává ve wattech, 
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násobíme logaritmus o základu 10 desetkrát.
SNR=10 log10 P signalPnoise  [dB ] . (5.2)
Je-li signál i šum měřen přes stejnou impedanci, poté může být poměr SNR vypočítán podle 
následujícího vzorce, kde je využit podíl amplitud jednotlivých signálů
SNR=20 log10 AsignalAnoise  [dB ] .  (5.3)
Ve vytvořené simulaci se zjišťuje, jaký vliv má vzdálenost senzorového uzlu od umístěného 
target  uzlu  právě  na  poměr  SNR.  Princip  lze  vysvětlit  i  následovně,  se  zvýšující  se 
vzdáleností klesá výkon signálu, naopak výkon šumu zůstává stejný. Z výsledků simulace je 
vidět, jak se tento jev uplatňuje. Například senzorový uzel s id 5, který je zahrnut v kruhu 
vysílání target uzlu s  id 21, má stejný poměr  SNR jako senzor s  id  10. Naopak senzorový 
uzel s id 15 je více vzdálen od tohoto target a jeho přijatý poměr SNR je nižší.
Přehled SNR některých sensorů
id sensorového uzlu id target uzlu SNR [-]
5 21 15727
10 21 15727
15 21 9053
Tabulka 2. Přehled SNR některých sensorů
Obrázek 5.2 Znázornění vzdálenosti pro SNR
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Z  předchozí  simulace  v  programu  J-SIM  jsou  využity  získané  informace  pro 
ověření pozic uzlů, které se nacházejí v průniku signálů vyslaných target uzly. 
6 Vytvoření navazující simulace v jazyce Java a spouštěcího skriptu
Po  vytvoření  a  vysvětlení  simulace  lokalizačního  algoritmu  je  nutno  vytvořit  spouštěcí 
skript,  ve kterém dochází  ke spuštění  konzolového prostředí J-SIM, otevření  Tcl  skriptu 
a následné vyhodnocení pomocí vytvořené aplikace. Vyhodnocující aplikace je vytvořena 
v jazyce Java pomocí prostředí NetBeans.
Spouštěcí skript
Následný skript  byl  vytvořen z důvodu lepších možností  a jednoduchosti  pod systémem 
Linux,  v příkazovém shell  interpreteru  bash (Bourne  Again Shell).  Objevuje se  zde pro 
uživatele  Linuxu  neznámé  slovíčko  shell.  Shell  je  označení  programu,  který  vytváří 
v počítači rozhraní pro uživatele. Tento program umožňuje uživateli využívat funkce jádra 
operačního systému, to znamená, že poskytuje například spouštění různých programů, jejich 
uchovávání, přesměrování a zobrazování. Programy typu shell se dělí do dvou základních 
skupin, grafické a pracující pomocí příkazového řádku, kde oba tyto zmíněné typy mají své 
výhody hlavně z pohledu uživatele. Pro běžného uživatele s malými zkušenostmi s tímto 
typem operačního systému je vhodnější grafický typ shellu (GUI), naopak pro administraci 
počítačových  systémů  se  ve  většině  případů  používá  řádkový  typ  shellu.  Shell  pracuje 
ve dvou režimech, které si určuje uživatel. Interaktivní režim pracuje s vloženými příkazy 
ihned. Například po napsání do terminálu  cd /media/Skola/a/j-sim1.3_binary dojde 
k přepnutí ihned do dané složky. Druhý režim se nazývá dávkový. Dávkový režim vykonává 
příkazy  najednou,  které  jsou  sepsány  do  textového  souboru.  Takovému  typu  textového 
souboru se říká skript. Tyto skripty vytvořené pod systémem Linux odpovídají dávkovým 
souborům  .BAT, .CMD  ve  Windows.  Spuštění  daného  skriptu  se  provádí  opět  pomocí 
terminálu, kam je napsán následující příkaz  ./simulace, slovo simulace odpovídá názvu 
vytvořeného skriptu.
cd /media/Skola/a/j-sim1.3_binary
java -cp j-sim1.3.zip drcl.ruv.System    jacl_license   > 
/media/Skola/Skola/Brno/semestralniProjekt/Prakticky/MojePrace/Simulace/pr
ace.txt
Předchozí příkaz je již obsažen ve spouštěcím skriptu. Příkazem dojde nejprve k přepnutí do 
složky  /media/Skola/a/j-sim1.3_binary, ve které se spustí konzole J-SIM. Znakem  > 
je přesměrován výpis konzole do textového souboru s názvem prace.txt, který je potřeba pro 
další  úpravu  výsledků.  Cílem  další  úpravy  bude  vytřídit  potřebné  informace  právě 
z textového souboru. K tomuto účelu poslouží příkaz  cat, který vypíše obsah příslušného 
souboru [15].
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cat 
/media/Skola/Skola/Brno/semestralniProjekt/Prakticky/MojePrace/Simulace/pr
ace.txt | grep "Context" | grep "target_nid=22"        > 
/media/Skola/Skola/Brno/semestralniProjekt/Prakticky/MojePrace/Simulace/ta
rget22.txt
Cesty  k  souborům se  v  prostředí  Linux  zadávají  odlišným způsobem oproti  Windows. 
Používají se zde opačná lomítka a také zde není typické  c:\\, používající se v prostředí 
Windows. Pro další úpravy bude využit linuxový nástroj roura. Roura se využívá tehdy, kdy 
je potřeba použít  výstup jednoho procesu jako vstup pro druhý proces.  Použití  roury je 
reprezentováno operátorem |. Pod termínem roura si je možno představit spojování i více 
programů  dohromady.  Operátor  roury  však  také  nemusí  být  použit  pouze  jednou,  lze 
vytvářet i celé řětězce. Poté se jedná o kolony rour. Po takové úpravě souboru  prace.txt 
bude proveden proces, který se nazývá parsování. Parsování je proces, při kterém dochází 
k prohledávání daného souboru, a jsou z něho vybírána příslušná data. Vyběr dat je určen 
zadáním příkazu  grep. Příkazem dojde ke spuštění programu, jehož název je stejný jako 
název příkazu, kterým se vyvolává. Grep je program s rozhraním pro příkazový řádek. Jeho 
funkcí je načíst a vybrat textová data ze zadaného souboru. Výběr textových dat je určen 
zápisem v uvozovkách za příkazem grep. V tomto případě jsou vypsány řádky, ve kterých 
se nacházejí řetězce "Context" a "target_nid=22". Toto filtrování bude provedeno i pro 
target uzly s id 20 a 21. Obsah takto filtrovaného souboru vypadá následovně [15]
Context=/simulace/n13/SenApp/.fromSensorAgent@,Sensor-App-Agent Message:--
dataSize=1000--snr=7425.334213231142--target_nid=21
Context=/simulace/n8/SenApp/.fromSensorAgent@,Sensor-App-Agent Message:--
dataSize=1000--snr=9820.700906988259--target_nid=21
Context=/simulace/n2/SenApp/.fromSensorAgent@,Sensor-App-Agent Message:--
dataSize=1000--snr=4696.364724241981--target_nid=21
Context=/simulace/n10/SenApp/.fromSensorAgent@,Sensor-App-Agent Message:--
dataSize=1000--snr=15727.314478229293--target_nid=21
Context=/simulace/n5/SenApp/.fromSensorAgent@,Sensor-App-Agent Message:--
dataSize=1000--snr=15727.314478229293--target_nid=21
Context=/simulace/n15/SenApp/.fromSensorAgent@,Sensor-App-Agent Message:--
dataSize=1000--snr=9053.253970041562--target_nid=21
Context=/simulace/n3/SenApp/.fromSensorAgent@,Sensor-App-Agent Message:--
dataSize=1000--snr=15727.314478229293--target_nid=21
Context=/simulace/n11/SenApp/.fromSensorAgent@,Sensor-App-Agent Message:--
dataSize=1000--snr=15727.314478229293--target_nid=21
Context=/simulace/n6/SenApp/.fromSensorAgent@,Sensor-App-Agent Message:--
dataSize=1000--snr=15727.314478229293--target_nid=21
Context=/simulace/n0/SenApp/.fromSensorAgent@,Sensor-App-Agent Message:--
dataSize=3000--snr=2740.7282952605--target_nid=21.
Jednotlivé řádky, které byly vyfiltrovány, obsahují informace o uzlu, od kterého obdržely 
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generovaný signál, hodnotu  SNR vyjadřující již zmíněnou kvalitu signálu,  id senzorového 
uzlu  a  název  kontraktu,  který  umožňuje  zobrazený  výpis.  Po  získání  předcházejícího 
souboru jsou jednotivé řádky rozděleny na určité úseky, které budou následně použity pro 
java aplikaci. Pro rozdělení řádků je zde použit příkaz cut. Cut je klasický nástroj pro výsek 
různých částí řádků uložených v textových souborech. Za tímto příkazem je dále určeno, za 
jakým znakem se má daný úsek vybrat,  -d/ tedy znamená, že jednotlivá pole jsou v řádku 
oddělena znakem / a -f3 určuje pořadí vyseknutého pole. Výsledek tohoto výseku je opět 
uložen do příslušného souboru [15].
cat 
/media/Skola/Skola/Brno/semestralniProjekt/Prakticky/MojePrace/Simulace/ta
rget22.txt |cut -d/ -f3     > 
/media/Skola/Skola/Brno/semestralniProjekt/Prakticky/MojePrace/Simulace/Vy
sledky/node_od_nid22.txt
Posledním  úkolem  skriptu  je  spuštění  jar  souboru,  který  zobrazí  výsledek  simulace. 
Do výsledku simulace jsou tedy importovány vyfiltrované textové soubory.
Popis java kódu pro zpracování výsledků simulace
Simulace v programu J-SIM se ukázala velice vhodná zvláště pro bezdrátové senzorové sítě. 
Avšak i tento nástroj má své nevýhody. Jednou z nevýhod je, že J-SIM neposkytuje žádné 
grafické rozhraní, ve kterém je možno zobrazit požadované výsledky simulace. Maximální 
schopností J-SIMu je zobrazit v čase, ve kterém se pohybuje umístění senzorových uzlů, 
poměr  SNR.  Z  předem  zmíněného  důvodu  je  vytvořen  grafický  výstup  této  simulace, 
ve kterém dojde k zobrazení hodnot dataSize, SNR a id příslušných senzorů.
Tento grafický výstup je navržen v programovacím jazyce Java. Nejdůležitější bylo tedy 
nalezení vhodné třídy pro načtení souborů. Proto byla zvolena třída FileReader. Tato třída 
slouží k sekvenčnímu čtení znaků z existujícího souboru, kde parametrem konstruktoru je 
zde String se jménem souboru nebo objekt typu File. Samotná třída FileReader poskytuje 
čtení z textového souboru po znacích. Pro tuto třídu je připravena instance s názvem vstup. 
Do výsledného zobrazení by se ale více hodilo čtení po řádcích,  pro které poslouží filtr 
BufferedReader. Důležitým objektem, který bude vytvořen, je objekt  StringBuilder, který 
slouží pro práci s textem.
FileReader vstup = new 
FileReader("/media/Skola/Skola/Brno/semestralniProjekt/Prakticky/MojePrace
/Simulace/Vysledky/node_od_nid20.txt");
            BufferedReader reader = new BufferedReader(vstup);
            StringBuilder text = new StringBuilder();
            String radek = null;
Dalším úkolem je  vytvořit  cyklus,  který  prohledá  textový  soubor,  a  zatím jej  uloží  po 
řádcích do objektu s názvem  text.  Je zde využit  cyklus  while,  který testuje podmínku 
opakování cyklu vždy na počátku těla tohoto cyklu. V následujícím cyklu testuje, zda se 
v daném textovém souboru  nacházejí  řádky.  Jestliže  ano,  dojde  k  uložení  do  proměnné 
radek,  která  je  typu  String a  následně  se  tato  proměnná  použije  při  ukládaní  do 
StringBuilderu.  Po  vložení  každého  řádku  do  StringBuilderu dojde  k odřádkování,  pro 
zobrazení je zvolena komponenta jTextArea.
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while ((radek = reader.readLine()) != null) {
          text.append(radek + "\n");
}
jTextArea3.setText(text.toString());
Jelikož v java kódu se pracuje s otevíráním textového souboru, je nutno ošetřit například 
chybné otevření tohoto souboru. V jazyce Java se k tomuto ošetření používá tzv. výjimky. 
Výjimka je definována jako událost, která se provede v případě narušení normálního běhu 
instrukcí. Výjimku zde reprezentuje dvojice bloků  try a  catch, kde  try hlídá daný blok 
a catch ošetřuje  (zachytává)  danou  výjimku.  Záchytných  bloků  zde  můžeme  použít 
libovolný počet.
 try {
         FileReader vstup =    new 
FileReader("/media/Skola/Skola/Brno/semestralniProjekt/Prakticky/MojePrace
/Simulace/Vysledky/snr_od_nid22.txt");
            BufferedReader reader = new BufferedReader(vstup);
            StringBuilder text = new StringBuilder();
            String radek = null;
            while ((radek = reader.readLine()) != null) {
                text.append(radek + "\n");
            }
            jTextArea8.setText(text.toString());
        } catch (IOException ex) {                                        
            Logger.getLogger(soubory.class.getName()).log(Level.SEVERE, 
null, ex);
        }
Výhodou programovacího prostředí NetBeans je samostatné doplňování těchto podmínek. 
Nezkušený uživatel  si toto opatření nemusí hlídat,  stačí jen pouhé hlídání upomínek. Po 
načtení souborů do příslušných komponent dochází k vyhodnocení, které je zaměřeno na 
současný  výskyt  uzlů  v komponentách,  obsahujících  nasbírané  informace  ze  simulace 
v programu J-SIM. Z tohoto důvodu je zde zavedeno následné porovnání. Před porovnáním 
jednotlivých komponent dochází k načtení jednotlivých obsahů.
String a = jTextArea1.getText();  
String b = jTextArea4.getText();
String c = jTextArea7.getText();
Poté je zaveden cyklus, který zjistí jednotlivé velikosti řádků, a následně vyhodnotí, zda se 
obsah  některých  řádků  neshoduje.  Jestli  ano  dojde  k  výpisu  tohoto  řádku  do  příslušné 
komponenty.
int pocradku = jTextArea1.getLineCount();
for (int i=0; i < pocradku; i++) {  
int start = jTextArea1.getLineStartOffset(i);
      int end = jTextArea1.getLineEndOffset(i);
      String radky = a.substring(start, end);
             int pocradku2 = jTextArea4.getLineCount();
             for (int j = 0; j < pocradku2; j++) {
             int start2 = jTextArea4.getLineStartOffset(j);
             int end2 = jTextArea4.getLineEndOffset(j);
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             String radky2 = b.substring(start2, end2);
                   int pocradku3 = jTextArea7.getLineCount();
                   for (int k = 0; k < pocradku3; k++) {
                       int start3 = jTextArea7.getLineStartOffset(k);
                        int end3 = jTextArea7.getLineEndOffset(k);
                        String radky3 = c.substring(start3, end3);
                        
                       
if(radky.equals(radky2)&&radky2.equals(radky3)) {
                          
                            
                        jTextArea12.append(radky);
}
}
}
}
Předchozími  cykly  došlo  k  porovnání  oblastí  jednotlivých  target  uzlů,  zda  neobsahují 
shodné senzorové uzly. Takto vybraným senzorovým uzlům jsou nalezeny a přiřazeny jejich 
pozice  v  senzorovém  poli.  Souřadnice  x,y  jsou  dále  využívány  k  výpočtům  pomocí 
algoritmu trilaterace,  jež byla zmíněna v této práci.  Ve vytvořeném java kódu jde pouze 
o práci  s  textovými  komponentami,  který  je  dále  doplněn o  vyřešenou  soustavu rovnic. 
Soustava rovnic je zde použita pro výpočet souřadnic senzorových uzlů. Pro její vyřešení 
byl použit program Maple, jehož výsledkem jsou následující rovnice vycházející ze vzorců 
(2.12, 2.13) , které řeší neznámé souřadnice x,y.
 (6.1, 6.2)
Za neznámé x1 , y1 , r 1 , x2 , y2 , r2 , x3 , y3 , r3 jsou postupně dosazovány souřadnice anchor 
uzlů a jednotlivé vzdálenosti senzorových uzlů od těchto uzlů.
Grafické  rozhraní  je  tvořeno  z jednotlivých  panelů.  Informace  ze  simulace  v programu 
J- SIM, informace o senzorové síti, výsledky trilaterace.
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Obrázek 6.1 Informace ze simulace v programu J-Sim 
V předchozím obrázku je znázorněn panel, do kterého byly importovány textové soubory, 
které  se  naplnily  v  průběhu  simulace  v  programu  J-SIM.  Hlavním  důvodem  tohoto 
zobrazení je nutnost získat senzorové uzly, které jsou obsaženy v příslušných generovaných 
signálech anchor uzlů. Z tohoto důvodu je velice vhodné i zobrazení souřadnic jednotlivých 
uzlů, které je znázorněno v následujícím obrázku.
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Obrázek 6.2 Informace o senzorové síti Obrázek 6.3 Výsledky trilaterace 
Obrázek 6.4 Ovládací panel 
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Po vytvoření předchozího kódu a vhodného grafického rozhraní dochází k vytvoření  .jar 
souboru. Jar je zkratka Java Archive, ze které je zřejmé, že se jedná o obyčejný zabalený 
soubor, jenž slouží ke snažší distribuci .class souborů. Jar je většinou spustitelný soubor. 
Spustitelnost daného souboru je určena v textovém souboru nazývaném  manifest.mf. Je-li 
v souboru manifest.mf  uložen atribut Main-Class, poté se jedná o spustitelný .jar soubor.
Manifest-Version: 1.0
X-COMMENT: Main-Class will be added automatically by build
Samotný  .jar soubor se dá vytvořit  pomocí nástroje Ant, to však v tomto případě není 
nutné,  protože  samotný  program  NetBeans  toto  vytvoření  poskytuje  jediným  tlačítkem 
Build. Po stisku tlačítka Build dojde k vytvoření příslušného, již zmíněného .jar souboru, 
který  se  nachází  ve  složce  založeného  balíčku  (package)  v  podsložce  dist.  Vyvolání 
vytvořeného souboru lze vidět  ve spouštěcím skriptu příkazem  java -jar Sensor.jar 
před tímto vyvoláním je vyžádáno přepnutí do podsložky dist.
cd 
/media/Skola/Skola/Brno/semestralniProjekt/Prakticky/MojePrace/Simulace/Vy
sledky/Sensor/dist
Možnost využití aplikace gEditor
Spousta programů, zvláště programy fungující pod systémem Linux jsou vydávány s dvojím 
rozhraním. Rozhraním myslíme, že programy se objevují jak s grafickým rozhraním, tak 
i s rozhraním pouze textovým. Aplikace gEditor poskytuje grafické rozhraní, které je velice 
vhodné pro uživatele, kteří neovládají psaní Tcl skriptu. Funkce J-SIMu je stejná při použití 
libovolného rozhraní. Menší výhodou při psaní Tcl skriptu oproti grafickému rozhraní je 
lepší pochopení celé problematiky týkající se simulátoru J-SIM. Program gEditor je pouze 
importovaná verze simulátoru J-SIM do grafické podoby. Pro představu jsou představeny 
základní printscreeny programu. 
Obrázek 6.5 Grafické rozhraní programu J-Sim (gEditor)
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Obrázek 6.6 Použití tříd v gEditoru Obrázek 6.7 Příklad propojování pomocí portů
Z obrázků (Obrázek 6.6 a Obrázek 6.7) je vidět realizace příslušných tříd a jejich portů 
v gEditoru.  Jak  je  z  této  práce  zřetelné,  pro  simulaci  byla  zvolena  textová  podoba 
simulátoru, která je výhodnější například pro zjištění dosažených výsledků [10].
56
Závěr
Bakalářská  práce  je  pomyslně  rozdělena  na  několik  částí.  V první  části  dochází 
k seznámení s problematikou bezdrátových senzorových sítí. Největší důraz je zde kladen 
na složení komunikačních uzlů a také na komunikační protokoly.  Složení komunikačních 
uzlů je velice důležité pro pochopení vysílání a přijímání informací mezi jednotlivými uzly. 
Zkoumáním této problematiky bylo nalezeno hned několik řešení lokalizace komunikačních 
uzlů  v  bezdrátových  senzorových  sítích.  Existuje  mnoho  lokalizační  algoritmů.  Některé 
základní algoritmy jsou uvedeny v této práci. Lokalizační algoritmy dělíme například podle 
způsobu  zjišťování  vzdáleností  od  anchor  uzlů.  Metoda  DV-HOP  využívá  pro  zjištění 
vzdálenosti tzv. skoků. Další metoda, která zde byla zmíněna, je metoda trilaterace. Tato 
metoda používá pro výpočet pozic komunikačních uzlů geometrických útvarů – kružnic.
V druhé části je popsán výběr simulačního programu a jeho popis, který objasňuje 
jeho možnosti pro simulování bezdrátových senzorových sítí. Výběr vhodného simulátoru 
přineslo řadu dalších zkušeností z důvodu částečné textové podoby vybraného simulátoru J-
SIM. Program J-SIM požaduje vytvoření modelu senzorové sítě pomocí skriptu, který je 
nutno psát pomocí jazyka Tcl.
Dále byl vytvořen potřebný skript, jehož výsledkem jsou informace o senzorové síti 
a o  komunikačních  uzlech,  které  jsou  dále  použity  pro  aplikaci  vytvořenou  pomocí 
programovacího  jazyka  Java.  Jak  zde  již  bylo  zmíněno,  řešení  této  práce  přineslo  řadu 
zkušeností. Jednou z nich jsou právě základy programovacího jazyka Java. Informace pro 
zatím neznámý programovací jazyk Tcl byly čerpány převážně z odborné literatury [11]. Na 
základě vytváření takovýchto skriptů je založeno více simulačních programů pro simulování 
provozu sítě. Jedním z nich je například Network Simulator, který byl v rámci této práce 
zkoumán. Vytvořený skript se v jednoduchosti skládá z části, která simuluje senzorové pole 
a  z  části,  ve  které  se  simuluje  reálné  chování  komunikačních  uzlů.  Velice  důležité  je 
ve skriptu určení pozic jednotlivých uzlů, které jsou poté vhodným algoritmem ověřovány.
Cílem této práce bylo seznámení se s největším množstvím informací týkajících se 
lokalizace komunikačních uzlů v bezdrátových senzorových sítích, čemuž odpovídá i rozsah 
příslušné  kapitoly.  Téma  bakalářské  práce  je  velice  zajímavé,  ale  z  důvodu  teprve  se 
rozvíjející problematiky nebyly k dispozici žádné informace psané v českém jazyce. Toto 
velice rozsáhlé  téma by bylo vhodné zpracovat  více v další  práci,  například diplomové. 
Napsáním tohoto textu  a  vytvoření  potřebných simulací  bylo  splněno zadání  bakalářské 
práce.
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Přílohy
Obsah přiloženého CD
Přiložené CD obsahuje elektronickou verzi bakalářské práce a použité simulační nástroje.
Simulační nástroje
Následující programy byly vytvořeny a testovány pod operačním systémem Linux (Ubuntu 
8.04).  Simulace  se  zahájí  spuštěním  vytvořeného  skriptu  s  názvem  simulace,  příkazem 
./simulace. Poté dojde k otevření simulátoru J-SIM, ve kterém musí být spuštěn Tcl soubor 
s názvem Sensor.tcl. Po ukončení simulace je třeba okno simulátoru zavřít. Dojde k spuštění 
jar souboru, který zpracuje a zobrazí dosažené výsledky. Grafické rozhraní bylo vytvořeno 
pro širokoúhlý monitor. Velikost okna je tedy 1260, 730.
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