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Предисловие 
 
 
Изучение дисциплины «Численные методы» предусмотрено стан-
дартом специальности 1-31 04 03 «Физическая электроника» в течение 
двух семестров на втором курсе. Содержание первой части  предполага-
ет изучение теоретических основ базовых численных методов, а также 
программных средств реализации численных методов и компьютерного 
моделирования. Умение разрабатывать собственные программы для 
решения физических задач с использованием современных систем про-
граммирования является необходимым элементом подготовки физика-
инженера.  
Данное практическое пособие содержит подробные рекомендации 
по составлению и оформлению программ, реализующих численные ме-
тоды при решении физических задач, с учетом возможностей среды ви-
зуального программирования Delphi. Это закладывает основу стиля вы-
полнения последующих лабораторных работ. 
По каждой теме приводятся теоретические сведения, описания алго-
ритмов, примеры программ, а также вопросы для самоконтроля и вари-
анты заданий для самостоятельного выполнения.  
Общие сведения по организации интерфейса и работе с Windows-
приложениями считаются известными и не поясняются.  
Фрагменты программного кода набраны шрифтом Courier, что обес-
печивает совпадение их вида с работой в Delphi. 
Оптимальный вариант изучения материала – чтение текста за ком-
пьютером и самостоятельное повторение примеров программ. После по-
вторения примеров следует выполнить индивидуальное задание в соот-
ветствии с вариантом. 
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1 Основные элементы программ, реализующих  
вычисления, в среде Delphi 
 
Цель работы: повторение правил работы в среде Delphi, свойств 
формы, использования инспектора объектов, свойств и приемов приме-
нения компонентов Label, Edit, Button. 
 
 
1.1 Общие принципы создания программ в среде  
Delphi 
 
Программы создаются для решения с помощью компьютера опреде-
ленной задачи или множества задач. Оформление современных про-
грамм имеет общие элементы: главное окно, главное меню, панели кно-
пок («инструментов»), информационные элементы и элементы управле-
ния, расположенные в окне программы. 
Программная среда Delphi позволяет создавать программы со 
стандартными элементами оформления в режиме визуального кон-
струирования при минимальных затратах времени программиста. 
Заготовка окна программы или окна диалога называется формой. Эле-
менты оформления окна (кнопки, области ввода чисел и т. д.) – компоненты.  
Каждый компонент имеет свои свойства: заголовок, размеры, коор-
динаты расположения на форме, цвет и другие.  
С помощью мыши нужные компоненты располагаются на форме, 
при этом автоматически среда Delphi включает в программу описание 
этих компонентов и назначает их свойствам стандартные значения.  
Свойства компонентов играют роль переменных в тексте программы. 
Таким образом, они становятся доступны для использования в вычисле-
ниях и для изменения их в ходе вычислений. Для обращения к свойствам 
компонентов используются составные имена, имеющие структуру:  
Имя_компонента. Свойство. 
При работе программы выбор нужного пользователю действия вы-
полняется или из меню, или нажатием определенной комбинации кла-
виш, или щелчком мыши по кнопке на экране. 
Воздействие пользователя на элементы окна работающей програм-
мы называется событием. В программе можно предусмотреть выполне-
ние нужной процедуры при наступлении события. Основную часть про-
граммы составляют процедуры-обработчики событий. 
Язык Object Pascal, реализованный в Delphi, является расширением 
изученного ранее языка Turbo Pascal. Основные элементы этих языков: 
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типы данных, операторы выбора, логические отношения и логические 
операции, операторы цикла, подпрограммы-функции и подпрограммы-
процедуры, модули, и так далее – практически совпадают. 
 
 
1.2  Рабочие окна среды визуального  
программирования Delphi 
 
После запуска Delphi появляются рабочие окна: 
– главное окно с заголовком Delphi 7 – Project 1; 
– окно формы Form1 (окно проектировщика формы); 
– окно инспектора объектов (Object Inspector); 
– окно редактора кода Unit1.pas; 
– окно «дерево объектов». 
 
 
 
Рисунок 1.1 – Главное окно Delphi 
 
Главное окно содержит строку заголовка, строку главного меню, па-
нель инструментов, палитру компонентов. 
Строка заголовка главного окна отображает имя открытого в дан-
ный момент проекта.  
Строка главного меню Delphi содержит категории команд, необходи-
мых для выполнения всех действий, и используется так же, как любое стан-
дартное меню Windows-приложения.  
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Под строкой меню располагаются панели инструментов с кнопками. 
Панели инструментов предназначены для быстрого выполнения некото-
рых команд, реализуемых главным меню.  
Под панелями инструментов находится палитра компонентов Delphi. 
Каждый компонент – это стандартизированный элемент оформления 
программы, обладающий набором свойств и допустимых действий. Па-
литра компонентов содержит множество вкладок, и каждая вкладка – 
свой набор компонентов. Из этой палитры компонентов программист 
выбирает компоненты, необходимые для работы программы, и распола-
гает их на форме. 
 
 
 
Рисунок 1.2 – Палитра компонентов «Стандартная» («Standard») 
 
При задержке курсора на изображении компонента появляется 
надпись (подсказка), содержащая его наименование. Таким образом, 
несложно найти нужный компонент, если указана палитра, в которой 
он находится. 
Окно формы – это заготовка окна будущей программы. Здесь проис-
ходит сборка внешнего вида и функциональной организации программы 
из компонентов, содержащихся в палитре компонентов. Вначале окно 
формы пустое, но в ходе создания программы в различные места формы 
добавляются объекты – отдельные экземпляры выбранного компонента.  
Сетка из точек в окне формы помогает разместить объекты ровно 
и аккуратно. При работе программы она не видна.  
Окно Unit1.pas  содержит код (текст) программы. Часть програм-
мы система Delphi формирует автоматически. Даже «пустая» программа 
для Windows собирается из нескольких десятков операторов языка           
Object Pascal.  
В ходе работы над программой именно в этом окне программист за-
писывает описания и операторы, выполнение которых и обеспечивает 
нужную функциональность программы. При добавлении компонента на 
форму стандартное описание система Delphi добавляет  автоматически, 
дополнительные описания и необходимые команды набирает вручную 
программист.  
Переход между окнами формы и текста программы выполняется 
нажатием клавиши F12. 
В Delphi каждая разрабатываемая программа оформляется как про-
ект, содержащий несколько файлов: 
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– файл проекта Project1.dpr; 
– файл параметров проекта Project1.dof; 
– файл встраиваемых ресурсов проекта Project.res; 
– файл настроек проекта Project1.cfg; 
– файл описания формы Unit1.dfm; 
– файл программного модуля Unit1.pas. 
Файл программного модуля формы доступен для редактирования, 
именно он отображается в редакторе кода. Остальные файлы создаются 
Delphi автоматически. В процессе компиляции программы файлы преоб-
разуются в исполняемый exe-файл, который, по умолчанию, создается            
в той же папке, в которой расположен файл проекта.  
Для сохранения  проекта нужно воспользоваться пунктом главного 
меню «Сохранить проект как…».  
Проект нужно сохранить в самом начале работы над програм-
мой, обязательно в отдельной папке. В ходе работы над проектом из-
менения фиксируются кнопкой «Сохранить все». 
 
 
1.3 Инспектор объектов 
 
Окно инспектора объектов для каждого компонента содержит две 
страницы: Properties (Параметры, свойства) и Events (События).  
 
                  
 
Рисунок 1.3 – Окно инспектора объектов (состояния «Параметры» и «События») 
 
На первой странице перечислены свойства компонента, и их значе-
ния можно изменять в режиме редактирования. На второй странице пе-
речислены события (действия пользователя), с наступлением которых 
программист может связать процедуру, содержащую необходимые            
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операторы. Таким образом проектируется отклик программы на то или 
иное событие. 
В верхней строке инспектора объектов в открывающемся списке 
также можно выбрать нужный компонент. 
Важные свойства для многих компонентов: 
AutoSize – устанавливает автоматическое изменение размеров 
(True); 
Color – цвет фона; 
Caption – надпись на самом компоненте; 
Font – тип шрифта и его размер для надписи; 
Hint – подсказка, появляющаяся над компонентом, если пользова-
тель временно задерживает на нём указатель мыши. Появление подсказ-
ки может быть разрешено или запрещено с помощью свойства 
ShowHint; 
Name – программное имя компонента, которое используется для об-
ращения к его свойствам и методам (на начальном этапе изучения изме-
нять его не рекомендуется); 
Visible – определяет, видим ли компонент на экране (True или 
False). 
 
 
1.4 Получение справочной информации 
 
Если нужно получить справку по какому-то ключевому слову, типу, 
процедуре и т. п., необходимо указать курсором этот элемент в тексте 
программы и нажать F1. 
Для функции дается кратное описание, указывается модуль, в кото-
ром она объявлена, даются варианты и примеры использования.  
Чтобы получить справку о нужном компоненте, надо выделить его  
и нажать F1. Откроется окно справки, в котором дано краткое описание 
компонента. Главное в справке – это описания свойств, методов, проце-
дур и функций. 
 
 
1.5 Подготовка информации для составления  
программы 
 
При составлении программ для решения вычислительных задач про-
граммист самому себе должен ответить на три главных вопроса: 
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– какие величины заданы? 
– какие величины требуется вычислить? 
– какие действия необходимо выполнить для получения результата? 
Соответственно с этим, в работе программ, реализующих вычисле-
ния, выделяют три основных этапа: 1) ввод исходных данных; 2) выпол-
нение вычислений; 3) вывод результатов. Основу таких программ со-
ставляют компоненты Label, Edit, Button, расположенные в палитре 
«Стандартные». 
Важно, что числовые данные не содержатся в тексте программы,              
а вводятся в ходе ее работы. Это позволяет по одним и тем же формулам 
обработать различные данные, так что программа становится универ-
сальной для определенного круга задач. 
Для ввода и вывода числовых данных используют обычно компонент 
Edit. Он позволяет редактировать (набирать и изменять) одну строку 
символов. Эта строка (рабочая область компонента) составляет его свой-
ство Edit.Text. В программе необходимо предусмотреть преобразование 
строки из Edit в числовой формат при вводе и преобразование числа                 
в строку при выводе. 
Для удобства работы с программой каждое число, располагаемое           
на форме, необходимо сопроводить пояснительной надписью. Для тек-
стовых пояснений чисел и хода вычислений используют компонент 
Label. При размещении компонента на форме отображается его свойство 
Label1.Caption (надпись).  
Этап вычислений реализуется стандартным образом с помощью ком-
понента Button («Кнопка») в виде процедуры, связанной с событием 
нажатия на кнопку (событие On Click). Заготовку процедуры создает 
Delphi при двойном щелчке мыши по кнопке на форме.  
Заготовка процедуры имеет вид: 
 
procedure TForm1.Button1Click(Sender:TObject); 
begin 
. . .  
end; 
 
Программист должен закончить создание процедуры указанием не-
обходимых операторов в рабочей части процедуры begin ... end. При 
этом программным путем можно использовать и изменять свойства ком-
понентов формы (и, конечно, выполнять любые вычисления). 
Именно такой процесс наполнения формы компонентами, с указани-
ем их свойств и реакции их на события, и составляет суть визуального 
событийно-управляемого программирования. 
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Рассмотрим пример. Для заданных значений емкости трех конденса-
торов вычислить результирующую емкость при параллельном и после-
довательном соединении.  
Подготовим информацию для составления программы. Перечислим 
все используемые физические величины и вспомогательные переменные, 
сопоставим программные имена с указанием их типа. 
 
Таблица 1.1 – Исходные данные  
 
Физическая величина 
Математическое 
обозначение 
Программное 
имя 
Программный 
тип 
Емкость первого конденсатора С1 С1 real 
Емкость второго конденсатора С2 С2 real 
Емкость третьего конденсатора С3 С3 real 
 
Таблица 1.2 – Вычисляемые и вспомогательные величины 
 
Физическая величина 
Математическое 
обозначение 
Программное 
имя 
Программный 
тип 
Емкость при параллельном 
соединении пар
C  cpar real 
Емкость при последователь-
ном соединении пос
C  cpos real 
Сумма обратных емкостей 
3
1
2
1
1
1
CCC
++  cobr real 
 
Формулы для вычисления результатов: 
321пар CCCC ++= ;    3/12/11/1
1
пос CCC
C
++
= . 
 
 
1.6 Создание проекта. Оформление ввода-вывода 
и реализация вычислений 
 
С учетом перечисленных элементов решения в среде Delphi созда-
дим новый проект. На форме расположим компоненты Label для записи 
пояснений, компоненты Edit для ввода исходных данных и вывода ре-
зультатов, компонент Button для инициализации вычислений. В свой-
ствах Caption компонентов Label и Button шрифтом нужного размера          
и цвета наберем пояснения и названия, свойства Text компонентов Edit 
очистим.  
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Рисунок 1.5 – Форма проекта для Примера 1 
 
В тексте процедуры обработки события нажатия кнопки запишем 
описание используемых переменных и команды ввода числовых значе-
ний, выполнения вычислений и вывода результатов на экран. 
При работе с компонентом Edit необходимо использовать функции 
взаимного преобразования строк и чисел. При вводе значений это функ-
ции StrToFloat – преобразование строки в значение с плавающей запятой, 
и StrToInt – преобразование строки в целое значение. На этапе вывода 
результатов используют функции FloatToStr – преобразование значения  
с плавающей запятой в строку и IntToStr – преобразование целого значе-
ния в строку. 
 
procedure TForm1.Button1Click(Sender:TObject); 
var c1,c2,c3,cpos,cpar,cobr:real; 
begin 
 c1:=StrToFloat(Edit1.Text); 
 c2:=StrToFloat(Edit2.Text); 
 c3:=StrToFloat(Edit3.Text); 
 cpar:=c1+c2+c3; 
 cobr:=1/c1+1/c2+1/c3; 
 cpos:=1/cobr; 
 Edit4.Text:=FloatToStr(cpos); 
 Edit5.Text:=FloatToStr(cpar); 
end; 
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Для запуска проекта на выполнение следует нажать клавишу F9. 
В ходе компиляции проекта Delphi автоматически создает exe-файл, 
представляющий собой самостоятельную программу. С помощью этой 
программы можно выполнить многократные вычисления для различных 
числовых значений на любом компьютере.  
 
 
 
Рисунок 1.6 – Окно работающей программы для Примера 1 
 
 
Вопросы для самоконтроля 
 
1 Какова структура программных имен свойств компонентов? 
2 Что называется программным событием? 
3 Перечислите элементы главного окна Delphi. 
4 Укажите назначение компонентов Label, Edit, Button. 
5 Опишите основные этапы подготовки информации для составле-
ния программы. 
 
 
Содержание задания 
 
Задача.  В соответствии с условием варианта  разработать програм-
му, выполняющую заданные вычисления. Программа должна содержать 
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компоненты для ввода  данных, текстовые пояснения, компоненты для 
вывода результатов, элемент управления (кнопку) и необходимые вы-
числения. В ходе создания программы: 
– расчетные формулы уточнить с помощью справочной литературы 
(диск D:\ , папка «Физикам – Справочники»); 
– содержание вычислений и оформление экрана обсудить с препода-
вателем; 
– предусмотреть указание физических величин и их единиц измере-
ния при вводе исходных данных и выводе результатов; 
– указать содержательный заголовок окна (формы); 
– на форме внизу указать данные разработчика; 
– в комментариях в тексте составленных процедур указать данные 
разработчика; 
– использовать выбор цвета для формы и компонентов. 
С помощью программы выполнить вычисления для пяти различных 
наборов данных, выбранных самостоятельно. Результаты вычислений 
включить в отчет в виде изображений экрана работающей программы. 
 
Варианты: 
1) Вычисление емкости плоского конденсатора с заданными размерами. 
2) Вычисление механической энергии, максимальной высоты и време-
ни подъема тела, брошенного вертикально вверх с начальной скоростью. 
3) Вычисление вещественных корней квадратного уравнения 
02 =++ cbxax . 
4) Вычисление физических величин при движении тела, брошенного 
под углом к горизонту. 
5) Перевод интервала времени, заданного в сутках, в часы, минуты  
и секунды. 
6) Вычисление объема и площадей поверхностей цилиндра. 
7) Вычисление сопротивления однородного линейного проводника  
с учетом удельного сопротивления. 
8) Вычисление периода и частоты собственных колебаний электри-
ческого контура.  
9) Вычисление площади треугольника со сторонами a, b, c по форму-
ле Герона: ))()(( cpbpapps −−−= , где 2/)( cbap ++= . 
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2 Дополнительные программные средства  
организации и оформления вычислений в Delphi 
 
Цель работы: изучение методов и приемов оптимизации работы 
программы и ее оформления. 
 
При многократном использовании программы важно уменьшить 
количество действий пользователя и сделать более удобным представ-
ление информации на экране. Для этого выполняется более детальная 
работа по использованию свойств отдельных компонентов и примене-
нию дополнительных компонентов, обеспечивающих удобную работу. 
 
 
2.1 Порядок обхода элементов в окне программы 
 
Общее свойство программ в операционной системе Windows – воз-
можность перехода от одного элемента в окне программы к следующему 
при нажатии клавиши Tab. Этот процесс называется переключением фо-
куса ввода.  
Использование клавиши Tab позволяет вводить данные поочередно 
во все элементы программы только с помощью клавиатуры, не переходя 
к фиксации курсора с помощью мыши, что гораздо удобнее и быстрее, 
особенно при работе с числами. 
Последовательность обхода задается свойством TabOrder каждого 
компонента. Первоначально она определяется порядком, в котором раз-
мещались управляющие элементы на форме. Первому элементу присваи-
вается значение TabOrder, равное 0, второму 1 и т. д. Значение TabOrder, 
равное нулю, означает, что при первом появлении формы на экране                  
в фокусе будет именно этот компонент. 
При необходимости порядок обхода элементов можно изменить, 
указывая нужные значения в свойстве TabOrder компонентов на форме. 
Для задания порядка обхода нажмите правую кнопку мыши в любом 
месте над формой и выберите из контекстного меню пункт «Порядок 
переключения». В появившемся окне будут перечислены все имеющиеся 
на форме визуальные компоненты в порядке их обхода.  
Две клавиши со стрелками позволяют перемещать компоненты 
внутри списка, добиваясь нужного порядка следования. Этот же резуль-
тат достигается с использованием команды меню «Правка» – «Порядок 
переключения». 
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Рисунок 2.1 – Окно задания порядка табуляции (перехода фокуса) 
 
Значение свойства TabOrder работает только в случае, если другое 
свойство компонента – TabStop установлено в True. Установка TabStop          
в False приводит к тому, что компонент выпадает из последовательности 
табуляции и ему невозможно передать фокус клавишей Tab (однако пре-
дать фокус мышью, конечно, можно). 
Для примера из предыдущей работы порядок обхода таков: Edit1 – 
Edit2 – Edit3 – Button1.  
Чтобы в компоненты Edit4, Edit5 вообще нельзя было зайти нажати-
ем клавиши Tab, их свойство TabStop устанавливается в False. 
 
 
2.2 Форматированный вывод числовых значений 
 
При выводе результатов удобно заранее указать нужное число пока-
зываемых цифр. Для этого используется встроенная функция формати-
рованного преобразования вещественного числа в строковое представле-
ние: Function FloatToStrF(x, format, k, m). 
При вызове функции указывают параметры: x – имя вещественной 
переменной, format – форма записи числа, k – общее количество цифр            
в записи числа, m – количество цифр после десятичной точки. 
Например, для встроенной константы PI различный выбор формы 
записи числа даст результаты: 
 
Edit1.text:=FloatToStrF(PI,ffFixed,5,3); 3,142 
Edit1.text:=FloatToStrF(PI,ffFixed,8,5); 3,14159 
Edit1.text:=FloatToStrF(PI,ffExponent,5,4); 3,1416E+0000 
Edit1.text:=FloatToStrF(PI,ffExponent,5,2); 3,1416E+00 
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2.3 Проверка корректности ввода данных 
 
В профессиональных программах большое внимание уделяется 
контролю за правильностью ввода исходных данных (ввод всех дан-
ных, соответствие данных требуемым типам, проверка заданного диа-
пазона значений и т. д.). В учебных программах такая проверка необ-
ходима хотя бы в минимальном объеме. Организуем проверку того, 
что все поля ввода заполнены на момент нажатия кнопки, начинающей 
вычисления (то есть, для каждого компонента Edit свойство Edit.text не 
является пустой строкой). Если остались пустые поля ввода, програм-
ма должна вывести на экран сообщение для пользователя и не выпол-
нять вычисления. 
Для вывода сообщения диагностики используем процедуру 
ShowMessage(Msg:string). Эта процедура отображает вспомогательное 
окно, содержащее строку сообщения Msg, указанную в качестве пара-
метра. Текст процедуры-обработчика нажатия кнопки принимает вид: 
 
procedure TForm1.Button1Click(Sender:TObject); 
var c1,c2,c3,cpos,cpar,cobr:real; 
    input:boolean; 
begin 
     input:=(Edit1.Text<>'') and (Edit1.Text<>'') and  
      (Edit1.Text<>''); 
 If input then begin 
  c1:=StrToFloat(Edit1.Text); 
  c2:=StrToFloat(Edit2.Text); 
  c3:=StrToFloat(Edit3.Text); 
  cpar:=c1+c2+c3; 
  cobr:=1/c1+1/c2+1/c3; 
  cpos:=1/cobr; 
  Edit4.Text:=FloatToStrF(cpos,ffFixed,12,4); 
  Edit5.Text:=FloatToStrF(cpar,ffFixed,12,4); 
 end 
 else ShowMessage('Не все данные введены !') 
end; 
 
 
 
Рисунок 2.2 – Окно сообщения при неполном вводе данных 
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2.4 Защита компонентов Edit, предназначенных 
для вывода результатов 
 
Исключить ошибочный ввод в поля Edit, предназначенные для вы-
вода результатов, можно установив в свойстве ReadOnly (Только для 
чтения) этих компонентов значение True. 
 
 
2.5 Очистка полей Edit для повторных расчетов 
 
При выполнении многократных вычислений удобно организовать 
очистку всех полей Edit.Text, чтобы старые числа не мешали новому 
расчету (записать в них пустые строки). Для этого достаточно располо-
жить на форме еще одну кнопку (Очистить) и связать с ее нажатием 
команды процедуры  
 
procedure TForm1.Button2Click(Sender:TObject); 
begin 
 Edit1.Text:=''; 
 Edit2.Text:=''; 
 Edit3.Text:=''; 
 Edit4.Text:=''; 
 Edit5.Text:=''; 
end; 
 
 
2.6 Выделение областей на форме с помощью  
компонента Bevel 
 
Управляющие элементы и функционально связанные с ними компо-
ненты экрана, имеющие общее назначение, полезно отделить от других с 
помощью линий или прямоугольных границ. 
Для подобного оформления программ используется компонент  
Bevel («Фаска»), расположенный в палитре Additional «Дополнитель-
но»). Он предназначен для  визуального выделения группы элементов 
или отделения их друг от друга и носит чисто оформительский характер. 
Вид компонента на экране настраивается с помощью свойства Shape 
(фигура фаски): bsBox (прямоугольник), bsFrame (рамка), bsTop, 
bsBottom, bsLeftLine, bsRightLine (линия сверху, снизу, слева, справа со-
ответственно). Стилем отображения управляет свойство Style: bsLowerd 
(вдавленная), bsRaised (выпуклая). 
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Преимущество этого компонента состоит в том, что его можно раз-
мещать поверх уже имеющихся на форме элементов без нарушения                
их видимости. 
 
 
2.7 Многострочные указания в компоненте Label 
 
В свойстве Caption различных компонентов можно реализовать 
надпись, занимающую несколько строк. Для этого свойство WordWrap 
следует установить в значение True. Таким образом с помощью компо-
нента Label можно создать краткие указания по работе с программой 
прямо на экране. 
 
 
 
Рисунок 2.3 – Оформление программы с помощью компонента Bevel 
и многострочного текста в Label 
 
 
2.8 Размещение рисунка на форме.  
Компонент Image 
 
При решении физических задач или использовании численных ме-
тодов важным элементом программы являются расчетные формулы.            
Их можно набрать в редакторе Word и сохранить с помощью программы 
Paint в виде графических файлов типа .jpeg. На экране во время работы 
программы формулы можно показать с помощью компонента Image. 
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Компонент Image (Изображение) позволяет отображать на экране 
изображения, хранящиеся в графических файлах. Он расположен в па-
литре Additional («Дополнительно»). 
Рисунок, включенный в компонент Image, не просто отображается 
на экране, но и сохраняется в готовой программе, так что отдельный 
графический файл далее не требуется.  
Чтобы связать компонент с конкретным файлом, хранящимся                 
на жестком диске, достаточно выбрать свойство Picture в окне Инспек-
тора Объектов или просто сделать двойной щелчок на самом компоненте 
Image. При этом откроется окно Picture Editor, в котором следует нажать 
кнопку Load («Загрузить») и в открывшемся окне выбрать нужный файл 
из списка. 
Если установить свойство AutoSize в True, то размер компонента 
Image будет автоматически подгоняться под размер помещенной в него 
картинки. 
 
 
2.9 Компонент Memo. История вычислений 
 
В прикладных программах во многих случаях удобным оказывается 
компонент Memo (многострочный редактор), который позволяет обраба-
тывать массив строк. Этот компонент можно использовать для ввода 
строковых данных и текстов, вывода числовых результатов, элементов 
массивов, таблиц значений функций и во многих других случаях. 
При реализации вычислений этот компонент удобно использовать 
для хранения всех результатов при многократных расчетах («История 
вычислений»).  
Каждая строка компонента Memo  имеет свой номер, начиная с нуля. 
Доступ к строкам обеспечивает свойство Lines, с помощью которого 
строки можно добавлять, вставлять, удалять и т. д. Обратиться к любой 
строке можно в ходе выполнения программы по номеру (нумерация 
начинается с нуля). Примеры работы с Memo: 
 
Memo1.Lines[0]:=’Результаты вычислений’;   {запись строки} 
Str1:= Memo1.Lines[5];   {передача строки переменной Str1} 
n:=Memo1.Lines.Count;         {текущее число строк в Memo} 
Memo1.Lines.Clear;              {Очистка содержимого Memo} 
 
Свойство Alignment управляет выравниванием текста: taLeftJustify 
(по левому краю), taRightJustify (по правому краю) или taCenter               
(по центру). 
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Свойство WordWrap задает, будут ли слова переноситься на новую 
строчку, если строка не уместилась в длину в окне Memo.  
Свойство ReadOnly задает, доступно ли содержимое поля для редак-
тирования, или же только для просмотра и выделения/копирования. 
Свойство ScrollBars определяет наличие полос прокрутки: ssNone 
(нет), ssHorizontal (горизонтальная), ssVertical (вертикальная), ssBoth 
(обе). 
Вывод результатов в рабочую область Memo состоит в преобразова-
нии числа к типу String и добавлении в массив Memo1.Lines новой стро-
ки методом Add: 
 
Memo1.Lines.Add('при Z='+FloatToStrF(z,ffFixed,6,2)+'сумма =' 
             +FloatToStrF(sum,ffFixed,6,2)); 
 
Несомненным преимуществом компонента Memo является простота 
и удобство обмена информацией с текстовыми файлами и с буфером 
Windows. Это позволяет передавать результаты вычислений из програм-
мы в текстовый файл или буфер и сразу использовать полученные ре-
зультаты для оформления отчета по лабораторной работе. Основные ко-
манды имеют вид: 
а) запись всех строк Memo в текстовый файл (при указании только 
имени файла он создается в текущей папке): 
 
Memo1.Lines.SaveToFile('Results.txt' ); 
 
б) чтение строк из текстового файла в продолжение строк, находя-
щихся в Memo 
 
if FileExists('Results.txt') then 
   Memo1.Lines.LoadFromFile('Results.txt'); 
 
в) копирование всех строк Memo в буфер обмена Windows (подклю-
чается модуль Clipbrd, фиксируется русский шрифт клавиатуры): 
 
Uses . . Clipbrd; 
. . . 
ActivateKeyboardLayout(LoadKeyboardLayout('00000419',0),0); 
Clipboard.Create; 
ClipBoard.SetTextBuf(memo1.lines.Gettext); 
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2.10 Улучшенный вариант программы для расчета  
соединения трех конденсаторов 
 
Перечисленные возможности по организации и оформлению вычис-
лений реализованы в улучшенном варианте программы для расчета ре-
зультирующей емкости соединения трех конденсаторов. Вид окна про-
граммы и текст соответствующих процедур приведены ниже. 
 
 
 
Рисунок 2.4 – Вид окна улучшенного варианта программы для Примера 1 
 
procedure TForm1.Button1Click(Sender:TObject); 
{-кнопка Вычислить} 
var c1,c2,c3,cpos,cpar,cobr:real; 
    input:boolean;                {проверка данных в Edit} 
    str1,str2:string;           {результаты в виде строки} 
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begin 
 input:=(Edit1.Text<>'') and (Edit1.Text<>'') and (Ed-
it1.Text<>''); 
 If input then begin 
  c1:=StrToFloat(Edit1.Text); 
  c2:=StrToFloat(Edit2.Text); 
  c3:=StrToFloat(Edit3.Text); 
  cpar:=c1+c2+c3; 
  cobr:=1/c1+1/c2+1/c3; 
  cpos:=1/cobr; 
  str1:=FloatToStrF(cpos,ffFixed,12,4); 
  str2:=FloatToStrF(cpar,ffFixed,12,4); 
  Edit4.Text:=str1; 
  Edit5.Text:=str2; 
  Memo1.Lines.Add('При значениях C1='+Edit1.Text+ 
             ', C2='+Edit2.Text+', C3='+Edit3.Text); 
  Memo1.Lines.Add('емкость последовательного соединения ' 
              +str1); 
  Memo1.Lines.Add('емкость параллельного соединения ' 
              +str2); 
 end 
 else ShowMessage('Не все данные введены !'); 
end; 
 
procedure TForm1.Button2Click(Sender: TObject); 
{-кнопка Очистить} 
begin 
 Edit1.Text:=''; 
 Edit2.Text:=''; 
 Edit3.Text:=''; 
 Edit4.Text:=''; 
 Edit5.Text:=''; 
end; 
 
procedure TForm1.Button4Click(Sender: TObject); 
{-кнопка Очистить Memo} 
begin 
 Memo1.Clear; 
end; 
 
procedure TForm1.Button3Click(Sender: TObject); 
{-кнопка Сохранить в файл Memo} 
begin 
 Memo1.Lines.SaveToFile('Results.txt' ); 
end; 
 
procedure TForm1.Button5Click(Sender: TObject); 
{-кнопка Загрузить из файла Memo} 
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begin 
if FileExists('Results.txt') then 
  Memo1.Lines.LoadFromFile('Results.txt' ); 
end; 
 
procedure TForm1.Button6Click(Sender: TObject); 
{-кнопка Сохранить в буфер Memo} 
begin 
  ActivateKeyboardLay-
out(LoadKeyboardLayout('00000419',0),0); 
 Clipboard.Create; 
 ClipBoard.SetTextBuf(memo1.lines.Gettext); 
end; 
end. 
 
 
Вопросы для самоконтроля 
 
1 Что определяет последовательность обхода элементов окна при 
нажатии клавиши Tab? 
2 Как реализуется форматированный вывод чисел на экран? 
3 Какая процедура используется для вывода диагностических сооб-
щений? 
4 Какой компонент можно использовать для выделения участков 
окна программы? 
5 Как организуются многострочные надписи? 
6 Каким образом можно отобразить содержимое графического фай-
ла на форме? 
7 Перечислите основные свойства компонента Memo. 
8 Какие команды используются для обмена информацией компо-
нента Memo с текстовым файлом? 
9 Какие команды используются для обмена информацией компо-
нента Memo с буферной памятью Windows? 
 
 
Содержание задания 
 
Модифицировать созданную ранее программу с использованием 
изученных возможностей по организации и оформлению вычислений. 
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3 Построение графиков функций средствами  
Delphi 
 
Цель работы: изучение методов построения графиков функций при 
помощи компонента Chart. 
 
 
3.1 Создание линейного графика функции одной  
переменной в программе 
 
Для отображения графиков и диаграмм различного типа в среде  
программирования Delphi служит компонент Chart, расположенный           
на вкладке «Дополнительные» (Additional). 
Рассмотрим работу с компонентом Chart применительно к построе-
нию графиков функций одной переменной.  
Графики функций строятся по точкам. Массивы числовых значений 
xi, yi для каждой функции образуют серию и должны быть сформированы 
в программе. На этапе работы с формой необходимо создать столько  
серий, сколько функций будет на графике, и выбрать тип графика. 
Для построения графика функции или нескольких функций требует-
ся выполнить ряд стандартных действий. 
1 Установить компонент на форму. 
 
 
 
Рисунок 3.1 – Компонент Chart на форме 
 
2 Перейти в режим редактора диаграмм (рисунок 3.2), позволяюще-
го выбрать нужные свойства графика. Для этого дважды щелкнуть по 
компоненту левой кнопкой мыши.  
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Рисунок 3.2 – Окно редактора диаграмм и окно галереи диаграмм 
 
3 Для создания каждой серии следует нажать кнопку Add.. и в от-
крывшемся окне галереи выбрать тип диаграммы. Для программ, реали-
зующих численные методы, всегда следует выбирать тип диаграммы 
Line и снимать признак 3D-диаграммы (внизу).  
После нажатия кнопки Add в списке серий (закладка Series) появит-
ся информация о серии с указанием ее названия (Series1)  и цвета линии. 
Это означает, что теперь в нее можно включать данные командами в 
программе, и соответствующая линия появится на графике. 
В окне редактора диаграмм можно дополнительно указать свойства 
графика (компонента Chart): 
– изменить название серии в соответствии с назначением функции 
(нажав кнопку Title..); 
– изменить цвет линии для выбранной серии (по закладкам Series – 
Format – Color); 
– указать название всего графика в закладке Title; 
– включить отображение пояснений линий графика (по закладкам 
Series – General – Show in Legend). В области Legend на графике будут 
показаны названия серий и цвет их линий. 
4 В программе необходимо организовать цикл для включения в се-
рию точек, по которым будет строиться график. 
Одна точка (x:real – значение аргумента, y:real – значение функции) 
включается в первую серию списка командой 
 
Chart1.SeriesList.Series[0].AddXY(x,y,'',clteecolor); 
 
Вторая серия будет иметь программное имя Series[1] и так далее. 
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При необходимости все данные из серии можно удалить командой 
 
Chart1.SeriesList.Series[0].Clear; 
 
 
3.2 Пример программы, реализующей построение  
графика функции 
 
Реализуем в проекте построение графика функции y(x) = x2sin(x). 
Для этого после размещения Chart и включения в него одной серии раз-
местим еще несколько компонентов на форме, отвечающих за ввод ис-
ходных данных для функции:  
– Edit1 – ввод левой границы интервала a; 
– Edit2 – ввод правой границы интервала b; 
– Edit3 – ввод количества шагов N; 
– компоненты Label1, Label2, Label3 – для комментариев к вводу 
информации; 
– кнопка Button1 – для старта построения графика. 
В начале раздела реализации опишем используемые переменные и 
разместим подпрограмму-функцию для вычисления функции. 
Окно и текст программы, реализующей построение графика функ-
ции, приведены ниже. 
 
 
 
Рисунок 3.4 – Окно программы, реализующей построение графика функции 
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implementation 
{$R *.dfm} 
 
Function fun(x:real):real; 
begin 
 fun:=2*sin(x/2)+3*cos(x+1); 
end; 
 
procedure TForm1.Button1Click(Sender:TObject); 
var  a,b,h,x,y:real; N,i:integer; 
begin 
{проверка на корректность} 
 if (Edit1.Text<>'') and (Edit2.Text<>'') and (Ed-
it3.Text<>'') then 
  begin    
   a:=StrToFloat(Edit1.Text); 
   b:=StrToFloat(Edit2.Text); 
   N:=StrToInt(Edit3.Text);    {N-количество отрезков} 
   h:=(b-a)/N; {вычисление шага h для аргумента функции} 
   For i:=0 to N do begin 
    x:=a+i*h; 
    y:=fun(x); 
    Chart1.SeriesList.Series[0].AddXY(x,y,'',clteecolor); 
   end; 
  end 
else ShowMessage ('Информация введена не полностью!!!'); 
end; 
 
procedure TForm1.Button2Click(Sender: TObject); 
begin 
 Chart1.SeriesList.Series[0].Clear; 
end; 
end. 
 
Для изображения на одном графике нескольких функций потребует-
ся: а) добавить нужные серии в редакторе диаграмм; б) добавить в про-
грамме подпрограммы для вычисления новых функций; в) в цикле доба-
вить команды вычисления для тех же значений x значений y для новых 
функций и включение точек в дальнейшие серии; г) в процедуре для 
кнопки-2 добавить команды очистки новых серий. 
 
 
3.3 Управление внешним видом графика 
 
Более детальное управление формой и элементами графика реализу-
ется с помощью остальных закладок редактора диаграмм (рисунок 3.2). 
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Страница Chart (диаграмма) содержит панели следующего назначения: 
– Series (ряд данных) – объединяет ряд диаграмм в одну кнопкой 
Add, при этом над значениями можно выполнять различные арифмети-
ческие и другие операции; 
– General (общие) – элементы управления: экспорт (Export), сдвиг 
границы изображения (Margins), масштабирование (Zoom), прокрутка 
(Allow Scroll); 
– Axis (оси) – координаты осей, масштаб, заголовки, шаги сетки и др.; 
– Titles (заголовки) – оформление заголовка, положение, шрифты, 
цвет; 
– Legend (легенда) – внешний вид и содержание легенды; 
– Panel (панель) – форма и вид основы, на которой находится диа-
грамма; 
– Paging (страницы) – разделение диаграммы на страницы, подби-
рая значения числа на странице (Points per Page); 
– Walls (границы) – цвет и размеры границ диаграммы; 
– 3D (объем) – вращение и масштабирование объемной диаграммы. 
Страница Series (ряды данных) служит для выбора параметров каж-
дого ряда (графика), добавленного при помощи страницы Chart. Выбор 
настраиваемого ряда производится из верхнего открывающегося списка. 
Страница имеет следующие панели: 
– Format (формат) – внешний вид: линии, цвета и др.; 
– Point (точки) – размеры, стили, рамки элементов диаграммы; 
– General (общие) – элементы управления: показ легенды и вид 
курсора  (General), форматы вывода чисел и процентов (Formats), число и 
расположение осей и текущего времени; 
– Marks (метки) – внешний вид меток (Label – наименование легенд); 
– Data Source (источник данных) – указывает тип источника дан-
ных: Random Values (генерация случайных чисел), No Data (отказ от ге-
нерации значений), Function (результат применения выбранной функции 
к значениям ряда). 
 
 
Вопросы для самоконтроля 
 
1 Какую роль играет свойство Series компонента Chart? 
2 Как перейти в окно редактора диаграмм? 
3 Какой командой числовые координаты точки графика включаются 
в серию? 
4 Для чего предназначена «легенда» на графике? 
5 Запишите команду очистки серии графика. 
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Содержание задания 
 
Задача 1. Создать проект, в котором строится график заданной 
функции на отрезке [a;b] по заданному количеству точек N.  
Построить график в заданных пределах при N = 500.  
По  графику определить характер изменения функции, точки ее мак-
симумов  и  минимумов,  а также нули функции.  
 
Таблица 3.1 – Варианты функций для построения графиков 
 
Вариант Интервал Функция 
1 [0; 12] 2sin)( += xxxy  
2 [0; 4] 






+= xxxy cos7
2
)(
2
 
3 [0; 5] 
4
32)( 2 +
−
=
x
xxy  
4 [1; 6] 
2
31)( 3
2
+
−=
x
x
x
xy  
5 [0; 9] xxxxy 2cos2sin)( −=  
6 [1; 6] 24269)( 23 −+−= xxxxy  
7 [1; 5] 1577)( 23 ++−= xxxxy  
8 [0; 4] 
xxxtx sin2cos
4
1)( +−=  
9 [0; 10] 4242)( 23 −+−= xxxxy  
10 [1; 6] xxxxxy cos2sin)( 2+=  
11 [1; 5] 865)( 23 −++−= xxxxy  
12 [0; 4] xxxxy 3sin2sinsin)( ++=  
13 [1; 4] 12312)( 234 +−+−= xxxxxy  
14 [1; 4] xxxxy 2sin3cos2sin)( ++=  
15 [-4; 4] xxxxxy cos3sin2)( 2 +=  
16 [0; 10] xxxxxxxy 3sin32cos2sin)( 32 +−=  
 
Задача 2. Создать новый проект для построения графика трех функ-
ций (своего и двух следующих вариантов) на отрезке [a;b] при заданном N. 
Подобрать такие значения a, b, при которых значения всех функций на 
графике хорошо различимы. Построить график в области [a;b] при N = 200. 
Результаты включить в отчет. 
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4 Программная реализация методов линейной 
и квадратичной интерполяции данных 
 
Цель работы: изучение и практическое применение методов линей-
ной и квадратичной интерполяции в форме полиномов Ньютона и         
Лагранжа. 
 
 
4.1 Постановка задачи интерполяции 
 
При  проведении эксперимента или вычислений результаты получа-
ются в виде таблицы значений некоторой функции. 
Часто явный вид функции неизвестен.  Возникает задача прибли-
женного вычисления значений функции для значений аргумента, распо-
ложенных между табличными данными. 
 
     
 
Рисунок 4.1 – Задача интерполяции в точке x = 1,678 
 
Вместо неизвестной либо сложной функции в таких случаях исполь-
зуют простую вспомогательную функцию (обычно – полином невысоко-
го порядка )(xP ). По сути, эта функция представляет собой математиче-
скую модель истинной функции. 
Получение вспомогательной функции и нахождение с ее помощью 
приближенного значения истинной функции называется интерполяцией.  
Для того чтобы вспомогательная функция незначительно отличалась 
от истинной, она обязательно должна проходить через точки данных           
на выбранном участке. Это требование называется условия интерполяции. 
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После нахождения интерполирующей функции все математические 
операции (вычисление значения, интегрирование, дифференцирование               
и прочие) выполняют именно над ней, учитывая при этом приближенный 
характер результата 
)()( xPxy ≈ ;     )(')(' xPxy ≈ ;     dxxPdxxy
b
a
b
a
∫∫ ≈ )()( . 
Именно в этом состоит важнейшая роль интерполяции как основы  
самых разных по своей природе методов приближенных вычислений. 
 
 
4.2 Линейная интерполяция 
 
Линейную интерполяцию используют в области между двумя сосед-
ними точками данных ( )11, −− ii yx , ( )ii yx , . Неизвестную функцию модели-
руют полиномом первого порядка (отрезком прямой) 
)()( 1 xPxy ≈ ,     011 )( axaxP += . 
 
Выполнение требований интерполяции приводит к системе двух линей-
ных уравнений относительно коэффициентов полинома 



=+=
=+= −−−
iii
iii
yaxaxP
yaxaxP
011
101111
)(
)(
. 
Вычитая из второго уравнения первое, найдем параметр 1a . Затем из 
первого уравнения выразим коэффициент 0a  и получим вид полинома: 
1
1
1
−
−
−
−
=
ii
ii
xx
yya ;      1110 −− −= ii xaya ;       11111 )( −− −+= ii xayxaxP . 
После вынесения общего множителя 1a  линейный полином принимает 
стандартный вид интерполяционного полинома первого порядка в форме 
Ньютона: 
)()()( 1101
1
1
1
H
1 −−
−
−
− −+=−−
−
+= ii
ii
ii
i xxAAxxxx
yyyxP . 
 
Если в полученном выражении записать слагаемые под общим знамена-
телем, а затем выделить множители при 1−iy  и iy , то получим еще одну 
форму записи того же линейного выражения – полином первого порядка 
в форме Лагранжа: 
)()()( 11
Л
1 xlyxlyxP iiii += −− , 
 
где выделены базисные функции Лагранжа 
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)(
)()(
1
1
ii
i
i xx
xxxl
−
−
=
−
− ,        )(
)()(
1
1
−
−
−
−
=
ii
i
i xx
xxxl , 
обладающие свойствами 



=
=
= −−
i
i
i xx
xx
xl
   ,0
   ,1
)( 11 ;        



=
=
=
−1   ,0
   ,1
)(
i
i
i xx
xx
xl , 
то есть, kmmk xl δ=)( . 
Структура полиномов в форме Ньютона и Лагранжа и свойства ба-
зисных функций Лагранжа обобщаются на случай любого порядка. 
При обработке данных линейная интерполяция выполняется в два 
этапа. Вначале находится номер i отрезка [ ]ii xx ,1− , внутри которого нахо-
дится точка x интерполяции. Затем вычисляется значение в этой точке 
интерполяционного полинома по соответствующим формулам с исполь-
зованием чисел ( )11, −− ii yx , ( )ii yx , . 
 
 
4.3 Квадратичная интерполяция 
 
В случае квадратичной интерполяции предполагают, что на участке, 
содержащем три соседние точки данных ( )22 , −− ii yx , ( )11, −− ii yx , ( )ii yx , , 
неизвестная функция приближенно может быть описана полиномом вто-
рого порядка (фрагмент параболы): 
)()( 2 xPxy ≈ ,     01
2
22 )( axaxaxP ++= . 
 
На основании условий интерполяции 
;)(      ;)(     ;)( 2112222 iiiiii yxPyxPyxP === −−−−  
 
несложно получить систему трех уравнений для нахождения коэффици-
ентов полинома. Однако такой способ является громоздким и сложным.  
Используя стандартные формы записи интерполяционных полино-
мов, можно получить их явный вид без решения системы линейных 
уравнений. 
Полином Ньютона второго порядка является обобщением структуры 
линейного полинома. Для полиномов Ньютона характерно наличие в 
каждом новом слагаемом более высокой степени переменной x, в виде 
произведения разностей x и узловых (табличных) значений. Поэтому в 
случае квадратичной интерполяции полином Ньютона должен иметь 
общий вид 
 
( ) ( )( )122210Н2 )( −−− −−+−+= iii xxxxAxxAAxP . 
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Подставляя это выражение поочередно в условия интерполяции, не-
сложно получить значения коэффициентов полинома Ньютона второго 
порядка: 
20 −= iyA ;   
21
21
1
−−
−−
−
−
=
ii
ii
xx
yyA ;   
( )( )21
12
2
2
−−
−−
−−
+−
=
iiii
iii
xxxx
yyyA . 
 
Метод Лагранжа, в свою очередь, основан на построении полинома 
в виде суммы табличных значений функции, умноженных на базисные 
функции Лагранжа. Явный вид базисных функций получают на основа-
нии их фундаментального свойства, по которому каждая базисная функ-
ция принимает значение единица в точке с таким же как она номером,             
и значения ноль во всех остальных точках, так что kmmk xl δ=)( . 
Для полинома второго порядка в форме Лагранжа, по аналогии  с 
линейной интерполяцией, можем записать 
)()()()( 1122
Л
2 xlyxlyxlyxP iiiiii ++= −−−− , 
 
где функции должны принимать фиксированные значения: 
1)( 22 =−− ii xl ;   0)( 12 =−− ii xl ;   0)(2 =− ii xl ; 
0)( 21 =−− ii xl ;   1)( 11 =−− ii xl ;   0)(1 =− ii xl ; 
0)( 2 =−ii xl ;   0)( 1 =−ii xl ;   1)( =ii xl . 
 
Это обеспечивает автоматическое выполнение условий интерполяции: 
21222 001)( −−−− =⋅+⋅+⋅= iiiii yyyyxP , и так далее. 
Для получения явного вида базисных функций достаточно заметить, 
что нулевые значения для функции li-2(x) обеспечиваются наличием 
множителей 
))(()( 122 iiii xxxxCxl −−= −−− . 
 
Нормируя базисную функцию на единичное значение 1)( 22 =−− ii xl , по-
лучаем значение неопределенной константы 
))((
1
212
2
iiii
i xxxx
C
−−
=
−−−
− ; 
.
))((
))(())(()(
212
1
122
iiii
ii
iiii xxxx
xxxxxxxxCxl
−−
−−
=−−=
−−−
−
−−−  
 
На основании аналогичных соображений получаются и остальные ба-
зисные функции, входящие в состав полинома Лагранжа второго порядка: 
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;
))((
))(()(
121
2
1
iiii
ii
i xxxx
xxxxxl
−−
−−
=
−−−
−
−         .))((
))(()(
12
12
−−
−−
−−
−−
=
iiii
ii
i xxxx
xxxxxl  
 
При обработке данных квадратичная интерполяция выполняется                
в два этапа. Вначале находится номер i отрезка [ ]ii xx ,2− , внутри которого 
находится точка x интерполяции. Затем вычисляется значение в этой 
точке интерполяционного полинома по соответствующим формулам               
с использованием чисел ( )22 , −− ii yx , ( )11, −− ii yx , ( )ii yx , . 
 
 
4.4 Компонент GroupBox.  
Выделение логических участков экрана 
 
Для визуального выделения группы компонентов в Delphi использу-
ется специальный компонент GroupBox (контейнер группы), располо-
женный в палитре «Стандартные». 
В отличие от Bevel, он перекрывает область формы и не позволяет 
перетаскивать компоненты с других участков формы. Поэтому вначале 
на форме располагают GroupBox, а затем размещают на его территории 
нужные компоненты. 
Удобство использования компонента GroupBox – наличие заголовка, 
вписанного в прямоугольную рамку. Текст заголовка формируется                  
в свойстве Caption. Это позволяет не только выделить отдельные логиче-
ски самостоятельные элементы численного решения  задачи, но и с по-
мощью нумерации заголовков GroupBox сразу указать последователь-
ность их применения. 
 
 
4.5 Программная реализация методов линейной 
и квадратичной интерполяции 
 
Составим программу, в которой реализована линейная интерполяция 
данных в форме Лагранжа и в форме Ньютона. 
Для быстрого получения таблицы данных используем расчет значе-
ний известной функции f(x) в отдельных точках области [a;b], которая 
разбивается на N отрезков. При этом расстояние между точками разбие-
ния Nabh /)( −= , координаты точек hiaxi ⋅+= , значения функции                  
в этих точках )( ii xfy = . 
Для получения результата интерполяции необходимо: 
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а) найти номер i отрезка, внутри которого находится точка интер-
поляции xw. На этом отрезке известны значения x[i-1], x[i], y[i-1], y[i]; 
б) применить формулы линейной интерполяции для вычисления 
приближенного значения функции yw в этой точке. 
Предварительно в программе нужно сформировать массивы значе-
ний x[i], y[i]. 
В программе выполняем следующие действия: 
1) на форме располагаем компоненты для ввода и пояснения пере-
менных a, b, N и  кнопку Button1 с надписью «Заполнение массивов 
данных». 
Свои вычисления программируем после строк Delphi: 
 
implementation 
{$R *.dfm} 
 
2) описание переменных и массивов делаем глобальными (до текста 
процедур), тогда их можно использовать во всех процедурах: 
 
Var 
 a,b,h:real; 
 n:integer; 
 x,y: array[0..100] of real; 
 
3) по нажатию кнопки-1  в процедуре-обработчике выполняем вы-
числение элементов массивов x[i] и y[i]. После этого на экран выводим 
сообщение «Массивы заполнены». Для организации цикла используем 
локальную переменную i (доступна только внутри процедуры): 
 
procedure TForm1.Button1Click(Sender: TObject); 
Var i:integer; 
begin 
 a:= {ввод с экрана} 
 b:= {ввод с экрана} 
 N:= {ввод с экрана} 
 h:=(b-a)/N; 
 For i:=0 to N do begin 
   x[i]:=a+i*h; 
   y[i]:=Fun(x[i]); 
 end; 
 {вывод сообщения «Массивы заполнены» в компонент Label} 
 End; 
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4) для вычисления значений функции используем отдельную под-
программу-функцию Fun(x). Текст функции записываем перед текстом 
процедуры: 
 
Function Fun(x:real):real; 
Begin 
 Fun:=Sqr(x)*sin(x); 
End; 
 
5) на форме располагаем компоненты для ввода точки интерполяции 
и в программе описываем переменную xw. В этой точке, не совпадающей 
с точками данных, необходимо вычислить значение функции; 
 
6) по нажатию Кнопки 2 – «Линейная интерполяция» выполняется 
ввод значения xw и поиск по массиву аргументов таких элементов, меж-
ду которыми расположено это значение (i – локальная переменная): 
 
. . . 
xw:= {ввод с экрана} 
i:=1; 
While xw> x[i] do i:=i+1; 
 
Выполнение цикла автоматически завершится, когда будет получено 
такое значение i, для которого x[i-1] < xw < x[i]; 
 
7) в процедуре для Кнопки-2 с использованием чисел x[i-1], x[i],   
y[i-1], y[i],  xw применяется линейная интерполяция по формуле Ньюто-
на (результат yN) и по формуле Лагранжа (результат yL); 
 
8) на экран выводятся:  точное значение функции yt:=Fun(xw) в точке 
интерполяции, вычисленные двумя методами интерполированные значе-
ния функции yN, yL  в точке xw и погрешности численных значений. 
Все используемые переменные должны быть описаны в списке пе-
ременных; 
 
9) дополним программу Кнопкой-3 «Квадратичная интерполяция»          
и реализуем в ее процедуре квадратичной интерполяции. Учтем, что 
квадратичная интерполяция выполняется на двух смежных отрезках, то 
есть на участке x[i-2], x[i-1], x[i], содержащем xw. Поэтому поиск участ-
ка следует начинать с i = 2. 
Запрограммируем аналогичные действия для квадратичной интер-
поляции.  
Вид экрана и текст программы приведены ниже. 
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Рисунок 4.2 – Окно программы, реализующей методы линейной 
и квадратичной интерполяции 
 
Uses . . . Math; 
implementation 
{$R *.dfm} 
 
var 
 a,b,h : real; 
 N : integer; 
 x, y : array [0..20] of real; 
 
function fun(x: real) : real; 
begin 
  fun:=(2*Power(x,3)+7*Power(x,2)-x+5)*exp(-x/2); 
end; 
 
procedure TForm1.Button1Click(Sender:TObject); 
{=Формирование таблицы данных} 
var i:integer;  str:string; 
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begin 
 Memo1.Lines.Clear; 
 a:=StrToFloat(Edit1.Text); 
 b:=StrToFloat(Edit2.Text); 
 N:=StrToInt(Edit3.Text); 
 h:=(b-a)/N; 
 Memo1.Lines.Add(' i    X[i]     Y[i]'); 
 For i:=0 to N do begin 
  x[i]:=a+i*h; 
  y[i]:=fun(x[i]); 
  str:=IntToStr(i)+'   '+FloatToStrF(x[i],ffNumber,8,3)+ 
       '   '+FloatToStrF(y[i],ffNumber,8,3); 
  Memo1.Lines.Add(str); 
 end; 
end; 
 
procedure TForm1.Button2Click(Sender: TObject); 
{=Линейная интерполяция} 
var i:integer; 
 xw,yt,PN1,PL1,dPN1,dPL1:real; 
begin 
 xw:=StrToFloat(Edit4.Text); 
 yt:=fun(xw); 
 Edit13.Text:=FloatToStrF(yt,ffFixed,12,8); 
 i:= 1; 
 while xw>x[i] do i:=i+1; 
 PN1:=y[i-1]+(y[i]-y[i-1])/(x[i]-x[i-1])* (xw-x[i-1]); 
 PL1:=y[i-1]*(xw-x[i])/(x[i-1]-x[i])+y[i]* 
      (xw-x[i-1])/(x[i]-x[i-1]); 
 Edit5.Text:=FloatToStrF(PN1,ffFixed,12,8); 
 Edit7.Text:=FloatToStrF(PL1,ffFixed,12,8); 
 dPN1:=abs(yt-PN1); 
 dPL1:=abs(yt-PL1); 
 Edit6.Text:=FloatToStrF(dPN1,ffExponent,2,2); 
 Edit8.Text:=FloatToStrF(dPL1,ffExponent,2,2); 
end; 
 
procedure TForm1.Button3Click(Sender:TObject); 
{=Квадратичная интерполяция} 
var i:integer; 
 xw,yt,PN2,PL2,dPN2,dPL2:real; 
 A0,A1,A2,L0,L1,L2:real; 
begin 
 xw:=StrToFloat(Edit4.Text); 
 yt:=fun(xw); 
 Edit13.Text:=FloatToStrF(yt,ffFixed,12,8); 
 i:=2; 
 while xw>x[i] do i:=i+1; 
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 A0:=y[i-2]; 
 A1:=(y[i-1]-y[i-2])/(x[i-1]-x[i-2]); 
 A2:=(y[i]+y[i-2]-2*y[i-1])/(2*(x[i]-x[i-1])* 
     (x[i]-x[i-1])); 
 PN2:=A0+A1*(xw-x[i-2])+A2*(xw-x[i-2])* 
     (xw-x[i-1]); 
 L0:=((xw-x[i-1])*(xw-x[i]))/((x[i-2]-x[i-1])* 
     (x[i-2]-x[i])); 
 L1:=((xw-x[i-2])*(xw-x[i]))/((x[i-1]-x[i-2])* 
     (x[i-1]-x[i])); 
 L2:=((xw-x[i-2])*(xw-x[i-1]))/((x[i]-x[i-2])* 
     (x[i]-x[i-1])); 
 PL2:=y[i-2]*L0+y[i-1]*L1+y[i]*L2; 
  Edit9.Text:=FloatToStrF(PN2,ffFixed,12,8); 
  Edit11.Text:=FloatToStrF(PL2,ffFixed,12,8); 
 dPN2:=abs(yt-PN2); 
 dPL2:=abs(yt-PL2); 
  Edit10.Text:=FloatToStrF(dPN2,ffExponent,2,2); 
  Edit12.Text:=FloatToStrF(dPL2,ffExponent,2,2); 
end; 
end. 
 
 
Вопросы для самоконтроля 
 
1 В чем состоит задача интерполяции? 
2 Запишите вид интерполяционного полинома первого порядка               
в форме Ньютона. 
3 Запишите вид интерполяционного полинома первого порядка            
в форме Лагранжа. 
4 Каковы основные свойства базисных функций Лагранжа? 
5 Выполните вывод явного вида коэффициентов интерполяционно-
го полинома второго порядка в форме Ньютона. 
6 Запишите полный вид интерполяционного полинома второго по-
рядка в форме Ньютона, подставив все коэффициенты. 
7 Выполните вывод явного вида всех базисных функций Лагранжа 
для  интерполяционного полинома второго порядка. 
8 Запишите полный вид интерполяционного полинома второго по-
рядка в форме Лагранжа, подставив все базисные функции. 
9 Какую структуру должен иметь полином третьего порядка в форме 
Ньютона? Какие точки данных нужно использовать для его получения? 
10 Какую структуру должен иметь полином N-го порядка в форме 
Ньютона? Какие точки данных нужно использовать для его получения? 
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11 Какую структуру должен иметь полином третьего порядка в 
форме Лагранжа? Какими свойствами должны обладать базисные функ-
ции в этом случае? 
12 Какую структуру должен иметь полином N-го порядка в форме 
Лагранжа? Какими свойствами должны обладать базисные функции                 
в этом случае? 
13 Укажите назначение компонента GroupBox, приведите примеры 
его использования. 
 
 
Содержание задания 
 
Задача 1. Составить программу, в которой реализована линейная 
интерполяция данных в форме Лагранжа и в форме Ньютона. Таблицу 
данных сформировать вычислением значений указанной в варианте 
функции. 
С помощью программы выполнить расчет интерполяционных поли-
номов в 3 различных промежуточных точках. Использовать значения            
N <= 20. Вычислить для этих случаев практическую погрешность интер-
поляции. 
Результаты включить в отчет. 
 
Задача 2. Дополнить программу Кнопкой-3 – «Квадратичная интер-
поляция» и выполнением в ее процедуре квадратичной интерполяции. 
Учесть, что квадратичная интерполяция выполняется на двух смежных 
отрезках, то есть, на участке x[i-2], x[i-1], x[i], содержащем xw. Выпол-
нить те же действия для квадратичной интерполяции. 
Сделать вывод о точности методов линейной и квадратичной интер-
поляции. 
 
Таблица 4.1 – Варианты выбора функции для построения таблицы 
данных 
 
Вариант Интервал Функция 
1 2 3 
1 [0;4] tttx sin3cos2)( +=  
2 [0;4] 
2
5
1)( 2 −−= xexy x  
3 [0;3] 35)( 3 +−= xexy x  
4 [0;4] xxexy x sin423)( −+= −  
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Окончание таблицы 4.1 
 
1 2 3 
5 [1;4] 
x
xxy sin2)( +=  
6 [1;4] 432 43)( xxxxy +−=  
7 [0;4] 
22
5
1)( 2 −−= xexy x  
8 [0;8] xxxy sin)2()( +=  
9 [0;4] 2
7
2
)(
2
xexxy −





+=  
10 [1;6] 
2
31)( 3
2
+
−=
x
x
x
xy  
11 [0;10] xexxy −+= cos)(  
12 [2; 5] xxxy sin)( =  
13 [1;6] 24269)( 23 −+−= xxxxy  
14 [2; 6] 1cos)( −= xxxy  
15 [1;6] 86)( 2 −+−= xxxy  
16 [1;5] 1577)( 23 ++−= xxxxy  
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