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In thermal neutron spectrum Molten Salt Reactors (MSR), a graphite moderator contributes 
a positive reactivity value to the overall temperature reactivity coefficient of the core. When 
irradiated in the core, graphite undergoes dimensional changes which depend on the neutron 
spectrum. The graphite lifespan is a limiting parameter in MSR designs; it correlates strongly with 
the graphite’s dimensional changes. Multi-physics modeling is necessary to evaluate the graphite 
thermal and mechanical responses to the MSR core conditions. To assess graphite dimensional 
changes associated with irradiation, a computational model was developed upon the foundation of 
the multi-physics solver, GeN-Foam. Irradiated graphite dimensional change strain and creep 
strain solvers have been incorporated into a branch of GeN-Foam, identified as GeN-Foam-G, to 
account for the moderator’s response to the core’s neutron kinetics. These capabilities enable 
modeling of the thermal deformation of graphite moderator structures at the thermo-mechanical 
mesh cell level.  
The GeN-Foam-G graphite moderator model was benchmarked using the experimental and 
computational data of graphite moderator thermal response in high temperature gas-cooled 
iv 
 
reactors. After developing and benchmarking Gen-Foam-G, the solver was extended to the 
industry-standard graphite moderator channel concept for the thermal spectrum MSR. Results are 
presented of the irradiated graphite displacement calculated for the graphite channel in this thermal 
spectrum MSR. Finally, irradiated graphite creep strain was calculated for the core of the Molten 
Salt Breeder Reactor (MSBR). This MSBR core model provides the foundation to extend GeN-
Foam-G calculations for ever more complex and higher fidelity computational models of thermal 
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CHAPTER 1. INTRODUCTION 
1.1 Generation IV Nuclear Reactors 
The next generation of nuclear technology is being defined in an organized, coordinated 
international approach by the Generation IV International Forum (GIF) Policy Group. This effort 
involved down-selecting six promising nuclear technologies that have the potential for commercial 
applications in the twenty-first century [1]. Technologies are graded on sustainability, economic 
viability, safety, reliability, proliferation resistance, and physical protection [2].   In particular, six 
of the most promising nuclear reactor technologies were identified to have the most potential to 
improve efficiency, reduce production of nuclear waste, be economically competitive especially 
with fossil fuel sources, improve safety, and reduce risk of proliferations. A very instructive 
summary of the key aspects of these six technologies is reproduced in Table 1 from reference [1]. 
The MSR is distinguished from the other five technologies as being the sole liquid fuel reactor. 
1.2 Significance of the Study 
The objectives of this proposed course of research involve extending current 
methodologies that couple neutron population predictions and thermal hydraulic simulations for 
both steady state and transient response of the MSR. Specifically, it is proposed to extend these 
methodologies to a thorium fuel cycle in the primary MSR loop. 
1.3 Motivation for Study 
The computational tools developed for Light Water Reactors (LWRs) need significant 
changes or need to be replaced to be used for evaluations for Generation IV reactors. The legacy 




back decades. Most LWR codes do not support modern software features like parallel computing.  
As a result, many of these LWR codes cannot model complex designs or problems. The LWR code 
structures are also often not flexible enough to model new designs like fast spectrum reactors or 
circulating fluid reactors. In addition, many of the newer reactor concepts introduce nonlinearities 
in the physics involved, forcing the need for LWR codes to use short timesteps to ensure accuracy. 
Rather than focus on data exchange interfaces between legacy codes, the MSR community have 
led the development of a new generation of solvers. One such effort is the development of the 
solver Generalized Nuclear Foam, or GeN-Foam [3]. 
Table 1. Six Generation IV Nuclear Technologies (Ref. [1]) 
System Neutron  
Spectrum 








(Very High Temperature 
Reactor) 
















(Gas-cooled fast reactor) 
Fast Helium 850 Closed 1200 
LFR 
(Lead-cooled fast reactor) 




(Molten salt reactor) 
Thermal/fast Fluoride  
salts 





1.4 Thematic Statement 
The GIF Policy Group is identifying the next generation of nuclear technology. There are 
six nuclear technologies identified by the GIF Policy Group for potential commercial applications 
in the twenty-first century. Of these, the MSR is the only circulating fuel reactor. Simulating the 
behavior of the MSR is challenging in that the neutron kinetics is strongly coupled to the thermal 
hydraulics of the reactor. Just as importantly, in the circulating fuel reactors like MSRs, precursors 
circulate out of the core with the fuel salt. As a result, neutron inventory is a more dynamic 
parameter than in the solid-fuel reactors. In thermal spectrum MSRs, a graphite moderator 
contributes a positive reactivity coefficient to the overall temperature reactivity coefficient of the 
core. Graphite undergoes dimensional changes when irradiated in the core which depends on the 
neutron spectrum. Multiphysics modeling is necessary to predict the graphite thermal mechanical 
response to the MSR neutron population core conditions. To address this need, this dissertation 
research has the objectives to extend the current methodologies that couple neutron population 
predictions and thermal hydraulic simulations for both steady state and transient operation of the 
MSR. New computational tools are being created to meet the more demanding requirements in 
simulating the MSR operation. The modeling software suite chosen for this work, GeN-Foam, is 
an open-source code that is actively under development. GeN-Foam is built upon the open-source 
OpenFOAM library of Computational Fluid Dynamics (CFD) tools. GeN-Foam does not rely on 
the data exchange interfaces between legacy nuclear codes. Instead, GeN-Foam develops a 
multiphysics platform on the building blocks of implicitly coupled neutronics, thermal hydraulics, 
and solid mechanics solvers. By not relying on the architecture of legacy codes, GeN-Foam 
employs parallelization algorithms to use multiprocessor computational resources to their fullest 




solver, with the version control maintained via a GIT repository. A GIT repository is a version 
control framework available for open source software development. It allows programmers from 
across the Internet to modify software while at the same time enabling a software gatekeeper to 
control the latest official release and version control for development versions of the software. To 
validate the GeN-Foam results, researchers benchmarked the thermal hydraulics results using 
commercial CFD codes with simplified internal heat generation. Neutronics results have also been 
benchmarked against legacy nuclear codes [3]. 
GeN-Foam allows for distinct computational meshes to be used for each of the thermal 
hydraulics, thermal mechanics, and neutronics solvers. Parameters are shared by mapping field 
values calculated in one solver but required by the other solver. In this way, the computational 
mesh for each solver can be as fine or coarse as needed to capture the physics specifics being 
modeled [3]. 
There are three objectives of the current study. The first is the development of a graphite 
irradiated dimensional change strain model integrated into the multiphysics platform GeN-Foam. 
The second objective is benchmarking this graphite irradiated graphite dimensional change strain 
model against experimental results. Benchmarks are also conducted against calculations in the 
peer-reviewed literature for dimensional change strains for High Temperature Gas Reactor 
(HTGR) graphite reflector cells. The first two objectives are completed, and calculated results 
documented in Chapters 2 and 3. The last objective is to use this graphite dimensional change 
strain model to calculate irradiated dimensional change strains for a thermal spectrum MSR fuel 
salt channel, documented in Chapter 4. Finally, the model is expanded to include the other graphite 




creep strain in the graphite. A computational model of a thermal-spectrum MSR core is then 




CHAPTER 2. LITERATURE REVIEW 
2.1 Liquid Fuel Reactor and the MSR In Particular 
Fluid fuel reactors are different from LWRs that comprise the current fleet of nuclear power 
plants. Fluid fuel reactors are however neither a new nor untested concept. The fundamentals of 
the MSR were developed and demonstrated in the Oak Ridge National Laboratory (ORNL) and 
Aircraft Reactor Experiment (ARE) starting in the 1940s. The genesis of the MSR was the ARE 
that had the goal of developing the technology for a nuclear-powered plane [4]. Subsequent to the 
ARE experiments, an early commercial demonstration of homogeneous reactors was the HRE-2 
experiment in 1958 at ORNL. HRE-2 was a five MWt experiment that utilized a water-based liquid 
fuel and demonstrated the inherent stability of homogeneous reactors. A much larger 
demonstration followed in the eight MWt Molten Salt Reactor Experiment (MSRE). It operated at 
ORNL from 1966 until 1969 without incident and utilized a liquid fluoride-based fuel salt. It was 
a thermal spectrum MSR utilizing graphite neutron moderators. The MSRE operated at 650C. 
The MSRE demonstrated that corrosion issues could be avoided with the liquid fluoride fuel 
mixture by employing nickel based Hastelloy N wetted parts and oxidation control in the fluid 
fuel. The MSRE operated with fissile isotopes of 233U, 235U, and plutonium. It was the first reactor 
to operate with 233U as a fuel. The MSRE successfully demonstrate neutral gas extraction during 
operation and removal of the gaseous fission products (FPs) of krypton and xenon. Unexpectedly, 
the fuel processing also removed metallic FPs. The design of the MSRE was so successful that 





There have been various concepts for the MSR since the MSRE. Of the thermal-spectrum 
MSR designs, an important one is the ORNL MSBR. The MSBR was designed in the early 1970s 
[8]. The MSBR was designed to operate with a supercritical steam cycle. There was also the 
denatured MSR (DMSR) studied by ORNL. This design utilized less than 12% of 233U and less 
than 20% of 235U nuclei in the fuel in a once-through design. The DMSR maintained a high 
conversion ratio over a thirty-year lifetime with no graphite moderator changeouts or fuel 
processing other than chemistry control [5].  Unfortunately, due to a focus on the development of 
liquid sodium reactors, there was little significant MSR development in the United States after 
these designs. It was only with the advent of the Generation IV program that new designs began 
to be revisited in the early 2000s [8].  
There are essentially two categories of MSR. The first category operates in a thermal 
energy neutron spectrum. These MSRs typically includes large graphite moderator blocks in the 
core and are descendants of the MSRE and MSBR. One example is the FUJI reactor designs in 
Japan [9]. The second class of MSR are the fast neutron spectrum reactors with no moderator such 
as the Molten Salt Fast Reactors (MSFRs) described in more detail below [8]. 
MSFRs have been the subject of most Generation IV design concepts [2], [9], [10]. The 
fast-spectrum designs can extend resource utilization and result in improved waste management 
compared to thermal spectrum MSRs [1].  Two fast neutron spectrum MSR concepts being studied 
as part of the Generation IV activities involve the design of the EVOL Euratom project and the 
Russian Federation Molten Salt Actinide Recycler and Transmuter (MOSART) design. MOSART 





The EVOL MSFR demonstrates many of the features common to most MSR designs, both 
fast-spectrum and thermal-spectrum. These features include a fuel, an intermediate circuit, and a 
power conversion unit  or circuit (PCU). The reference EVOL MSFR reactor is a 3 GWt reactor 
2.25 meters high by 2.25 meters diameter. The EVOL MSFR has a fuel salt volume of 18 m3.  The 
EVOL MSFR incorporates a torus core shape, demonstrated to improve salt circulation. The fuel 
salt is a binary fluoride salt mixture of 77.5 mol% LiF and 22.5 mol% heavy nuclei fluoride such 
as ThF4. It operates at a fluid fuel temperature of 750C. The fuel circuit includes the core, pump 
and heat exchanger circulation circuits external to the core, a gas injection system, salt bubble-
separators, and piping to these circuits from the core. Figure 1 is reproduced from reference [2] 
and displays these primary components of the fuel circuit.  
 
Figure 1. Fuel Circuit of MSFR Schematic Reproduced from Reference [2] 
The fuel salt flows upward toward the top of the core as shown in Figure 1. The EVOL 
MSFR fuel salt circulates through sixteen pump and heat exchanger sets in symmetric circuits 
external to the core. Half of the total fuel salt inventory is then external to the core. A thick nickel-




escape from these external structures.   Twenty-centimeter-thick boron carbide (B4C) layers 
surround the reflectors. These layers supply additional protection against escaping neutrons. A 50 
cm thick fertile blanket consisting of a 22.5 mol% 232ThF4. acts as an additional radial reflector.  
[1], [2], [11] 
The primary EVOL MSFR circuit is connected to an overflow tank. The overflow tank is 
geometrically unfavorable to criticality. This tank accommodates salt expansion that can result 
from temperature-initiated density changes [11]. The EVOL MSFR core also has a salt draining 
system below the core. The draining system is connected to passively cooled tanks below the core 
that are  geometrically unfavorable to criticality [5], [11].  Freeze valves in the drain circuit melt 
if electrical power to the freeze valves is interrupted or if the fuel salt overheats. This drains the 
core passively.  It is a safety feature incorporated into the 1965 MSRE [5]. The entire primary fuel 
circuit and gas reprocessing units are housed in a secondary containment vessel. 
There is actual experience with the operation of the freeze valve dating back to the 1960s. 
“[A]t ORNL, the ‘old nukes’ would routinely shut down the [MSRE] reactor by simply cutting the 
power to the freeze-plug cooling system. This setup is the ultimate in safe power outage response. 
Power isn’t needed to shut down the reactor, for example by manipulating control elements. 
Instead power is needed to prevent the shutdown of the reactor” [5]. In several MSR designs, 
shutdown rods are included in the design to insert and achieve subcriticality even if the freeze 
valves fail. It should also be noted that even if the fission continues, fission heat will cause the fuel 
salt to expand which will reduce reactivity [12]. 
The drain tank includes a dilution salt layer. When the fuel salt drains to this tank, the 
dilution layer passively mixes fission poisons with the fuel salt. The drain tank provides a large 




units are responsible for approximately one-third of the decay heat when the EVOL MSFR is shut 
down. The remaining two-thirds of decay heat is generated in the liquid fuel. All of the decay heat 
decreases to approximately ten percent of the initial value within a day of shutdown. Upon 
shutdown, the EVOL MSFR decay heat represents approximately five percent of the MSFR 
nominal power level. It should also be noted that the decay heat fraction of nominal power is less 
than that of solid fuel reactors because of the continuous FP removal during MSR operation [2].  
The primary fuel circuit in the MSFR is also connected to two processing circuits. These 
remove FPs in the fuel salt that would otherwise absorb neutrons in the core. This circuit consists 
of a gas sparging system that bubbles helium in the fuel salt upstream of the heat exchanger pumps 
[11]. There is a thirty second extraction time associated with this sparging process which operates 
at approximately 10 liters per day. This system separates noble from the fuel salt, limiting the 
lanthanide and zirconium concentrations in the fuel salt  [13].  After purification, fuel salt samples 
are reintroduced into the reactor with the potential addition of 233U or Th  to adjust fuel composition 
[2]. The second processing circuit, which can either be a daily batch process or a continuous 
processing circuit, removes soluble alkaline earths and alkalis FPs [11]. An offline facility 
separates lanthanides and actinides. The treated fuel salt is subsequently reintroduced into the fuel 
salt. Other concepts have also been proposed to separate noble metal FPs, such as a specially plated 
nickel mesh filter in the TAP thermal MSR design [12]. It should be noted that the processing 
operations could be interrupted for potentially years and the MSR could still supply power, at the 
cost of a poorer breeding ratio [2].  MSR experiments such as the MSRE have demonstrated these 
principles of fuel salt reprocessing [13]. 
The MSR has highly negative feedback coefficients which translates to intrinsic reactor 




coefficient. The MSR has a large negative Doppler coefficient, for example the total feedback 
coefficient for the MSFR is –5pcm/K. Temperature excursions quickly change the density of the 
fuel salt which results in rapid reduction in power production. It should be noted that such strong 
reactivity coefficients also enable the MSR to be designed for dynamic grid-load following. The 
neutron spectrum of MSRs is more epithermal than the spectrum for solid fuel fast reactors. This 
is a result of fluorine nuclei neutron inelastic scattering which is a process not present in solid fuel 
reactors. As a result, there is less irradiation damage to solid material in and around the core. [2] 
 The fuel is dissolved in molten salt that is also the MSR coolant [13]. This molten salt 
coolant is primarily fluoride salts that display chemical inertia, thermal stabilities at temperatures 
above 800C, excellent transport properties, and strong irradiation resistance [14]. Similar to liquid 
metal reactor (LMR) designs, the MSR operates at a low pressure, just slightly above atmospheric 
pressure [5], [14].  MSRs have a strong negative temperature coefficient of reactivity that helps to 
make the MSR safer than other nuclear reactors. 
2.2 MSR Defense in Depth Features and Design Basis Accidents 
Development of methodologies to define safety for MSRs will be critical to a successful 
rollout of the MSR technology. Solid fuel safety analysis methods, which focus on demonstrating 
that the fuel cladding does not melt, do not apply to the MSR. Such approaches are not meaningful 
for fuel that is already molten during normal operation with no cladding present [5], [14].  Instead, 
safety of the MSR is based upon avoiding precipitation of the actinides and FPs out of solution in 
the circulating fuel salt [5] . All MSR safety methodologies will incorporate reactivity control, 




There are several aspects of the MSR that intrinsically contribute to its safety such as the 
strong negative temperature coefficient of reactivity. The continuous removal of FP also reduces 
the sources of radioactivity in the event of a leak.  It is also important that the potential for 
explosive ruptures are low with the low operating pressure of the MSR. The containment 
requirements are less, but for added defense in depth MSR designs still incorporate a primary core 
containment structure. With no water or flammable gas being generated, there are fewer events 
that could threaten containment integrity. If the design incorporates an underground MSR core, an 
additional defense in depth is added in forcing escaping radioactive materials to work against 
gravity before a surface release occurs. In terms of shutdown capabilities, the small required excess 
reactivity means that a few control rods of large diameter can effectively reduce the fission reaction 
rate [5]. 
MSRs can also utilize the fuel-salt drain system to rapidly move the fuel to geometry that 
is unfavorable to criticality. This defense is also passive, engaging with the loss of power instead 
of requiring power to activate. The freeze valve response does not have to be rapid since a rapid 
reaction of the drain system is not required to reduce reactivity. Fuel salt chemistry can also quickly 
introduce fission poisons, such as the fertile material thorium, into the fuel salt to reduce reactivity.  
The most probable reactivity-initiated accident (RIA) is a control rod withdrawal accident. 
In this accident, neutron absorbing control rods are withdrawn due to equipment failure or operator 
error. The large negative temperature coefficient quickly terminates the resulting power excursion 
from such an event even with the failure of control rod scram functions. The longer prompt neutron 
lifetime of an MSR also reduces the maximum neutron flux that results from this event. There is a 
small positive temperature reactivity coefficient associated with the greater neutron moderation of 




properties and limit this additional reactivity. Overall, the large negative fuel salt temperature 
coefficient would still reduce power during an inadvertent graphite control rod insertion [5]. 
Another accident of interest for the MSR is a flow decrease accident, as occurs with a pump 
trip.  In this event, without circulation the fuel salt loses the heat removal function. The fuel salt 
temperature rises and the delayed neutron population in the core quickly rises. The result is 
equivalent to a positive reactivity insertion since in normal operation the delayed neutrons circulate 
out of the core. As with the control rod insertion, the strong negative temperature reactivity 
coefficient of the fuel salt mitigates the consequences of this accident. The temperature rise during 
a pump trip is less than that of an LWR pump seizure accident. The insertion of control rods is 
enough to stop the fission process. Studies have shown that the temperatures of an MSR still 
remain safe if all primary loop pumps stop with a properly designed scram system.  
A primary loop break accident is also an important consideration for the MSR. If piping, 
the core vessel, or heat exchanger rupture for any reason fuel salt will leak out. The MSR design 
will need to incorporate a volume into which to collect leaked fuel salt. Unlike LWRs where leaks 
consist of coolant only, the leaked MSR coolant will also include fissionable fuel. The heat 
exchangers between the primary loop and intermediate loop are especially susceptible to failures 
due to “manufacturing flaw, excessive wall temperatures and stresses, corrosion, thermal stress 
cycling” [5]. The potential for contamination of the secondary salt with fuel if a heat exchanger 
ruptures will also need to be addressed. 
Ultimately, the probability and consequences of large accidents are less for MSRs than for 
LWRs. However more continual fuel processing creates greater opportunities for smaller accidents 
than with LWRs. MSR safety evaluation methodologies will therefore have to consider the entire 




2.3 MSR Advantages, Considerations, and Development Activities 
There are several inherent features of the MSR that offer advantages over other Generation 
IV designs that include the following. 
1. The MSR has a homogenous composition with a more uniform reactivity throughout the core 
than with LWRs. With a homogenous composition, fissile material can be added without 
forming hot spots. Less excess reactivity, e.g. excess initial fuel load, control rod reactivity, 
and control rod reactivity shifts are required compared to LWRs [4], [5].  Ultimately, less 
overall fissile material is needed compared to a solid fuel reactor [1]. A homogenous 
composition also means that there is no significant resistance to heat transfer to the coolant 
because heat production occurs directly in the coolant volume [2].  
2. Designing the fuel circuit to just reach criticality in the presence of a graphite moderator is also 
safer in that leaked fuel is subcritical outside of the presence of the moderator. [5]. 
3. The MSR does not require fuel fabrication and enables online refueling avoiding refueling 
shutdowns. This reduces fuel cycle costs and criticalities [1]. 
4. Unlike solid fuel reactors, the entire core can be quickly drained to dump tanks for planned 
shutdowns or in an accident. This removes decay heat from the core  [13], [14]. These dump 
tanks can be designed for a geometry unfavorable to reactivity further enhancing safety. [2]. 
The fuel salt freezes at temperatures below 500C. It is denser as it freezes which further 
reduces system pressure. The solid fuel and FP therefore stay well contained when drained 
from the core [12]. 
5. Molten salts demonstrate high specific heat at pressures much lower than the operating 
pressures of current LWRs. [1]. Because of this, the Reactor Pressure Vessel (RPV) can operate 




contamination risks are low because of this lower operating pressure, unlike the risks 
associated with pressurized water systems of LWRs [4], [5]. The bigger risk with MSRs is low 
pressure leaks resulting in the need only for simple passively cooled capture basins instead of 
the scale of containment required for LWRs [5]. 
6. MSRs can operate at higher outlet temperatures than LWRs because of the fuel salt thermal 
properties [12]. The higher operating temperatures translate to higher thermal efficiencies for 
the MSR [2].  The higher efficiency has the potential to require smaller, lower cost turbines. 
This is important because turbine capital costs are a “major expense for nuclear power plants” 
[12]. In addition, at these higher operating temperatures MSRs have the capability to generate 
hydrogen, a cogeneration opportunity [5]. 
7. Molten salts are stable; they do not react with air or water. Molten salts have a boiling points 
greater than 1600 K, which is well above the MSR operating temperatures that are less than 
1300 K [2],  [5]. 
8. Either uranium or thorium fuel cycles, in a range of neutron spectrum from thermal to fast 
spectrum, can be used in operating the MSR as a breeder reactor [1], [14]. In fact, it is 
calculated that breeding MSRs have the potential to eliminate the need for any additional 
uranium mining and enrichment after 100 years of operation [5], [11].  
9. The MSR has unique capabilities such as being able to transmute transuranic elements (TRUs) 
and long-lived actinides from spent LWR fuel [1], [14].  TRUs can be left in the fluid fuel to 
transmutate to fissile elements. The result is a reduction in nuclear waste [5].  
10. MSRs have the capability to start up with 233U, 235U, or 239Pu, without the need for significant 




solely on economic considerations [6]. The MSR can be utilized to breed plutonium fuel or 
233U fuel via pyrochemistry in onsite fuel reprocessing [1], [2]. 
11. Continuous gaseous FP removal from the fuel salt means that such FP radioactivity release is 
less of a concern in the event of a coolant leak in comparison to LWR coolant leaks [5]. 
MSRs are significantly different from the current fleet of LWRs. This leads to several 
unique design considerations for MSRs that include the following. 
1. Development and validation of an accurate multiphysics model of MSRs is a critical need to 
fully characterize steady state and accident conditions. This is even more true than for solid 
fuel reactors because of the close coupling of neutron kinetics and thermal hydraulic physics 
in an MSR [4], [13],  [15], [16], [17]. 
2.  Neutron precursors, both prompt and delayed, circulate through the pump and heat exchanger 
circuits outside of the core. It results in a more dynamic accounting of neutron inventory 
compared to solid fuel reactors [4].  It does lead to the potential of reactivity instabilities during 
pump startup and other transient conditions [8]. As a result, most MSR designs limit the 
amount of fuel salt outside of the core to less than 50% of the total, typically between  30% 
and 50% [2].   
3. A melting point of salts above 500C, greater than typical steam cycle temperatures, mean that 
MSRs require an intermediate cycle to couple the power generating loop (PCU). Otherwise, 
direct contact could potentially cause freezing at the heat exchangers. Careful design is needed 
for the thin walled heat exchanger between the primary loop and intermediate loop as the heat 
exchanger is continuously exposed to corrosive environments from both circuits and irradiation 




4. Molten salts are corrosive, even more so in the presence of impurities like oxygen, water, or 
oxidative FPs. Unlike in other corrosive environments, metal oxide protective layers are not 
effective in this fluid environment. It is critical then to utilize optimal working materials like 
advanced nickel alloys in MSR designs [13], [14]. 
5. The composition of the coolant must be carefully controlled for neutronics, fuel inventory 
economics, and chemical compatibility. Adding to this challenge is that the chemistry and 
physical properties of the irradiated molten salt constituents are not fully defined. In addition, 
lanthanides, noble gases, and noble metals that are products of the fission process must be 
removed from the coolant. One example is the generation of protactinium in thorium fueled 
MSRs. It has a high neutron capture cross section but is important as a precursor to the fuel 
233U. Protactinium needs to therefore be removed until decay to uranium at which point it can 
be reintroduced into the salt as a fuel   [12], [13]. 
6. Design of a reliable circulating pump that operates in a high temperature, corrosive 
environment is still a critical development need in the designs of MSRs. Adding to this 
challenge, the fuel salt high viscosity is a challenge in achieving the necessary pumping power  
[13] , [15]. 
7. Designs need to avoid or minimize heat exchanger fouling and blockage by noble metals  [13]. 
8. Unlike in LWRs, all components in the primary MSR loop are highly irradiated directly by the 
circulating fuel. As a result, there are greater dosimetry concerns than for LWRs in performing 
maintenance on pumps, heat exchangers, and other MSR core components [8]. 
9. Most pertinent to the work of this dissertation, advancements are needed in graphite moderator 




temperatures, the capability of periodic replacement, and careful consideration for graphite 
arrangement in the core to avoid a positive reactivity coefficient   [13], [19]. 
Current activities in the development of the MSR are focused on fully characterizing the 
chemical and physical properties of the MSR. This heavily relies upon basic measurements and 
multiphysics simulation tools. The next stage is to perform more detailed measurements with fuel-
salt simulants and to provide scaled demonstrations of the technology to validate the thermal 
hydraulic models [2]. Among the most important efforts for the successful development of MSRs 
in the next few years is the need to develop accurate computational models the coupled thermal-
hydraulics and neutron kinetics of the circulating fuel. [9] 
2.4 Fundamentals of Modeling Neutron Population and Thermal Hydraulics 
Proper characterization of neutron kinetics is of prime importance in the development of 
MSRs because at a fundamental level, nuclear safety is defined by the response of a reactor to 
rapidly changing neutronics conditions. The key parameter in the simulation of the operation of an 
MSR core is accurate prediction of the neutron flux. The neutron flux determines the volumetric 
heat generation within the reactor core and translates directly to the nuclear reactor power 
generation. Evaluation of the neutron population can be categorized by the timescale of the reactor 
response in question. For evaluation of steady state operating conditions of a nuclear reactor, the 
neutron flux is often characterized by group diffusion methods [20], [21],  [22], [23]. 
2.4.1 Neutron Population in Steady State Conditions and Group Diffusion Models 
The steady state characterization of a reactor is defined by the group diffusion models of 
nuclear reactor theory.  Fundamentally in a critical reactor, the steady state diffusion equations 




leakage and the population of neutrons absorbed. Maintaining this neutron population balance is a 
key goal in nuclear reactor design and operation [20]. 
Group-diffusion methods are used to define geometries and conditions necessary for 
criticality. The modified one-group diffusion model is instructive in defining the steady state 
operating parameters of a thermal reactor.  This model is explained thoroughly in Ref. [20] and 
reproduced here. The model provides a simple description of a bare reactor, that is a single 
homogenous region of fuel and moderator without a reflector or blanket. 





              ( 1) 
Here a is the fuel salt mixture macroscopic absorption cross-section, D is the one-group diffusion 
coefficient,  is the one-group flux,  is the neutron speed, and s is the source density.  In the 
steady state case, this reduces to the one-group reactor equation: 
𝜵𝟐𝝓 + 𝑩𝟐𝝓 = 𝟎       ( 2) 
where B2 is the geometric buckling. A critical reactor can then be well characterized by defining 
B2 along with the reactor multiplication factor, k. The reactor multiplication factor for a bare 
reactor is described in Equation 3. 
𝒌∞ = 𝜼𝒇        ( 3) 
where  is the average number of fission neutrons emitted per neutron absorbed by the fuel. The 








Here, a is the fuel salt mixture macroscopic absorption cross-section. aF is the fissile fuel 
macroscopic absorption cross-section. With k equals unity in a critical reactor, the following can 
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       ( 6) 
Considering the first eigenvalue for B2 and defining boundary conditions on  provides a 





       ( 7) 
For the one-group analysis to extend to be applicable for thermal reactors, the fuel 




      ( 8) 
where the subscript F denotes fuel and the subscript M indicates the coolant moderator. The 
thermal infinite multiplication factor, k, can be described by the four-factor formula. This 
multiplication factor is a product of the fuel utilization factor, f,  the resonance escape probability, 
p, the fast fission factor, , and the average number of neutrons emitted per thermal neutrons 
absorbed in the fuel, T.  




The fast fission factor, , defines the number of fissions induced by fast neutrons. With a 
homogeneous core of fissile isotopes like 235U and a moderator the resonance escape probability 
and fast fission factor are unity  
𝒑 = 𝝐 = 𝟏      ( 10) 
In this homogeneous core, Equation 9 reduces to 
𝒌∞ = 𝜼𝑻𝒇      ( 11) 
Extending these formulas for the slowing of fast neutrons leads to the two-group critical equation 








    ( 12) 
where LT2 is the thermal diffusion area, τT is the neutron age, PT is the probability that a thermal 
neutron will not leak from the reactor, and PF is the probability that a fission neutron will not 
escape from the reactor when slowing down. This multiplication factor k equals unity for the 
critical reactor.  With PT and PF typically close to unity, a good approximation derived from 




= 𝟏       ( 13) 
with the thermal migration area:  
𝑴𝑻
𝟐 = 𝑳𝑻
𝟐 + 𝝉𝑻      ( 14) 
In considering criticality in reflected reactors, reactor properties are often estimated from 
transcendental equations of criticality in spherical reactors of the same volume and composition 




for a few geometries like the parallelepiped or cylinder. For a spherical reactor of radius R, the 
equation that characterizes criticality can be expressed as 






+ 𝟏)     ( 15) 
where the subscript c and r refer to the core and the reflector. The approach to using this 
transcendental characterization, for either fast or thermal reactors, is to first solve the above 
equation that satisfies the criticality condition and then to define flux constants as a function of the 
reactor power [20]. 
2.4.2 Implementation of Group Diffusion Equations in Reactor Analyses 
Prediction of flux throughout a critical reactor is achieved using a two-group or multigroup 
calculation. Multigroup calculations consider a subdivision of the neutrons into N energy intervals. 
g is 1 for the most energetic group and g equals N for the least energetic neutron group.  The 
approach is then to define a set of diffusion equations for each group. In total then there are N 
equations of the form [20]: 
𝑫𝒈𝜵
𝟐𝝓𝒈 − 𝜮𝒂𝒈𝝓𝒈 − ∑ 𝜮𝒈→𝒉𝝓𝒈 +
𝑵




𝒉=𝟏 = 𝟎 ( 16) 
Equation 16 is defined for each region that has unique neutronic properties in the multigroup 
diffusion approach for reactors. Solutions for the neutron flux can then be found given initial and 
boundary conditions.  
2.5 Fundamentals of Neutron Kinetics 
The group diffusion methods define reactor parameters for criticality when operating at 
constant power. Reactors do deviate from criticality, operating supercritical to start up or to 




the neutron population behavior over short term, e.g. seconds to minutes, changes in criticality. 
Neutron kinetics problems are associated with responses to perturbations in the reactor system 
conditions, for example control rod and chemical shim regulation of criticality changes in a reactor. 
Neutron kinetics also addresses the impact of reactor temperature and moderator void fraction on 
criticality. [20]  
In the time scale associated with neutron kinetics, fuel depletion and any changes in FP 
concentrations are typically ignored. The multiplication factor changes, but the shape of the 
neutron flux remains constant. In almost all kinetics analyses except for those where the flux 
shapes are known to vary with time, the reactor is assumed to act as a point, so such problems are 
typically termed point kinetics. 
In a typical thermal reactor, all but approximately one percent of the neutrons emitted in a 
fission are prompt neutrons. The small fraction of neutrons emitted by FP decays are called delayed 
neutrons and are very important in the characterization of neutron kinetics. A controlled self-
sustained reactor fission process depends on the populations of both types of neutrons. The prompt 
neutron lifetime, lp, is defined as the average time between the emission of a prompt neutron and 
the subsequent neutron absorption.  The mean diffusion time, td, is the average lifetime of a thermal 
neutron in an infinite reactor and should equal lp.  A relation between the mean diffusion time in a 
thermal reactor to distribution of energies for neutrons, the absorption mean free path, the 
macroscopic cross sections for the fuel and moderator, and tdM or the mean diffusion time for the 










In an accurate reactor kinetics calculation, the production of delayed neutrons is related to 
the decays of the six groups of delayed neutron precursors. The derivation for multiple precursors 
can be demonstrated by considering the hypothetical case of the decay of a single precursor 
generating all the delayed neutrons. Here the thermal neutron flux and precursor concentration can 






− 𝝀𝑪     ( 18) 
(𝟏 − 𝜷)𝒌∞𝝓𝑻 +
𝒑𝝀𝑪
?̅?𝒂
− 𝝓𝑻 = 𝒍𝒑
𝒅𝝓𝑻
𝒅𝒕
     ( 19) 
Here β is the fraction of neutrons that are delayed neutrons, C is the precursor concentration, and 
λ is the precursor decay constant. As an extension the reactivity equation for six delayed neutron 











𝒊=𝟏      ( 20) 
Here the reciprocal of ω is the reactor period. If the reactor is supercritical, k > 1 and ρ is positive. 
In general -∞ <  ρ < 1. The delayed neutron groups impact on the reactor response is significant. 
The reactor period increases by over two orders of magnitude when criticality is controlled via the 
delayed neutron population. 
2.6 Temperature, Moderator, and Void Coefficient Effects on Reactivity 
A change in temperature changes the multiplication factor of a reactor. The temperature 
coefficient of reactivity, T, describes the change in reactivity associated with a given temperature 










The fuel temperature coefficient is termed the prompt temperature coefficient, PROMPT 
because the temperature of the fuel changes immediately with changes in reactor power. The 
prompt temperature coefficient is a function of the nuclear Doppler effect and is characterized by 
a parameter that is a function of the fuel properties, βI , the resonance escape probability, p, and 







)     ( 22) 
Two additional coefficients of reactivity are typically accounted for in neutron kinetics 
analyses. These are the moderator coefficient which is optimally negative to ensure stability during 
both normal and accident conditions. This coefficient of reactivity is a linear superposition of 
temperature coefficients for the thermal utilization, f, the temperature coefficient of the resonance 
escape probability, p, and the temperature coefficient of the non-leakage probability, P. The other 
coefficient is the void coefficient of reactivity, V. This defines the reactivity reaction to changes 




CHAPTER 3. GRAPHITE IRRADIATED DISPLACEMENT STRAIN  
3.1 Importance of Graphite Moderator and Issues in MSR 
Along with the MSR, the GIF included in their original selection of candidate nuclear 
technologies the HTGR. In both the HTGR and thermal spectrum MSR, graphite performs the 
function of neutron moderator [13]. Although the majority of current MSR research is focused on 
MSFRs the thermal spectrum MSR has advantages over the MSFR. These include a lower fuel 
inventory necessary and a lower energy or softer radiation spectrum to which solid components 
are exposed  [12], [24], [25]. The presence of graphite moderator in the thermal spectrum MSR 
presents a challenge. In this reactor, a graphite moderator contributes a positive reactivity 
coefficient to the overall temperature reactivity coefficient of the core. Graphite undergoes 
dimensional changes when irradiated in the core which are a function of the neutron spectrum [26]. 
The graphite lifespan is a limiting parameter in MSR designs and correlates strongly with the 
graphite’s dimensional changes [27]. Studies of graphite temperature reactivity coefficients, 
breeding ratio, and the graphite lifespan are necessary for different power levels and graphite 
geometry. Accurate models of the response of graphite in thermal MSR designs are needed.  
Graphite in a reactor core exposed to fast neutrons undergoes changes in the lattice which 
in turn lead to dimensional and property changes. Such irradiation damage leads to stresses, 
deformation, and fracture of graphite structures in the core. This is an issue for the thermal MSRs 
and for HTGRs. The response of graphite to irradiation in HTGRs has been most widely studied 
for HTGRs due to graphite’s integral function for the HTGR design. This HTGR graphite analysis 
work provides a starting point and benchmark for tools to predict graphite response to irradiation 




3.2 Graphite Dimensional Changes due to Irradiation 
The reason graphite is used as a neutron moderator is that it offers several advantages. 
There have been three moderators with heritage in nuclear reactors: deuterium, light water, and 
graphite. All three demonstrates the necessary small neutron absorption cross section and large 
neutron scattering cross section. Unlike deuterium, graphite is inexpensive. Unlike either 
deuterium or light water, graphite can be machined into shapes and structures to be used for such 
features as fuel salt or coolant channels. Most estimates of graphite life derive from finite element 
(FE) analyses based on empirical data for the graphite properties from Material Test Reactors 
(MTR) [28].  
Graphite is a poly-crystalline material that can be characterized as quasi brittle (it does not 
deform plastically). Porosities within graphite that are generated during the fabrication lead to 
cracking that can lead to nonlinear responses to the loads. The reason that it is not entirely 
characterized as a brittle material is because the graphite exhibits softening behavior followed by 
a stable decline in stress and an increase in strain after exposure to a peak load [29]. Crystal 
orientation, porosity, and structural features of graphite are determined by the graphite 
manufacturing process and by the microstructure of the raw materials. These features determine 
the material properties of the final graphite body. Filler coke is the most important ingredient in 
graphite manufacture. The graphite manufacturer's selection of the filler coke is the primary factor 
that determines the graphite product properties. There are multiple variations of the petroleum 
product, filler coke, available. There is a carbonaceous solid coke formed in cracking processes 
like in oil refinery coker units. An alternative coke ingredient is pitch coke which generated from 




When graphite is subjected to the irradiation, most of its properties change dramatically. 
Three of the most important of these are the coefficient of thermal expansion (CTE), the graphite 
body dimensions, and irradiation creep. The change in creep behavior due to irradiation is typically 
not as large in magnitude as that of the graphite dimensions. However, in graphite-moderated 
designs, irradiated graphite creep strain can be important. Creep in graphite relieves stresses 
associated with temperature differences and dimensional changes. Such relief prevents much 
earlier graphite component failures.  
Dimensional changes in graphite include the following components: irradiation 
dimensional change strain 𝜀𝑑 , irradiation primary creep strain 𝜀𝑝𝑐, irradiation secondary creep 
strain 𝜀𝑠𝑐, thermal strain 𝜀𝜃, and elastic strain 𝜀𝑒  [30]. The irradiation primary and secondary creep 
strains account for the difference in the graphite dimensional changes between the loaded and 
unloaded conditions. This irradiation creep strain is greater in compression and less when the 
graphite is in tension. Under the steady operating conditions of a nuclear reactor, the primary creep 
strain is insignificant compared to the secondary creep strain and is neglected in this analysis. 
Under steady operating conditions, the thermal strain can also be neglected. In the initial 
implementation of the effects of neutron irradiation on graphite regions of the core, just the 
irradiation dimensional change strain is considered.  
Using the irradiation data for the IG-110 fine grain isotropic graphite at temperature of 
480C over a period of 840 days, Lejeail and Cabillat [33] derived the following neutron fluence 




= 𝒇(𝝓) = 𝒇𝟐𝝓




where   is the neutron fluence in cm-2, and the strain is expressed in percent (%). The correlation 
coefficients are shown in Table 2.  
 
Table 2. Correlation Coefficients for the Graphite Strain Fit (Ref. [33]) 
Coefficient 𝒇𝟎 𝒇𝟏 𝒇𝟐 
Value 4.4210-2 -2.6154610-22 7.3110210-45 
Units dimensionless cm2 cm4 
 
 
Li et al. [34] defined a fifth-order polynomial relationship between the dimensional 





𝟐 + 𝑨𝟒𝜸 + 𝑨𝟓   ( 24) 
 The coefficients 𝐴𝑖 from Ref. [34] are shown in Table 3. Here, the fast neutron irradiation 
dose is defined in terms of neutrons per square centimeter. This unit of neutron flux is used in 
nuclear graphite applications as it relates to measurements of graphite response at the DIDO reactor 
at Harwell. The Equivalent DIDO Nickel Dose (EDND) is the equivalent nickel activation at a 
standard position in the DIDO reactor.  The correlation for the dimensional change strain was 
generated to provide an analytical solution for simplified graphite geometry. The intent was to 
capture the essential behavior of graphite components when exposed to neutron irradiation in order 
to provide an analytical means to verify the FE numerical solutions and to serve as a benchmark 
for the future code development. This correlation was derived based on stresses and strains 
observed with hollow graphite cylinders exposed to fast neutron irradiation with dose decreasing 




Table 3. Coefficients for Dimensional Change Strain (Ref. [34] ) 
Coefficient A0 A1 A2 A3 A4 A5 
Value -1.04310-13 -2.1010-11 3.92310-8 -6.62910-6 3.35510-6 0 
Units cm10 cm8 cm6 cm4 cm2  
 
 
Table 4 provides conversions to standard dose units and to the neutron dose [31]. In the 
preliminary GeN-Foam displacement model implementation, the single group model neutron flux 
(oneGroupFlux) was mapped from the neutronics computational mesh to the thermo-mechanics 
computational mesh. Therefore, the calculated neutron flux includes the entire neutron energy 
spectrum. The appropriate conversion for dose is then for the neutron flux above 0.05 MeV or a 
multiplication of the neutronics solver-calculated dose by 0.5.  
 
Table 4. EDND Conversions (Ref. [35] ) 
Dose Units and Original Source Multiply by 
Neutron dose n/cm2 (E>0.05MeV) USA 0.5 
Neutron dose n/cm2 (E>0.18MeV) USA 0.67 
Neutron dose n/cm2 (E>1.0MeV) USA 0.9 
 
 
The Ref. [34] correlation is presented as a polynomial curve fit of the dimensional change 
strain calculated at 500C from an ABAQUS FE model. Ref. [34] directs the reader to Ref.  [36] 
for the basis and derivation of this ABAQUS model. Ref.  [36]  notes that the dimensional 
change strain model was generated from the measurement data of Ref. [37].  Data was not 




11 of that publication for an irradiation temperature of 430C  to 450C.  Figure 2 is a 
comparison plot of the underlying Ref. [37] data, the relationship implemented in the Ref.  [36]  
ABAQUS model at both 450C and 500C, and the Ref. [34] data presented for the correlation 
coefficients. Also shown in  Figure 2 is the calculation of dimensional change strain generated by 
Equation 24. It can be seen in  Figure 2  that Equation 24 successfully reproduces the ABAQUS 
dimensional change strain data presented in Ref. [34]. It can also be seen in  Figure 2  that the 
ABAQUS models of Ref.  [36] successfully reproduce the dimensional change strain of the 
underlying measured data of Ref. [37]. However, there is no explanation in Ref. [34] as to why 
there is a significant discrepancy between the ABAQUS calculations of Ref.  [34] and the 
ABAQUS calculations of Ref.  [36]. It is this discrepancy that ultimately causes Equation 24 to 
poorly predict the measured dimensional change strain as will be explained for Figure 15 in 
Section 3.6.3 below.  
 





In contrast, the Ref. [33] correlation Equation 23 is derived from a second order polynomial 
fit as recommended for the data in Ref. [38]. In particular, the volume dimensional change for IG-
110 graphite was presented in Figure 1 of Ref. [38].  Data was generated at two different test 
facilities, that of the HFIR was measured at an irradiation temperature of 600C while that of the 
JMTR data measured at irradiation temperatures ranging from 600C to 1000C. As noted in Ref. 
[33], this volume change is simply three times the dimensional change strain for an isotropic 
material. Figure 3 shows the volume change calculated by Equation 23 versus the measured 
volume changes of Figure 1 of Ref. [38]. This Ref. [33] polynomial fit is consistent with the fit 
shown in Figure 1 of Ref. [38]. More importantly the error in the calculated volume change from 
the Ref. [33] polynomial correlation along with the error in the fit of the dimensional change strain 
are within 15% of the HFIR data as shown in Figure 4.  
 









Due to the correlation of graphite moderator dimensions and the neutron exposure, 
multiphysics modeling is a practical approach to calculate temperature of the graphite and its 
thermo-mechanical response to the MSR core conditions. In this work, the model of the MSR 
graphite moderator response to core conditions was developed using the computational solver 
GeN-Foam. The GeN-Foam is the product of the FOAM-for-Nuclear project, building upon the 
pioneering solvers of the Paul Scherrer Institute. GeN-Foam’s fundamental value is concurrent 
solution of the thermal hydraulic, neutron kinetics, and thermal mechanics. The approach of this 
development is to modify the open-source CFD toolkit OpenFOAM for coupled neutronics, 




enables a focus on optimal coupling of the models, flexibility in the configurations that can be 
modeled, and the use of parallel computing. 
GeN-Foam uses the OpenFOAM C++ library of routines and utilities for the unstructured 
mesh discretization and the finite volume solution of partial differential equations (PDEs). Many 
of the OpenFOAM utilities and solvers are tailored to CFD and thermo-mechanics analysis. These 
thermo-mechanics and thermal hydraulics solvers provide the foundation for a more implicitly 
coupled multiphysics solver for the nuclear reactor analysis. Because OpenFOAM includes a 
comprehensive set of finite volume routines to solve partial differential equations it is a sound 
foundation from which to develop a multiphysics solver for nuclear reactor analyses. OpenFOAM 
presents other advantages as well, such as being able to utilize unstructured meshes. OpenFOAM 
also has a rich set of solvers for thermal hydraulic and thermal mechanics evaluations. [3]. 
There are four subsolvers in GeN-Foam that are coupled during an application. The first is 
a thermal-hydraulic subsolver with capabilities for a laminar or turbulent flow, and a compressible 
or incompressible flow. GeN-Foam generates a solver for thermal hydraulics with k-ε turbulence 
porous media approach to the zones in the mesh. By utilizing a coarse mesh porous media 
approach, the thermal-hydraulic subsolver can model the regions of a nuclear reactor such as the 
core or the reflector. Ref. [3] discusses the porous medium approach which is based upon the 
modeling principles of Ref. [39] , Ref. [40], and Ref. [41]. The Navier-Stokes equations provide a 
basis for turbulent single-phase flow time and volume averaging in a porous medium. A porosity 




The second GeN-Foam subsolver is a thermal-mechanics solver for displacements. It is 
based on the OpenFOAM solidDisplacementFoam library. This solver calculates transient and 
steady state linear elastic small strain deformations of solid bodies. 
The third subsolver is a multigroup neutron diffusion neutronics subsolver. It includes 
utilities to translate Monte Carlo Serpent 2 nuclear data to the input files of a format that is 
compatible with OpenFOAM. This solver enables the user to select the energy group structure to 
be modeled. The neutronics solver includes a mesh deformation calculation based on the 
displacement field generated by the thermal mechanical solver. 
The fourth GeN-Foam solver is a subscale finite difference fuel model. This model 
calculates temperature profiles in the fuel and cladding of solid-fuel nuclear reactors.   The subscale 
fuel solver evaluates the local temperature profile in the fuel and cladding based on the neutron 
diffusion calculations of the neutronics solver. 
GeN-Foam utilizes a first-order implicit Euler scheme for time integration and a semi-
implicit Picard iteration coupling between solvers. An independent finite volume discretization, 
e.g. a mesh, is generated for the thermal-hydraulic, thermal-mechanics, and neutronics solvers. 
The subscale fuel model is solved in each thermal-hydraulic mesh cell within the fuel zone. No 
restrictions are placed in the configuration of these meshes, as mesh-to-mesh mappings define the 
transfer of parameters between the different solvers. This mesh-to-mesh transfer is accomplished 
with the cell volume-weighted logic. Important for the objectives of this work is that the meshes 
have the capability to deform in response to the thermal mechanics subsolver displacement field. 
Ref. [3] provides a description of the multiphysics coupling strategy, advantages and shortcomings 




thermal-hydraulic subsolver can model the regions of a nuclear reactor such as the core or the 
reflector. Ref. [3]  thoroughly documents the porous medium approach which based upon the 
modeling principles of References [39] [40] [41]. Turbulent single-phase flow in the porous zones 
are characterized by time and volume averaging of the Navier-Stokes equations. Ultimately this 
derivation leads to a porosity term in the implementations of conservation of mass, momentum, 
and energy. [39] [40] [41] 
The primary Picard coupling of the flow regime involves first solving the momentum 
equation utilizing the values for pressure from the previous iteration [42]. Equations for pressure 
are then updated based on the velocity results. This solution process, similar to the SIMPLE finite 
volume solution process, enforces conservation of both mass and mom This solution process, like 
the SIMPLE finite volume solution process, enforces conservation of both mass and momentum.  
The GeN-Foam utility and the coupling between the solvers has proven to be stable and accurate 
in validation cases for circulating fuel and solid fuel reactors. The Picard coupling scheme may be 
conservative for these reactors but it can be computationally demanding. GeN-Foam needs 
additional development to provide conservative and stable results for LWRs where neutron 
production is relatively independent of neutron consumption [3].   
As will be demonstrated in the results of this current work, there is a Matlab-based routine 
that can export macroscopic neutron absorption cross sections from the Monte Carlo Serpent 2 
code, formatted as GeN-Foam input dictionary files.  
3.4 OpenFOAM and GeN-Foam on Nuclear Lab Beowulf Cluster 
The following tasks had to be completed to make a GeN-Foam-G implementation practical 




1. Install the OpenFOAM framework of tools.  This includes the post-processing tool paraFoam, 
which is an implementation of paraView. Validate installation with simple OpenFOAM test 
(tutorial) cases. 
2. Obtain and install the GeN-Foam solvers. Validate installation with GeN-Foam test cases. 
In addition, supporting utilities needed to be installed to support pre- and post-processing 
of GeN-Foam cases. These include: 
1. Serpent 2. This important Monte Carlo neutron cross section generator is described in much 
greater detail in Section 4.1 Serpent 2 Monte Carlo Cross Section Generation  below. 
2. Swak4Foam: This is a set of utilities, the functions of which are so useful that they have been 
integrated into the latest release of the ESI version of OpenFOAM (OpenFOAM V1912), The 
primary functions of swak4Foam are descendants of groovyBC and funkySetFields utilities. 
These functions enable expressions to easily be input. These expressions can set the values of 
OpenFOAM fields as a function of other fields and OpenFOAM variables.  The latest updates 
and documentation for the swak4Foam utility are communicated online in Ref. [43]. An 
example of their use is shown in the case setup for the HTGR reflector cell benchmark below.  
3. Computational mesh generator. As will be described below, the mesh generation utility 
bundled with OpenFOAM, blockMesh, is an efficient and powerful tool to generate 
computational meshes for the simplest of geometries. It is the tool to use if the vertices and 
zones of the mesh can be easily specified in a text list manually. The other meshing utility 
bundled with OpenFOAM, snappyHexMesh is useful for meshes with potentially more 
complex surfaces. It also requires that the geometry zone can be manually defined in a text 




As the models of MSR cores increase in fidelity, it will be incredibly difficult to effectively 
use blockMesh or snappyHexMesh to generate the domains. More powerful meshing tools of   
gmsh [44], SALOME [45], and HELYX-OS  [46] were installed and their capabilities explored. 
The observations on the capabilities and limitations on these meshing tools as it applies to 
modeling MSRs is described in more detail in Chapter 6. 
4. Although not critical to the function of GeN-Foam, there are several Linux utilities that became 
very useful in the preparation, monitoring, and post-processing of these GeN-Foam-G cases 
that were also installed or enabled on the cluster. These were useful for monitoring compilation 
and case generation on the beowulf cluster. The most important of these is the Linux container 
utility. The Foundation version of OpenFOAM is not distributed to install natively on the 
CentOS operating system as it is for other Linux flavors like Ubuntu. It is distributed in a 
container package that runs smoothly on the beowulf cluster. To accommodate this, the 
CentOS container utilities were enabled. These utilities allow containers to run on the beowulf 
cluster These utilities were also important as only the container version of paraFoam installed 
on the cluster successfully. During the generation of cases run for this work, post-processing 
required opening paraFoam via the container and saving output images from that software. 
Future work may solve an OpenGL error that requires the need for this container version of 
paraFoam, but for now installation of the container utilities were critical to this work. Another 
feature important to this work was enabling tigerVNC utilities for the CentOS cluster. These 
enabled remote monitoring of compilations and of the case progress as GeN-Foam-G was run. 
Since several software packages are installed and several Linux features are enabled as part 
of this modeling effort, the installation and setup of these packages were first implemented on 




operating system. Shortly thereafter, an Ubuntu operating system was installed as a root operating 
system on a laptop.  The process of installing software, establishing environment variables, e.g. 
Linux bash configurations, and initial runs with the software were conducted in these two 
environments. This proved to be incredibly important as miscues in defining environment 
parameters and installs caused the need to reinstall the Linux operating system on more than one 
occasion. When enough experience was gained in installing in these test environments that there 
was confidence in the installation process, the software was next installed on the beowulf cluster.  
The UNLV Nuclear Engineering beowulf cluster consists of 24 AMD Opteron processors, 
segmented into two sockets each of six cores per socket, and two threads per core. The clusters 
operate at a nominal 1400 MHz with a maximum processor speed of 2600 MHz. These twenty-
four central processing units (CPUs) are divided into four NUMA nodes on the beowulf cluster. 
The CPUs have an x86_64 architecture and utilizes a CentOS 7 Linux operating system.  
To communicate with the cluster, two approaches were taken. First secure shell client (ssh) 
communication was established with X-windows viewers enabled on the remote (Windows) 
environment. This approach is lightweight, e.g. little to no configuration of the beowulf cluster 
was required. It was unfortunately too slow to be practical. SSH communication with the cluster 
was still important for file transfers and monitoring of text commands and files. For a full graphical 
interface, important for file editing and case post-processing, use of the Linux utility, vncserver, 
was necessary. It was easy to use, as responsive as being local to the cluster, and provided the full 
graphical interface. It should be mentioned that these interfaces were all secure, being conducted 




GeN-Foam releases were obtained from the latest distributed releases from the GIT 
repository [47]. The graphite dimensional change strain version developed in this work, GeN-
Foam-G, was uploaded to the same GIT repository as the "Graphite" branch. The ESI version of 
OpenFOAM was obtained from the "Download" tab of [48]. The Foundation version of 
OpenFOAM was obtained from the "Download" tab of [49]. Upon installation, the simple dam 
break tutorial was run to validate the installation of OpenFOAM. Similarly, the European Sodium-
cooled Fast Reactor (ESFR) case supplied as the example case for GeN-Foam was run to validate 
the installation of GeN-Foam.  
3.5 GeN-Foam-G Implementation of Graphite Displacement Solver  
Correlations presented in Ref. [34] were used in the irradiated graphite strain modeling 
approaches by other researchers (Ref. [28]). The correlations of Ref. [34] and Ref. [33] were 
implemented in this GeN-Foam model. The concept presented in this work is to define the 
irradiation induced strains in the GeN-Foam thermal-mechanical solver as a function of the neutron 
flux that is calculated by the neutronics solver. This operates in a similar way as the GeN-Foam’s 
thermal mechanical solver calculates the stresses and strains of regions identified for the control 
rods (CR) and fuel elements based on the thermodynamic conditions from the thermal-hydraulic 
solver. Figure 5 shows a scheme of the GeN-Foam solver processes (Ref. [3])  with the added 
graphite strain and the dimensional change strain solver. The calculation of graphite temperature 
and moderation of neutrons is planned after implementation of a graphite displacement solver. 
This planned solver addition is shown in the yellow color block. This implementation was 
incorporated into the GeN-Foam Graphite branch in the GeN-Foam GitLab repository, referred to 




The released version of GeN-Foam underwent significant changes in structure while the 
GeN-Foam-G branch was being developed. These changes are associated with the GeN-Foam 
originally being compatible with the Foundation branch of OpenFOAM and transitioning to being 
compatible instead with the ESI branch of OpenFOAM. The first implementation of a graphite 
irradiated strain model into the released GeN-Foam engine was based upon the Foundation branch 
of OpenFOAM. The implementation of the graphite dimensional change strain solver of Figure 4 
into the Foundation-compatible version of GeN-Foam is shown in Figure 5.  
Shown in red boxes in Figure 5 are process flow steps a part of the pre-existing GeN-Foam 
solver. Shown in black boxes are the steps added to the solver as part of this work to add graphite 
irradiated dimensional change strain to the solver. Shown in the green boxes are the original 
envisioned future additions, after demonstration of the successful implementation of the graphite 
strain solver.  
Implementing the Figure 5 graphite strain model into the Foundation-compatible release 
of GeN-Foam involved the following. The first step is to define the region boundaries and 
properties for what is identified as a graphite region in GeN-Foam-G. An OpenFOAM volume 
scalar field class variable for graphite strain was defined in the thermal-mechanical solver. The 
OpenFOAM meshToMesh utility was used to define neutron flux rates mapped from the neutronics 
solver to the thermal-mechanical mesh. For this version of the model, to integrate the neutron flux 
over time, it was assumed that the reactor has been operating at steady state conditions, e.g. the 
constant neutron flux, over the prescribed period. In the thermal mechanics solver, the integrated 
dose was then calculated from the mapped neutron flux and the input operating period of the 




strain over the computational mesh. For the Ref. [34] correlation, this neutron dose is first 
converted to an EDND dose, e.g. multiplied by 0.5. The EDND dose is then utilized to generate a 
graphite dimensional change strain over the computational mesh. The user sets the parameter of 
operating years in the GeN-Foam case input file (the OpenFOAM’s controlDict case input file). 
Other parameters, such as the initial domain and boundary neutron flux are set as in other standard 
GeN-Foam cases. The graphite strain is output for post-processing using the visualization utility 
paraFoam. 
It should also be noted that the existing thermal mechanical solver of the released version 
of GeN-Foam already calculates the strains associated with Hooke's Law and thermal expansion 
with a specific focus on defining these strains in control rods or fuel elements.  
The graphite irradiated dimensional change strain is a function of neutron dose. For this 
preliminary model, neutron flux is taken to be constant with time. The dose is then calculated as 
the product of the neutron flux, e.g. , and this period of operation for the reactor, e.g. Dtoperation.  
𝒅𝒐𝒔𝒆 = 𝝍 × ∆𝒕𝒐𝒑𝒆𝒓𝒂𝒕𝒊𝒐𝒏      ( 25) 
In the case input file, controlDict, the user specifies the period that the reactor has operated 












Figure 6. Code Structure of the Preliminary Version of GeN-Foam-G 
A revisiting of the GeN-Foam-G solvers to function with the latest ESI-compatible release 
of GeN-Foam is described in Section 4.3 Update for Compatibility with Most Current GeN-Foam. 
Also described in Section 4.3 Update for Compatibility with Most Current GeN-Foam is 




of GeN-Foam. It should also be noted that the existing thermal mechanical solver of the released 
version of GeN-Foam already calculates the strains associated with Hooke's Law and thermal 
expansion with a specific focus on defining these strains in control rods or fuel elements. 
This development, and the benchmarking described below has been documented in Ref. 
[50] and Ref. [51].  
3.6 Graphite Dimensional Change Strain Empirical Benchmarking 
Early in the evaluation of the graphite irradiated dimensional change strain modeling, 
benchmarks using the thermal MSR predictions of references [27]  and [52]  were considered. In 
the development of the graphite-moderated MSR, reference [52]  provides a simplified graphite-
moderated geometry for which analytical results could be generated. This simplified geometry 
consisted of hexahedral elements containing triangular lattice of fuel channels and hexagonal 
graphite blocks. Appendix F of Ref. [52]  lists the dimensions of this simplified structure. A FE 
model and analytical predictions were made for this geometry. In addition, Ref. [40] describes a 
similarly detailed model of graphite moderator thermal response in HTGRs. Modeling a 
reproduction of this simplified prismatic periodic cell was also considered. The, three simplified 
prismatic MHTGR-350MW fuel elements surrounded by a 0.5-meter cylindrical graphite reflector 
looked promising as a benchmark for the steady-state results obtained with GeN-Foam-G. The 
geometry of the simplified prismatic periodic cell modeled in Ref. [40] was generated with the 
Computer-Aided Design (CAD) software Autodesk Fusion. This is shown in Figure 6. 
Ultimately the prismatic periodic cell array [27], [40], and [52] was not benchmarked in 
GeN-Foam-G. The simple analytical domain comparison against empirical data and the HTGR 




noting though that the prismatic periodic cell array (Refs.  [27] ,  [52], and [40])  may provide an 
opportunity in future work to further validate GeN-Foam-G.   
 
Figure 7. CAD Model of Prismatic Graphite Cells 
3.6.1 Analytical Graphite Cavity Description and Computational Domain 
The graphite model was first implemented on a simplified analytical two-dimensional 
domain. Specifically, a square cavity with sixteen finite volume cells was created. The 
computational domains (meshes) for all three solvers are identical in this case. The primary mesh 
generator for OpenFOAM is blockMesh. It utilizes text files to define inputs, e.g. there is no 
graphical user interface (GUI). Without highly detailed input files, it is difficult to generate 
complex domains with blockMesh. However, it efficiently generates useful meshes for simple 
domains. It provides significant control over the mesh parameters. It allows for some tasks, such 
as segregating, identifying, or modifying regions and boundaries, to be accomplished easily.  
All the parameters needed for blockMesh are defined for a case in the blockMeshDict 
dictionary file in the case system folder. In the file, the vertices of the domain are first defined. For 




defined in blockMeshDict. These define the physically different zones for the domains. The 
example is for the lower core, upper core, or fertile material blanket in a reactor core. Are also 
defined in blockMeshDict. For this simple cavity, this is just the outer walls of the cavity. But as 
will be seen below, these will also define internal faces between zones in the case. The wall 
(patches) define solid boundaries in the model. Empty boundaries are used for third dimension 
boundaries to translate the case into a two-dimensional case (Reference [52]). The blockMeshDict 
file for the benchmark cavity case is listed in File 5 in A.2  Benchmark Cavity Case Files. 
 
Figure 8. Vertices defined in blockMeshDict for cavity 
3.6.2 Graphite Cavity Region Properties and initial Conditions 
Dirichlet neutron flux boundary conditions were applied on the x = 0 and x = L boundaries. 












flux in the x-direction was imposed in the domain as an initial condition. In both correlation cases, 
the operating period of 840 days was used. 
In the case constant directory are property files for each zone in the model. These are 
organized for each region, or solver, for GeN-Foam. That is, there are property files defined for 
the fluidRegion, neutroRegion, and thermoMechanicalRegion corresponding to the thermal-
hydraulic, neutronic, and thermo-mechanical solvers respectively. The fluid, neutronics, and 
thermo-mechanical regions are defined with bulk average properties. This approach is defined in 
more detail in Section 3.3. The label ‘water’ seen in the property files in Appendix A.2 is a 
carryover label from a tutorial conjugate case from which these input files were built. For the fluid 
region, properties such as void fraction, Reynolds number, Darcy Friction factors, and Nusselt 
numbers values for the transition from laminar to turbulent correlations are defined in the 
porousMediumProperties dictionary file. A sample of this input dictionary file is shown in File 7 
of A.2  Benchmark Cavity Case Files.   
Property dictionary files for the neutronics solver, e.g. the neutroRegion, are in the 
constant/neutroRegion subdirectory. The dictionary files reactorState and neutronicsProperties 
define many overall parameters for the neutronics solver. The neutronicsProperties dictionary file 
is shown in File 8 in A.2  Benchmark Cavity Case Files. The details of neutronics cross sections, 
delayed neutron precursors, and neutron energy groups among other parameters are defined in the 
nuclearData dictionary file. Dictionary files for axial expansion, radial expansion, cooler 
temperature, and other perturbed reactor states also need to be present in this folder and are in 
separate dictionaries with the prefix nuclearData. The nuclearData dictionary file is shown in File 




Property dictionary files for the thermal mechanics solver, e.g. the 
thermoMechanicalRegion, are in the constant/thermoMechanicalRegion subdirectory. 
Specifically, the dictionary file thermoMechanicalProperties define the mechanical and thermo-
mechanical parameters for the zones. The thermoMechanicalProperties dictionary file is shown in 
File 10 in  A.2  Benchmark Cavity Case Files.  
Initial conditions for the fluid solver are in the 0/fluidRegion subdirectory. Initial conditions 
for fluid velocity, pressure, and temperature, among other parameters, are defined for the zones of 
the model in dictionary files in this folder. These dictionary files also define the boundary 
conditions for the zones for these parameters. The example temperature and velocity initial 
condition dictionary files are shown in File 11 and File 12  in A.2  Benchmark Cavity Case Files. 
It should be noted that handling fluid properties for essentially solid regions with the porous 
approach of GeN-Foam is not as difficult as it first sounds. Static conditions, e.g. no velocity and 
zero gradient boundary conditions are defined for velocities. The key to defining solid regions is 
to define the region to essentially have a void fraction of essentially zero. A nonzero void fraction 
needs to be defined for the region to avoid division by zero in the running of the case, so the porous 
approach invokes an approximation error for solid regions. With essentially zero void fraction 
however, the results for solid regions are meaningful and the complexity of modeling small scale 
structures can be avoided [53]. 
A plot of the imposed dose divided by 1020 in neutrons per square centimeter (cm-2) EDND, 
for the Ref. [34]  correlation analytical case is shown in Figure 9. For the Reference [33] correlation 
and a similar computational domain, the imposed neutron dose in neutrons per square meter (m-2) 




These neutron kinetics initial conditions are in the 0/neutroRegion subdirectory. Key field 
functions included in this directory are the initial and boundary conditions for the neutron flux 
terms. If the same initial and boundary conditions are applied to all flux terms, the use of 
defaultFlux values sets the initial and boundary conditions for all flux terms to the values in that 
dictionary file. The defaultFlux for the graphite cavity case is shown in File 13 of A.2  Benchmark 
Cavity Case Files. It can be seen in the nonuniform values for  defaultFlux in this file the neutron 
fluxes that correspond to the doses of Figure 9 and Figure 10 for 840 days.  
 
Figure 9. Imposed Dose for Simple Analytical Domain and Reference [34] Correlation 
 
 




Initial conditions for the thermal mechanics solver are in the 0/thermoMechanicalRegion 
subdirectory. Important for the addition of the graphite dimensional change strain solver of this 
work, the initial and boundary conditions of the dimensional change strain, e.g. graphiteDisp, is 
included as a dictionary file here. The graphiteDisp for the benchmark cavity case is shown in File 
14  of A.2  Benchmark Cavity Case Files. 
3.6.3 Graphite Cavity Results 
The graphite dimensional change strain calculated for the Figure 9 case is shown in Figure 
11. Figure 12 displays the GeN-Foam-generated graphite dimensional change strain for this 
correlation and the dose of Figure 10. 
 






Figure 12. Graphite strain for Figure 5 Case for the Reference [33] Correlation  
Displayed in Figure 13 are the graphite displacements predicted in each cell of the 
simplified mesh plotted against the imposed neutron dose. This is plotted for the graphite 
displacement calculated with the Ref. [34] correlation and the graphite displacement calculated 
with the Ref. [33] correlation. These are plotted against analytical expressions for both polynomial 
correlations. Gen-Foam calculates the graphite strains consistent with the correlations.  
Empirical data on the dimensional changes of H451 graphite are presented in Reference 
[28]. The irradiation temperature for these experiments were 600°C. Strains were measured in 
directions both parallel and perpendicular to the primary axis of the graphite samples. Dimensional 
changes for semi-isotropic Gilsocarbon is presented over a wide range of irradiation temperatures 
in Ref. [33]. Figure 14 is a plot of the graphite dimensional change strain calculated with the Ref. 
[34] correlation for this simple prescribed cavity against data from Ref. [28] and [33] of 
Gilsocarbon and H451 graphite. The Reference [28] and [33] data is presented for the graphite 




which the correlation was generated, e.g. 500°C. Figure 15 is a similar plot for the graphite 
dimensional  change strain for the simple cavity calculated with the Ref. [34] correlation. Since 
the Ref. [33] correlation was generated from irradiation at 600°C, it makes sense that the GeN-
Foam implementation with the Ref. [33] correlation better represents the empirical data at 600°C.  
Similarly, the GeN-Foam results implementing the Ref. [34] correlation better represents the 
displacement measurements at 430°C since the correlation was generated at a lower irradiation 
temperature of 500°C. 
The Ref. [28] and Ref. [33] data is presented for the graphite samples irradiated at 430°C 
and 600°C, the temperatures closest to the irradiation temperature for which the correlation was 
generated, e.g. 500°C. Figure 15 is a similar plot for the graphite dimensional change strain for the 
simple cavity calculated with the Ref.  [34] correlation. Since the Ref. [33]  correlation was 
generated from irradiation at 600°C, it makes sense that the GeN-Foam implementation with the 
Ref. [33] correlation better represents the empirical data at 600°C. Similarly, the GeN-Foam results 
implementing the Ref. [34] correlation better represents the displacement measurements at 430°C 






Figure 13. Simple Cavity Graphite Strain Compared Against Correlation Values  
 





Figure 15. Graphite Strain for Ref [33] Implementation in Simple Cavity Vs. Empirical Data 
 
3.7 HTGR Reflector Cell Benchmarking 
Once the displacement correlations were validated with this analytical case, the graphite 
displacement model was implemented on a simplified reflector cell for a prismatic HTGR core. 
Ref. [54] generated FE models of the strain in irradiated graphite reflector components. The 
location of the reflector in the HTGR core is shown in Fig. 5 of Ref. [54]. The dimensions of the 
reflector are shown in Fig. 6 of Ref. [54]. The positions for which strain is evaluated is shown in 
Fig. 8 of Ref. [54]. 
3.7.1 HTGR Reflector Cell Computational Domain 
Since the reflector is subjected to uniform conditions axially, it is modeled as a two-
dimensional domain in GeN-Foam. Multiple approaches were explored to generate the 




representation of the ESFR core was generated with the utility gmsh, this was the first tool 
explored. Gmsh has the powerful capability of being able to import geometry files, 
stereolithography or STL files. This is useful in considering more complex geometries for GeN-
Foam modeling. The gmsh tool also has the advantage of a GUI, which OpenFOAM’s utilities of 
blockMesh and snappyHexMesh do not have. However, as could be expected with any open source 
tool, it has significant limitations. These include very limited documentation on its use and an 
inability or obtuse capability to ‘undo’ actions, for example. Defining zones and patch names could 
not be done by the author. Because of the difficulties in mastering the use of gmsh to generate a 
computational domain for the HTGR, another widely used meshing tool, SALOME, was explored. 
SALOME has a significant number of useful features. It is GUI-driven. It is a full-featured CAD 
package as well as a computational mesh generator. It has richer documentation than gmsh and is 
used by a much larger audience than gmsh and is therefore less prone to full failure (crashes). It is 
also an open-source tool, and as such, also has a steep learning curve. The limitation is that the 
controls and parameters available to control mesh generation are obtuse. After considerable time 
was spent getting familiar with SALOME, the author again could not master use of SALOME well 
enough to use to generate the HTGR computational mesh. 
To generate the computational domain with gmsh, first a CAD model of the reflector cell 
was generated using Autodesk Fusion. Solidworks or the open-source package FreeCAD could be 
used to generate the STL files. All these CAD packages easily export STL files which can be used 
as input in gmsh. Since these are Windows operating system based CAD packages, a file transfer, 
via ssh transfer protocol is needed to transfer the STL files to the CentOS cluster. In this case, the 




the faces listed in the STL file. As a result, the STL file is edited to rename each of the FACE 
entities.   
The approach to using gmsh is still being explored, however, to make progress on the 
ultimate comparison of graphite dimensional change strain to the published results, the OpenFoam 
utility, blockMesh, was ultimately used to generate the unstructured mesh for the HTGR reflector 
cell. The geometry is defined based on the dimensions and position of the reflector cell identified 
in Ref. [54].  The inputs of the blockMeshDict dictionary file is shown in File 15  of A.3 HTGR 
Benchmark Case Files. As can be seen in this file, the cell is symmetrically defined about (0,0,0) 
at the center of the hexagonal cell. The vertices of the hexagonal shape are defined by vertices 0 
through 5 and 8 through 13. The four vertices that define the coolant cylinder in the cell are 6, 7, 
14, and 15. For reference, the inputs of the controlDict dictionary file is shown in File 16 of A.3 
HTGR Benchmark Case Files. The mesh domain is defined by the entries in the blocks section of 
the file. The blocks are identified as being part of the htgrReflector zone with the label in the hex 
entries. Curved boundaries are defined between vertices in the edges inputs in the file. Face names 
are defined with the vertices that define them in the boundary section. Note that the front and back 
faces which are identified as empty faces. These designations for the faces in the third axis, e.g. 
the z-axis, transforms that problem into a two-dimensional computational domain. It is also worth 
examining that the curved boundary face defined for the edge of the HTGR coolant channel is 
identified as coolant in the file. Upon successful generation of an OpenFOAM computational 
domain, this computational domain was manually copied to the fluid, neutronics, and thermal 
mechanics regions. This is accomplished by copying all the contents of the polyMesh folder to the 
fluidRegion, neutroRegion, and thermoMechanicalRegion folders in the HTGR/constant directory. 




in the axial dimension. The resulting OpenFOAM polyMesh is then a computational domain for 
each of the thermal-mechanical, thermal-hydraulic, and neutronics GeN-Foam solvers.  
3.7.2 HTGR Reflector Cell Region Properties and initial Conditions 
The neutron flux in the HTGR core can be characterized as a function of radial position 
from the center of the core [54]. With the center of this reflector cell defined as (0,0) in the 
computational domain coordinates and the center of this cell 260.9 cm from the core center, the 
radial position from the center of the HTGR core of any cell in the domain, r expressed in 
centimeters, can then be characterized as  
𝒓 =  √(𝟐𝟔𝟎. 𝟗𝒄𝒎 + 𝒙(𝒄𝒎))𝟐 + 𝒚(𝒄𝒎)𝟐    ( 26) 
In turn, the neutron flux, in cm-2s-1, can be expressed as a function of radial position from the core 
center from the expression of Ref. [18]. In particular, the neutron flux is defined as 
 
𝝍(𝒏/𝒄𝒎𝟐 − 𝒔) = 𝒆𝑪𝟎+𝑪𝟏×𝒓+𝑪𝟐×𝒓
𝟐+𝑪𝟑×𝒓𝟑+𝑪𝟒×𝒓𝟒+𝑪𝟓×𝒓𝟓   (27 ) 
 
Since all radial positions for this reflector are greater than 240 cm, the coefficients of Equation 27 
for all positions in the reflector from Ref. [54] are shown in Table 5. There is a pre-processing 
utility that generates the nonuniform initial conditions and boundary conditions of neutron flux for 
this GeN-Foam case. It is the OpenFOAM utility swak4Foam. Swak4foam does require installation 
of a light version of BISON software and the separate compilation of swak4Foam. However once 
installed, this powerful utility generates the GeN-Foam input files with the neutron flux gradient 
regardless of the computational mesh cell density. This is accomplished by running the Allrun 
script shown in File 17 of A.3 HTGR Benchmark Case Files. The line "runApplication 
funkySetFields -region neutroRegion -time 0" executes the funkySetFields utility for the 




funkySetFieldsDict dictionary file to generate the neutron flux in the HTGR domain as a function 
of position defined by Equation 25. This input file is shown in File 18  in A.3 HTGR Benchmark 
Case Files. The position of each computational mesh cell relative to the position of the center of 
the HTGR reflector cell in the reactor core is added to the distance between the center of the HTGR 
cell and the core center. This distance is 260.9 centimeters [54].  
 
 
Table 5. HTGR Neutron Flux Coefficients (Ref. [54] ) 
Coefficient Value Units 
C0 0.0181 dimensionless 
C1 1.0342 cm-1 
C2 -0.0091 cm-2 
C3 3.544510-5 cm-3 
C4 -6.8110-8 cm-4 
C5 5.188410-11 cm-5 
 
 
The neutron flux, in the GeN-Foam units of m-2s-1, is shown in Figure 16. As this is a steady 
state case, this flux is both the initial condition and flux through the solution convergence. Shown 
in Figure 17 is the neutron dose after 7 years of steady exposure. This is displayed in neutrons per 
square centimeter (cm-2 EDND) divided by 1020 neutrons per cm2 as this is the units utilized in the 
correlation of Equation 24. Figure 18 is a plot of the graphite dimensional change strain predicted 
by GeN-Foam. To convert this to percent strain as is typically presented, the strain calculated in 

















3.7.3 HTGR Reflector Cell Results 
 
Ref. [54] provides all the parameters to calculate graphite dimensional change strain at 
irradiation temperatures of 600C and at 900C. These are based on polynomial fits of data 
provided in the 1988 edition of the Graphite Design Handbook [55]. Unfortunately the FE results 
are only presented for irradiation at 900C whereas the results at 600C are most applicable for the 
Ref. [34] correlation implemented GeN-Foam as this correlation was based on data at 500C. The 
parameters provided in Ref. [54] at 600C for radial strain were used to calculate the dimensional 
change strains at the El-1, El-3, El-2, and El-4 positions from Fig. 8 of Ref. [54]. The exact position 
of El-2 cannot be determined from [54] and so was therefore excluded from the comparison. This 
comparison of the predicted dimensional change strains is shown in Table 6. The dimensional 
change strain from both results follow the same trend with the dimensional change strain 
significantly greater in compression at the point with the highest neutron dose (El-1). Both models 
predict that with the rapid drop off in neutron dose along the reflector cell, the compressive 
graphite dimensional change strain rapidly approaches zero, even becoming an elongation strain, 
albeit of an incredibly small magnitude in the GeN-Foam predictions. The larger magnitude of the 
dimensional change strain predicted by Ref. [54] is also consistent with the results presented in 
Figure 18. That is, as irradiation temperature increases, the graphite dimensional change strain 
magnitude becomes considerably larger. With the Ref. [54] polynomial fit based upon data at 
600C and the Ref. [34] correlation implemented in GeN-Foam based upon data at 500C, one 







Figure 18. Graphite dimensional change strain for HTGR computed using GeN-Foam 
 
Table 6. Graphite Dimensional Change Strain Comparison 
Element 
position 
(x,y) in cm with 
(0,0) center of cell 
GeN-Foam dimensional 
change strain  
(%) 
Ref. [54] dimensional  
change strain (600C) 
(%) 
El-1 (-20.5,0) -0.015 -0.12 
El-3 (0,0) -5.263310-5 -0.0097631 
El-4 (10.25,0) 4.079410-5 -0.0030654 







CHAPTER 4. GeN-Foam-G MODEL of MSR MODERATOR CHANNEL  
The research documented in this Chapter represents efforts to develop an accurate model 
of graphite moderator temperature thermal-mechanical response via GeN-Foam modeling of a 
thermal spectrum MSR core. To the author's knowledge, this is a result not reported elsewhere in 
the literature. To demonstrate this capability, the average conditions of a single-fluid MSR channel 
utilizing this graphite dimensional change strain  model is generated. The development and results 
documented in this Chapter has been documented in Ref. [56]. 
After developing the preliminary graphite irradiated displacement model, GeN-Foam-G,  
the solver was updated to be compatible with the latest release of GeN-Foam. Subsequently, the 
benchmark of the model was extended to the industry-standard graphite moderator channel 
concept for the thermal spectrum MSR, that of the ORNL MSBR [57]. First the thermal spectrum 
MSR channel was simulated using the nuclear cross section information from the Monte Carlo 
software, Serpent 2. The thermal-hydraulic conditions are consistent with those of thermal 
spectrum MSR results documented in the literature [15].  
4.1 Serpent 2 Monte Carlo Cross Section Generation 
Serpent 2 is a continuous-energy Monte Carlo particle transport code for three dimensional 
geometries. It is a stochastic code in contrast to GeN-Foam which is a deterministic code. Ref. 
[58] provides an excellent distinction as to the advantages and disadvantages in the selection of 
stochastic and deterministic codes to model the physics within a nuclear reactor core. Primarily 
stochastic codes enable the direct description of physics for any complex geometry. They have the 
capability to predict the neutron kinetics constants such as cross sections for all energy groups for 




contrast deterministic codes offer exact solutions using far fewer computational resources. 
Deterministic codes do have the disadvantage of the need for simplifications of the geometry 
description. Deterministic codes also incorporate approximations used to derive the physics 
equations, for example the assumptions that underly the derivation of the neutronics mulit-group 
diffusion equations [58]. 
Serpent 2 is an evolution of the original Monte Carlo reactor physics code Serpent. Serpent 
has been distributed by the Radiation Safety Information Computational Center (RSICC) at ORNL 
since 2009. Serpent 2 is distinguished from Serpent by a more robust and faster operation based 
on a fundamental reconfiguration of the code to improve parallelization and the handling of cross 
section data [59] [60]. 
A licensed copy of Serpent was obtained from RSICC in June of 2018. However, it became 
apparent that the features of Serpent 2 were needed to generate cross section data for use with 
GeN-Foam. Serpent 2 was obtained from VTT in August of 2018. Serpent 2 has a wide set of 
capabilities far greater than just generation of neutron cross sections. This includes most traditional 
reactor physics applications like “spatial homogenization, criticality calculations, fuel cycle 
studies, research reactor modeling, and validation of deterministic transport codes” [60]. 
The Serpent 2 code structure and methodology are described in detail in Ref.  [60]. Serpent 
2 uses universe-based constructive solid geometries (CSG). CSGs are homogeneous material cells 
and in the case of GeN-Foam simulations, this is the homogeneous properties of the porous zone 
being modeled. Universes can be generated by Boolean combinations of primitive surface 
elements or from the imported surfaces from CAD and unstructured mesh geometries. These are 




fact, the capability to import STL geometries was the result of effort to make Serpent 2 compatible 
with OpenFOAM. Specifically, this capability “is based on an unstructured tetra-, hexa- or 
polyhedral mesh read in the standard OpenFOAM mesh file format" [60]. The use of CSG in 
Serpent 2 separates the geometry description from the neutronic state variables.  
Refs. [59] and  [60] describe in detail the particle tracking principles in Serpent 2. Neutron 
transport for the Monte Carlo particle tracking is derived from traditional surface tracking and the 
Woodstock delta-tracking method. This combination of methods is valid for cases where the 
neutron mean free path is long relative to the dimensions of the CSG  [59], [60]. 
ACE format data libraries are used to generate Serpent 2 continuous energy cross sections.  
ACE format cross section libraries based on several different empirical sets are included with 
Serpent 2. The JEFF-3.1 data file is of particular note as it was used to generate cross sections for 
the cases of this work, similar to what was generated for the GeN-Foam tutorial case, the ESFR 
model [53]. Particle interaction data in this JEFF-3.1 database covers hundreds of nuclides at 
temperatures from 300 K to 1800 K. Also included is scattering data associated with graphite and 
other moderators like water. It should also be noted that these ACE data libraries are also formatted 
to be compatible with MCNP. The results of Serpent 2 calculations and those of MCNP agree 
within statistical errors since it is the accuracy of the ACE data that governs the neutron interaction 
physics [60]. 
4.2  SERPENT 2 on Nuclear Lab  Beowulf Cluster 
In the benchmark cases, the neutron flux was established as imposed, static conditions to 
determine if the irradiated dimensional change strain model had been correctly implemented. This 




seen from Chapter 2, definition of the macroscopic cross sections is important in defining the 
evolution of neutrons in the core. The nuclearData* dictionary files, as shown in File 9  in A.2  
Benchmark Cavity Case Files, specifies the homogenized cross sections for each zone of the model 
for nominal and off-nominal core conditions. It is these homogenized cross section inputs that are 
generated with Serpent 2.  
Inputs, outputs, and the procedures to run Serpent 2 cases are described in detail in Ref 
[61].  Additional information is supplied in Ref. [62] . Ref. [62] is the User Guide for Serpent but 
it is applicable to a large degree to inputs and outputs for Serpent 2. In general, Serpent 2 is a 
command line driven program that operates from input files which are organized in data blocks or 
cards. The cards can be input in any order in the input file and are designated by key words. 
Universally for most cases, material composition of a cell is defined in the material definition card, 
with the keyword mat. Nuclides which correspond to the properties in the ACE library are 
identified in the material definition card. The mass or atomic density and the mass or atomic 
fraction of the nuclide in the homogenous zone being defined are input in the material definition 
[62]. Geometry definitions follow a nested universe definition as used in MCNP [62]. At the 
foundational level are surfaces, identified with the surface definition card, surf. In addition to a 
wide range of primitive surfaces, user defined surfaces can be defined. Alternatively, user defined 
solids can be defined with an irregular 3D geometry definition card with the keyword solid. Cell 
definition cards, keyword cell, identify the zones of the universe. Specifically, surfaces and 
materials that have been defined that comprise the cell are identified with this card as well as the 
universe, e.g. zone, to which this cell belongs.  Boundary conditions and initial conditions like the 
neutron population in the universe definition are identified in input option data cards which have 




Once installed on the beowulf cluster, the Serpent2 tutorials were run to validate the 
installation and to gain proficiency in the use of Serpent 2. This included the infinite homogeneous, 
the two-dimensional pin cell infinite lattice, and the assembly burnup tutorial [61]. 
Matlab and Octave compatible scripts are included in the released GeN-Foam Tools folder. 
These utilities convert Serpent 2 output to inputs compatible with the dictionaries for the GeN-
Foam neutronics regions [3]. 
4.3 Update for Compatibility with Most Current GeN-Foam 
There are two branches of OpenFOAM that are widely used. Those of the OpenFoam 
foundation have the longest history. However, the ESI branch of OpenFoam (sometimes termed 
OpenFoam+) are being more widely utilized. Even though OpenFoam+ derives from the 
OpenFoam versions, there are enough structural differences that software like GeN-Foam is 
compatible with one or the other and rarely compatible with both. In the course of this GeN-Foam-
G development, GeN-Foam releases changed and began compatibility with the ESI branch of 
OpenFoam. Future versions of GeN-Foam would be compatible with the ESI branch of 
OpenFoam. Whereas previously, it was only compatible with the Foundation branch of 
OpenFoam. This change meant that GeN-Foam-G had to be rewritten and compiled in the new 
structure of GeN-Foam. 
The first attempt at the restructured code attempted to incorporate the graphite dimensional 
change strain elements into the thermal mechanical solver as documented for the foundation 
branch solver documented in Chapter 3. Unfortunately, this attempt failed repeatedly to properly 
map the neutron flux parameter from the neutronics solver to the thermal mechanics solver.  The 




irradiated strain solver should be incorporated into the thermal mechanics module, once the issues 
with module-to-module mapping have been resolved.  
In the interim to demonstrate the irradiated graphite dimensional change strain predictions, 
these calculations were implemented in the neutronics solver of the ESI branch of GeN-Foam.   
Specifically, in the neutronics diffusion solver file solveNeutronics.H the parameters of 
operatingYears is input. In the final version, this should be read from the reactorState dictionary 
file. The correlation constants for both the Ref. [33] and Ref. [34] graphite irradiated dimensional 
change strain models (Chapter 3) are defined. The operating years is converted to seconds. Since 
the correlation coefficients are defined in terms of cm-2 fluence and GeN-Foam calculates flux in 
m-2 units, a conversion factor of 1E-4 (m-2/cm-2) is incorporated into this calculation.  The fluence 
is next calculated, expressed in units of cm-2. Finally, the graphite irradiated dimensional change 
strain is calculated. In the example of the MSR channel, the Ref. [33] correlation is implemented. 
However, the Ref. [34] correlation is available in the solver in commented (inactive) statements. 
These statements would need to be un-commented, the Ref. [33] correlation statement commented 
and GeN-Foam-graphite recompiled to utilize the Ref. [34] correlation. Irradiated dimensional 
change strain is calculated in units of percent (%) strain. Additional variable definitions are 
included in ...\classes\neutronicClass\diffusion\diffusionNeutronics.C and diffusionNeutronics.H. 
For example, these define the dimensional change strain variable, graphiteDisp, as a variable to 
write for post-processing and paraFoam visualization. 
Future improvements needed for the dimensional change strain solver include: 
1. This graphite dimensional change strain calculation should belong in the thermal 
mechanics solver with proper mapping of neutron flux values between the 




2. Establishing an input flag as to whether to calculate a graphite dimensional change 
strain in the computational zone. For instance, this calculation is not meaningful in 
the fluid fuel region of the MSR channel case. 
3. Enable both Ref. [33] and Ref. [34] correlation models with a flag to enable either 
to be used to determine irradiated graphite dimensional change strain.   
4.4  Thermal Spectrum MSR Channel 
After being benchmarked against the HTGR reflector of Ref. [54] , the core channel 
representative of the average conditions of a single-fluid MSBR from Ref. [57] was modeled with 
GeN-Foam-G. From the European MOST project onward, this geometry is considered a target 
benchmark case for MSR predictive tools  [63], [64]. Ref. [65]  provides a detailed schematic of 
the graphite moderator channels for the MSBR along with modeling efforts using Serpent 2. As 
mentioned in Reference [65], the graphite moderated channel complex geometry typically requires 
significant geometric approximations to model in software. This is especially true in generating 
computational meshes to represent the graphite moderated channel. Reference [63]  presents an 
elegant simplification of the MSBR graphite channel that captures the critical aspects of the 
geometry while providing a simple model from which to work. Ref. [15] then presents analytical 
and multi-physics predictions for conjugate heat transfer for the channel, assuming a volumetric 
heat source in the fluid fuel.  
The thermal properties of the core in the steady state conditions predicted with the 
improved GeN-Foam tool are compared to the results of Ref. [63]. The goal is to benchmark the 
thermal properties of the core in the steady state conditions against those developed by the 




From the European MOST project onward, this geometry is considered a target benchmark 
case for MSR predictive tools [63] , [64] .  The thermal properties of the core in the steady state 
conditions predicted with the improved GeN-Foam tool are compared to the results of Ref.  [63]. 
4.5  Generation of Computational Mesh for Thermal MSR Channel 
Unlike the previous models which did not segregate solid and fluid domains, the thermal 
MSR channel includes two cellZones. This is a slight departure from the previous porous treatment 
of an entire domain. But it is a completely viable approach with GeN-Foam. Both the solid graphite 
and the central fluid channel are meshed. An internal baffle is created at the boundary between 
these two zones. Graphite properties are applied to the solid zone and the fluid fuel properties to 
the central channel domain. As a first attempt to model the channel, the OpenFOAM utility 
blockMesh was used to define an axisymmetric two-dimensional computational mesh of both 
graphite regions on either side of the central channel. The dimensions for this channel are generated 
from the information in Ref. [63]. The graphite channel dimensions of length, coolant channel 
radius and outer graphite channel width are reproduced from  Ref. [63] in Table 7. Note that in 
this work, the rectangular channel is maintained and has a hydraulic radius equal to the channel's 
width. Figure 19 shows the original channel schematic, reproduced from Figure 2 of [63]. This 





Figure 19. Thermal MSR Channel Geometry [64] 
 
4.6   blockMesh Computational Domain Generation 
In this preliminary model for the thermal spectrum MSR graphite channel, blockMesh was 
utilized to generate the computational domain. For this computational domain, symmetry of the 
thermal spectrum MSR graphite channel is exploited. Specifically, a two-dimensional 
representation of the channel focusing on development of conditions in the vertical direction is 
made. Moreover, because of the regular array of graphite channels, symmetric conditions at the 
outer diameter of the channel is imposed on the model. Similarly, symmetry at the centerline of 





of the core and would not be a good approximation for the graphite channels near the periphery of 
the core.  
Table 7. Thermal MSR Channel Dimensions (Ref. [63] ) 
Parameter  
Channel Height (H) 3.96 m 
Coolant Channel Radius (R1) 0.0208 m 
Graphite Channel Outer Dimension  




Similar inputs as shown for the simple graphite channel and HTGR domains were 
generated for blockMesh for this thermal MSR channel. The computational mesh for the 
preliminary thermal spectrum MSR graphite moderator channel is shown in Figure 20. This 
domain consists of 495 cells each for the fluid fuel region and for the solid graphite region. The 
statistics for the domain can be seen in the OpenFOAM checkMesh utility log in File 19 of  A.4  
MSR Channel Case Files. 
4.7   Zone Properties, Boundary Conditions, and Initial Conditions 
The fuel salt of the MSBR consists of the component fractions in Table 8. The fuel salt 
thermal conductivity is 1.23 W/{mK}. The fuel salt has a density of 3327 kg/m3. The fuel salt 






Figure 20. Preliminary Mesh for GeN-Foam-G MSR Channel Model 
 
Inlet fuel salt flow is assumed to be hydrodynamically fully developed and thermally 
developing flow. The average inlet velocity of the fuel salt is 1.47 m/s. The fuel salt has a Reynolds 
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Table 8. MSBR Fuel Salt Composition (Ref. [15]) 







To generate the neutron kinetic conditions for the fluid fuel channel, Serpent 2 was used to 
generate homogenized macroscopic neutron cross sections for the fluid fuel domain and separately 
for the graphite moderator domain. Specifically, two dimensional cylinders were defined for the 
fuel salt core and the graphite moderator channel. An approximation, like that utilized in Ref. [15] 
was made that the graphite rectangular channel could be represented by a cylinder of the same 
hydraulic diameter. Two-dimensional geometries translate to infinite cylinders for the Monte Carlo 
solver. Parameters are then defined on a per-length basis. Figure 21 shows the geometries 
generated in Serpent 2 for this thermal spectrum MSR channel. 
The Serpent 2 inputs for the thermal spectrum MSR channel are shown in File 20 
in A.4  MSR Channel Case Files. Two material definitions are generated, one for the fluid 
fuel salt and one for the graphite channel. The fuel salt is the molar composition of the elements 
of Table 8. The material nuclides are specified in a convention compatible with the ACE data files. 
For example, 233U is specified by 92233.09c where "92233" identifies the atomic and mass number 
of uranium and "09c" designates the material properties at the temperature, e.g. 900 K, closest to 
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consistent with that used for the industry-standard Monte Carlo program MCNP and uses the same 
ACE data files as used with MCNP. The fuel salt density is identified as 3.327 g/cm3, consistent 
with Ref. [15], the negative sign indicating mass-based density. The graphite material is designated 
as a moderator with the keyword, "moder" and the ACE convention identifier grj3. "20t" specifies 
the temperature at which the material properties are defined. The scattering isotope, e.g. the 
thermal moderator, in the graphite is carbon with an isotope designator 6012. The cell cards 
identify the top-level universe, e.g. universe '0', consists of the pin 1 universe. Pin p1 is the fuel 
salt surrounded by the pin p2 universe of the graphite body. The radii of each of these annular 
regions, in cm, are as shown in Table 7. The "set gcu" input specifies that the p1 and p2 universes 
are segregated for homogenized group cross sections, which is the input needed by GeN-Foam.  
Of special note in the Serpent 2 input is the "set power 724.74 fuelsalt" input. This identifies 
the fuelsalt region as the source of the fission power. For this preliminary highly simplified model 
of the MSBR graphite channel, the average volumetric heat generation within the fuel salt is 213.5 
MW/m3 [15]. Ref. [15] also identifies that the graphite is responsible for 2.752 MW/m3 of gamma 
heating, but this is ignored in the current Serpent 2 input of fission power. Radially the power 
density is assumed to be flat [15]. With the dimensions of 0.287 MW of power is associated with 
an individual graphite channel. Since the two-dimensional universes of Serpent 2 are associated 
with power per unit length, the 0.287 MW of fission power for the 396 cm length results in a two-
dimensional fission power of 724.74 W/cm. Once Serpent 2 generated the homogenized group 
constant cross sections for the P1 (fuel salt) and P2 (graphite) pin universes, the Serpent 2 output 
file, p1_res.m, was transferred to the Windows environment. This file was used as input for the 
Matlab script, serpentToFoam.m that is available as a tool supplied with GeN-Foam. This tool 




This file for the thermal spectrum MSR channel was transferred to the beowulf Linux cluster and 
is shown in File 21 in A.5  MSR Core Case Files.  
In addition to the symmetry boundary conditions imposed at the centerline and outer radius 




= 𝟎      (28 ) 
Reference used the convenient transform of  
𝑻∗(𝒓, 𝒛) = 𝑻(𝒓, 𝒛) − 𝑻𝒊𝒏     (29) 
to express temperature results. Here, the inlet boundary condition temperature is specified as 
750C (1023 K) [2]. However, for the steady state conditions and constant physical properties 
specified for the case, the absolute value of the inlet temperature is not important, it is the T*(r,z) 
profile in the region that is important. A Neumann boundary condition is established at the 
interface baffle between the solid channel wall and the fuel salt, which establishes  
𝑻𝒇𝒖𝒆𝒍 𝒔𝒂𝒍𝒕(𝑹𝟏, 𝒛) = 𝑻𝒈𝒓𝒂𝒑𝒉𝒊𝒕𝒆(𝑹𝟏, 𝒛)    (30 ) 
The thermal MSR channel is the first model in this study that incorporates two distinct 
zones, e.g. the fuel salt zone and the graphite channel zone. As such, it is the first implementation 
of an internal baffle between zones. Specifically, a special type of boundary is defined in the 
polyMesh/boundary dictionary for the leftGraphite2 and rightFuelChan boundaries shown in 
Figure 20. This is a cyclic boundary type where the neighbourPatch is defined as the adjacent 
boundary. This boundary forces the value in the boundary cell to match that of the adjacent cell in 
the neighboring zone. This can be seen in File 22  in A.5  MSR Core Case Files. To implement an 




channel is shown in File 23 through File 27 in A.5  MSR Core Case Files. Shown are the boundary 
conditions for temperature (T), velocity (U), pressure (p), dynamic pressure (p_rgh), and neutron 
flux (defaultFlux). Like the benchmark cases, the empty boundary conditions can be seen that 
define the case as a two-dimensional model. The symmetry boundaries can be seen in the 
symmetryPlane definitions. The leftGraphite2 and rightFuelChan cyclic definitions can be seen 
for each of the parameters.  
4.8 Thermal MSR Channel Irradiated Graphite Dimensional Change Strain  
The updated irradiated graphite dimensional change strain was implemented for the 
thermal spectrum MSR graphite channel. Like the benchmark cases, dimensional change strain is 
calculated based on seven years of exposure to a constant neutron flux. Unlike the earlier 
benchmark cases, the neutron fluence was not imposed on the domain, but calculated by the 
neutronics solver based on the nuclear kinetic inputs from Serpent 2. This includes the neutron 
macroscopic cross section information for the different material regions, e.g. the fuel salt and the 
graphite channel.  
Figure 22 displays the single group neutron flux, in neutrons/{m2 s} in the full channel 
length as calculated by the GeN-Foam-G neutronics solver approximately 20 seconds into a 
pseudo-transient eigenvalue case. Figure 23 displays the dimensional change strain of the 
irradiated graphite channel zone in percent (%) deformation for this case. At these fluence levels 
that the graphite dimensional change strain is low, approximately 0.2%, compared to the range of 
the strain displayed in Figure 15. This makes sense as the fluence under the conditions of the 




the correlation strain is on the order of 0.1%. As the neutron flux, and fluence, in the channel 
increases, the graphite compression increases, consistent with the data of Figure 15. 
 
Figure 22. Thermal MSR Channel One Group Neutron Flux  






Figure 23. Thermal MSR Channel Graphite Dimensional Change Strain  





CHAPTER 5. MSBR FULL-CORE GeN-Foam-G MODEL 
Ultimately, the graphite moderator strain models are intended to predict graphite moderator 
irradiation displacements in Generation IV reactors. The successful benchmark and demonstration 
of the graphite displacement model for HTGR reflector cells and for thermal spectrum MSR 
channels were expanded to calculations for the full core of the MSBR. The development and results 
documented in this Chapter has been documented in Ref. [65]. 
5.1 Inclusion of Creep Strain in GeN-Foam-G  
The dominant component of irradiated graphite strain is the irradiated dimensional change 
strain. As described in Section 3.2, there are other components of graphite strain associated with 
irradiation in addition to dimensional change strain. Elastic strain 𝜀𝑒  is already derived in GeN-
Foam's thermoMechanical solver based upon Hooke's Law, provided that graphite's Young 
modulus and Poisson ratio are provided as inputs. Under steady operating conditions, the thermal 
strain 𝜀 can be neglected.  
The key remaining graphite strain components associated with irradiation are irradiation 
creep strain. Irradiation creep strain is composed of irradiation primary creep strain 𝜀𝑝𝑐 and 
irradiation secondary creep strain 𝜀𝑠𝑐 [30]. The irradiation primary and secondary creep strains 
account for the difference in the graphite dimensional changes between the loaded and unloaded 
conditions. This irradiation creep strain is greater in compression and less when the graphite is in 
tension. Under the steady operating conditions of a nuclear reactor, the secondary creep strain is 
much larger in magnitude than the primary creep strain. For this reason, only the creep strain is 
included in the creep strain correlation. The irradiated creep strain Brocklehurst-Kelly model is 












𝜷(𝑻𝒊)𝝈𝜸     (31) 
As described in Ref [66],  is the applied stress, Ec is the creep modulus,  is the neutron 
dose, α and  β are irradiation temperature and dose dependent factors and K and o are constants. 
This correlation of irradiated creep strain and neutron fluence is an empirical relationship. A more 
detailed description of the experimental results and the derivation of the relationship is presented 
in Ref. [67]. The empirical constant K and o are 0.2310-20 and 2.51019 cm-2 respectively [67]. 
The temperature dependence of α and β, documented in Ref. [66] , are presented in Table 9. 
 
Table 9. Temperature Dependence of Irradiation Creep Parameters (Ref. [66] ) 
Ti(C) 𝜶(𝑻𝒊) 𝜷(𝑻𝒊) 
300-650 1.0 1.0 
850 1.0 1.5 
1050 3.5 1.5 
 
 
In the neutronics solver of GeN-Foam-G, Equation 31 was implemented in the 
.../classes/neutronicClass/diffusion/include/solveNeutronics.H header file. The pertinent additions 
to this solver file is shown in File 28 in A.5  MSR Core Case Files. For each cell in the neutronics 
solver domain, the α and β parameters are set in a conditional statement based on the temperature 
in the domain cell. The neutron fluence is calculated from the operatingYears input for the model 
case being evaluated and the single energy group neutron flux field in the neutronics computational 




each cell in the computational domain and stored in the scalar field variable creepStrain. These 
statements can again be seen in File 28. 
The constants of Equation 30, the number of years of operation used to generate the neutron 
fluence, and graphite physical parameters are included in the case dictionary file, 
.../system/neutroRegion/fvSolutions.H. It should be noted that the value of stress for which the 
irradiation creep is calculated is manually input in the fvSolutions.H dictionary file in this 
implementation. These case inputs can be seen in File 29  in A.5  MSR Core Case Files. It has to 
be noted that ultimately the stress field is to be mapped from the thermal mechanics solver to the 
neutronics solver and the neutron flux field from the neutronics solver to the thermal mechanics 
solver, but this work demonstrates the capability of the new graphite irradiated creep strain 
independent of this programming capability. More of the programming changes required for this 
mapping of fields is documented in Chapter 6.  
 A formal error or uncertainty analysis has not been discovered by the author for the 
Brocklehurst-Kelly model. However, Ref. [68] does provide a plot of the Equation 31 calculated 





Figure 24. Comparison of Eqn. 31 Calculations Against Experimental Data (Ref. [69]) 
 
It can be observed that at a dose of approximately 41021 EDND that the correlation 
underprediction is largest, approximately 30% below the experimental value of 14 Elastic Strain 
Units. As such, it is concluded that calculations made with models incorporating Equation 31 are 
accurate to within approximately 30% of the true irradiation creep strain.  
5.2 MSBR GeN-Foam-G Case Geometry and Computational Domain 
As summarized in Ref. [65], the MSBR still serves as the principle benchmark for 
evaluations of thermal spectrum MSR concepts. The work of Ref. [69] and Ref. [65] developed a 
Serpent 2 full-core model of the MSBR and evaluated the neutron kinetics for the core. Ref. [57] 
provides a detailed design and specification for the MSBR. This MSBR fuel salt loop serves as the 
reference geometry and operating conditions for the computational model presented here. Figure 




of Ref. [57]. It should be noted that these are actually reproduced from the higher quality images 
of Ref. [65] but are of the same details as Figures 3.1 and 3.2 of Ref. [57]. The key parameters 
included in the GeN-Foam-G MSBR Case based on the data in Ref. [57] are listed in Table 10. A 
two-dimensional axisymmetric domain was again created using the OpenFOAM utility 
blockMesh.  The blockMeshDict, topoSetDict, and createBafflesDict dictionary files used to 
generate the domain are shown in File 30, File 31, and File 32 in A.5  MSR Core Case Files. The 
computational domain consists of 340 cells in each of the core (e.g. fuelChan) and graphite radial 
reflector (e.g. graphite2) zones. This can be seen in the checkMesh output shown in File 33 of A.5  
MSR Core Case Files.  Figure 27 shows the computational domain generated for the MSBR core 
with the parameters of Table 10 displayed. The parameters for the nuclear graphite irradiated creep 
strain such as Young's modulus shown in the input listing in File 29 in A.5  MSR Core Case Files, 
are based on the graphite properties presented in Ref. [70].  
5.3 MSBR GeN-Foam-G Case Initial and Boundary Conditions 
The geometry, salt void fraction, and reactor conditions summarized in Table 10 were input 
into a Serpent 2 case, the input of which is listed in File 34 in A.5  MSR Core Case Files. Because 
the power is a two-dimensional parameter for this case, e.g. power per unit length, the power is 






















Table 10. Parameters for MSBR GeN-Foam-G Case Based (Ref. [57]) 
Parameters in MSBR 
Radius of Zone I (RI) 262.3 cm 
Radius of core including radial reflectors (RC) 338.5 cm 
Height of core (Z) 610 cm 
Volume fraction (porosity) of fuel salt in Zone I (vfFUELSALT) 0.13 
Neutron flux in core (Φ) 2.6 1014 neutrons/(cm2 s) 
Temperature of fuel salt (Tfuel salt) 900 K 
Core power generation (Pcore) 2250 MWt 
Mass flow of fuel salt through each of four  









Figure 27. Computational Domain for MSBR GeN-Foam-G Case 
 
The fuel salt volume fraction is multiplied by the atomic fraction of the fuel salt nuclides 
and the graphite, e.g. carbon, composition included in the core, e.g. fuelSalt, as 87% of the universe 
material composition. Graphite density is that used in the MSBR Serpent 2 analysis of Ref. [65]. 
The core density is calculated as the combination of the fuel salt and graphite density. The Serpent 
2 domain of the fuel salt core, e.g. pin p1, and of the graphite radial reflector, e.g. pin p2, are shown 
graphite reflector 












in the plan and elevation view of the Serpent 2 results for the MSBR core in Figure 28. As 
documented for the thermal MSR channel in Chapter 4, the serpentToFoam utility was used to 
extract the homogenous neutron macroscopic cross section for the fuel salt core from the Serpent 
2 p2 Serpent 2 universe and the graphite reflector neutron cross section from the p1 universe. The 
serpentToFoam utility generates the nuclearData dictionary file for the MSBR GeN-Foam-G case 
shown in File 35 in A.5  MSR Core Case Files.  A symmetryPlane boundary condition is imposed 
at the centerline of the MSBR domain and cyclic boundary between the boundary between the 
radial graphite reflector and fuel salt core boundary for neutron flux. An inlet neutron flux of 1.3 
1018 neutrons/(m2  s) is imposed on the inlet of the core zone along with an inlet velocity of 
0.0822  m/s for the inlet flow of which correspond to the inlet geometry, mass flow, and neutron 
flux for one half of the two-dimensional reactor core due to symmetry. The important boundary 
condition and property dictionary files  for the MSBR GeN-Foam-G case are listed in the figures 
of A.5  MSR Core Case Files. An initial generation of results for the thermal mechanical solver 
identified a stress within the core of approximately 1 GPa. This value was input in the fvSolution 






Figure 28. Plan and Elevation View of the MSBR Serpent 2 Core 
5.4 MSBR GeN-Foam-G Case Results  
Based on the above inputs, GeN-Foam-G calculated the one group neutron flux within the 
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the inputs in Section 5.2 and 5.3, Figure 30 shows the calculated irradiated graphite creep strain in 
percent (%) based on the Equation 31 correlation implemented in GeN-Foam-G.  
 
Figure 29. MSBR GeN-Foam-G Case Result of oneGroupFlux 
 
Although no results were found by the author in the literature for the MSBR, the present 
approach can be validated by the analogous approach taken to evaluate the thermal hydraulics and 
neutron kinetics in a conceptual MSFR. That is, even though the MSBR is a thermal spectrum 
reactor, the evaluation of Ref. [10] and Ref. [7] used a very similar computational domain and 
boundary conditions to the MSBR case presented here. This can be seen in Figure 31 which 
reproduces the geometry shown in Figure 2 of Ref. [10] and  Figure 32 which shows the velocity 
of Figure 6 of Ref. [7]. The Ref. [10] study even included a graphite reflector on the periphery of 





Figure 30. MSBR GeN-Foam-G Case Result of creepStrain 
 
Similarly, Ref. [16] modeled the MOSART fast reactor concept. Again, even though this 
was an MSFR, the geometry of the core and the computational domain approach was very similar 
to that presented in this work. This can be seen in Figure 33 which reproduces the computational 






Figure 31. MSFR Modeled in Reference [10] 
 





Figure 33. MOSART Two-Dimensional Model Reproduced from Ref [16] 
 
Figure 34. MOSART Velocities Reproduced from Ref [16] 
 
It should be noted that the approach followed in this work to model the MSBR core 




made to estimate dimensions for the external fuel salt loop, of which there are four for the MSBR. 
Future opportunities to extend this current work are proposed in Chapter 6. The very first activity 
should be to include these external fuel salt loops. The graphite displacement model presented in 
this work has limited impact on the external loops. However, they will be important considerations 
for any proposed MSR.  Similar models are being developed for MSFR concepts [71].  The model 
of Ref. [71] is included in the tutorial cases of GeN-Foam and provide a roadmap on how to 
integrate such external loops. In the GeN-Foam implementation of these external loops, the MSR 
pumps are volume momentum sources that generate flow for the MSR core. Heat exchangers for 
the MSR intermediate loop are GeN-Foam volume zones that include an external heat loss.  Figure 
35 shows this example two-dimensional computational domain that includes one of the proposed 
sixteen pump loops for the MSFR concept. 
 







CHAPTER 6. CONCLUSIONS AND FUTURE WORK 
The three objectives of this study have been met. The first two objectives were presented 
in Chapters 2 and 3. The first objective was the development of a graphite irradiated displacement 
model integrated into the multi-physics platform GeN-Foam. Two irradiated strain component 
models were incorporated into GeN-Foam-G. The first is a model of the graphite dimensional 
change strain response to neutron irradiation. The second component incorporated into GeN-
Foam-G is a  model of the irradiated graphite creep strain.  
The second objective was to benchmark this graphite irradiated graphite displacement 
model against experimental and calculated results documented in peer-reviewed literature. The 
results of the GeN-Foam-G irradiated graphite dimensional change strain was compared against 
empirical data for nuclear grade graphite subjected to irradiation. The computational results 
compare favorably with the empirical data. The GeN-Foam-G irradiated graphite dimensional 
change strain model was benchmarked using published data for a HTGR graphite reflector cell. 
Again, the calculations from GeN-Foam-G compared well to those from FE analyses in the 
literature.  
The last objective was to use this graphite displacement model to calculate irradiated 
displacement first for a thermal spectrum MSR fuel salt channel and then for the MSBR core. 
Calculations were presented for the thermal spectrum MSR channel in Chapter 4. Although the 
author is not aware of any equivalent results in the literature, the thermal-hydraulics and neutron 
kinetics were consistent with those of other studies in the literature. Chapter 5 documents the use 
of the irradiated graphite strain models to calculate the graphite irradiated strain in a computational 
domain for the MSBR core. Although no equivalent results were discovered in the literature, the 




efforts for MSFRs. More importantly, very few assumptions were required as a significant portion 
of the geometry, operating conditions, and material properties were derived directly from the 
MSBR design (Ref. [57] ).  
GeN-Foam-G successfully lays the foundation for a wider range of MSR modeling efforts. 
The GeN-Foam-G utility is capable of modeling computational domains of ever-increasing 
complexity and fidelity for many of the Generation IV graphite-moderated reactors. This includes 
the MSRs,but also SFRs, and gas-cooled reactors like the VHTR. All of the underlying physics are 
directly applicable to graphite moderated gas cooled reactors. As an example, Ref. [72] evaluated 
the failure probability of HTGR graphite moderators based on the irradiated creep strain model of 
Ref. [67]. With the underlying models identical in the model presented here, a similar analysis to 
that of Ref. [72] could be conducted with GeN-Foam-G for the Generation IV VHTR, HTGR, or 
more generally any graphite-moderated reactor. 
In addition, even though the focus of this work has been on thermal spectrum MSRs, there 
is no limitation inherent to the code prohibiting it from being used to evaluate fast reactors. In fact, 
much of the focus of other Foam-for-Nuclear activities have been centered on calculations for 
MSFRs using GeN-Foam. GeN-Foam-G has the capability to calculate results for steady state, e.g. 
eigenvalue, and transient conditions. As such it is useful for reactor operation as well as safety 
calculations.    
In evaluating the accuracy of correlations between graphite dimensional change strains and 
the neutron fluence, it was noticed that the underlying empirical data sets that quantify this 
irradiation response are poorly defined. That is, correlations of graphite dimensional change strains 
have been generated from sparse datasets with significant variability in the measured dimensional 




those under consideration for the thermal spectrum MSR, e.g. approximately 750C or those for 
other Generation IV graphite-moderated reactors like the VHTR. It is known that the temperature 
of irradiation is important in the graphite dimensional change strain response to irradiation. It is 
therefore recommended that because such experiments can span several years to achieve the 
fluences required, a campaign be undertaken to generate a more complete dataset of the response 
of graphite dimensional change strain to irradiation. This is likely a multi-institutional undertaking 
as extended periods of access to controlled irradiated environments are needed. Such experiments 
need to ensure strict control over graphite manufacture history, irradiation temperature, and 
fluence. Experiments need to be conducted for many more increments of temperature, 100C 
increments from 500C to 1200C as a starting point with the results potentially driving greater 
resolution in the temperatures at which graphite response is characterized. Such proposed 
experiments are not only critical to generate a surface response of graphite dimensional change 
strain to irradiated fluence over the range of temperatures expected in Generation IV reactors, but 
will be important in the development of any software, and any design activity for that matter, that 
involves design of the graphite moderator components. 
Ultimately, graphite dimensional change strain results, along with changes in the graphite 
mechanical properties as a function of irradiation, are planned to be used to evaluate the stress 
within graphite components. The goal is to relate the changes in graphite dimensions back to the 
macroscopic graphite scattering cross section for the calculation of graphite thermalization, 
graphite neutron age and macroscopic cross section, and thermal neutron flux. This will require 
mapping of the graphite dimensions or macroscopic cross section back to the neutronics and 
thermal-hydraulic meshes. Upon validation, this model will be used to study the baseline Gen-IV 




coefficient and the graphite moderator’s lifespan. GeN-Foam-G has the capabilities to model 
graphite response to irradiation in a much wider range of applications. VHTR, transient, and safety 
analyses are just some of the wider range of applications for which GeN-Foam-G can be used. 
The work documented here lay the foundation for studies of coupled thermal hydraulics, 
reactor kinetics, and thermal mechanics for Generation IV reactors. This is just the beginning of 
potential courses of studies with GeN-Foam-G. Both immediate and long-term opportunities exist 
to build upon this foundation with future studies. Just a few of these opportunities are presented 
here.  
1. In the transition from the Foundation-compatible version of GeN-Foam to the ESI-
compatible version, significant difficulties were encountered mapping field values 
from one solver to another. Such mapping functionality was easily accomplished with 
the Foundation version of GeN-Foam The capabilities of the graphite strain models 
were still able to be demonstrated in the ESI-version of GeN-Foam by examining the 
stress field generated by the thermal mechanics solver and inputting the stress into the 
neutronics solver. Ultimately, future work will need to map these fields between the 
solvers to solve for more complex reactor geometries and conditions. Appendix B lists 
the unsuccessful approach attempted to achieve this mapping. 
2. Originally, the goal was to integrate the intermediate and power conversion loops of 
conceptual MSRs into a GeN-Foam model. Unfortunately, there does not appear to be 
the capability to incorporate more than one fluid into a GeN-Foam model. This would 
be necessary to accurately model the other two fluid loops of the MSR. An opportunity 
exists for future work to extend the capabilities of GeN-Foam to accommodate multiple 




3. Another important field for future development is to improve the process to generate 
computational meshes for MSR modeling. MSR geometries at this conceptual stage of 
development can be simple. However, as reactor development progresses, higher 
fidelity computational models will require more complex geometries. Computational 
meshes for this work were generated using the OpenFOAM utility blockMesh. Without 
significant experience, mesh generators that are CAD-based were found to have too 
steep of a learning curve to be practically implemented without significantly impeding 
progress on the primary goal of implementing a graphite displacement model. The more 
robust CAD-based mesh generating utilities like snappyHexMesh, SALOME, gmsh, and 
HELYX-OS should be explored for generating more complex computational domains. 
Ultimately, the two-dimensional domains implemented in this work will need to be 
replaced with three dimensional domains to sufficiently capture the flow patterns 
within the MSR core and between the multiple fluid loops.  
4. Along with more complex geometries, opportunities exist to enable more complex 
boundary condition definitions. As an example, velocity profiles in the current work 
were uniform across boundaries. However even very simple cases of fully developed 
flow likely require power law curves of inlet velocity across boundaries. Rudimentary 
techniques of specifying such boundaries manually will at some point not be practical 
for higher fidelity models. This will likely require use of the pre-processing utilities 
like the swak4Foam utility which generates profiles for values based on parameters 
such as computational cell position. Another parameter for which such pre-processing 




domain. An example for this would be a case that imposes a sinusoidal power density 
along the axial length of the channel. 
5. Conjugate heat transfer treatment was also discovered to be a significant weakness of 
GeN-Foam. The porous region treatment of zones within a reactor is an elegant 
approach as long as each domain has a fluid component. This approach has significant 
deficiencies when attempting to model fundamentally solid regions. Conjugate heat 
transfer is a capability of OpenFOAM but is typically accomplished by treating fluid 
and solid domains as separate regions. However, these region segregations are already 
used to define the different solvers within GeN-Foam, e.g. the fluid region, neutronics 
region, and thermal mechanics region. Ultimately, an approach that enables sub-
regions within each of the region solver may be a means to better capture heat transfer 
and neutron diffusion within solid regions.  
6. It was originally considered to close the loop on how graphite dimensional changes 
impact the thermal MSR aside from limiting the structural lifetime of the graphite 
components and thus operation of the core. Very little work has been found by the 
author relating graphite dimensions and volumes to the graphite neutron age. That is, 
the primary purpose of the moderator is to slow neutrons to the thermal energy 
spectrum for fission. No work was found in the literature relating the macroscopic 
dimensions of graphite moderators to neutron age within the core.  Future work may 
be merited to explore if irradiated dimensional changes have any impact on the 
resulting neutron age within the core. This would involve expressing any relationship 




associated with irradiation. It is very likely that such a relationship would involve 
significant mapping of parameters between the neutronics thermal mechanics solvers. 
7. The current work did not undertake significant sensitivity studies. Opportunities exist 
to examine how well GeN-Foam-G calculates displacements for various nuclear grades 
of graphite and potentially other moderator candidates. The limits of applicability over 






APPENDIX A: GeN-Foam-G CODE                                            
A.1  GeN-Foam-G Dictionary Files 
The pertinent header files (.H) and source code (.C) for the changes from the released version of 
GeN-Foam are presented here.  
Info << "Solving neutronics" << endl ; 
... <REMOVED FOR BREVITY, SPACES REMOVED> 
//JS 
dimensionedScalar operatingYears_  
(  "operatingYears", dimensionSet(0,0,1,0,0,0,0), scalar(7.0)  
//JS operatingYears_("",dimensionSet(0,0,0,0,0,0,0),this->lookup("operatingYears")),);  
 
dimensionedScalar unitCorrection  
( "unitCorrection", dimensionSet(0,2,0,0,0,0,0), scalar(1.0) );  
dimensionedScalar A0  
( "A0", dimensionSet(0,-4,0,0,0,0,0), scalar(-1.043E-13) );  
dimensionedScalar A1  
( "A1", dimensionSet(0,-3,0,0,0,0,0), scalar(-2.10E-11) );  
dimensionedScalar A2  
( "A2", dimensionSet(0,-2,0,0,0,0,0), scalar(3.923E-8) );  
dimensionedScalar A3  
( "A3", dimensionSet(0,-1,0,0,0,0,0), scalar(-6.629E-6) );  
dimensionedScalar A4  
( "A4", dimensionSet(0,0,0,0,0,0,0), scalar(3.355E-6) );  
dimensionedScalar A5  
( "A5", dimensionSet(0,1,0,0,0,0,0), scalar(0.0) );  
dimensionedScalar f0  
( "f0", dimensionSet(0,0,0,0,0,0,0), scalar(4.42E-2) );  
dimensionedScalar f1  









operatingYears_ = operatingYears_*365.25*24.*3600.*1E-4; //scale years to seconds and m-2 to cm-2 
graphiteDisp =unitCorrection*oneGroupFlux_*operatingYears_; //irradiation fluence (total dose) at positions. Will need to replace with 
integrated flux over time for transient simulations.   
graphiteDisp =f0+f1*graphiteDisp/unitCorrection+f2*graphiteDisp*graphiteDisp/unitCorrection/unitCorrection; 
//JS-WORKS     graphiteDisp = oneGroupFluxMech; 











  =========                 | 
  \\      /  F ield         | OpenFOAM: The Open Source CFD Toolbox 
   \\    /   O peration     | 
    \\  /    A nd           | Copyright held by original author 











    fvMesh& mesh 
) 
: 
    thermoMechanics(mesh), 
    //JS start 
 f0("",dimensionSet(0,0,0,0,0,0,0),4.42E-2),  
    f1("",dimensionSet(0,-1,0,0,0,0,0),-2.61546E-18),  
    f2("",dimensionSet(0,-2,0,0,0,0,0),7.31102E-37), 
A0 ("",dimensionSet(0,-4,0,0,0,0,0),-1.043E-13),  
A1 ("",dimensionSet(0,-3,0,0,0,0,0),-2.10E-11),  
    A2("",dimensionSet(0,-2,0,0,0,0,0),3.923E-8),  
A3("",dimensionSet(0,-1,0,0,0,0,0),-6.629E-6),  
    A4("",dimensionSet(0,0,0,0,0,0,0),3.355E-6), 
A5("",dimensionSet(0,1,0,0,0,0,0),0.0),  
 
    operatingYears_("",dimensionSet(0,0,0,0,0,0,0),this->lookup("operatingYears")), 
    //JS end 
... 
// JS start 
    graphiteDisp_ 
    ( 
        IOobject 
        ( 
            "graphiteDisp", 
            mesh.time().timeName(), 
            mesh, 
            IOobject::MUST_READ, 
            IOobject::AUTO_WRITE 
        ), 
        mesh, 
        dimensionedScalar("", dimensionSet(0,0,0,0,0,0,0), 0.0), 
        zeroGradientFvPatchScalarField::typeName 
     ), 
    oneGroupFluxMech_ 
    ( 
        IOobject 
        ( 
            "oneGroupFluxMech", 
            mesh.time().timeName(), 
            mesh, 
            IOobject::MUST_READ, 
            IOobject::AUTO_WRITE 
        ), 
 mesh, 
        dimensionedScalar("", dimensionSet(0,1,0,0,0,0,0), 0.0), 
        zeroGradientFvPatchScalarField::typeName 
    ), 
    //JS end  
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    // Protected data 
 
        //- Properties 
  //JS start 
  dimensionedScalar operatingYears_; 
  //JS end 
... 
//JS start 
        volScalarField graphiteDisp_; 
  //volScalarField creepStrain; 
        volScalarField oneGroupFluxMech_; 
 
  dimensionedScalar f0; 
  dimensionedScalar f1; 
  dimensionedScalar f2; 
  dimensionedScalar A0; 
  dimensionedScalar A1; 
  dimensionedScalar A2;  
  dimensionedScalar A3;  
  dimensionedScalar A4;  
  dimensionedScalar A5;  
  scalar alphaStrain; 
  scalar betaStrain; 
  //  dimensionedScalar alphaStrain; 
  //  dimensionedScalar betaStrain; 
  /*scalar A0 = -1.043E-13; 
scalar A1 = -2.10E-11; 
scalar A2 = 3.923E-8; 
scalar A3 = -6.629E-6; 
scalar A4 = 3.355E-6; 
scalar A5 = 0.0; 
  scalar f0 = 4.42E-2; 
  scalar f1 = -2.61546E-18; 
  scalar f2 = 7.31102E-37; 
  */ 
  //JS end 
... 
//JS STart 
  virtual void myGetFields( 
     const volScalarField& oneGroupFlux_,  
    //JS    const volScalarField& defaultFlux_,  
            const meshToMesh& neutroToTM);  
  //JS End  






    fluidMesh.data::add("finalIteration", true); 
} 
... 
        if(solveThermalMechanics) 
        { 
   thermoMechanics.getFields(TstructuresNB, TavFuelNB, TavCladNB, TMToFluid); 
            thermoMechanics.correct(residual); 
            neutronics.deformMesh(TMToNeutro,thermoMechanics.meshDisp());  
     //JS 
     //JS     thermoMechanics.myGetFields(defaultFlux_,neutroToTM); 
     thermoMechanics.myGetFields(oneGroupFlux_,neutroToTM); 
    //JS 
        }  
File 4 GeN-Foam-graphite/main/include/solve.H 
A.2  Benchmark Cavity Case Files 
Listed below are the important input and output files associated with the simple cavity 
benchmark case for the graphite dimensional change strain model. Not all of the files in the GeN-
Foam case directories, e.g. the constant, system, or 0 folders, are listed below. Primarily those 




/*--------------------------------*- C++ -*----------------------------------*\ 
| =========                 |                                                 | 
| \\      /  F ield         | OpenFOAM: The Open Source CFD Toolbox           | 
|  \\    /   O peration     | Version:  dev                                   | 
|   \\  /    A nd           | Web:      www.OpenFOAM.org                      |  




    version     2.0; 
    format      ascii; 
    class       dictionary; 
    object      blockMeshDict; 
} 




    (0 0  0) 
    ( 1 0  0) 
    ( 1  1  0) 
    (0  1  0) 
    (0 0    1) 
    ( 1 0    1) 
    ( 1  1   1) 




//    hex (0 1 2 3 4 5 6 7) (30 10 10) simpleGrading (1 1 1) 







    maxY 
    {        type wall;         faces        (            (3 7 6 2)         );     } 
    minX 
    {         type patch;         faces         (             (0 4 7 3)         );     } 
    maxX 
    {         type patch;         faces         (             (2 6 5 1)         );     } 
    minY 
    {         type wall;         faces         (             (1 5 4 0)         );     } 
    minZ 
    {          type empty;         faces         (             (0 3 2 1)         );     } 
    maxZ 





// ************************************************************************* //  





/*--------------------------------*- C++ -*----------------------------------*\ 
| =========                 |                                                 | 
| \\      /  F ield         | OpenFOAM: The Open Source CFD Toolbox           | 
|  \\    /   O peration     | Version:  2.2.1                                 | 
|   \\  /    A nd           | Web:      www.OpenFOAM.org                      | 




    version     2.0; 
    format      ascii; 
    class       dictionary; 
    location    "system"; 
    object      controlDict; 
} 
// * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * // 
// General 
application     GeN-Foam; 
startFrom       startTime;//latestTime;// 
startTime      0; 
stopAt       endTime;//writeNow;//   
endTime        200; 
deltaT          5; // time step (if non adjusted) 
//JSdeltaT          1; // time step (if non adjusted) 
adjustTimeStep  true; // adjust time step based on CFL condition, max power and max delta T 
maxDeltaT 0.5; // max time step 
//JSmaxDeltaT 0.1; // max time step 
writeControl   adjustableRunTime;//timeStep;// 
writeInterval   100; 
purgeWrite      0; 
writeFormat     ascii; 
//writePrecision  7; 
writePrecision  3; 
writeCompression on; 
timeFormat      general; 
timePrecision   8; 
runTimeModifiable yes; 
// Physics to solve 
tighltyCoupled  false; // if true it iterates on energy, fuel temp, thermal-mechanics and neutronics (not necessary for very short time steps) 
solveFluidMechanics  true; 
solveEnergy  true; 
solveNeutronics  true;  
//JS solveNeutronics  false;  
//JS SP3Neutronics  true; //for SP3 instead of diffusion (no accelerations available for the moment) 
SP3Neutronics  false; //for SP3 instead of diffusion (no accelerations available for the moment) 
//JS eigenvalueNeutronics  true; 
eigenvalueNeutronics  false; 
solveThermalMechanics  true;  
compr false; // true for compressible simulation 
liquidFuel false; // eg, MSRs 
//JS fastNeutrons true; // if true interpolates cross section with logarithmic temp for fuel (otherwise, square root) 
fastNeutrons false; // if true interpolates cross section with logarithmic temp for fuel (otherwise, square root) 
// Solution control 
maxCo           0.99; // should be below 1 for CFL condition (necessary to guarantee stability if solving NS) 
maxPowerVariation 0.025; //max power variation in each time step 
timeStepResidual 0.00005; // required accuracy for the coupling 
neutronIterationResidual 0.000001; // required accuracy for the coupling of different energy groups 
maxTimeStepIterations 3; 
maxNeutronIterations 50; // up to 3-400 if no acceleration techniques  
// Acceleration of time dependent neutronic solution. Not tested for SP3 calculations 
//integralPredictor true; // integral neutron balance made at each time step to predict fluxes at next step (can be unstable) 
integralPredictor false;  
implicitPredictor false; 
ROMAcceleration  false;//under development 
aitkenAcceleration true; 
//aitkenAcceleration false; 
// highly specific options from here on  
adjustDiscFactors false; 
//groupsWoDF   (0 1 2 3 4 5 6 7 8 9 14 15 16 17 18 19 20 21 22 23); 
useGivenDiscFactors false; 
//doNotParametrize  (); 
// ************************************************************************* //  




/*--------------------------------*- C++ -*----------------------------------*\ 
| =========                 |                                                 | 
| \\      /  F ield         | OpenFOAM: The Open Source CFD Toolbox           | 
|  \\    /   O peration     | Version:  2.2.1                                 | 
|   \\  /    A nd           | Web:      www.OpenFOAM.org                      | 




    version         2.0; 
    format          ascii; 
    class           dictionary; 
    location     "constant"; 
    object          porousMediumProperties; 
} 
// * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * // 
// constants needed to calculate fluid flow in regions treated as porou medium 
// all cellZones must be included 
// by not defining one of the properties, a default value will be used corresponding to a region of clear fluid 






 voidFraction       0.2; // fraction of the volume occupied by the fluid 
//JS-WORKS voidFraction       1.0;  
 volumetricAreaSS       0.0; // wet area diveded by total volume for sub-scale structures (equivalent eg to the area of heat exchange between fluid and 
sub-scale structure) 
//JS-WORKS volumetricAreaSS       1.0; 
 volumetricAreaFuel      0.0; // wet area diveded by total volume for fuel (equivalent eg to the area of heat exchange between fluid and fuel) 
//JS-WORKS volumetricAreaFuel      1.0; 
 hydraulicDiameter    0.0032; // characteristic lenght 
 hydraulicDiameterStructure 1; // characteristic lenght of the whole structure. Used to provide a viscosity that stabilze the coarse-mesh soultion 
 localZaxis     (0 0 1); // z axis for the local coordinate system 
 localXaxis     (1 0 0); // x axis for the local coordinate system 
 reynoldsTurb  (2e3 2e3 2e3); // transition Reynolds to fully turbulent (one value for each principal direction) 
 reynoldsLam  (1e3 1e3 1e3);  // transition Reynolds to fully laminar (one value for each principal direction) 
 darcyConstTurb    (2 1 0.687); // A in A*Re^b for Darcy friction factor (in case of turbulent flow) 
 darcyConstLam    (2 1 0.687); // A in A*Re^b for Darcy friction factor (in case of laminar flow) 
 darcyExpTurb   (-0.25 -0.25 -0.25) ; // b in A*Re^b for Darcy friction factor (in case of turbulent flow) 
 darcyExpLam   (-0.25 -0.25 -0.25) ; // b in A*Re^b for Darcy friction factor (in case of laminar flow) 
 nusseltConstTurb1    (0.0185 0.0185 0.0185); // A in A*Re^b*Pr^c + D for Nusslet (turbulent case) 
 nusseltConstLam1 (0.0185 0.0185 0.0185); // A in A*Re^b*Pr^c + D for Nusslet (laminar case) 
 nusseltConstTurb2    (4.82 4.82 4.82) ; // D in A*Re^b*Pr^c + D for Nusslet (turbulent case) 
 nusseltConstLam2 (4.82 4.82 4.82) ; // D in A*Re^b*Pr^c + D for Nusslet (laminar case) 
 nusseltReExpTurb  (0.827 0.827 0.827); // b in A*Re^b*Pr^c + D for Nusslet (turbulent case) 
 nusseltReExpLam  (0.827 0.827 0.827); // b in A*Re^b*Pr^c + D for Nusslet (laminar case) 
 nusseltPrExpTurb  (0.827 0.827 0.827); // c in A*Re^b*Pr^c + D for Nusslet (turbulent case) 
 nusseltPrExpLam  (0.827 0.827 0.827); // c in A*Re^b*Pr^c + D for Nusslet (laminar case) 
 pumpMomentumSource  (0 0 0); // momentum source that can be used to emulate a pump region  (simply added to the momentum equation) 
 externalHeatTransferCoefficient 0.0; //heat transfer coefficient from the porous medium to a hypothetical external environment (useful for simplified heat 
exchangers) 
 externalT   0.0; // temperature of the hypothetical external environment (eg, secondary fluid in a heat exchanger) 
 externalVolHeatSource  0; // uniform heat source directly to the coolant 
 externalRhoCp  4.8e6; // rho*cp for the subscale structure 
 turbulenceIntensityConst (0.16 0.16 0.16); // A in A*Re^b for turbulent intensity  (in case of laminar flow) - porouskEpsilon model should be used 
 turbulenceIntensityExp  (-0.125 -0.125 -0.125); // b in A*Re^b for  turbulent intensity  (in case of laminar flow) - porouskEpsilon model 
should be used 
 turbulenceLengthScaleConst    (0.07 0.07 0.07);  // A in A*Dh for  turbulent lenght scale  (in case of laminar flow) - porouskEpsilon model should 
be used 
 kepsilonConvergenceRate    (5 5 5); // rate of convergence of k and epsilon to their equilibrium value in the pororus medium (in 
m^-1) - porouskEpsilon model should be used 
} 
); 
// ************************************************************************* //  




/*--------------------------------*- C++ -*----------------------------------*\ 
| =========                 |                                                 | 
| \\      /  F ield         | OpenFOAM: The Open Source CFD Toolbox           | 
|  \\    /   O peration     | Version:  2.2.1                                 | 
|   \\  /    A nd           | Web:      www.OpenFOAM.org                      | 




    version     2.0; 
    format      ascii; 
    class       dictionary; 
    location    "constant"; 
    object      neutronicsProperties; 
} 
// * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * // 
model   diffusionNeutronics;//SP3Neutronics;//adjointDiffusionNeutronics;////SNNeutronics 
eigenvalueNeutronics    true; //False means time dependent. Warning: only eigenvalue for SN 
// ************************************************************************* //  






Generated by serpentToFoamXS 
04-Feb-2018 
From SERPENT results file: cavity_nominal_res 
*/ 
/* 
physical delayed spectrum 




    version     2.0; 
    format      ascii; 
    class       dictionary; 
    location    "constant"; 
    object      nuclearData; 
} 
energyGroups 1 ; 
precGroups 1 ; 
pTarget 3.6E9 ; 
keff 1.000000e+00 ; 
zones 
( 
    water 
    { 
        fuelFraction 1.0; 
        IV nonuniform List<scalar> 1 ( 1.0E20 ); 
        D nonuniform List<scalar> 1 ( 0.0 ); 
        nuSigmaEff nonuniform List<scalar> 1 ( 0.0  ); 
        sigmaPow nonuniform List<scalar> 1 ( 0.0); 
        scatteringMatrix  1  1 ( 
        ( 0.0 ) 
        ); 
        scatteringMatrixP0  1  1 ( 
        ( 0.0 ) 
        ); 
        sigmaDisapp nonuniform List<scalar> 1 ( 0.0 ); 
        chiPrompt nonuniform List<scalar> 1 ( 0.0 ); 
        chiDelayed nonuniform List<scalar> 1 ( 0.0 ); 
        Beta nonuniform List<scalar> 1 ( 0.0  ); 
        lambda nonuniform List<scalar> 1 ( 1.0E-30 ); 
        discFactor nonuniform List<scalar> 1 ( 0 ); 
        integralFlux nonuniform List<scalar> 1 ( 0.0 ); 
    } 
);  




/*--------------------------------*- C++ -*----------------------------------*\ 
| =========                 |                                                 | 
| \\      /  F ield         | OpenFOAM: The Open Source CFD Toolbox           | 
|  \\    /   O peration     | Version:  2.2.1                                 | 
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    version         2.0; 
    format          ascii; 
    class           dictionary; 
    location     "constant"; 
    object          nuclearData; 
} 
// * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * // 





planeStress     no; 
linkedFuel      false; // true if there is contact between fuel and cladding (expansion driven by cladding) 
fuelOrientation   (0 0 1);  
TrefStructure  668; //ref temperature for structures 





   { 
        //for structures 
rho                             1000; //density 
E                               1e7;  // Young modulus 
nu                              0.1; // Poisson ratio 
 C                              0.99; 
k                              0.99; 
//alpha                           1.8e-5; // linear expansion coeff (1/K) 
// for fuel (only if there is fuel) 
 //alphafuel                      0.000011; 
 //alphaCR                      0.000011; 
 TrefFuel                       668.0; 
 TrefCR                       668.0; 




rho                             1000; //density 
E                               1e7;  // Young modulus 
nu                              0.1; // Poisson ratio 
 C                              0.99; 
k                              0.99; 
//alpha                           1.8e-5; // linear expansion coeff (1/K) 
// for fuel (only if there is fuel) 
 //alphafuel                      0.000011; 
 //alphaCR                      0.000011; 
 TrefFuel                       668.0; 
 TrefCR                       668.0; 
 } 
); 
// ************************************************************************* //  





/*--------------------------------*- C++ -*----------------------------------*\ 
  =========                 | 
  \\      /  F ield         | OpenFOAM: The Open Source CFD Toolbox 
   \\    /   O peration     | Website:  https://openfoam.org 
    \\  /    A nd           | Version:  6 




    version     2.0; 
    format      ascii; 
    class       volScalarField; 
//    location    "0/water"; 
    location    "0"; 
    object      T; 
} 
// * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * // 
dimensions      [ 0 0 0 1 0 0 0 ]; 
internalField   uniform 568; 
boundaryField 
{ 
    minX 
    { 
        type            fixedValue; 
        value           uniform 668; 
    } 
    maxX 
    { 
        type            inletOutlet; 
        value           uniform 568; 
        inletValue      uniform 568; 
    } 
    minY 
    { 
        type            fixedValue; 
        value           uniform 568; 
    } 
    maxY 
    { 
        type            fixedValue; 
        value           uniform 568; 
    } 
    minZ 
    { 
        type            empty; 
     } 
    maxZ 
    { 
        type            empty; 
     } 
} 
// ************************************************************************* // 
 




/*--------------------------------*- C++ -*----------------------------------*\ 
| =========                 |                                                 | 
| \\      /  F ield         | OpenFOAM: The Open Source CFD Toolbox           | 
|  \\    /   O peration     | Version:  5.x                                   | 
|   \\  /    A nd           | Web:      www.OpenFOAM.org                      | 




    version     2.0; 
    format      ascii; 
    class       volVectorField; 
    location    "0/fluidRegion"; 
    object      U; 
} 
// * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * // 
 
dimensions      [0 1 -1 0 0 0 0]; 
 




    maxX 
    { 
        type            zeroGradient; 
    } 
    minX 
    { 
        type            inletOutlet; 
        inletValue      uniform (0 0 1.283295); 
        value           uniform (0 0 1.283295); 
    } 
    minY 
    { 
        type            slip; 
    } 
    maxY 
    { 
        type            slip; 
    } 
    minZ 
    { 
        type            empty; 
    } 
    maxZ 
    { 
        type            empty; 




// ************************************************************************* // 
 





/*--------------------------------*- C++ -*----------------------------------*\ 
| =========                 |                                                 | 
| \\      /  F ield         | OpenFOAM: The Open Source CFD Toolbox           | 
|  \\    /   O peration     | Version:  2.2.1                                 | 
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    version     2.0; 
    format      ascii; 
    class       volScalarField; 
    location    "0"; 
    object      defaultFlux; 
} 
// * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * // 
dimensions      [ 0 -2 -1 0 0 0 0 ]; 
internalField   nonuniform List<scalar> 
16 
( 5.16085E17 1.54826E18 2.5804E18 3.6126E18 5.16085E17 1.54826E18 2.5804E18 3.6126E18 5.16085E17 
1.54826E18 2.5804E18 3.6126E18 5.16085E17 1.54826E18 2.5804E18 3.6126E18   ) 
  ; 
//internalField   uniform 1; 
boundaryField 
{ 
    minX 
    { 
        type            fixedValue; 
        value           uniform 0; 
    } 
    maxX 
    { 
        type            fixedValue; 
        value           uniform 4.12868E18; 
    } 
    minY 
    { 
      type zeroGradient; 
    } 
    maxY 
    { 
      type zeroGradient; 
    } 
    minZ 
    { 
        type            empty; 
     } 
    maxZ 
    { 
        type            empty; 
     }  } 
// ************************************************************************* //  





/*--------------------------------*- C++ -*----------------------------------*\ 
| =========                 |                                                 | 
| \\      /  F ield         | OpenFOAM: The Open Source CFD Toolbox           | 
|  \\    /   O peration     | Version:  2.2.1                                 | 
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    version     2.0; 
    format      ascii; 
    class       volScalarField; 
    object      graphiteDisp; 
} 
// * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * // 
 
dimensions      [0 0 0 0 0 0 0]; 
//JS-WORKS dimensions      [0 1 0 0 0 0 0]; 
 





     minX 
    { 
       type            zeroGradient; 
    }   
     maxX 
    { 
       type            zeroGradient; 
    }   
     minY 
    { 
       type            zeroGradient; 
    }   
     maxY 
    { 
       type            zeroGradient; 
    }   
     minZ 
    { 
       type            empty; 
    }   
     maxZ 
    { 
       type            empty; 
    }   
     heater_to_water 
    { 
       type            zeroGradient; 




// ************************************************************************* // 
 





A.3 HTGR Benchmark Case Files 
Listed below are the important input and output files associated with the HTGR reflector 
cell benchmark case for the graphite dimensional change strain model. Not all of the files in the 
GeN-Foam case directories, e.g. the constant, system, or 0 folders, are listed below. Primarily those 




/*--------------------------------*- C++ -*----------------------------------*\ 
| =========                 |                                                 | 
| \\      /  F ield         | OpenFOAM: The Open Source CFD Toolbox           | 
|  \\    /   O peration     | Version:  dev                                   | 
|   \\  /    A nd           | Web:      www.OpenFOAM.org                      | 




    version     2.0; 
    format      ascii; 
    class       dictionary; 
    object      blockMeshDict; 
} 
// * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * //  
convertToMeters 0.001;  
vertices 
( 
 (-205.537 0 0)   (-102.768 -178.10 0)   (102.768 -178.10 0)   (205.537 0 0)    (102.768 178.10 0)   (-102.768 178.10 0)   (-133.187 -48.75 0)   
 (-84.437 -97.5 0)   (-35.687 -48.75 0)   (-84.437 0 0)   (-205.537 0 1)   (-102.768 -178.10 1)   (102.768 -178.10 1)   (205.537 0 1) 
  (102.768 178.10 1)   (-102.768 178.10 1)   (-133.187 -48.75 1)   (-84.437 -97.5 1)   (-35.687 -48.75 1)   (-84.437 0 1)   );  
blocks 
( 
    hex (0 6 9 5 10 16 19 15) htgrReflector (4 4 1) simpleGrading (1 1 1) 
    hex (0 1 7 6 10 11 17 16) htgrReflector (4 4 1) simpleGrading (1 1 1) 
    hex (5 9 3 4 15 19 13 14) htgrReflector (4 4 1) simpleGrading (1 1 1) 
    hex (9 8 2 3 19 18 12 13) htgrReflector (4 4 1) simpleGrading (1 1 1) 




 arc 6 9 (-118.908 -14.279  0) 
 arc 9 8 (-49.966 -14.279 0) 
 arc 6 7 (-118.908 -83.2 0) 
 arc 7 8 (-49.966 -83.22 0) 
 arc 16 19 (-118.908 -14.279  1) 
 arc 19 18 (-49.966 -14.279 1) 
 arc 16 17 (-118.908 -83.2 1) 




  front 
    { 
        type empty; 
        faces          (              (0 6 9 5)       (0 1 7 6)       (7 1 2 8)       (9 8 2 3)       (5 9 3 4)         );      } 
  back 
    {          type empty;          
 faces          (              (10 16 19 15)       (10 11 17 16)       (17 11 12 18)       (19 18 12 13)       (15 19 13 14)          );      } 
    side 
    { 
        type patch; 
        faces          (              (0 1 11 10)       (1 2 12 11)       (2 3 13 12)       (3 4 14 13)       (4 5 15 14)       
 (5 0 10 15)    );      } 
    coolant 
    { 
        type patch; 
        faces          (           (6 7 17 16)    (6 9 19 16)    (9 8 18 19)    (7 8 18 17)    );      } 
 );  
mergePatchPairs  (  );  
// ************************************************************************* // 
 




/*--------------------------------*- C++ -*----------------------------------*\ 
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    version     2.0; 
    format      ascii; 
    class       dictionary; 
    location    "system"; 
    object      controlDict; 
} 
// * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * // 
// General 
application     GeN-Foam; 
startFrom       startTime;//latestTime;// 
startTime      0; 
stopAt       endTime;//writeNow;//   
endTime        200; 
deltaT          0.5; // time step (if non adjusted) 
adjustTimeStep  true; // adjust time step based on CFL condition, max power and max delta T 
//JS maxDeltaT 0.5; // max time step 
maxDeltaT 0.5; // max time step 
writeControl   adjustableRunTime;//timeStep;// 
writeInterval   50; 
purgeWrite      0; 
writeFormat     ascii; 
//writePrecision  7; 
writePrecision  3; 
writeCompression off; 
timeFormat      general; 
timePrecision   8; 
runTimeModifiable yes; 
// Physics to solve 
tighltyCoupled  true; // if true it iterates on energy, fuel temp, thermal-mechanics and neutronics (not necessary for very short time steps) 
solveFluidMechanics  false; 
solveEnergy  true; 
solveNeutronics  true;  
SP3Neutronics  false; //for SP3 instead of diffusion (no accelerations available for the moment) 
eigenvalueNeutronics  true; 
solveThermalMechanics true;  
compr false; // true for compressible simulation 
liquidFuel false; // eg, MSRs 
fastNeutrons true; // if true interpolates cross section with logarithmic temp for fuel (otherwise, square root) 
// Solution control 
maxCo           0.99; // should be below 1 for CFL condition (necessary to guarantee stability if solving NS) 
maxPowerVariation 0.025; //max power variation in each time step 
timeStepResidual 0.00005; // required accuracy for the coupling 
neutronIterationResidual 0.000001; // required accuracy for the coupling of different energy groups 
maxTimeStepIterations   10; 
maxNeutronIterations 300; // up to 3-400 if no acceleration techniques  
// Acceleration of time dependent neutronic solution. Not tested for SP3 calculations 
//integralPredictor true; // integral neutron balance made at each time step to predict fluxes at next step (can be unstable) 
integralPredictor false;  
implicitPredictor false; 
ROMAcceleration  false;//under development 
//JS aitkenAcceleration true; 
aitkenAcceleration false; 
// highly specific options from here on  
adjustDiscFactors false; 
//groupsWoDF   (0 1 2 3 4 5 6 7 8 9 14 15 16 17 18 19 20 21 22 23); 
useGivenDiscFactors false; 
//doNotParametrize  (); 
// ************************************************************************* //  









echo -e "\n Case setup valid for openfoam v5.0" 
 
echo -e "\n Running blockMesh" 
runApplication blockMesh  
runApplication topoSet 
runApplication funkySetFields -region neutroRegion -time 0 
#runApplication GeN-Foam  
echo -e "\nEnd Simulation" 
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    version     2.0; 
    format      ascii; 
    class       dictionary; 
    location    "system/neutroRegion"; 
    object      funkySetFieldsDict.neutroRegion; 
} 


























A.4  MSR Channel Case Files 
For the thermal spectrum MSR channel domain documented in Chapter 4, input and output files 





| =========                 |                                                 | 
| \\      /  F ield         | OpenFOAM: The Open Source CFD Toolbox           | 
... <Inserted for brevity> 
Mesh stats 
    points:           2400 
    internal points:  0 
    faces:            4168 
    internal faces:   1772 
    cells:            990 
    faces per cell:   6 
    boundary patches: 12 
    point zones:      0 
    face zones:       1 
    cell zones:       2 
Overall number of cells of each type: 
    hexahedra:     990 
    prisms:        0 
    wedges:        0 
    pyramids:      0 
    tet wedges:    0 
    tetrahedra:    0 
    polyhedra:     0 
Checking topology... 
    Boundary definition OK. 
    Cell to face addressing OK. 
    Point usage OK. 
    Upper triangular ordering OK. 
    Face vertices OK. 
   *Number of regions: 2 
    The mesh has multiple regions which are not connected by any face. 
... <Inserted for brevity> 
Checking patch topology for multiply connected surfaces... 
    Patch               Faces    Points   Surface topology                   
    topFuelChan         5        12       ok (non-closed singly connected)   
    leftFuelChan        99       200      ok (non-closed singly connected)   
    rightFuelChan       99       200      ok (non-closed singly connected)   
    bottomFuelChan      5        12       ok (non-closed singly connected)   
    frontb2             495      600      ok (non-closed singly connected)   
    backFuelChan        495      600      ok (non-closed singly connected)   
    topGraphite2        5        12       ok (non-closed singly connected)   
    leftGraphite2       99       200      ok (non-closed singly connected)   
    rightGraphite2      99       200      ok (non-closed singly connected)   
    bottomGraphite2     5        12       ok (non-closed singly connected)   
    frontGraphite2      495      600      ok (non-closed singly connected)   
    backGraphite2       495      600      ok (non-closed singly connected)   
Checking faceZone topology for multiply connected surfaces... 
    FaceZone            Faces    Points   Surface topology                   
    fuelChanGraphite2Zone198      400      ok (non-closed singly connected)   
Checking basic cellZone addressing... 
    CellZone            Cells        Points       Volume       BoundingBox 
    fuelChan            495          1200         0.00206      (0 -1.98 0) (0.0104 1.98 0.05) 
    graphite2           495          1200         0.0018       (0.0104 -1.98 0) (0.0195 1.98 0.05) 
Checking geometry... 
    Overall domain bounding box (0 -1.98 0) (0.0195 1.98 0.05) 
    Mesh has 2 geometric (non-empty/wedge) directions (1 1 0) 
    Mesh has 2 solution (non-empty) directions (1 1 0) 
    All edges aligned with or perpendicular to non-empty directions. 
    Boundary openness (-3.66e-18 -7.15e-20 1.81e-17) OK. 
    Max cell openness = 1.08e-16 OK. 
    Max aspect ratio = 22 OK. 
    Minimum face area = 7.28e-05. Maximum face area = 0.002.  Face area magnitudes OK. 
    Min volume = 3.64e-06. Max volume = 4.16e-06.  Total volume = 0.00386.  Cell volumes OK. 
    Mesh non-orthogonality Max: 0 average: 0 
    Non-orthogonality check OK. 
    Face pyramids OK. 
    Max skewness = 4.44e-14 OK. 
    Coupled point location match (average 0) OK. 
Mesh OK. 
End  




%input for infinite homogeneous model 
% --- Very simple infinite homogeneous geometry for Serpent tutorial 
/************************ 
 * Material definitions * 
 ************************/ 
% --- Fuel material See Fiorina et al density 3327 kg/m3 
mat fuelsalt     -3.327 
92233.09c    0.0023 
90232.09c    0.0904 
4009.09c     0.0306 
3007.09c     0.193 
9019.09c     0.6837 
mat graphite -1.82 moder grj3 6012 
6012.09c 1.0 
therm grj3 grj3.20t 
mat bcgraphite -1.82 
6012.09c 1.0 
/************************ 
 * Geometry definitions * 
 ***********************/ 
pin p1  
fuelsalt 2.08 
fill p2  
pin p2  
graphite 3.90 
bcgraphite 
surf s1 sqc 0. 0. 4.0 
surf s2 cyl 0. 0. 2.08 
surf s3 cyl 0. 0. 3.90 
cell c1 0 fill p1 -s1 
cell c4 0 outside s1 
/****************** 
 * Run parameters * 
 ******************/ 
% --- Neutron population: 5000 neutrons per cycle, 100 active / 20 in-
active cycles 
%set pop 5000 100 20 
set pop 5000 20 5 
set power 724.74 fuelsalt 
set bc 2 
set gcu p1 p2 
plot 3 200 200 
plot 2 200 200 
 
 





Generated by serpentToFoamXS 
13-Apr-2020 
From SERPENT results file: p1_res */ 
/* physical delayed spectrum 
physical delayed neutron fraction */ 
... <header and spaces removed for brevity> 
energyGroups 2 ; 
precGroups 8 ; 
pTarget 7.247400e+02 ; 
keff 9.400000e-01 ; 
zones 
(    fuelChan    { fuelFraction 1.000000e+00 ; 
        IV nonuniform List<scalar> 2 ( 8.792200e-06 1.931930e-04 ); 
        D nonuniform List<scalar> 2 ( 1.077660e-02 8.433790e-03 ); 
        nuSigmaEff nonuniform List<scalar> 2 ( 2.228050e-01 1.384880e+00 ); 
    sigmaPow nonuniform List<scalar> 2 ( 2.857967e-12 1.777341e-11 ); 
        scatteringMatrix  2  2 ( ( 3.558770e+01 2.762830e-01 )         ( 
3.393920e-01 3.989420e+01 )         ); 
 sigmaDisapp nonuniform List<scalar> 2 ( 5.169000e-01 1.259600e+00 ); 
    chiPrompt nonuniform List<scalar> 2 ( 1.000000e+00 .000000e+00 ); 
   chiDelayed nonuniform List<scalar> 2 ( 1.000000e+00 0.000000e+00 ); 
Beta nonuniform List<scalar> 8 ( 1.258550e-04 3.961590e-04 3.287640e-04 
4.034420e-04 5.795540e-04 1.093180e-04 1.502700e-04 5.901460e-05 ); 
        lambda nonuniform List<scalar> 8 ( 5.610010e-03 2.546250e-02 
4.039820e-02 1.197380e-01 2.778440e-01 2.665950e-01 8.991300e-01 1.244110e+00 
); 
        discFactor nonuniform List<scalar> 2 ( 1 1 ); 
integralFlux nonuniform List<scalar> 2 ( 1.000000e+00 1.000000e+00 );} 
    graphite2  {  fuelFraction 0.000000e+00 ; 
        IV nonuniform List<scalar> 2 ( 8.939940e-06 1.942330e-04 ); 
        D nonuniform List<scalar> 2 ( 1.005070e-02 7.816860e-03 ); 
        nuSigmaEff nonuniform List<scalar> 2 ( 0.000000e+00 0.000000e+00 ); 
    sigmaPow nonuniform List<scalar> 2 ( 0.000000e+00 0.000000e+00 ); 
scatteringMatrix 2 2 ((3.863450e+01 3.241110e-01)(3.823970e-01 4.404470e+01 )  
); 
sigmaDisapp nonuniform List<scalar> 2 ( 3.256000e-01 3.969000e-01 ); 
chiPrompt nonuniform List<scalar> 2 ( 0.000000e+00 0.000000e+00 ); 
 chiDelayed nonuniform List<scalar> 2 ( 0.000000e+00 0.000000e+00 ); 
        Beta nonuniform List<scalar> 8 ( 1.258550e-04 3.961590e-04 3.287640e-
04 4.034420e-04 5.795540e-04 1.093180e-04 1.502700e-04 5.901460e-05 ); 
        lambda nonuniform List<scalar> 8 ( 5.610010e-03 2.546250e-02 
4.039820e-02 1.197380e-01 2.778440e-01 2.665950e-01 8.991300e-01 1.244110e+00 
); 
   discFactor nonuniform List<scalar> 2 ( 1 1 ); 
integralFlux nonuniform List<scalar> 2(7.856407e-01 8.061901e-01);});  





...<header and spaces removed for brevity> 
12 ( 
    topFuelChan     {         type            wall; 
        inGroups        1(wall); 
        nFaces          5;         startFace       1772;     } 
    leftFuelChan     {          type            symmetryPlane; 
        inGroups        1(symmetryPlane); 
        nFaces          99;         startFace       1777;     } 
    rightFuelChan     {         type            cyclic; 
 neighbourPatch leftGraphite2; 
        inGroups        1(wall); 
        nFaces          99;         startFace       1876;     } 
    bottomFuelChan     {         type            wall; 
        inGroups        1(wall); 
        nFaces          5;         startFace       1975;     } 
    frontFuelChan     {         type            empty; 
        inGroups        1(empty); 
        nFaces          495;         startFace       1980;     } 
    backFuelChan     {         type            empty; 
        inGroups        1(empty); 
        nFaces          495;         startFace       2475;     } 
    topGraphite2     {         type            wall; 
        inGroups        1(wall); 
        nFaces          5;         startFace       2970;     } 
    leftGraphite2     {         type            cyclic; 
 neighbourPatch rightFuelChan; 
        inGroups        1(wall); 
        nFaces          99;         startFace       2975;     } 
    rightGraphite2     {         type            symmetryPlane; 
        inGroups        1(symmetryPlane); 
        nFaces          99;         startFace       3074;     } 
    bottomGraphite2     {         type            wall; 
        inGroups        1(wall); 
        nFaces          5;         startFace       3173;     } 
    frontGraphite2     {          type            empty; 
        inGroups        1(empty); 
        nFaces          495;         startFace       3178;     } 
    backGraphite2     {         type            empty; 
        inGroups        1(empty); 
        nFaces          495;         startFace       3673;     } 
)  




/*--------------------------------*- C++ -*--------------------------- 
...<header and spaces removed for brevity> 
dimensions      [ 0 0 0 1 0 0 0 ]; 
internalField   uniform 1023; 
boundaryField  
{leftGraphite2     {       type cyclic;     } 
rightGraphite2     {         type           symmetryPlane;     } 
topGraphite2     {       type zeroGradient;    } 
bottomGraphite2     {         type            fixedValue;         
value           uniform 1023;     } 
    frontGraphite2     {         type            empty;     } 
    backGraphite2     {         type            empty;     } 
leftFuelChan     {         type  symmetryPlane;     } 
rightFuelChan     {       type cyclic;     } 
topFuelChan     {       type zeroGradient;     } 
bottomFuelChan     {        type            fixedValue;         value           
uniform 1023;     } 
    frontFuelChan     {         type            empty;     } 




*** //  





...<header and spaces removed for brevity> 
dimensions      [ 0 1 -1 0 0 0 0 ]; 




    {       type cyclic;     } 
rightGraphite2 
    {         type            symmetryPlane;     } 
topGraphite2 
    {         type    zeroGradient;     } 
bottomGraphite2 
    {      type            inletOutlet;  
        inletValue      uniform ( 0 0 0 );     } 
    frontGraphite2 
    { 
        type            empty;     } 
    backGraphite2 
    { 
        type            empty;     } 
leftFuelChan 
    { 
      type   symmetryPlane;     } 
rightFuelChan 
    { 
      type cyclic;     } 
topFuelChan 
    { 
        type            zeroGradient;     } 
bottomFuelChan 
    { 
      type            inletOutlet; 
        inletValue      uniform ( 0 1.47 0 );     } 
    frontFuelChan 
    { 
        type            empty;     } 
    backFuelChan 
    { 











... <header and spaces removed for brevity> 
dimensions      [ 1 -1 -2 0 0 0 0 ]; 




    {      type            cyclic;     } 
rightGraphite2 
    {      type       symmetryPlane;     } 
topGraphite2 
    {        type            zeroGradient;     } 
bottomGraphite2 
    {        type            zeroGradient;     } 
    frontGraphite2 
    {        type            empty;     } 
    backGraphite2 
    {        type            empty;     } 
leftFuelChan 
    {        type    symmetryPlane;     } 
rightFuelChan 
    {      type            cyclic;     } 
topFuelChan 
    {        type            zeroGradient;    } 
bottomFuelChan 
    {        type            zeroGradient;     } 
    frontFuelChan 
    {        type            empty;      } 
    backFuelChan 












...<header and spaces removed for brevity> 
dimensions      [ 1 -1 -2 0 0 0 0 ]; 




    {      type            cyclic;    } 
rightGraphite2 
    {      type       symmetryPlane;    } 
topGraphite2 
    {        type            zeroGradient;    } 
bottomGraphite2 
    {        type            zeroGradient;    } 
    frontGraphite2 
    {        type            empty;    } 
    backGraphite2 
    {        type            empty;    } 
leftFuelChan 
    {        type    symmetryPlane;    } 
rightFuelChan 
    {      type            cyclic;    } 
topFuelChan 
    {        type            zeroGradient;    } 
bottomFuelChan 
    {              type            calculated; 
              value           uniform 3595;    } 
    frontFuelChan 
    {        type            empty;    } 
    backFuelChan 




*** //  






...<header and spaces removed for brevity> 
dimensions      [ 0 -2 -1 0 0 0 0 ]; 




    {       type                cyclic;    } 
rightGraphite2 
    {        type           symmetryPlane;    } 
topGraphite2 
    {               type            zeroGradient;    } 
bottomGraphite2 
    {              type            zeroGradient;    } 
    frontGraphite2 
    {        type            empty;    } 
    backGraphite2 
    {        type            empty;    } 
leftFuelChan 
    {        type           symmetryPlane;    } 
 
rightFuelChan 
    {       type                cyclic;    } 
 
topFuelChan 
    {        type            zeroGradient;    } 
bottomFuelChan 
    {        type            zeroGradient;    } 
    frontFuelChan 
    {        type            empty;    } 
    backFuelChan 
    {        type            empty;    }} 
// 
**********************************************************************
*** //  







A.5  MSR Core Case Files 
The files included in the updated GeN-Foam-G solver that includes the irradiated graphite creep 
strain are shown here. Input and output files for the MSBR core documented in Chapter 5 are also 




...<header, comments, and spaces removed for brevity> 
Info << "Solving neutronics" << endl ; xs_.correct(Tfuel_,Tclad_,rhoCool_,TCool_,Disp_); 
#include "setXSFields.H" 
const dictionary& neutronTransport = mesh_.solutionDict().subDict("neutronTransport"); 
... 
scalar FEDND =neutronTransport.lookupOrDefault<scalar>("FEDND", 0.5); 
scalar sigmaEqTM =neutronTransport.lookupOrDefault<scalar>("sigmaEqTM", 1E-32); 
scalar EcCreep =neutronTransport.lookupOrDefault<scalar>("EcCreep", 1.0); 
scalar kCreep =neutronTransport.lookupOrDefault<scalar>("kCreep", 0.23); 




oneGroupFlux_ *= 0.0;forAll(flux_,energyI){    oneGroupFlux_+=flux_[energyI];} 
dimensionedScalar unitCorrection ( "unitCorrection", dimensionSet(0,2,0,0,0,0,0), scalar(1.0) );  
dimensionedScalar A0 ( "A0", dimensionSet(0,-4,0,0,0,0,0), scalar(-1.043E-13) );  
dimensionedScalar A1 ( "A1", dimensionSet(0,-3,0,0,0,0,0), scalar(-2.10E-11) );  
dimensionedScalar A2 ( "A2", dimensionSet(0,-2,0,0,0,0,0), scalar(3.923E-8) );  
dimensionedScalar A3 ( "A3", dimensionSet(0,-1,0,0,0,0,0), scalar(-6.629E-6) );  
dimensionedScalar A4 ( "A4", dimensionSet(0,0,0,0,0,0,0), scalar(3.355E-6) );  
dimensionedScalar A5 ( "A5", dimensionSet(0,1,0,0,0,0,0), scalar(0.0) );  
dimensionedScalar f0 ( "f0", dimensionSet(0,0,0,0,0,0,0), scalar(4.42E-2) );  
dimensionedScalar f1 ( "f1", dimensionSet(0,2,0,0,0,0,0), scalar(-2.61546E-22) //dimensionSet(0,-
1,0,0,0,0,0), //scalar(-2.61546E-18) );  
dimensionedScalar f2("f2",dimensionSet(0,4,0,0,0,0,0),//JSdimensionSet(0,0,0,0,0,0,0),scalar(7.31102E-
45)//scalar(7.31102E-37)); 
operatingYears_ = operatingYears_*365.25*24.*3600.*1E-4;  
graphiteDisp =unitCorrection*oneGroupFlux_*operatingYears_;   
graphiteDisp =f0+f1*graphiteDisp/unitCorrection+f2*graphiteDisp*graphiteDisp/unitCorrec-
tion/unitCorrection;  scalar alphaStrain;  scalar betaStrain; 
    forAll(TCool_,celli){    if (TCool_[celli] >= 850) {  alphaStrain = 3.5; } 
else{  alphaStrain = 1.0; } 
if (TCool_[celli] >= 650) {  betaStrain = 1.5; } else{  betaStrain = 1.0; }} 
#include "createNeutroFields.H" 
sigmaEqNeutro = sigmaEqTM; 
fluenceCreep =oneGroupFlux_*operatingYears_*FEDND*1E-4; //correl fluence cm-2 









...<header, comments, and spaces removed for brevity> 
/*--------------------------------*- C++ -*----------------------------------*\ 
| =========                 |                                                 | 
| \\      /  F ield         | OpenFOAM: The Open Source CFD Toolbox           | 
|  \\    /   O peration     | Version:  2.2.1                                 | 
|   \\  /    A nd           | Web:      www.OpenFOAM.org                      | 




    version     2.0; 
    format      ascii; 
    class       dictionary; 
    object      fvSolution; 
} 
// * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * // 
solvers{    "prec.*|precStar.*|adjoint_prec.*"    {           solver           PBiCG;//Stab; 
        preconditioner   DILU; 
        tolerance        1e-6; 
        relTol           1e-3;    } 
    "flux.*|adjoint_flux.*"    {         solver          PCG; 
        preconditioner  DIC; 
        tolerance       1e-6; 
        relTol          1e-3;    } 
    "angularFlux.*"    {               solver          PBiCGStab;//GAMG;// 
 //smoother        GaussSeidel;//; 
        preconditioner  DILU; 
        tolerance       1e-7; 
        relTol          1e-1;    }} 
neutronTransport {     
integralPredictor           true; // integral neutron balance made at each time step to predict fluxes at next 
step (can be unstable) 
    implicitPredictor           false;     ROMAcceleration             false;     aitkenAcceleration          true; 
    neutronIterationResidual    0.000001; // required accuracy for the coupling of different energy groups 
    maxNeutronIterations        50; // up to 3-400 if no acceleration technique  
    sigmaEqTM 1.0E9; 
    operatingYears 7.0; 
    EcCreep  10.0E9; // Young Modulus SMIRT18 
    kCreep  0.23E-20; 
    gamma0Creep 2.5E19; // in cm-2 in correl 
} 
// ************************************************************************* //  




...<header,comments, and spaces removed for brevity> 
FoamFile{    version     2.0;    format      ascii;    class       dictionary;    object      blockMeshDict;} 
convertToMeters   0.01; xmax 338.5; ymin -198.12; ymax 198.12; zmin 0.0; zmax 10.0; xchanmin 0.0; 
xchanmax 262.3; deltax 20.0; deltay 20.0; deltaz 10.0; lx #calc "$xmax - $xchanmin";  
ly #calc "$ymax - $ymin"; lz #calc "$zmax - $zmin"; xcells #calc "round($lx/$deltax)"; 
ycells #calc "round($ly/$deltay)"; zcells #calc "round($lz/$deltaz)"; 
vertices ( 
 //b2 
 ($xchanmin $ymin $zmin) //8  0 
 ($xchanmax $ymin $zmin) //9 1 
 ($xchanmax $ymax $zmin) //10 2 
 ($xchanmin $ymax $zmin) //11 3 
 ($xchanmin $ymin $zmax) //12 4 
($xchanmax $ymin $zmax) //13 5 
 ($xchanmax $ymax $zmax) //14 6 
  ($xchanmin $ymax $zmax) //15 7 
 //b3 
 ($xchanmax $ymin $zmin) //8  
 ($xmax $ymin $zmin) //9 
 ($xmax $ymax $zmin) //10 
 ($xchanmax $ymax $zmin) //11 
 ($xchanmax $ymin $zmax) //12 
($xmax $ymin $zmax) //13 
 ($xmax $ymax $zmax) //14 
  ($xchanmax $ymax $zmax) //15); 
blocks( hex (0 1 2 3 4 5 6 7) fuelChan  ($xcells $ycells $zcells)  simpleGrading (1 1 1)  
hex (8 9 10 11 12 13 14 15) graphite2  ($xcells $ycells $zcells)  simpleGrading (1 1 1) //block3); 
edges(); 
boundary(    topFuelChan    {        type wall;        faces        (  (3 7 6 2)        );    } 
    leftFuelChan    {        type symmetryPlane;        faces        (            (0 4 7 3)        );    }  
    rightFuelChan    {      type      cyclic;    neighbourPatch leftGraphite2;    faces    (            (2 6 5 1)        );    } 
        bottomFuelChan    {        type wall;        faces        (  (0 1 5 4)        );    } 
    frontFuelChan    {        type empty;        faces        (  (4 5 6 7)        );    } 
    backFuelChan    {        type empty;        faces        (            (0 3 2 1)        );    } 
    topGraphite2    {        type wall;        faces        (  (11 15 14 10)        );    } 
        leftGraphite2    {    type       cyclic;    neighbourPatch rightFuelChan;    faces    (        (8 12 15 11)     );   } 
        rightGraphite2    {        type symmetryPlane;        faces        (            (10 14 13 9)        );    }  
    bottomGraphite2    {        type wall;        faces        (  (8 9 13 12)        );    } 
    frontGraphite2    {        type empty;        faces        (  (12 13 14 15)        );    } 
    backGraphite2    {        type empty;        faces        (            (8 11 10 9)        );    } );   




...<header,comments, and spaces removed for brevity> 
/*--------------------------------*- C++ -*----------------------------------*\ 
| =========                 |                                                 | 
| \\      /  F ield         | OpenFOAM: The Open Source CFD Toolbox           | 
|  \\    /   O peration     | Version:  2.2.1                                 | 
|   \\  /    A nd           | Web:      www.OpenFOAM.org                      | 




    version     2.0; 
    format      ascii; 
    class       dictionary; 
    object      topoSetDict; 
} 
// * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * * // 
actions 
( 
  { 
    name    fuelChanGraphite2Interface; 
    type    faceSet; 
    action  new; 
    source  patchToFace; 
    sourceInfo 
    {      patch rightFuelChan;    }  } 
  {    name    fuelChanGraphite2Interface; 
    type    faceSet; 
    action  add; 
    source  patchToFace; 
    sourceInfo 
    {      patch leftGraphite2;   }  } 
 
     {        name    fuelChanGraphite2Zone; 
 type    faceZoneSet; 
        action  new; 
        source  setToFaceZone; 
        sourceInfo 
        {            faceSet fuelChanGraphite2Interface;        }    }  ); 
  




...<header, comments, and spaces removed for brevity> 
/*--------------------------------*- C++ -*----------------------------------*\ 
| =========                 |                                                 | 
| \\      /  F ield         | OpenFOAM: The Open Source CFD Toolbox           | 
|  \\    /   O peration     | Version:  2.2.1                                 | 
|   \\  /    A nd           | Web:      www.OpenFOAM.org                      | 




    version     2.0; 
    format      ascii; 
    class       dictionary; 
    object      createBafflesDict; 
} 
internalFacesOnly true; 
// Baffles to create. 
baffles 
{    baffleFuelChanGraphite2    { 
        type        faceZone; 
        zoneName    fuelChanGraphite2Zone; 
        patches        { 
            master 
            { 
                //- Master side patch 
                name            rightFuelChan; 
                type            mappedWall; 
                sampleMode      nearestPatchFace; 
                sampleRegion    fluid; 
                samplePatch     baffle1; 
                patchFields 
                {                    T                    {        type     zeroGradient;                    } 
                    p_rgh          {     type            zeroGradient;     value           uniform 100000;                    } 
                    U                    {            type            slip;                    }                } 
            } 
            slave 
            {                //- Slave side patch 
                name            leftGraphite2; 
                type            mappedWall; 
                sampleMode      nearestPatchFace; 
                sampleRegion    fluid; 
                samplePatch     baffle0; 
                patchFields                {                    ${...master.patchFields}                }            }        }    }}  




...<header, comments, and spaces removed for brevity> ... 
Mesh stats 
    points:           1512      internal points:  0     faces:            2794      internal faces:   1286     cells:            680      
faces per cell:   6     boundary patches: 12      point zones:      0     face zones:       1      cell zones:       2 
Overall number of cells of each type:     hexahedra:     680      prisms:        0     wedges:        0      pyramids:      
0      tet wedges:    0       tetrahedra:    0     polyhedra:     0   
Checking topology...     Boundary definition OK.     Cell to face addressing OK.     Point usage OK.     Upper 
triangular ordering OK.     Face vertices OK.     Number of regions: 1 (OK). 
Checking patch topology for multiply connected surfaces... 
    Patch               Faces    Points   Surface topology                   
    topFuelChan         17       36       ok (non-closed singly connected)   
    leftFuelChan        20       42       ok (non-closed singly connected)   
    rightFuelChan       20       42       ok (non-closed singly connected)   
    bottomFuelChan      17       36       ok (non-closed singly connected)   
    frontFuelChan       340      378      ok (non-closed singly connected)   
    backFuelChan        340      378      ok (non-closed singly connected)   
    topGraphite2        17       36       ok (non-closed singly connected)   
    leftGraphite2       20       42       ok (non-closed singly connected)   
    rightGraphite2      20       42       ok (non-closed singly connected)   
    bottomGraphite2     17       36       ok (non-closed singly connected)   
    frontGraphite2      340      378      ok (non-closed singly connected)   
    backGraphite2       340      378      ok (non-closed singly connected)   
Checking faceZone topology for multiply connected surfaces... 
    FaceZone            Faces    Points   Surface topology                   
    fuelChanGraphite2Zone40       84       ok (non-closed singly connected)   
Checking basic cellZone addressing...  
    CellZone            Cells        Points       Volume       BoundingBox 
    fuelChan            340          756          1.04         (0 -1.98 0) (2.62 1.98 0.1) 
    graphite2           340          756          0.302        (2.62 -1.98 0) (3.38 1.98 0.1) 
Checking geometry... 
    Overall domain bounding box (0 -1.98 0) (3.38 1.98 0.1) 
    Mesh has 2 geometric (non-empty/wedge) directions (1 1 0) 
    Mesh has 2 solution (non-empty) directions (1 1 0) 
    All edges aligned with or perpendicular to non-empty directions. 
    Boundary openness (-4.77e-19 -3.46e-18 1.88e-15) OK. 
    Max cell openness = 9.77e-17 OK. 
    Max aspect ratio = 4.42 OK. 
    Minimum face area = 0.00448. Maximum face area = 0.0306.  Face area magnitudes OK. 
    Min volume = 0.000888. Max volume = 0.00306.  Total volume = 1.34.  Cell volumes OK. 
    Mesh non-orthogonality Max: 0 average: 0 
    Non-orthogonality check OK. 
    Face pyramids OK. 
    Max skewness = 5.94e-14 OK. 
    Coupled point location match (average 0) OK. Mesh OK. End  




...<header and spaces removed for brevity> 
/************************ 
 * Material definitions * 
 ************************/ 
% --- Fuel material See Fiorina et al density 3327 kg/m3 
mat fuelsalt     -2.0333 
92233.09c    0.000299 
90232.09c    0.011752 
4009.09c     0.003978 
3007.09c     0.02509 
9019.09c     0.08881 
6012.09c     0.87 
mat graphite -1.84 moder grj3 6012 
6012.09c 1.0 
therm grj3 grj3.20t 
mat bcgraphite -1.84 
6012.09c 1.0 
/************************ 
 * Geometry definitions * 
 ************************/ 
pin p1  
fuelsalt 262.3 
fill p2  
pin p2  
graphite 338.5 
bcgraphite 
surf s1 sqc 0. 0. 340.0 
surf s2 cyl 0. 0. 262.3 
surf s3 cyl 0. 0. 338.5 
cell c1 0 fill p1 -s1 
cell c4 0 outside s1 
/****************** 
 * Run parameters * 
 ******************/ 
% --- Neutron population: 5000 neutrons per cycle, 100 active / 20 in-
active cycles 
set pop 10000 1000 50 
set power 5678377 fuelsalt 
set bc 2 
set gcu p1 p2 
 
plot 3 200 200 
plot 2 200 200  




...<header, comments and spaces removed for brevity> 
/*crossSection dictionary 
Generated by serpentToFoamXS 
17-Apr-2020 
From SERPENT results file: p1_res*/ 
FoamFile 
{    version     2.0;    format      ascii;    class       dictionary;    location    "constant";    
 object      nuclearData;} 
energyGroups 2 ; precGroups 8 ; pTarget 5.678377e+06 ; keff 1.003970e+00 ; 
zones 
(    fuelChan 
    {        fuelFraction 1.000000e+00 ;        IV nonuniform List<scalar> 2 ( 8.047330e-06 2.166630e-04 ); 
        D nonuniform List<scalar> 2 ( 1.111450e-02 7.838740e-03 ); 
        nuSigmaEff nonuniform List<scalar> 2 ( 1.631130e-01 2.723240e-01 ); 
        sigmaPow nonuniform List<scalar> 2 ( 2.092223e-12 3.494990e-12 ); 
        scatteringMatrix  2  2 (        ( 3.469470e+01 3.096540e-01 )        ( 1.393660e-01 4.385950e+01 )        ); 
        scatteringMatrixP0  2  2 (        ( 3.469470e+01 3.096540e-01 )        ( 1.393660e-01 4.385950e+01 )    ); 
        sigmaDisapp nonuniform List<scalar> 2 ( 5.743000e-01 3.335000e-01 ); 
        chiPrompt nonuniform List<scalar> 2 ( 1.000000e+00 0.000000e+00 ); 
        chiDelayed nonuniform List<scalar> 2 ( 1.000000e+00 0.000000e+00 ); 
        Beta nonuniform List<scalar> 8 ( 2.379370e-04 4.724550e-04 4.240630e-04 5.937290e-04 
9.148480e-04 1.222030e-04 1.836780e-04 3.548080e-05 ); 
        lambda nonuniform List<scalar> 8 ( 1.102060e-02 2.789560e-02 4.201410e-02 1.326430e-01 
2.924670e-01 4.505460e-01 1.368310e+00 9.881790e-01 ); 
        discFactor nonuniform List<scalar> 2 ( 1 1 );        integralFlux nonuniform List<scalar> 2 ( 
1.000000e+00 1.000000e+00 );    } 
    graphite2 
    {        fuelFraction 0.000000e+00 ; 
        IV nonuniform List<scalar> 2 ( 1.705810e-05 2.201780e-04 ); 
        D nonuniform List<scalar> 2 ( 9.334840e-03 7.632960e-03 ); 
        nuSigmaEff nonuniform List<scalar> 2 ( 0.000000e+00 0.000000e+00 ); 
        sigmaPow nonuniform List<scalar> 2 ( 0.000000e+00 0.000000e+00 ); 
        scatteringMatrix  2  2 (        ( 3.942050e+01 1.378640e+00 )        ( 1.092750e-01 4.510210e+01 )       ); 
        scatteringMatrixP0  2  2 (        ( 3.942050e+01 1.378640e+00 )        ( 1.092750e-01 4.510210e+01 )   ); 
        sigmaDisapp nonuniform List<scalar> 2 ( 1.380300e+00 1.251000e-01 ); 
        chiPrompt nonuniform List<scalar> 2 ( 0.000000e+00 0.000000e+00 ); 
        chiDelayed nonuniform List<scalar> 2 ( 0.000000e+00 0.000000e+00 ); 
        Beta nonuniform List<scalar> 8 ( 2.379370e-04 4.724550e-04 4.240630e-04 5.937290e-04 
9.148480e-04 1.222030e-04 1.836780e-04 3.548080e-05 ); 
        lambda nonuniform List<scalar> 8 ( 1.102060e-02 2.789560e-02 4.201410e-02 1.326430e-01 
2.924670e-01 4.505460e-01 1.368310e+00 9.881790e-01 ); 
        discFactor nonuniform List<scalar> 2 ( 1 1 );        integralFlux nonuniform List<scalar> 2 ( 8.752363e-
02 8.108333e-01 );    });  




...<header and spaces removed for brevity> 
/*--------------------------------*- C++ -*----------------------------------*\ 
  =========                 | 
  \\      /  F ield         | OpenFOAM: The Open Source CFD Toolbox 
   \\    /   O peration     | Website:  https://openfoam.org 
    \\  /    A nd           | Version:  6 
     \\/     M anipulation  | 
FoamFile 
{ 
    version     2.0; 
    format      ascii; 
    class       volVectorField; 
    location    "0"; 
    object      U; 
} 
dimensions      [ 0 1 -1 0 0 0 0 ]; 




    {      type cyclic;    } 
rightGraphite2 
    {        type            symmetryPlane;    } 
topGraphite2 
    {        type    zeroGradient;    } 
bottomGraphite2 
    {     type            inletOutlet;        inletValue      uniform ( 0 0 0 );    } 
    frontGraphite2 
    {        type            empty;    } 
    backGraphite2 
    {        type            empty;    } 
leftFuelChan 
    {      type   symmetryPlane;    } 
rightFuelChan 
    {      type cyclic;    } 
topFuelChan 
    {        type            zeroGradient;    } 
bottomFuelChan 
    {      type            inletOutlet;        inletValue      uniform ( 0 0.1644 0 );    } 
    frontFuelChan 
    {        type            empty;    } 
    backFuelChan 
    {        type            empty;    }}  




...<header, comments, and spaces removed for brevity> 
FoamFile 
{ 
    version     2.0; 
    format      ascii; 
    class       volScalarField; 
    location    "0"; 
    object      T; 
} 
dimensions      [ 0 0 0 1 0 0 0 ]; 
internalField   uniform 900.0; 
boundaryField 
{leftGraphite2 
    {      type cyclic;    } 
rightGraphite2 
    {        type           symmetryPlane;    } 
topGraphite2 
    {      type zeroGradient;   } 
bottomGraphite2 
    {        type            fixedValue;        value           uniform 900.;    } 
    frontGraphite2 
    {        type            empty;    } 
    backGraphite2 
    {        type            empty;    } 
leftFuelChan 
    {        type  symmetryPlane;    } 
rightFuelChan 
    {      type cyclic;    } 
topFuelChan 
    {      type zeroGradient;    } 
bottomFuelChan 
    { 
        type            fixedValue;        value           uniform 900.0;    } 
    frontFuelChan 
    {        type            empty;    } 
    backFuelChan 
    {        type            empty;   }} 
  




...<header,comments, and spaces removed for brevity> 
FoamFile 
{ 
    version     2.0; 
    format      ascii; 
    class       volScalarField; 
    location    "0"; 
    object      defaultFlux; 
} 
dimensions      [ 0 -2 -1 0 0 0 0 ]; 




    {       type                cyclic;    } 
rightGraphite2 
    {        type           symmetryPlane;    } 
topGraphite2 
    {               type            zeroGradient;    } 
bottomGraphite2 
    {              type            zeroGradient;    } 
    frontGraphite2 
    {        type            empty;    } 
    backGraphite2 
    {        type            empty;    } 
leftFuelChan 
    {        type           symmetryPlane;    } 
rightFuelChan 
    {       type                cyclic;    } 
topFuelChan 
    {        type            inletOutlet;        value           $internalField;        inletValue      uniform 2.6E+18;    } 
bottomFuelChan 
    {         type            fixedValue;                value           uniform 2.6E+18;    } 
    frontFuelChan 
    {        type            empty;    } 
    backFuelChan 
    {        type            empty;    }  }  






...<header, comments, and spaces removed for brevity> 
FoamFile 
{ 
    version         2.0; 
    format          ascii; 
    class           dictionary; 
    location     "constant"; 
    object          porousMediumProperties; 
} 
// constants needed to calculate fluid flow in regions treated as porou medium 
// all cellZones must be included 
// by not defining one of the properties, a default value will be used corresponding to a region of clear 
fluid 




    { 
        voidFraction           0.13; 
        hydraulicDiameter      2.623; 
      hydraulicDiameterStructure      3.385; // characteristic lenght of the whole structure. 
    }     
graphite2 
    { 
 voidFraction       1.0E-06; 
 hydraulicDiameter    0.762; // characteristic lenght 
      hydraulicDiameterStructure      3.385; // characteristic lenght of the whole structure. 
    } 
 ); 
// ************************************************************************* //  




...<header, comments, and spaces removed for brevity> 
FoamFile 
{ 
    version     2.0; 
    format      ascii; 
    class       dictionary; 




    type            heRhoThermo; 
    mixture         pureMixture; 
    transport       const; 
    thermo          hConst; 
    equationOfState rhoConst; 
    specie          specie; 




    specie 
    { 
        nMoles          1; 
        molWeight       33.4266; 
    } 
    equationOfState 
    { 
      rho       3327.; 
    } 
    thermodynamics 
    { 
            Cp             1357; 
            Hf             0; 
            Sf             0; 
    } 
    transport 
    { 
            mu 0.01; 
            Pr 11; 
    } 
} 
// ************************************************************************* //  




...<header,comments, and spaces removed for brevity> 
model   linearElasticThermoMechanics;//only model available now 
// constants needed to calculate deformation of fuel, control rods AND structure (1D expansion for fuel 
and CR, displacement-based solver for structures) 
planeStress     no; 
linkedFuel      false; // true if there is contact between fuel and cladding (expansion driven by cladding) 
fuelOrientation   (0 1 0);  
TrefStructure  900.0; //ref temperature for structures 





rho                             1700; //density MarsdeInt Matl Review Marsden 61:3 
E                               1e7;  // Young modulus SmIRT18-W101-9 
nu                              0.2; // Poisson ratio SmIRT18-W101-9 
 C                              0.99; 
k                              0.99; 
 TrefFuel                      900.0; 




rho                             1700.; //density 
E                               1e7;  // Young modulus 
nu                              0.2; // Poisson ratio 
 C                              0.99; 
k                              0.99; 
 TrefFuel                      900.0; 
 TrefCR                        900.0; 
 } 
); 
// ************************************************************************* //  






APPENDIX B: ESI BRANCH DIMENSIONAL CHANGE STRAIN SOLVER  
The first attempt at the restructured code attempted to incorporate the graphite dimensional 
change strain elements into the thermal mechanical solver as documented for the foundation 
branch solver documented in Chapter 3. In the main executable and header files for the case, in 
particular in Solve.H, the graphite displacement strain, defined in the class dictionaries for the 
linear elastic thermal mechanics solver linearElasticThermoMechanics.C is then calculated. The 
definition of the mesh to mesh interpolator is defined in the createMeshInterpolators.H. These 
inputs can be seen in the files in  A.1  GeN-Foam-G Dictionary Files.  
In the thermoMechanic  linearElastic class definition header file, the irradiated graphite 
dimensional change  strain (graphiteDisp) is defined. Also in this header file, the scalar constants 
of the displacement polynomial fit of Equation 23 or for Equation 24 in the sensitivity study of 
chapter 3, are defined. An instance of a mesh-to-mesh mapping of the OneGroupFlux from the 
neutronics solver to the thermoMechanical solver is defined. These can be seen in the 
linearElasticThermoMechanics.H file in A.1  GeN-Foam-G Dictionary Files.    The graphite 
irradiated dimensional change strain is a function of neutron dose. For this preliminary model, 
neutron flux is taken to be constant with time. The dose is then calculated as the product of dose 
and this period of operation for the reactor, e.g. Equation 25. 
In the case input file, controlDict, the user specifies the period of time that the reactor has 
operated which is stored in the variable operatingYears, defined in the dictionary file 
linearElasticThermoMechanics.C. For comparison, there was less of a focus on class structure in 
the previous GeN-Foam release that was based off of the Foundation version of OpenFoam. The 
changes to linearElasticThermoMechanics.C to capture the graphite dimensional change strain is 




Unfortunately, this attempt failed repeatedly to properly map the neutron flux parameter 
from the neutronics solver to the thermal mechanics solver.  To continue development of the 
graphite dimensional change strain solver, the model was implemented in this ESI branch of GeN-





APPENDIX C: DYNAMIC CODE IMPLEMENTATION AT RUNTIME 
For solver changes like those originally implemented in GeN-Foam-G that do not alter the 
other calculations of the  GeN-Foam solvers,  the use of dynamic code for each case was explored. 
That is, during the initialization of a case for the released version of GeN-Foam, additional 
calculations based on the field values for the case can be made in dynamically compiled code.  
This is implemented with a codeStream definition in the controlDict dictionary definition file. The 
efforts to implement in this fashion were not successful as part of this effort. However, if such 
code can be successfully implemented within a case input dictionaries, the potential exists to add 







[1]  Generation IV International Forum, "Generation IV Systems," 2019. [Online]. Available: 
https://www.gen-4.org/gif/jcms/c_59461/generation-iv-systems. 
[2]  L. Igor, Handbook of generation IV nuclear reactors, Elsevier Science, 2016.  
[3]  C. Fiorina, I. Clifford, M. Aufiero and K. Mikityuk, "GeN-FOAM: A Novel OpenFOAM 
based Multi-Physics Solver for 2D/3D Transient Analysis of Nuclear Reactors," 
Nuclear Engineering and Design, vol. 294, pp. 24-37, 2015.  
[4]  J. Zhou, "Three dimensional neutronic/thermal-hydraulic coupled simulationof MSR in 
transient state condition," Nuclear Engineering and Design, vol. 282, p. 93–105, 2015.  
[5]  B. M. Elsheikh , "Safety assessment of molten salt reactors in comparison with light water 
reactors," Journal of Radiation Research and Applied Sciences, vol. 6, pp. 63-70, 2013.  
[6]  M. Rosenthal, P. Kasten and R. Briggs, "MOLTEN-SALT REACTORS—HISTORY, 
STATUS, AND POTENTIAL.," Nuclear Applied Technology, vol. 8, pp. 107-170, Feb 
1970.  
[7]  D. Zhang , . S. Qiu , G. Su and C. Liu, "Development of a steady state analysis code for a 
molten salt reactor," Annals of Nuclear Energy, vol. 36, p. 590–603, 2009.  
[8]  P. German, S. Feher, S. Czifrus and B. Yamaji, "Analysis of heat source distribution in 
internal circulating surface heat transfer molten salt reactor," Progress in Nuclear 
Energy, vol. 92, pp. 155-163, 2016.  
[9]  Generation IV International Forum, "Technology Roadmap Update for Generation IV 
Nuclear Energy Systems," 2019. [Online]. Available: https://www.gen-
4.org/gif/upload/docs/application/pdf/2014-03/gif-tru2014.pdf. 
[10]  D. Zhang , S. Qiu , . G. Su, C. Liu and L. Qian , "Analysis on the neutron kinetics for a 
molten salt reactor," Progress in Nuclear Energy, vol. 51, p. 624–636., 2009.  
[11]  D. D. Siemer, "Why the molten salt fast reactor (MSFR) is the “best” Gen IV reactor," 




[12]  Transatomic, "Technical White Paper.," vol. V 2.1., November 2016.  
[13]  G. Locatelli , M. Mancini and N. Todeschini, "Generation IV nuclear reactors: Current 
status and future prospects.," Energy Policy, vol. 61, p. 1503–1520, 2013.  
[14]  J. Serp, M. Allibert, O. Benes, S. Delpech, O. Feynberg, V. Ghetta, D. Heuer, D. Holcomb, 
V. Ignatiev, J. L. Kloostermang, L. Luzzi, E. Merle-Lucotte, J. Uhlír, R. Yoshioka and 
D. Zhimin, "The molten salt reactor (MSR) in generation IV: Overview and 
perspectives," Progress in Nuclear Energy, vol. 77, pp. 308-319, 2014.  
[15]  L. Luzzi, A. Cammi, V. DiMarcello and C. Fiorina, "An approach for the modelling and 
the analysis of the MSR thermo-hydrodynamic behaviour," Chemical Engineering 
Science, vol. 65, p. 4873–4883, 2010.  
[16]  C. Nicolino, "Coupled dynamics in the physics of molten salt reactors," Annals of Nuclear 
Energy, vol. 35, p. 314–322, 2008.  
[17]  V. Di Marcello, A. Cammi and L. Luzzi, "Analysis of Coupled Dynamics of Molten Salt 
Reactors," in COMSOL Conference, Hannover, Germany, 2008, November 4-6.  
[18]  ORNL, "The Development Status of Molten Salt Fast Breeder Reactors.," August, 1972. 
[19]  L. Mathieu, D. Heuer, R. Brissot, C. Garzenne, C. Le Brun, D. Lecarpentier, E. Liatard, J.-
M. Loiseaux, O. Meplan, E. Merle-Lucotte, A. Nuttin, E. Walle and J. Wilson, "The 
thorium molten salt reactor: Moving on from the MSBR," Progress in Nuclear Energy, 
vol. 48, pp. 664-679, 2006.  
[20]  J. Lamarsh and A. Baratta, Introduction to Nuclear Engineering, Third Edition ed., United 
Kingdom: Pearson Education Limited, 2013, pp. 265-397. 
[21]  A. Kamal, Nuclear Physics, Berlin Heidelberg: Springer-Verlag, 2014, pp. 503-584. 
[22]  F. BLANCHON, T. HA-DUONG and J. PLANCHARD , "Numerical Methods for Solving 
the Reactor Kinetics Equations," Progress in Nuclear Energy, vol. 22, no. 2, pp. 173-
180, 1988.  
[23]  A. . E. Aboanber , A. . A. Nahla and Z. I. Al-Muhiameed , "A novel mathematical model 
for two-energy groups of the point kinetics reactor dynamics," Progress in Nuclear 




[24]  D. LeBlanc, "Molten Salt Reactors: A New Beginning for an Old Idea," Nuclear 
Engineering and Design, vol. 240, pp. 1644-1656, 2010.  
[25]  A. Rodenburg, "The Future of Energy is IMSR: Presentation to SAMOFAR," in MSR 
Summer School, 2016.  
[26]  N. Gallego and T. Burchell, "A Review of Stored Energy Release of Irradiated Graphite," 
2011, Sep. 
[27]  K. Nagy, J. L. Kloosterman, D. Lathouwers and T. H. J. J. van der Hagen, "Effects of Core 
Zoning on the Graphite Lifespan and Breeding Gain of a Moderated Molten Salt 
Reactor," Annals of Nuclear Energy, vol. 43, pp. 19-25, 2012.  
[28]  B. J. Marsden, M. Haverty, W. Bodel, G. N. Hall, A. N. Jones, P. M. Mummery and M. 
Treifi , "Dimensional change, irradiation creep and thermal/mechanical property 
changes in nuclear graphite," International Materials Reviews, vol. 61, no. 3, pp. 155-
182, 2016.  
[29]  R. Moskovic, P. J. Heard, P. E. J. Flewitt and M. R. Wootton, "Overview of Strength, 
Crack Propagation and Fracture of Nuclear Moderator Graphite," Nuclear Engineering 
and Design, vol. 263, pp. 431-442, 2013.  
[30]  S. Mohanty and S. Majumdar, "Finite Element Based Stress Analysis of Graphite 
Component in High Temperature Gas Cooled Reactor Core Using Linear and Nonlinear 
Irradiation Creep Models," Nuclear Engineering and Design, vol. 292, pp. 32-38, 2015.  
[31]  B. Marsden, "Irradiation damage in graphite The works of Professor BT Kelly (IAEA-
TECDOC--901).," 1996.  
[32]  B. Marsden, "Nuclear graphite for high temperature reactors," International Atomic Energy 
Agency (IAEA), 2001. 
[33]  Y. Lejeail and M. Cabillat , "Calculation of the thermal stresses in graphite fuel blocks," in 
18th Intermational conference on structural mechanics in reactor texhnology (smirt18), 
2005, August.  
[34]  H. Li, A. S. L. Fok and B. Marsden, "An Analytical Study on the Irradiation-Induced 
Stresses in Nuclear Graphite Moderator Bricks," Journal of Nuclear Materials, vol. 372, 




[35]  S. Mohantya, S. Majumdara and M. Srinivasanb, "Constitutive modeling and finite element 
procedure development for stress analysis of prismatic high temperature gas cooled 
reactor graphite core components," Nuclear Engineering and Design, vol. 260, pp. 145-
154, 2013.  
[36]  H. Li, B. J. Marsden and A. S. L. Fok , "Relationship between nuclear graphite moderator 
brick bore profile measurement and irradiation-induced dimensional change," Nuclear 
Engineering and Design, vol. 232, pp. 237-247, 2004.  
[37]  J. Brocklehurst and B. Kelly, "Analysis of the dimensional changes and structural changes 
in polycrystalline graphite under fast neutron irradiation," Carbon, vol. 31, p. 155–178, 
1993.  
[38]  S. Ishiyama, T. Burchell, J. Strizak and M. Eto , "The effect of high fluence neutron 
irradiation on the properties of a fine-grained isotropic nuclear graphite," Journal of 
Nuclear Materials, vol. 230, pp. 1-7, 1996.  
[39]  K. Vafai, Handbook of Porous Media, New York: CRC Press, Taylor & Francis,, 2005.  
[40]  I. Clifford, "A Hybrid Coarse and Fine Mesh Solution Method for Prismatic High 
Temperature Gas-cooled Reactor Thermal-fluid Analysis," Penn State University, 2013. 
[41]  R. Saurel and R. Abgrall, "A Mulitphase Godunov Method for Compressible Multifluid 
and Multiphase Flows," Journal of Computational Physics, vol. 150, pp. 425-467, 1999.  
[42]  F. Moukalled, L. Mangani and M. Darwish, The Finite Volume Method in Computational 
Fluid Dynamics: An Advanced Introduction with OpenFOAM and Matlab, Springer 
International, 2016.  
[43]  "swak4foam and pyfoam," [Online]. Available: https://twitter.com/swakPyFoam. 
[44]  C. Remacle and J.-F. Geuzaine, "Gmsh: A 3-D finite element mesh generator with built-in 
pre- and post-processing facilities," INTERNATIONAL JOURNAL FOR NUMERICAL 
METHODS IN ENGINEERING, p. 1309–1331, 2009.  
[45]  OPEN CASCADE, "SALOME The Open Source Integration Platform for Numerical 





[46]  Engys, "HELYX-OS The Leading Open-Source GUI For OpenFOAM," Engys, 2020. 
[Online]. Available: http://engys.github.io/HELYX-OS/. [Accessed 19 April 2020]. 
[47]  Foam-for-Nuclear Consortium , "foam-for-nuclear project GeN-Foam Project ID 
5466191," 2020. [Online]. Available: gitlab.com. 
[48]  O. Ltd, "OpenFOAM The Open Source CFD Toolbox," ESI Group, 2019. [Online]. 
Available: openfoam.com. 
[49]  The OpenFOAM Foundation, "OpenFOAM," 2019. [Online]. Available: openfoam.org. 
[50]  A. Barzilov and J. Stewart, "Gen-FOAM model of graphite moderator of a molten salt 
reactor," in Int. Topical Meeting on Advances in Thermal Hydraulics (ATH '2020), 
Paris, France, 2020, March 31.  
[51]  A. Barzilov and J. Stewart, "Multiphysics Modeling of Graphite Moderator Irradiated 
Dimensional Change Strain," International Journal for Numerical Methods in 
Engineering, Submitted for publication 2020.  
[52]  CFD Direct, "OpenFOAM User Guide Version 7," 2020. [Online]. Available: 
https://cfd.direct/openfoam/user-guide/. 
[53]  C. Fiorina, I. Clifford, M. Aufiero and K. Mikityuk, "GeN-Foam: A Novel OpenFOAM 
based Multi-physics Solver for 2D/3D Transient Analysis of Nuclear Reactors," Nuclear 
Engineering and Design, vol. 294, pp. pp. 24-37., 2015.  
[54]  S. Mohantya, S. Majumdara and M. Srinivasanb, "Constitutive Modeling and Finite 
Element Procedure Development for Stress Analysis of Prismatic High Temperature 
Gas Cooled Reactor Graphite Core Components," Nuclear Engineering and Design, vol. 
260, p. 145.  
[55]  General Atomics, "Graphite Design Handbook," 1988. 
[56]  A. Barzilov and J. Stewart, "Multiphysics Model of Irradiated Strain in a Thermal 
Spectrum Molten Salt Reactor Graphite Moderator Channel," Annals of Nuclear 
Energy, Submitted for Publication 2020.  
[57]  R. C. Robertson, "Conceptual Design Study of a Single-Fluid Molten-Salt Breeder 




[58]  L. Ghasabyan, "Use of Serpent Monte-Carlo Code for Develop-ment of 3D Full-core 
Models of Gen-IV Fast-spectrum Reactors and Preparationof Group Constants for 
Transient Analyses with PARCS/TRACE Coupled System," Sweden, 2013. 
[59]  J. e. a. Leppänen, "The Serpent Monte Carlo code: Status, development and applications in 
2013," Ann. Nucl. Energy,, vol. 82 , pp. 142-150., 2015.  
[60]  "Serpent: A Continuous-energy Monte Carlo Reactor Physics Burnup Calculation Code," 
VTT Technical Research Centre of Finland, Ltd, [Online]. Available: 
http://montecarlo.vtt.fi/. [Accessed 2 April 2020]. 
[61]  "Serpent Wiki Main Page," VTT Technical Research Centre of Finland, Ltd., [Online]. 
Available: http://serpent.vtt.fi/mediawiki/index.php/Main_Page. [Accessed 3 April 
2020]. 
[62]  J. Leppänen, "Serpent – a Continuous-energy Monte Carlo Reactor Physics Burnup 
Calculation Code User’s Manual," June 18, 2015. 
[63]  L. Luzzi, A. Cammi, V. DiMarcello and C. Fiorina, "An Approach for the Modeling and 
the Analysis of the MSR Thermo-Hydrodynamic Behaviour," Chemical Engineering 
Science, vol. 65, pp. 4873-4883, 2010.  
[64]  J. Krepel, U. Rohde and U. Grundmann, "Simulation of Molten Salt Reactor Dynamics," in 
Proceedings of the International Conference Nuclear Energy for New Europe 2005, 
Bled, Slovenia, September 5-8, 2005.  
[65]  A. Rykhlevskii, "Full-Core Analysis of Thorium-Fueled Molten Salt Breeder Reactor 
Using the SERPENT 2 Monte Carlo Code," in American Nuclear Society Winter 
Meeting 2017, Washington, DC, October 31, 2017.  
[66]  B. Marsden, S.-L. Fok and H. Li, "IRRADIATION BEHAVIOUR AND STRUCTURAL 
ANALYSIS OF HTR/VHTR GRAPHITE CORE COMPONENTS," in 18th 
International Conference on Structural Mechanics in Reactor Technology (SMiRT 18), 
Beijing, China,, August 7-12, 2005.  
[67]  B. Kelly and J. Brocklehurst, "UKAEA Reactor Group Studies of Irradiation-Induced 




[68]  B. J. Marsden and S. D. Preston, "Irradiation Creep in Graphite A Review," Nuclear 
Energy Agency, [Online]. Available: https://www.oecd-
nea.org/science/htemp/iem2/presentation/4-5.pdf. 
[69]  A. Rykhlevskii, A. Lindsay and K. Huff, "Full-Core Analysis of Thorium-Fueled Molten 
Salt Breeder Reactor Using the SERPENT 2 Monte Carlo Code," Transactions of the 
American Nuclear Society, vol. 117, pp. 1343-1346, October 29–November 2, 2017.  
[70]  H. Li, B. . J. Marsden and S.-L. Fok, "The Relationship Between Stresses And 
Dimensional Changes In Nuclear Graphite Moderator Bricks Under Irradiation," in 18th 
International Conference on Structural Mechanics in Reactor Technology (SMiRT 18), 
Beijing, China, August 7-12, 2005.  
[71]  P. German, J. . C. Ragusa and C. Fiorina, "Application of multiphysics model order 
reduction to doppler/neutronic feedback," EPJ Nuclear Sci. Technology, vol. 5, p. 17, 
2019.  
[72]  X. Fang, H. Wang, S. Yu and C. Li , "The various creep models for irradiation behavior of 
nuclear graphite," Nuclear Engineering and Design , vol. 242 , pp. 19-25, 2012.  
[73]  K. Nagy, "Dynamics and Fuel Cycle Analysis of a Moderated Molten Salt Reactor, 
Doctorate of Philosophy dissertation," Technische Universiteit Delft, September 10, 
2012. 
[74]  I. Clifford, K. Ivanov and M. Avramova, "A Multi-Scale Homogenization and 
Reconstruction Approach for Solid Material Temperature Calculations in Prismatic 
High Temperature Reactor Cores," Nuclear Engineering and Design, vol. 256, pp. 1-13, 
2013.  
[75]  R. Knief, Nuclear Criticality Safety Theory and Practice, La Grange Park, IL: American 
Nuclear Society, 2000, pp. 7-13, 53-60, 222-223. 
[76]  I. Clifford, K. Ivanov and M. Avramova, "A multi-scale homogenization and 
reconstruction approach for solid material temperature calculations in prismatic high 
temperature reactor cores," Nuclear Engineering and Design, vol. 256, pp. 1-13, 2013.  
[77]  K. Nagy, J. Kloosterman, D. Lathouwers and T. van der Hagen, "The effects of core zoning 
on the graphite lifespan and breeding gain of a moderated molten salt reactor," Annals of 




[78]  R. Darby, Chemical Engineering Fluid Mechanics, 2nd Edition ed., New York, NY: 
Marcel Dekker, Inc., 2001, p. 159. 
[79]  A. Barzilov and J. Stewart, "Irradiated Graphite Moderator Strain in a Thermal Spectrum 
Molten Salt Reactor," Progress in Nuclear Engineering , Submitted for Publication 
2020.  
[80]  C. Fiorina, D. Lathouwers, M. Aufiero, A. Cammi, C. Guerrieri, J. L. Kloosterman, L. 
Luzzi and M. . E. Ricotti, "Modelling and analysis of the MSFR transient behaviour," 









CONTACT INFORMATION: jeffstewart1992@gmail.com 
 
EDUCATION 
UNIVERSITY OF NEVADA, LAS VEGAS                    Las Vegas, NV 
Doctor of Philosophy in Mechanical Engineering,  
Post-Master's Nuclear Engineering Track (candidate)                             9/16 – Present 
Qualifying Exam (2017), Preliminary Exam (2019), Dissertation Defense (2020). 
Dissertation: GeN-Foam Multiphysics Model Development for Molten Salt Reactors 
GPA 4.0/4.0 
 
MASSACHUSETTS INSTITUTE OF TECHNOLOGY                    Cambridge, MA  
Master of Science in Mechanical Engineering                                                 9/92 – 2/94  
Thesis:  Influence of Morphology on Heat Transfer in Polyurethane Foam Insulation 
GPA 4.8/5.0 
 
PENNSYLVANIA STATE UNIVERSITY                                       University Park, PA  
Bachelor of Science in Engineering Science                                                     8/88 – 5/92 
Highest Distinction, Honors in Engineering Science 




A. Barzilov and J. Stewart, " Irradiated Graphite Moderator Strain in a Thermal Spectrum Molten 
Salt Reactor ", Progress in Nuclear Energy, Submitting for publication, 2020.  
 
A. Barzilov and J. Stewart, " Multiphysics Modeling of Graphite Moderator Irradiated 
Dimensional Change Strain ", Nuclear Engineering and Design, , Submitting for 
publication, 2020.   
 
A. Barzilov and J. Stewart, " Multiphysics Model of Irradiated Strain in a Thermal Spectrum 
Molten Salt Reactor Graphite Moderator Channel ", Annals of Nuclear Energy, Submitting 
for publication, 2020.   
 
Barzilov, A. and Stewart, J. (2020, March 31). GeN-Foam model of graphite moderator of a molten 
salt reactor. Int. Topical Meeting on Advances in Thermal Hydraulics (ATH '2020), Paris, 
France. 
 
Rockenfeller, U. et al., (2015, March) Solid-vapor sorption based thermal management technology 
for compact and light weight HEL systems. Seventeenth Annual Directed Energy 





Glicksman, L. R. and Stewart, J.S. (1997, May 15-17). The measurement of the morphology of 
closed-cell foams which control the overall thermal conductivity. Third Symposium on 
Insulation Materials: Testing and Applications, Sponsored by ASTM Committee C-16 on 
Thermal Insulation, ASTM Symposium, Le Chateau Frontenac, Quebec City, Quebec, 
Canada 
 
Hahn, H.T. & J. Stuart (1994, October). An artificial neural network for low-energy impact 
monitoring. Journal of Thermoplastic Composite Materials, Volume 7, 344-351. 
 
PROFESSIONAL EXPERIENCE 
Bigelow Aerospace                North Las Vegas, NV  
ECLSS Assistant Manager, Senior Thermal  Analyst                                   (07/15-03/20)  
Project lead for development of expandable space habitat Humidity Control System and 
Temperature Control subsystem. Environmental Control and Life Support System (ECLSS) lead 
for thermal modeling for NASA NEXTSTEP-2 contract. This involves modeling the habitat orbital 
thermal environment with Thermal Desktop and Computational Fluid Dynamics (CFD)  modeling 
of the habitat cabin with Star-CCM+ software.  
 
Rocky Research                       Boulder City, NV  
Engineering Supervisor, Chemical Health Officer                         (10/02-07/15)  
Responsible for the design, fabrication, and testing of sorption-based cooling systems, thermal 
storage systems, and innovative armor systems. Responsible for prototype development for such 
customers as NASA, Ingersoll Rand, Denso, and various Department of Defense agencies.  
 
GE Nuclear Energy                                 San Jose, CA 
Thermal Hydraulics Senior Engineer                             (3/97-8/99 7/01-9/02) 
Responsible for nuclear thermal hydraulic analyses, reactor stability simulations, and Transient 
Reactor Analysis Code accident analyses.  
 
Six Sigma Quality Manager (Certified Six Sigma Black Belt)                (8/99 – 7/01) 
Mentor to 200-person Engineering and Technology organization in the use of Six Sigma quality 
statistical tools.  
 
Technical Leadership Program Engineer                             (8/95 – 3/97)  
GE corporate training in advanced engineering topics, project management, business financials, 
and process quality improvement tools. Six month rotations in advanced reactor marketing, nuclear 
boiling full-scale testing, and nuclear plant accident response analysis.  
 
Ford Motor Company                              Connersville, IN and Dearborn, MI 
Production Supervisor, Product Design Engineer                               (2/94 - 6/95) 
Production foreman in evaporator manufacturing group. Responsible for evaporator core brazing 
and tube welding areas.   Direct supervision of 25 hourly employees. Led team investigating 
alternative refrigerant control strategies.  Supervised two Ford-sponsored projects at universities 
developing refrigeration control concepts. 
 
