In recent years, the agent technology has evolved rapidly along with a growing number of agent architectures, theories and languages. Computer science and engineering communities considered agent technology as one of the most important and active area of research and development. Agent oriented software engineering has numerous applications in different areas such as information management, space exploration, air traffic control, electronic commerce, business process management, defense simulation etc. A growing number of agents adopting software engineering methodologies have been proposed in recent years. The purpose of these methodologies is to provide models, methods, tools and techniques so that the development of software's can be achieved in a systematic way. Even a large number of methodologies for agent-oriented software engineering are developed; a complete agent-oriented methodology for developing agent systems is still absent. One step towards achieving this is to unify the work of various existing methodologies. The various agent oriented methodologies such as Gaia, MaSE, MESSAGE, Prometheus and Tropos have been used by evaluating the strengths and limitations of each methodology by using an attribute based evaluation framework. The four major areas of an agent-oriented methodology have been addressed which are concepts, modeling, language, process and pragmatics. A preliminary suggestion is made for the unification of these methodologies for agents by combining their strengths and avoiding their limitations. In this paper, our aim is to present and motivate an analysis and design technique using agent oriented methodology for building agent oriented software systems. The technique is based on two key ideas. Firstly, ranking the user requirements based on customer Input. Secondly, simplify the designing process by reusing the existing developed design.
INTRODUCTION
It has already been described the methods that are used to conduct the evaluation and attribute-based constructed framework in which the assessment was based. Here we present the results of the evaluation and how they can be improved. The survey results are discussed further, that covers the comments of the group who have used the methodology in the case study. The differences and the distinct differences of the five agent-oriented methodologies that are identified as a result of structural analysis are presented here in the paper. Also, some suggestions for the unification of the five methodologies based on the results we found in the evaluation. This paper has two purposes. First of all the problems related to the method identified by the case studies are addressed. This involved analysis and resolving the problems detected. To accompany these, we provide a description at a sub-step, detailing the associated tasks, tools and techniques. A final perspective of the method is given in the form of a detailed flow chart that allows all the tools and techniques to be represented within steps of the method. Our goal is to introduce analysis and design technique using a methodology, called Tropos, for building agent oriented software systems. Tropos is based on two key ideas. First, the notion of agent and related mentalist notions all (e.g., goals and plans) are used in all phases of software development, from early analysis to actual implementation. Second, Tropos covers also the early stages of requirements analysis, allowing a deeper understanding of the environment in which the software must operate, and the type of interactions that must occur between software and human agents. The Tropos language for conceptual modeling is formalized in a metamodel described with a set of UML class diagrams.
AMENDMENTS TO THE METHOD
The following sections provide details on the amendments made in the Tropos agent oriented methodology. Importantly, in Tropos sequence numbers or priority was missing on early requirement phase. Therefore the requirements do not always appear in correct numerical order and it was hard to find which one is most important and which is least important. This is the case considered critical issues that require immediate addressing. The complex system designing is currently reusing the existing design but they are not appropriate and correct. The exact matching is the problem with current methodology that is to be solved.
REQUIREMENT ANALYSIS
Sometime customers come with an application that has varying requirements. Requirements vary according to the customer needs. Customer tells one by one for each requirement at different time. These requirements must be ranked so that an application which satisfies customer requirements can be developed. The proposed analysis paradigm/technique will rank each requirement based on the keywords repeated by the customer. The task of identifying the different types of needs from various sources including project documentation (e.g., the project charter or definition), business process documentation and interviews of interest is the first most essential step while developing any software. This is sometimes also called requirements gathering. The requirements are determined to be more clear, complete, consistent and unambiguous, and the resolution of the apparent conflicts. Requirements may be documented in various forms, usually include a summary list and may include natural language documents, use cases, user stories, or process specifications.
Requirements analysis is a long and difficult process during which many delicate psychological skills are involved. This usually happens while the development of complex software applications. New systems change the environment and the relationships between people, so it is important to identify all customer requirements, taking into account all their needs and make sure they understand the implications of the new systems. The Software Analysts employ several techniques to obtain customer requirements. These may include the development of, use cases identification, workplace observation, portfolio interviews, discussion groups and creating requirements lists. Prototypes are also used to develop a system such that it can be shown to interested parties. When necessary, the analyst used a combination of these methods to establish the exact requirements of stakeholders, so that a system that meets business needs is produced. But even the final system lacks most of the requirements. The reason behind this is inaccurate understanding of customer needs. They should be ranked from highest to lowest. Ranking of the requirements is very difficult and time consuming, when developing large and complex systems. It should be treated with care. The agent-oriented proposed analysis technique/paradigm will help analysts to take these requirements and classify them based on the repetition of key words by the customer. The algorithm that is used for the classification and ranking of analysis is as follows: Suppose that customer A wishes to develop a complex system for which the requirements are M, N, O, P, Q, R, S, T, U, V, W, X, Y, Z. During the project lifecycle, customer makes several meetings with the organization. These meetings are represented in cycles. A zero value means first cycle, one means second cycle and so on. 
Priorities: N=X=8, S=5, T=4
Requirement may be repeated without any order, as shown in step 3, 4 and 5. The task given above is carried out by the agent without the intervention of the analyst. Agent can make decisions on environmental matters as well. The expression of the client's face can be detected by the Agent and can help how serious he/she is with the requirement. We have taken only about ten cases and numbers of few requirements. But with a large system, the requirements may vary. They may be from few hundred to a million. We have considered ten cases only. But with complex system, there may be more than 1000 cases. Without this automated agentbased system work will be very complicated and the exact priority cannot be judged. At the end of analysis phase, proposed analysis phase result is:
1) Requirements N and X are repeated most of the time by the customer. These are the main requirements and have a higher priority. These requirements must be there in system and should be dealt with great care. 2) Requirements M and S comes at the second place.
These requirements come after N and X and have a higher priority but lower than N and X. 3) Requirements T, Y and Z are repeated fourth times by the customer and have normal priority. 4) Requirements V, W, Q and R are repeated three times by the customer and have low priority. 5) Requirements P and U are repeated twice and have lower priority than V, W, Q and R. 6) Requirement O is discussed once by the customer and has least priority.
DESIGN TECHNIQUE
This technique is based on the concepts of data mining. An organization develops many applications during their life cycle. Most often they repeat the same task again and again. This is a time consuming process and may be defective. Once a design is ready then reuse will be the best solution. It will save time and produce accurate results. Further improvement to any existing developed design would increase efficiency. Data mining technique help to capture these predesigned diagrams based on the keyword of the software developer. So the design can be retrieved from the existing design.
Data mining algorithm is a set of reasoning and calculations that creates a model to extract the data from the data. To create a form, the algorithm analyzes the data first provided by the analyst, and then look for certain types of patterns or existing design in database. The algorithm uses the results of this analysis to determine the best criteria to create a mining model. Then apply these criteria to the entire data set of concrete measures to extract patterns and detailed statistics. Choosing the best algorithm to be used for the analysis of the PIPS was a challenge. Although different algorithms can be used to design the PIPS system, each algorithm produces a different result. Some of the algorithms produce more than one type of system design. The agent oriented design paradigm is based on two data mining algorithms: 1) Classification Algorithm: The algorithm predicts one or more discrete variables based on the attribute supplied by the customer. This algorithm is used by the agent for classification of different diagram developed by the organization. 2) An association algorithm is used to find the correlations between different attributes of a dataset.
The most common application of this type of algorithm is to create association rules, which can be used in a market basket analysis. The algorithm concepts are used to help agent by associating the supplied keyword to the existing system design. In data mining, association rule is a popular and well researched method for discovering interesting relationships between variables in large databases as in [7] . The analysis and presentation of strong rules discovered in databases using different measures of Interests is very important while considering Agent Oriented Design Paradigm. Based on the concept of strong rules, introduced association rules to discover regularities between different locations in large scale data of transactions recorded by Personal Itinerary Planner System in any country. For example, the rule {Akshardham, Jantar Mantar} -> {Qutub Minar} are the visiting place of India that indicate that if a customer visits Askhardham and Jantar Mantar, he or she may also visit to Qutub Minar. This information can be used as a basis for decisions on visiting activities, such as, for example, traveling, pricing and place visit. In addition to the above example of the visiting analysis association rules are used today in many application areas such as Web usage mining, intrusion detection and bioinformatics. Unlike sequence mining, association rule learning usually does not take into account the order of the elements either within a transaction or across transactions. Similarly association algorithm is used for agent oriented designing paradigm. The algorithm will take the user interest as input and the return the most suitable result to the designer. The classification algorithm is used to determine the most effective inputs (i.e., variables), and then association algorithm is used to predict a specific outcome based on the data. The designer will enter the attribute by using our designed agent oriented design paradigm, based on the user inputs the agent will run classification and association algorithm. The agents compare all the criteria with the existing database based on its metric. After comparison the most appropriate design will be extracted from the existing design and displayed to the user. The above designed analysis and design paradigm can be applied to any of the five methodologies. They will not be dependent on any particular concepts. 
MAPPING MODEL CONCEPTS ONTO SOURCE CODE
This section shows that it is possible to define rules for generating program code based on a visual model. Generation of the program code is based on the allocation rules of modeling language concepts on the pieces of program code. JADE is used as the target source code platform. The rules introduced apply only to the JADE environment. Some rules are more general, some are specific to the Java language and some specific to JADE. We will not classify the rules in this paper. The generated code is compliable, but still more additions are required to make it fully functional. The Sniffer agent provided by JADE can be used to see the messages sent between the agents. In the following example of source code we have used emphasized text for the names that are generated from different names used in the visual model. We are using capital letters to highlight the start of mapping definitions of a concept previously defined. JADE is a software development and runtime framework of full implementation in Java. It simplifies the implementation of multi-agent systems through a middleware that aims to meet the FIPA specifications and through a set of tools that support debugging and deployment phase. The agent platform can be distributed among the machines and the configuration can be controlled via a remote GUI. JADE is completely implemented in Java language. JADE is the application of agent behavior using behavior classes. A non-preemptive multitasking to run various behaviors of an agent has been implemented for JADE. An AGENT in a visual model is implemented as a subclass of agent with a default behavior called MessageHandler. Both classes are included in a new package bears the name of the agent. The exact rules for generating JADE code for an agent are as follows:
 The name of the class of agent is the agent's name in the visual model.  The name of the new package is also the name of the agent. The package contains the class of agent, behavior classes, and classes of objects manipulated by the agent.
 Two members of JADE standard functions "setup()" and "Takedown()" are included to manually add specific application code start-up and cleaning.  The default behavior Message Handler begins with "setup()". 
CONCLUSION
We have described two aspects of the final version of the method. We have examined the deficiencies identified in the already existing case studies, and solutions to the problems encountered. The paper then advanced through the method, which describes each step and sub-stage, detailing the tasks, tools and techniques involved. It has been used for describing a method used to provide an overview of steps, tools and techniques. Finally, we introduced an automated version of the method and agent resource model.
