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Tato práce se zabývá analýzou požadavků vybrané taneční školy na vytvářený software a  
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je detailní návrh databázové struktury, diagram objektové vrstvy, návrh uživatelského rozhraní i 
samotné implementace. Dále práce obsahuje popis komunikace mezi jednotlivými částmi řešení a 
popisuje, jak bylo přijato budoucími uživateli a do jaké míry splňuje požadované vlastnosti. 
Abstract 
This thesis analyzes the requirements of the dance school on the software produced and designs 
all layers required for implementation of this product. The product manages courses, their attendees, 
lectors, places where the courses are held and related financial operations. It also includes an interface 
for automatical generation of schedules for courses according to the preferences of the dance school 
and course attendees. This thesis also includes detailed model of database structure, object layer 
model, user interface designs and describes their implementation. Furthermore this thesis includes 
description of communication between all parties participating in created solution and feedback from 
users. 
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Vedení taneční školy nebo kurzů v ní je v dnešní době zaměstnáním velkého množství lidí. 
Agenda s těmito činnostmi spojená se odvíjí od velikosti takové školy a jejího zaměření. Po dlouhou 
dobu se oblast informačních technologií využití v tomto specifickém případě vyhýbala, avšak i tito 
lidé se dnes snaží usnadnit vlastní práci a hledají tak softwarová řešení pro jejich denní činnosti. V 
rámci této práce je za taneční školu považována škola malé až střední velikosti, která je zaměřena 
primárně na výuku společenských tanců pro studenty. 
Agenda takové školy je spojená se zápisem jmen a dalších osobních údajů při získávání 
studentů, udržování informace o nabízených cenách kurzů, zaplacených zálohách a případné 
archivování vyplněných přihlášek. Dalšími typickými činnostmi pak je časová organizace. Pro tento 
typ tanců je nutné přesné vyvážení zástupců obou pohlaví. Organizace kurzů a jejich účastníků je 
jednou z nejdůležitějších částí agendy. Je rovněž nutné plánovat kurzy s orientací na zisk a kvalitu 
výuky. S těmito kurzy jsou spojené i jednorázové akce - plesy - na které jsou zváni nejen účastníci 
kurzů, je tedy potřeba udržovat seznam vstupenek a stolů spolu s informacemi o jejich zaplacení. 
Všechny tyto činnosti byly prováděny ručně a papírově. Účastníci kurzů dostávali při zápisu 
papírovou kartičku s místem pro vylepení fotografie, návštěvníci plesů papírové vstupenky. 
Dohledatelnost určité osoby, která se kurzů účastnila před více lety pak byla velmi složitá. Úprava 
průkazky pro jinou, neplatící, osobu pak byla naopak velmi jednoduchá. 
Předmětem této práce je návrh a realizace informačního systému pro usnadnění a zpřehlednění 
provádění výše popsaných úkonů, zejména pak poskytnutí možnosti automatického generování 
rozvrhů kurzů, která však musí být plně ovlivnitelná uživatelem z hlediska zadávání podmínek na 
místa konání a lektory. Systém přispěje k ověření identit účastníků pomocí správy jejich fotografií a 
vyloučí tak možnost falzifikace. Globalizační vlastností systému pak je jazyková nezávislost. V 
základní podobě bude podporovat angličtinu, v budoucnu pak vzhledem k plánovanému nasazení 
aplikace český a německý jazyk. 
Protože vývoj probíhá pouze v rámci jednoho školního roku vybrané taneční školy, bude 
systém možné v době vývoje pouze analyzovat z pohledu jeho budoucích uživatelů. Jeho reálné 
nasazení pak proběhne v novém školním roce a na základě poznatků bude dále upravován pro potřeby 
této školy. Po úspěšné evaluaci dosažených výsledků bude uvolněn pro nasazení v dalších zařízeních 
s podobným zaměřením. Cílem je vyvinout softwarový produkt, který bude používat několik 
tanečních škol a jehož datový základ bude spravován v rámci jednoho serveru, což následně umožní 




2. Analýza požadavků 
S vybranou taneční školou jsou prováděny pravidelné konzultace ohledně potřeb na vyvíjený 
software. Na počátku vývoje byla provedena základní neformální specifikace požadavků, jejíž obsah 
se dále zpřesňuje postupem vývoje a  předkládáním již vyvinutých částí systému. Zejména se pak 
jedná o prototypy uživatelského rozhraní. 
2.1. Neformální specifikace 
Taneční škola potřebuje informační systém pro správu agendy spojené s jejím fungováním. 
Systém by měl mít dvě části, jednu administrátorskou, ve které se budou plánovat kurzy a další 
administrativní činnost, a druhou klientskou, která bude používána na kurzech pro ověřování 
prezence zapsaných osob a evidování finančních operací. 
Administrátorská část musí vést přehled osob a ke každé osobě informace o provedených 
platbách, zapsaných kurzech a proběhlé účasti na nich. Měla by zobrazovat přehled kurzů a k nim 
dodatečné informace v podobě statistik návštěvnosti v jednotlivých termínech a data o výnosu z kurzů 
podle registrovaného počtu účastníků a ceny pronájmu sálů. Tyto přehledy budou mít grafickou 
podobu grafu tak, aby byly co nejvíce intuitivní a poskytovaly vysokou informační hodnotu. Dále 
musí být umožněno vytvoření nového kurzu s buď manuálně nastaveným místem a dnem konání 
nebo nastavením parametrů vybere místo a den v týdnu systém automaticky. Do automatického 
výběru musí být promítnuty i preference účastníků, respektive skupin účastníků (třída školy). Systém 
by měl umožňovat evidenci sálů, ve kterých kurzy budou probíhat, a k těmto sálům přiřadit dny a 
časy, kdy je lze sál použít. Každému sálu pak bude možné nastavit cenu pronájmu. I faktory jako cena 
musí být v automatickém generování rozvrhů zohledněny. Speciálními případy sálů pak jsou haly pro 
konání plesů a jednorázové akce. Pro tyto akce musí existovat samotná evidence spojená s prodejem 
vstupenek a organizací volných míst. Prezence na tyto akce pak bude provedena stejným způsobem 
jako na kurzy. Systém musí obsahovat přehled finančních operací, které byly provedeny účastníky. 
Zejména jde o platby záloh na kurzy, doplatky a nákupy vstupenek na plesy. Tato data by také měl 
summarizovat a vytvářet z nich přehledy. Dále musí umět filtrovat osoby v systému zadané a těmto 
podmnožinám vybraných osob odesílat e-mailové newslettery. Osoby musí být možné rozdělit do 
škol a tříd, které slouží zejména pro filtrování a pro generování rozvrhů kurzů, kdy osoby z jedné 
třídy chtějí být na kurzu spolu. Pro všechna data v systému musí být umožněna archivace, respektive 
je žádoucí přítomnost přepínače, kterým se zobrazí všechna data i z historie nebo pouze data aktuální 
pro vybraný rok. Tato administrační část by měla být dostupná pouze majiteli školy, případně i 
lektorům s omezenými pravomocemi. 
Klientská část bude sloužit k použití na místě konání kurzu. Z tohoto důvodu musí poskytovat 
maximálně intuitivní a rychlé uživatelské rozhraní. Aplikace bude vzhledem k mobilitě pracovat na 
tabletu a je proto nutná optimalizace aplikace pro dotykové ovládání. Je žádoucí, aby aplikace 
fungovala na operačním systému Windows 7 vzhledem ke stávajícímu technickému vybavení taneční 
školy. Musí obsahovat přihlášení uživatele kvůli identifikaci provedených operací (přidání nové 
osoby, finanční operace). Role uživatele je v klientské aplikaci pro všechny stejně omezená. Tato část 
je určena pouze pro provádění některých operací na místě konání. Musí obsahovat přehled osob a 
kurzů, které se týkají právě přihlášené osoby, zejména z důvodu prezence účastníků. Musí umožnit 
ověření, zda má konkrétní osoba daný kurz zapsán a vést statistiku osob, které na kurzu jsou 
přítomny. Každý účastník při zápisu získává unikátní osobní číslo, které slouží pro jeho identifikaci 
při prezenci na kurzu pomocí čárového nebo obrazového kódu na průkazce a čtečky čárových kódů. 
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Někdy nastává situace, že účastníkovi je umožněna prezence na jiném než zapsaném kurzu. Tuto 
situaci musí systém zohlednit a podporovat. Takové výjimky pak může provést kterýkoli přihlášený 
uživatel (lektor). Spolu s přehledy je nutné zobrazení finančních transakcí jednotlivých osob (tedy ne 
přehledy, zde pouze pro ověření, že má daná osoba kurz zaplacen). Systém také musí obsahovat 
rozhraní pro přidávání nových účastníků a okamžitou evidenci jejich finančních operací (nově 
přihlášená osoba hned zaplatí zálohu). Mělo by být k dispozici rozhraní pro fotografování pomocí 
webkamery pro okamžité pořízení snímku nového účastníka. Pomocí tohoto systému budou také 
prodávány vstupenky na výše zmíněné akce, proto je nezbytné, aby systém uměl vést tuto evidenci 
s přehledem volných míst. 
2.2. Specifikace požadavků 
Na základě neformální specifikace byly sestaveny požadavky na systém a vytvořen návrh na 
podobu systému. 
Administrátorská část bude implementována jako webová s přístupem pouze odpovědných 
osob vedení taneční školy a vývojářů systému. V této části budou umožněny veškeré změny v datech 
pomocí rozhraní pro správu kurzů, termínů konání a míst, účastníků, jejich tříd a škol, spojených 
finančních operací a zápisů do kurzů. Rozhraní pro správu vstupenek na speciální termíny kurzů je 
rovněž obsahem této části. Na tomto místě se bude provádět nastavení parametrů systému, zejména 
přehled uživatelů (lektorů) a jejich oprávnění provádění prezence (vedení) v kurzech. Bude sloužit 
jako stěžejní při správě dat a bude poskytovat příslušné metody webových služeb pro datovou 
komunikaci s klientskou aplikací. 
Pro administrátorskou část byly identifikovány následující základní body: 
 Administrace kurzů (včetně termínů a míst konání) 
 Administrace osob (včetně tříd, škol) 
 Administrace zápisů osob na kurzy 
 Administrace finančních operací 
 Správa uživatelů a jejich práv (lektoři) 
 Automatické i manuální generování rozvrhů kurzů 
 Odesílání newsletterů 
 Export kartiček účastníků 
Klientská část bude implementována s omezenou funkcionalitou, přesto s kompletním datovým 
modelem a stejným modelem databáze, který bude v definovaných okamžicích aktualizován. 
Aplikace bude pracovat v offline módu. Poskytovat bude přehled vybraných kurzů podle přihlášené 
osoby, bude poskytovat mechanismus pro kontrolu prezence osob s možností vyhledání osoby 
(ztracená průkazka). Rovněž bude implementováno rozhraní pro zadání finančních operací (doplacení 
ceny kurzu apod.). Vzhledem k použití klientské aplikace na dotykovém zařízení bude tato část 
implementována pro uživatelské prostředí Metro. 
Pro klientskou část byly identifikovány následující základní body: 
 Přehled osob a změny údajů (včetně tříd, škol) 
 Přehled zápisů osob na kurzy (včetně výjimek a jejich přidávání) 
 Přehled finančních operací osob (včetně přidání) 
Na základě těchto bodů byli identifikováni aktéři: 
 Účastník kurzu – je zaregistrován do systému, přísluší mu finanční operace a zápisy do 
kurzů. Sám jako takový se do systému nepřihlašuje a nemá k němu přístup 
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 Uživatel (lektor) – je zaměstnancem taneční školy a je hlavním uživatelem klientské 
části systému. Provádí prezence na kurzech a může registrovat nové účastníky. 
 Administrátor – má přístup ke všem záznamům, smí provádět všechny operace 
 
 




3. Existující aplikace 
V této kapitole jsou popsány existující aplikace z některého pohledu řešící uvedený problém. 
Produkty se v této oblasti software dají rozdělit na školní software a specifičtější software pro taneční 
školy. V příslušných podkapitolách jsou popsány výsledky testování jednotlivých produktů a 
informace o tom, zda vyhovují potřebnému použití. 
3.1. Headmastersoft School Management System 
School Management System je velmi jednoduchá, na oknech založená aplikace správy 
studentů, tříd a učitelů. Mimo základní přehledy a správu dat poskytuje informaci o účasti studentů na 
termínech kurzů, umožňuje nastavení úrovně kurzu a tisk studijních výsledků studentů. Těmito 
funkcemi se řadí spíše do kategorie školních systémů. Testování aplikace odhalilo také další omezení, 
např. nedostatečně dlouhý název lekce, a chyby v implementaci. Z hlediska vyvíjeného systému tak 
pro svou trivialitu nepředstavuje řešení. Cena produktu je dle [4] $146. 
 
Obrázek 2 - School Management Software 
3.2. TripleThreat Software Studio Manager 
Studio Manager je komplexní aplikace pro správu taneční školy. Poskytuje rozsáhlé možnosti 
uložení studentů, rodin studentů, kurzů i lektorů a souvisejících finančních operací. Součástí jsou i 
nástroje zápisů kurzů a posílání newsletterů, velmi propracované statistiky a tisk účtenek. Pro mladší 
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ročníky je možné do systému nastavit kontakty na rodiče. Finanční operace mohou být jednorázové 
nebo opakované, stejně tak je možné přizpůsobovat cenu kurzů jednotlivým účastníkům. Systém umí 
uchovat doplňující informace o osobě (míry, váha apod.) stejně jako poznámky o pokročilosti. 
Z hlediska funkcionality se mimo automatické generování rozvrhů jedná o velmi propracovaný 
produkt. Uživatelské rozhraní však nepodporuje úpravu velikosti (zvětšuje se celé okno jako při 
použití lupy) a svým konceptem je nevhodné pro dotykové ovládání. Nabízené rozhraní pro kontrolu 
prezence osob na kurzech rovněž neposkytuje žádné možnosti rychlého dohledání osoby pomocí 
čárového kódu – vyhledáváním příslušné osoby a zapisováním prezence pomocí několika záložek se 
tak proces prezence stává zdlouhavým. Aplikace na uživatele působí příliš složitým dojmem a může 
tak od používání odradit. Cena produktu je $398 za neomezenou licenci a podporu [5]. 
 
Obrázek 3 - Studio Manager 
3.3. The Studio Organizer 
The Studio Organizer je nejkomplexnější z popsaných aplikací. Umožňuje ukládání mnoha 
typů dat příslušných k účastníkům včetně kontaktů na rodiče, kontaktům v případě nouze, obsahuje 
přehledy faktur, dosažených kvalifikací a podrobné informace o mírách. Kurzy umožňují uchovávat 
informace o prezenci. Jako jediná aplikace z vybraných umožňuje prezenci na základě čárových 
kódů. Aplikace má ale velmi nepřehledné uživatelské rozhraní a seznam uživatelů založený na 
posunování v záznamech. Výrobce při instalaci důrazně doporučuje čtení obsáhlého manuálu 
k ovládání aplikace. Pro dotykové ovládání je taktéž nevhodné. Systém podporuje automatické 
zálohování dat. Cena produktu je $399 za licenci a neomezenou podporu a aktualizace po dobu 




Obrázek 4 - The Studio Organizer 
3.4. Dance Studio Manager II 
Dance Studio Manager II je čistě webová aplikace, nesplňuje tedy požadavek na klientskou 
část pro offline režim. 
 
Obrázek 5 - Dance Studio Manager II 
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Také nesplňuje požadavek na prezenci pomocí čárových kódů. Umožňuje správu účastníků 
(rodin), jejich prezenci na kurzech, rozsáhlé dělení kurzů i odesílání newsletterů skupinám. Nastavení 
parametrů je velmi jednoduše proveditelné v globálním nastavení aplikace. Uživatelské rozhraní je 
intuitivní a přehledné, použitelné i pro dotyková zařízení. Obsahem je také generování podrobných 
přehledů. Cena produktu je $250 [7]. 
3.5. Výsledky 
Z porovnání existujících aplikací vyplynulo, že produkt vyhovující všem požadavkům na trhu 
neexistuje. Klíčovým problémem u vybraných aplikací je nepřehlednost uživatelského rozhraní, kdy 
není zřejmé jak lze požadované akce dosáhnout. Napříč aplikacemi se objevují závažné chyby UX 
designerů, které se projevují nepohodlným přecházením mezi poli (nutnost přesunu klávesnice-myš 
z důvodu nemožnosti použití TAB a SHIFT-TAB pro pohyb po standardním toku formuláře), 
nemožností změny velikosti okna nebo nepřirozený zoom rozhraní, který se běžně používá u obrázků.  
Přechody mezi účastníky pomocí horizontální navigace (záznamy) je z hlediska použití v taneční 
škole nepřijatelná. Okenní aplikace vykazovaly po delší době používání nadmíru otevřených oken, 
což také přispívá k nepřehlednosti a ztrátě času při hledání jednoho požadovaného. Chybějící 
funkcionalita pak spočívá v nepřítomnosti modulu prezence účastníků, nemožnosti zřízení globální 
databáze a offline synchronizace či správě kontaktních osob různých skupin. Dílčím problémem pak 






4. Návrh implementace 
V této kapitole bude podrobně popsáno rozvržení činností aplikace mezi její jednotlivé části. 
Ty a jejich činnost jsou dále podrobně popsány v příslušných podkapitolách. Součástí kapitoly je také 
návrh databázových tabulek pro uchování získaných dat, návrh datového modelu aplikace a také 
model komunikace a způsob předávání dat (aktualizace).  
Aplikace, která bude zastávat všechny úkony popsané v rámci této práce, bude sestávat ze dvou 
oddělených částí, jak bylo popsáno ve specifikaci požadavků. Obě části budou implementovány 
pomocí technologií společnosti Microsoft zejména pro jednoduchost použití a robustnost výsledné 
aplikace. 
Serverová část bude čistě webová, zajišťující správu všech typů dat a generování rozvrhů. 
Součástí této části je také rozhraní pro nahrávání fotografií kvůli rozšíření možností správy uživatelů. 
Generování rozvrhů pak probíhá jednorázově po zadaném pokynu uživatele. Podoba uživatelského 
rozhraní je navržena ve stylu Metro zejména kvůli podobnosti s klientskou aplikací a pohodlností 
uživatelů, kteří používají obě části řešení. Dalším důvodem pro použití tohoto stylu je přehlednost a 
intuitivnost rozhraní a rychlost dosažení požadované akce. 
Klientská část bude obsahovat rozhraní pro uživatele (lektory). Její podoba bude některé prvky 
sdílet s webovou. Navržena bude s ohledem na použití v dotykových zařízeních a vzhled bude 
dodržovat designové směrnice určené pro vývoj Windows Store aplikací ve stylu Metro. Její 
implementace však bude technologií WPF, aby byla dodržena podmínka běhu aplikace na starších 
verzích operačního systému Windows a aby bylo možné použít stejný objektový model. Hlavními 
případy použití pak bude vyhledání osoby a její zapsání na kurz, zápis její prezence na kurzu, 
vytvoření nové osoby a provádění finančních operací. 
Samotná implementace bude rozdělena do vrstev podle úrovně abstrakce a typu dat, se kterými 
bude pracovat. Návrh těchto vrstev ukazuje Obrázek 6. 
 
Obrázek 6 – návrh vrstev aplikace 
4.1. Návrh databázové struktury 
Vzhledem ke komplexnosti systému je návrh databázové struktury značně rozsáhlý. Model je 
sdílen oběma částmi aplikace a je vzájemně synchronizován s použitím webových služeb, což je 
popsáno v dalších kapitolách. Z důvodu synchronizace se také v některých tabulkách objevují pole 
LastChange a DBState. První z nich slouží k zapamatování hodnoty, kdy byl záznam naposled 
upraven. Druhý slouží k uložení stavu řádku u klientské části aplikace. Podle tohoto stavu se následně 
určuje priorita záznamu na serveru nebo u klienta. 
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Základním prvkem databáze je tabulka Persons uchovávající data o osobách v systému. 
Systém obsahuje role uživatelů. Ti, kteří mají do systému přístup, jsou od účastníků kurzů odlišeni 
existencí záznamu v připojené tabulce Users. ID záznam v tabulce Users pak není pro dále 
zobrazné vazby použit. Zejména kvůli možnosti uchovat k osobám i uživatelům (lektorům) kontaktní 
informace ve stejných tabulkách je použit klíč z tabulky Persons. 
 
Obrázek 7 - tabulky uživatelů a rolí 
Jak bylo zmíněno výše, je žádoucí, aby ke každému účastníkovi (osobě) bylo možné přidávat 
libovolný počet kontaktních informací a adres. Jejich uchování v databázi zobrazuje následující část 
databázového diagramu. 
 
Obrázek 8 - tabulky kontaktů 
Každý kontakt v tabulce Contacts má určenou prioritu podle které pak bude v systému 
zobrazen, a název, podle kterého se odlišují kontakty pro různé druhy použití. Typ kontaktu (odkaz 
do samostatné tabulky) pak určuje médium, kterého se hodnota týká (tj. e-mail, telefonní číslo apod.). 
Obdobným způsobem jsou navrženy kontaktní adresy a jim příslušné typy (domů, práce apod.). 
Adresy pak nemají název, místo názvu je uložena ulice a další její parametry. Kontaktní informace je 
možné přiřazovat jak osobám, tak uživatelům (lektorům). 
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Následující diagram ukazuje návrh struktury uchovávání dat týkajících se finančních operací. 
Každou finanční operaci provádí určitý účastník (vztah označený make) a je zpracována uživatelem 
(lektorem) nebo administrátorem (vztah označený is processed by). V poli ProcessedById se smí 
objevit pouze Id osoby, která má rovněž záznam v tabulce Users a má tedy právo tyto operace 
provádět. Každá operace má také svůj účel, který je definován v poli Identification a obsahuje 
identifikátor záznamu zápisu kurzu nebo zakoupené vstupenky. Účel zakoupení je reflektován 
v samostatné tabulce FinancialOperationsSubjectsOfPayment a přítomným cizím 
klíčem. Pokud jde o operaci vkladu nebo výplaty peněz, je pole Identification i SubjectOfPayment 
prázdné. 
 
Obrázek 9 - tabulky finančních operací 
Cílovou skupinou taneční školy jsou středoškolští studenti, proto je žádoucí mít k dispozici 
jejich přiřazení do tříd. V následujícím diagramu jsou tabulky uchovávající data o školách a třídách. 
Osoba je pak přiřazena třídě pomocí tabulky PersonsInClasses. Každá třída může mít kontaktní 
osobu, která je zobrazena vztahem is contact person. Kontakty je žádoucí uchovávat i na úrovni 
školy, k čemuž slouží tabulka ContactPersons. Zde budou umístěny záznamy o kontaktech na 




Obrázek 10 - tabulky škol a jejich kontaktů 
Návrh modelu databáze pro uchovávání dat kurzů zobrazuje Obrázek 11. Obsahuje také 
tabulku CoursePlaces pro místa konání kurzů. Této tabulce přísluší CoursePlaceSlots, kde 
se uchovávají záznamy časů (slotů), do kterých je možné umístit kurz. Zápis účastníka do kurzu 
uchovává tabulka PersonsInCourses na Obrázku 12. Také zde platí omezení, že Id osoby v poli 
ProcessedById musí mít záznam v tabulce Users a příslušná oprávnění. Tabulka Attendance 
slouží k zaznamenání prezence účastníka na kurzu. Slouží také k okamžité statistice zobrazující počet 
osob na aktuálním kurzu v reálném čase. Tabulka CourseDateExtraPermit umožňuje vkládat 
záznamy s výjimkami platných vstupů vybraných osob na vybrané termíny kurzů. Součástí jsou 
informace o ceně, aby bylo možné tyto výjimky zpoplatňovat a ověřovat jejich zaplacení. V této 
tabulce budou uchovávány i prodané vstupenky na speciální termíny (plesy, prodloužené apod.). 
Každá vstupenka je pak svázána s konkrétním účastníkem, který ji koupil. Pole Description je použito 
k uložení dodatečné informace, obvykle popisuje rezervované místo, a pole Identification pak 
uchovává unikátní klíč, podle kterého je vstupenka ověřena. Obrázek 12 pak zobrazuje tabulku 
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UsersDoCourses, která určuje který lektor může vést který kurz a za jakou cenu. Nepřímo je tak 
určena k omezení při automatickém generování rozvrhů. Přímo ovlivňuje, že ke kurzu lze přidat 
termín s lektorem pouze takovým, který má záznam i v této tabulce. Spolu s tabulkou 
CoursePlaces také udávají cenu za kurz (cena lektora + cena za prostor). 
 
Obrázek 11 - základní tabulky kurzů, termínů a míst konání 
 




Obrázek 13 - tabulky zápisu osob do kurzů a prezence osob 
Návrh databáze doplňuje tabulka Configuration, která slouží k persistenci aplikačně 
specifických konfiguračních dat a obsahuje mimo unikátní klíč pouze pole Name a Value. 
4.2. Návrh objektové vrstvy aplikace 
Obrázek 14 ukazuje návrh struktury aplikace a vzájemné provázání jejich částí. Centrem je 
osoba – účastník kurzu, která může být zapsána do kurzu za určitou cenu (vztah IsEnrolledIn). Každý 
kurz má vypsané termíny (Dates), kterých se osoba může účastnit. Návštěvnost osoby v kurzu je pak 
modelována pomocí vztahu Attends. Na tato data je možné přijít i s jednorázovou vstupenkou 
(Ticket). Pak je prezence dokončena zneplatněním již použité vstupenky. Je však možné vstupenku 
znovu obnovit, pokud její držitel projde kontrolním místem v opačném směru a bude mu tak umožněn 
návrat. Kurzy v daných termínech jsou konány v daných prostorách (Places) a každý termín může být 
veden jinde, což je modelováno vztahem AreHeldIn, který zohledňuje i různou cenu za pronájem 
prostoru. 
Osoby mohou příslušet do tříd (Class) a škol (School). Účastník může v průběhu své registrace 
měnit zařazení do tříd, což zohledňuje vztah IsEnrolledIn mezi ním a třídou. Rovněž jsou s účastníky 
registrovány kontaktní osoby v daných školách a rozlišeny vztahem IsContactPerson vedoucím 
k příslušné škole. Osoby mohou provádět finanční operace (FinancialOperation). 
Uživatelé odlišeni vztahem is vedoucím do entity User mají pevně přiřazenu roli v systému 
(vztah has do AuthorizationLevel). Tyto role jsou v počátku systému pouze dvě – administrátor a 
lektor. Robustnost řešení je záměrem pro možné rozšíření systému v této oblasti do budoucna. 
Schopnost lektorů vést konkrétní kurzy je modelována vztahem CanLeadCourse a je odlišena 
atributem ceny za jejich práci. Cena je vždy uváděna za jednotku času (1 hodina čistého času) kvůli 
modelované možnosti termínu mít vlastní hodnotu doby trvání. Příslušné algoritmy pak tuto hodnotu 
přepočítávají pro konkrétní termíny. Stejným způsobem jsou modelovány ceny v různých měnách. 
17 
 
V současné podobě aplikace systém pracuje s jednou zadanou měnou. Do budoucna je 
připraven pro zadání a používání více různých měn. Ty pak budou přepočítávány pomocí kurzu, 
nastaveného v konfigurační tabulce. Veškeré finanční operace jedné osoby pak budou přepočítávány 
do měny, ve které byla provedena první operace. Správu měn má k dispozici pouze globální 
administrátor, nemají k nim tedy přístup žádné osoby z taneční školy. 
 
 
Obrázek 14 - návrh objektové vrstvy aplikace 
Obrázek 15 zobrazuje celý navržený informační systém v částech a způsoby komunikace mezi 
nimi. Jak bylo zmíněno, obě části systému používají stejnou vnitřní architekturu, což znamená, že 
používají stejné třídy, vytváří a manipulují se stejnými objekty. 
Klientská část používaná lektory obsahuje lokální kopii databáze, se kterou pracuje offline. Je 
tedy nezbytně nutné, aby byla aktuální před každým kurzem. Synchronizace mezi globální a lokální 
databází probíhá přes datovou vrstvu aplikace a využívá webovou službu implementovanou 
v serverové části. Pro ověření nutnosti synchronizace se použije z každé relevantní tabulky řádek 
s nejnovějším datem změny a odešle se dotaz webové službě, která údaje ověří proti globální 
databázi. Synchronizace pak probíhá pomocí protokolu SOAP s využitím serializovatelných objektů, 
kdy se stahují pouze taková data, která je třeba aktualizovat. Formátem pro přijetí zpráv je XML. 





Obrázek 15 – rozvržení systému do jednotlivých částí 
4.2.1. Service-oriented architecture 
„Everything should be made as simple as possible, but not simpler.“ – Albert Einstein [14]. Po 
zvážení této myšlenky a jejím převedení ji do IT oboru je možné zjistit, že velké množství již 
existujících systémů je příliš jednoduchých a plně nezvládá úkoly, ke kterým jsou určeny. Druhým 
extrémem jsou příliš komplexní a složité a tím pádem i nákladné na údržbu a správu. Integrace více 
systémů tak, aby spolu mohly spolupracovat, je pak až nemožná [14]. 
Při vývoji softwaru je možné pozorovat opakující se vzory kódu, podobná řešení problémů a 
situací. Je pak výhodné uložit řešení problému a znovupoužít jej v místě, kde se obdobný problém 
vyskytne znovu. Je třeba rozlišovat reálné a umělé závislosti. Reálná závislost je taková, kdy jeden 
systém je závislý na druhém a neduplikuje jeho funkcionalitu. Naopak umělá závislost je případ, kdy 
není druhý systém použit z nějakého umělé vytvořeného důvodu. Obvykle může jít o nemožnost 
integrace kvůli různým datových typům, různým formátů hodnot dat a podobně. Cílem tedy je tyto 
umělé závislosti redukovat na minimum [14]. 
SOA (Service Oriented Architecture) je implementací výše uvedené myšlenky. Jejím cílem je 
zobecnit funkcionalitu a definovat rozhraní pro přístup k ní tak, aby byla použitelná ze všech agentů, 
kteří ji využívají ke své činnosti. Toto rozhraní musí být globálně přístupné všem konzumentům. 
Obvyklým výsledkem práce služby je změna v datech agenta nebo poskytovatele služby [14]. 
Architektura systému je navrhována jako service-oriented a proto je funkcionalita aplikací nad 
rámec jádra složena ze služeb, které spolu interagují ke splnění požadovaného cíle. Příkladem je 




Obrázek 16 - rozvržení systému do jednotlivých částí a ukázka interakce služeb 
4.3. Návrh prezentační vrstvy aplikace 
Návrh prezentační vrstvy obou částí systému je přizpůsoben novému uživatelskému prostředí 
Metro použitém v Microsoft Windows 8. Počátky tohoto prostředí lze datovat zpět až k prostředí 
Media Center, které bylo použito ve speciální verzi operačního systému Microsoft Windows XP. 
Principy byly přejaty do multimediální aplikace Zune a postupně společností Microsoft integrovány 
do dalších produktů. V operačním systému se poprvé objevilo v mobilní verzi Windows a vylepšená 
verze již oficiálně pojmenovaná Metro je nyní ve Windows 8 [3]. 
 
Obrázek 17 - Content, not chrome princip (převzato z [2]) 
Podle [2] existuje několik principů tohoto prostředí. Fierce reduction znamená redukci toku 
aplikace, kterým uživatel musí projít pokud chce provést nějakou akci. Touto redukcí se dosahuje 
přehlednosti a orientace v aplikaci. 
Content, not chrome je princip velmi podobný zmíněné redukci, ale vztahuje se na uživatelské 
rozhraní, tedy jak aplikace vypadá. Obrázek 17 ukazuje význam tohoto principu. 
Typografie je důležitým aspektem Metra, protože umožňuje strukturovat informace uživateli. 
Užívá se různých velikostí a tučností písem k prezentaci dat dle jejich priority pro uživatele. Tento 
princip pak velmi redukuje použití ikon a obrázků, protože jednoduše nejsou potřeba. 
Princip animace pak pomáhá uživateli rozpoznat, co za akci provedl. Výrazné efekty jsou 
použity například pro přechod mezi aplikacemi, jemné efekty jsou pro zobrazení určitého typu dat 
nebo provedení nějaké akce v rámci jednoho programu. 
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Posledním principem je Authentically Digital, který říká, že se v uživatelském rozhraní 
nesimulují objekty reálného světa (např. textura knihovny na pozadí seznamu knih), ale využívá se 
výše popsaných principů a neskrývá se digitální podoba předávaných informací. Vychází se 
z přesvědčení, že uživatelé raději ocení přístup k samotné informaci než simulaci reálných fyzických 
objektů. 
Pro uživatele plyne hlavní výhoda využití stylu Metro v uživatelském rozhraní v jeho 
přizpůsobení k dotykovému ovládání a přehlednosti. Pro Metro existují tzv. design guidelines, tedy 
pravidla a návody k vytváření uživatelského rozhraní, které by měl návrh splňovat. Pro aplikace, 
které jsou dále distribuovány pomocí Windows Store je dodržování těchto zásad povinné [1]. 
Navigace v aplikacích může probíhat podle [1] dvěma způsoby, hierarchicky nebo plošně. 
Rozdíly ukazuje Obrázek 18. V navrhovaném systému budou použity oba principy způsobem, který 
je popsán v příslušných podkapitolách. 
 
Obrázek 18 - vlevo hierarchická navigace, vpravo plošná navigace (převzato z [1]) 
4.3.1. Administrace 
Administrační část, čistě webová, bude přes své zaměření také navržena s ohledem na 
specifikovaná pravidla designu v [1]. Jak bylo zmíněno v dřívějších kapitolách, návrh vzhledu obou 
částí by měl nést stejné prvky vzhledem k tomu, že je mohou ovládat stejní uživatelé. Budoucí 
podoba aplikace byla konzultována se zástupci taneční školy, kteří již s aplikacemi ve stylu Metro 
mají zkušenosti a bude tak pro ně ovládání systému snadné. 
Hlavní strana administrace bude mít podobu tabulky s odkazy na jednotlivé části správy 
(Obrázek 19), což odpovídá jednotlivým případům užití z diagramu v kapitole specifikace požadavků. 
Tyto odkazy dále vedou do samostatných stránek s flat strukturou. Na obrázku je také vidět základní 
rámec webové části, kdy na horní straně obrazovky je po celou dobu pobytu uživatele zobrazen panel 
s odkazem na hlavní stránku a informací o přihlášeném uživateli. 
 
Obrázek 19 - návrh podoby hlavní stránky administrace 
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V následujícím textu je navržena rozloha stránek do flat struktury. Toto rozložení je 
inspirováno komponentou Panorama (viz Obrázek 20) známou z mobilních zařízení na platformě 
Windows a z jiných produktů společnosti Microsoft. 
  
Obrázek 20 - implementace obrazovek a způsob přecházení mezi nimi (převzato z [2]) 
Pro přechod na konkrétní rozlohu je nutné vybrat příslušnou ikonu z hlavní stránky, např. 
výběrem ikony „People“ se administrátor dostane do plochého zobrazení, kde jsou na první stránce 
zobrazeni účastníci kurzů a na druhé stránce v horizontálním směru uživatelé (lektoři). Třetí stránku 
pak tvoří formulář pro export dat určených k tisku identifikačních karet. Tuto strukturu ukazuje 
Obrázek 20. 
 
Obrázek 21 - flat struktura People 
Obrázek 21 zobrazuje strukturu stránek při správě kurzů a jim příslušejících dat. Na hlavní 
stránce se zobrazí seznam kurzů. Při vybrání kurzu je uživatel přesměrován na stránku Course detail, 
která na dalších listech umožňuje zápis a odhlášení účastníků na kurzy. Současně obsahuje přehled 
termínů, kdy kurz probíhá, a rozhraní pro jejich správu. Generating je stránka s formulářem, ve 
kterém bude možné vybrat kurz a místo a spustit plánovací algoritmus. Jeho výsledky jsou následně 




Obrázek 22 - flat struktura Courses 
Strukturu správy škol zobrazuje Obrázek 23. Zápis do tříd probíhá obdobně jako u kurzů. 
V detailu školy je zobrazen seznam tříd s uvedením roku započetí. Současně jsou v detailu zobrazeny 
kontaktní osoby a adresa školy s odkazem na její vyhledání online. 
 
Obrázek 23 - flat struktura Schools 
Obdobným způsobem jako výše zmíněné struktury stránek jsou navrženy i struktury pro správu 
míst a odesílání newsletterů. V případě formuláře k odeslání newsletteru je na první stránce 
komponenta pro výběr účastníků podporující filtrování. Na druhém listu je pak formulář pro samotné 
odeslání zprávy. Správa dat ve smyslu přidávání, úpravy a odstraňování je navržena jako popup okno, 
které zcela zakryje navštívenou stránku. Uživatel tak není nikam přesměrován, ale zůstává na stejné 
stránce. Do tohoto okna pak může vyplnit pouze relevantní informace k vybranému datovému typu. 
V systému jsou situace, kdy se na stránce zobrazují informace z různých datových kontextů. 
V takových případech je správa přesunuta do nové stránky a uživatel po provedení akce přenesen zpět 
na původní. Toto se týká zejména detailu uživatele a termínu kurzu. 
4.3.2. Klientská část 
Klientská část bude mít podobu čisté Metro style aplikace a pouze hierarchickou strukturu. 
Podle [1] je na místě volit rozložení obrazovek podle případů užití koncovým uživatelem. Nejčastěji 
využívaným případem klientské aplikace je prezence osoby na kurzu. Na první obrazovce proto bude 
rozhraní pro výběr termínu kurzu. Tento výběr je omezen podle přihlášeného uživatele a aktuálního 
data. Následně zde bude umístěn seznam osob s přepínačem, omezující zobrazené osoby na 
přihlášené k vybranému kurzu, a pole pro zadání hodnoty z čárového kódu. Toto pole pak filtruje 
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seznam uživatelů nejen na hodnotu identifikačního čísla, ale i na další pole jako je jméno, příjmení, 
škola apod. Tím je dosažena možnost rychlého vyhledání osoby, která zapomněla kartičku doma. Po 
vyhledání osoby je umožněn její zápis dvojím klikem na položku seznamu. Prototyp této obrazovky 
ukazuje Obrázek 24. 
 
Obrázek 24 - prototyp obrazovky určené k zápisů prezence 
Další obrazovkou bude přehled osob na aktuálním termínu s možností zobrazení jejich karet. 
Karty osob rovněž umožní zobrazení souvisejících finančních operací. Prostřednictvím detailu 
uživatele bude také možné měnit související data jako jsou adresy a kontaktní informace. 
Předposlední obrazovka je vyhrazena pro výběr jiného termínu kurzu a sloužit bude zejména pro 
finanční operace. V tomto rozhraní pak bude probíhat i správa vstupenek na jednotlivé speciální 
termíny (vstupenky na plesy). Poslední obrazovka bude představovat kalendář termínů, které má 
přihlášený lektor vést. 
 
Obrázek 25 – hierarchická struktura obrazovek klientské aplikace 
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Mezi jednotlivými obrazovkami bude možné přecházet pomocí výběru z kontextového menu, 
které je zobrazeno po kliknutí na tlačítko se symbolem šipky dolů. To je umístěno na každé hlavní 
obrazovce vedle názvu aktuálně zobrazené obrazovky. 
4.4. Automatické generování rozvrhů 
V této kapitole je nejprve potřeba definovat, co vlastně pro potřeby této práce rozvrh je. Ze 
specifikace požadavků vyplývá, že na počátku je k dispozici skupina osob, která má zájem o vybraný 
typ kurzu. Tato skupina je obvykle dále dělitelná na třídy škol. Dále jsou k dispozici lektoři, kteří 
daný kurz mohou vést, a prostory, ve kterých se kurz může konat. Všechna tato data jsou omezena 
tak, jak je popsáno v návrhu databáze v předešlé kapitole. Další potřebná data jsou doplněna 
uživatelem. Výsledkem (rozvrhem) pak je naplánování termínů kurzů tak, aby byly zajištěny zadané 
tvrdé a měkké podmínky, které jsou vysvětleny v textu dále, a bylo dosaženo maximální efektivity i 
z hlediska financí. 
Pro generování rozvrhů je potřeba nejprve definovat tvrdé a měkké podmínky. Tvrdé 
podmínky jsou takové, které musí být splněny vždy a jakýkoli rozvrh, který jejich splnění 
neumožňuje, není použitelný. Tvrdými podmínkami v případě realizovaného systému jsou přítomnost 
lektora maximálně na jednom termínu v jednu chvíli a využití jednoho místa pouze jedním termínem 
v jednu chvíli. Tato pravidla jsou uživateli systému skryta a do generování zahrnována automaticky. 
Měkké podmínky jsou naproti tvrdým uživateli zobrazeny a jejich prostřednictvím přímo 
ovlivňuje optimální výsledek. Základními měkkými podmínkami jsou kapacita kurzu, preference 
lektora, který je ekonomicky výhodnější, preference místa, které je ekonomicky výhodnější, 
preference vybraných časů konání a podobně. Důležitou měkkou podmínkou z hlediska plánovaného 
použití je rovnoměrné rozdělení pohlaví do kurzů (společenské tance jsou párové). Všechny tyto 
parametry uživatel může nastavovat. 
Pro účely tohoto systému budou účastníci vybraných kurzů registrováni do dočasného kurzu 
určeného podle typu. Tento kurz pak bude pomocí optimalizačního algoritmu rozdělen do více kurzů, 
kterým budou účastníci předáni (přeregistrováni do nových). Tím je zajištěna úplná množina osob 
určených do jednoho typu kurzu na jednom místě. V uživatelském rozhraní pak bude možné osoby 
v tomto kurzu rozdělit na podskupiny (podle tříd ve školách) a těmto podskupinám jsou pak přidány 
další měkké podmínky (účastníci z jedné třídy chodí na jeden kurz). 
Pro generování rozvrhu je pak potřeba definovat hodnotící funkci, která každému 
kandidátnímu rozvrhu určí ohodnocení. Toto ohodnocení pak určuje jak kvalitní rozvrhnutí se 
podařilo nalézt a zda je ideální (splňuje všechny tvrdé i měkké podmínky). Rozvrhy, které porušují 
tvrdé podmínky, výrazně penalizuje, což má za následek jejich rychlé vyřazení. Splnění každé měkké 
podmínky naopak zvýhodňuje. 
4.4.1. Optimalizační algoritmy 
Optimalizační algoritmy se snaží nalézt ideální řešení procházením stavového prostoru 
s určitou náhodností. Neprocházejí celý stavový prostor, snaží se nalézt řešení v co nejkratší době. 
Každý algoritmus má svá specifika a může se stát, že ideální řešení přes jeho existenci algoritmus 
nenajde. Princip všech je však stejný – snaha o vylepšení již nalezeného řešení. 
Hill Climing (Horolezecký algoritmus) je algoritmus hledající lokální optimum. Posunuje se ve 
směru vzrůstající hodnoty ohodnocení řešení a ukončí se když nalezne vrchol, kde žádný ze sousedů 
nemá vyšší hodnotu [8]. K eliminaci lokality lze algoritmus pustit vícekrát za použití různých, 




Obrázek 26 - algoritmus hill climbing (převzato z [8]) 
Genetické algoritmy jsou založeny na principech evoluce. Nejprve se pomocí náhodného 
výběru získá několik řešení, která se ohodnotí a vybere se několik jedinců s nejvyšší hodnotou 
ohodnocení. Pokud ten nejlepší nemá tuto hodnotu vyšší než nastavený práh pro přijetí řešení, 
generuje se nová populace. Té je dosaženo pomocí křížení, mutace (náhodná změna části řešení) a 
reprodukce (kopie beze změny) několika zvolených řešení a proces je opakován. Proces křížení 
zobrazuje Obrázek 27. Po skončení algoritmu je přijato nejlepší nalezené řešení [9].  
 
Obrázek 27 - křížení jedinců v genetickém algoritmu (převzato z [9]) 
V době spouštění algoritmu nejsou známa všechna řešení a pomocí evoluce je kandidát na 
vyhovující řešení teprve vytvořen. Pro automatické generování rozvrhů kurzů tedy bude použit 
genetický algoritmus, který byl zvolen jako nejvhodnější i z hlediska implementace a potřebného 
použití. 
4.5. Návrh synchronizace klientské a webové části 
Vzhledem k povaze řešení zadaného problému je nutné řešit synchronizaci dat mezi oběma 
částmi aplikace. Klientská část je určena k použití v místě konání kurzu, kde není vždy zajištěna 
konektivita a musí tedy fungovat v offline režimu. Jako hlavní datové úložiště tedy bude sloužit 
databáze na serveru, kde běží administrační část. Ta je připojena na databázi online, veškeré změny 
v ní provedené jsou tedy hned reflektovány v datovém úložišti. 
V klientské části není možné provádět neomezené změny všech datových typů. Je určena 
pouze k určitému počtu případů užití a z nich lze vyvodit, které datové typy je možné upravovat a 
jakým způsobem. Data získaná tímto způsobem jsou následně synchronizována se serverovou částí 
následujícím způsobem.  
0 : Original 
1 : Inserted 
2 : Modified 




Veškeré datové typy, které je možné přidávat, upravovat a měnit v klientské části, musí mít 
v databázi pole DBState, které určuje, v jakém stavu se záznam nachází. Při práci se serverovou 
administrací je toto pole vždy vyplněno implicitní hodnotou Original. Pokud je v aplikaci klienta 
přidán nový záznam, je uložen do lokální databáze a je mu přiřazeno dočasné ID. Příznak DBState je 
pak nastaven na Inserted. Úpravou záznamu se negeneruje nový identifikační klíč, takže se pouze 
nastaví příznak Modified. Při operaci mazání je nejprve kontrolována mazatelnost záznamu v lokální 
databázi z hlediska porušení referenční integrity. Pokud je možné záznam smazat, nastaví se mu 
příznak Deleted. Datový model pak na tuto situaci reaguje tak, že položky s příznakem Deleted vůbec 
nezobrazuje. 
Ostatní datové typy, které je možné v klientské části pouze zobrazovat a využívat, nesou  
v některých případěch informaci o poslední změně záznamu (pole LastChange). Při synchronizaci se 
pak načítají pouze záznamy, které byly změněny od doby poslední synchronizace. Datové typy, které 
tento příznak nemají, jsou při každé synchronizaci načítány ze serverového úložiště znovu. Jedná se 
zejména o tabulky, u kterých není předpokladem mít více než jednotky záznamů. 
Klient po vyžádání synchronizace odešle na server kolekci záznamů, které byly od poslední 
synchronizace upraveny. Server tato data přijme a každý záznam porovnává s korespondujícím 
záznamem ve své databázi. Pokud je nastaven příznak Inserted, záznamu odebere lokálně 
vygenerované ID a nechá při vložení vygenerovat nové. Pokud se záznam pouze změnil, na základě 
data poslední změny buď ponechá záznam na serveru (pokud má novější datum změny) nebo uloží 
změny od klienta. Pokud byl záznam odstraněn, zkontroluje datum poslední změny korespondujícího 
záznamu a buď se záznam pokusí odstranit nebo změny nepřijme. Vzhledem k tomu, že klientská část 
umožňuje mazání pouze vybraných typů dat, je zaručeno, že nedojde k porušení referenční integrity 
jiných tabulek. 
Po zanesení změn do databáze na serveru je server znovu požádán o synchronizaci vybraného 
datového typu, a to v opačném směru. Z databáze server vybere všechna data, která byla změněna od 
daného data a odešle zpět klientovi. Ten prochází přijaté záznamy a hledá k nim korespondující 
v lokální databázi. Pokud žádný nenajde, vloží jej do patřičné tabulky a ponechává již vygenerovaný 
primární klíč. Pokud je záznam nalezen, upraví jeho hodnoty. Současně udržuje seznam všech 
lokálních záznamů, které nebyly použity. Jakmile vyčerpá kolekci záznamů ze serveru, všechny 
nepoužité lokálně uložené záznamy odstraní. 
Pro řešení neočekávaných problémů je k dispozici funkce kompletní synchronizace, kdy je 
lokální databáze vyprázdněna a kompletně načtena daty ze serveru. 
Speciálním případem synchronizace jsou fotografie účastníků kurzů. Při každé modifikaci 
fotografie je změněna hodnota LastChange záznamu a je tudíž zahrnuta v případné synchronizační 
odpovědi serveru. Při úpravě lokálních dat je ověřena velikost lokální fotografie s velikostí snímku na 
serveru a při rozdílných hodnotách je provedeno stažení a přepsání novými daty. I vzhledem 





V následující kapitole je popsáno konkrétní rozvržení činností aplikace mezi jednotlivé části 
v příslušných podkapitolách. Je také zmíněn způsob, jakým bylo nutné upravit návrh systému pro 
potřeby implementace a důvody pro tyto úpravy. Zahrnuje popis všech vrstev výsledného řešení. 
Podrobnější úpravou návrhu byly identifikovány vrstvy vyvíjeného systému a jejich interakce, 
které zobrazuje Obrázek 28. 
 
Obrázek 18 – vrstvy implementovaného systému 
5.1. Datová vrstva 
Datová vrstva v tomto projektu (nazvaná FMS.Dance.DB) implementuje veškeré operace 
s datovým úložištěm. Součástí řešení je více částí aplikace, které jsou ale implementovány ve stejném 
jazyce a pracují se stejnými daty. Je tudíž vhodné, aby datovou vrstvu mohly využívat všechny 
aplikace, avšak s rozdílým fyzickým datovým úložištěm. 
Pro serverovou část je k práci s daty zvolen Microsoft SQL Server Express, který poskytuje 
datové operace zejména nad service-based databázemi. Znamená to, že schéma tabulek a vztahů mezi 
nimi včetně dat je uloženo na serveru (resp. v souboru MDF, který je ale uložen interně). Vždy je 
potřeba instance databázového serveru k provádění operací s daty. Vyvíjená aplikace pro svůj běh 
vyžaduje webový server a použití databázového, který je obvykle nainstalován po boku webových, 
tak nepředstavuje další finanční ani provozní zátěž. Z vlastních zkušeností se také toto řešení 
v minulosti osvědčilo. 
Pro klientskou část byl původně zvolen také SQL Server Express, jehož instance by se 
uživatelům nainstalovala při instalaci aplikace. Avšak díky omezeným nárokům na portfolio 
požadovaných operací nad daty bylo možné použití Microsoft SQL Server Compact 4.0, který je 
hojně používán ve vývoji pro mobilní zařízení a je určen k běhu na klientských instancích. Je mimo 
jiné znám svojí minimální velikostí instalátoru (jednotky MB) a podporou 64bit architektur [15]. Jeho 
instalace tak pro klienty nepředstavuje problém. Data a jejich schéma pak není uloženo v databázi na 
straně serveru, ale v souboru, který je umístěn v úložišti aplikace. Server s tímto souborem pracuje a 
poskytuje rozhraní k práci s jeho daty. 
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Schéma databáze je obsáhle popsáno v kapitole 4 této práce. V serverové části je uloženo tak, 
jak je výše navrženo. Pro použití se SQL Server Compact 4.0 však bylo potřeba upravit identity všech 
tabulek na datový typ Integer jelikož jiné typy než Integer a Long nejsou jako identifikátory 
podporovány [16]. 
Při práci s datovou vrstvou je kromě přístupu k databázi a fyzického uložení dat 
implementována další vrstva abstrakce, kterou je ADO.NET Entity Framework. Moderní aplikace a 
datové služby potřebují ke svojí činnosti vyšší abstrakci k práci s daty než poskytují databázové 
servery v podobě SQL jazyků. Entity Framework tuto abstrakci poskytuje datovým modelem, který 
rozšiřuje relační model databázového schématu, tzv. Entity Data Model. Je to mapovací engine, který 
považuje entity a vztahy databáze za objekty a reference a zprostředkovává propojení mezi nimi. 
Součástí tohoto frameworku jsou nástroje na vytváření modelů (tj. entit a objektů, se kterými se 
pracuje při implementaci datových operací) a propojení mezi různými datovými poskytovateli a 
frameworkem [17]. Model entit je možné vygenerovat z databáze použitím nástojů Microsoft Visual 
Studia. 
Pro umožnění práce s datovou vrstvou a tedy entitami, je nutné vytvoření instance Entity 
Frameworku. Kvůli možným kolizím při aktualizaci dat v případě ponechání vytvoření a zrušení 
instance na objektech, které přístup k datové vrstvě požadují, je vytvořen objekt podle návrhového 
vzoru Singleton [18], který při prvním požadavku vytvoří instanci a dalším poskytuje již vytvořenou. 
Obsahuje také enumerátor typu aplikace (server/klient), která o data žádá a podle kterého upravuje 
parametry instanciování frameworku. 
Aby byla datová vrstva kompletní, je nutné doplnit Entity Framework o příslušné connection 
stringy pro připojení ke správným úložištím. Tato data se obvykle kvůli bezpečnosti a snadné 
dostupnosti ukládají v konfiguračním souboru projektu [19], který je distribuován společně 
s ostatními součástmi v binární formě. V případě, že je přístup k datům realizován z jiného projektu 
(tedy obecně jiné knihovny) než z toho, ve kterém je Entity Framework model implementován, je 
standardně connection string vyhledáván v konfiguračním souboru toho projektu, který byl spuštěn 
uživatelem. Toto je velmi výhodná vlastnost, jelikož bude použita jedna datová vrstva pro více 
projektů a je tedy možné specifikovat údaje pro připojení k datovému úložišti až na úrovni konkrétní 
implementace. 
Pro specifikaci modelu datového úložiště Entity Framework používá SSDL soubory. Jsou to 
data ve formátu XML, popisující jednak schéma databáze a zejména adaptér, kterým se bude 
k úložišti přistupovat. V implementovaném řešení je přistupováno k SQL Server Express a SQL 
Server Compact databázím, které vyžadují použití různých adaptérů. Kvůli nedostatečné obecnosti a 
možnostem úprav SSDL souborů je tak nutné mít pro každý způsob připojení jiný SSDL soubor. 





Bez úprav je model připraven k připojení na instanci SQL Server Express. Projekt s klientskou 
aplikací pak definuje nový SSDL soubor s příslušnou definicí adaptéru a definuje jeho použití 






5.2. Objektová vrstva 
Objektová vrstva (FMS.Dance.Data) vyvíjeného systému je nejdůležitějším a 
nejobsáhlejším projektem celého systému. Definuje třídy, pomocí kterých je manipulováno daty, a 
které poskytují abstrakci fungování reálného systému. Základ této vrstvy je popsán v kapitole návrhu. 
Přílohy A-C zobrazují diagramy tříd této vrstvy. 
Kolekce objektů, které nejsou nijak vázány k jiným, jsou implementovány podle návrhového 
vzoru Singleton [18]. Díky tomu jsou k dispozici v celém programu bez vytváření další instance a 
aktualizace takových dat se promítne všemi vrstvami okamžitě. 
Kolekce objektů, které jsou vázány vztahem, což jsou takové typy, které mají daný vztah 
v korespondujícím návrhu databáze, jsou k objektu připojeny jako další pole. Instance těchto kolekcí 
se vytváří v momentě prvního přístupu k nim. 
5.2.1. Účastníci a lektoři 
Příloha A obsahuje diagram tříd, které se týkají této části implementace. Hlavním objektem je 
osoba (Person). Veškeré operace, které v reálném prostředí mohou nastat, jako je přihlášení do kurzu, 
provedení finanční operace a podobně, se nastavují pomocí tohoto objektu. Objekt lektora (User) 
z osoby dědí a to i na úrovni návrhu databáze. Znamená to, že lektor má v databázi záznam v obou 
příslušných tabulkách a z toho důvodu je ve třídě lektora přítomen další odkaz na objekt Entity 
Frameworku a při ukládání tyto záznamy spravuje v korektním pořadí tak, aby nebyla porušena 
referenční integrita. Při vytváření jakéhokoli typu je uložení do databáze provedeno jeho vložením do 
příslušné kolekce. Objekt Person je po vytvoření vložen do kolekce Persons. Volání implementací 
pro uložení pomocí Entity Framework, potvrzení změn i obnovení kolekce už zajišťuje třída 
CollectionBase a mimo vložení do kolekce tak není třeba žádných dalších akcí. Je-li záznam potřeba 
vložit jako nový nebo pouze upravit je rozhodnuto podle hodnoty identifikačního klíče. Pro potřeby 
synchronizace je u každého typu pole ForceDbInsert, které se používá pouze na straně klienta a 
slouží k vynucení uložení nového záznamu s již definovaným ID. K sychronizaci jsou také určeny 
metody CommitOnClient a PullOnClient, jejichž funkce je dále popsána v podkapitole 5.5.5. 
Získání objektu osoby je možné výběrem z kolekce třídy Persons nebo užitím statické metody 
FromID. Ta je k dispozici u všech datových typů, jejichž objekty jsou uchovány v kolekci ve třídě 
dědící z CollectionBaseSingleton a jejich načtení tak není předmětem dalších omezujících podmínek 
(opačným případem jsou adresy, které jsou pevně vázány na osoby). 
Přístup ke kontaktům a adresám osob je umožněn přes příslušně pojmenovaná pole. Při prvním 
pokusu o čtení je vytvořena instance třídy Addresses resp. Contacts, která obsahuje požadovanou 
kolekci dat. Address a Contact třídy dědí z třídy ContactBase zejména kvůli povaze uchovávaných 
dat, kdy by v opačném případě docházelo k duplikaci funkcionality. Pole DBState, které je mimo 
ContactBase použito u třídy Person a dalších slouží k nastavení stavu záznamu na straně klienta. Při 
úpravě, nebo mazání je nutné jej manuálně nastavit, aby bylo možné korektně data synchronizovat se 
serverem. Obdobně se nastavuje pole LastChange. Při vkládání nových záznamů je nastavení těchto 
polí spolu s DateAdded řešeno na úrovni CollectionBase a explicitní nastavení nemá na výsledek 
žádný vliv. 
5.2.2. Kurzy 
Diagram tříd této podkapitoly je přiložen v příloze B. Kolekce kurzů a způsob získání jeho 
objektu je stejný jako v případě osob. Kurzy mají pole pro termíny (CourseDates), což je odkaz na 
třídu obsahující kolekci objektů CourseDate. Ty mimo parametrů nastavitelných pro každý kurz 
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obsahují speciální metody pro kontrolu, zda je účastník autorizován pro vstup na termín (IsPermitted) 
s přidanou další implementací o kontrolu identifikátoru vstupenky, a pro vlastní zápis prezence 
(AttendingNow). Ověření probíhá hledáním konkrétní osoby v kolekci objektu PersonsInCourse pod 
názvem pole EnrolledPersons. Pokud byl předán identifikátor vstupenky, je její platnost určena podle 
příznaku Valid a prohledávána je kolekce objektu pod polem ExtraPermits. Pro snadné zjištění, zda 
některý termín kurzu probíhá v určitý den je k dispozici metoda IsOn. Ta je použita např. 
v klientském UI pro zobrazení přehledu termínů v aktuální den. Každý termín poskytuje kolekci 
účastí, což jsou objekty datového typu Attendance. U typů, kde je potřeba udržovat informaci o 
autorovi záznamu, je pole ProcessedBy. V tomto poli je k dispozici objekt osoby, která záznam 
provedla. 
Pro správu omezení osob, resp. lektorů na kurzech slouží třídy PersonInCourse, resp. 
UserDoCourse. Kolekce jejich instancí je k dispozici z objektu osoby (Courses, resp. DoCourses) 
nebo kurzu (EnrolledPersons, resp. Professors). Při zapisování osob do kurzů je obvykle 
programátorem vytvořen objekt finančí operace s příslušnými údaji. Kontrola, zda má osoba součet 
všech operací kladný nebo záporný, je umožněna prostřednictvím pole Operations v objektu osoby a 
souhrnným výpočtem s využím enumerátoru TransferType z třídy Data.Finances.Operation. Je-li 
kurz zaplacen v okamžiku zápisu, je nutné vložit finanční operace dvě. Jednu kladnou (vložení peněz) 
a druhou zápornou (zápis kurzu). 
Kurzy probíhají v sálech, které jsou reprezentovány objekty třídy Place. Každé místo má 
obdobným způsobem, jak bylo popsáno výše, přiřazeny časové sloty. Tyto sloty slouží k reprezentaci 
informace, kdy je sál volný pro konání kurzu.  
5.2.3. Školy a třídy 
Školy a třídy jsou implementovány stejným způsobem jako kurzy a termíny kurzů. Diagram 
tříd je připojen jako příloha C. Škola má navíc kolekci kontaktních osob, která je dále specifikována 
prioritou a typem kontaktní osoby (ředitel, správce AV techniky apod.). Třídy obsahují odkazy na 
osoby, které jsou k nim přiřazeny. Každé přiřazení (PersonInClass) má definované počáteční a 
koncové datum. Není-li konec vyplněn, je to chápáno jako stále probíhající studium. Třída může mít 
kontaktní osobu pouze jednu a tato osoba nemusí být ve třídě studentem, může jít o jakoukoli osobu 
v systému. Při přidávání osoby do třídy má stejný efekt přidání do kolekce přístupné z objektu třídy a 
do kolekce přístupné z objektu osoby. Vždy je ale potřeba druhou z vyjmenovaných kolekcí 
aktualizovat voláním metody Load. Stejný postup platí pro přihlašování osob do kurzů. 
5.2.4. Zpracování fotografií 
Pro zpracování fotografií je k dispozici třída ImageHelper datové vrstvy. Určena je zejména 
k vytvoření a uložení zmenšenin originálních fotografií. Velikost fotografií je určena konstantami ve 
třídě Persons. Třída je také zodpovědna za serializaci a deserializaci obrazových dat při vzdálené 
synchronizaci. 
5.3. Autentizace a autorizační úrovně 
Autorizace je ve vyvíjeném projektu důležitou oblastí zejména z hlediska práce s osobními 
údaji účastníků. Každý lektor a výše postavený uživatel systému (administrátor, majitel taneční školy) 
je oprávněn k přidávání, modifikaci a mazání vybraných dat. Systém je navržen jako server/klient 
aplikace a dochází zde k časté synchronizaci a přenášení dat po síti, proto je třeba řešit bezpečnostní 
rizika i v rámci komunikace. 
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Serverová část včetně poskytovaných webových služeb má nastavenou vynucenou komunikaci 
prostřednictvím HTTPS protokolu, čímž je zajištěna důvěrnost zadávaných údajů (zejména 
přihlašovací údaje) i přenášených dat [23]. Autentizace uživatelů při získávání dat z webových služeb 
je popsána v příslušné kapitole. V autentizační hlavičce protokolu SOAP je přenášeno uživatelské 
jméno a hashovací funkcí zabezpečené heslo. Všechny požadavky a odpovědi taktéž fungují na 
protkolu HTTPS. Komunikace zabezpečeným protokolem je vynucena na straně webového serveru 
IIS a plně implementována bude při nasazení řešení na ostrý server. 
V rámci klientské části je možné přihlášení různých uživatelů, protože se synchronizuje větší 
část databáze, která obsahuje i informace o uživatelských účtech. Z toho důvodu je nutné zabezpečení 
lokálního databázového souboru proti otevření a modifikaci. Toho je dosaženo zavedením hesla pro 
připojení k souboru a použitím šifrování na obsah souboru [24]. 
V současné verzi aplikace jsou k dispozici tři autorizační úrovně a dle nich je příslušným 
uživatelům dovoleno spravovat data. První úrovní jsou uživatelé – lektoři. Těm je dovolena 
synchronizace dat a práce s klientskou aplikací bez omezení tak, aby byly zajištěny všechny případy 
užití definované v kapitole 2.2. Do administrační části nemají přístup. Druhou úrovní jsou 
administrátoři – majitelé tanečních škol. Ti mají přístup do administrace a mohou provádět činnosti 
související s administrativní agendou. Poslední, nejvyšší, úrovní je FMS. Pod tuto úroveň přísluší 
generální administrátor, kterému je umožněno měnit základní data systému jako jsou měny a další 
data, která nejsou předmětem denních úprav a která vyžadují více změn systému nebo dodatečné 
zaškolení uživatelů. 
5.4. Uživatelské rozhraní serverové části 
Serverová část aplikace je implementována v ASP.NET a pracuje s hlavním datovým 
úložištěm. Uživatelské rozhraní je popsáno jazykem HTML s využitím kaskádových stylů ve stylu 
Metro aplikací. Kvůli použití Metro ikon byl využit speciální font, který místo textových znaků 
zobrazuje tvary. Font a některá další data jako jsou stylové předpisy a obslužné kódy v jazyce 
JavaScript byly s úpravami převzaty z [25]. 
Následující podkapitoly popisují uživatelské komponenty, které byly vytvořeny z důvodu 
možné znovupoužitelnosti a snadnosti následných úprav. 
5.4.1. SelectControl 
Komponenta zajišťující obdobnou funkcionalitu jako standardní formulářový prvek Select 
jazyka HTML. Základem je komponenta ListView ze standardního balíku ASP.NET. Ta zajišťuje 
možnost připojení kolekce dat a její zobrazení. Nad ní je definována šablona, aby byly dodrženy 
vzhledové parametry stylu Metro. Hlavní součástí komponenty je nadpis, který je implicitně jediný 
zobrazen. Po kliknutí na něj je zobrazena nabídka zbylých položek. 
 
Obrázek 29 – rozbalená komponenta SelectControl 
32 
 
Po výběru položky je její text zobrazen v nadpisu. Komponenta umožňuje nastavení dalších 
parametrů. Je možné nastavit URL adresu, na které je možné položky nabídky spravovat. V takovém 
případě je vedle nadpisu zobrazena ikona, která slouží jako odkaz na tuto stránku. 
V code-behind komponenty se nastavuje datový zdroj. Ten je potřeba vytvořit z existujících 
dat. Komponenta má vlastní kolekci tříd, které mohou sloužit jako datový zdroj. Dělí se podle 
datového typu identifikátoru skutečných dat (IntPropertyValue, BoolPropertyValue apod.). Pro 
každou položku takových dat je vytvořena instance této speciální třídy a podle potřeby vyplněny 
jednotlivé parametry. Je možné nastavit zobrazovaný text položky, její argument a identifikátor, jak 
bylo zmíněno výše. 
Při inicializaci je možné nastavit implicitně zvolenou hodnotu pomocí vlastnosti SelectedItem. 
Ve stejném místě je k dispozici zvolená položka v případě vyvolání přenačtení stránky (PostBack) 
nebo odeslání formuláře. Komponenta obecně nepodporuje dobrovolný výběr položky. Pokud je 
korektně nastaven datový zdroj, je vždy některá položka označena za vybranou a není možné výběr 
zrušit, nýbrž pouze změnit. Z toho důvodu je v konkrétních případech, kdy je takové chování 
nežádoucí, do kolekce dat přidán nulovací záznam s vynulovanou hodnotou identifikátoru. Na 
přítomnost hodnoty null v tomto místě pak musí reagovat příslušná implementace vyšší úrovně. 
Příklad nulovacího záznamu ukazuje Obrázek 29, kde položka All schools slouží ke zrušení filtru. 
5.4.2. ErrorControl 
ErrorControl a NotifyControl jsou komponenty pro zobrazování zpráv uživateli. ErrorControl 
slouží k zobrazení chybových hlášek, obvykle k upozornění na odeslání nedostatečně vyplněného 
formuláře. NotifyControl informuje o úspěšně provedené akci. Liší se pouze způsobem zobrazení. 
 
Obrázek 30 – pokus o export průkazek bez vybraných osob 
Obě komponenty zobrazují informace pouze v kontextu aktuální stránky. Dojde-li k takové 
úpravě, která má za následek znovunačtení stránky, chybové a informační hlášky jsou odstraněny. 
5.4.3. ListControls 
Skupina komponent s koncovým názvem List slouží k zobrazení více položek s možností 
filtrování a další funkcionalitou popsanou dále. Pro potřeby popisu bude jako referenční komponenta 
považován PersonsList. Ostatní prvky této skupiny obsahují stejnou množinu nebo podmnožinu 
vlastností. 
PersonsList slouží k zobrazení účastníků kurzů. Podporuje filtrování podle pohlaví, aktivity 
v aktuálním roce, zařazení ve škole nebo třídě a podle toho zda má účastník zapsán určitý typ kurzu 
nebo kurz samotný. Zobrazení filtrů je implementováno pomocí SelectControl jak ukazuje Obrázek #. 
Dále je možné programově omezit zobrazení účastníků na vybraný kurz, případně toto omezení 
invertovat. Těchto funkcí se využívá v přehledu kurzů u zapsaných a nezapsaných účastníků. 
Každá osoba v listu představuje jednu položku. Ta sestává ze zmenšeniny fotografie osoby, 
jejího jména a příjmení a ve spodním řádku z výčtu typů kurzů, ve kterých je zapsána. Každý typ 
kurzu má nastavenu barvu, která jej symbolizuje. V seznamu osob se pak zobrazuje ikona takové 
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barvy. Speciální vlastností je, že pokud účastník nemá vyrovnány finanční operace a jejich součet 
dává zápornou hodnotu, má jeho položka červené pozadí, jak ukazuje Obrázek 31. 
 
Obrázek 31 – PersonsList s ukázkou osob se zapsanými kurzy a záporným součtem financí 
Parametrem je možné ovlivnit způsob interakce listu s okolím. Buď je po kliknutí uživatel 
přesměrován na detail osoby nebo je umožněn výběr položek. Výběru se využívá např. při nastavení 
parametrů pro export karet nebo při zasílání newsletterů. 
 
 
Obrázek 32 – ukázka výběru osob při exportu karet (filtry byly v této ukázce ořezány) 
5.4.4. DisplayMoneyControl 
Prvek sloužící k zobrazení hodnot finančních prostředků. Systém umožňuje ke každé měně 
nastavit jak název, tak symbol i jeho pozici. Korektní zobrazení hodnoty a symbolu měny ve správné 
pozici tak není triviální a vyžaduje užití uživatelské komponenty. Mimo informace o měně se 
zobrazuje hodnota zarovnaná na dvě desetinná místa. 
 
Obrázek 33 – hodnota s měnou 
5.5. Uživatelské rozhraní klientské části 
V následující kapitole je popsáno jak bylo vytvořeno uživatelské rozhraní klientské části, jaké 
byly použity knihovny a zásady pro tvorbu UI. 
5.5.1. Mahapps knihovna 
Vzhledem k požadavku, aby aplikace fungovala pod staršími verzemi operačního systému 
Windows, a k využití stejné datové vrstvy pro obě části řešení, je pro vytvoření rozhraní použita 
technologie WPF (Windows Presentation Foundation). Ta popisuje rozmístění a interakci prvků 
pomocí jazyka XAML. 
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XAML je jazyk založený na XML což znamená, že vyžaduje správné pořadí zapisovaných tagů 
a je case-sensitive. Je určen čistě pro popis a i když jsou názvy implementací obsluh událostí zapsány 
jako atributy jednotlivých prvků, logiku je potřeba dodat v code-behind pomocí některého 
programovacího jazyka z rodiny .NET. Při tvorbě uživatelského rozhraní se využívají content, resp. 
item controls, které slouží k zobrazení obsahu, resp. položek obsahu. Takové prvky se vkládají do 
panel controls, které se používají k rozmístění prvků po okně a reagují na jeho měnící se atributy jako 
výška, šířka, apod [20]. 
Klientská aplikace je vyvíjena v souladu s jazykem Metro, který je využíván zejména 
v aplikacích pro Windows Store, které jsou zacíleny na Windows RT (Windows 8) a dotyková 
zařízení. Specifika jazyka a zásady pro tvorbu uživatelských rozhraní v souladu s ním je možné najít 
v [1]. 
Windows Store aplikace vyvíjené pro Windows RT podporují vzhled komponent v Metro stylu 
standardně. Pro vývoj podobného rozhraní nad standardním WPF jsou nutné úpravy šablony okna a 
jednotlivých komponent. Pro tyto změny vzhledu bylo použito knihovny Mahapps. Způsob integrace 
knihovny do vlastního projektu a základní ukázky lze najít v [22]. 
5.5.2. MetroWindow komponenta 
Základem rozhraní je hlavní okno MetroWindow. Oproti standardnímu oknu umožňuje 
zobrazení ve zvoleném tématu na celé obrazovce a změnu stylu tlačítek pro manipulaci s oknem 
(Obrázek 34, rámec A, pro potřeby zobrazení těchto tlačítek obrázkem byla změněna jejich barva 
z černé na světle šedou). Aplikace tak vytváří prostředí obdobné Windows Store aplikacím. Aby bylo 
dosaženo efektu při přecházení mezi stránkami, jsou veškeré prvky okna umístěny do 
MetroContentControl (Obrázek 34, rámec E). Při navigaci je změna obsahu zajištěna výměnou 
uživatelských komponent a přenačtením tohoto kontejneru, čímž je opětovně vyvolán efekt přechodu. 
Přesun na specifičtější stránku je dále uskutečněn zanořeným kontejnerem na úrovni komponenty, 
která na specifickou stránku odkazuje. 
 
Obrázek 34 – MetroWindow komponenta s uživatelskou komponentou LoginControl 
5.5.3. LoginControl a první spuštění 
Po zapnutí aplikace je vždy požadováno jméno a heslo uživatele. Vzhled přihlašovací 
obrazovky ukazuje Obrázek 34. V rámci B je vidět nadpis ve stylu HeaderTextStyle, jehož 
podoba koresponduje s požadavky v [1]. Nadpisy v tomto stylu jsou pak napříč celou aplikací. Pro 
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popis je užito stylu BasicTextStyle (rámec C). Všechny tyto základní styly byly převzaty 
z šablony pro Windows Store aplikace a upraveny pro použití ve WPF. Rámec D ukazuje případ polí 
pro vstup uživatele bez popisu. Jejich význam je definován popisem, který se zobrazuje jako 
vodoznačka. 
Na jednom zařízení tak mohou pracovat různí lektoři. Strukturu obrazovek z kapitoly návrhu 
bylo potřeba rozšířit o případ, kdy je aplikace spuštěna poprvé. V takovém případě je nutné ověření, 
zda se lze korektně připojit k databázovému souboru a provést prvotní synchronizaci dat. 
První komponenta, která je spuštěna po startu klientské části, je DBConnectionControl. Ta 
ověřuje, zda existuje databázový soubor a zda je možné se k němu připojit. Další kontrolou je test na 
obsah databáze, kdy je vybrán záznam z konfigurační tabulky. Pokud je databázové spojení korektní, 
ověřuje se, zda jde o první spuštění aplikace. Po každé synchronizaci je do konfigurační tabulky 
zanesen záznam o jejím datu, tudíž pokud tento záznam neexistuje, jde o první spuštění. 
V komponentě FirstStartControl je uživatel požádán o přístupové údaje ke vzdálenému úložišti. Je 
tedy autentizován proti webové službě na serveru. Pokud je autentizace úspěšná, pokračuje se 
spuštěním synchronizace přechodem na SynchronizationControl s předáním autentizačních dat 
a parametrem pro automatické spuštění. Diagram přechodů zobrazuje Obrázek 35. 
 
Obrázek 35 – kontrola spojení a prvního spuštění 
5.5.4. Prezence 
Po úspěšném přihlášení je uživateli zobrazena stránka s prezencí osob. Tento případ užití byl 
identifikován jako nejčastější a je proto zobrazován implicitně. Podle přihlášeného uživatele se 
zobrazí kurz, jehož termín probíhá v aktuálním dni. Pokud je těchto kurzů více, jsou zobrazeny vedle 
sebe s možností výběru. Toto zobrazení ukazuje Obrázek 36 v oblasti A. Výběr osoby se provádí 




Obrázek 36 – okno prezence s vyznačenými jednotkami vzdáleností 
Jak bylo zmíněno výše, tvorba UI v jazyku Metro podléhá definovaným zásadám. Tyto zásady 
slouží k tomu, aby byl vzhled napříč aplikacemi jednotný a uživatel tak neztrácel čas hledáním 
komponent, které mohou mít vždy stejné místo. Obrázek 36 zobrazuje dodržení zásad pro nadpisy a 
rozložení prvků, určených k výběru. Jedna jednotka (unit) odpovídá 20px na obrazovce uživatele. 
Definice těchto pravidel lze najít v [1]. 
Po výběru osoby je zobrazen detail, ve kterém lektor vidí zvětšeninu fotografie vybrané osoby 
spolu s informací, zda je na daný kurz zapsána (viz Obrázek 37). Tlačítka jsou pozicována relativně 
vůči pravé straně zařízení aby byly snadno dostupné pravou rukou na dotykovém zařízení. Tato 
komponenta také ověřuje, zda má účastník vyřízené všechny finanční operace. Má-li celkový zůstatek 
v minusu, je na to lektor taktéž upozorněn. Na nastálou situaci může reagovat buď odmítnutím 
přístupu a vrácením se na původní obrazovku buď klikem na šipku zpět nebo tlačítkem odmítnutí 
vstupu. Chce-li osobě přístup povolit, po stisku příslušného tlačítka se dostane na obrazovku pro 




Obrázek 2 – upozornění při přístupu nezapsané osoby 
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5.5.5. Synchronizace u klienta 
Synchronizace u klienta probíhá prostřednictvím komponenty SynchronizationControl, která 
může být inicializována tak, že synchronizace automaticky začne bez zásahu uživatele. 
Synchronizace má tři fáze a v každé využívá příslušné metody webové služby 
DataSynchronizationWebService. 
V první fázi jsou na server odesláni nově přidaní účastníci včetně všech jejich dat. Znamená to, 
že se prochází všechny řádky databáze, kde je příznak Inserted. K těm se připojí data z ostatních 
tabulek (adresy, kontakty, finanční operace, přiřazení do kurzů a do tříd) a takto se odešlou na server. 
Všechna tato data jsou z lokální databáze odstraněna, aby se předešlo konfliktům s referenční 
integritou. Zůstávají ale k dispozici v podobě kolekce objektů. Jako odpověď je vrácen identifikační 
klíč nově přidané osoby, který se již nebude měnit. Tento klíč je ve zmíněné kolekci dat použit 
k přepisu původních identifikátorů a data jsou vložena do lokální databáze. 
V druhé fázi jsou z tabulek vybrány záznamy s příznaky Modified a Deleted. Záznamy 
jsou odeslány na server a s lokální databází se neprovádí žádné operace. 
V poslední fázi probíhá stažení modifikovaných záznamů ze serveru. Pro každou tabulku se 
vrátí seznam záznamů, které byly od doby poslední synchronizace modifikovány. Současně s tím jsou 
z lokální databáze vybrána taková data, která byla od doby poslední synchronizace upravena. Řádky 
s příznakem Modified jsou nalezeny v lokální databázi a aktualizovány novými daty. Řádky 
s příznakem Deleted jsou odstraněny. Pokud v lokální databázi zbyly nějaké záznamy i poté, co 
byla provedena synchronizace změn se serverem, jsou odstraněny. 
Synchronizace ve všech fázích má pevně definovanou posloupnost tabulek aby byla zamezena 
možnost porušení referenční integrity. Posloupnost je uvedena v příloze D této práce. Vždy se na 
server odešlou data jedné tabulky a po odpovědi se pokračuje odesláním změn další tabulky v pořadí. 
Tabulky jsou rozděleny do skupin podle úrovně specializace. 
 
Obrázek 38 – průběh synchronizace 
Během synchronizace je uživatel pravidelně informován o stavu. Jakmile je úspěšně 
dokončena, je po stisku na příslušné tlačítko přesměrován na přihlašovací obrazovku, kde se musí 
znovu přihlásit z důvodu možné změny hesla. Po přihlášení již může pracovat s aktualizovanými 
daty. 
5.6. Webové služby 
V rámci této práce jsou jako webové služby implementovány části systému, které bylo možné 
oddělit tak, aby fungovaly samostatně. Další důvody pro tuto implementaci jsou uvedeny 
v podkapitolách konkrétních služeb. 
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Webové služby jsou implementovány jako ASP.NET Web Service s použitím XML a SOAP. 
SOAP (Simple Object Access Protocol) je protokol určený k zasílání zpráv a volání vzdálených 
procedur, který funguje nad existujícím transportním protokolem (HTTP, SMTP apod.) [10]. Tento 
protokol však neříká jakým způsobem je potřeba se službou komunikovat. K tomu je určen WSDL 
(Web Service Description Language) soubor, který obsahuje jmenné prostory, metody a přístupové 
URL [11]. 
Při komunikaci s webovou službou jsou v tomto projektu používány zejména kolekce typu List 
s vlastními datovými typy. Podpora generických typů a práce s identickými datovými typy na obou 
stranách takové komunikace byla zavedena až ve Windows Communication Foundation [12]. Bylo 
proto nutné upravit kód a reference takovým způsobem, aby byla komunikace umožněna. V rámci 
prezentačních vrstev projektu reference na webové služby neexistují a vzdálené datové typy jsou 
referencovány až na úrovni objektového modelu. 
Všechny webové služby podléhají autorizaci. V projektu webových služeb 
(FMS.Dance.WebServices) není implementována webová autentizace kvůli čemuž jsou adresy 
služeb vyjmuty z odepřeného přístupu bez přihlášení při užití webového prohlížeče. Všechny služby 
při komunikaci vyžadují přítomnost autentizační SOAP hlavičky jak je popsáno v [13]. Funkce 
autentizace a autorizace pak ukazuje Obrázek #. Při úspěšné autentizaci uživatele je načten objekt 
User, ve kterém je dále k dispozici informace o přihlášeném uživateli. 
Každá webová služba má návratový typ specifický podle své funkce. 
 
Obrázek 39 – diagram zabezpečení webových služeb 
5.6.1. CardsWebService 
CardsWebService je webová služba pro vytváření karet, kterými se identifikují účastníci kurzů. 
Jejímu spuštění předchází nastavení parametrů pro generování v administrační části. Ze seznamu 
účastníků uživatel vybírá ty, pro které chce karty vytisknout. Důležitým případem užití je v této části 
tisk karet pro všechny účastníky jednoho kurzu. Toho je možné dosáhnout omezením pomocí 
příslušné komponenty a následně spustit generování karet. 
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Služba na vstupu očekává seznam účastníků a šablonu určenou k transformaci výsledků. 
Protože bude systém v budoucnu nasazen ve více tanečních školách a každá má obvykle požadavek 
na specifickou podobu identifikačních karet, je systém připraven na přidání dalších XSL šablon. 
Při průchodu seznamem účastníků je kontrolována přítomnost čárového kódu na serveru 
v podobě JPEG obrázku. Pokud takový soubor neexistuje, je pomocí webové služby 
BarcodeWebService vygenerován nový čárový kód v příslušném formátu a uložen na serveru. Dále je 
vytvořen XML dokument obsahující data o účastnících za pomoci serializace. Po načtení XSL 
šablony je provedena XSL transformace a výsledkem je HTML soubor uložený na serveru. Soubor je 
pojmenován podle zadaného vstupního parametru na název souboru. 
Jediná šablona, která je v této fázi práce použitá ke generování průkazek, transformuje vstupní 
data na tiskové soustavy karet o velikosti standardní kreditní karty 54x86mm s motivem vybrané 
taneční školy. Na kartách je zobrazeno jméno, příjmení a datum narození účastníka. Zbylé údaje 
zobrazí klientská aplikace po načtení čárového kódu. 
Návratovým typem webové služby je enumerátor chybových stavů. Pro službu generující karty 
účastníků je použit enumerátor uvedený níže. Po úspěšném generování je zpět odeslána hodnota OK a 
uživatel může k vygenerovanému souboru přistoupit. V opačném případě je díky identifikaci chyby 






Návratové enumerátory webových služeb, které nepoužívají hodnotové návratové datové typy, 
slouží k informaci uživatele o stavu proběhlé operace. Kódy OK a Unauthorized jsou obsaženy ve 
všech enumerátorech sloužících k tomuto účelu. 
 




Činnost služby určené k poskytování a přijímání dat je možné rozdělit na tři skupiny. 
Nepracuje se všemi daty, ale pouze s těmi, které budou přenášeny mezi serverem a klientem. 
První skupinou je metoda na zpracování vložených dat. Je použita v případě, kdy uživatel 
klientské verze programu vloží do systému novou osobu a této osobě přiřadí další data. Při 
synchronizaci jsou pak všechny informace předány této části webové služby, která novou osobu vloží 
do databáze a nechá vygenerovat nový identifikační klíč. Po získání nové hodnoty ID vkládá 
přidružené záznamy upravené o novou hodnotu cizího klíče do tabulky osob. Po ukončení vkládání 
dat uloží změny a aktualizuje kontext Entity Frameworku. Tato implementace je rozšířením 
standardní metody na příjem dat od klientů, která ale nepočítá s existencí dalších tabulek a 
vztahových závislostí mezi nimi. 
Druhou skupinou je metoda na úpravu a mazání dat. Prochází seznam záznamů a podle 
nastaveného příznaku stavu řádku provede vložení resp. úpravu dat v úložišti na serveru. Jsou-li data 
modifikována, ale na serveru je záznam s novějším časovým razítkem, je taková změna zrušena. 
Poslední skupinou jsou metody na stažení aktuálních dat tabulek. Každá metoda vrací seznam 
upravených řádků od určitého data, které přijímá jako parametr. To platí pro tabulky obsahující pole 
LastChange. Pro ostatní se vrací vždy kompletní obsah tabulky. 
Pro doplnění portfolia funkcí je implementována metoda na ověření spojení. Na základě 
autentizační hlavičky hledá v tabulce uživatelů záznam s příslušnými atributy. 
5.6.3. BarcodeWebService 
BarcodeWebService je služba určená ke generování čárových kódů. Podle způsobu použití je 
možné ji použít buď k vrácení zakódovaných obrazových dat nebo je nechat uložit na serveru, kde 
webové služby běží. 
Podle enumerátoru typu čárového kódu, jehož hodnota je předána jako parametr vstupní 
metody je rozhodnuto o podobě výstupního čárového kódu. V aktuální podobě aplikace jsou 
podporovány čárové kódy Code128 a QR kódy. K samotnému generování se využívá volání jiné 
vrstvy aplikace, která je určena pouze k tomuto účelu (FMS.Barcodes) a která obsahuje veškeré 
potřebné knihovny a oblužnou logiku. 
 
Obrázek 41 – schéma generování čárových kódů 
Každý typ čárového kódu, který je podporován při generování, musí mít implementaci 
obslužného kódu ve zmíněné vrstvě. Tato implementace je navržena podle návrhového vzoru Adaptér 
[18] a slouží jako mezivrstva mezi webovou službou a samotnou knihovnou, která se o generování 




Webová služba určená k odesílání e-mailů. Implementace služby je zobecněná na úroveň 
základních datových typů kvůli znovupoužitelnosti. Jako parametr tedy přijímá místo listu objektů 
datového typu Person list standardních řetězců. Poskytnutí dalších parametrů jako je jméno 
odesilatele a příjemce (příjemců), předmět a text zprávy je povinné a jejich nepřítomnost má za 
následek vznik chybové hlášky. 
Každý e-mail ze seznamu je ověřován na validitu přetypováním do datového typu 
MailAddress, čímž je zajištěno odeslání jen na adresy v korektním tvaru. Tím je odstraněna situace, 
kdy nevalidní adresa příjemce má za následek odmítnutí e-mailu na straně SMTP serveru a celá 
operace se jeví jako neplatná, přičemž na ostatní adresy je e-mail korektně odeslán. 
Výsledná zpráva má všechny příjemce nastaveny ve skryté kopii a standardní příjemce je sám 
odesilatel. Jméno příjemce je nastavitelné a výhodně použitelné pro označení skupiny osob, jimž je 







Pro správné odeslání je také nutné nastavení adresy SMTP serveru v konfiguračním souboru 
projektu s webovou službou. Přehled hodnot návratového enumerátoru je uveden výše. Tento výčet 
rozšiřuje hodnoty již uvedené v kapitole 5.6.1. 
5.6.5. ImageWebService 
Webová služba určená k doplnění synchronizace dat. Fotografie osob jsou ve webové části 
uloženy ve složce UserData na serveru. K této složce nemá služba DataSynchronization přístup 
z důvodu možného provozu na odděleném umístění. Z toho důvodu je přímo v projektu webové 
administrace (FMS.Dance.AdminGUI) služba ImageWebService. 
Protože není možné serializovat samotný datový typ Bitmap, který v C# slouží k práci 
s obrazovými daty, je nutné tato data zakódovat pomocí Base64 kódování tak, aby se přenášela pouze 
textová data. 
Službě je předán identifikační klíč účastníka a velikost aktuálně staženého obrázku u klienta. 
Pokud obrázek není, je předána nula. Služba zjistí, zda soubor existuje a velikostí se liší od již 
staženého. Pokud jsou všechny podmínky splněny, vrátí zakódovaný obrázek. V opačném případě 
prázdný řetězec. 
Služba pracuje i v opačném směru a sice je-li na kurzu pořízen nový snímek osoby, lze službu 
zavolat a parametrem jí předat nová data v zakódované podobě. Všechny tyto operace probíhají 
v rámci synchronizace vyvolané z klientské aplikace. 
Oběma směry se přenáší pouze standardní varianty snímků, tedy zmenšené originály na 
dohodnutou velikost (standardně 300x300px). Vytvoření zmenšenin se provádí po přenesení snímků 
na cílové stanici kvůli ušetření času a zdrojů na síťovou komunikaci. 
5.7. Genetický algoritmus 
Implementace genetického algoritmu vyžaduje existenci specifických tříd, které korespondují 
s třídami objektové vrstvy. Vzhledem k přímému napojení této vrstvy na databázi bylo nutné vytvořit 
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nové třídy, které budou určeny pouze na práci genetického algoritmu. Tyto třídy jsou umístěny 
v samostatné vrstvě (FMS.Dance.Scheduling). 
Pro spuštění generování je nutné mít v systému alespoň jeden kurz s alespoň jedním 
účastníkem. Dále je vyžadována existence minimálně jednoho místa, kde může kurz probíhat, a 
minimálně jednoho časového pole, kdy je v tomto místě volná kapacita. Nezbytné je také propojení 
alespoň jednoho uživatele s kurzem, který může vést. Pomocí formuláře v administrační části je 
možné vybrat kurz i místa, kde může kurz probíhat. 
Po spuštění generování z GUI jsou předána tato inicializační data do projektu 
FMS.Dance.Scheduling, ve kterém je algoritmus implementován. K předání mezi vrstvami je použita 
třída návrhového vzoru Singleton (ScheduleData). 
 
Obrázek 42 – objektový model genetického algoritmu 
Následně je vytvořena instance hlavní třídy projektu s parametry velikostí populace, prahu 
fitness hodnoty a maximálního počtu vývoje populace (Population). Tím je vytvořena populace, 
která má zadaný počet řešení (Solution) – řešení je v tomto případě jedinec. Řešení je taková 
kolekce dat, která obsahuje libovolný počet výsledných kurzů. Kurz (Assignment) obsahuje informaci 
o lidech, kteří jsou do něj přiřazeni, o lektorovi, který jej vede a místě s definicí času, ve kterém 
probíhá. Každý kurz má po vytvoření přiřazenu hodnotu fitness funkce, která reflektuje kolize s 
okolím. Má-li přiřazený lektor ve stejném čase vést i jiný kurz nebo probíhá-li v daném místě a čase 
jiný kurz, výrazně se snižuje fitness hodnota. Řešení, tedy zjednodušeně kolekce určitých variant 
budoucích kurzů, je také ohodnotitelné a hodnota fitness funkce je rovna součtu fitness hodnot kurzů 
vyděleno počtem kurzů. Je-li v první populaci nalezeno řešení (jedinec), které svou hodnotou fitness 
překonává zadanou hodnotu při inicializaci algoritmu, je algoritmus ukončen a takové řešení vráceno 
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jako úspěšné. Pokud nalezeno není, proběhne vývoj populace (Schedule.Evolve). Při vývoji je 
z náhodně vybrané podmnožiny řešení o zvolené velikosti (Schedule.TOURNAMENT_SIZE) 
vybráno takové, které je ohodnoceno nejvyšší hodnotou. Tento výběr je na různých podmnožinách 
realizován dvakrát a obě řešení potom zkombinována (Schedule.Crossover). Při kombinaci 
jsou procházeny budoucí kurzy obou řešení a kombinovány. Z jednoho kurzu je vybráno místo a čas a 
z druhého lektor a skupiny osob. Pokud po provedení těchto kombinací zůstanou některé skupiny 
osob bez přiřazení do kurzu, je vytvořeno další náhodné řešení pouze na tyto skupiny 
(Solution.RandomSolution) a jeho kurzy jsou převzaty do kombinovaného. Tyto kombinace 
jsou pak provedeny tolikrát, kolik řešení má být v nové populaci. Podle definice algoritmu je ještě 
implementována metoda mutace řešení (Schedule.Mutate). Výskyt mutace pak nastává s definovanou 
četností (Schedule.MUTATION_RATE). Při mutaci je náhodně změněno místo a čas kurzu nebo 
lektor. V prvním případě je hlídána kapacita nového místa a případně vytvořen další kurz. 
 
Obrázek 33 – schéma genetického algoritmu 
Jakmile je algoritmus ukončen, je navržené řešení prezentováno uživateli. V přehledu jsou 
zobrazeny navržené kurzy s uvedením dne, místa a času. V dalším sloupci pak jméno lektora a počet 
účastníků. Pro potřeby taneční školy je důležité zobrazení kolik přesně žen a mužů bude na kurz 
zapsáno. Po vytvoření kurzu je možné uvědomit účastníky o tom, do kterého kurzu byli zapsáni, 




Obrázek 44 – zobrazení přehledu navržených kurzů 
Po vytvoření nových kurzů je do aktuálního týdne uložen i termín, kdy kurz probíhá. Přidání 
dalších termínů a respektování či ignorování vygenerovaných parametrů je předmětem práce 
administrátora. 
5.8. Externí knihovny 
Pro řešení některých problémů při vývoji této aplikace byly použity externí knihovny. Zejména 
se jedná o problémy, které již byly vyřešeny v minulosti a existují na ně open-source řešení v takové 
licenci, která umožňuje volné šíření včetně komerčního. 
5.8.1. GenCode128 
Knihovna GenCode128.dll slouží ke generování čárových kódu Code128, které jsou využity 
pro zakódování identifikačního čísla účastníka do kartičky a následně na kurzu načteny pomocí ruční 
čtečky čárových kódů. Zdrojové kódy knihovny lze nalézt v [21]. Podle přiložené licence CPOL jsou 
k dispozici volně. Licenční soubor je přiložen k práci v místě uložení této knihovny. 
Proti originální podobě byly zdrojové kódy upraveny tak, aby bylo umožněno generovat čárové 
kódy libovolných barev na libovolném pozadí. Při tisku karet se šablonou vybrané taneční školy bylo 
nutné exportovat bílé čárové kódy na průhledném pozadí, čehož se touto úpravou podařilo dosáhnout. 
Knihovna je cílena na .NET Framework 2.0. 
5.8.2. Gma.QrCodeNet.Encoding.Net45 
Knihovna sloužící ke generování Qr kódů. Slouží k doplnění základní funkcionality webové 
služby generující čárové kódy. Její využití je plánováno do budoucna, kdy bude v klientské verzi 
implementováno rozpoznávání těchto kódu a bude tak eliminována nutnost použití hardwarové 





Nasazení vyvíjeného řešení ve vybrané brněnské taneční škole proběhne z důvodu standardně 
plánovaných kurzů v novém školním roce. Do reálného fungování systému je cílem systém doladit do 
podoby, kdy bude většina rutinních činností usnadněna na maximum, což je úkol vyžadující 
dlouhodobé testování a interakci. Souběžně s tím jsou na práci školeni zaměstnanci školy tak, aby byl 
průběh kurzů plynulý. 
6.1. Nasazení serverové části 
Pro funkci serverové části je nutný pronájem prostoru u webhostingového partnera, jelikož 
finanční zatížení při pronájmu zařízení a zakoupení potřebného softwarového vybavení je příliš 
vysoké. V budoucnu při rozšíření systému mezi další zájemce je plánováno provoz centralizovaného 
úložiště. 
Základem řešení je úložiště dat, které poskytuje Microsoft SQL Server ve verzi 2008 nebo 
novější. Souběžně s ním je nutná instalace webového serveru, např. Internet Information Server nebo 
jiný, podporující ASP.NET stránky s .NET Framework 4.0, nad kterým je celé řešení vyvíjeno. Před 
nasazením aplikace je také nutné doinstalovat potřebnou verzi .NET Frameworku. 
V současné době fungují webové stránky taneční školy na technologii PHP a databází MySQL. 
Kvůli úspoře nákladů bude přesunuta i tato část prezentace školy na nové úložiště a pro nasazení je 
tedy potřeba na cílový prostor vedle samotné aplikace nainstalovat CMS systém a přesunout data. 
6.2. Nasazení klientské části 
Klientská část vyžaduje pro spuštění hostitelský operační systém Windows s nainstalovaným 
.NET Framework verze 4. Technologie WPF je podporována od verze 3. Dále je potřeba Microsoft 
SQL Server Compact verze 4, který propojuje aplikaci s lokálním databázovým souborem. Aplikace 
funguje na zařízení s dotykovými displeji stejně jako na standardních noteboocích a je tak možné 
přizpůsobení podle současného technického vybavení lektorů. 
Současné technické vybavení taneční školy sestává z tabletu HP Compaq 2710p a netbooku 
ASUS Eee PC. Na obě tyto zařízení byla aplikace úspěšně nainstalována a otestována. Zaškolení 




7. Vyhodnocení výsledků 
Následující kapitola shrnuje poznatky budoucích uživatelů ohledně vyvíjeného systému a jejich 
doporučení k úpravám funkcionality. Testování proběhlo s několika zástupci taneční školy současně, 
kteří se na níže uvedených názorech během diskuse shodli. 
7.1. Problémy při nasazení 
Nasazení serverové části proběhne až po vypršení doby, kdy je pronajatý webový prostor 
současných stránek taneční školy, což odpovídá přelomu srpna a září. Vzhledem k časovému plánu 
počátku kurzů je tak vytvořen přibližně měsíční prostor pro nasazení serverové části na ostrý server. 
Komunikace obou částí byla testována a odladěna nad lokálním serverem a při nasazení by se neměly 
vyskytnout žádné potíže. 
Instalace klientské verze aplikace proběhla také bez závažnějších problémů. Mimo instalaci 
vyžadovaných komponent, jak je popsáno v předchozí kapitole, a instalaci systémových aktualizací, 
nevznikly žádné potíže. V rámci testování byla aplikace testována i na operačním systému Windows 
8, kde byly zaznamenány pouze drobné odchylky v grafické podobě a jejich odstranění je předmětem 
následného vývoje. 
7.2. Zpětná vazba od uživatelů 
Uživatelské rozhraní administrační části bylo testováno na všechny případy užití a hodnocení 
vycházelo z rychlosti orientace a snadnosti provedení potřebných akcí. Výsledné hodnocení je 
rozděleno v kapitolách níže. 
7.3. Hodnocení uživatelského rozhraní 
Provádění potřebných úkonů bylo testováno zástupci taneční školy, kteří jsou zodpovědní za 
plánování kurzů a další administrační činnosti. Předložena jim byla jedna z posledních vývojových 
iterací bez předešlého školení a seznámení se systémem. Níže jsou popsány aspekty systému, které 
byly přijaty spíše negativně a ke kterým byly zaznamenány výhrady. 
Přecházení mezi stránkami jedné úrovně pomocí ikon v horní části stránky bylo ohodnoceno 
jako příliš pomalé a z hlediska efektivního použití bylo navrženo jej buď zrychlit (současně nastaven 
jeden přechod na 1s) nebo zcela odstranit a přechod provést ihned. Byl zmíněn také problém při 
kliknutí na šipku, která není součástí prohlížené stránky, ale přesahuje z jiné stránky. Obrazovka je 
přesunuta do kraje a uživatel je nucen využít standardních posuvníků. Výsledkem této výtky bylo 
snížení rychlosti přesunu na 200ms. 
Při počátečním procházení rozhraní také uživatelé naráželi na občasnou nejasnost ikon a akcí, 
které spouští. Po rychlém vysvětlení a ujištění, že stejné ikony mají v celém systému stejnou funkci, 
již probíhala navigace bez problémů a efektivně. Uživatelé zejména ocenili možnost úpravy typů a 





Obrázek 45 – ikona přechodu na úpravu typů 
Systém byl v základní podobě vyvíjen v anglickém jazyce z důvodu snazší implementace 
následných lokalizací. Vzhledem k vyššímu věku hodnotících uživatelů byla nepřítomnost jiného 
jazyka přijata spíše negativně a žádali upřednostnění lokalizace do českého nebo německého jazyka 
před ostatními úpravami. 
Vytčena byla dále jednotvárnost systému z grafické stránky. Tato výtka byla následné jinými 
hodnotícími osobami přehlasována s tím, že jednotný a strohý grafický styl pomáhá orientaci a 
rychlosti načtení. Oceněna byla barevnost odkazů na hlavní stránce, která pomáhá rychlosti 
rozhodnutí eliminováním nutnosti zpracovat textovou informaci odkazu. 
Uživatelé uvedli, že by ocenili možnost přidat do databáze více uživatelů najednou. Při zápisu 
osob na začátku školního roku je potřeba do systému zadat stovky osob a jejich jednotlivé přidávání 
je neefektivní. Fotografování probíhá až na prvních kurzech, je tedy možné hromadně podle jména, 
příjmení a data narození osoby přidat. Toto rozšíření má stejně jako lokalizace velkou prioritu. 
Klientské rozhraní bylo přijato pozitivně. Určitou dobu trvalo zorientování uživatelů mezi 
obrazovkami, kterých je vyšší množství kvůli zachování přehlednosti a efektivitě prováděných akcí. 
Problém, na který upozornili, byl v zobrazení chybových hlášek, respektive informací o nevyřešených 
platbách, o nezapsání do kurzu apod. V tomto místě bylo podle uživatelů upozornění nedostatečně 
výrazné a do budoucna doporučili jeho výraznění podbarvení. Testování proběhlo na 12“ zařízeních a 
někteří uživatelé se obávali nepřehlednosti seznamu osob při funkci na reálných datech. Filtrovací 
pole určené jak pro prezenci, tak pro hledání specifických osob, tento problém řeší. Po zapsání části 
jména, příjmení nebo identifikačního čísla byla konkrétní osoba vyhledána. Majitelka taneční školy se 
přiklonila k dopracování verze pro OS Android, jak je zmíněno v následující kapitole. Pro její 
realizaci uvedla stejné důvody. 
 
Obrázek 46 – upozornění na nezaplacenou částku 
Diskuse byla vedena ohledně synchronizace dat, kdy je její spouštění pouze manuální a vázáno 
na možnost připojení k internetu. Návrhem řešení bylo nechat aplikaci spuštěnou na pozadí a 
periodicky kontrolovat připojení k internetu. Jakmile je k dispozici, spustit synchronizaci. Tento 
problém je však nutné vyřešit podrobnější analýzou výkonnostní a datovou náročností takového 
řešení. Při použití v malých dotykových zařízeních je pravděpodobné použití mobilního připojení, 
kdy by obsáhlejší synchronizace mohla vést k jeho přílišnému zatížení. 
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7.4. Hodnocení automatického generování 
rozvrhů 
Automatické generování rozvrhů byla nadstandardní funkce přidaná k základní funkcionalitě 
systému. Ze strany zástupců taneční školy byla tato funkcionalita řazena na spodní místa seznamu 
priorit kvůli velikosti školy a počtu kurzů, který v ní probíhá. Systém byl vyvíjen obecně pro použití i 
v jiných školách, z hlediska vybrané taneční školy byl naddimenzován a jeho použití tak uživatelé 
v některých místech hodnotili jako až zbytečně variabilní. 
Pro umožnění generování je potřeba do systému vložit data o účastnících, lektorech, místech, 
časech a kurzu, který bude rozdělován. Tyto činnosti jsou v případě dlouhodobého používání systému 
eliminovány nutností pouze počátečního vložení. Při základním testování však tato data bylo nutné 
vložit a v uživatelích tak tato funkcionalita vytvářela pocit složitosti. Výsledek testování byl ale 
oceněn a plánovací funkce tak bude v ostrém provozu využita. Nejasný byl způsob informování 
účastníků, do kterého kurzu patří a kdy jej budou navštěvovat, což bylo vysvětleno rozšířenou 
možností výběru osob, kterým je možné zaslat newsletter. 
Oceněna byla dále možnost úpravy vygenerovaných dat. Odhlášení osoby z jednoho kurzu a 
přihlášení do jiného je velmi častým případem užití. 
7.5. Rozšíření práce 
Z výše uvedeného hodnocení od uživatelů vyplývá, že práce splnila svůj účel. Vzhledem 
k široké oblasti, kterou se práce zabývá, se nabízí i několik možností pro rozšíření a pokračování 
práce v budoucnu. V následujícím textu je rozvedeno možné rozšíření podle částí aplikace. 
Serverová část bude výhledově rozšířena o doplnění přístupu lektorů. Bude jim k dispozici 
podmnožina funkcí systému určená tím, jaké mají přiřazené termíny. Požadavek na toto rozšíření 
vyplynul z hodnocení obou částí aplikace, kdy pro použití na běžné PC stanici je pohodlnější práce 
s webovou částí. Navíc je odstraněna nutnost následné synchronizace. Důležitým doplňkem pak bude 
doplnění češtiny a němčiny jako dalších jazyků pro možné použití v zahraničí. 
Webovou část dále v budoucnu čeká rozšíření o agendu vstupenek na akce. V současné době je 
zde pouze přehled vstupenek, informace o jejich validitě a možnost odstranění. V budoucnu by každé 
místo mělo mít svůj plánek s rozdělením míst (k stání, sezení, u stolů apod.) a na tato místa párovat 
vytvořené vstupenky. V současnosti je plánek stále udržován v papírové formě. 
Rozšíření klientské části je plánováno v kontextu systému, na kterém aplikace běží. 
V současnosti je kvůli možnosti znovupoužití objektové vrstvy a současnému technickému vybavení 
taneční školy vyvinuta technologií WPF pro klasické Windows operační systémy. Do budoucna by 
bylo možné ji rozšířit na Windows RT, odkud je zapůjčena původní myšlenka Metro stylu. Z hlediska 
nákladnosti pořízení technického vybavení pro lektory je také možné dopracovat verzi pro operační 
systém Android, jehož tablety jsou v současnosti cenově nejdostupnější. Do vzdálenější budoucnosti 
je možné doplnit kolekci aplikací i o verzi pro mobilní telefony, kdy by se pro prezenci užívalo QR 
kódů. Existence webových služeb na synchronizaci dat pak tento vývoj značně usnadňují. 
Pro nasazení v jiných tanečních školách je třeba zjistit jejich specifické požadavky. Systém byl 
vyvíjen tak, aby tyto požadavky byl schopen pokrýt bez výraznějších zásahů do programového kódu. 
Zamýšleným cílem je jeden systém bez dalších úprav poskytnout všem zájemcům a pomocí 
konfiguračních záznamů omezit funkcionalitu na jimi požadovanou. Je tak možné přidat vlastní 




Automatické generování rozvrhů je další část, kde je možné uvažovat o rozšíření funkcionality. 
Současná implementace je zaměřena na kurzy společenských tanců, kdy je žádoucí mít vyrovnaný 
počet mužů a žen na jednotlivých termínech. Do budoucna je tak možné takové parametry jako je 
vyrovnanost pohlaví na kurzech, ale i velikost populace nebo počet iterací genetického algoritmu 





Tato práce byla zaměřena na návrh a implementaci aplikace, která bude sloužit ke správě 
kurzů, jejich účastníků, lektorů, prostor a souvisejících finančních operací, přičemž zároveň umožní 
automatickou i manuální tvorbu rozvrhů, k čemuž bude implementovat optimalizační algoritmy. Tyto 
cíle se podařilo splnit. Předcházela tomu specifikace požadavků na systém od budoucích uživatelů, 
což shrnuje kapitola 2. Následoval průzkum trhu a testování již existujících řešení, což je popsáno 
v kapitole 3. 
Na základě poznatků od budoucích uživatelů a získaných během testování aplikací na trhu byla 
navržena architektura systému, která jej rozděluje na dvě části – serverovou a klientskou. Každá 
slouží jinému typu uživatelů. Klientskou používá lektor na kurzech, serverovou pak majitel školy při 
plánování kurzů. Návrh systému je podrobně popsán v kapitole 4. 
Na serveru jsou také uchována veškerá data aplikace a pro použití klientské verze je třeba 
využít synchronizace, která je popsána v kapitole 5. Stejná kapitola obsahuje i popis implementace 
genetického algoritmu, který byl využit pro rozvrhovací činnosti. K výslednému řešení bylo použito i 
externích knihoven k vyřešení známých a pro práci nepodstatných problémů. Jejich výčet a licenční 
omezení je uvedeno v kapitole 5. 
Výsledkem práce je program, který je určen k reálnému nasazení ve vybrané taneční škole. 
Toto nasazení popisuje kapitola 6. Vyhodnocení práce obou částí aplikace je zaneseno v kapitole 7, 
která také rozvádí možné pokračování práce. Do budoucna bych se chtěl zaměřit zejména na rozšíření 
funkcionality klientské aplikace a podporu operačního systému Android. 
Na přiloženém CD jsou umístěny zdrojové kódy celého projektu, jež je výsledkem této práce. 
Tato práce a její vyhodnocení ukazuje, že cíl usnadnit agendu spojenou s provozováním 
taneční školy byl splněn. Systém splnil očekávání budoucích uživatelů a vzhledem k časovému 
posunu reálného nasazení na podzim aktuálního roku je předpokládáno drobné doladění funkcionality 
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