The contribution of this paper is the identification and testing of factors important for the success of Open Source Software (OSS) projects. We present an analysis of OSS communities as virtual organizations and apply Katzy and Crowston's competency rallying (CR) theory to the case of OSS development projects. CR theory suggests that project participants must develop necessary competencies, identify and understand market opportunities, marshal competencies to meet the opportunity and manage a short-term cooperative process. Using data collected from 7477 OSS projects hosted by the SourceForge system (http://sourceforge.net/), we formulate and test a set of specific hypotheses derived from CR theory. The empirical data analysis supports the majority of these hypotheses, suggesting that CR theory provides a useful lens for studying OSS projects.
Open Source Software Projects as Virtual Organizations:
Competency Rallying for Software Development
Introduction
Open Source Software (OSS) is software whose source code is distributed without charge or limitation on possible modifications and distributions by third parties (http://www.opensource.org/). Each OSS project is the product of a community comprising a few, dozens or even hundreds of geographically distributed developers, who contribute via the Internet for the sake of peer recognition and personal satisfaction [1, 2] . Due to the success of software such as Linux, interest in this approach to software development has increased, both in the academic and commercial world [3] . This interest was further augmented when
Microsoft cited Linux as one of its main competitors in trying to deny the corporation's monopoly power [4] . projects in the present turbulent competitive environment [5] . On the other hand, the OSS development process has been proposed as a paradigm to solve the "software crisis" [6, 7] .
Between these two extremes, some studies have examined advantages and disadvantages of the OSS development model and have proposed alternative interpretations [3, 8, 9] . The small number of organizational studies related to the OSS development process and the different interpretations show the need for further inquiries.
In this paper, we attempt to further the analysis of the OSS model. Our research question is to identify and test factors important for the success of open source projects. After a brief discussion of the literature on OSS, we present an analysis of OSS communities as virtual organizations. By taking advantage both of the Internet and dispersed individual knowledge, these virtual organizations are able to bring together a diverse and geographically distributed set of individuals to rapidly develop reliable software. As a basis for this analysis,
we present a theory of competency rallying (CR) [10] , which suggests factors important for the success of projects. We then formulate and test a set of hypotheses using data on OSS projects supported by the "SourceForge" project (http://sourceforge.net/). Our analysis shows that the CR framework successfully identifies factors related to the success of OSS projects.
Our results should therefore be useful in understanding which projects are likely to succeed using an OSS approach.
The paper is organized as follows. In the remainder of this section, we briefly review the literature on OSS development. In the section 2, we introduce the theory used for our analysis of OSS communities as virtual organizations. We then use this theory to develop four general propositions about factors important for OSS project success. In section 3, we discuss the available data and formulate more specific hypotheses to test the propositions. We present the results of our analysis in section 4. Finally, we conclude by discussing our results and drawing some implications for future research and practice.
Open Source Software: A brief introduction
Open Source Software (OSS) is a broad term used to embrace software that is developed and released under some sort of "open source" license that allows inspection and reuse of the software's source code. There are thousands of OSS projects spanning a range of applications [11] . The success of OSS projects has been attributed to their speed of development and the reliability, portability, and scalability of the resulting software [12] [13] [14] [15] [16] [17] .
In turn, the quality of the software and speed of development have been attributed to the fact that the source code is open to inspection by and contributions from any interested individual.
As Raymond [6] put it, "Given enough eyeballs, all bugs are shallow."
The literature on OSS has mostly focused on two separate questions. First, various explanations have been proposed for the interest in OSS, particularly the decision by individuals to contribute to projects, often without pay. Other authors have attempted to explain the success of OSS development, which is the focus of this paper. The most well known model is the bazaar metaphor proposed by [6] , and criticized by [9, 18] .
It is noteworthy that much of the literature on OSS has been written by developers and consultants directly involved in the OSS community. These contributions are significant as they point out the economic relevance of OSS as well as vulnerable aspects of the new development process. Yet many of these studies seem to be animated by partisan spirit, hype or skepticism [19] . Few studies come from organizational theorists and there are only a few well-documented case studies, most of which discuss successes rather than failures. Finally, with a few exceptions [e.g., 20, 21 ] the proposed models are usually descriptive and based on a small number of cases. This is both indicative of the relative novelty of the issue and the lack of a clear theoretical framework to describe and interpret the OSS phenomenon [3] .
In this paper we identify factors important for OSS project success top-down by applying a theoretical perspective, thus offering an alternative to bottom-up research. We then test this framework against a large number of projects, thus addressing the limitations in prior work. In our view, an OSS community can be analyzed as a virtual organization [7, 22] and the Competency Rallying (CR) theory [10] can be used to suggest key success factors. Both the proposed perspective and the CR theory are discussed in the next section.
Theory: OSS community as a virtual organization
Many studies argue that as the extensive use of information and communication technology (ICT) decreases the cost of coordination, firms will increasingly turn to marketbased transactions rather than in-house production [e.g., 23 ]. An increasing corpus of studies has also indicated the need to leverage inter-firm relations to create a competitive advantage.
In a turbulent environment, strategic alliances and networking are considered the only viable ways to exploit emerging market opportunities, as the rate of change makes it impossible for single firms to develop all the necessary competencies [24] . Under these circumstances, "virtual organizations" become possible and desirable.
Different authors have proposed a range of definitions of a "virtual organization", each highlighting different characteristics [e.g., 10, 25, [26] [27] [28] [29] [30] [31] [32] . In this paper, we refer to the definition proposed by Ahuja and Carley [33] , who emphasize three main aspects of virtual organizations, namely the existence of an interest or goal shared by the members of the group, geographical distribution, and the use of ICT to communicate and manage the interdependencies. These factors characterize OSS development communities, so by this definition, OSS is developed by a virtual organization. Both as developers and users, OSS community members share a common interest in software being developed (though this interest may be non-financial). As well, OSS communities are typically geographically distributed and, in these cases, the Internet is the main tool used to coordinate different actions [4, 34] . Mailing lists, bulletin boards and source code control systems (e.g., CVS) are the main instruments used to manage interdependencies.
Since an OSS community is an example of a virtual organization, studies of OSS communities can contribute to and benefit from our knowledge of the functioning of virtual organizations. For example, Markus et al. [22] investigated the success of the OSS business model so as to transfer it to other industrial settings. In this paper, we will take the opposite approach and apply a theory proposed to explain the success of an industrial virtual organization to the case of OSS development. The theory suggests a set of factors needed for the success of projects such as OSS development. As well, the case of OSS development provides a further test of this theory, thus supporting generalization beyond the specific situation for which it was developed.
The Competency Rallying theory
In this paper, we apply Katzy and Crowston's [10] competency rallying (CR) theory to OSS projects. The CR theory was developed to explain the success of projects undertaken by the "Virtual Factory" [35] , an organized network for industrial cooperation in the precision manufacturing industry in the south of Germany, northern Switzerland, Austria, and
Liechtenstein. The theory integrates the resource-based theory of the firm with more recent literature on networking, virtual organizations and dynamic capabilities [36] to suggest factors important for the success of a virtual organization.
The reasons for the success (or failure) of virtual organizations have been investigated in a variety of theories adopting different perspectives. The CR theory has been used here because the adopted perspective is most suitable to the aim of the paper. The theory illuminates factors that have been pointed out as most relevant (e.g., competencies, interests, and coordination). Also, because of its currency, the theory represents the state of the art of the research related to virtual organizations. Finally, the case of OSS, different in many details from the original setting for CR theory, can provide a good empirical test for the generality of the theory.
CR theory identifies four generic capabilities that a virtual organization must possess to succeed, namely: 1) identification and development of individual competencies; 2) identification of market opportunities; 3) marshalling of competencies; and 4) management of a short-term cooperative effort. These four capabilities are all considered necessary for a project to be successful in a virtual organization. Of course, these factors are relevant in every kind of organization and project. Yet, the possible lack of common culture and climate, the importance of novel market opportunities and novel combinations of competencies and the existence of different utility functions and possible time constraints make their adoption harder in a virtual context. Thus, the theory stresses the key role these four sets of capabilities play in a virtual organization.
For OSS development, the CR theory points out that the existence of unique competencies and shared needs make user-developers join and coordinate their skills in shortterm cooperation effort producing high quality software. In the remainder of this section, findings from the OSS literature are summarized into general propositions for the success of OSS projects. Based on these propositions, in the following sections more specific hypotheses
will be formulated and empirically tested.
(1) Identification and development of competencies
The first capability identified by Katzy and Crowston [10] is the ongoing development and refinement of individual participants' competencies, that is, the specific skills and knowhow that firms develop over time. The resource-based view of the firm suggests that all successful firms posses a stock of such distinctive competencies. CR theory builds on this insight by noting that the members of a virtual organization must jointly possess, maintain and refine a stock of complementary competencies in order for them to be available to the virtual organization.
For OSS projects, the main competencies needed are the design and programming skills possessed by the individual participants [37] . Faraj and Sproull [38] talk more generally of the importance of "expertise". Participants autonomously develop their competencies in the course of their on-going "real world" activities and sharpen them in the course of an OSS project. For example, each participant must know some particular languages, operating systems or programming environments and have developed experiences in specific software applications. The existence of a variety of competencies is one of the elements that allow user-developers to create good and successful software. In summary, we argue that:
P1.
The more available the required competencies, the more successful the OSS project.
(2) Identification of market needs
The second set of capabilities in the CR theory is the ability to recognize a market need that might be met by the virtual organization. This capability extends beyond any single participant, since the virtual organization embodies the combined capabilities of all members.
As a result, an important development in a virtual organization is the capability to recognize and exploit new market opportunities that the virtual organization can meet, but which are beyond the capabilities of any single participant.
The literature on OSS development makes it clear that OSS projects usually originate from a personal need [2, 39] . Such needs also attract the attention of other user-developers and inspire them to contribute to the project. This approach to software offers some real benefits in the design process. OSS is software that "make sense" to users because users are in many cases the same as developers. In this way, the ambiguity that often characterizes the identification of user needs or requests for improvement in traditional software development process is eliminated: programmers know their own needs [40] . Common language and knowledge reduce this ambiguity [16] . A main implication can be derived: the majority of OSS projects will be for products that meet developers' needs [41] . In summary, we argue that:
P2.
The more readily developers can recognize the needs and problems addressed by the project, the more successful the OSS project.
(3) Marshalling of competencies
The third set of capabilities in the CR theory is the ability to identify and bring together participants with the competencies necessary to address an identified market opportunity, a process Katzy and Crowston refer to as "competency marshalling". Again, such a capability is usually a new development for members of a virtual organization, as it requires being able to match a wider range of market opportunities and competencies than are traditionally faced by any individual participant.
In the case of an OSS project, this capability implies the ability to bring together individuals with the necessary competencies to work on a given project. Faraj and Sproull [38] note the importance for software development teams of a similar process called "expertise coordination", which they define as "knowing where expertise is located, knowing where expertise is needed, and bringing needed expertise to bear" (p. 1554). Koch and Schneider [42] claim that the participation of programmers is the most important aspect in OSS development projects.
The process of competency marshalling appears to occur more or less spontaneously in OSS. The OSS community represents a nexus of exchanges in which people report bugs expecting that other members will fix them. Similarly those who fix bugs expect other developers to contribute to other parts of the project [43] . Thus, the return-on-investment of the effort and time investment is represented by the solution of the need [44, 45] . Reputation is another important aspect-the community is in fact frequently described as being based on peer recognition and in some cases on a "cult of the personality". In particular, peer recognition is a value for the community that can sometimes lead to employment opportunities or access to venture capital [22] .
This analysis can also be applied on a smaller grain to the on-going tasks that arise in a project. Take for example bug fixing, often used as an example of the responsiveness of the OSS process. The capability for competency marshalling presumes that participants in a project are aware of the experts for a particular type of bug, resulting in "a natural deferring process whereby most participants immediately realize which subgroup or person is best suited for fix a particular bug" [46] . In this way, competency marshalling is undertaken at a more tacit level as it emerges during the development of the different projects.
In summary, we argue that:
P3.
The more quickly and accurately competencies can be marshalled, the more successful the OSS project.
The final set of capabilities in the CR theory is the ability to manage a short-term cooperative process. For a virtual organization to succeed, it is necessary to improve the capability of participants to work across organizational boundaries to exploit the diverse competencies necessary for a given project.
It is hard to clearly understand all the adopted coordination mechanisms without taking into account the peculiarities of OSS. Well-designed software has a modular architecture that allows users to extend the system's functionality without changing the core functionality [43, 44, 47] . In a word, the systems are extensible. This implies that the selfgovernance mechanisms pointed out in many studies [6, 22] are possible because most of the dependencies emerging among developers are pooled rather than sequential or reciprocal [48] .
For these dependencies, standardization is a sufficient coordination mechanism (e.g., contributing to a mailing list or to the CVS tree according to certain standard).
In one of the few empirical studies on OSS characteristics, Godfrey and Tu [1] pointed out that Linux is less complex than it might appear by simply counting the lines of code (2.2 million at the time). By analyzing the different sub-systems, it emerged that the section growing most quickly was device drivers and other hardware adaptation layers. These pieces of code are indeed complicated but they are also self-contained, interacting with the rest of the system in a limited and well-defined fashion. The creation of self-contained tasks is one of the traditional ways proposed in the literature to reduce information needs and coordination effort [49] . Two levels of coordination-direct control by leaders and maintainers, self-contained tasks for developers or, as stated by Bezroukov [18] , cathedral for the core of the project and bazaar for the peripheral parts-keep the community from complete chaos. In summary, we argue:
P4.
The greater the ability to manage short-term cooperation, the more successful the OSS project.
In summary, Katzy and Crowston's [10] competency rallying theory suggests four interrelated sets of capabilities that are necessary for the success of any project, but particularly vital for a virtual organization. Applied to an open source project, the theory suggests four general propositions about factors that contribute to a project's success. The propositions suggests that the existence of shared competencies and common needs mixed with the ability of project leaders and the adoption of ad hoc coordination mechanisms enable user-developers to marshal needed competencies and produce, through short-term cooperation, successful software.
Data and hypotheses
In this section, testable hypotheses are formulated from the propositions above.
However, before presenting them, we will first discuss the data we used and their source.
Source of data: The SourceForge project
Rather than collecting data ourselves, we based our analysis on data collected by the SourceForge project (http://sourceforge.net/), a free service created to support OSS projects.
SourceForge provides projects with a project home page, CVS repositories, mailing lists, bug tracking service, task management software and permanent file archival. At the time of our study, it supported more than 15,000 projects and had more than 115,000 registered users A more serious limitation is that the available data is predefined, non-modifiable and limited. Specific hypotheses must be based on this given set of variables to be testable, restricting our analysis. Unfortunately, the variables do not perfectly overlap the concepts proposed in the propositions developed above. To test our propositions, we identify available variables that provide an indication of each construct, but acknowledge that these measures are imperfect. However, while this process adds noise, making it harder to find reliable relationships, it should not add bias, meaning that the relationships we do find are "true" and not artifacts of the testing process.
We note as well that our predicament is not at all unusual. All researchers who work with secondary data face such problems. We consider the limitations acceptable, considering the cost of developing a similar data set and the potential benefits achievable from the information available, and especially given the limited number of existing quantitative studies of OSS projects. The development of better metrics is a goal of further research. (We note that because SourceForge is itself an OSS project, it is possible to suggest that additional data be collected in future versions.)
Operationalization of constructs and hypotheses
To validate the propositions, the main concepts-namely OSS project success, userdevelopers' competencies and needs, the ability to marshalling competencies, and the management of short-term cooperation relationships-are operationalized in terms of available variables in the SourceForge project. In this section, we will specifically discuss the variables we chose to operationalize the constructs discussed above. A summary of variables and their definition is given in Table 1 .
Insert Table 1 about here
Success
The outcome variable for CR theory is project success. In the original application of CR theory, success was assessed by the degree to which the product developed met the needs of the customer of the project. For software, success can be interpreted in several different ways:
ß in a commercial sense, success is measured by the number of users of the software (i.e., total sales).
ß from the perspective of a user, we might look at frequency of use or satisfaction with the software.
ß from the perspective of software developers, success might be an active project or one that successfully releases software.
Some of variables collected on SourceForge projects can be used as proxies for the success of the software project. As none of the variables alone represents an adequate measure of the success, in this paper we will compare three different measures of success.
First, we consider success as measured by the interest showed by users. According to this measure, a more successful project is one that creates software that is used. For this purpose, we use a scale comprising the number of downloads of the software and page views (USE) 2 .
To form the scale, these two variables were transformed and then normalized prior to averaging to ensure they contributed equal variance to the final scale. Analysis of the reliability of the resulting USE scale shows acceptable results (Cronbach's a = 0.71, N = 7477). Second, we consider the project's development status (e.g., preplanning, alpha, beta, production, etc.) (DEVSTATUS). According to this measure, a more successful project is one that is in a more advanced state of development. Finally, we consider the intensity of work undertaken by developers (ACTIVITY). According to this measure, a more successful project is one that has more activity. For the activity measure, we used the transformed percentile rank of the activity.
Availability of competencies
For each project we wanted a score that would reflect the availability of required competencies, that is, the skills and capabilities of the developers. In the case of OSS, developer might include knowledge of specific operating systems, programming language and programming environments, which are recorded by SourceForge. We decided to use the programming language of the project, since this factor seemed likely to be of concern primarily to the developers. We decided not to consider operating system and environment, since these factors seemed likely to directly influence the use of projects, one of our success measures-there are simply more potential users for Windows software than for Amiga software. There are of course many other kinds of competencies that a project might require, but unfortunately, we have no data regarding these.
To estimate the diffusion of the competencies in each programming language, we used the number of projects in the sample written in that language. In other words, we took the fact that there are more projects written in the C language as an indication that the competency of writing in C is more widely available. For example, there were 2441 projects written in the C programming language, so each of these projects had a score of 2441 for programming language use. On the other hand, there were only 10 projects written in Ada, and so these projects had a score of 10 for programming language use. The resulting variable is PLPOP.
We propose the following hypothesis:
H1.
Projects using more common programming languages are more successful (i.e., a) more active, b) in more advanced states of development and c) more used).
Recognition of market opportunities
Successful projects address needs and the problems of the community. We used a project's stated topic (TOPIC) and intended audience (AUDIENCE) as an indication of these needs. The OSS community is mainly composed of user-developers. Thus, projects that address the needs and solve the problems of this community should be more successful. In particular, we expect that projects (software) that list developers and system administrators as their stated audience will be more common, have higher activity percentile, be in a more advanced development status and be more used than those described as intended for endusers. Also, we expect that projects (software) dealing with topics that are familiar with developers (such as Internet or communication topics) will be more active and in a more advanced development status than those that address very specific needs, such as religion or scientific/engineering. Projects on more familiar topics should also show higher use.
We propose the following specific hypotheses: 
Competency marshalling
A project to be successful has to involve participants with required competencies. The ability of a project to attract competent individuals depends on the shared culture and climate, characteristics of the application, the abilities and charisma of the project leaders, etc. As one measure, we considered whether a project had administrators who had been peer-rated or ranked (RATED and RANKED). A well-regarded developer should be more able to attract developers, addressing competency rallying. We also measured the outcome of these factors, that is, the extent to which projects seemed to have successfully marshalled competencies. To measure this outcome, we used the number of developers and administrators taking part in the project (DEVEL and ADMIN), although this measure is noisy in that it also reflects differences in the scale of the projects.
Management of short-term cooperation
The lack of information on intrinsic characteristics of the software (such as its modularity) or adopted coordination mechanisms makes it hard to formulate testable hypotheses on the concepts proposed in proposition P4. For tests using development status as a measure of success, we included the variable ACTIVITY as a measure of the intensity of the cooperation. As well, the presence of rated and ranked developers as mentioned above might be considered as measures of the managerial ability of the project leader. However, further research on the details of coordination in OSS software development is necessary to properly test the concepts proposed in the proposition P4.
We propose the following specific hypothesis:
H4.
Projects with higher activity are in a more advanced state of development.
Control variables
Finally, we identified one variable that might provide alternative explanations for the success variables, namely project lifespan. Projects might be more successful (i.e., be more used, in more advanced stages of development and more active) simply because they have had more time to mature. Therefore, we included project lifespan (LIFESPAN) as a control variable.
The resulting model is shown graphically in Figure 4 .
Insert Figure 4 about here
Methodology and results
In this section we discuss the method used to test the hypotheses discussed above and the results of our analyses.
Data collection and pre-processing
Data were collected using a Web spider to retrieve pages from SourceForge for each included all the project classification data needed for further analysis. As a result, our analysis is based only on these projects. Descriptive statistics for the variables described above are reported in Table 3 .
Insert about Table 3 here Data were first explored variable by variable. Some of the variables were highly skewed (e.g., number of downloads, page views, developers and administrators and count of projects using a given programming language) and so a logarithmic transformation was applied to these variables to correct the skew. Percentile rank data was transformed using an inverse-sine-square-root transformation, which renders more nearly normally distributed a uniformly distributed variable such as a proportion.
For the two categorical variables, TOPIC and AUDIENCE, we created dummy variables per value. For AUDIENCE, we created 4 dummy variables, one for each audience the project was intended to serve (end-user, system administrator, software developer and other). Topic required special handling because there were 162 topics, as shown in Table 4 , far too many to analyze individually. To develop a manageable number of dummy variables, we merged related topics together. The list of topics in SourceForge is hierarchical, so each topic was first recoded to the appropriate top-level topic (e.g., the topic "Web browsers"
became "Internet"). Second, three less common and theoretically related first-level topics were merged. These are shown in italics in Table 4 . A dummy variable was created for each remaining first-level topic (shown in bold in Table 4 ), and the projects coded appropriately.
Insert Table 4 about here Programming language, topic and intended audience created additional problems because a project might list up to three programming languages, intended audiences or topics.
For projects that listed several programming languages, we used the average of the scores for each programming language. Projects that listed multiple audiences and topics had non-zero values for more than one dummy variable, weighted by the total number of audience or topics addressed by the project. For example, if a project addressed both systems administrators and software developers, it was given a score of 1/2 for the two appropriate dummy audience variables. These projects experience the average effects of the different languages, topics and audiences they address.
We initially planned to calculate average peer ratings and rankings for each project's administrators. However, we found that only 646 projects had administrators that had been rated at all, and only 66 had administrators who were peer ranked. Examining the rating process, we concluded that rated and ranked developers are those who are well known and hypothesized that having such a well-known administrator should make the project more successful. Therefore, we decided to compare projects with and without rated and ranked administrators. We therefore simply created two dummy variables (DRATED and DRANKED) that indicated whether a project had a ranked or a rated administrator.
Data Analysis
Most hypotheses were tested using multiple regression. Three regressions were run, one for each of the three success variables defined above. To test the hypotheses related to the activity of the projects (H#.a), transformed rank activity percentile was used as the dependent 
The coefficients for the models were estimated using the stepwise linear regression in SPSS. The criterion for entering variables was p < 0.05, and for removing variables, p > 0.10.
No variables were removed, and only the results of the final model are reported.
Hypotheses H2.1d and H2.2d were tested by examining the number of projects on each topic and for each intended audience, as shown in Figure 5 and Table 5 and Figure 6 and Table 6 . Note that because projects can have multiple audiences and topics, the sum of the number of projects in each category is greater than the actual total number of projects.
Insert Table 5 and Figure 5 and Table 6 and Figure 6 3 Because STATUS is an ordinal variable, we compared the results for model B to the results from SPSS's ordinal regression command. However, to use this feature, we had to replace the dummy variables for topic and audience with two categorical variables, coding only those cases where a project had a single topic or audience, thus limiting this analysis. Since the results from the ordinal regression are largely consistent with the results of the conventional regression, and the conventional regression is more familiar, we do not discuss the results of the ordinal regression further.
Results
The R 2 values for the various models are given in Table 7 and the estimated coefficients for the various models in Table 8 through Table 10 . For ease of interpretation, the tables of regression coefficients have been arranged by hypotheses.
Insert Table 7 to Table 10 Model A is the regression for project activity. The R 2 for this regression was .476, which is satisfactory. The coefficients, shown in Table 8 Table 9 , the values of the related regression coefficients are consistent with hypotheses H2.2, H3.2 and H4.
Specifically, projects on the topic of business/office are more likely to be at lower stages of development whereas projects related to software development are associated with a more mature development status. As well, projects with peer rated administrators are likely to be in a more mature state, as are more active projects. The evidence here offers mixed support for H2.1, since projects intended for system administrators are more advanced, but projects for software developers are less advanced, the later contrary to hypothesis. On the other hand, the results do not speak to H1 and contradict H3.1-a project with more developers is somewhat less likely to be in an advanced state of development. In this case, ACTIVITY has the largest standardized coefficient. The coefficient for project lifespan is also significant, meaning that older projects are more likely to be in advanced states of development.
Finally, Model C, the regression for software use, has an R 2 value of .129, which is also low-again, the model explains little of the variance in software use. However, the coefficients, shown in Table 10 , support hypothesis H1: the adoption of more used programming language seem to be associated with more used software. Hypotheses H2.2 is supported-software dealing with office/business topics have lower popularity (measured in terms of use), while software for software development and systems are more used.
Hypothesis H2.1 though is contradicted-end user applications are more used, not less. H3.2 is supported-software programs developed in projects with administrators who are peer rated and ranked are more likely to have higher use-while hypothesis H3.1 has mixed support-more developers make a project more used, but more administrators make projects less used. Considering the standardized coefficients, DEVELOPERS is the most dominant factor. In contrast to the other regressions, project lifespan was not entered, meaning that older projects are not more likely to be used.
We turn now to hypotheses H2.1d and H2.2d. The data in Table 5 contradict hypothesis H2.1d: there are about the same number of projects for software developers and for end users, and fewer for systems administrators. The data in Table 6 clearly support hypothesis H2.2d: the majority of projects report software development or systems related topics, and only a small minority address office/business topics or more specific topical areas.
A summary of the empirical support for the hypotheses is presented in Table 11 .
Insert Table 11 about here
Discussion
In this section, we will discuss the hypotheses tested above. Hypothesis 1, that use of more popular languages is related to success, was supported by the data. We interpret this finding as support for proposition P1 of our theory, that the availability of competencies is a precondition for the success of projects undertaken by OSS.
Hypothesis 2.1 was not supported. Contrary to our expectation, there were almost as many projects intended for end-users as for software developers, and these projects were in more advanced states of development and were more used, not less. We believe that the lack of support for this hypothesis is because developers' use of the SourceForge classification of "end-user" projects does not imply a project intended for non-developers as we assumed in formulating our hypotheses. Rather, it seems to be used to describe a desktop application, regardless of intended use. In retrospect then, H2.1 was not a good test of proposition P2.
Hypothesis 2.2, on the contrary, was supported. There are fewer projects for business or specialized topics, and these projects tend to be in earlier stages of development and less used (though the amount of the variance explained is small). In summary then, our data offers qualified support for proposition P2 of our theory, that the ability of the project participants to identify and understand the market opportunity is important to the success of projects. This finding implies that OSS, with its reliance on self-interested developers, may be less well suited for developing applications that address problems that large numbers of developers tend not to face, such as business or scientific applications. Hypothesis 3.1 had mixed support. The number of developers was associated with increased project activity and software use, but also with less advanced states of development.
It seems reasonable that more developers would lead to more activity. An explanation for the second finding is that less advanced projects need more work, and therefore more developers.
As projects move into advanced stages and the work is primarily maintenance, developers move on to new projects, thus explaining the reduced number of developers on these projects.
In any event, H3.1 was only a weak test of proposition P3.
Hypothesis H3.2, on the contrary, was strongly supported. Projects that have wellknown developers, that is, developers who are peer-rated or ranked, are more active, in more advanced states of development and more used. This result can be interpreted in two ways.
This result may reflect the cult of personality that surrounds well-known developers, and suggests the importance of these figures in obtaining support. Contrariwise, it may be that having attracted a lot of contributors makes a project administrator well known. In summary,
we believe the data is consistent with proposition P3 of our theory, that ability to marshal necessary competencies is a key for project success.
Finally, hypothesis H4 is supported in the model where it was tested. Projects with more activity tend to be in more advanced stages of development. In some ways, this result seems intuitive, as activity is needed to advance a project. However, this finding contradicts our explanation for the fewer number of developers in these projects, suggesting that a more detailed examination is needed. Hypothesis H4 was only an indirect test of proposition P4, but the evidence does seem consistent with the theory. As well, the value of well-known and presumably more experienced administrators (H3.2) also adds weight to this proposition.
Threats to validity and limitations of the study
Before we conclude, we will briefly discuss possible limitations of our study. First, many of our measures are likely quite unreliable (that is, each includes a good deal of noise in addition to the construct of interest). In particular, much of the data is self-reported, again decreasing reliability. As a result, our results above may understate the true strength of the relationships. Indeed, two of the regressions explained only a small percentage of the total variance. A related concern with negative results is that they may be due to a lack of statistical power in the tests. However, in our study, the sample size is large, which helps obviate this concern.
Second, our use of secondary data required us to rely on a given and non-modifiable set of variables to operationalize the theoretical concepts. Our reliance on this approach represents the main limitation of the study, since the data may not adequately measure the constructs of our theory, thus posing a threat to validity. This threat is particularly problematic for our outcome measure, project success. We addressed this threat in this study by considering multiple outcome measures, but we continue to search for better measures.
Part of the problem in obtaining data is that there is as yet no agreed set of measures for software development projects that seems adequate to describe these new endeavours. For example, lines-of-code is a common measure of project size or programmer productivity, but the relevance of this measure for OSS, which may incorporate contributions from diverse source, is not clear. Unlike other fields where secondary data is more common, software development lacks a set of professional data collection agencies-there is no equivalent to the Census or Bureau of Labour Statistics.
A third concern is that the sample may be biased. Since SourceForge only started on 3 November 1999, older and better established projects are less likely to be included (some have subsequently moved to the system). For example, the main Linux and Apache developers do not use SourceForge, though some smaller supporting projects do. Some of our findings could be due to this selection bias. On the other hand, as we noted above, studying just large successful projects introduces the opposite bias. It is difficult to properly assess these concerns about the representativeness of the sample, as it impossible to determine the universe of OSS projects to which we hope to generalize. However, the popularity of SourceForge suggests that the sample is extensive, even if not complete, which would minimize this threat to validity.
Finally, our analysis considers only one level of effects. It would be interesting to consider the factors that enable competency rallying or short-term cooperation (e.g., the importance of community prestige and loyalty to a key project organizer), but unfortunately, such factors are difficult to operationalize. Future research might attempt to measure these factors and correlate them to the objective data collected by SourceForge.
Conclusions
In this paper, the success of OSS projects and programs has been investigated. Based on a review of the literature, we argued that OSS communities can be analyzed as virtual organizations. Accordingly, the theory of competency rallying was adopted to identify elements necessary for a project to be successful. This theory suggests that shared competencies and needs, the possibility to marshal many developers, project administrators' managerial skills and charisma, and the adoption of ad hoc coordination mechanisms are crucial for success.
Based on this framework, four propositions were formulated. By adopting the variables used in the SourceForge project to classify and report on projects, the main concepts proposed in the propositions were operationalized and a set of testable hypotheses formulated.
These hypotheses were tested using data regarding the OSS projects supported by SourceForge. The obtained results mostly confirm the proposed framework.
Our study has some implications for those organizing OSS projects. First, the availability of competencies is a factor in the success of projects, suggesting the choice of a more widely known programming language. Second, it is important for developers to be able to recognize the needs of customers of the project. Our analysis shows that at present, projects with topics related to systems development and administration are more successful. Most analyses of OSS have stressed the contributions of programmers, but we suggest that for many projects it will be important to consider how input can be obtained from nonprogrammers. Finally, our analysis shows that projects with well-known administrators are more successful, which we interpret as indicating the importance of being able to attract support for a project. Less well-known developers starting a project will have to pay particular attention to how to attract contributors, a problem that has been the focus of much of the research on OSS.
We have only scratched the surface in using the self-collecting data from this system. Figure 4 . The operationalization of the CR framework as applied to OSS projects:
Capabilities and adopted variables. 
P1
The more available the required competencies, the more successful the OSS project. H1 Projects using more common programming languages are more successful (i.e. a) more active, b) in more advanced states of development and c) more used). Recognition of market opportunity P2 The more readily developers can recognize the needs and problems addressed by the project, the more successful the OSS project. H2.1 Projects intended for developers are successful than projects developed for system administrators, which are successful than projects developed for end-users. As well, d) there are more projects intended for developers than for system administrators, and more for system administrators than for end-users. H2.2 Projects developed on topics dealing for developers and system administrators are successful than projects on topics for endusers. As well, d) there are more projects on topics for developers than for system administrators, and more for system administrators than for end-users. Marshalling competencies P3 The more quickly and accurately competencies can be marshalled, the more successful the OSS project. H3.1 Projects with more developers are more successful (i.e. a) more active, b) in a more advanced state of development, and c) more used). H3.2 Projects with more highly ranked or rated project administrators are more successful (i.e. a) more active, b) in a more advanced state of development, and c) more used). Short term cooperation P4 The greater the ability to manage short-term cooperation, the more successful the OSS project. H4 Projects with higher activity are in a more advanced state of development Note: Counts sum to more than total number of projects because projects may have multiple intended audiences. Percentages are of sum of counts.
End user 35%
Developer 38% Systems administrators 16%
Other 9%
Missing 2% Figure 5 . Pie chart of distribution of projects by intended audience. 
