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and modeling exceptions that occur in clinical care systems.
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Modern systems in general and medical systems in particular
are becoming ever more complex, increasing the number of excep-
tional situations they have to cope with. The need to anticipate
possible exceptions and specify exception handling processes in
medical systems is particularly critical, as these systems must en-
sure the patient’s safety. For example, decision-support systems
that recommend medical treatment should be aware of life-threat-
ening side-effects and offer advice on handling such situations.
Systems that let physicians prescribe medications need to be able
to check for contraindications and drug–drug interactions. There is
a shortage of methods for supporting system architects and design-
ers in the analysis and modeling of exceptions as an integral part of
the system’s conceptual modeling process. In view of this state of
affairs, we propose a methodology for eliciting and modeling
exceptions.
The cost of correcting errors or implementing new require-
ments discovered during coding is between 5 and 10 times higher
than the cost of correcting errors discovered during the require-
ments phase, and the cost of correcting errors discovered during
the maintenance phase is between 100 and 200 higher [1]. There
is tremendous potential to save these costs and associated time re-
sources through improving requirements and exceptions model-
ing. Such improvements can be achieved by developing and
adopting methods that help elicit a wide range of exceptions andll rights reserved.
ial Engineering and Manage-
2000, Israel. Fax: +1 413 375
@gmail.com (J. Somekh).incorporate them into the conceptual model during the early
design phase of a system’s lifecycle.
Our goal was to develop a methodology that would assist sys-
tems analysts and knowledge engineering in eliciting a wide range
of possible exceptions and modeling them in a standard way. To
cover such a desired wide range of exceptions, we chose to deﬁne
exception in a broad way. There are many deﬁnitions of exceptions
[2–4]. Klein and Dellarocas [5] deﬁned an exception as ‘‘any devi-
ation from an ‘ideal’ collaborative process that uses the available
resources to achieve the task requirements in an optimal way”,
or, in other words, ‘‘any departure from a process that achieves
the process goals completely and with maximum efﬁciency”. Inﬂu-
enced by this deﬁnition, we deﬁne an exception as an occurrence
that deviates from the ‘‘ideal”, normal ﬂow, as deﬁned by the sys-
tem designer, and causes a change in the primary goal of the cur-
rent process, possibly leading to a change in the entire system’s
goal priorities. The ideal, normal-course system model makes
many explicit and implicit assumptions that can be deﬁned as con-
ditions on processes imposed before, during, and after system
activities take place. Violations of these conditions are exceptions.
The design of exceptions and their handling mechanisms re-
quires the understanding of a wide range of potential exceptions,
as well as the ability to represent them via explicit modeling con-
structs grounded in a solid methodology. Object-Process Method-
ology (OPM) [6] is a modeling methodology that speciﬁes the
behavioral and structural aspects of a system in a single model.
OPM is especially suitable for modeling dynamic systems, as it
can directly express events, Event–Condition–Action (ECA) rules,
guarding conditions (i.e., pre-conditions that guard the execution
of a process), and timing exceptions [7]. In its current form, how-
ever, OPM lacks the ability to model the full range of exceptional
behaviors, such as asynchronous or non-temporal exceptions,
Fig. 1. OPD and OPL of the exception conceptual model.
1 The academic version of OPCAT can be downloaded from www.opcat.com
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speciﬁcation of different exception types.
In this paper, we present exceptions methodology that com-
prises several elements. The ﬁrst is a conceptual model of excep-
tions, represented in OPM. The second is a set of exceptions
elicitation guidelines that are independent of a modeling formal-
ism. The third element is an OPM-based extension for modeling
asynchronous exceptions, and the fourth is a set of exception tem-
plates for modeling exceptions in a standard way using OPM, along
with guidelines for using the templates. We demonstrate the appli-
cation of our exceptions methodology to modeling an antibiotics
treatment clinical guideline.
2. Background
Our exceptions modeling methodology leverages related work
on models for exceptions and their handling, along with works
on exceptions classiﬁcation. Integrating and extending these
works, we deﬁne a conceptual model of exceptions and use charac-
teristics of exception components to classify exceptions. As we for-
mulate our conceptual model of exceptions using OPM, we start
this section with an introduction to OPM and the reasons that
we chose this methodology. We then review related work and
introduce our OPM model of exceptions.
2.1. Object-Process Methodology
Taught in various institutions of higher education and applied
in a variety of industry sectors, Object-Process Methodology
(OPM) [6,7] is a holistic, integrated approach to the design and
development of systems. Underlying OPM is a philosophy stipulat-
ing that to faithfully and naturally analyze and design systems in
any domain, processes, like objects, should be considered as
stand-alone ‘‘things” and not encapsulated within objects as in
the standard Object-Oriented (OO) approaches. Objects in OPM
are physical or informational things that persist, while processes
are transient things that transform objects. Processes can trans-
form objects by affecting their state, generating new objects, or
consuming existing objects. OPM models are represented graphi-
cally as Object-Process Diagrams (OPDs), which are automati-
cally-translated into sentences in a subset of English, known as
Object-Process Language (OPL). For example, System is one of
the objects depicted in Fig. 1; the Exception Handling process af-fects the System, as shown by the effect link connecting these enti-
ties. The fourth sentence in the OPL speciﬁcation, shown in Fig. 1,
conveys the same speciﬁcation.
Objects and processes are linked via structural links and proce-
dural links. A structural link represents a persistent relationship
between two objects (e.g., Triggering Object triggers Trigger,
shown in Fig. 1). A procedural link connects an object to a process
in which it participates. A procedural link can be (1) an enabling
link—an instrument or agent link, which connects a process to an
enabler—an object acting as an instrument or an agent that needs
to be present for the process to occur (e.g., Trigger and Guarding
Condition are instruments of the Exception Handling process,
shown in Fig. 1), or (2) a transformation link, which connects the
process to a transformed object (i.e., an object which changed its
state, was created, consumed, or affected). The compact OPM sym-
bol set, its syntax, and its semantics are provided in [8]. We also
explain OPM symbols in ﬁgures where they are used.
The complexity of systems is managed in OPM models by
abstraction-reﬁnement mechanisms, notably out- and in-zooming,
which can be used to hierarchically expose or hide details of ob-
jects and processes. This way, a top-level view of the system is ex-
panded into a set of increasingly detailed diagrams that provide
the details of the processes and objects shown in the top-level
view. OPM is supported by OPCAT [9], a modeling software envi-
ronment that has been tested and successfully applied in academia
and industry that is used in this work to model the case study with
its exceptions.1
We selected OPM as the language for modeling exceptions
within the system model due to its following favorable features:
(1) OPM’s visual representation and its corresponding OPL tex-
tual representation may aid users in understanding the sys-
tem models.
(2) OPM supports representation of system dynamics, and it
includes the basic building blocks for representing excep-
tional behavior: triggering events, guarding conditions, tim-
ing constraints, timing exceptions, and ﬂow-of-control.
These features are the basic elements required for modeling
exceptional behavior. For example, in Fig. 1, Trigger is spec-
iﬁed as the event triggering the Exception Handling process
(symbolized by the letter ’e’ next to the Exception Handling
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condition of that process (speciﬁed by the letter ’c’ next to
the Exception Handling process).
(3) OPMwas shown by our group [7] to be signiﬁcantly better in
speciﬁcation quality, compared with OMT, the main prede-
cessor of Uniﬁed Modeling Language (UML), which is the
Object Management Group’s software systems analysis and
design industrial de-facto standard. OPM’s effectiveness
stems from its single model, which explicitly represents in
single model different process-related aspects, such as trig-
gering events of a process and the objects participating in
a process. When multiple-model languages, such as UML,
are used, details need to be gathered by the user from multi-
ple model views, such as dynamic, functional, and object
models.
(4) Through its recursive seamless complexity management
(abstraction-reﬁnement) mechanisms, OPM is especially
geared to managing systems’ complexities. Using these
mechanisms, exceptional processes and their recovery parts
can be modeled at a ﬁne detail level, but triggered and han-
dled at a coarse detail level, so they do not clutter the main,
normal-course process in the OPM system model.
(5) OPM’s modeling tool, OPCAT, supports the notion of meta-
libraries [10], which are OPM models that are imported into
another OPM model (representing a system). This way, the
objects and processes of the meta-library can be used as
design patterns, templates that are utilized within a system
model. The system’s objects and processes can be tagged and
classiﬁed as performing roles of objects and processes of the
meta-library.
2.2. Models for exceptions
Exceptions have been mostly researched in the non-medical
domains of real-time and embedded systems. Researchers have
tried to model exceptions, either through embedded approaches
that integrate the exceptional semantics within the model of nor-
mal system behavior, or through separated approaches [4] that
detach the system’s exceptional semantics from its normal behav-
ior. Most of these separated approaches adopted Event–Condi-
tion–Action (ECA) rules as a method for modeling exceptions. In
this approach, a triggering event, called triggers trigger an excep-
tion, and when certain guarding conditions hold, an exception-han-
dling action or process takes place. As an example, an anaphylactic
shock can serve as a trigger, such that if the patient has recently
started taking Penicillin, this trigger invokes the action of admin-
istering Adrenaline. Fig. 1 is an Object-Process Diagram (OPD),
with its equivalent automatically-generated OPL paragraph,
depicting the conceptual model of exceptions that captures the
ECA paradigm. As Fig. 1 shows, an Exception object has two (ob-
ject) parts—a set of Triggers and a Guarding Condition. An
Exception is further characterized by an Exception Handling
process. This process requires the Trigger and Guarding Condi-
tion. These are represented by the instrument links (white lolli-
pops) that connect them to the Exception Handling process
annotated with an ’e’ and ’c’ inside the lollipop circle to indicate
the roles of event and guarding condition, respectively. The
Exception Handling process affects the System. Whereas the
ECA paradigm abstracts away from the source of the triggering
event, our model includes a Triggering Object that triggers the
Trigger, as conveyed by the general structural link between Trig-
gering Object and Trigger. It is important to consider the trigger-
ing entities during system analysis, because these entities are
sources of events, which may be exceptional, and therefore
should be observed [11].Some researchers extended the ECA approach by introducing
other considerations. Justiﬁed Event Condition Action rules [12]
add justiﬁcations—a speciﬁcation of the context where the rule will
be performed—in order to capture more contexts in workﬂow
modeling and to deal with uncertainties involved in organizational
processes. In Adaptﬂow [11], a consultation system that can handle
exceptional situations of changed patient condition, such as infec-
tion or toxicity, the ECA rules are extended with an optional valid
time part that speciﬁes a time period during which the modiﬁca-
tion action need to be applied. The ECA rules can be executed as ac-
tive rules and integrated with workﬂow management systems
[11,13,14].
While ECA paradigms are often speciﬁed as rules, some lan-
guages [4,15–18] use graphical symbols to specify exceptional
events and mechanisms for handling them. In all these models,
the graphical speciﬁcation of exceptions is integrated into a graph-
ical speciﬁcation of a process model. The objective of this integra-
tion is to facilitate comprehension and design of exceptions and
their handling as they are composed with the normal process exe-
cution, avoiding a dedicated means for modeling exceptions. In the
OPERA [17] project, the graphical speciﬁcation is later compiled
into a rule-based language.
Unlike the formalisms discussed above, which allow abnormal
system execution by representing normal and abnormal behavior
explicitly, Mulyar et al. [19] proposed a declarative formalism,
called CIGDec, which allows ﬂexible execution of processes by
specifying only the minimal set of constraints between tasks that
must not be violated. Any behavior that satisﬁes these constraints
be it normal or abnormal behavior, such as behavior in emergency
situations, can be executed. Using a set of tasks and relations
among them, their declarative model speciﬁes what to do without
the need to specify a particular order of the normal and the excep-
tional tasks in all the possible scenarios, as required by imperative
approaches. Their approach can meet the ﬂexibility requirement in
medical environments that feature various expected and unex-
pected exceptions, overcoming problems encountered while using
imperative languages for modeling clinical guidelines. However,
this approach can mask the normal or ideal process ﬂow, rendering
it unsuitable for rigid processes with strict sub-processes order.
Much research has been devoted to the handling of exceptions
[4,5,14,20–24], including mechanisms for detecting, diagnosing,
and resolving exceptions, including the management of the excep-
tion and resuming to normal system operation [4,5]. Further dis-
cussion of these works is beyond the scope of this paper, as we
focus on elicitation and modeling of exceptions rather than on
characterization of exception handling processes.
2.3. Dimensions of exceptions
Many researchers explored the different types of exceptions
that may occur in systems [2,4,5,16,18,21,23–28], as shown in Ta-
ble 1. We integrated the taxonomies deﬁned in these works with
our insights from analyzing industrial case studies from the health-
care and embedded real-time systems domains to create a new
conceptual model of exceptions. As shown in Fig. 1, the main com-
ponents of our exceptions conceptual model are the objects that
participate in Exception Handling processes, namely Triggering
Object, Trigger, Exception, and Guarding Conditions. The charac-
teristics of these objects form the dimensions of our classiﬁcation
of exception types. Each exception can be characterized as having
a speciﬁc value for each dimension. The dimensions of exception
are described in the rest of this subsection. Table 1 summarizes re-
search works dealing with the various dimensions of exception and
their research foci.
Some dimensions are interdependent, making some attributes
seem semantically redundant. We note such cases in the discus-
Table 1
Dimensions of exceptions deﬁned by different research works.
Research Domain Detection
Scope
Effect
Scope
Synchro-
nicity
Constraint
Violation
Internal/
external
(origin)
Predict-
ability
Measur-
ability
User errors
(essence,
cause)
Frequency Severity Exception
Handling
Fridsma and Thomsen [25] Medical care +
Quaglini et al. [26] Medical care + + +
Casati and Pozzi [18] Workﬂow systems + +
Brambilla et al. [27] Workﬂow-driven
Web applications
+ + + +
Luo et al. [5] Cross-organizational
workﬂow systems
+
Eder and Liebhart [2,6] WAMO—workﬂow
activity model
+ + +
Russel et al. [7] Process-aware
information systems
+ + + + Time
exceptions
(deadline
expiration)
Avizienis et al. [8] Computing systems + + + Time + +
Sadiq and Orlowska [4] Workﬂow systems + + + + +
Klein and Dellarocas [5] Workﬂow systems + + +
Chiu and Karlapalem [21] Workﬂow systems +
+ indicates that the dimension is covered in the reference paper.
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purpose of eliciting as many exceptions as possible, it is important
to consider all the dimensions, as thinking about the same phe-
nomenon from different viewpoints may help modelers elicit more
exceptions. For the purpose of modeling exceptions using standard
patterns, the redundancies are not useful and therefore a single
template may be used to model the redundant information about
an exception.
2.3.1. Triggering Object
The Triggering Object of the Exception exhibits the following
attributes, each with its own set of values:
 Origin. An attribute denoting the source of the triggering entity,
which can be systemic (internal), if the triggering is due to a fail-
ure of a system component or process (e.g., a patient’s side
effects), or environmental (external) [21]. An example of an
external event is when an exceptional laboratory test result
becomes available and may be observed by a decision-support
system. This dimension is determined by the boundary of the
system, as envisioned by the system designers.
 Essence. An attribute denoting to the essence of the triggering
entity, which specializes into Human and Non-human [27].
The dimensions related to Triggering Object are shown graph-
ically in Fig. 2. The full OPD-set that graphically shows the charac-
teristics of the exceptions’ conceptual model is shown elsewhereFig. 2. An OPD showing the attributes of Triggering Object.[29]. In the rest of this subsection, we provide a textual description
of these characteristics.
2.3.2. Trigger
The trigger of the exception exhibits the following eight attri-
butes, each with its set of values:
 Synchronicity [30]. A trigger is an asynchronous event if it can
occur at any point in time, independent of system processes
(e.g., a sudden side effect). A trigger is a synchronous branch
if it occurs at a speciﬁc branch point in a process. At the branch,
a decision is made to follow a normal or an exceptional path. A
path includes a serial ﬂow of processes that can be executed in
order to achieve some goal. A path is considered exceptional if
it is below a threshold deﬁned as favorable for meeting the pro-
cess goal. An example of a synchronous path is taking the drug
with alcohol, after the drug is prescribed.
 Condition violations. Each ‘‘ideal” process can have a set of pre-
conditions, post-conditions and invariants that mandate its cor-
rect execution. Any violation in these conditions can trigger an
exception. Pre-conditions determine whether the task is allowed
to start execution, post-conditions determine whether the task
is permitted to successfully commit. Finally, invariants are syn-
tactically like pre-conditions and post-conditions but they are
enforced during the execution of the task or process [31]. Pre-
and post-condition violations are associated with synchronous
triggers whereas invariant violations are associated with asyn-
chronous triggers.
 Predictability. An attribute denoting whether the trigger can be
(i.e., has the value) expected if it can be foreseen at design time,
or unexpected otherwise. Our work considers expected
exceptions.
 Measurability. The ability of the trigger to be measured, which
can be measurable, or immeasurable. A trigger with Measur-
ability of value measurable is triggered when a speciﬁed mea-
surable threshold value is reached or exceeded or (for time)
elapsed, or some numeric boundary value is violated. As shown
in Fig. 3, the threshold value is expressed in measurement units,
which are composed from basic measurement units, including
temperature, length, charge, time, mass, angle and luminous
intensity [32]. A timing trigger [30] is an example of a measur-
able Trigger. The measurement process itself, which must be
performed before each such Trigger, can be single, i.e., occur
Fig. 3. Measurable Condition Set template.
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tiﬁed by means of measurable units. An example for this kind of
trigger is failure of a network connection. Such triggers are often
binary—either something happens or not.
 Cause. An attribute denoting the cause of the exception, and
which specializes into Human Cause and Non-human Cause.
As noted by Fridsma and Thomsen [25], who researched excep-
tions in the medical domain by simulating the process of medi-
cal care within organizations, Human Cause can be error,
malicious action, or non-compliance. While usually, non-com-
pliance in the medical domain is attributed to patients, errors
(exceptions) due to non-compliance of care providers also occur.
This topic has been studied by Quaglini et al. [26]. Klein and Del-
larocas [5] have identiﬁed other human causes of exceptions,
including suboptimal coordination or communication. Other
human-related causes include an ‘‘act of nature” that causes
the human to dysfunction in some way outside his control and
without involving his intellect (e.g., adverse effects to drugs).
There are many Non-human Causes [16], such as organizational
causes [11] (e.g., resource unavailability), work item failure (e.g.,
problem with a laboratory test), deadline expiration [16], hard-
ware or software incompatibility. Note that human causes could
only occur for Triggering Entity of human essence and non-
human causes could only occur for Triggering Entity of non-
human essence.
 Detection Scope. Detection Scope concerns the scope or space
containing the points at which the Trigger can occur. The Detec-
tion Scope of an exception (i.e., failure or exceptional occur-
rence) [4,30] can be divided into three levels: task-level
Exception (a failure related to one speciﬁc task), block-level
Exception (failure that can occur within some block of tasks),
and system-level Exception (failure that is related to the entire
system and can happen in each task within each block). Sys-
tem-level exceptions are global occurrences that may possibly
affect every process, and for which the reactions may be deﬁnedat the system’s global level and possibly reﬁned for speciﬁc pro-
cesses if different policies need to be adopted. Unavailability of a
resource is an example of a system-level trigger.
 Frequency. The trigger can be frequent or rare; frequent excep-
tions tend to be part of the normal ﬂow and are usually embed-
ded in the model [4]. Exceptions whose frequency is rarewill be
modeled usually in a separate procedure.
2.3.3. Guarding conditions
Guarding conditions are pre-conditions that must be met for
the exception handling process to take place. Guarding conditions
have one attribute called Complexity.
 Complexity of guarding conditions can be atomic or compound.
A Guarding Condition whose Complexity is atomic has only a
set of states. A guarding condition whose Complexity is com-
pound consists of two or more atomic guarding condition with
one or more logical statements that combine states of atomic
guarding conditions using logical operators.
2.3.4. Exceptions
Exceptions are characterized by the attributes Effect Scope and
Severity.
 Effect Scope is similar to the Detection Scope of a trigger
(described above), but the scope here relates to the effect of
the exception or of its resolution process on current or future
systems processes.
 Severity [33] of an exception is determined by its potential effect
on the normal operation of the systems, which can be ignorable,
when it does not affect the normal operation of the system,
light, when it does not cause any error, but a continuous super-
vision of the faulty component is required and execution of a
recovery function may be required as well, true, when the
exception causes malfunction of main system components, but
replaceable components or other ways of recovery are possible,
which enable reaching the original goal, or hard, when the nor-
mal operation of the system is not possible, because main sys-
tem components are malfunctioning or recovery from crisis
has failed. The goal cannot be reached in the current setting,
usually resulting in the termination of the current task.
2.3.5. Exception handling
A common theme to the works regarding exception handling
[4,5,14,20–24] is the identiﬁcation of three phases in exception
handling: exception detection, diagnosis (or analysis), and resolu-
tion, which includes managing the exception and resuming to nor-
mal system operation [4,5]. Our conceptual model for exception
handling is shown in Fig. 4. Zooming into the Exception Handling
process shows that it consists of three sub-processes: detecting,
analyzing, and resolving. The OPD shows the objects that partici-
pate (serve as instruments) in the different sub-processes. It also
shows how these sub-processes change the state of the Exception
Instance (Instance of Exception, symbolized by the Instantiation
link) from ‘‘active” to being resolved (‘‘resolving”) and ﬁnally to
‘‘resolved”.3. Exception templates
Based on our conceptual model of exceptions and their dimen-
sions, we deﬁned exception templates for the different types of
exceptions that allow representing exceptions graphically as part
Fig. 4. Zooming into exception handling process in the OPM-based exception meta-model.
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is based on the ECA approach using a graphical notation, which is
an extension of OPM.
Our exception template models can be integrated into OPM sys-
tem models as predeﬁned, reusable building blocks. Similar to de-
sign patterns [10], exception templates help keep the design
standardized and minimize the mental reinvention workload dur-
ing the system modeling and design phase.
We did not attempt to provide a different template for each
possible combination of dimension values. Instead, we chose sev-
eral primary dimensions for which we deﬁned different templates.
The other dimensions are used to reﬁne and customize the main
patterns, as explained below. Our exception templates rely on
the notion that exceptions can be synchronous or asynchronous
and result from condition violations. Hence, while modeling excep-
tions, the designer should seek violated conditions, as these trigger
the exceptional situation that requires exception handling. Like de-
sign patterns, exception modeling templates are divided into struc-
tural templates and behavioral templates. Structural templates
deﬁne various condition sets that can be incorporated into the
behavioral templates, whereas the latter deﬁne various ﬂows of
exceptional situations along with their handling. Both are de-
scribed in detail below.
3.1. Behavioral templates
Viewing Trigger as a condition violation, behavioral exception
templates are divided into three types, corresponding to the three
types of Trigger condition violations (presented in Section 2.3.2).Fig. 5. (a) Pre-condition Set Violation template;Each behavioral template can be customized to suit the speciﬁc
exception’s characteristics. The customization of the behavioral
template is obtained via a set of values that are assigned to the var-
ious attributes (dimensions) of exception and by reﬁning the
behavioral templates with the structural templates and other rele-
vant OPM constructs, as exempliﬁed in Section 5.
3.1.1. Synchronous Condition Set Violation templates
There are two types of synchronous condition violation tem-
plates: pre-condition and post-condition set violations. The Pre-
condition Set Violation template deﬁnes a mechanism for model-
ing synchronous exceptions that result from the violation of a sys-
tem process pre-conditions (see Fig. 5a). If thePre-condition Set is
fulﬁlled, the ﬂow of control synchronously and serially branches to
Normal Processing. Otherwise, i.e., whenPre-condition Set is vio-
lated, it branches to Exception Handling. The Post-condition Set
Violation template is the same as the previous template, except
that it represents violations of post-conditions (see Fig. 5b).
In each one of the behavioral templates, when contextually
appropriate, the links between the processes and the condition-
set objects can be replaced by transformation links, condition links,
enabling links, or event links. For example, one or two of the con-
sumption links in the Post-condition Set Violation template
(Fig. 5b) can be changed into instrument links.
3.1.2. Asynchronous (Invariants Set) Violation templates
Asynchronous violation templates (also referred to as Invariant
Set Violation templates) deﬁne a mechanism for modeling excep-
tions that result from the violation of one or more invariants (con-(b) Post-condition Set Violation template.
Fig. 7. Parallel Invariants Set Violation Template—Exception Handling is executed
in parallel to Normal Processing.
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three such templates.
The ﬁrst two templates, presented in Fig. 6a and b, describe
Halting Exceptions—exceptions that halt the execution of the nor-
mal process and instead, invoke an exception handling process. In
this model, the original goal of the normal process is replaced with
the goal of exception handling. To stress the fact that the violation
halts the execution of the normal process and invokes execution of
the exception handling process, the OPM timing exception link
(from Normal Processing to Exception Handling) is extended to
expresses a non-temporal exception that causes control to pass
to another process (Exception Handling). After Exception Han-
dling completes its execution, if applicable (i.e., if the initial origi-
nal goal can potentially still be reached), resuming normal
execution should be modeled as an addition to the template. The
template shown in Fig. 6a explicitly models the Invariants Set.
The exceptional violation of invariants during the execution of
Normal Processing causes the Invariants Set of Normal Process-
ing to enter the violated state, which triggers the execution of
Exception Handling. The template shown in Fig. 6b models an
event triggered by a Triggering Object that triggers the Exception
Handling process. The invariant violation is expressed here implic-
itly, assuming that the speciﬁc event is not expected to occur dur-
ing the ‘‘ideal” execution of Normal Processing.
The third template, presented in Fig. 7, is equivalent to the pre-
vious one, except that the triggered exception results in augment-
ing the current system’s goals by adding the goal of handling the
exception. In this case, Exception Handling is executed along with
Normal Processing. This template usually concerns exceptions
with ignorable or light Severity, where no halting of the normal
process is required.3.2. Structural templates
Structural templates are related to reﬁnements of condition
sets. We provide templates for two such reﬁnements: measurable
and compound condition sets. We explain the ﬁrst template below.
The template for specifying complex guarding conditions includes
the ability to encapsulate complex logical statement and is ex-
plained and demonstrated in [29].
The Measurable Condition Set template, presented in Fig. 3,
describes the basic measurable units [32] of measurable condi-
tion sets, including temperature, length, charge, time, mass, an-
gle, and luminous intensity. Any of these measurable
specializations can override the basic Condition Set or Invariant
Set. Non-basic measurable conditions can be modeled via the
Measured Condition Set or by adding the relevant measurable
unit to the template.Fig. 6. Halting Invariants Set Violation templates—Exception Handling halts Normal Pro
modeled explicitely; (b) Event Invariants Set Violation template—Exception Handling re4. Guidelines for eliciting exceptions and incorporating them
into a system’s conceptual model via the exception templates
We suggest a methodology for conceptual modeling of complex,
reactive, and safety–critical systems that supports exception spec-
iﬁcation as part of the design of the system’s model. The ﬁrst part
of the methodology, which is usually done during system require-
ments or risk analysis, includes a set of guidelines for eliciting var-
ious ways in which the system can fail and then anticipating these
situations by extending the basic ‘‘ideal” model. For all the possible
values of each exception dimension, Table 2 suggests questions
aimed at helping a system analyst or a knowledge engineer to
think about all the failure modes of each normal-course process.
These exception elicitation guidelines are independent of any sys-
tem modeling method.
As demonstrated in the case study described in the next section,
a system analyst could use this elicitation table (Table 2) as a
guideline while reviewing all the system’s normal processes in
the system model, including tasks, blocks of tasks, and the global
system process, in an iterative way. After completing the elicitation
phase, the system analyst would eliminate redundant exceptions
and exceptions that are considered out of scope or irrelevant.
Some dimensions of exception are not utilized in the exception
elicitation and modeling guidelines. The Effect Scope, Predictabil-
ity, and Severity dimensions are not used because they concern
exception handling mechanism, including handling of non-predict-
able exceptions, which were outside the scope of our work. The
dimension of complexity of guarding conditions is covered else-
where [29].
Having identiﬁed a list of possible exceptions, the second part of
our methodology comprises a set of guidelines, presented in Table
3, for incorporating the elicited exceptions into the system’s OPM
conceptual model using the exception templates. The ‘‘Question
for determining the value of the dimension” column should help
the designer classify the various exceptions by their dimensionalcessing execution. (a) Explicit Invariant Set Violation template—the Invariant Set is
sults from triggering an event. The Invariant Set is implicit.
Table 2
Guidelines for eliciting exceptions.
Characteristic/dimension Dimension
value
Elicitation question
Goals violation and
Detection Scope
Task/Block/
System
Think of the process’ goals, considering its optimal execution. Can some of these goals be violated by some occurrence? Can
some of these goals be changed by some occurrence?
Synchronicity Asynchronous
(Event)
Think of all the events that can occur at any point or any time during the process execution. What exceptions can result from
them?
Synchronous
(Branch)
Think of all the decision points during the process ﬂow. Are there paths that are considered less optimal and can be
considered as exceptional?
Condition Pre-conditions Think of all the assumptions and conditions that must be true for the process to start execution. What exceptions result from
the violation of these assumptions and conditions?
Invariants Think of all the assumptions and conditions that must be true during the process execution. What exceptions result from the
violation of assumptions and conditions that must be enforced during process execution?
Post-conditions Think of all the assumptions and conditions that must be true for the process to terminate successfully. What exceptions
result from the violation of the assumptions and conditions that restricts the process successful termination?
Measurability Measurable Does the process utilize components (e.g., products) that may malfunction if they are not kept in a certain temperature
range? This can cause an exception. Does the process utilize components (e.g., products) that should function in predeﬁned
time limits? Age limit? Similarly, is there a required range for length, charge, mass, angle luminous intensity or for other
measurable units related to components participating in the process? Are there patient data items that are considered
exceptional if they are outside some range?
Immeasurable Think of unwanted actions and situation that are not constrained by time, temperature or other measurable values. What
exceptions are related to them?
Origin Systemic Think of all the internal objects participating in the process (e.g., internal database, tasks etc). What exceptions can they
trigger? What exceptions can be related to them?
Environmental Think of all the external objects participating in the process (e.g., equipment, external organization, etc.). What exceptions
can they trigger?
Essence and Human Cause Human Think of all the humans participating in the process. What exceptions can they trigger? Consider errors, malicious action,
non-compliance, and suboptimal coordination or communication. What exceptions can be related to humans but due to
unexplained malfunction that is not the fault of the human? (e.g., allergic reaction, a new symptom, a ﬁnding, side effects)
Non-human Think of all the non-human objects participating in the process. What exceptions can they trigger? Consider organizational
causes (e.g., resource unavailability), work item failure (e.g., problem with a laboratory test), deadline expiration, hardware/
software incompatibility
Frequency Frequent Think of the frequent and rare behaviors that deviate from the ideal process’ ﬂow. What exceptions are related to them?
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through OPM, speciﬁed in the ‘‘Modeling Guidelines” column.
When modeling exceptions, system designers should traverse
Table 3 top-down, using it as a decision tree, iteratively reﬁning
the selected exception template. As noted in Section 3, the ﬁnal
reﬁnement should incorporate resumption to normal execution
(if applicable) via exception resolution. Modeling of exception res-
olution is beyond the scope of this paper. Nevertheless, exception
resolution can be handled through regular OPM constructs.
We introduced the exception templates into the OPCAT [29]
tool as meta-library templates and roles. This way, system archi-
tects can incorporate them into their OPM system model by tag-
ging the system’s objects and processes as performing roles of
objects and processes of the meta-library, and then customize
them for the speciﬁc system under development, as demonstrated
in the next section.5. Modeling the Amoxicillin antibiotics treatment clinical
guideline
In order to test the functionality and adequacy of the extended
OPM framework and the modeling templates for specifying com-
plex safety–critical systems with their exception-handling capabil-
ities, we modeled several case studies, including auto-redial
managing in a cellular phone [34], adapted from an actual indus-
trial speciﬁcation, and two clinical guidelines. One clinical guide-
line was management of diabetic foot infection [29]. In this
paper we present part of the model for the second clinical guide-
line—physician’s consultation and outpatient treatment with
Amoxicillin, adapted from instructions for patients on the use of
that drug that were attached to the medication’s package. The
objective of modeling this example was to provide a model-based
speciﬁcation of the instructions for taking the medication, includ-
ing different relevant exceptions that may arise and how theyshould be handled when detected or reported by the patient. In
the normal process, once the physician has prescribed the antibiot-
ics, the patient acquires the drug from the pharmacist and takes it
according to the dosage prescribed. The dosage information speci-
ﬁes how many capsules of a certain weight of antibiotic substance
the patient has to take each time, the frequency of taking the drug,
and the period of time during which the drug has to be taken (e.g.,
take 1 capsule, every 8 h, for 10 days).
The exception elicitation guidelines can be used to elicit excep-
tional situations. For example, considering the ﬁrst item in the elic-
itation guidelines, goal violations, the recommended question
directs the modeler to think about exceptions that would violate
the goal of the system or would result in a need to change the goals
of the system. The goal of the antibiotics treatment is to treat the
patient for infection. An exception that may result in changing
the goal could be a severe side effect that must be treated immedi-
ately. Hence, the immediate goal would be to stop the current
treatment and treat the side effect.
Considering the fourth item in the elicitation guidelines, mea-
surability, we are driven to think about exceptions that have to
do with malfunctions of products stored in temperatures that are
too high or too low, components that have predeﬁned time limits,
or limits on length, mass, luminous intensity, or charge. In the con-
text of the antibiotics guideline, these considerations can help us to
think about exceptions that are related to the drug: storing the
drug at high temperature (temperature violation), forgetting to
take a dose in time (time violation), or taking too many pills at
once (mass violation). In what follows, we show how the exception
modeling guidelines (Table 3) are used to model the four excep-
tions described above. Fig. 8 presents the Antibiotics Acquisition
and Treatment process and demonstrates the utilization of the
Halting Invariants Set Violation and Parallel Violation exception
templates, which are surrounded by the dotted lines, representing
the exceptions related to having side effects and storing the drug at
a high temperature. The Halting Invariants Set Violation tem-
Table 3
Guidelines for modeling exceptions in OPM using design templates.
Step Dimension Question for determining the value of the dimension Answer and
determined
dimension value
Modeling guidelines
1 Synchronicity Can the exception occur at any point during process
execution?
Yes = Asynchronous
(Event)
Use Invariant violation templates. Use one of the halting
templates if the initial process is halted or the parallel template
otherwise
No = Synchronous
(Branch)
Use Pre/Post-condition violation templates
2 Condition Does the exception results from the violation of
assumptions and conditions that must be true prior to the
process execution? If no, proceed to the next question
Yes = Pre-
conditions violation
Use Pre-condition violation template
Does the exception results from the violation of
assumptions and conditions that must be enforced during
process execution? If no, proceed to the next question
Yes = Invariants
violation
Use Invariant violation templates
Does the exception results from the violation of
assumptions and conditions that restricts the process
successful termination?
Yes = Post-
conditions violation
Use Post-condition violation template
3 Measurability Does the exception result from the violations of quantiﬁed
measures?
Yes = Measurable You may use the Measurable Condition Set template for
overriding the Condition set
No = Immeasurable If it is compound condition set (contains logical statement(s)),
and logics encapsulation is needed: zoom into Condition Set as
presented in the Compound Condition Set template
4 Origin Does the exception triggered by internal system objects or
components?
Yes = Internal The triggering entity should be speciﬁed in OPM as a systemic
object
No = External The triggering entity should be speciﬁed in OPM as an
environmental object
5 Essence and
human cause
Does the exception results from a human misconduct? Yes = Human Use physical object for the triggering entity. Use agent link for
connecting the Triggering Object to the process
No = Non-human Use instrument link for connecting the Triggering Object to the
process
6 Detection
Scope
Does the exception related to the system globally such that
it can occur in each of the system’s tasks? If no, proceed to
the next question
Yes = System Exception handling process should be located in the top levels
of the OPD tree (in the System Diagram or one level below it). It
can be reﬁned or overridden in lower leveled OPDs
Does the exception can occur and is related to some block of
tasks? If no, proceed to the next question
Yes = Block Exception handling process should be located in the relevant
OPD that includes the block (presented as a general process) or
the relevant tasks (consisted in the block). It can be reﬁned in
lower leveled OPDs
Does the exception can occur and is related only one speciﬁc
task?
Yes = Task Exception handling process should be located in the OPD that
includes the speciﬁc atomic task description
7 Frequency Does the exception occur frequently? Yes = Frequent Usually, exception handling process should to be part of the
normal OPD and embedded in it [4]
No = Rare Exception handling process should be modeled usually in a
separate OPD
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developing drug side effects (denoted by entering the ill with side
effects state of Patient), which can be triggered during the normal
Antibiotics Treatment process. The ‘‘developing side effect”
exception can be classiﬁed (when traversing Table 3) as asynchro-
nous (as it does not happen at speciﬁc stages in the antibiotics
treatment process), invariants condition violation, immeasurable,
internal, of human cause, block-speciﬁc in Detection Scope (since
it can be triggered in any task that is part of its main process, Anti-
biotics Treatment), and rare. According to Table 3, the Halting
Violation Template would be chosen for modeling this exception.
When such an exception occurs, it halts the Antibiotics Treatment
process and invokes the Doctor Consultation exception handling
process. Note that the template has been applied by tagging the
Antibiotics Treatment as Normal Processing, the Doctor Consul-
tation as Exception Handling and the Patient object as an Invari-
ant Set.
The Parallel Violation Template, shown on the right-hand side
of Fig. 8, reﬂects an exception related to the violation of the guide-
line recommendation ‘‘Store the capsules and tablets at room tem-
perature”. Traversing Table 3, the storage temperature exception
can be classiﬁed as asynchronous, invariants condition violation,
measurable (temperature), external, non-human cause, block-spe-
ciﬁc in Detection Scope (since it can be triggered in any task that is
part of its main process, Antibiotics Treating), and rare. Accordingto our modeling guidelines (Table 3), this exception is modeled
using the Parallel Invariants Violation template. The Storage
Temperature object is the Invariants Set for this template. The
Invariant Set has been customized by overriding it with the Mea-
sured Temperature Condition Set structural template. The nor-
mal values were set to 24–30 Degrees Celsius and exceptional
values are other temperature values. If the normal values of the
Storage Temperature are violated, i.e., the antibiotic is not stored
at the correct temperature, then the Antibiotics Replacement pro-
cess is triggered, as denoted by the event link (symbolized by the
letter ’e’ next to the event link) emanating from the other state
of the Storage Temperature object and executed in parallel with
the Antibiotics Treatment process. The Antibiotics Treatment
process is executed in parallel with the Antibiotics Replacement
process. This way, the antibiotics treatment is continued with
the replaced drug that has not been stored in temperature values
that are out of range. This is speciﬁed by the condition link (Instru-
ment link with the letter ’c’ inside the link’s circle-head) emanating
from the 24–30 Degrees Celsius state to the Antibiotics Treat-
ment process. Note that the Antibiotics Treatment process has
been tagged with the exception meta-library role of Normal Pro-
cessing, the Antibiotics Replacement process was tagged with
the Exception Handling role, and the Storage Temperature object
has been tagged with the Measured Temperature Condition Set
role.
Fig. 8. Object-Process Diagram (OPD) of the Antibiotics Acquisition and Treating process in-zoomed.
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biotics Treatment process is zoomed into. It describes the pro-
cedure of the antibiotics home treatment after the Patient had
been examined and the drug was prescribed by the doctor.
The exceptions elicited above relate to problems with taking
the drug that happen during the periodic process of TakingFig. 9. OPD of the Antibiotics TAntibiotics. In order to follow the normal Antibiotics Treatment
process and make sure that related exceptions do not occur, we
need to have information regarding the dose taken and the
scheduled times for taking the doses, and model this informa-
tion. We ﬁrst describe the modeling of the normal Taking Anti-
biotics process.reating process in-zoomed.
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Taken Dosage object, tagged as a Post-Condition of the process.
The Taken Dosage object records the state of the dose taken. The
dose taken during the process can be none, when the patient for-
got to take the dose, prescribed, or overdose.
The Taking Antibiotics process is a periodic process that must
occur with a speciﬁc period, as speciﬁed in the instructions for tak-
ing the drug. Therefore, the Taking Antibiotics process is triggered
in the model by the Timer object, denoted by the event link ema-
nating from it, which provides a triggering event every predeﬁned
time interval, as prescribed by the physician. Timer is a virtual ob-
ject that reﬂects a speciﬁed time for taking the drug. It is used to
monitor the time at which the antibiotics doses are taken and to
calculate whether a missed dose could be taken later than pre-
scribed, as explained below.
The normal process, Taking Antibiotics, is executed only if the
following conditions are fulﬁlled: (1) there are capsules left (i.e.,
capsules left > 0) and (2) the medicine was stored at room temper-
ature (Storage Temperature at state24–30 Degrees Celsius). After
an instance of the Taking Antibiotics process has completed, the
Reset Timer process (tagged as Normal Processing) resets the
Timer, which then triggers the Taking Antibiotics process within
another Interval of hours, thereby representing a periodic process.
According to Table 3, taking an overdose (more than the pre-
scribed number of pills at a time) can be classiﬁed as synchronous
(as it is detected after Taking Antibiotics is triggered by Timer),
post-condition violation, measurable (mass), external, human
caused, task speciﬁc in Detection Scope, and rare. Therefore, as
shown in the OPD of Fig. 9, we use the Post-condition Set Viola-
tion Template to represent the exception related to overdose. If
an overdose is taken (the Taken Dose object enters the overdose
state), the patient needs to be referred to a hospital for further
treatment, as speciﬁed by the triggering of the Hospital Referring
process, tagged as Exception Handling.
We use Table 3 to classify the instructions regarding the fourth
exception—realizing that the dose was not taken on time. Based on
Table 3, we classify this exception as synchronous (since in our
model it is detected after Taking Antibiotics is triggered by
Timer), post-condition violation, measurable (time), internal, hu-
man caused, task speciﬁc in Detection Scope, and frequent. There-
fore, as shown in the OPD of Fig. 9, we use the Post-condition
Set Violation template again to represent the exception related
to a missed dose. This time, a post-condition of Taken Dosage
being at the state of none (no dose taken) is a post-condition
exception. It triggers two processes: the Exception Handling pro-
cess Taking Antibiotics Late and the Reset Timer process, used to
reset the timer so that it would signal the time to take the follow-
ing dose. The Taking Antibiotics Late process enables the patient
to take the antibiotics as late as one hour before the next dose, as
speciﬁed by the event link emanating from the none state of Taken
Dosage to the Taking Antibiotics Late process. This event link is
tagged with the temporal constraint (0 h, Interval-1 h), which
speciﬁes that this event will serve as a trigger only if it happens
within the maximum time of 1 h before the (periodic) Interval of
taking the drug.6. Discussion
Appropriate handling of exceptions is a key success factor in
systems design and risk analysis. It is highly desirable to specify
system exceptions and the mechanism for handling them early
on during the modeling phase of the system. When exceptions
are not handled, or if they are handled inappropriately, the overall
system’s behavior becomes unpredictable and potentially hazard-
ous. Our research has investigated the nature and characteristicsof exceptions that can be envisioned and consequently modeled
and taken care of during system design. We proposed a conceptual
model and a framework for classiﬁcation of exceptions that com-
prises extensive, domain-independent set of exception types and
their characteristics. System analysts and knowledge engineers
can use the exception elicitation guidelines, which are based on
our conceptual model, to envision and characterize a large variety
of exception types, independently of the modeling methodology
used to represent the system and/or the exceptions. We extended
Object-Process Methodology (OPM) to support modeling the dif-
ferent exception classes as standardized OPM design templates.
The templates can support systems analysts to systematically ana-
lyze normal-course process models, anticipate possible exceptions,
and provide a basis for augmented models, in which the normal-
course scenarios are extended to include exceptions, their detec-
tion, and ways to handle them. The exception modeling templates
can be utilized while creating these extended system models as
standardized, predeﬁned meta-model templates in OPCAT [9],
which are imported as needed. In this paper, we demonstrated a
speciﬁc application of our methodology for eliciting and modeling
exceptions in a clinical care system.
To evaluate our exceptions elicitation methodology, we con-
ducted a preliminary controlled experiment [29]. Undergraduate
students in an Enterprise Systems Modeling course at the Tech-
nion—Israel Institute of Technology, were given a short textual
description of the insert from a package of antibiotics. They were
then asked to write down as many exceptions as they could think
of. One group of students was given an earlier version of our excep-
tion elicitation guidelines while the other group did not get the
guidelines. The results showed that the group who was presented
with the elicitation guidelines elicited signiﬁcantly more excep-
tions in two categories: the goal of the process (the ﬁrst dimension
in the elicitation guidelines, presented in Table 3) and violation of
measurable quantities (the fourth dimension in Table 3). Interest-
ingly, although we presented only four exceptions in our case
study example in Section 5, the students came up with a total of
28 exceptions, averaging 7 exceptions per student.
6.1. Limitations and future work
While our paper addresses important aspects of exception han-
dling, it does not solve all the problems in conceiving and modeling
exceptions. First, we do not address unpredictable exceptions,
which are very difﬁcult to conceive. Second, any reasonable clinical
guideline might have numerous exceptions. Hence, while it is pos-
sible to cover all the types of exceptions, it is impractical to explic-
itly enumerate each individual exception. Third, exceptions in
clinical guidelines are likely to be more frequent and less predict-
able than exceptions in non-medical man-made systems that com-
prise software and hardware. While the designer of an artiﬁcial
system normally has complete knowledge regarding the function-
ality and architecture of the system, clinical guidelines involve the
human body—a highly complex natural and therefore much less
predictable system. Moreover, clinical guidelines are expected to
be followed by human users, including patients and clinical per-
sonnel, who are autonomous and capable of exercising ﬂawed
judgment. The patient directions used in this study are much more
precise than recommendations found in clinical guidelines, which
leave more room for ﬂexibility and often contain ambiguous state-
ments that leave room for clinical judgment. Thus, modeling the
complete class of exceptions for clinical guidelines would in prac-
tice be more difﬁcult than the example given in the Amoxicillin
study.
Currently, our work does not address in detail the different
types of exception handling process. Although exception handling
strategies may be highly domain-speciﬁc, commonalities do exist,
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handling strategies and patterns for their speciﬁcation. Examples
of exception handling processes from non-clinical domains include
suspending a case or task, starting a new case, and sending warn-
ing messages to selected agents [14]. In the medical domain,
exception handling processes include starting, stopping, aborting
a therapy, postponing a therapy part, changing therapy properties,
substituting therapy, and adding or deleting therapy step [11]. We
plan to investigate the expressiveness of OPM for specifying excep-
tion handling recovery mechanisms and resumption to normal
execution mode, including handling of unexpected events.
The exceptions classiﬁcation and the exceptions elicitation
guidelines can be employed in modeling methodologies other than
OPM.Weplan to study how the exception templates can be incorpo-
rated into speciﬁc clinical guideline/care ﬂow formalisms, such as
GLIF3 [35]. These formalisms have constructs that are speciﬁc to
clinical workﬂows, such as patient information model, support for
clinical decisions, and expression of decision criteria and clinical
terms using controlled vocabularies. However, they lack adequate
support of exceptions elicitation and modeling. Finally, we plan to
conduct a thorough evaluation of the utility of our exception elicita-
tion guidelines and modeling templates and their impact on the
quality of the system’s conceptualmode, createdby systemanalysts.
7. Conclusion
Our study demonstrated that OPM with its exceptions handling
extension and modeling templates can be used to elicit and model
exceptions in medical care systems. We modeled other systems,
both from the medical domain—a clinical guideline for diabetic
foot infections [29]—and non-medical domains—a cellular phone
redialing mechanism [34]. These diversiﬁed applications indicate
that our methodology can likely be applied in a variety of domains,
including medical patient care systems and real-time systems. Fur-
ther research should be conducted to evaluate whether our meth-
odology improves exceptions handling after it had been
implemented in an actual real-life medical system.
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