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1	 Conversation	 with	 University	 of	 Illinois	 math	 graduate	 student	 Dan	 Lior,	
October	30,	2007,	Champaign,	Illinois.
The Elusive Simplicity of Container-Level 









and	 building	 on	 the	 structure.	 The	 generalizable	 elements	
of	 a	 solution	 can	 be	 repeated,	 predicted,	 explained,	 taught,	






Document	 Type	 Definition	 (DTD).	 This	 was	 to	 be	 a	 scripted	
language,	 much	 like	 the	 more	 commonly	 known	 HyperText	
Markup	 Language	 (HTML),	 for	 describing	 and	 posting	 the	
standardized	elements	of	finding-aid	documents	to	the	World	






According	 to	 Dennis	 Meissner,	 leading	 up	 to	 the	 release	 of	
version	1.0,	many	of	the	archivists	involved	in	the	push	seemed	
to	nurse	some	small,	defiant	hope	that	for	their	institutions	the	








	 Choosing	 their	 battles,	 the	 creators	 of	 EAD,	 according	
to	Janice	E.	Ruth,	focused	on	creating	a	standard	hierarchical	
structure	 for	 collection-level	 data.3	 To	 their	 immense	 credit,	
it	 is	 now	 a	 relatively	 simple	 process	 to	 transfer	 collection-
level	 data	 between	 institutions	 and	 software	 platforms.	 The	






















scription on the Internet,	Pitti	and	Duff,	eds.	(New	York:	The	Haworth	Press,	
Inc.,	2001),	3.
BACKGROUND
	 One	 frequent	 conception	 among	 newcomers	 to	 EAD	
and	 Web-database-driven	 administrative	 software	 for	 the	







documents	 were	 all	 as	 full-text	 searchable	 as	 a	 specialized	
archival		XML	document	later	would	be.	But	Holland	and	Nielsen	
also	believed	that	 full-text	was	not	enough;	 it	did	not	“relieve	












standardized	 groupings	 and	 hierarchies	 is	 to	 lend	 machine-
readable	 meaning	 to	 the	 archival	 information	 elements	 that	
underlie	 the	visual	display.	The	computer	needs	 to	be	able	 to	
use	 the	 arrangement	 to	 translate	 the	 content	 according	 to	 an	
XML	DTD	 that	 tells	 it	what	 to	 expect	 to	 find,	 and	where.	 As	
Stephen	J.	DeRose	phrased	it	in	1997,	“Structured	information	is	
information	that	is	analyzed.	[O]nly	when	information	has	been	








of	 other	 tags,	 the	 computer	 can	 discern	 infinitely	 recurring	
hierarchical	relationships.	For	computers,	“navigation	requires	






using	 a	 local	 stylesheet,	 but	 it	 would	 be	 possible	 to	 do	 other	
things,	 like	 create	 a	 stylesheet	 modeled	 to	 look	 like	 a	 Swiss	
cheese	version	of	a	 library	catalog	entry	 to	create	a	draft	of	a	








already	 represented	 in	 EAD,	 the	 team	 added	 an	 optional	
ENCODING	ANALOG	attribute,	which	permits	the	designation	














Journal of archival organization	4,	n.	3/4	(2006):	106	(table).	
	 EAD	 was	 meant	 to	 allow	 a	 researcher	 to	 search	 the	
archives	of	the	entire	world	all	at	once,	by	typing	in	a	question	that	
could	be	interpreted	and	answered	by	all	the	many	and	different	
worldwide	 machines.	 Daniel	 Pitti	 and	 Wendy	 M.	 Duff	 called	




records	 and	 collections	 and	 to	 ‘virtually’	 integrate	 collections	
related	 by	 provenance,	 but	 dispersed	 geographically	 or	
administratively.”10		This	was	to	be	accomplished	by	convincing	
everyone	to	use	 the	same	EAD	structure	and	applying	 tags	 in	
a	software-generalizable	manner.	It	was	also	meant	 to	ensure	
that	 if	 one	 university	 sent	 another	 a	 file	 containing	 one	 of	











complex	table	systems	allow	an	archivist	 to	 list	 the	data	 from	
each	of	the	XML	finding	aids	one	after	another,	as	one	would	
enter	multiple	 line-entries	 in	a	flat	spreadsheet	 like	Excel,	yet	
still	keep	track	of	all	of	the	complex	hierarchies	and	relationship	
groupings.	 The	 most	 common	 of	 these	 table-management	
systems	that	lets	an	archivist	list	multiple	XML	documents-worth	
of	information	inside	a	single	traditional	table-structure	is	called	
MySQL.	 “My”	 is	 an	 adornment,	 but	 SQL	 means	 “Structured	
Query	Language.”	It	is	called	“query	language”	because	it	allows	
for	 lots	 of	 advanced	 search	 capabilities	 by	 standardizing,	 or	
structuring,	the	layers	of	hierarchy	inside	of	which	unique	data	
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are	 described.	 By	 using	 a	 MySQL	 table	 to	 store	 the	 data,	 all	




	 Administrative	 software	 designed	 to	 input	 and	 extract	
data	 to	 and	 from	 these	 hierarchical	 spreadsheets,	 or	 MySQL-
managed	 tables,	 allows	 archivists	 to	 manipulate	 data	 using	
customized	 interfaces.	 For	 example,	 one	 administrative	
software	component	might	be	fill-in-the-blank	forms	and	menu	
selections	for	new	collection	data	entry,	rather	than	requiring	
raw-encoded	 EAD.	 An	 early	 example	 of	 this	 would	 be	 the	
University	 of	 Illinois’s	 Archon	 (Archives-Online)	 software-
development	 project	 co-authored	 by	 Chris	 Prom	 and	 Scott	
Schwartz.	Another	emerging	example	is	the	Archivists’	Toolkit	







aid	 that	 can	 be	 displayed	 in	 a	 standardized	 EAD	 tag-code,	 or	
even	a	MARC	record	draft.12	If	any	of	the	early	examples	of	this	
kind	 of	 administrative	 software	 system	 were	 to	 become	 fully	
functional,	it	would	no	longer	be	essential	for	an	archivist	to	be	
able	to	encode	raw	EAD	or	program	and	customize	a	delivery	





delivery	 systems	 that	 utilize	 these	 untapped	 functionalities.13	
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Though	 it	 is	 possible	 that	 these	 local	 systems	 might	 one	 day	




	 Software	 programmers	 generally	 attempt	 to	 write	
collection-administration	 programs	 so	 broad	 and	 open	 as	
to	 accommodate	 multi-institutions’	 local	 container-level	
structurings.	That	way	the	software	can	be	marketed	and	sold	
broadly.	 The	 software,	 once	 installed,	 however,	 requires	 that	
the	 local	 institution	 hire	 its	 own	 programmer	 to	 “finish	 off”	
and	 customize	 the	 functionality	 so	 that	 it	 will	 accommodate	
the	 locally	 chosen	 hierarchical	 structures	 for	 the	 container-
list,	and	the	end	result	is	that	inevitably	the	software	becomes	
locally	distinct	again,	incompatible	with	other	offshoots	of	the	
same	 original	 marketed	 package.	 Because	 many	 archives	 are	
still	 trading	 individual	 data	 sets	 between	 these	 systems	 using	
EAD	 documents	 as	 the	 “Esperanto”	 of	 the	 digital	 finding-aid	
lexicon,	 it	 might	 be	 efficient	 to	 consider	 that	 some	 further	
standardization	of	the	underlying	hierarchical	structure	of	EAD,	




	 Structured	 database	 software	 systems	 like	 Archon,	




experienced	 programmer	 can	 steer	 the	 collection-level	 fields	
from	one	EAD	XML-generating	program	into	any	other,	writing	
a	script	with	instructions	that	allow	the	computer	to	carry	out	
the	 transfer	 automatically.	 However,	 when	 it	 comes	 to	 the	
container-level	data,	much	of	this	potential	for	clean	exchange	
falls	apart.	It	is	rare	and	perhaps	unheard	of	for	one	archive’s	
local	 EAD-compatible	 administration-software	 platform	 to	
trade	 container-level	 data	 smoothly	 with	 another’s,	 or	 for	 a	
program	 that	 searches	 multiple	 institutions’	 data	 with	 any	
search	method	other	 than	full-text	keyword	searching	to	read	
and	negotiate	 in	a	 fully	 functional	manner	among	all	of	what	




finding	 aids	 into	 a	 table-driven	 piece	 of	 software	 instead	 of	
hand-coding	them,	he	or	she	faces	several	hurdles.	If	previous	
archivists	 have	 already	 implemented	 one	 of	 many	 arbitrary	
systems	 for	 hand-coding	 EAD	 documents	 one-by-one,	 it	 is	
unlikely	 that	 the	 box	 lists	 will	 upload	 correctly	 into	 any	 new	
commercial	 collection-management	 program.	 The	 collection-
level	 data	 will	 fare	 better,	 generally,	 but	 collection-level	 data	
are	 usually	 just	 a	 few	 pages	 long	 at	 most,	 whereas	 container-
level	 data	 may	 go	 on	 for	 thirty	 or	 forty	 pages.	 With	 that	 in	
mind,	 the	 archivists	 who	 previously	 have	 been	 hand-coding	
EAD	documents	for	the	institution	will,	quite	understandably,	
want	 to	 stick	 with	 their	 current	 non-database-structured	
process.	If	they	are	in	compliance	with	EAD	display	standards,	
they	will	see	no	advantage	to	re-coding	or	migrating	hundreds	
or	 thousands	 of	 lines	 of	 data,	 just	 so	 that	 it	 can	 be	 uploaded	
and	stored	in	a	particular	piece	of	software	that	allows	for	the	
same	sort	of	controlled	searching,	particularly	if	that	software,	
unlike	 the	 perceived-EAD,	 is	 not	 standard	 to	 all	 institutions.	





































level	 data,	 it	 would	 seem	 possible	 for	 archivists	 to	 unite	 and	
determine	 an	 optimal,	 software-interpretable,	 generalizable	
skeleton	upon	which	to	model	new	container	lists.	







	 These	 arguments	 are	 based	 in	 part	 on	 a	 lack	 of	
understanding	 of	 the	 term	 “standardization”	 in	 the	 context	
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	 The	 cataloger	 places	 the	 new,	 unique	 heading	 in	 a	
meaningful	 non-unique	 position	 within	 the	 existing	 body	 of	
vocabulary	 so	 that	 others	 can	 understand	 it,	 as	 well	 as	 locate	
it	for	later	applications.	The	system	of	using	headings	and	the	







Historically,	 users	 have	 not	 “browsed”	 archival	 shelves,	 and	
boxes	from	a	single	collection	have	not	had	to	sit	next	to	each	
other	 on	 the	 shelf.	 Now,	 however,	 it	 has	 become	 possible	 to	
create	 virtual,	 browseable	 electronic	 shelves	 by	 presenting	
a	 falsely	 organized	 view	 of	 a	 collection	 that	 can	 quite	 easily	
refer	back	to	a	disordered	physical	reality.	EAD	and	collection-
administrative	 programs	 can	 impose	 some	 useful	 regulation	
on	this	wide-open	descriptive	situation	so	that	researchers,	as	
well	as	archivists,	can	make	informed	assumptions	about	where	
to	 look	 electronically	 for	 descriptive	 data	 even	 if	 the	 physical	
arrangement	of	the	materials	is	unique.	Many	of	the	scenarios	













been	 processed	 before	 certain	 descriptive	 practices	 were	 put	
in	 place,	 or	 perhaps	 the	 current	 descriptive	 practice	 seems	
unclear.	 	 EAD,	 for	 its	 part,	 allows	 for	 a	 plethora	 of	 solutions,	
without	 making	 it	 clear	 which	 one	 will	 result	 in	 the	 most	
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15	Ruth,	encoded archival Description,	315.
frequently	 applied	 structure	 for	 each	 case.	 If	 archivists	 could	
agree	 upon	 a	 standardized,	 optimal	 hierarchical	 container-
level	shell	schema	for	newly	encoded	finding	aids	that	directed	
structuring	 of	 these	 common	 scenarios,	 then	 even	 if	 archives	
keep	legacy	templates	intact,	looking	to	a	more	collective	future,	
it	 might	 enable	 commercial	 programmers	 to	 create	 programs	
with	higher	delivery	functions	for	a	larger,	more	viable	customer	
base,	rather	than	having	to	spend	their	energies	creating	one-












as	 intellectual	 sub-sub-series	 bearing	 scope	 notes	 and	 dates,	
and	 others	 treat	 boxes	 as	 strictly	 physical	 locations	 whereas	
folders	bear	scope	notes	and	dates.	Sometimes	within	a	single	
finding	 aid	 it	 is	 possible	 to	find	 examples	 of	 both	 intellectual	
and	strictly	physical	treatments	of	“box.”	In	the	context	of	prose	
and	 individual	 free-standing	 EAD	 documents,	 such	 variety	 is	
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up	EAD	container	lists.	If	physical	elements	could	be	exclusively	
relegated	 to	 serving	 an	 attribute-function	 within	 intellectual	
structure,	 it	 might	 in	 fact	 grant	 archivists	 more	 freedom	 of	
physical	 description	 without	 disrupting	 software-compatible	
container-level	arrangements.	
			 For	 optimal	 software	 and	 peer	 compatibility,	 tag	
hierarchy	must	be	consistent,	even	if	attributes	are	flexible.	On	
a	family	tree,	for	instance,	the	grandmother	must	always	be	the	




any	 intellectual	 sub-elements	 such	 as	 titles	 and	 dates.	 Any	
physical	item	such	as	a	box	or	folder	entered	in	EAD	could	be	
required	to	have	some	level	of	intellectual	structure	surmounting	
and	 anchoring	 it,	 from	 which	 it	 would	 consistently	 inherit	 its	
descriptive	traits.		
	 In	 XML	 markup	 terms,	 this	 would	 mean	 something	
like	 displacing	 all	 of	 the	 <container>	 tags	 and	 attributes	 and	
assigning	them	as	attributes	within	intellectual	tags	such	as	the	
<c>	tags.		The	“box”	might	not	sometimes	be	hierarchically	above	










that	 reason,	 “file”	 is	 clearly	 always	 arranged	 hierarchically	
below	 the	 series	 and	 subseries,	 never	 above.	 “File”	 is	 thus	
already	 hierarchically	 stable	 as	 a	 part	 of	 the	 intellectual	 <c>	
tag	 structure,	 and	 the	 <container>	 tag’s	 attribute-destination	
“folder”	 should	 conceivably	 be	 able	 to	 cede	 to	 “file.”	 “Folder”	








design	 customized	 collection	 administrative	 software,	 one	 of	
the	 best	 ways	 to	 explicate	 this	 type	 of	 suggestion	 is	 through	
the	 use	 of	 illustrations.	 As	 explained	 in	 section	 7.2.5	 of	 the	
EAD	 Application	 Guidelines,	 version	 1.0,	 one	 XML	 tag	 can	
only	 inherit	 an	 attribute	 from	 another	 if	 it	 falls	 within	 the	
family	of	that	tag,	after	the	opening	parent-tag	and	before	the	
closing	 one.16	 Similarly,	 in	 a	 normal	 XML	 structure	 designed	
for	 an	 archive,	 if	 there	 were	 a	 series	 that	 consisted	 mostly	 of	





series,	 if	 they	 invoked	 the	 attribute	 “container”	 by	 assigning	
a	 container	 number,	 would	 inherit	 the	 container-type	 “box”	









	 	 	 Item	1	—	Letter	from	Jim







Behind	 the	 scenes,	 meanwhile,	 the	 administration	 software	
program	 could,	 among	 other	 things,	 format	 this	 list	 into	










	 	 	 <unittitle>
	 	 	 Correspondence	with	Jim	and	Ralph
	 	 	 	 <unitdate	type=“inclusive”>
	 	 	 	 1920-1940
	 	 	 	 </unitdate>
	 	 	 </unittitle>
	 	
	 	 	 <c03	level=“item”>1
	 	 	 	 <did>
	 	 	 	 	 <unittitle	>Letter	from	Jim
	 	 	 	 	 </unittitle>
	 	 	 	 </did>
	 	 	 </c03>
	 	 	 <c03	level=“item”>2
	 	 	 	 <did>
	 	 	 	 	 <unittitle	>	Letter	from	Ralph
	 	 	 	 	 </unittitle>
	 	 	 	 </did>





	 	 	 <unittitle>
	 	 	 	 Correspondence
	 	 	 	 <unitdate	type=“inclusive”>
	 	 	 	 2004-2006
	 	 	 	 </unitdate>





	 	 	 <unittitle>
	 	 	 Framed	award







	 	 	 <unittitle>
	 	 	 Framed	award






	 	 	 <unittitle>
	 	 	 Book






	 If	 a	 series	 were	 composed	 of	 two	 boxes	 and	 each	 box	
held	a	different	kind	of	content	that	required	titling,	rather	than	
assigning	 titles	 to	 the	boxes	 themselves	 in	XML,	 the	archivist	
would	 need	 to	 impose	 an	 extra	 level	 of	 “subseries”	 structure	
within	 the	 code	 (not	 on	 the	 box-labels	 of	 the	 actual	 boxes—
just	 electronically	 within	 EAD)	 using	 unnumbered	 subseries.	
Unnumbered	 <c>	 tags	 might,	 for	 example,	 always	 indicate	
that	a	 level	existed	only	 in	XML	hierarchical	structure,	not	 in	





“subseries”	 level	 tags	that	 fell	hierarchically	within	the	parent	
series.
	 The	 archivist	 would	 enter	 the	 collection	 into	 an	




	 	 	 1940-1943
	 	 Description:	This	subseries	contains	correspondence	with		
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	 	 	 Mr.	Smith.
	 	 Box	34	
	 	 	 Folder	1	—	Letters	about	floorboards
	 	 	 Folder	2	—	Letters	about	curtains
	 Subseries	(unnumbered)	—	Correspondence	with	Mr.	Jones,			
	 	 	 1940-1942
	 	 Description:	This	subseries	contains	correspondence	with		
	 	 	 Mr.	Jones.
	 	 Box	35	
	 	 	 Folder	1	—	Letters	about	light	fixtures
	 	 	 Folder	2	—	Letters	about	carpeting






	 	 	 <unittitle	>
	 	 	 Correspondence	with	Mr.	Smith
	 	 	 	 <unitdate	type=“inclusive”>
	 	 	 	 1940-1943
	 	 	 	 </unitdate>
	 	 	 </unittitle>
	 	 	 <scopecontent>
	 	 	 This	subseries	contains	correspondence	with	Mr.	Smith
	 	 	 </scopecontent>
	 	 	 <c03	level=“file”>1
	 	 	 	 <did>
	 	 	 	 <unittitle>	Letters	about	floorboards
	 	 	 	 </unittitle>
	 	 	 	 </did>
	 	 	 </c03>
	 	 	 <c03	level=“file”>2
	 	 	 	 <did>
	 	 	 	 <unittitle>	Letters	about	curtains
	 	 	 	 </unittitle>
	 	 	 	 </did>





	 	 	 <unittitle	>
	 	 	 Correspondence	with	Mr.	Jones
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	 	 	 <unitdate	type=“inclusive”>
	 	 	 	 	 1940-1942
	 	 	 	 	 </unitdate>
	 	 	 </unittitle>
	 	 	 <scopecontent>
	 	 	 This	subseries	contains	correspondence	with		Mr.	Jones
	 	 	 </scopecontent>
	 	 	 <c03	level=“file”>1
	 	 	 	 <did>
	 	 	 	 <unittitle>	Letters	about	light	fixtures
	 	 	 	 </unittitle>
	 	 	 	 </did>
	 	 	 </c03>
	 	 	 <c03	level=“file”>2
	 	 	 	 <did>
	 	 	 	 <unittitle>Letters	about	carpeting
	 	 	 	 </unittitle>
	 	 	 	 </did>











by	 adding	 all	 of	 the	 files	 within	 it.	 Administrative	 software	






































also	 contained	 parts	 of	 other	 series,	 the	 container	 attribute’s	
destination	number	(the	box	number)	could	be	repeated	as	an	
attribute	within	multiple	file-level	or	other	series-level	tags,	and	







	 	 	 Folder	30	—	Letters	about	floorboards





	 	 	 Folder	32	—	Letters	about	light	fixtures










	 	 	 <unittitle	>
	 	 	 Correspondence	with	Mr.	Smith
	 	 	 </unittitle>
	 	 	 <c03	level=“file”>30
	 	 	 	 <did>
	 	 	 	 <unittitle>	Letters	about	floorboards
	 	 	 	 </unittitle>
	 	 	 	 </did>
	 	 	 </c03>
	 	 	 <c03	level=“file”>31
	 	 	 	 <did>
	 	 	 	 <unittitle>	Letters	about	curtains
	 	 	 	 </unittitle>
	 	 	 	 </did>









	 	 	 <unittitle	>
	 	 	 Correspondence	with	Mr.	Jones
	 	 	 </unittitle>
	 	 	 <c03	level=“file”>32
	 	 	 	 <did>
	 	 	 	 <unittitle>	Letters	about	light	fixtures
57The Elusive Simplicity of Container-Level EAD
	 	 	 	 </unittitle>
	 	 	 	 </did>
	 	 	 </c03>
	 	 	 <c03	level=“file”>33
	 	 	 	 <did>
	 	 	 	 <unittitle>Letters	about	carpeting
	 	 	 	 </unittitle>
	 	 	 	 </did>








	 	 	 <unittitle	>
	 	 	 Correspondence	with	Mr.	Yardley
	 	 	 </unittitle>
	 	 	 <c03	level=“file”>1
	 	 	 	 <did>
	 	 	 	 <unittitle>	Letters	about	rats
	 	 	 	 </unittitle>
	 	 	 	 </did>









EAD	 serves	 to	 enable	 advanced-search	 functionalities	 locally.	











must	 currently	 invest	 in	 composing	 compatible	 import	 and	
export	protocols.	An	optimal	standard	for	software	consciously	
structuring	 EAD	 container-level	 data	 as	 a	 whole	 would	 be	 an	
asset	 for	 both	 collection-administration	 system	 programmers	
and	archivists	at	institutions	who	just	want	to	know	“the	best”	
software	solution	for	managing	and	encoding	the	finding	aids	
for	 the	 Web.	 The	 axiom	 of	 Occam’s	 Razor,	 that	 “the	 simplest	
solution	is	probably	the	best	one,”	when	it	is	used	as	a	limit	on	
creativity	and	exploration,	is	probably	disputed	for	good	reason	
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