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Resumen. En los últimos años se avanzó en los conceptos de desarrollo de so­
ftware dirigido por comportamiento con el objetivo de superar las ineficiencias
y dificultades del desarrollo de aplicaciones. Se busca mejorar la comunica­
ción con el cliente para entregar valor para su negocio, haciendo la cosa co­
rrecta de forma precisa,  adaptándose a los cambios que puedan surgir en el
proceso y definiendo cuándo se da por finalizado el software en función de las
pruebas de aceptación de cada historia de usuario. El objetivo de este trabajo
es profundizar estos conceptos y aplicarlos en un problema concreto, para eva­
luar sus ventajas e inconvenientes. Siguiendo una metodología de 4 etapas se
aplicaron   satisfactoriamente   estos   conceptos,  utilizando   además   Integración
Continua. Aplicando un proceso de software iterativo e incremental se desarro­
lló una aplicación web, destinada a gestionar premios con votaciones en línea;
apoyándose para alcanzar sus objetivos con una serie de herramientas. Se pudo
apreciar una mejora en el proceso de desarrollo al contar con una “documenta­
ción viva” que refleja fielmente y de forma actualizada lo que hace la aplica­
ción; y una retroalimentación, casi inmediata, surgida de las pruebas automati­
zadas generando un código más fácil de modificar.
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1   Introducción
Hace tiempo, se empezó a pensar en cómo superar las dificultades e ineficiencias
en el desarrollo de software. La dificultad radica en cómo hacer la cosa correcta para
los usuarios, que agregue valor a su negocio, y hacerla correctamente, dentro de los
plazos y presupuestos previstos; aceptando el cambio natural en los requerimientos y
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respondiendo positivamente ante estos cambios.  Y además determinar cuándo está
terminado el software.
En este marco, surge el agilismo para reducir los problemas clásicos del desarrollo
de programas, a la par de dar más valor a las personas que componen el equipo de
desarrollo.
Entre estos métodos ágiles, existen algunas prácticas en la que las pruebas pasan a
ser una herramienta de diseño del código y, por tanto, se escriben antes que el mis­
mo. De entre estas se destaca TDD (Test­Driven Development), utilizando pruebas
unitarias fue la precursora y BDD (Behavour­Driven Development) que propone po­
ner el foco en generar valor para el usuario final utilizando las pruebas de aceptación
y redefiniendo el dialogo con los usuarios en la búsqueda de un lenguaje ubicuo (co­
mún a todos) para lograr desde el primer momento hacer “la cosa correcta”, es decir
un software que agregue valor al usuario final. Con el soporte de las pruebas, las sub­
prácticas asociadas y las herramientas, éstas prácticas también logran “hacer la cosa
correctamente”.
1.1. BDD
Behavour­Driven Development (BDD), en español “Desarrollo Dirigido por Com­
portamiento”, es una práctica de diseño de software que obtiene el producto a partir
de expresar las especificaciones en términos de comportamiento, de modo tal de lo­
grar  un grado mayor de abstracción.  BDD pone un énfasis  especial  en cuidar  los
nombres que se utilizan, tanto en las especificaciones como en el código. De esta ma­
nera, hablando el lenguaje del cliente, se mantiene alta la abstracción, sin caer en de­
talles de implementación.
Surgió en respuesta a las críticas que se encontraron en TDD; Dan North empezó a
hablar de BDD en un artículo llamado “Behavior Modification” en Marzo de 2006
[1]. Según North, BDD está pensado para hacer estas prácticas ágiles más accesibles
y efectivas a los equipos de trabajo que quieren empezar con ellas, de allí que su es­
quema sea muy similar al de TDD como se aprecia en la Figura 1, agregando una
capa de pruebas de comportamiento por encima de las pruebas unitarias. Principal­
mente propone que en lugar de pensar en términos de pruebas, se debería pensar en
términos de especificaciones o comportamiento. De ese modo, se las puede validar
más fácilmente con clientes y especialistas de negocio.  Poner el foco en el comporta­
miento logra un grado mayor de abstracción, al escribir las pruebas desde el punto de
vista del consumidor y no del productor.
Lo importante es que BDD puso el énfasis en que no eran pruebas de pequeñas
porciones de código lo que se creaba, sino especificaciones de requerimientos ejecu­
tables [2]. Un test de cliente o de aceptación con estas prácticas, a nivel de código, es
un enlace entre el ejemplo y el código fuente que lo implementa [3].
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Se trata de actividades que comienzan desde las necesidades del usuario, para ir
deduciendo comportamientos y generando especificaciones ejecutables.
Fontela   [4]  comenta  que   la  crítica  principal  de  este  enfoque  de  BDD y al  de
ATDD (Acceptance Test­Driven Development) viene de que si bien se pueden deri­
var pruebas individuales de los contratos, es imposible el camino inverso, ya que mi­
les de pruebas individuales no pueden reemplazar la abstracción de una especifica­
ción contractual. La respuesta a esta crítica fue que, si bien las especificaciones abs­
tractas son más generales que las pruebas concretas, estas últimas, precisamente por
ser concretas, son más fáciles de comprender y acordar con los analistas de negocio y
otros interesados. Y que los ejemplos concretos son fáciles de leer, fáciles de enten­
der y fáciles de validar.
Fontela [4], agrega que al inicio esta técnica se enfocaba en ayudar a los desarro­
lladores a practicar “un buen TDD” pero el uso de BDD, más las ideas de ATDD,
han llevado a una nueva generación de BDD, como práctica y por las herramientas
que utiliza. El foco está ahora puesto en una audiencia mayor, que excede a los desa­
rrolladores, e incluye a analistas de negocio, testers, clientes y otros interesados.
1.1.2 Las historias de usuario en BDD
Buscando generar  un  lenguaje  único entre  el  equipo de desarrollo  y el  cliente;
North propone simplemente estructurar la forma de describir las historias de usuario
con el formato Connextra: “Como <rol> deseo <funcionalidad> para lograr <benefi­
cio>”, o alguna variante compatible; más el agregado de las cláusulas Given­When­
Then (Dado, Cuando, Entonces) para ayudar a estructurar la explicación de una fun­
cionalidad, en la definición de los escenarios y hacer posible la ejecución de los crite­
rios de aceptación. Este formato captura: el interesado o su rol, el objetivo del intere­
sado para la historia y la tarea a realizar [5]. De esta manera una historia de usuario al
inicio tendrá una estructura como la siguiente:
Fig.  1. Esquema BDD. (Fuente: elabora­
ción propia)
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Característica: [Nombre de la historia]
  Como un [rol en la aplicación]
Para lograr [para alcanzar algún objetivo concreto]
Deseo [hacer alguna tarea o funcionalidad]
Luego la historia de usuario queda completa con los escenarios y sus ejemplos,
que representan los test de aceptación del cliente y determinan cuando una funciona­
lidad está completa. También se pueden usar “datos tabulados”, en los cuales se utili­
zan ciertas estructuras de tablas para expresar requerimientos y reglas de negocio, ya
que las reglas de negocio cambian menos que las interfaces gráficas. Estas tablas po­
sibilitan describir datos de entrada y de salida [6].
La visión de North era tener una herramienta que pueda ser usada por analistas de
sistemas y testers para capturar los requerimientos de las historias en un editor de
textos y desde ahí generar el esqueleto para las clases y sus comportamientos, todo
esto sin salir de su lenguaje del negocio [1].
1.1.3 Utilizando ejemplos como requerimientos
La mayor diferencia entre las metodologías clásicas y la Programación Extrema
(XP) es la forma en que se expresan los requerimientos de negocio. En XP [7] en lu­
gar de documentos, se consideran las historias de usuario con sus test de aceptación
[3]. 
Los tests de aceptación o de cliente, de las historias de usuario, son las condicio­
nes escritas de que el software cumple los requerimientos de negocio que el cliente
demanda.
El trabajo del analista de negocio se transforma para reemplazar páginas de reque­
rimientos escritos en lenguaje natural, por ejemplos ejecutables surgidos del consen­
so entre los distintos miembros del equipo, incluido por supuesto el cliente. 
En BDD la lista de ejemplos de cada historia, se escribe en una reunión (taller de
especificación) que incluye a responsables del producto, desarrolladores, responsa­
bles de calidad y otros interesados. Todo el equipo debe entender qué es lo que hay
que hacer y por qué, para concretar el modo en que se certifica que el software lo
hace. Como no hay una única manera de decidir los criterios de aceptación, los dis­
tintos roles del equipo se apoyan entre sí para darles forma.
1.2 prácticas asociadas a BDD
1.2.1 Integración Continua
La integración continua (del inglés “Continuous Integration” o simplemente CI),
es una práctica introducida en XP y luego muy difundida a partir del trabajo de Fow­
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ler [8]. Consiste en automatizar y realizar, con una frecuencia al menos diaria, las ta ­
reas de compilación desde las fuentes, ejecución de las pruebas automatizadas y des­
pliegue de la aplicación, todo en un proceso único, obteniendo información de retroa­
limentación inmediatamente después de la ejecución de este proceso.
Para que esta práctica sea viable es imprescindible disponer de una batería de test,
preferiblemente automatizados, de tal forma, que una vez que el nuevo código está
integrado con el resto del sistema se ejecute toda la batería de pruebas [9]. Si son pa­
sadas todas las pruebas, se procede a la siguiente tarea del despliegue de la aplica­
ción. En caso contrario, aunque no falle el nuevo código que se quiere introducir en
la aplicación, se debe regresar a la versión anterior, pues ésta ya había pasado la bate­
ría de pruebas.
En la actualidad existen muchas herramientas, tanto libres como propietarias, que
facilitan esta práctica [4].
Un entorno de CI está  compuesto por diferentes herramientas y prácticas en las
cuales necesita apoyarse, en la Figura 2 se muestra un esquema de todas las partes
funcionando juntas. El desarrollador publica su código en un repositorio, el servidor
de CI es informado de un cambio, entonces procede a ejecutar una serie de pasos
para realizar el despliegue, entre ellos ejecutar las pruebas antes y después del des­
pliegue, y luego informar al desarrollador el resultado del procedimiento.
CI es una práctica que a pesar de no corregir los errores ayuda a la detección de
los mismos de manera temprana en el desarrollo de software, haciéndolos más fáciles
de encontrar y eliminar. Cuánto más rápido se detecte un error, más fácil será corre­
girlo.
Fig. 2. Escenario de integración continua. (Fuente: elaboración propia)
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La relación entre BDD y TDD con la CI viene de la propia definición de la CI,
dado que esta requiere pruebas automatizadas previas a la integración.
1.2.2 Refactorización
Es una práctica que busca mejorar la calidad del código, su diseño interno, sin mo­
dificar el comportamiento observable (requerimiento). Se aplica sobre el código ori­
ginal o el modificado.
Uno de los objetivos de la refactorización es la mejora del diseño después de la in­
troducción de un cambio, con vistas a que las sucesivas modificaciones hechas a una
aplicación no degraden progresivamente su diseño. Se pretende reestructurar el códi­
go para eliminar duplicaciones, mejorar su legibilidad, simplificarlo y hacerlo más
flexible de forma que se faciliten los posteriores cambios.
El problema con las refactorizaciones es que tienen su riesgo, ya que se está cam­
biando código que funciona por otro que no se sabe si funcionará  igual que antes.
Una buena práctica es escribir pruebas automatizadas antes de modificar el código,
que verifiquen su funcionamiento y ejecutándolas luego de las modificaciones para
ver si continúan pasando. De este modo estas pruebas funcionaran como una red de
seguridad ante fallos [10].
Si se quiere facilitar la refactorización, se tendría que contar con pruebas a distin­
tos niveles, en línea con lo que sugieren BDD y ATDD. Las pruebas de más alto ni­
vel no deberían cambiar nunca si no es en correspondencia con cambios de requeri­
mientos. Las pruebas de nivel medio podrían no cambiar, si se trabaja con un buen
diseño orientado a objetos, que trabaje contra interfaces y no contra implementacio­
nes. Y en algún punto, probablemente en las pruebas unitarias, se debe admitir cam­
bios a las mismas.
1.1   Objetivo
El objetivo general de este trabajo fue profundizar el estudio sobre las pruebas del
software, utilizando el “desarrollo dirigido por comportamiento” o BDD (Behavour­
Driven Development). Para ello se realizo una revisión bibliográfica sobre este tema
específico y se aplicaron los conceptos y las técnicas en un desarrollo de software
concreto, un software multiplataforma para la organización y gestión de premios y
certámenes, a partir del cual se evaluaron ventajas y desventajas de su aplicación.
1.2 El problema de aplicación
A través de la consulta a distintas instituciones que organizan eventualmente pre­
mios y certámenes, se detectó  la necesidad de utilizar algún tipo de software para
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gestionar el proceso organizativo de estos eventos, incluyendo sus procesos de vota­
ción.
Este trabajo propone la construcción de una aplicación web que satisfaga de forma
mínima y viable esas necesidades. En el contexto del TFA (Trabajo Final de Aplica­
ción), el alcance de la aplicación será la organización de premios con votación públi­
ca, postergando la administración de certámenes y otras características como líneas
futuras de trabajo.
La construcción de esta aplicación web permitirá  poner en práctica las técnicas
asociadas a BDD, TDD e Integración Continua en un problema real, para poder ex­
traer conclusiones de la experiencia.
1.3 Metodología
La metodología seguida incluyó  cuatro etapas: investigación preliminar, concep­
ción de la aplicación, desarrollo de la aplicación y documentación de la experiencia.
Para la construcción de la aplicación web se desarrollaron los primeros módulos
siguiendo BDD y TDD, luego se completo el desarrollo de la aplicación sin aplicar
los anteriores pero siguiendo las historias de usuarios.
1.3.1 Proceso de software
Para el desarrollo de la aplicación se siguió la metodología ad­hoc ágil con base en
la conocida como Programación Extrema adaptada para un trabajo unipersonal, por
lo cual no se realizaron algunas de sus prácticas propuestas donde intervienen varias
personas de un mismo equipo. Se utilizó esta metodología como base ya que la prác­
tica ágil  de TDD fue propuesta en este marco y como BDD puede ser  entendida
como una ampliación de TDD, ambas encuadran bien en XP.
2 Resultados
Completadas las etapas consignadas en la metodología se seleccionó el framework
Ruby on Rails [11] y las prácticas ágiles BDD y TDD junto con herramientas asocia­
das compatibles con el lenguaje de programación Ruby [12]. También se obtuvieron
los siguientes artefactos de software: las historias de usuario y los prototipos de inter ­
faces gráficas de usuario. Luego de la etapa de desarrollo se obtuvo un prototipo fun­
cional para premios (aplicación web), el repositorio público del código, las pruebas
automatizadas, la medición automatizada de la cobertura de pruebas, el servidor de
integración configurado y automatizado, y la versión de demostración de la aplica­
ción publicada en línea, con datos de prueba. Finalmente el informe del TFA.
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2.1 Proceso de Software
Dado que se siguió un proceso de desarrollo de software iterativo e incremental,
para el desarrollo de la aplicación se realizaron siete iteraciones. En la tabla 2 se des­
criben los rangos de fechas y la velocidad medida en puntos de historia de cada una
de las iteraciones.
Hasta la cuarta iteración se siguió la práctica de BDD de forma pura. Se observa
que desde la segunda iteración en adelante, a medida que se fue familiarizando con la
metodología y con las tecnologías utilizadas se fue ganando en velocidad. Otro au­
mento de velocidad se observa a partir de la quinta iteración, debido a la cantidad de
historias de usuario completadas siguiendo las prácticas de diseño top­down pero sin
poner tanto énfasis en las pruebas primero. Sin embargo esta velocidad está sesgada
por el desconocimiento de la tecnología a utilizar, esto provocó errores en la estima­
ción del esfuerzo para las historias de usuario. Esta situación, coincide con Humph­
rey [13] que advierte sobre la dificultad de hacer estimaciones con proyectos total­
mente nuevos que no tienen un punto de comparación previa.
Tabla 1.  Iteraciones del proyecto. Fuente: Elaboración propia.
Iteración Fecha Inicio Fecha Cierre Puntos completados o Ve­
locidad
1ra 17 Marzo 14 de Abril 15
2da 14 de Abril 12 de Mayo 6
3ra 12 de Mayo 9 de Junio 12
4ta 9 de Junio 7 de Julio 18
5ta 7 de Julio 4 de Agosto 24
6ta 4 de Agosto 1 de Septiembre 26
7ma 1 de Septiembre 1 de Octubre 40
El proceso de desarrollo fue apoyado por herramientas, necesarias para mantener
la flexibilidad ante el cambio y disminuir la deuda técnica.  Las principales fueron:
PivotalTracker   [14],  Cucumber   [15],  RSpec   [16],  Ruby   on  Rails   [11],  Git   [17],
GitHub [18], Travis­CI [19], Coveralls.io [20] y Heroku [21]. Cabe destacar, que se
utilizaron en su mayoría herramientas libres o de código abierto y en todo caso de
uso gratuito.
Como parte del proceso, y dado que se siguió un enfoque de afuera hacia adentro
(del inglés outside­in), propuesto en [5], se empezó por el bosquejo de las pantallas
con wireframes y mockups y la interacción entre ellas. Para continuar luego con el
comportamiento esperado descripto a través de las historias de usuario, con sus esce­
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narios y ejemplos. En el apéndice 1 se describe la experiencia de su utilización en el
TFA.
2.1.2 Historias de usuario
Se utilizaron las historias de usuario para la captura de requerimientos y comuni­
cación con el cliente, utilizando el formato “Connextra” adaptado a papeles de colo­
res de 10x10 cm, que se pegaron sobre un pizarrón. Una vez definidos, y con una pri­
mera priorización, se digitalizaron en la herramienta PivotalTracker para su docu­
mentación y seguimiento, aunque también se siguió  utilizando en papel como una
guía visual del trabajo a realizar y realizado.
El detalle de las tareas realizadas y las historias completadas, según su prioridad,
se encuentran documentadas en la herramienta PivotalTracker y pueden ser consulta­
das en línea en https://www.pivotaltracker.com/projects/1025288.
2.1.3 Aplicación de conceptos: BDD y TDD
Dado que aplicar las prácticas de BDD y TDD es parte de los objetivos del trabajo
a continuación se comenta sobre su aplicación y luego en el  apéndice 2 se da un
ejemplo del proceso seguido para aplicar estas técnicas en una historia de usuario en
particular.
Se aplicaron los conceptos BDD y TDD en los módulos de administración (back­
end) del usuario administrador, es decir a las funcionalidades que realiza el adminis­
trador de la aplicación. Se utilizaron las herramientas específicas: Cucumber [15] y
Capybara [22] para BDD, Rspec [16] para TDD y Guard [23] para ejecutar localmen­
te todas las pruebas continuamente. Este back­end está compuesto por los siguientes
módulos: Procesos de selección, Organización, Usuarios, Categorías, Candidatos.
Para cada uno de ellos se incluyeron las historias de usuario elementales: crear,
editar, borrar, listar y mostrar. Con sus “caminos felices” y casos extremos elementa­
les.
2.1.3.1 Aplicando BDD
Las historias de usuario junto con sus escenarios se implementaron con la herra­
mienta Cucumber [15] en archivos “*.feature”. Estos están disponibles en la carpeta
“features”  en [24].  Un ejemplo de historia de usuario en la  herramienta se puede
apreciar en la Figura 5 del apéndice 2.
De las entrevistas con los clientes se obtuvieron ejemplos que se utilizaron en las
historias de usuario para ilustrar comportamiento esperado por la aplicación. Utilizar
el lenguaje del  cliente ayudó  a mantener alta la abstracción durante el proceso de
educción, sin caer en detalles de implementación. Por ello los archivos *.feature pue­
den ser leídos por cualquier persona involucrada en el proyecto y entender de qué se
trata esa historia de usuario o incremento funcional.
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2.1.3.2 Aplicando TDD
Para aplicar la práctica de TDD se utilizó la herramienta Rspec [16]. Con ella se
escribieron las pruebas unitarias para las distintas capas de la aplicación.
Las pruebas se escribieron en archivos de texto plano con extensión “*_spec.rb”.
Se encuentran disponibles en la carpeta “spec”, ubicada en [24], y dentro de ella or­
ganizadas en las diferentes sub­carpetas.
En la Figura 10 del apéndice 2 se puede apreciar como lucen las pruebas unitarias
con esta herramienta.
2.1.4 Aplicación de integración continua
Para aplicar CI se utilizó el servicio Travis­ci [19]. Se realizaron más de 200 inte­
graciones automatizadas.  En el apéndice 3 se ilustra cómo se realizo cada una de
ellas.
2.2 Despliegue de la aplicación
El despliegue automatizado de la aplicación se realizó  en la plataforma Heroku
[21] y actualmente se puede acceder a él desde: http://tfa­vox.herokuapp.com.
El despliegue de la aplicación permitió tener disponible el sistema para los usua­
rios  desde etapas  muy tempranas y recibir   feedback  sobre  el  comportamiento  del
mismo junto con pequeñas solicitudes de cambio, que se fueron agregando en las si­
guientes iteraciones.
En el apéndice 4 se dan detalles de cómo acceder a la demostración en línea de la
aplicación.
3 Conclusión
Con respecto a los objetivos fijados en el trabajo:
La revisión bibliográfica realizada detectó, escasa información en español y abun­
dante en inglés sobre la temática abordada, los conceptos y las prácticas asociadas.
Se aplicaron satisfactoriamente los conceptos, métodos y herramientas asociados a
BDD y TDD a una aplicación específica, construyendo una aplicación web, multipla­
taforma, para la organización de premios.
Se pudo apreciar una mejora en el proceso de desarrollo al contar con una “docu­
mentación viva” que refleja fielmente y de forma actualizada el comportamiento es­
perado de la aplicación. Otra mejora fue contar con la retroalimentación, casi inme­
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diata, de las pruebas automatizadas para realizar cambios y solucionar problemas ge­
nerando un código más fácil de modificar.
Además, durante el desarrollo del trabajo, se pudieron comprobar algunas de las
ventajas que ofrece BDD y TDD, en concordancia con lo expuesto en [4], estas son: 
 Clarifican los criterios de aceptación de cada requerimiento a implementar. 
 Generan una especificación ejecutable de lo que el código hace. 
 Brindan una serie de pruebas de regresión completa. 
 Facilitan la detección y localización de errores. 
 Indican cuándo se debe detener la programación, disminuyendo el gold­pla­
ting y características innecesarias.
 Facilitan el proceso de incorporar nuevas características y realizar modifica­
ciones que mejoren el código ya existente.
 Una ventaja de BDD, que no tiene TDD, es que se puede incorporar a pro­
yectos ya avanzados o para el mantenimiento de sistemas legados.
Este trabajo pretendió en un primer momento aplicar TDD a un caso real de una
aplicación web y terminó encontrando en BDD una herramienta ideal para la comu­
nicación con los clientes, que permitió incluso aplicar la práctica de integración con­
tinua.
A continuación se exponen una serie de conclusiones sobre algunas de las temáti­
cas específicas mencionadas en el trabajo:
3.1 Conclusiones específicas.
3.1.1 Sobre las técnicas aplicadas
Si se considera la aplicación de estas prácticas se debe tener presente que TDD,
aunque se enfoca en las pruebas, se realiza una actividad de diseño de software y no
es un mero proceso de pruebas. Una situación similar se da en el caso de BDD, don­
de por más que se realicen pruebas automatizadas, su objetivo es la comunicación en­
tre el equipo de desarrollo y los usuarios, mediante las historias de usuario, para en­
tregar funcionalidades que agreguen valor al negocio.
La aplicación de estas prácticas ágiles en el desarrollo de la aplicación propuesta
resultó al principio algo complejo debido a la inexperiencia, pero con la práctica y el
avance del proyecto se fue simplificando naturalmente. Es recomendable prever el
tiempo extra que lleva el proceso de aprendizaje y sus costos económicos asociados.
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Se recomienda entonces planificar la realización de “spikes” como indican Blé [3]
y Beck [7]. Esto es realizar pequeños experimentos, aparte del proyecto, para indagar
y experimentar con la tecnología a utilizar y familiarizarse con ella.
En cambio con BDD resultó más fácil todo el proceso de aprendizaje y aplicación
al trabajo, dado que como se tiene en cuenta el comportamiento esperado desde el
punto de vista del usuario, generalmente resultaron ser acciones simples a compro­
bar.
También se presentaron casos donde resultó muy fácil salirse de la técnica, de las
pruebas primero, cuando la funcionalidad a agregar parecía pequeña. Sobre todo por­
que se piensa que se gana en velocidad (producción); lo cual es cierto en el corto pla­
zo, pero cuando haya cambios, más adelante, aparecerán los problemas clásicos del
desarrollo de software. Además si se abandona la técnica por un momento y el pro­
gramador agrega funcionalidades sin hacer antes las pruebas, la denominada “docu­
mentación viva” sufre el mismo problema que la documentación tradicional y ya no
reflejará el comportamiento esperado de la aplicación.
Otra cuestión a considerar es la aparente sobrecarga mental de tener que idealizar
el comportamiento y conceptualizar las pruebas antes que el código, sobre una activi­
dad que de por sí es intelectual intensiva. Se comprobó que existe una sobrecarga, al
tener que programar acciones para escribir las pruebas, de forma distinta, a las del
código de producción. Por ejemplo para probar la subida de un archivo, el framework
Rails proporciona herramientas para hacer de esta tarea sencilla, parametrizando una
llamada a una función. Pero las pruebas, desde Cucumber/Capybara y luego desde
RSpec, para probar este mismo comportamiento resultaron complicadas y consumie­
ron un tiempo excesivo. Sin embargo, son los beneficios que proporcionan éstas téc­
nicas los que justifican las dificultades y esfuerzos extras. El punto a favor aquí, es
que se pone el foco sobre el problema que se está tratando de resolver con los ejem­
plos concretos a resolver; evitando problemas como la parálisis del analista.
3.1.2 Sobre las historias de usuario
Respecto a las historias de usuario, un aspecto clave es la definición de los escena­
rios para cada una de ellas. De allí surge la cantidad de esfuerzo a realizar para que la
historia sea aceptada. Si bien no es condición sine qua non el conocimiento de con­
ceptos generales de como validar y verificar software,  ayudarán al momento de acor­
dar los escenarios con el responsable del producto y otros stakeholder. Para este fin
los autores consultados recomiendan la participación de todo el equipo de desarrollo
en los talleres de requerimientos.
3.1.3 Sobre las pruebas
Se pudo comprobar que a mayor impacto del cambio, mayor capacidad de adapta­
ción al cambio proveen las pruebas. En aquellas situaciones donde por cambios natu­
rales en los requerimientos, que impactaban internamente en toda la lógica de la apli­
cación, las pruebas ayudaban a realizar el cambio sin que al terminar el proceso se
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generen una cantidad significativa de errores o reclamos por parte de los usuarios
dado que el comportamiento esperado seguía siendo el mismo.
Con la existencia de estas herramientas, y su relativa facilidad de integración en el
flujo de trabajo, se puede decir que las pruebas creadas por el mismo desarrollador se
vuelven una condición exigible en desarrollos profesionales. Por lo tanto su enseñan­
za formal debería empezar a considerarse también.
3.1.3.1 Sobre las pruebas de comportamiento.
Se pudo apreciar cómo las pruebas de comportamiento con Cucumber ofrecen, de
manera simple y precisa, la posibilidad de definir y comprobar el funcionamiento es­
perado por los usuarios de la aplicación. Además, cuando surgen cambios, por ejem­
plo en una actualización, en lenguajes como Ruby y herramientas como Rails donde
generalmente hay problemas de compatibilidad hacia atrás, esto resulta muy útil para
el mantenimiento temprano de la aplicación.
Un problema que se detectó es que las pruebas de comportamiento pueden no de­
tectar errores, es decir, la función evaluada devuelve verdadero, incluso cuando un
camino lógico es incorrecto, por esta razón no reemplazan a otro tipo de pruebas.
Generalmente, estas pruebas de comportamiento fallan primero, o más rápidamen­
te, que las unitarias; ya que en la interacción entre partes se pueden dar fallas o pro­
blemas que no fueron contemplados a más bajo nivel.
3.1.4 Sobre errores
Una clave al aplicar las técnicas de BDD y TDD es que se tiene que aprender a
leer los mensajes de error e identificar de qué tipo son, si es una prueba que natural­
mente falla (por la falta del código a evaluar) o si es un error de compilación, de sin­
taxis o de otro tipo. Luego de aplicar éstas técnicas, durante algunas iteraciones, se
vuelve natural leer los errores con más tranquilidad. La facilidad de detectar los erro­
res se incrementa a medida que el desarrollador se acostumbra a la modalidad de tra­
bajo.
Si bien se pudo comprobar que con la utilización de las pruebas de aceptación au­
tomatizadas se redujeron, o previnieron, ciertos errores del camino normal de ejecu­
ción y los casos extremos contemplados en estas pruebas, lo que fue mejorando la ca­
lidad del producto presentado en cada iteración. Ésta mejora no implica la no existen­
cia de fallas en el producto, será tarea de los testers, miembros del equipo realizar
otro tipo de pruebas que busquen evidenciar las fallas lo antes posibles en el proceso
de desarrollo.
Los errores pueden y estarán presentes aunque se utilicen las prácticas de BDD y
TDD porque las pruebas generadas se refieren a los comportamientos esperados, tan­
to de la aplicación resultante como de sus comportamientos internos. Como general­
mente en su concepción no se tuvieron presentes algunos caminos alternativos, casos
extremos o incluso factores externos, los errores se harán presentes. La responsabili­
dad de las prácticas es limitada.
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3.1.6 Sobre la integración continua
La experiencia real al aplicar CI en el trabajo demostró que supone un estilo dife­
rente de desarrollar, lo cual implica un cambio de filosofía para el que es necesario
un período de adaptación. Si bien no es excluyente se recomienda la utilización de las
pruebas automatizadas proveen BDD y TDD.
Además  permite  detectar  posibles  problemas  durante  el  despliegue,  de  manera
temprana,  que pueden tener  soluciones muy complejas  a posteriori.  Y permite un
ahorro significativo de esfuerzo al automatizar tareas repetitivas.
3.1.7 Sobre refactorización
El proceso seguido de las pruebas primero, en TDD y BDD, es como tejer laborio­
samente una red de seguridad, nodo por nodo, pero al final queda una red donde el
desarrollador se siente muy seguro modificando el código, saltando al vacío de modi­
ficar algo que funciona como se espera pero que podría funcionar mejor.
En general se puede afirmar que es mejor refactorizar un código que tiene un com­
portamiento esperado, a uno que no se sabe si tiene el comportamiento esperado pero
que funciona bien. Y esa certeza la dan indefectiblemente las pruebas.
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Apéndice 1: Prototipos de interfaces gráficas de usuario (GUI)
Luego de obtener una visión general del problema a solucionar, al ser la solución
propuesta un sistema web, se procedió a crear los prototipos rápidos de interfaces de
usuario, sugeridos en [5]. En la Figura 3 se aprecia el bosquejo para la interfaz de
“alta  de una entidad organizadora”,  que luego se digitalizó  utilizando LibreOffice
Draw (Véase Figura 4).
Para ello se utilizó un pizarrón o papel y lápiz, para crear los bocetos de las inter­
faces de usuarios en baja fidelidad (los esquemas de página o wireframes y los mo­
ckups o maquetas); el uso de éstos elementos permitió analizar las propiedades y na­
vegación de la aplicación de manera rápida y económica. 
Fig. 3. Mockup en baja fidelidad de formulario
(Fuente: elaboración propia) Fig.  4. Wireframe de formulario (Fuente:
Elaboración propia)
Apéndice 2:  Ejemplo del proceso al aplicar BDD y TDD
A modo de ejemplo a continuación se ilustra el proceso seguido para la historia de
usuario “Borrar organización”, con el soporte en imágenes capturadas de la pantalla.
De manera similar, se siguió este proceso para todas las historias de usuario de los
módulos que componen el back­end del perfil de usuario administrador.
Paso 1:  Crear archivo feature.
El primer paso consiste en documentar la historia de usuario en un archivo de tex­
to plano con extensión “*.feature”; escrito en formato Connextra, con el agregado de
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la descripción de sus escenarios. Primero el denominado “camino feliz” y luego los
casos extremos elementales a contemplar por la aplicación. 
En la Figura 5 se muestra cómo luce este archivo en un editor de texto. En este
caso se estaba usando la etiqueta @wip del inglés “work in progress” para poder eje­
cutar más fácilmente esta prueba en particular en Cucumber.
Paso 2:  Crear pasos. Automatizar.
El siguiente paso se basa en traducir cada línea del archivo *.feature en pasos eje­
cutables  por  una  herramienta,  es  decir   la  automatización  de  estos  pasos  desde   la
perspectiva de un usuario. Aquí es donde se escriben y automatizan las pruebas de
aceptación. 
Para cada archivo “*.feature”, del paso anterior, se automatizó la ejecución de los
escenarios en archivos de definición de pasos (step definitions), ubicados en “/featu­
res/step_definitions/” en [24], con extensión “*_step.rb”. Cada uno de ellos vincula
los pasos de los escenarios de una historia de usuario (archivo *.feature) con un códi­
go ejecutable por la herramienta Cucumber [15] y librerías complementarias. En la
Figura 6 se puede apreciar uno de estos archivos de definición de pasos.
Lo interesante aquí es la reutilización que se puede hacer de estos pasos, ya que en
general un usuario realiza una misma serie de pasos y cambia solo en algunas condi­
ciones particulares. Nótese como de los cuatro pasos del escenario de la Figura 5,
solo se tuvo que automatizar uno nuevo, como se aprecia en la Figura 6. El resto de
los pasos ya estaban automatizados con anterioridad y estarán en otros archivos. Sin
embargo no se debe perder el enfoque de que esta debe ser una herramienta de comu­
nicación con los usuarios.
Fig. 6. Archivo borrar_organizacion_steps.rb (Fuente: elaboración propia)
Fig. 5. Historia de usuario "borrar una organización"  (Fuente: elaboración propia)
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Paso 3:  Ejecutar las pruebas. GUI mínima.
Al ejecutar las pruebas en este punto naturalmente fallan porque no se tiene una
GUI básica en la cual ejecutarlas. Siguiendo los mockups se crean las interfaces grá­
ficas mínimas para que la prueba pueda ser ejecutada.
Paso 4:  Ejecutar. Prueba falla.
En este punto al ejecutar los pasos de la feature (prueba) fallan naturalmente por­
que no tienen una implementación asociada, como se ve en la Figura 7, la ejecución
marca un fallo en la prueba porque no encuentra un método en el controlador asocia­
do a la acción “destroy”.
Paso 5:  Pruebas unitarias. Crear spec
Siguiendo la práctica, se necesita crear una implementación que pase la prueba an­
terior pero antes de ello se tienen que crear las pruebas a nivel unitario. Se crearon
los archivos,   que interpretará  la herramienta Rspec, en la carpeta “/spec”. En este
caso se accedió al archivo “organizers_controller_spec.rb” (disponible en el CD que
acompaña este informe en /CODIGO/vox/spec/controllers/organizers_controller_spe­
c.rb) y se creó la descripción del comportamiento esperado, como se ve en la Figura
8.
Fig. 7. Prueba falla, rojo  (Fuente: elaboración propia)
Fig. 8. Spec inicial para acción “destroy” del controlador
(Fuente: elaboración propia)
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Paso 6:  Ejecutar. Prueba pendiente.
Al ejecutar las pruebas del paso anterior, la herramienta RSpec indicará  que las
pruebas están pendientes de implementación y no se ejecutaron, obteniendo una res­
puesta como se aprecia en la Figura 9.
Paso 7:  Escribir pruebas unitarias.
Se escriben las pruebas unitarias que ejecutará  la herramienta RSpec. Como se
puede apreciar en la Figura 10 para este caso en cada ejecución se define e inicializa
un objeto “organizer” que actúa como doble de acción para la prueba, generando un
registro con datos de prueba. Luego este registro es borrado como parte de la prueba.
Paso 8:  Ejecutar pruebas unitarias. Fallan.
Al ejecutar las pruebas del paso anterior estas fallan ya que aún no se ha creado la
implementación de ese método en el código de la aplicación en sí misma,  situación
que se puede apreciar en la Figura 11.
Fig. 9. Pruebas pendientes (Fuente: elaboración propia)
Fig. 10. Prueba unitaria para borrar organización (Fuente: elaboración propia)
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Paso 9:  Escribir mínima implementación.
Una vez que se tiene un soporte en pruebas unitarias, se está en condiciones de es­
cribir el código de la aplicación. La práctica indica que primero hay que hacer el mí­
nimo código que pase esa prueba y luego ir refactorizando. En la Figura 12 se puede
apreciar el código fuente luego de una primera refactorización.
Paso 10:  Pruebas pasan.
Al ejecutarse las pruebas, luego de la refactorización, se puede apreciar (Véase Fi­
gura 13) como estas continúan pasando sin fallas.
Fig. 11. Ejecución fallida borrar organización (Fuente: elaboración propia)
Fig. 12. Implementación mínima (Fuente: elaboración propia)
Fig.  13.   Pruebas   unitarias   pasan
(Fuente: elaboración propia)
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Paso 11:  Prueba exploratoria.
Si bien no es parte de las prácticas BDD o de TDD, al terminar la primera versión
se realizaba una prueba exploratoria sobre la interfaz de usuario, siguiendo los esce­
narios, para comprobar visualmente el funcionamiento y para detectar posibles erro­
res de situaciones no contempladas en los escenarios de la historia. en la Figura 14 se
ve la interfaz, luego de ser estilizada con Boostrap, para esta historia.
Al presionar el botón “eliminar”, de la tabla, se muestra el mensaje de confirma­
ción, como se aprecia en la Figura 15.
Luego de eliminar el registro, se muestra al usuario otro mensaje de confirmación
(Véase Figura 16).
Paso 12:  Iterar.
Se continúa con la siguiente historia de la iteración.
Fig. 14. Lista organizaciones (Fuente: elaboración propia)
Fig. 15. Mensaje confirmación (Fuente: elaboración propia)
Fig. 16. Mensaje confirmación tras eliminar dato (Fuente: elaboración propia) 
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Apéndice 3: Procedimiento automatizado de Integración.
En cada una de las 200 integraciones se realizó el siguiente procedimiento:
Con cada integración (en inglés build) se instalaron todas las librerías necesarias
para ejecutar la aplicación Rails, se generó la base de datos, luego se cargaron los da­
tos de prueba; seguido a esto se ejecutaron las pruebas tanto de interacción como uni­
tarias. Si todos estos procesos se ejecutaron sin errores, el servicio procedió a realizar
el despliegue de la aplicación en el servidor de Heroku [21], subiendo los archivos
necesarios, ejecutando las instalaciones de librerías necesarias, concluyendo con la
configuración de la base de datos con sus datos de iniciales y luego reiniciando la
aplicación, para dejarla lista y funcionando. En caso de fallo se suspendió el desplie­
gue y se envió un email informando que el proceso había fallado.
La bitácora de cada una de las integraciones, donde se incluye cada operación reali­
zada,  se puede consultar en línea en https://travis­ci.org/matiasmasca/vox. 
Apéndice 4: Demostración en línea
Para utilizar la versión de demostración de la aplicación, debe ingresar con un na­
vegador web a la dirección:  http://tfa­vox.herokuapp.com/. Luego para identificarse
puede utilizar los siguientes datos de acceso, para los tres perfiles usuarios:
# Administrador ­ usuario: donramon@chavo.mx; clave: clave12345
# Organizador ­ usuario: unemail@go.com; clave: clave12345
# Jurado – usuarios: 
jurado1@go.com; clave: clave12345
jurado2@go.com; clave: clave12345
jurado3@go.com; clave: clave12345
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