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The algorithm works with a collection of nodes 
connected into a ring.  Each node receives messages 
from one of their two neighbours and sends messages 
to their other neighbour.  The behaviour of a node is as 
follows: 
 
·  Provided one is not already in progress, any node 
may decide to call an election by sending a 
message to its neighbour announcing an election 
and appending their id number. 
 
·  When a node receives a message announcing an 
election, it compares the number attached with its 
own.  If the number in the message is higher than 
its own, it passes the message on unchanged.  If 
the number in the message is lower, the node 
replaces it with its own before passing on the 
message.  If the number appended to the message 
is the node’s own number then the node sends a 
message claiming to be the new leader. 
 
·  A node receiving a message naming the new 
leader notes the fact and passes the message on to 
the next unchanged unless it is the new leader 
(when it does nothing). 
 
As the message from the node which initiates the 
election passes around the ring, the number attached to 
the message is increased each time it arrives at a node 
with a higher number.  When a node receives the 
message back with its own number in it, that node can 
deduce that the message has passed all the way around 
the ring because that is the only way the message can 
come back.  The fact that the message has the node’s 
own number attached means that on its journey around 
the ring it has not passed any node with a larger 
number.  Consequently this node must have the 
highest number and be the new leader.  As the new 
leader, the node sends a message around informing all 
the others of the identity of the new leader.  This time, 
when the message returns, the new leader knows that 
all of the others know the identity of the new leader 
and the algorithm is finished. 
Building a model of a system which uses this 
algorithm illustrates the problem we wish to address 
nicely.  RDT has the power to model such a system, 
but the interconnections between the components 
required are quite intricate.  Figure 3 shows an 
example implementation in RDT of a process from 
such a model.  This process is constructed to be one 
node in the cycle algorithm.  It has approaching 
twenty connections to the outside but they must all 
connect to one of its two neighbours in the ring.   
 
 
Figure 3: An example cycle algorithm 
process 
 
Figure 4 shows an RDT model diagram in which 
three instances of these processes similar to that in 
Figure 3 are connected together in a cycle to form a 
complete model.  The number of connections between 
the processes has resulted in a diagram which is 
already cluttered with just three nodes in the ring.  
 
 
 
Figure 4: An Example Model of the Cycle 
Algorithm 
 
Whilst they do accurately describe the processes 
and nodes they represent, neither of these diagrams is 
really satisfactory.  For the modeller, particularly the 
less experienced and skilled to whom this tool is 
intended to appeal, these diagrams are confusing.  In 
the execution tool, RDX, the situation is different.   
Each of the process and channel instances in the model 
has a window on the face of the application.   
However, much of the complexity within the Without both of these mechanisms in place, the 
modeller will never be free of the need to consider and 
understand the most detailed inner workings of the 
pieces they use in their model.  It is also important to 
make these features available to the modeller early in 
the model generation activity. 
RDT already has a single level of process 
abstraction: the model diagram shows instances of the 
processes which combine to form the model but the 
internal details of the processes are concealed.  Work 
is in progress which will permit the modeller using the 
model generation tool to work with a more abstract 
view of their model by selecting some number of 
process instances to be combined into a single 
compound process in the familiar manner. 
The other aspect, that of hiding the low level 
details is addressed with a new concept added to RDT 
– the connector.  A connector provides an abstract 
description of the connection between two processes at 
the model lever (or higher).  A connector has a name 
and the most minimal description of one does no more 
than give it a name.  The modeller is then able to use 
instances of this connector to join processes in a model 
diagram.  Figure 6 shows the way the cycle model 
from Figure 4 appears when drawn using connectors.  
In this example, all of the interconnections between 
the processes are contained within the connectors, but 
the modeller may also add individual connections at 
the channel level should they wish (which are shown 
using thin lines as on the standard model diagram). 
As some point in the detailing of the processes, the 
modeller needs to specify what is concealed within 
each connector.  This detail comprises pairs of channel 
names which are to be connected.  If the modeller has 
created (even partially) the low level description of the 
processes in the model, the tool will be able to offer a 
list of the available channel names that appear in the 
processes defined in the model for the modeller to pick 
from, otherwise the modeller will need to create their 
own channel names as they work.  Alternatively, if the 
modeller chooses to detail the connections which exist 
within the connectors they are using in advance of 
completing the inner detail of a process, the tool will 
be able to offer candidate names for communications 
channels derived from the names used within the 
connectors. When describing a connector, the 
modeller specifies the names of channels at each end 
of the connector.  It is to be expected that the names at 
either end of the connector will be chosen to make 
sense to the modeller as they construct the detail of the 
processes at either end.  Consequently the names at 
either end will not be same making the two ends of the 
connector different.  This is the reason for the 
arrowheads on the connectors shown in Figure 6.   
They don’t imply anything about the direction of the 
communication which passes along them which is 
expected, in general, to pass in both directions.  They 
simply serve to distinguish one end of the connector 
from the other.  There is no particular benefit to 
drawing a picture of a connector in isolation, but if we 
did it would look something like Figure 7. 
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Figure 6: The cycle model using 
Connectors 
 
When a connector is joined to a process, the effect 
is as if all channel names used by the process for 
communication are joined to the correspondingly 
named strand at the appropriate end of the connector.  
So, taking the connector in Figure 7 as an example, if 
the end with the arrowhead is joined to a process 
which uses channels named, Ch A, to Ch D, these will 
be connected (pair-wise) to channels in the other 
process names Ack, Send, Rec., and Sig.  The creation 
of these multiple associations will be handled for the 
modeller by the tool.  If the modeller desires, the RDT 
model generation tool will display the model diagram 
showing the fully detailed connections between the 
processes. 
In order to permit the most flexibility in the use of 
connectors, it has been decided not to mandate that 
they need to be fully used when placed between 
processes.  This permits a modeller, for example, to 
describe a single universal connector which they will 
use throughout some model if they wanted to do so.  
Therefore, it is not an error to join one end of a 