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   programiranje 
   DC motor 
 
 
 
Sodobni mikrokrmilniki z integriranimi brezžičnimi komunikacijskimi moduli omogočajo 
razvoj novih aplikacij interneta stvari (ang. Internet of Things), kjer do komunikacije pride 
brez neposrednega človeškega posredovanja. Cilj zaključne naloge je preizkusiti 
mikrokrmilnik ESP32 Thing, še posebej njegove nove zmožnosti brezžične povezave. 
Mikrokrmilnik je preizkušan s PID krmiljenjem DC motorja s programiranjem v 
programskih okoljih Arduino in ESP-IDF. 
Zaključno delo je osredotočeno predvsem na mobilno robotiko, saj je omenjeni 
mikrokrmilnik zaradi svoje zmogljivosti, povezljivosti in multipleksiranja za ta način 
krmiljenja zelo primeren. Najprej so predstavljene osnove in implementacije PID 
krmiljenja ter opis mikrokrmilnika. V osrednjem delu se osredotočimo na izboljšanje 
programske kode PID krmiljenja DC motorja in preizkušamo nove zmogljivosti 
mikrokrmilnika. 
Ugotovili smo, da je v programskem okolju Arduino podprta komunikacija le preko 
brezžične internetne povezave, ostale komunikacijske zmožnosti pa so podprte v okolju 
ESP-IDF. 
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Abstract 
UDC 004.312.466:621.313.13(043.2) 
No.: UN I/860 
 
DC motor control using ESP32 microcontroller 
 
Jan Pleterski 
 
Key words:  microcontroller 
   ESP32 
   PID control 
   programming 
   DC motor 
 
 
Modern microcontrollers with integrated wireless communication modules allow the 
development of new applications for the Internet of Things and communication without 
direct human intervention. The purpose of the thesis is to test the microcontroller ESP32 
Thing, especially it's new capabilities of wireless communication. The microcontroller is 
tested with PID control of a DC motor and programmed in programming environments 
Arduino and ESP-IDF. 
The focus is on mobile robotics, because the mentioned microcontroller is very suitable for 
this kind of programming thanks to its performance, connectivity and multiplexing 
capabilities. First, the basics and implementations of PID control together with the 
description of the microcontroller are presented. In the core of the subject we focus on 
improving the PID control of a DC motor and testing the new capabilities of the 
microcontroller. 
We found out, that Arduino only supports Wi-Fi, while other communication capabilities 
are supported in ESP-IDF. 
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1. Uvod 
1.1. Ozadje problema 
 
Uporaba mikrokrmilnikov je v svetu čedalje bolj razširjena. Priljubljenost programiranja v 
Arduinu narašča zaradi enostavnosti in velikega števila senzorjev in knjižnic, ki so na 
razpolago za izboljšanje osnovnih zmožnosti mikrokrmilnikov. V zadnjem desetletju se je 
razširila težnja po novih inženirskih rešitvah interneta stvari (ang. Internet of Things), 
vendar v nekaterih primerih te rešitve zahtevajo več računalniških virov in naprednejše 
mikrokrmilnike. 
 
V zadnjem letu je internet stvari preplavil novi dvojedrni, 32-bitni mikrokrmilnik 
SparkFun ESP32 Thing. Razlog je v zelo ugodni ceni in odličnih zmožnostih 
programiranja. Še posebej je zanimiva zmožnost brezžične komunikacije, vgrajene v 
mikrokrmilnik. Osnovno programsko okolje za programiranje je ESP-IDF, vendar pa so 
nekatere funkcije podprte tudi v programskem okolju Arduino, kar omogoča lažje 
spoznavanje in preizkušanje mikrokrmilnika, prav tako pa se funkcije neprestano 
nadgrajujejo in dodajajo. 
 
Tematika je bila izbrana na podlagi ene izmed vaj pri predmetu Osnove mehatronike, 
katere vsebina je zajemala PID krmiljenje DC motorja. Na vaji smo uporabljali 
mikrokrmilnik Arduino Micro. Ker je v letu 2016 izšel novi mikrokrmilnik SparkFun 
ESP32 Thing smo se odločili, da bi lahko novi mikrokrmilnik preiskusili, izboljšali PID 
krmiljenje in primerjali mikrokrmilnik z obstoječimi.              
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Uvod 
1.2. Cilji 
 
Najprej se bomo osredotočili na teoretične osnove problema, predvsem klasičnega PID 
krmiljenja. Opisani bodo tudi nadgrajeni načini PID krmiljenja, ki se uporabljajo v 
industriji, pri čemer bo poudarek na mobilni robotiki. Nato bo sledilo preizkušanje 
mikrokrmilnika. Zanima nas predvsem kompatibilnost mikrokrmilnika s programskim 
okoljem Arduino in primernost uporabe v mobilni robotiki. Pričakujemo izboljšan način 
PID krmiljenja in možnost uporabe novih zmožnosti mikrokrmilnika pri krmiljenju DC 
motorja. Do največje težave lahko pride, če funkcije mikrokrmilnika zaradi relativno 
novega nastanka še ne bodo podprte.
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2. Teoretične osnove in pregled literature 
2.1. PID krmilnik 
 
Proporcionalno-integralno-diferencialni krmilni algoritem (PID) je v praksi najpogosteje 
uporabljen krmilni algoritem. Temelji na principu preračunavnja napake in apliciranju 
izbranih parametrov za izboljšanje stanja sistema. V procesni industriji 95 % krmilnih zank 
vsebuje PID krmilnik. Uporablja se, ker je preizkušen, enostaven in hiter način za 
krmiljenje sistema [1]. 
 
 
 
Slika 1: (a) Simbolična, (b) časovno odvisna in (c) LaPlaceova predstavitev sheme PID krmilnika 
[2]. 
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Oblika osnovne enačbe časovno odvisnega PID krmilnika je sledeča: 
𝑢𝑢(𝑡𝑡) =  𝐾𝐾𝑃𝑃  𝑒𝑒(𝑡𝑡) +  𝐾𝐾𝐼𝐼  ∫ 𝑒𝑒(𝜏𝜏)𝑑𝑑𝜏𝜏 + 𝐾𝐾𝐷𝐷  𝑑𝑑𝑒𝑒 (𝑡𝑡)𝑑𝑑𝑡𝑡 =  𝑢𝑢𝑃𝑃(𝑡𝑡) + 𝑢𝑢𝐼𝐼(𝑡𝑡) +  𝑢𝑢𝐷𝐷(𝑡𝑡)𝑡𝑡0                         (1) 
pri čemer  𝐾𝐾𝑃𝑃 , 𝐾𝐾𝐼𝐼  in 𝐾𝐾𝐷𝐷 predstavljajo koeficiente proporcionalnega, integralnega in 
diferencialnega ojačenja,  e(t) pa predstavlja signal napake, ki je uporabljen za generiranje 
proporcionalne, integralne in diferencialne uteži. Vsak od treh koeficientov ima edinstven 
vpliv na krmiljenje sistema. 
 
 
Slika 2: Blokovna shema PID krmilnika v časovni obliki [3]. 
 
2.1.1. Proporcionalni faktor 
 
Proporcionalna komponenta 𝐾𝐾𝑃𝑃 določa razmerje s katerim se spreminja izhodni signal 
glede na napako. Če bi imela napaka magnitudo 10, proporcionalni koeficient 𝐾𝐾𝑃𝑃 pa 6, bi 
izhod znašal 60. Proporcionalni koeficient torej upošteva sedanje vrednosti in je odvisen le 
od razlike med referenco in trenutno izhodno vrednostjo. Referenca je vrednost, ki se ji 
želimo na izhodu čimbolj približati. Razliki med referenco in trenutno izhodno vrednostjo 
pravimo napaka. Večja kot bo napaka, večja bo izhodna vrednost. Če povečujemo 
proporcionalni koeficient, povečujemo odziv sistema, vendar pri preveliki vrednosti 
proporcionalnega koeficienta sistem začne nekontrolirano oscilirati. Enačba 2 predstavlja 
izračun napake, enačba 3 pa časovno enačbo za proporcionalni del krmiljenja [2] [4]. 
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        𝑒𝑒(𝑡𝑡) = 𝑟𝑟(𝑡𝑡) −  𝑦𝑦𝑚𝑚 (𝑡𝑡)                                                                                                                (2) 
        𝑢𝑢(𝑡𝑡) =  𝐾𝐾𝑃𝑃 ∗ 𝑒𝑒(𝑡𝑡)                                                                                                                                       (3)  
2.1.2. Integralni faktor 
 
Integralna komponenta 𝐾𝐾𝐼𝐼 sešteva napake med delovanjem. Integralna napaka se vedno 
povečuje, razen če je napaka enaka nič. Integralna komponenta upošteva prejšnje 
vrednosti. Če izhodna vrednost nima zadostne jakosti, se bo integralna komponenta 
postopoma akumulirala in posledično vplivala na močnejši odziv [2] [4]. Časovna enačba 
za integralni del krmiljenja je sledeča: 
        𝑢𝑢(𝑡𝑡) =  𝐾𝐾𝐼𝐼  ∫ 𝑒𝑒(𝜏𝜏)𝑑𝑑𝜏𝜏𝑡𝑡0                                                                                                                 (4) 
 
2.1.3. Diferencialni faktor 
 
Če se napaka prehitro povečuje, diferencialna komponenta 𝐾𝐾𝐷𝐷 zmanjšuje izhodno vrednost 
tako, da spremlja prihodno stanje, glede na trend spreminjanja stanja. Diferencialna 
komponenta predvidi napako in ukrepa z zmanjšanjem spreminjanja napake; napako pa 
lahko tudi bistveno zmanjša, če ta postane prevelika [2] [4]. Časovna enačba za 
diferencialni del krmiljenja je sledeča: 
        𝑢𝑢(𝑡𝑡) =  𝐾𝐾𝐷𝐷  𝑑𝑑𝑒𝑒(𝑡𝑡)𝑑𝑑𝑡𝑡                                                                                                                     (5) 
 
Pravilno prilagajanje parametrov 𝐾𝐾𝑃𝑃 ,𝐾𝐾𝐼𝐼  𝑖𝑖𝑖𝑖 𝐾𝐾𝐷𝐷  pripomore k efektivnemu krmiljenju sistema 
z upoštevanjem potrebnih specifikacij. Pomembno je poudariti, da za krmiljenje sistema ne 
potrebujemo vseh treh parametrov. Če uporabimo proporcioanlno in integralno krmiljenje, 
sistem krmilimo s PI krmiljenjem, če v sistemu uporabimo proprocionalno in diferencialno 
krmiljenje, sistem krmilimo s PD krmilnikom [1] [2]. 
 
5 
 
Teoretične osnove in pregled literature 
2.2. Nastavitev parametrov PID krmiljenja 
 
Nastavitev parametrov PID krmiljenja se lahko deli na: 
      -    opredelitev strukture PID krmiljenja z izbiro parametrov in 
      -    številčne vrednosti PID krmiljenja. 
 
2.2.1. Struktura PID krmiljenja 
 
Strukturo PID krmiljenja lahko izberemo na podlagi izkustveno zbranih podatkov kot npr. 
v preglednici 1. 
 
Preglednica 1: Zbrani izkustveni podatki obnašanja PID krmilnika na podlagi izbire koeficientov 
[2]. 
 Prehodno stanje Stanje ustalitve 
P Povečevanje faktorja 𝐾𝐾𝑃𝑃  pospeši odgovor in 
poveča prenihaj. 
Povečevanje faktorja 𝐾𝐾𝑃𝑃  zmanjša napako ustalitve 
vendar je ne eliminira. 
I Povečevanje faktorja 𝐾𝐾𝐼𝐼  poveča prenihaj, pri 
čemer se dvižni čas skoraj ne spremeni. 
Vključitev faktorja 𝐾𝐾𝐼𝐼  eleminira napako ustalitve. 
D Povečevanje faktorja 𝐾𝐾𝐷𝐷  poveča dvižni čas, lahko 
kontroliramo dušenje. 
Vključitev faktorja 𝐾𝐾𝐷𝐷  nima vpliva na napako 
stanja ustalitve. 
 
2.2.2. Nastavitev vrednosti PID krmiljenja 
 
Eden izmed načinov izbire vrednostih PID krmiljenja je Ziegler-Nicholsova metoda. 
Koeficient proporcionalnega ojačenja 𝐾𝐾𝑃𝑃 povečujemo dokler ne dosežemo stanje 
kritičnega ojačenja 𝐾𝐾𝑝𝑝𝑘𝑘𝑟𝑟 . Poleg kritičnega ojačenja moramo poznati tudi periodo nihanja 
𝑇𝑇𝑘𝑘𝑟𝑟 . Na osnovi teh dveh parametrov lahko iz znane tabele določimo PID koeficiente [1]. 
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Preglednica 2: Nastavitve PID krmilnika za integracijski objekt po Ziegler - Nicholsu [1]. 
Algoritem 𝐾𝐾𝑃𝑃  𝐾𝐾𝐼𝐼  𝐾𝐾𝐷𝐷  
P 0.5 𝐾𝐾𝑝𝑝𝑘𝑘𝑟𝑟    
PI 0.45 𝐾𝐾𝑝𝑝𝑘𝑘𝑟𝑟  0.85 𝑇𝑇𝑘𝑘𝑟𝑟   
PID 0.6 𝐾𝐾𝑝𝑝𝑘𝑘𝑟𝑟  0.5 𝑇𝑇𝑘𝑘𝑟𝑟  0.12 𝑇𝑇𝑘𝑘𝑟𝑟  
 
2.3. Metode PID krmiljenja 
 
Razvitih je bilo že več oblik PID krmiljenja, ki se uporabljajo v različnih inženirskih 
problemih, kot so izvedbe v procesnem nadzoru, motornih pogonih, avtomobilski 
industriji, kontroli letenja in mobilni robotiki. PID krmiljenje je priljubljeno zaradi 
preprostih in hitrih izračunov.  Obnašanje PID krmiljenja je zelo odvisno od parametrov 
krmiljenja. Tako lahko PID krmilnik prilagodimo različnim procesom s spreminjanjem 
parametrov ali preurejanjem zaprte zanke. To je še posebej pomembno pri mobilni 
robotiki, kjer se kaže nelinearno in negotovo obnašanje.  
Če sistem ni v celoti poznan in se pogoji delovanja spreminjajo, klasično PID krmiljenje ni 
več primerno. Da bi odpravili te pomankljivosti je bilo razvitih več pristopov. Dva sta 
predstavljena v nadaljevanju. 
 
2.3.1. Inkrementalni algoritem Q-učenja za prilagajanje 
PID krmiljenja v mobilni robotiki 
 
V mobilni robotiki je bil razvit inkrementalni algoritem Q-učenja, ki prilagaja parametre 
PID krmiljenja (ang. Incremental Q-learning strategy for adaptive PID control of mobile 
robots) [4]. 
Da se lahko izboljša učinkovitost učenja, se v učni proces definira začasen spomin. 
Medtem ko ostane spomin nespremenjen, se v ozadju generirajo novi omejeni podprostori 
učenja. Ta način PID krmiljenja združuje klasično PID krmiljenje z okrepitvenim učenjem 
(ang. Reinforcement learning). Shema adaptivnega PID krmiljenja je prikazana na sliki 2. 
Prikazana sta 2 krmilna nivoja. Spodnji nivo predstavlja PID krmiljenje, zgornji nivo pa 
predstavlja umetni agent, ki neprestano pridobiva in obdeluje informacije, na podlagi 
katerih krmili PID krmilnik z dodajanjem uteži (𝑘𝑘𝑡𝑡) [4]. 
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Učinkovitost agenta je povezana z nagrajevanjem oz. kaznovanjem (𝑟𝑟𝑡𝑡). Od tega je odvisna 
pogostost pojavljanja določenega vzorca v PID krmilniku in posledično optimalno 
delovanje sistema [4]. 
 
Slika 3: Adaptivna Q-PID shema [4]. 
 
 
 
2.3.2. Inverzno dinamično PID krmiljenje s hitrim 
terminalnim drsnim načinom 
 
Za izboljšanje gibanja robota po dani trajektoriji je bilo razvito inverzno dinamično PID 
krmiljenje s hitrim terminalnim drsnim načinom (ang. Fast terminal sliding mode inverse 
dynamic Control - FTSMC). Mobilni roboti se gibljejo nelinearno in neholonomično, kar 
pomeni da sistem ni mogoče popisati s potenčno funkcijo ali integralom, saj ta ni odvisen 
le od začetne in končne točke, temveč tudi od vmesne poti. Posledično je težko popisati 
model mobilnega robota za sledenje trajektoriji [5] [6]. 
Stanje lahko izboljšamo tako, da v sistem vključimo PID krmiljenje in krmiljenje drsnega 
načina (Sliding Mode Control) in izboljšamo asimptotično stabilizacijo položaja mobilnega 
robota in orientacijo okoli določene trajektorije, pri čemer upoštevamo tako kinematični 
kot tudi dinamični model mobilnega robota. Na podlagi željene trajektorije in orientacije 
mobilnega robota je bil razvit krmilnik, ki dovaja primeren moment, da lahko željena 
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pozicija doseže referenčno. Vstopni spremenljivki PID krmilnika sta napaki hitrosti, 
izstopni spremenljivki pa gonilni in rotacijski moment [5] [6]. 
 
            Slika 4: Krmilna shema FTSM PID krmiljenja [5]. 
 
 
2.4. Mikrokrmilnik SparkFun ESP32 Thing 
 
SparkFun ESP32 Thing je obširen mikrokrmilnik kitajskega podjetja Espressif Systems. 
Produkcija mikrokrmilnika se je začela leta 2016, zato se funkcije stalno dodajajo in 
spreminjajo. Mikrokrmilnik nudi širok spekter uporabe in zaradi svoje zmogljivosti in 
dostopnosti predstavlja prihodnost programiranja [7] [9]. 
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Slika 5: Karakteristike mikrokrmilnika Sparkfun ESP32 Thing [9]. 
 
Mikrokrmilnik nudi visok nivo integracije in aplikacijam doda neprecenljivo 
funkcionalnost in vsestranskost uporabe. Uporabimo ga lahko kot samostojen sistem ali kot 
služnostno napravo drugim kontrolnim enotam. Visoko zmogljivost omogoča dvojedrni 
32-bitni mikroprocesor. Mikrokrmilnik vsebuje 28 vhodno-izhodnih pinov, ki jih lahko 
uporabljamo kot analogno-digitalni pretvornik, digitalno-analogni pretvornik ali pa za 
generacijo pulzno-širinske modulacije. Komunikacija z ostalimi sistemi je omogočena 
preka Wi-Fi-ja ali Bluetooth-a. Mikrokrmilnik lahko doseže zelo nizko porabo energije in 
visoko resolucijo urnega štetja do 240MHz. Integrirano vezje je robustno in tiskano na 
minimalno uporabno površino. Mikrokrmilnik je sposoben zanesljivega delovanja v 
industrijskih okoljih pri temperaturah od -40°C do 125°C. Za popolnoma brezžično 
uporabo je integriran napajalnik za LiPo baterijo [7] [9]. 
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3.1. Eksperimentalna postavitev 
 
 
Slika 6: Eksperimentalna postavitev. 
 
Namen preizkuševališča je preizkusiti PID krmiljenje DC motorja na novem 
mikrokrmilniku ESP32 Thing. Glavne štiri komponente so baterija, DC motor, H-mostič in 
mikrokrmilnik. DC motor je skupaj z vztrajnikom vpet v ohišje. Komponente so med seboj 
povezane z žicami na testni plošči (ang. breadboard). Mikrokrmilnik je preko USB 
priključka povezan z osebnim računalnikom. 
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Komponente: 
- mikrokrmilnik ESP32 Thing, 
- Pololu DC motor 19:1, enc 64  
cpr z vztrajnikom, 
- H-mostič TB6612FNG, 
- baterija 8Ah, 
- testna plošča, 
- žice, 
- USB kabel in                       
- osebni računalnik. 
Slika 7: Od leve prot desni: mikrokrmilnik, H-mostič, DC motor, baterija. 
 
 
Slika 8: Električna shema vezave. 
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Na sliki 8 so v električni shemi prikazane 4 glavne komponente preizkuševališča. Za 
napajanje motorja uporabimo 12 V iz baterije, vse ostalo napajamo z 3.3 V 
mikrokrmilnika. Za aktiviranje H-mostiča je pin STBY potrebno vezati na napajanje 
mikrokrmilnika. Analogna izhoda A1 in A2 povežemo z motorjem, medtem ko analogna 
izhoda B1 in B2 ne uporabimo, saj krmilimo le en motor. Pin PWMA služi generiranju 
pulzno-širinske modulacije in je povezan s pinom 32. Analgona vhoda A1 in A2 sta 
uporabljena kot digitalna vhoda in služita za določanje smeri ter sta povezana s pinoma 26 
in 27. Pina 16 in 17 povežemo z enkoderjema motorja od koder se pošilja signal enkoderja. 
 
3.2. Programska koda 
Program za izvajanje PID krmiljenja je napisan v programskem okolju Arduino. Pred 
uporabo mikrokrmilnika ESP32 je bilo potrebno prenesti in nastaviti ESP32 Arduino jedro. 
Koraki za nastavitev okolja so podani v nadaljevanju. 
Najprej prenesemo ESP32 jedro preko povezave: 
https://github.com/espressif/arduino-esp32 
Prenešeno datoteko prenesemo na mesto: 
C:\Uporabniki\Uporabnik\Dokumenti\Arduino\hardware\espressif\esp32 
Nato v datoteki tools zaženemo program get.exe. 
Ko vstavimo mikrokrmilnik v željena vrata in samodejno prenesmo gonilnik, lahko 
odpremo programsko okolje Arduino. 
Pred programiranjem je potrebno nastaviti še ustrezno ploščo (ang. board) in vrata (ang. 
port), kot je prikazano na sliki 9. 
 
Slika 9: Nastavitev ustrezne plošče in vrat. 
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3.2.1. PID krmiljenje 
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Slika 10: Diagram poteka programa. 
Programska koda PID krmiljenja v programskem okolju Arduino je priložena v prilogi. Na 
začetku so definirane spremenljivke in rezerviran spomin. V setup delu programske kode 
so definirani določeni pini. Pina 16 in 17 sta povezana z enkoderjema motorja preko 
katerih lahko izmerimo dejansko hitrost vrtenja. Pina 26 in 27 določata smer vrtenja 
motorja, pin 32 pa določa velikost pulzno-širinske modulacije in posledično hitrost vrtenja. 
Glavna razlika mikrokrmilnika ESP32 Thing napram ostalim v programskem okolju 
Arduino je v generiranju pulzno-širinske modulacije. Funkcija AnalogWrite za ESP32 
namreč ni podprta. Namesto te funkcije lahko uporabimo funkcijo ledcWrite z enako 
funkcionalnostjo. Podrobneje je opisana v poglavju 3.2.1.1. 
V loop zanki se proces v času delovanja mikrokrmilnika stalno izvaja. Najprej je definirana 
sprememba časa dt s pomočjo funkcije micros(), ki šteje mikrosekunde od ponovnega 
zagona mikrokrmilnika. S funkcijo digitalWrite na pinih 26 in 27 definiramo smer vrtenja 
motorja. Nato s pomočjo enkoderjev definiramo dejansko hitrost in izračunamo napako, 
integral napake in diferencial napake za PID krmiljenje. Nato vsoto proporcionalnega, 
integralnega in diferencialnega dela s funkcijo constrain() omejimo na 8 bitno število (0-
255). S funkcijo ledcWrite na koncu dobljeno vrednost pripišemo določenemu pinu. V loop 
zanko je dodana tudi funkcija s katero vsakih 5 sekund spreminjamo hitrost vrtenja motorja 
iz nizkega na visoko stanje. Definirana je vrednost n. Nato je uporabljena funkcija millis(), 
ki šteje milisekunde od ponovnega zagona mikrokrmilnika. Da dobimo sekunde, vrednost 
delimo s 1000. Če vrednost delimo s 5, jo razdelimo na intervale, pri čemer bo prvih 5 
sekund vrednost 0, naslednjih 5 sekund 1,  itd. Nato s pomočjo if zanke definiramo 2 
možnosti. Če bo ostanek vrednosti pri deljenju z 2 liho število, nastavimo nizko vrednost, v 
nasprotnem primeru nastavimo visoko vrednost. 
 
3.2.1.1. Funkcija ledc 
 
Glavna razlika pri programirnju v Arduinu med krmilnikom ESP32 Thing in ostalimi 
mikrokrmilniki, je generiranje pulzno-širinske modulacije (PWM). Ukaza AnalogWrite 
mikrokrmilnik ESP32 ne pozna, saj ima drugačen hardware za generiranje pulzov. 
Namesto funkcije AnalogWrite podpira ESP32 Thing drugačno funkcijo ledc z enako 
funkcionalnostjo.  
V programski kodi s funkcijo ledcAttachPin najprej opredelimo poljuben kanal za določen 
pin na katerem želimo pulzno-širinsko modulacijo, ki bo generiral pulze. V našem primeru 
je to kanal 1. Nato s funkcijo ledcSetup za izbran kanal določimo frekvenco in bitno 
resolucijo. Na koncu s funkcijo ledcWrite določimo vrednost pulzno-širinske modulacije 
na podlagi izbrane bitne resolucije. 
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-     Primer ukazov ledc: 
      -    ledcAttachPin(32, 1), 
      -    ledcSetup(1,50,8), 
      -    ledcWrite(1, PWM). 
 
 
3.2.1.2. Modifikacija signala enkoderja 
 
Lastnost enkoderja, ki je že v osnovi problematična je, da signal ni popoln. Idealna 
enkoderja sta zamaknjena za četrtino periode. V resnici temu ni tako, saj je enkoder fizična 
stvar in mehansko ni popoln, npr. zamaknjenost senzorjev od idealne pozicije. 
 
Slika 11: Signal idealnega enkoderja [17]. 
 
Da smo se res prepričali, da signali enkoderja niso idealni, smo si s pomočjo osciloskopa 
signale izrisali. Rezultati so prikazani na Sliki 12. 
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Slika 12: Zajete slike signalov realnega enkoderja z osciloskopom. 
 
Na slikah so razvidne meritve "četrtin" periode. V tabeli 1 so prikazani izračuni časovne 
razdalje posameznih odsekov enkoderja. 
Preglednica 3: Rezultati meritev. 
ODSEK 1. 2. 3. 4. 5. 
Čas (ms) 0.96 0.82 0.78 0.78 1.04 
 
Iz rezultatov je razvidno, da signal enkoderja res ni idealen, saj bi v nasprotnem primeru 
vse vrednosti bile enake. Posledica tega je, da je signal zašumljen, kar se najbolj pokaže pri 
očitnem nihanju hitrosti, čeprav se vztrajnik na videz vrti konstantno. 
 
3.2.2. Optimizacija funkcije enkoderja 
 
Pri nastavljanju parametrov PID krmiljenja se nismo dosledno držali metod, ki so 
navedene v teoretičnem delu. Nastavljali smo jih tako, da smo spreminjali vsakega od treh 
parametrov posebej in spremljali nihanje vrednosti dejanske hitrosti v odvisnosti od časa. 
Nihanje hitrosti smo merili med dvema različnima hitrostima, pri čemer spodnja ni 0, saj je 
tedaj z enkoderjem nemogoče določiti kdaj motor miruje. S tem smo nadaljevali dokler 
nismo zaznali konstantega gibanja vztrajnika. Izris hitrosti je prikazan na sliki 13.  
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Slika 13: Vpliv PID parametrov na dejansko hitrost v odvisnosti od časa. 
 
Iz slike 13 je razvidno občasno neperiodično močno nihanje hitrosti. Razlogov je lahko 
več, npr. neoptimalna nastavitev parametrov PID krmiljenja, napaka v kodi ali napaka v 
enkoderju. Da smo se prepričali od kod izvira napaka, smo izrisali graf odvisnosti hitrosti 
od časa za primer brez PID krmilnika.   
 
 
Slika 14: Dejanska hitrost v odvisnosti od časa brez vpliva PID parametrov. 
 
Iz slike 14 je razvidno, da je šum prisoten tudi brez PID krmiljenja. Napako smo odpravili 
z modifikacijo funkcije enkoderja encoderISR. Razlog za močno osciliranje hitrosti je bil 
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zaradi zašumljenosti signala enkoderja. Mikrokrmilnik namreč sproži prekinitev, ko zazna 
visoko ali nizko stanje (funkcija CHANGE). Ker je realen signal enkoderja zašumljen, 
lahko pride do dveh prekinitev v zelo kratkem času na mestu, kjer bi v primeru idealnega 
signala bila le ena. Da do tega ni prišlo smo spremenljivko cas_med_pulzoma omejili na 
neko minimalno vrednost. V takem primeru upoštevamo prvo prekinitev, medtem ko drugo 
zanemarimo. 
Minimalno vrednost izračunamo s pomočjo enačb (6) in (7). Za zanesljivejšo rešitev smo 
upoštevali maksimalne obrate pri 10 
𝑜𝑜𝑜𝑜𝑟𝑟
𝑠𝑠
. Podatek CPR (Cikli na obrat) dobimo od 
proizvajalca. 
 
       f = 𝐶𝐶𝑃𝑃𝐶𝐶 ∗ 𝜈𝜈 = 19 𝑥𝑥 64 ∗  10 𝑜𝑜𝑜𝑜𝑟𝑟
𝑠𝑠
 = 12160 Hz                                                              (6)         𝑡𝑡 =  1
ν
=  112160  * 1000000 = 82.24 μs                                                                           (7) 
 
Na podlagi pridobljenega rezultata smo spremenljivko cas_med_pulzoma omejili na 
najmanj 80 μs. Potrebno je poudariti, da vrednost ne sme biti prevelika, saj bi v tem 
primeru spregledali že naslednjo prekinitev. Kot je razvidno iz slike 15, smo z 
modifikacijo funkcije enkoderja popravili nekontrolirane prenihaje hitrosti. 
 
 
Slika 15: Vpliv PID parametrov na dejansko hitrost v odvisnosti od časa z modifikacijo funkcije 
enkoderja. 
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3.2.3. Brezžična komunikacija 
 
3.2.3.1. Wi - Fi - Arduino 
 
V času izdelave zaključne naloge je programsko okolje Arduino podpiralo povezavo z 
omrežjem Wi-Fi. V nadaljevanju je prikazan enostaven primer prižiganja LED lučke preko 
omrežja Wi-Fi [9]. 
S programom enostavega omrežnega strežnika [16], lahko povzročimo utripanje LED 
lučke preko omrežja. Ko navedemo programu ime omrežja in varnostni ključ, nam ta 
prikaže IP naslov, preko katerega lahko dostopamo do spletne strani in prižigamo oziroma 
ugašamo lučko. 
 
const char* ssid     = "ime omrežja"; 
const char* password = "geslo"; 
 
 
 
 
 
Slika 16: Izpis IP naslova v Arduinu in uporaba v spletnem brskalniku. 
 
S spreminjanjem naziva spletne strani med http://"IP naslov"/H in http://"IP naslov"/L 
lahko spreminjamo stanje na LED lučki med visokim ali nizkim. 
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3.2.3.2. Bluetooth Classic - ESP-IDF 
 
Preizkus novih zmožnosti komunikacije mikrokrmilnika ESP32 Thing preko Bluetooth 
Classic-a ni bil možen v programskem okolju Arduino, saj v času pisanja zaključne naloge 
s strani Arduina ta funkcija še ni bila podprta. Da bi kljub temu lahko preiskusili Bluetooth 
komunikacijo smo uporabili programsko okolje proizvajalca Espressif, ESP-IDF. 
Programsko okolje ESP-IDF omogoča širšo uporabo mikrokrmilnika ESP32, med drugim 
tudi primer uporabe funkcije Bluetooth Classic. Pred uporabo okolja, ga je bilo najprej 
potrebno ustrezno nastaviti. Postopek za operacijski sistem Windows 10 je opisan v 
spodnjih korakih. 
Najprej je potrebno prenesti orodje za operacijski sistem Windows skupaj z okoljem 
MSYS preko povezave: 
https://dl.espressif.com/dl/esp32_win32_msys2_environment_and_tool
chain-20170330.zip [13] 
Datoteko iz arhiva razširimo v disk C (ali katerikoli poljuben disk, v nadaljevanju bo 
privzet disk C). S tem ustvarimo datoteko msys32. Nato zaženemo program 
C:\msys32\msys2.exe. 
V disku C ustvarimo datoteko esp. V programu msys2 se z ukazom cd C:/esp premaknemo 
v datoteko esp in vanjo naložimo ESP-IDF z ukazom: 
git clone --recursive https://github.com/espressif/esp-idf.git [14] 
 
Slika 17: Prenašanje ESP-IDF datoteke v datoteko esp. 
 
Mikrokrmilnik ESP32 priključimo v računalnik in ugotovimo na katerih vratih je 
priključen. V obravnavanem primeru so vrata COM3. V datoteko esp prenesemo željeni 
primer iz knjižnice ESP-IDF [15]. V našem primeru je to primer za Bluetooth Classic, ki se 
nahaja v C:\esp\esp-idf\examples\bluetooth\a2dp_sink. S programom msys2 odpremo 
datoteko z ukazom cd a2dp_sink.  
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Slika 18: Odpiranje datoteke primera Bluetooth a2dp_sink. 
 
Potrebno je nastaviti še pot do ESP-IDF. To storimo z ukazoma:  
export IDF_PATH=C:/esp/esp-idf 
export PATH="/mingw32/bin:$PATH" 
 
 
 
 
 
 
Slika 19: Nastavitev poti do ESP-IDF. 
 
Z ukazom make menuconfig spremenimo vrata na COM3. 
 
 
 
 
 
Slika 20: Nastavitev vrat. 
 
Nato z ukazom make flash prepišemo program na mikrokrmilnik. Če je vse izvedeno 
pravilno lahko z ukazom make monitor spremljamo stanje mikrokrmilnika.  
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Slika 21: Odgovor ukaza make flash in make monitor. 
 
Na sliki 22 je prikazana povezava Androida z mikrokrmilnikom. Ko se izvrši ukaz make 
flash, lahko med povezljivimi napravami najdemo mikrokrmilnik pod imenom 
ESP_SPEAKER, s katerim se lahko povežemo. Stanje povezave lahko spremljamo z 
ukazom make monitor kot je prikazano na sliki 21. 
 
Slika 22: Povezava Androida z mikrokrmilnikom preko Bluetooth-a.
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4. Zaključek in komentar 
1) Pokazali smo, da je uporaba mikrokrmilnika ESP32 v programskem okolju Arduino, 
razen generiranja pulzov, podobna ostalim mikrokrmilnikom. Namesto funkcije 
AnalogWrite smo uporabili funkcijo ledcWrite, ki ima enako funkcionalnost. 
2) Ugotovili smo, da programsko okolje Arduino od vrst brezžičnih komunikacij podpira le 
Wi-Fi. Uporabo smo pokazali s primerom iz Arduino knjižnice s katerim smo prižigali in 
ugašali LED lučko. 
3) Ker uporaba komunikacije preko Bluetooth Classic-a v programskem okolju Arduino ni 
bila mogoča, smo to vrsto komunikacije preizkusili v okolju ESP-IDF. Ko smo 
vzpostavili programsko okolje ESP-IDF smo preizkusili enega izmed primerov, ki 
podpira Bluetooth Classic. Naveden primer sicer nismo mogli uporabiti direktno s PID 
krmiljenjem, vendar smo kljub temu pokazali, da je povezava mogoča. 
 
Na začetku naloge smo si zadali, da bi lahko s pomočjo komunikacije Bluetooth Classic 
krmilili DC motor in brezžično spreminjali PID parametre in spremljali odziv. Na žalost te 
povezave Arduino še ni omogočal, okolje ESP-IDF pa še ni imelo primerov, ki bi jih bilo 
mogoče modificirati v ta namen. Ker je mikrokrmilnik ESP32 Thing še nov produkt, bo 
zagotovo dodano še veliko funkcij tako za programsko okolje ESP-IDF, kot tudi za Arduino. 
Predlogi za nadaljne delo 
Nadgradnja zaključne naloge bi lahko bila pretvorba programske kode PID krmiljenja iz 
okolja Arduino v okolje ESP-IDF in dodajanje funkcije brezžične povezave, ki bi omogočala 
spreminjanje parametrov PID krmiljenja.    
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6. Priloga 
6.1. Programska koda PID krmiljenja - Arduino 
 
int cas_med_pulzoma = 1000; 
int prejsnji_cas = 0; 
int prejsnji_cas2 = 0; 
int prejsnji_cas3 = 0; 
int prejsnji_cas4 = 0; 
int hitR; 
int prejsnja_napaka = 0; 
int Pcas = 0; 
float Kp = 0.5; 
float Ki = 0.1; 
float Kd = 0.1; 
 
void setup() { 
  pinMode(17, INPUT_PULLUP); 
  pinMode(16, INPUT_PULLUP); 
  pinMode(32, OUTPUT); 
  pinMode(26, OUTPUT); 
  pinMode(27, OUTPUT); 
  ledcAttachPin(32, 1); 
  ledcSetup(1,50,8); 
  attachInterrupt(16, encoderISR, CHANGE); 
  attachInterrupt(17, encoderISR, CHANGE); 
  Serial.begin(9600); 
} 
void loop() { 
  int Tcas = micros(); 
  long dt = Tcas - Pcas; 
  Pcas = Tcas; 
 
  int n = millis()/5000; 
    if ( (n % 2) != 0) { 
      hitR = 50;  
    } 
    else if ( (n % 2) == 0) { 
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      hitR = 110;  
    } 
   
  digitalWrite(26, 0); 
  digitalWrite(27, 1); 
  float hitD = 1000000.0 * 60.0 / (cas_med_pulzoma * 64.0 * 19.0); 
  int napaka = hitR - hitD; 
  int vsota_napak = constrain(vsota_napak + (napaka*dt)/10000, 0, 1000); 
  int dif_napak = ((napaka - prejsnja_napaka)/dt)*1000; 
    int PWM = constrain(napaka*Kp + vsota_napak*Ki/1000 + dif_napak*Kd, 0, 255); 
  prejsnja_napaka = napaka; 
  ledcWrite(1, PWM); 
   
   
  Serial.print(hitD); 
  Serial.print(","); 
  Serial.print(micros()/1000, DEC); 
  Serial.println(); 
   
  delay(100); 
} 
void encoderISR() { 
  int trenutni_cas = micros(); 
  cas_med_pulzoma = trenutni_cas - prejsnji_cas; 
if (cas_med_pulzoma > 80) 
{  
  prejsnji_cas4 = prejsnji_cas3; 
  prejsnji_cas3 = prejsnji_cas2; 
  prejsnji_cas2 = prejsnji_cas; 
  prejsnji_cas = trenutni_cas; 
} 
} 
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