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第 1章 序論 
 
1.1.研究の背景と目的 
2011年 3月 11日の東日本大震災によって発生した津波は想定を上回る規模であり、防波堤を破壊
し、さらに防潮堤を越えて多大な被害を与えた。津波の被害を受けた防波堤の中には当時世界最大の
水深に建設されていた岩手県釜石市の津波防波堤も含まれていたが、津波によってケーソンは倒壊し
た。このように、いかに大規模な防波堤をもってしても千年に一度の確率で起こるような巨大な津波
を防ぐことは困難であり、津波の被害を許容して津波の被害を最小限にする設計がなされるべきであ
る。そのためには、先ず津波の現象を物理的に推定する必要がある。 
津波による被害の最大の原因は防潮堤や防波堤を越える大量の海水であり、それが陸上の家や車や
その他の物を押し流し、津波が引いた後も陸地に溢れた海水によって浸水被害が続く。そのため、防
波堤を越える津波の越波量の推定が重要である。津波の形状は海洋の深水領域では孤立波という一波
のみで伝播する波に近い性質を持っているが、浅水領域に侵入すると形状が変化して、壁のように急
な水位差を持った段波状になることが分かっている。よって、本研究では段波の越波現象について解
析を行い、越波量を推定する方法を検討した。 
段波に関する研究は、Ritterら(1892)が前面に水がない場合のダム破壊時の急変非定常流れの理論
として解いたのが始まりである。その後、Dressler ら(1954)は波先端の抵抗を考慮した理論を、
Pohle(1952)はダム破壊直後の波形変化をラグランジュ的に取り扱った解析的研究を行い、
Stoker(1957)が前面に水がある場合の理論を加えて、過去の理論をまとめた。越波の研究では福井ら
(1963)が理論と実験から砕波型段波の式を提案し、越波量を求める理論式を提案したが、越波実験に
よる検証は行っていない。村上ら(1988)は実験結果から提上の水位 H と流速 V がV = √𝑔𝐻の関係に
あることを示して越波量の式を提案したが、実際の越波量との比較は行っておらず、正しい値が得ら
れたかどうか不明である。他の越波に関する研究は、谷本ら(1983)が直立堤防に作用する越波の波圧
の推定式を提案し、最近では宮田ら(2014)が防波堤の前面と背面の波力に関する研究を行っている。
これらは波圧に関する研究であり、段波の越波量に関する研究は福井ら(1963)と村上ら(1988)の研究
しか確認できない。 
よって本研究では直立壁を防波堤と見立てて越波する段波の水位変動と越波流量を求めて、越波量
を評価する推定式を求めることを目的とする。 
越波流量を求めるには越流高と、越流断面全体を通しての流速が必要になる。しかし、流速計によ
る計測は点でしか行えず、断面全体の流速を一瞬で測定することは不可能である。そのため、流れ場
全体の流速分布を得るために数値流体解析モデルを使用する。また、数値流体解析モデルで得られた
越波流量の式が正しい評価ができているかを検討するため、実験水路を使った段波の越波実験を行っ
た。 
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1.2 本論文の構成 
本論文は 5章で構成されている。ここで各章の概要を説明する。 
第 1章では本研究の背景と目的、及び論文の章構成をまとめた。 
第2章では本研究に使用した数値流体解析モデルのアルゴリズムを説明してモデルの解析方法を示
し、段波解析に与えた計算条件についてまとめた。 
第 3章では段波実験の概要をまとめた。 
第 4章では数値流体解析モデルと実験による解析結果を比較し、考察についてまとめた。 
第 5章では本研究の結論を要約した。  
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第 2章 数値流体解析モデル 
本章では、本研究に使用した数値流体解析モデルのアルゴリズムと、段波解析に使用した条件を示
す。 
 
2.1 基礎方程式 
本研究の数値流体解析モデルは流体の運動方程式であるNavier-Stokes方程式と非圧縮流体の性質
を示す連続の式を基礎方程式に使用する。本研究では鉛直二次元流れの解析を行うため、鉛直二次元
の式で示す。 
・ Navier-Stokes方程式 
 𝜕(𝜌𝑢)
𝜕𝑡
+ 𝛻 ∙ (𝜌𝑢𝑢) = −𝛻𝑝 + 𝜇𝛻2𝑢 +𝑀𝑥 (2.1) 
 𝜕(𝜌𝑣)
𝜕𝑡
+ 𝛻 ∙ (𝜌𝑣𝑣) = −𝛻𝑝 + 𝜇𝛻2𝑣 +𝑀𝑦 (2.2) 
・ 連続の式 
 𝜕𝑢
𝜕𝑥
+
𝜕𝑣
𝜕𝑦
= 0 (2.3) 
ここで、𝑥, 𝑦はデカルト平面の直交座標系の方向、𝑢, 𝑣はそれぞれ𝑥, 𝑦方向の速度成分、𝜌は流体密度、
𝑡は時間、pは圧力、𝜇は動粘性係数、Mは重力加速度等の外力による加速度である。これらの式から
時々刻々の流速を算出して、流体の輸送方程式によって物理量𝜙を移流させる。輸送方程式は以下の
式である。 
・ 輸送方程式 
 ∂𝜙
∂t
+
∂𝜙𝑢
∂x
+
∂𝜙𝑣
∂y
= 0 (2.4) 
コンピュータ上では連続した情報を扱えないため、物理量の
定義点を直交座標系上に配置することで(2.1)～(2.3)式の計算
が可能となる。本研究では、速度を格子壁に、その他の物理量
を格子の中心に離散的に配置するスタッガード格子を使用し
た。ここで、格子の一つ一つをセルと呼ぶ。 
 
  
図 2.1 物理量の配置 
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2.2 スタッガード格子上の物理量の定義 
ここで、スタッガード格子上における物理量𝜙の位置番号を定義する。 
格子の左から i 番目、下から j 番目にあるセルの中心の番号を(i, j)とする。セル境界の場合は番号
を 0.5ずらして、x方向は(i ± 0.5, j)、y方向は(i, j ± 0.5)として、セル角における番号は(𝑖 ± 0.5, 𝑗 ± 0.5)
とする。セル境界には速度以外の物理量が定義されていないため、物理量の補間を行う。補間の方法
には一次精度風上差分、二次精度中心差分などがあるが、本研究では一次精度風上差分を使用した。 
一次精度風上差分は、指定位置の物理量は上流の物理量と等しいと仮定する方法で、セル境界にお
ける速度を使用して以下のように補正を行う。 
 
𝜙𝑖±0.5,𝑗 = {
𝜙𝑖±0.5−0.5,𝑗・・・𝑢𝑖±0.5,𝑗 ≥ 0
𝜙𝑖±0.5+0.5,𝑗・・・𝑢𝑖±0.5,𝑗 < 0
 (2.5) 
 
𝜙𝑖,𝑗±0.5 = {
𝜙𝑖,𝑗±0.5−0.5・・・𝑣𝑖,𝑗±0.5 ≥ 0
𝜙𝑖,𝑗±0.5+0.5・・・𝑣𝑖,𝑗±0.5 < 0
 (2.6) 
また、セル中心には流速が定義されていないため、以下の式のように両側のセル境界の速度を平均
することで内挿する。 
 
𝑢𝑖,𝑗 =
𝑢𝑖+0.5,𝑗 + 𝑢𝑖−0.5,𝑗
2
 (2.7) 
 
𝑣𝑖,𝑗 =
𝑣𝑖+0.5,𝑗 + 𝑣𝑖−0.5,𝑗
2
 (2.8) 
 
この内挿の例外として、図 2.3 のようにセル境界に水がない場
合は水が存在している方のみを使用する。図 2.3 の場合は右と上
に流体が存在しないため、以下の式のようになる。 
 𝑢𝑖,𝑗 = 𝑢𝑖−0.5,𝑗 (2.9) 
 𝑣𝑖,𝑗 = 𝑣𝑖,𝑗−0.5 
 
(2.10) 
セル角の物理量は計算に使用しないため物理量の内挿は行わず、
番号のみ定義する。 
  
図 2.2 スタッガード格子上の物理量𝜙の定義 
図 2.3 水がないセル境界の図 
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2.3 界面補足法 
本研究は波を解析するため、水面を扱うことができる数値流体解析モデルが必要である。ここでは、
水面を捉える数値解析手法の一種である界面補足法について説明する。 
2.3.1 界面補足法の例 
これまでに界面補足法は多数提案されており、Harlow and Welch(1965)による水面にマーカー粒
子を配置するMAC(Marker And Cell)法、Osher and Sethian(1988)による界面を距離関数として計
算する Level set法、Hirt(1981)によるセル内に占める流体の体積率 VOF(Volume Of Fluid)を移流さ
せる VOF 法等がある。本研究では越波量の解析を行うため、計算時の体積保存に優れている VOF
法を採用した。 
VOF 法は、流体の移動を計算する際にセル内に占める流体体積率𝐹を使用し、その𝐹の値からセル
内の界面の位置を推定する方法である。𝐹は以下の式で定義される。 
 
𝐹＝
セル内流体の体積
セル自体の体積
 (2.11) 
この𝐹の値によってセルは流体のない空セル、水面がある界面セル、水で満たされた水中セルに分類
される。その分類は以下のようになる。 
 
{
            𝐹 = 0.0 ⋯⋯   空セル
0.0 < 𝐹 < 1.0 ⋯⋯  界面セル
            𝐹 = 1.0 ⋯⋯  水中セル
 (2.12) 
図 2.4には𝐹の分布例を示す。次に、VOF法では体積率𝐹の値から界面を構築する処理が必要になる。
VOF法の界面構築法は、水面をセル壁に水平に構築する SLIC(Simple Line Interface Calculation)
型（図 2.5）と、水面を一次方程式で表される直線・平面と仮定して、水面の傾きを考慮して水面を
構築する PLIC(Picewise Linear Interface Calculation)型（図 2.6）の二種類がある。SLIC型はセル
内の流体形状が単純な長方形になるため、アルゴリズムが簡単になるが、水面の形状を正確に捉える
ためには細かい格子が必要になる。PLIC 型は水面の傾きを考慮するため、SLIC 型に比べて尐ない
格子でも水面を正確に再現することができる。しかし、水面の傾きを求めるアルゴリズムと、Fと傾
きから水面の位置を求めるアルゴリズムが必要になるため、SLIC型よりも処理が煩雑になる。 
本研究の解析対象である段波の越波現象は、壁との衝突の際に水面形状がさらに複雑になる。よっ
て水面形状をより正確に捉えることができる PLIC 型の方が適しているため、PLIC 型を採用した。
水面を考慮する場合、気体を計算に入れる気液二相流モデルや、液体のみを考慮する単相流モデルが
ある。単相流は液体のみ計算するため、気液二相流より計算量が減る。段波は気体による影響が非常
に小さく、無視できることが考えられるため、本研究では単相流モデルで開発を行った。 
  
図 2.4 体積率𝐹の分布例 図 2.5 SLIC型の水面 図 2.6 PLIC型の水面 
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2.3.2 PLIC型 VOF法の水面補足アルゴリズム 
PLIC 型 VOF 法では、本来曲面である水面を二次元では直線、三次元では平面に近似して定義す
る。本研究は二次元流れの解析を行ったため、ここでは二次元の場合について説明する。 
直線の方程式は、直線の法線ベクトル𝑛 = (𝑛𝑥, 𝑛𝑦)を使用すると次のように表される。 
 𝑛𝑥(𝑥 − 𝑋0) + 𝑛𝑦(𝑦 − 𝑌0) = 0 (2.13) 
ここで、𝑋0, 𝑌0は直線の切片である。水面を𝑥の関数𝑆(𝑥)とすると、(2.13)式は次式に変換される。 
 
𝑆(𝑥) = 𝑦 = −
𝑛𝑥
𝑛𝑦
(𝑥 − 𝑋0) + 𝑌0 (2.14) 
よって、水面の法線ベクトル𝑛と切片𝑋0, 𝑌0を算出できれば水面を構成することができる。ここでは
法線ベクトル𝑛と切片𝑋0, 𝑌0を求める手順を示す。 
(a) 法線ベクトルの算出 
スカラー量の勾配は、その量が最も急激に変化する方向を示す。これを利用して、体積率𝐹の勾配
を水面の法線ベクトル𝑛として使用する。その式は以下のようになる。 
 
 𝑛 = −∇𝐹 = −
𝜕𝐹
𝜕𝑥
𝑖 −
𝜕𝐹
𝜕𝑦
𝑗 (2.15) 
 
𝑛𝑥 = −
𝜕𝐹
𝜕𝑥
 (2.16) 
 
𝑛𝑦 = −
𝜕𝐹
𝜕𝑦
 (2.17) 
ここで－1をかけているのは法線ベクトルの向きを液体から空中に向かうようにするためである。体
積率 Fの定義点はセルの中心であるため、この式はセルの中心の間、つまりセル境界における勾配が
得られることになる。水面を把握するには対象セルの中心における法線ベクトルを使用する必要があ
るため、以下の手順によってセル中心の法線ベクトルを求めた。 
① 隣接するセルの体積率の勾配から、セル境界における法線ベクトルを求める。 
 
 𝑛𝑥 𝑖±0.5,𝑗 = −
𝜕𝐹
𝜕𝑥
= −
𝐹𝑖±0.5+0.5,𝑗 − 𝐹𝑖±0.5−0.5.𝑗
𝑥𝑖±0.5+0.5,𝑗 + 𝑥𝑖±0.5−0.5,𝑗
 (2.18) 
 
 𝑛𝑦 𝑖,𝑗±0.5 = −
𝜕𝐹
𝜕𝑦
= −
𝐹𝑖,𝑗±0.5+0.5 − 𝐹𝑖.𝑗±0.5−0.5
𝑦𝑖,𝑗±0.5+0.5 + 𝑦𝑖,𝑗±0.5−0.5
 (2.19) 
これらの式では境界の垂直方向の法線ベクトルしか求められないことに注意する。 
② セル境界の法線ベクトルを平均して、セル角における法線ベクトルを求める。セル角の番号を
(𝑖 ± 0.5, 𝑗 ± 0.5)とすると、その算出式は以下のようになる。 
 
 𝑛𝑥 𝑖±0.5,𝑗±0.5 =
𝑛𝑥 𝑖±0.5,𝑗±0.5+0.5 + 𝑛𝑥 𝑖±0.5,𝑗±0.5−0.5
2
 (2.20) 
 
𝑛𝑦 𝑖±0.5,𝑗±0.5 =
𝑛𝑦 𝑖±0.5+0.5,𝑗±0.5 + 𝑛𝑥 𝑖±0.5−0.5,𝑗±0.5
2
 (2.21) 
③ 対象セルの周囲のセル角の法線ベクトルを平均して、セル中心における法線ベクトルを求める。
その算出式は以下の通りである。 
 
 𝑛𝑥 𝑖,𝑗 =
𝑛𝑥 𝑖+0.5,𝑗+0.5 + 𝑛𝑥 𝑖+0.5,𝑗−0.5 + 𝑛𝑥 𝑖−0.5,𝑗+0.5 + 𝑛𝑥 𝑖−0.5,𝑗−0.5
4
 (2.22) 
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 𝑛𝑦 𝑖,𝑗 =
𝑛𝑦 𝑖+0.5,𝑗+0.5 + 𝑛𝑦 𝑖+0.5,𝑗−0.5 + 𝑛𝑦 𝑖−0.5,𝑗+0.5 + 𝑛𝑦 𝑖−0.5,𝑗−0.5
4
 (2.23) 
この手順はセル中心の法線ベクトルを求めるために対象セルの周囲 8つのセルを使用するため、精
度よく法線ベクトルを求めることが出来る。 
 
(b) セルの正規化 
水面位置を求める際に使用する体積率の定義域は0.0～1.0であるため、セルの面積が1.0であると、
セル内流体の体積が体積率 Fと等しくなり都合がいい。そのためセルを一辺の長さが 1.0の正方形に
正規化する。 
セルを正規化するとセル内部の水面形状も変化するため、法線ベクトルも以下の式で換算する必要
がある。 
  ?̂?𝑥 = 𝑛𝑥𝛥𝑥 (2.24) 
  ?̂?𝑦 = 𝑛𝑦𝛥𝑦 (2.25) 
ここで、^ は正規化を行った変数を意味する。また、正規化の際にはセルの中心に原点を設定する（図
2.8）。 
 
 
  
図 2.7 法線ベクトル算出の概略図 
図 2.8 正規化の概要 
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(c) 切片?̂?0, ?̂?0の算出 
結論から述べると、切片?̂?0, ?̂?0は体積率𝐹を利用して、以下の式で求めることが出来る。 
?̂?𝑦 ≠ 0の時 
?̂?0 = 0.0, ?̂?0 =
{
 
 
 
 
 
 
 
 
 
 
−sign(?̂?𝑦)sign(𝛥𝐹) {
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑦|
− √
2|?̂?𝑥|
|?̂?𝑦|
(0.5 − |𝛥𝐹|)}         
                ・・・ 0.5 −
min(|?̂?𝑥|, |?̂?𝑦|)
max(|?̂?𝑥|, |?̂?𝑦|)
< |𝛥𝐹| < 0.5
−sign(?̂?𝑦)sign(𝛥𝐹)
max(|?̂?𝑥|, |?̂?𝑦|)
|?̂?𝑦|
                 
              ・・・ |𝛥𝐹| < 0.5 −
min(|?̂?𝑥|, |?̂?𝑦|)
max(|?̂?𝑥|, |?̂?𝑦|)
 (2.26) 
𝛥𝐹 = 0.5 − 𝐹 (2.27) 
?̂?y = 0の時 
 ?̂?0 =  sign(?̂?𝑥)(𝐹 − 0.5), ?̂?0 = 0.0 (2.28) 
ここで sign は( )内の値が正の場合 1、負の場合−1を与える関数である。また、この式で求められる
切片?̂?0, 𝑌0は正規化された座標系における切片である。以後、この式の導出について説明する。 
まず、求める変数を一つに絞るために片方の切片の値を 0 として固定する。(2.6)式で界面を𝑥の関
数に設定したため、?̂?0を 0とする。すると(2.6)式は以下の式になる。 
 
𝑆(?̂?) = −
?̂?𝑥
?̂?𝑦
?̂? + ?̂?0 (2.29) 
この式を図示すると図 2.9 となる。セル内流体の面積?̂?は𝑌0の値で変化すると考えられるため、流
体面積?̂?を?̂?0の関数として定式化し、それを逆算することで?̂?0を算出する。 
流体が界面のどちら側に存在するかは法線ベクトルの正負によって決まり、?̂?𝑦 > 0の場合は界面の
y 軸負側に流体が存在し、?̂?𝑦 < 0の場合は𝑦軸正側に流体が存在する(図 2.10)。法線ベクトル?̂?の正負
は流体形状が反転することになるため、切片の符号が変わる結果になる。よって、?̂?𝑦の絶対値|?̂?𝑦|か
ら?̂?𝑦 > 0の時の切片?̂?0の値を求め、その後?̂?yの符号を考慮して切片?̂?0の値を出す。 
セル内流体面積?̂?を求める手順として、,?̂?| − 0.5 ≤ ?̂? ≤ 0.5-の区間で且つ𝑆(?̂?) < 0の領域を考える
（図 2.11）。この領域の内、?̂?軸に垂直な断面における流体長さ𝐿の分布を求める。その後、その長さ𝐿を
セルの𝑦方向の存在領域,?̂?| − 0.5 ≤ ?̂? ≤ 0.5-で定積分することでセル内の流体面積?̂?を得る。 
まず、界面が直線?̂? = −0.5と?̂? = 0.5と交差する点の𝑦座標を求める。(2.13)式に?̂? = −0.5,0.5を代入
すると、次の式が得られる。 
図 2.9 界面S(?̂?)の概要 図 2.10 法線ベクトルによる流体の存在位置 
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𝑆(−0.5) =
?̂?𝑥
2|?̂?𝑦|
+ ?̂?0 (2.30) 
 
𝑆(0.5) = −
?̂?𝑥
2|?̂?𝑦|
+ ?̂?0 (2.31) 
この式は?̂?𝑥の正負によって上下関係が変化するため、以下の式のように?̂?𝑥の絶対値をとり、値が大
きい方を?̂?1、値が小さい方を?̂?2として上下関係を固定した。 
 
?̂?1 =
|?̂?𝑥|
2|?̂?𝑦|
+ ?̂?0 (2.32) 
 
?̂?2 = −
|?̂?𝑥|
2|?̂?𝑦|
+ ?̂?0 (2.33) 
 
図 2.11 から分かるように、?̂?軸に垂直な断面の流体長さ𝐿は交差点?̂?1と?̂?2を境に変化する。領域別
に断面長さ𝐿は次式で与えられる。 
 
𝐿(?̂?) =
{
 
 
 
 0.0 ・・・ ?̂? > ?̂?1
0.5 +
|?̂?𝑦|
|?̂?𝑥|
(𝑌0 − ?̂?) ・・・ ?̂?1 > ?̂? > ?̂?2
1.0 ・・・ ?̂?2 > ?̂?
 (2.34) 
次に流体長さ𝐿(?̂?)を閉区間,?̂?| − 0.5 ≤ ?̂? ≤ 0.5-で積分するが、点?̂?1, ?̂?2が閉区間に含まれているかど
うかで積分の式が異なり、セル内流体の形状も変化する。図 2.12に流体形状の変化の流れを示す。 
それぞれの形状について面積の式を考える。なお、一番端は?̂? = 0.0及び 1.0で空セルと水中セルで
あり界面が存在しないので計算の必要はない。 
 
図 2.12 流体形状変化の流れ 
図 2.11 界面下の領域 
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①の場合 
?̂?1はセル内、?̂?2はセルより下に位置しているため、以下の条件が成立する。 
 ?̂?2 < −0.5 < ?̂?1 < 0.5 (2.35) 
これを展開すると、以下の条件になる。 
−0.5 < ?̂?1 < 0.5 
−0.5 <
|?̂?𝑥|
2|?̂?𝑦|
+ ?̂?0 < 0.5 
−
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑦|
< ?̂?0 < −
|?̂?𝑥| − |?̂?𝑦|
2|?̂?𝑦|
 
?̂?2 < −0.5 
−
|?̂?𝑥|
2|?̂?𝑦|
+ ?̂?0 < −0.5 
?̂?0 <
|?̂?𝑥| − |?̂?𝑦|
2|?̂?𝑦|
 
?̂?0の上限は
|?̂?𝑥|−|?̂?𝑦|
2|?̂?𝑦|
と−
|?̂?𝑥|−|?̂?𝑦|
2|?̂?𝑦|
の小さい方を採用する。絶対値を使用してまとめると、この条件は以
下の式にまとめられる。 
 −
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑦|
< ?̂?0 < −
||?̂?𝑥| − |?̂?𝑦||
2|?̂?𝑦|
 (2.36) 
流体長さ𝐿(?̂?)を閉区間,?̂?| − 0.5 ≤ ?̂? ≤ 0.5-で定積分することで面積?̂?𝑙𝑜𝑤は以下の式で求められる。 
 
?̂? = ∫ 𝐿(?̂?)
0.5
−0.5
𝑑?̂? 
= ∫ 0.0
0.5
?̂?1
𝑑?̂? + ∫ 80.5 +
|?̂?𝑦|
|?̂?𝑥|
(?̂?0 − ?̂?)9
?̂?1
−0.5
𝑑?̂? 
= 6
?̂?
2
−
|?̂?𝑦|
2|?̂?𝑥|
(?̂?0 − ?̂?)
2
7
−0.5
?̂?1
 
=
1
2
[?̂?1 − (−0.5)] −
|?̂?𝑦|
2|?̂?𝑥|
0(?̂?0 − ?̂?1)
2
− (?̂?0 + 0.5)
2
1 
 
 =
1
2
[?̂?1 + 0.5] −
|?̂?𝑦|
2|?̂?𝑥|
0(?̂?0 − ?̂?1)
2
− (?̂?0 + 0.5)
2
1 (2.37) 
ここで、(2.37)式のY1をY0に置き換えると、以下の式になる。 
?̂? =
1
2
6?̂?0 +
|?̂?𝑥|
2|?̂?𝑦|
+ 0.57 −
|?̂?𝑦|
2|?̂?𝑥|
[
|?̂?𝑥|
2
4|?̂?𝑦|
2 − (?̂?0 + 0.5)
2
] 
=
1
2
6?̂?0 +
|?̂?𝑥|
2|?̂?𝑦|
+
1
2
7 −
|?̂?𝑦|
2|?̂?𝑥|
[
|?̂?𝑥|
2
4|?̂?𝑦|
2 − (?̂?0
2 + ?̂?0 +
1
4
)] 
=
|?̂?𝑥|
2|?̂?𝑦|
?̂?0
2 + 4
1
2
+
|?̂?𝑦|
2|?̂?𝑥|
5 ?̂?0 + 4
|?̂?𝑥|
4|?̂?𝑦|
+
1
4
−
|?̂?𝑥|
8|?̂?𝑦|
+
|?̂?𝑦|
8|?̂?𝑥|
5 
=
|?̂?𝑦|
2|?̂?𝑥|
?̂?0
2 +
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑥|
?̂?0 + 4
1
4
+
|?̂?𝑥|
8|?̂?𝑦|
+
|?̂?𝑦|
8|?̂?𝑥|
5 
 11 
 
=
|?̂?𝑦|
2|?̂?𝑥|
?̂?0
2 +
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑥|
?̂?0 +
|?̂?𝑥|
2 + |?̂?𝑦|
2
8|?̂?𝑥||?̂?𝑦|
+
1
4
 
=
|?̂?𝑦|
2|?̂?𝑥|
(?̂?0
2 +
|?̂?𝑥| + |?̂?𝑦|
|?̂?𝑦|
?̂?0 +
|?̂?𝑥|
2 + |?̂?𝑦|
2
4|?̂?𝑦|
2 ) +
1
4
 
=
|?̂?𝑦|
2|?̂?𝑥|
{4?̂?0 +
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑦|
5
2
−
(|?̂?𝑥| + |?̂?𝑦|)
2
4|?̂?𝑦|
2 +
|?̂?𝑥|
2 + |?̂?𝑦|
2
4|?̂?𝑦|
2 } +
1
4
 
=
|?̂?𝑦|
2|?̂?𝑥|
{4?̂?0 +
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑦|
5
2
−
|?̂?𝑥|
2|?̂?𝑦|
} +
1
4
 
 ∴   ?̂? =
|?̂?𝑦|
2|?̂?𝑥|
{4?̂?0 +
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑦|
5
2
−
|?̂?𝑥|
2|?̂?𝑦|
} +
1
4
 (2.38) 
②の場合 
?̂?1はセルの上、?̂?2はセルの下なので、以下の条件が必要になる。 
0.5 < ?̂?1 
0.5 <
|?̂?𝑥|
2|?̂?𝑦|
+ ?̂?0 
−
|?̂?𝑥| − |?̂?𝑦|
2|?̂?𝑦|
< ?̂?0 
?̂?2 < −0.5 
−
|?̂?𝑥|
2|?̂?𝑦|
+ ?̂?0 < −0.5 
?̂?0 <
|?̂?𝑥| − |?̂?𝑦|
2|?̂?𝑦|
 
 ∴  −
|?̂?𝑥| − |?̂?𝑦|
2|?̂?𝑦|
< ?̂?0 <
|?̂?𝑥| − |?̂?𝑦|
2|?̂?𝑦|
 (2.39) 
この条件が成立するためには、|?̂?𝑥| − |?̂?𝑦| > 0である必要があるため、以下の条件が必要になる。 
 |?̂?𝑥| > |?̂?𝑦| (2.40) 
面積?̂?を求めるには①と同様に流体長さ𝐿(?̂?)を閉区間,?̂?| − 0.5 ≤ ?̂? ≤ 0.5-で定積分する。 
?̂? = ∫ 𝐿(?̂?)
0.5
−0.5
𝑑?̂? 
= ∫ 80.5 +
|?̂?𝑦|
|?̂?𝑥|
(?̂?0 − ?̂?)9
0.5
−0.5
𝑑?̂? 
= 6
?̂?
2
−
|?̂?𝑦|
2|?̂?𝑥|
(?̂?0 − ?̂?)
2
7
−0.5
0.5
 
=
1
2
,0.5 − (−0.5)- −
|?̂?𝑦|
2|?̂?𝑥|
0(?̂?0 − 0.5)
2
− (?̂?0 + 0.5)
2
1 
= 0.5 −
|?̂?𝑦|
2|?̂?𝑥|
[(?̂?0
2 − ?̂?0 +
1
4
) − (?̂?0
2 + ?̂?0 +
1
4
)] 
= 0.5 −
|?̂?𝑦|
2|?̂?𝑥|
[−2?̂?0] 
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= 0.5 +
|?̂?𝑦|
|?̂?𝑥|
?̂?0 
 ∴  ?̂? = 0.5 +
|?̂?𝑦|
|?̂?𝑥|
?̂?0 (2.41) 
③の場合 
?̂?1と?̂?2がセルの中にあるので、以下の条件が必要になる。 
?̂?1 < 0.5 
|?̂?𝑥|
2|?̂?𝑦|
+ ?̂?0 < 0.5 
?̂?0 < −
|?̂?𝑥| − |?̂?𝑦|
2|?̂?𝑦|
 
−0.5 < ?̂?2 
−0.5 < −
|?̂?𝑥|
2|?̂?𝑦|
+ ?̂?0 
|?̂?𝑥| − |?̂?𝑦|
2|?̂?𝑦|
< ?̂?0 
 ∴  
|?̂?𝑥| − |?̂?𝑦|
2|?̂?𝑦|
< ?̂?0 < −
|?̂?𝑥| − |?̂?𝑦|
2|?̂?𝑦|
 (2.42) 
この条件が成立するには|?̂?𝑥| − |?̂?𝑦| < 0である必要があるため、以下の条件が必要になる。 
 |?̂?𝑥| < |?̂?𝑦| (2.43) 
流体長さ𝐿(?̂?)を閉区間,?̂?| − 0.5 ≤ ?̂? ≤ 0.5-で定積分することで面積?̂?は以下の式で求められる。 
?̂? = ∫ 𝐿(?̂?)
0.5
−0.5
𝑑?̂? 
= ∫ 0.0𝑑?̂?
0.5
?̂?1
+∫ 80.5 +
|?̂?𝑦|
|?̂?𝑥|
(?̂?0 − ?̂?)9𝑑?̂?
?̂?1
?̂?2
+∫ 1.0𝑑?̂?
?̂?2
−0.5
 
= 60.5?̂? −
|?̂?𝑦|
2|?̂?𝑥|
(?̂?0 − ?̂?)
2
7
𝑌2
𝑌1
+ (?̂?2 + 0.5) 
 = 60.5(?̂?1 − ?̂?2) −
|?̂?𝑦|
2|?̂?𝑥|
2(?̂?0 − ?̂?1)
2
− (?̂?0 − ?̂?2)
2
37 + (?̂?2 + 0.5) (2.44) 
ここで?̂?1と?̂?2を?̂?0に置き換えると、以下の式になる。 
?̂? = [
|?̂?𝑥|
2|?̂?𝑦|
−
|?̂?𝑦|
2|?̂?𝑥|
{
|?̂?𝑥|
2
4|?̂?𝑦|
2 −
|?̂?𝑥|
2
4|?̂?𝑦|
2}] + 4−
|?̂?𝑦|
2|?̂?𝑥|
+ ?̂?0 + 0.55 
=
|?̂?𝑥|
2|?̂?𝑦|
−
|?̂?𝑥|
2|?̂?𝑦|
+ ?̂?0 + 0.5 
= 0.5 + ?̂?0 
 ∴   ?̂? = 0.5 + ?̂?0 (2.45) 
ここで、②③の面積の式(2.41)(2.45)は、(2.40)(2.43)式の条件を考慮することで以下の式にまとめる
ことができる。 
 ?̂? = 0.5 +
|?̂?𝑦|
max(|?̂?𝑥|, |?̂?𝑦|)
?̂?0 (2.46) 
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それが成立する条件は以下の式でまとめられる。 
 −
||?̂?𝑥| − |?̂?𝑦||
2|?̂?𝑦|
< ?̂?0 <
||?̂?𝑥| − |?̂?𝑦||
2|?̂?𝑦|
 (2.47) 
④の場合 
?̂?1はセルより上、?̂?2はセル内に位置しているため、以下の条件が成立する。 
−0.5 < ?̂?2 < 0.5 < ?̂?1 
これを展開すると、以下の条件になる。 
−0.5 < ?̂?2 < 0.5 
−0.5 < −
|?̂?𝑥|
2|?̂?𝑦|
+ ?̂?0 < 0.5 
|?̂?𝑥| − |?̂?𝑦|
2|?̂?𝑦|
< ?̂?0 <
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑦|
 
0.5 < ?̂?1 
0.5 <
|?̂?𝑥|
2|?̂?𝑦|
+ ?̂?0 
−
|?̂?𝑥| − |?̂?𝑦|
2|?̂?𝑦|
< ?̂?0 
 ∴  
||?̂?𝑥| − |?̂?𝑦||
2|?̂?𝑦|
< ?̂?0 <
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑦|
 (2.48) 
流体長さ𝐿(?̂?)を閉区間,?̂?| − 0.5 ≤ ?̂? ≤ 0.5-で定積分することで面積?̂?は以下の式で求められる。 
?̂? = ∫ 𝐿(?̂?)
0.5
−0.5
𝑑?̂? 
= ∫ 80.5 +
|?̂?𝑦|
|?̂?𝑥|
(?̂?0 − ?̂?)9𝑑?̂?
0.5
?̂?2
+∫ 1.0𝑑?̂?
?̂?2
−0.5
 
= 60.5?̂? −
|?̂?𝑦|
2|?̂?𝑥|
(?̂?0 − ?̂?)
2
7
?̂?2
0.5
+ (?̂?2 + 0.5) 
=
1
2
(0.5 − ?̂?2) −
|?̂?𝑦|
2|?̂?𝑥|
0(?̂?0 − 0.5)
2
− (?̂?0 − ?̂?2)
2
1 + (?̂?2 + 0.5) 
=
3
4
+
?̂?2
2
−
|?̂?𝑦|
2|?̂?𝑥|
0(?̂?0 − 0.5)
2
− (?̂?0 − ?̂?2)
2
1 
 ∴   ?̂? =
3
4
+
?̂?2
2
−
|?̂?𝑦|
2|?̂?𝑥|
0(?̂?0 − 0.5)
2
− (?̂?0 − ?̂?2)
2
1 (2.49) 
ここで?̂?2を?̂?0に置き換えると、以下の式になる。 
?̂? =
3
4
+
1
2
4−
|?̂?𝑥|
2|?̂?𝑦|
+ ?̂?05 −
|?̂?𝑦|
2|?̂?𝑥|
[(?̂?0 − 0.5)
2
−
|?̂?𝑥|
2
4|?̂?𝑦|
2] 
=
3
4
−
|?̂?𝑥|
4|?̂?𝑦|
+
?̂?0
2
−
|?̂?𝑦|
2|?̂?𝑥|
[?̂?0
2 − ?̂?0 +
1
4
−
|?̂?𝑥|
2
4|?̂?𝑦|
2] 
= −
|?̂?𝑦|
2|?̂?𝑥|
?̂?0
2 + 4
1
2
+
|?̂?𝑦|
2|?̂?𝑥|
5 ?̂?0 + 4
3
4
−
|?̂?𝑥|
4|?̂?𝑦|
−
|?̂?𝑦|
8|?̂?𝑥|
+
|?̂?𝑥|
8|?̂?𝑦|
5 
 14 
 
= −
|?̂?𝑦|
2|?̂?𝑥|
?̂?0
2 +
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑥|
?̂?0 + 4
3
4
−
|?̂?𝑥|
8|?̂?𝑦|
−
|?̂?𝑦|
8|?̂?𝑥|
5 
= −
|?̂?𝑦|
2|?̂?𝑥|
?̂?0
2 +
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑥|
?̂?0 −
|?̂?𝑥|
2 + |?̂?𝑦|
2
8|?̂?𝑥||?̂?𝑦|
+
3
4
 
= −
|?̂?𝑦|
2|?̂?𝑥|
{?̂?0
2 −
|?̂?𝑥| + |?̂?𝑦|
|?̂?𝑦|
?̂?0 +
|?̂?𝑥|
2 + |?̂?𝑦|
2
4|?̂?𝑦|
2 } +
3
4
 
= −
|?̂?𝑦|
2|?̂?𝑥|
{4?̂?0 −
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑦|
5
2
−
(|?̂?𝑥| + |?̂?𝑦|)
2
4|?̂?𝑦|
2 +
|?̂?𝑥|
2 + |?̂?𝑦|
2
4|?̂?𝑦|
2 } +
3
4
 
= −
|?̂?𝑦|
2|?̂?𝑥|
{4?̂?0 −
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑦|
5
2
−
|?̂?𝑥|
2|?̂?𝑦|
} +
3
4
 
 ∴   ?̂? = −
|?̂?𝑦|
2|?̂?𝑥|
{4?̂?0 −
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑦|
5
2
−
|?̂?𝑥|
2|?̂?𝑦|
} +
3
4
 (2.50) 
以上の式をまとめると以下のようになる。 
 ?̂?＝
{
 
 
 
 
 
 
 
 |?̂?𝑦|
2|?̂?𝑥|
{4?̂?0 +
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑦|
5
2
−
|?̂?𝑥|
2|?̂?𝑦|
} +
1
4
 ・・・ ①
0.5 +
|?̂?𝑦|
max(|?̂?𝑥|, |?̂?𝑦|)
?̂?0 ・・・ ②③
−
|?̂?𝑦|
2|?̂?𝑥|
{4?̂?0 −
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑦|
5
2
−
|?̂?𝑥|
2|?̂?𝑦|
} +
3
4
 ・・・ ④
 (2.51) 
これらの式を逆算して面積?̂?𝑙𝑜𝑤から切片?̂?0得る式を導く。 
①の場合 
?̂? =
|?̂?𝑦|
2|?̂?𝑥|
{4?̂?0 +
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑦|
5
2
−
|?̂?𝑥|
2|?̂?𝑦|
} +
1
4
 
−
|?̂?𝑦|
2|?̂?𝑥|
{4?̂?0 +
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑦|
5
2
−
|?̂?𝑥|
2|?̂?𝑦|
} =
1
4
− ?̂? 
4?̂?0 +
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑦|
5
2
−
|?̂?𝑥|
2|?̂?𝑦|
= −
|?̂?𝑥|
2|?̂?𝑦|
+
2|?̂?𝑥|
|?̂?𝑦|
?̂? 
4?̂?0 +
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑦|
5
2
=
2|?̂?𝑥|
|?̂?𝑦|
?̂? 
?̂?0 + 
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑦|
= ±√
2|?̂?𝑥|
|?̂?𝑦|
?̂? 
 ∴  ?̂?0 = −
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑦|
± √
2|?̂?𝑥|
|?̂?𝑦|
?̂? (2.52) 
ここで±の符号が負の場合、①の?̂?0の範囲を超えてしまうため、最終的に以下の式になる。 
 ∴   ?̂?0 = −
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑦|
+ √
2|?̂?𝑥|
|?̂?𝑦|
?̂? (2.53) 
また、面積?̂?𝑙𝑜𝑤のとりうる値の範囲を算出する。まず下限について、?̂?0の下限を?̂?𝑙𝑜𝑤の式に代入す
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る。 
?̂? =
|?̂?𝑦|
2|?̂?𝑥|
{4−
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑦|
+
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑦|
5
2
−
|?̂?𝑥|
2|?̂?𝑦|
} +
1
4
 
=
|?̂?𝑦|
2|?̂?𝑥|
4−
|?̂?𝑥|
2|?̂?𝑦|
5 +
1
4
 
= 0.0 
 ∴   ?̂? = 0.0 (2.54) 
次に上限は以下の式になる。 
?̂? =
|?̂?𝑦|
2|?̂?𝑥|
{:−
||?̂?𝑥| − |?̂?𝑦||
2|?̂?𝑦|
+
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑦|
;
2
−
|?̂?𝑥|
2|?̂?𝑦|
} +
1
4
 
=
|?̂?𝑦|
2|?̂?𝑥|
4−
max(|?̂?𝑥|, |?̂?𝑦|) −min(|?̂?𝑥|, |?̂?𝑦|)
2|?̂?𝑦|
+
max(|?̂?𝑥|, |?̂?𝑦|) + min(|?̂?𝑥|, |?̂?𝑦|)
2|?̂?𝑦|
5
2
−
1
4
+
1
4
 
=
|?̂?𝑦|
2|?̂?𝑥|
4
min(|?̂?𝑥|, |?̂?𝑦|)
|?̂?𝑦|
5
2
 
=
min(|?̂?𝑥|, |?̂?𝑦|)
2
|?̂?𝑥||?̂?𝑦|
 
=
min(|?̂?𝑥|, |?̂?𝑦|)
max(|?̂?𝑥|, |?̂?𝑦|)
 
∴  ?̂? =
min(|?̂?𝑥|, |?̂?𝑦|)
max(|?̂?𝑥|, |?̂?𝑦|)
 (2.55) 
②③の場合 
?̂? = 0.5 +
|?̂?𝑦|
max(|?̂?𝑥|, |?̂?𝑦|)
?̂?0 
|?̂?𝑦|
max(|?̂?𝑥|, |?̂?𝑦|)
Ŷ0 = ?̂? − 0.5 
 ∴  Ŷ0 =
max(|?̂?𝑥|, |?̂?𝑦|)
|?̂?𝑦|
(?̂? − 0.5) (2.56) 
これも?̂?の値の範囲を求める。下限は 
?̂? = 0.5 +
|?̂?𝑦|
max(|?̂?𝑥|, |?̂?𝑦|)
:−
||?̂?𝑥| − |?̂?𝑦||
2|?̂?𝑦|
; 
= 0.5 −
max(|?̂?𝑥|, |?̂?𝑦|) − min(|?̂?𝑥|, |?̂?𝑦|)
2max(|?̂?𝑥|, |?̂?𝑦|)
 
=
min(|?̂?𝑥|, |?̂?𝑦|)
2max(|?̂?𝑥|, |?̂?𝑦|)
 
 ?̂? =
min(|?̂?𝑥|, |?̂?𝑦|)
2max(|?̂?𝑥|, |?̂?𝑦|)
 (2.57) 
上限は 
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?̂? = 0.5 +
|?̂?𝑦|
max(|?̂?𝑥|, |?̂?𝑦|)
:
||?̂?𝑥| − |?̂?𝑦||
2|?̂?𝑦|
; 
= 0.5 +
max(|?̂?𝑥|, |?̂?𝑦|) − min(|?̂?𝑥|, |?̂?𝑦|)
2max(|?̂?𝑥|, |?̂?𝑦|)
 
= 1.0 −
min(|?̂?𝑥|, |?̂?𝑦|)
2max(|?̂?𝑥|, |?̂?𝑦|)
 
 ∴    ?̂? = 1.0 −
min(|?̂?𝑥|, |?̂?𝑦|)
2max(|?̂?𝑥|, |?̂?𝑦|)
 (2.58) 
④の場合 
?̂? = −
|?̂?𝑦|
2|?̂?𝑥|
{4?̂?0 −
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑦|
5
2
−
|?̂?𝑥|
2|?̂?𝑦|
} +
3
4
 
|?̂?𝑦|
2|?̂?𝑥|
{4?̂?0 −
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑦|
5
2
−
|?̂?𝑥|
2|?̂?𝑦|
} =
3
4
− ?̂? 
4?̂?0 −
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑦|
5
2
−
|?̂?𝑥|
2|?̂?𝑦|
=
3|?̂?𝑥|
2|?̂?𝑦|
−
2|?̂?𝑥|
|?̂?𝑦|
?̂? 
4?̂?0 −
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑦|
5
2
=
2|?̂?𝑥|
|?̂?𝑦|
−
2|?̂?𝑥|
|?̂?𝑦|
?̂? 
?̂?0 −
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑦|
= ±√
2|?̂?𝑥|
|?̂?𝑦|
(1 − ?̂?) 
?̂?0 =
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑦|
± √
2|?̂?𝑥|
|?̂?𝑦|
(1 − ?̂?) 
 ?̂?0 =
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑦|
± √
2|?̂?𝑥|
|?̂?𝑦|
(1 − ?̂?) (2.59) 
こちらは符号が正になると?̂?0の範囲を超えてしまうため、以下の式になる。 
 Ŷ0 =
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑦|
− √
2|?̂?𝑥|
|?̂?𝑦|
(1 − ?̂?) (2.60) 
これも?̂?の値の範囲を求める。下限は 
?̂? = −
|?̂?𝑦|
2|?̂?𝑥|
{:
||?̂?𝑥| − |?̂?𝑦||
2|?̂?𝑦|
−
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑦|
;
2
−
|?̂?𝑥|
2|?̂?𝑦|
} +
3
4
 
= −
|?̂?𝑦|
2|?̂?𝑥|
4
max(|?̂?𝑥|, |?̂?𝑦|) −min(|?̂?𝑥|, |?̂?𝑦|)
2|?̂?𝑦|
−
max(|?̂?𝑥|, |?̂?𝑦|) + min(|?̂?𝑥|, |?̂?𝑦|)
2|?̂?𝑦|
5
2
+
1
4
+
3
4
 
= −
|?̂?𝑦|
2|?̂?𝑥|
4−
min(|?̂?𝑥|, |?̂?𝑦|)
|?̂?𝑦|
5
2
+ 1.0 
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= −
min(|?̂?𝑥|, |?̂?𝑦|)
2
2|?̂?𝑥||?̂?𝑦|
+ 1.0 
= 1.0 −
min(|?̂?𝑥|, |?̂?𝑦|)
2max(|?̂?𝑥|, |?̂?𝑦|)
 
 ∴     ?̂? = 1.0 −
min(|?̂?𝑥|, |?̂?𝑦|)
2max(|?̂?𝑥|, |?̂?𝑦|)
 (2.61) 
上限は 
?̂? = −
|?̂?𝑦|
2|?̂?𝑥|
{:
||?̂?𝑥| + |?̂?𝑦||
2|?̂?𝑦|
−
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑦|
;
2
−
|?̂?𝑥|
2|?̂?𝑦|
} +
3
4
 
=
1
4
+
3
4
 
= 1.0 
 ∴    ?̂? = 1.0 (2.62) 
以上をまとめると、切片の式は以下のようになる。 
?̂?0 =
{
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
−
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑦|
+ √
2|?̂?𝑥|
|?̂?𝑦|
?̂?                 
                 ・・・0.0 < ?̂? <
min(|?̂?𝑥|, |?̂?𝑦|)
2max(|?̂?𝑥|, |?̂?𝑦|)
max(|?̂?𝑥|, |?̂?𝑦|)
|?̂?𝑦|
(?̂? − 0.5)                  
                        ・・・ 
min(|?̂?𝑥|, |?̂?𝑦|)
2max(|?̂?𝑥|, |?̂?𝑦|)
≤ ?̂? ≤ 1 −
min(|?̂?𝑥|, |?̂?𝑦|)
2max(|?̂?𝑥|, |?̂?𝑦|)
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑦|
− √
2|?̂?𝑥|
|?̂?𝑦|
(1 − ?̂?)                  
             ・・・ 1 −
min(|?̂?𝑥|, |?̂?𝑦|)
2max(|?̂?𝑥|, |?̂?𝑦|)
< ?̂? < 1.0
 (2.63) 
ここで、?̂? = 0.5 − Δ?̂?と置き換えると、以下の式になる。 
?̂?0 =
{
 
 
 
 
 
 
 
 
−
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑦|
+ √
2|?̂?𝑥|
|?̂?𝑦|
(0.5 − Δ?̂?) ・・・ 0.5 −
min(|?̂?𝑥|, |?̂?𝑦|)
2max(|?̂?𝑥|, |?̂?𝑦|)
< Δ?̂? < 0.5
−
max(|?̂?𝑥|, |?̂?𝑦|)
|?̂?𝑦|
𝛥?̂? ・・・ − 0.5 +
min(|?̂?𝑥|, |?̂?𝑦|)
2max(|?̂?𝑥|, |?̂?𝑦|)
≤ Δ?̂? ≤ 0.5 −
min(|?̂?𝑥|, |?̂?𝑦|)
2max(|?̂?𝑥|, |?̂?𝑦|)
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑦|
− √
2|?̂?𝑥|
|?̂?𝑦|
(0.5 + ∆?̂?) ・・・ − 0.5 < Δ?̂? < −0.5 +
min(|?̂?𝑥|, |?̂?𝑦|)
2max(|?̂?𝑥|, |?̂?𝑦|)
 (2.64) 
さらに、Δ?̂?を絶対値にすると以下の式になる。 
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?̂?0 =
{
 
 
 
 
 
 
 
 
 
 
−
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑦|
+ √
2|?̂?𝑥|
|?̂?𝑦|
(0.5 − |Δ?̂?|) ・・・ 0.5 −
min(|?̂?𝑥|, |?̂?𝑦|)
2max(|?̂?𝑥|, |?̂?𝑦|)
< Δ?̂? < 0.5
−
max(|?̂?𝑥|, |?̂?𝑦|)
|?̂?𝑦|
|𝛥?̂?| ・・・ 0.0 ≤ Δ?̂? ≤ 0.5 −
min(|?̂?𝑥|, |?̂?𝑦|)
2max(|?̂?𝑥|, |?̂?𝑦|)
max(|?̂?𝑥|, |?̂?𝑦|)
|?̂?𝑦|
|𝛥?̂?| ・・・ − 0.5 +
min(|?̂?𝑥|, |?̂?𝑦|)
2max(|?̂?𝑥|, |?̂?𝑦|)
≤ Δ?̂? ≤ 0.0
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑦|
− √
2|?̂?𝑥|
|?̂?𝑦|
(0.5 − |ΔÂ|) ・・・ − 0.5 < ΔÂ < −0.5 +
min(|?̂?𝑥|, |?̂?𝑦|)
2max(|?̂?𝑥|, |?̂?𝑦|)
 (2.65) 
(2.65)式から、?̂?0はΔ?̂? = 0.0を閾値に、Δ?̂? > 0.0の時は?̂?0 < 0、Δ?̂? < 0.0の時は?̂?0 > 0となり、?̂?0の
式は符号のみ異なることがわかる。よって、?̂?0の絶対値を取ることでこの式の分岐を半分にまとめる
ことができる。 
|?̂?0| =
{
 
 
 
 |?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑦|
− √
2|?̂?𝑥|
|?̂?𝑦|
(0.5 − |Δ?̂?|) ・・・ 0.5 −
min(|?̂?𝑥|, |?̂?𝑦|)
2max(|?̂?𝑥|, |?̂?𝑦|)
< |Δ?̂?| < 0.5
max(|?̂?𝑥|, |?̂?𝑦|)
|?̂?𝑦|
|Δ?̂?| ・・・ 0.0 ≤ |Δ?̂?| ≤ 0.5 −
min(|?̂?𝑥|, |?̂?𝑦|)
2max(|?̂?𝑥|, |?̂?𝑦|)
 (2.66) 
 
|?̂?0|を?̂?0に換算するためにΔ?̂?の符号sign(Δ?̂?)を使用して、以下の式が得られる。 
?̂?0 =
{
 
 
 
 
 
 
 
 
 
 
−sign(Δ?̂?){
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑦|
− √
2|?̂?𝑥|
|?̂?𝑦|
(0.5 − |Δ?̂?|)}           
             ・・・ 0.5 −
min(|?̂?𝑥|, |?̂?𝑦|)
2max(|?̂?𝑥|, |?̂?𝑦|)
< |Δ?̂?| < 0.5
−sign(Δ?̂?)
max(|?̂?𝑥|, |?̂?𝑦|)
|?̂?𝑦|
|Δ?̂?|                 
             ・・・ 0.0 ≤ |Δ?̂?| ≤ 0.5 −
min(|?̂?𝑥|, |?̂?𝑦|)
2max(|?̂?𝑥|, |?̂?𝑦|)
 (2.67) 
最後に法線ベクトル𝑛𝑦の符号を考慮して、正確なY0の位置を求める。 
?̂?0 =
{
 
 
 
 
 
 
 
 
 
 
−sign(?̂?𝑦)sign(Δ?̂?) {
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑦|
− √
2|?̂?𝑥|
|?̂?𝑦|
(0.5 − |Δ?̂?|)}           
                ・・・ 0.5 −
min(|?̂?𝑥|, |?̂?𝑦|)
2max(|?̂?𝑥|, |?̂?𝑦|)
< |Δ?̂?| < 0.5
−sign(?̂?𝑦)sign(Δ?̂?)
max(|?̂?𝑥|, |?̂?𝑦|)
|?̂?𝑦|
|Δ?̂?|                 
                ・・・ 0.0 ≤ |Δ?̂?| ≤ 0.5 −
min(|?̂?𝑥|, |?̂?𝑦|)
2max(|?̂?𝑥|, |?̂?𝑦|)
 (2.68) 
面積?̂?を流体体積率𝐹に置き換えることで(2.12)式と同じ式になり、体積率𝐹から切片?̂?0を求めるこ
とができる。 
ここまでの説明は?̂?𝑦 ≠ 0を前提とした場合の式である。n̂y = 0となった時、界面の式(2.5)は以下の
式になり、切片?̂?0が消失する。 
?̂?𝑥(?̂? − ?̂?0) = 0 (2.69) 
この場合は?̂?0 = 0.0として?̂?0の値を求める。この場合、セル内の流体形状は単純な長方形になるた
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め、単純に以下の式で求めることができる。 
?̂?0 = 𝐹 − 0.5 (2.70) 
 
この場合に関しても?̂?xの符号を考慮する必要があるため、最終的に以下の式になる。 
?̂?0 = sign(?̂?𝑥)(𝐹 − 0.5) (2.71) 
ただし、?̂?x = 0.0且つ?̂?y = 0.0の場合は空セルか流体セルの集合であることが考えられるため、考慮し
ていない。 
以上が、PLIC型 VOF 法のアルゴリズムである。y方向に関する方法を説明したが、xと yの変数
を入れ替えることで x方向にも使用することができる。さらにこの式の展開を３次元に拡張すること
で、３次元でも２次元と同様の界面捕獲が可能になる。 
 
2.3.3 指定区間の流体面積の算出 
格子を使用した数値流体解析では、セル境界から流出入する流体を計算する(図 2.14)。そのため、
移流する流体の面積を求める方法が必要になる。ここでは指定区間の流体面積を求める方法について
説明する。 
まず初めに界面セルにおける指定区間の流体体積の算出方法について説明する。2.3.2 で水面の式
は y 方向を基準に考えたため、図 2.15 のように y 方向の区間,𝛼 ≥ 𝑦 ≥ 𝛽-の面積を考える。PLIC 型
の水面は正規化したセルにおける水面であるため、区間を正規化する必要がある。正規化した区間を
[?̂? ≥ ?̂? ≥ ?̂?]とすると、その値は以下の式で求める。 
?̂? =
𝛼 − 𝑌
𝛥𝑦
, ?̂? =
𝛽 − 𝑌
𝛥𝑦
 (2.72) 
ここで Yはセル中心の y座標である。次に、流体断面長さの式はエリアによって変わるため、面積を
求める式はエリアに分けて考える。また、2.3.3 と同様に法線ベクトルの絶対値をとり、水面より下
に流体があるという前提で計算する。 
 
図 2.13 n̂y = 0の場合の流体形状 
図 2.14 移流の概略図 図 2.15 y方向の区間 
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(a) ?̂?1 < ?̂?の領域 
流体が存在しないため、この部分の面積は 0である。 
(b) ?̂?2 < ?̂? < ?̂?1の領域 
この区間の領域では、流体形状が台形になる。そのため、(2.34)式を利用して以下の式で面積を求
められる。 
?̂? =
𝐿(?̂?) + 𝐿(?̂?)
2
(?̂? − ?̂?) (2.73) 
(c) ?̂? < ?̂?2の領域 
断面積は 1.0で一定であるため、面積は以下の式で求められる。 
?̂? = ?̂? − ?̂? (2.74) 
(d) ?̂?y = 0の場合 
(2.34)式が使用できないため、別の方法が必要になる。この場合、流体面積率 F を使用して次の式
で求めることができる。 
?̂? = (?̂? − ?̂?)𝐹 (2.75) 
以上は法線ベクトル?̂?の絶対値から計算したものである。𝑦方向の法線ベクトル?̂?𝑦の正負を考慮する。
?̂?𝑦が負になると流体の位置が入れ替わるため、図 2.16 の白色部分が流体、着色部分が空になる。よ
って、指定区間全体の面積から流体の面積を引くことで流体面積を得る。補正後の流体面積をA′とす
ると、以下の式で表されることになる。 
?̂?′ = {
?̂?・・・?̂?𝑦 ≥ 0
(?̂? − ?̂?) − ?̂?・・・?̂?𝑦 < 0
 (2.76) 
次に水中セルに対する面積の求め方について説明する。この場合はセル内が全て水に満ちているた
め、指定区間の面積がそのまま流体面積となる。よって以下の式で求められる。 
?̂?′ = (?̂? − ?̂?) (2.77) 
?̂?′は正規化したセルにおける面積であるため、以下の式で実際の流体面積に換算する。 
A = ?̂?′𝛥𝑥𝛥𝑦 (2.78) 
 
 
  
図 2.16 指定区間の概略図 
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2.4 計算の手順 
2.4.1 基礎方程式 
まず(2.1)～(2.3)式を偏微分の式に書き直す。 
 𝜕𝜌𝑢
𝜕𝑡
+ 𝜌
𝜕(𝑢𝑢)
𝜕𝑥
+ 𝜌
𝜕(𝑢𝑣)
𝜕𝑦
= −𝜌
𝜕𝑝
𝜕𝑥
+
𝜕
𝜕𝑥
(𝜇
𝜕𝑢
𝜕𝑥
) +
𝜕
𝜕𝑦
(𝜇
𝜕𝑢
𝜕𝑦
) +𝑀𝑥 (2.79) 
 𝜕𝜌𝑣
𝜕𝑡
+ 𝜌
𝜕(𝑢𝑣)
𝜕𝑦
+ 𝜌
𝜕(𝑣𝑣)
𝜕𝑦
= −𝜌
𝜕𝑝
𝜕𝑦
+
𝜕
𝜕𝑥
(𝜇
𝜕𝑣
𝜕𝑥
) +
𝜕
𝜕𝑦
(𝜇
𝜕𝑣
𝜕𝑦
) +𝑀𝑦 (2.80) 
 ∂u
∂x
+
∂v
∂y
= 0 (2.81) 
ここで、(2.79)(2.80)式の左辺の第二、第三項を対流項、右辺の第一項を圧力項、第二、第三項を拡散
項、Mを外力項と呼ぶ。これらの式から速度、圧力を求めるアルゴリズムが必要になる。アルゴリズ
ムにはMAC法、SMAC(Simplified MAC)法、フラクショナルステップ法、SIMPLE(Semi-Implicit 
Method for Pressure-Linked Equation)法などの方法がある。本研究ではフラクショナルステップ法
を採用している。 
また、本研究のモデルは単相流モデルであり、これらの基礎方程式を一流体に対してのみ使用する
ため、壁や気体に関する計算は行っていない。そのため、これから説明する方法は流体が満ちている
水中セルに対してのみ適用されるものであり、空セルや界面セルにおいては境界条件を適用する必要
がある。境界条件については後で述べる。 
 
2.4.2 フラクショナルステップ法の手順 
まず、現在の時間ステップを𝑛、次の時間ステップを𝑛+1 として、(2.81)式の速度と(2.79)(2.80)式
の圧力に次ステップの値を使用して(2.79)～(2.81)式を離散化すると以下の式になる。 
𝑢𝑛+1 − 𝑢𝑛
𝛥𝑡
+
𝜕(𝑢𝑛𝑢𝑛)
𝜕𝑥
+
𝜕(𝑢𝑛𝑣𝑛)
𝜕𝑦
= −
1
𝜌
𝜕𝑝𝑛+1
𝜕𝑥
+
𝜕
𝜕𝑥
(
𝜇
𝜌
𝜕𝑢𝑛
𝜕𝑥
) +
𝜕
𝜕𝑦
(
𝜇
𝜌
𝜕𝑢𝑛
𝜕𝑦
) +𝑀𝑥 (2.82) 
𝑤𝑛+1 −𝑤𝑛
𝛥𝑡
+
𝜕(𝑢𝑛𝑣𝑛)
𝜕𝑥
+
𝜕(𝑣𝑛𝑣𝑛)
𝜕𝑦
= −
1
𝜌
𝜕𝑝𝑛+1
𝜕𝑦
+
𝜕
𝜕𝑥
(
𝜇
𝜌
𝜕𝑣𝑛
𝜕𝑥
) +
𝜕
𝜕𝑦
(
𝜇
𝜌
𝜕𝑣𝑛
𝜕𝑦
) +𝑀𝑦 (2.83) 
𝜕𝑢𝑛+1
𝜕𝑥
+
𝜕𝑣𝑛+1
𝜕𝑦
= 0 (2.84) 
ここで、𝛥𝑡は計算ステップ間の時間間隔である。 
フラクショナルステップ法は、 (2.82),(2.83)式の圧力項を省略して移流項と粘性項と外力項によっ
て与えられる速度𝑢′, 𝑣′を以下の式で求める。 
𝑢′ = 𝑢𝑛−𝛥𝑡 4
𝜕(𝑢𝑛𝑢𝑛)
𝜕𝑥
+
𝜕(𝑢𝑛𝑣𝑛)
𝜕𝑦
5 + 𝛥𝑡
𝜕
𝜕𝑥
(
𝜇
𝜌
𝜕𝑢𝑛
𝜕𝑥
) + 𝛥𝑡
𝜕
𝜕𝑦
(
𝜇
𝜌
𝜕𝑢𝑛
𝜕𝑦
) + 𝛥𝑡𝑀𝑥 (2.85) 
𝑣′ = 𝑣𝑛−𝛥𝑡 4
𝜕(𝑢𝑛𝑣𝑛)
𝜕𝑥
+
𝜕(𝑣𝑛𝑣𝑛)
𝜕𝑦
5 + 𝛥𝑡
𝜕
𝜕𝑥
(
𝜇
𝜌
𝜕𝑣𝑛
𝜕𝑥
) + 𝛥𝑡
𝜕
𝜕𝑦
(
𝜇
𝜌
𝜕𝑣𝑛
𝜕𝑦
) + 𝛥𝑡𝑀𝑦 (2.86) 
それぞれの式の右辺の変数はすべて既知の値なので𝑢′, 𝑣′を求めることができる。これらの式に圧力
項を導入して再計算することで、次ステップ𝑛 + 1の速度𝑢𝑛+1, 𝑣𝑛+1を求める。その式は次式で与えら
れる。 
𝑢𝑛+1 = 𝑢′ −
1
𝜌
𝜕𝑝𝑛+1
𝜕𝑥
 (2.87) 
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𝑣n+1 = 𝑣′ −
1
𝜌
𝜕𝑝𝑛+1
𝜕𝑦
 (2.88) 
(2.87)、(2.88)式を(2.85)、(2.86)式に代入すれば(2.82)、(2.83)式と同じ式になる。ここで(2.87) 、(2.88)
式を(2.84)式に代入すると、次式のようなポアソン方程式が得られる。 
𝜕2𝑝𝑛+1
𝜕𝑥2
+
𝜕2𝑝𝑛+1
𝜕𝑦2
=
𝜌
∆𝑡
4
𝜕𝑢′
𝜕𝑥
+
𝜕𝑤′
𝜕𝑦
5 (2.89) 
この式は解を直接求めることができないので、反復解法を使用して圧力の近似値を求める。求めた
圧力を(2.87)(2.88)式に使用することで、速度の時間進行を行う。以上がフラクショナルステップ法の
手順である。 
 
2.4.3 流体の輸送計算 
フラクショナルステップ法で次ステップの速度を求めるより先に流体の輸送計算を行う。これは、
フラクショナルステップ法の対流項を計算する際に、流体の移動量を使用するためである。 
まず(2.4)式の物理量𝜙を流体体積率𝐹に置き換える。 
∂𝐹
∂t
+
∂,𝐹𝑢-
∂x
+
∂,𝐹𝑣-
∂y
= 0 (2.90) 
この式を離散化すると以下の式になる。 
𝐹𝑖,𝑗
𝑛+1 − 𝐹𝑖,𝑗
𝑛
𝛥𝑡
+
𝐹𝑖+0.5,𝑗
𝑛 𝑢𝑖+0.5,𝑗 − 𝐹𝑖−0.5,𝑗
𝑛 𝑢𝑖−0.5,𝑗
𝛥𝑥𝑖,𝑗
+
𝐹𝑖,𝑗+0.5
𝑛 𝑣𝑖,𝑗+0.5 − 𝐹𝑖,𝑗−0.5
𝑛 𝑣𝑖,𝑗−0.5
𝛥𝑦𝑖,𝑗
= 0 (2.91) 
ここで、両辺にセル(𝑖, 𝑗)自体の面積A𝑖,𝑗 = 𝛥𝑥𝑖,𝑗𝛥𝑦𝑖,𝑗をかけて展開していくと以下の式になる。 
𝐹𝑖,𝑗
𝑛+1 − 𝐹𝑖,𝑗
𝑛
𝛥𝑡
A𝑖,𝑗 + (𝐹𝑖+0.5,𝑗
𝑛 𝑢𝑖+0.5,𝑗𝛥𝑦𝑖,𝑗 − 𝐹𝑖−0.5,𝑗
𝑛 𝑢𝑖−0.5,𝑗𝛥𝑦𝑖,𝑗)
+ (𝐹𝑖,𝑗+0.5
𝑛 𝑣𝑖,𝑗+0.5𝛥𝑥𝑖,𝑗 − 𝐹𝑖,𝑗−0.5
𝑛 𝑣𝑖,𝑗−0.5𝛥𝑥𝑖,𝑗) = 0 
 
𝐹𝑖,𝑗
𝑛+1A𝑖,𝑗 = 𝐹𝑖,𝑗
𝑛 A𝑖,𝑗 − (𝐹𝑖+0.5,𝑗
𝑛 𝑢𝑖+0.5,𝑗𝛥𝑡𝛥𝑦𝑖,𝑗 − 𝐹𝑖−0.5,𝑗
𝑛 𝑢𝑖−0.5,𝑗𝛥𝑡𝛥𝑦𝑖,𝑗)
− (𝐹𝑖,𝑗+0.5
𝑛 𝑣𝑖,𝑗+0.5𝛥𝑡𝛥𝑥𝑖,𝑗 − 𝐹𝑖,𝑗−0.5
𝑛 𝑣𝑖,𝑗−0.5𝛥𝑡𝛥𝑥𝑖,𝑗) 
(2.92) 
𝑢𝑖+0.5,𝑗𝛥𝑡𝛥𝑦𝑖,𝑗はセル境界(𝑖 + 0.5, 𝑗)の上流𝑢𝑖+0.5,𝑗𝛥𝑡の領域の面積となり、𝐹𝑖+0.5,𝑗
𝑛 はその領域の面積率
を意味する。よって𝐹𝑖+0.5,𝑗
𝑛 𝑢𝑖+0.5,𝑗𝛥𝑦𝑖,𝑗とはセル境界(𝑖 + 0.5, 𝑗)からセル(𝑖, 𝑗)に流出入する流体の面積を
意味する。セル境界(𝑖 + 0.5, 𝑗)から流出入する流体面積を𝛥𝐴𝑖+0.5,𝑗とおいて式を書き直すと、以下の式
になる。 
𝐹𝑖,𝑗
𝑛+1A𝑖,𝑗 = 𝐹𝑖,𝑗
𝑛 A𝑖,𝑗 − (𝛥𝐴𝑖+0.5,𝑗 − 𝛥𝐴𝑖−0.5,𝑗) − (𝛥𝐴𝑖,𝑗+0.5 − 𝛥𝐴𝑖,𝑗−0.5) (2.93) 
この式の x方向の移流を図示すると図 2.17のようになる。 
よって、全セル境界に対する𝛥𝐴を求めることで、流体の移流計算を行う。𝛥𝐴は 2.3.4で示した方法
で求める。 
図 2.17 X方向の移流図 
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2.4.4 各項の計算方法 
ここで、フラクショナルステップ法の各項の計算方法を説明する。 
(a) 対流項 
対流項は流体の運動量の移動を表した項である。対流項の効果をまとめると以下の式になる。 
𝜕𝜙𝑖,𝑗
𝜕𝑡
= −8
𝜕(𝜙𝑖,𝑗𝑢𝑖,𝑗)
𝜕𝑥
+
𝜕(𝜙𝑖,𝑗𝑣𝑖,𝑗)
𝜕𝑦
9 (2.94) 
これを離散化すると以下の式になる。 
𝜙𝑖,𝑗
∗ − 𝜙𝑖,𝑗
𝑛
𝛥t
= −8
𝜙𝑖+0.5,𝑗
𝑛 𝑢𝑖+0.5,𝑗
𝑛 −𝜙𝑖−0.5,𝑗
𝑛 𝑢𝑖−0.5,𝑗
𝑛
𝛥𝑥𝑖,𝑗
+
𝜙𝑖,𝑗+0.5
𝑛 𝑣𝑖,𝑗+0.5
𝑛 − 𝜙𝑖,𝑗−0.5
𝑛 𝑣𝑖,𝑗−0.5
𝑛
𝛥𝑦𝑖.𝑗
9 (2.95) 
ここで𝜙∗は対流項の効果を受けた物理量𝜙である。この式の両辺にセルの面積の式A =  𝛥𝑥𝛥𝑦を掛ける
と以下の式になる。 
A𝑖,𝑗
𝜙𝑖,𝑗
∗ − 𝜙𝑖,𝑗
𝑛
𝛥t
= −{(𝜙𝑖+0.5,𝑗
𝑛 𝑢𝑖+0.5,𝑗
𝑛 −𝜙𝑖−0.5,𝑗
𝑛 𝑢𝑖−0.5,𝑗
𝑛 )𝛥𝑦𝑖.𝑗 + (𝜙𝑖,𝑗+0.5
𝑛 𝑣𝑖,𝑗+0.5
𝑛 − 𝜙𝑖,𝑗−0.5
𝑛 𝑣𝑖,𝑗−0.5
𝑛 )𝛥𝑥𝑖,𝑗} 
𝐴𝑖,𝑗(𝜙𝑖,𝑗
∗ − 𝜙𝑖,𝑗
𝑛 ) = −𝛥𝑡{(𝜙𝑖+0.5,𝑗
𝑛 𝑢𝑖+0.5,𝑗
𝑛 − 𝜙𝑖−0.5,𝑗
𝑛 𝑢𝑖−0.5,𝑗
𝑛 )𝛥𝑦𝑖.𝑗 + (𝜙𝑖,𝑗+0.5
𝑛 𝑣𝑖,𝑗+0.5
𝑛 − 𝜙𝑖,𝑗−0.5
𝑛 𝑣𝑖,𝑗−0.5
𝑛 )𝛥𝑥𝑖,𝑗} 
𝐴𝑖,𝑗𝜙𝑖,𝑗
∗ = 𝐴𝑖,𝑗𝜙𝑖,𝑗
𝑛  
−*(𝜙𝑖+0.5,𝑗
𝑛 𝑢𝑖+0.5,𝑗
𝑛 𝛥𝑡𝛥𝑦𝑖.𝑗 − 𝜙𝑖−0.5,𝑗
𝑛 𝑢𝑖−0.5,𝑗
𝑛 𝛥𝑡𝛥𝑦𝑖.𝑗)
+(𝜙𝑖,𝑗+0.5
𝑛 𝑣𝑖,𝑗+0.5
𝑛 𝛥𝑡𝛥𝑥𝑖,𝑗 − 𝜙𝑖,𝑗−0.5
𝑛 𝑣𝑖,𝑗−0.5
𝑛 𝛥𝑡𝛥𝑥𝑖,𝑗)+
 
(2.96) 
ここで、物理量は流体内に含まれているため、流体面積の情報を考慮する必要がある。よって、セル
内体積率 Fの式を導入して以下の式にする。 
𝐴𝑖,𝑗𝜙𝑖,𝑗
∗ 𝐹𝑖,𝑗
𝑛+1 = 𝐴𝑖,𝑗𝜙𝑖,𝑗
𝑛 𝐹𝑖,𝑗
𝑛
− {(𝜙𝑖+0.5,𝑗
𝑛 𝑢𝑖+0.5,𝑗
𝑛 𝛥𝑡𝛥𝑦𝑖.𝑗𝐹𝑖+0.5,𝑗
𝑛 − 𝜙𝑖−0.5,𝑗
𝑛 𝑢𝑖−0.5,𝑗
𝑛 𝛥𝑡𝛥𝑦𝑖.𝑗𝐹𝑖−0.5,𝑗
𝑛 )
+ (𝜙𝑖,𝑗+0.5
𝑛 𝑣𝑖,𝑗+0.5
𝑛 𝛥𝑡𝛥𝑥𝑖,𝑗𝐹𝑖,𝑗+0.5
𝑛 − 𝜙𝑖,𝑗−0.5
𝑛 𝑣𝑖,𝑗−0.5
𝑛 𝛥𝑡𝛥𝑥𝑖,𝑗𝐹𝑖,𝑗−0.5
𝑛 )} 
(2.97) 
これは(2.92)式に物理量𝜙を追加した式である。よってセル境界(𝑖 + 0.5, 𝑗)の上流部分の流体面積を
ΔA𝑖+0.5,𝑗と表すと、上の式は以下の式に書き直せる。 
𝐴𝑖,𝑗𝜙𝑖,𝑗
∗ 𝐹𝑖,𝑗
𝑛+1 = 𝐴𝑖,𝑗𝜙𝑖,𝑗
𝑛 𝐹𝑖,𝑗
𝑛
− {(𝜙𝑖+0.5,𝑗
𝑛 ΔA𝑖+0.5,𝑗 − 𝜙𝑖−0.5,𝑗
𝑛 ΔA𝑖−0.5,𝑗)
+ (𝜙𝑖,𝑗+0.5
𝑛 ΔA𝑖,𝑗+0.5 − 𝜙𝑖,𝑗−0.5
𝑛 ΔA𝑖,𝑗−0.5)} 
(2.98) 
よってΔ𝐴に含まれる物理量𝜙がセル(𝑖, 𝑗)内に流出入することを意味する。𝛥Aは流体の輸送計算の際
に求めたものである。最終的に、𝜙𝑖,𝑗
∗ は以下の式で得られる。 
𝜙𝑖,𝑗
∗ = 𝜙𝑖,𝑗
𝑛
𝐹𝑖,𝑗
𝑛
𝐹𝑖,𝑗
𝑛+1   −
{(𝜙𝑖+0.5,𝑗
𝑛 ΔA𝑖+0.5,𝑗 − 𝜙𝑖−0.5,𝑗
𝑛 ΔA𝑖−0.5,𝑗) + (𝜙𝑖,𝑗+0.5
𝑛 ΔA𝑖,𝑗+0.5 − 𝜙𝑖,𝑗−0.5
𝑛 ΔA𝑖,𝑗−0.5)}
𝐴𝑖,𝑗𝐹𝑖,𝑗
𝑛+1  (2.99) 
また、移流項の計算結果を𝜙の変化量として与えると他の項と計算方法を統一できるため、移流項
による変化量をC(𝜙)として、以下の式で求める。 
C(𝜙𝑖,𝑗
𝑛 ) = 𝜙𝑖,𝑗
∗ − 𝜙𝑖,𝑗
𝑛  (2.100) 
ここで、C(𝜙)の添字を(𝑖, 𝑗)と示しているように、対流項の効果はセル中心に適用されるものである。
スタッガード格子ではセル境界にも物理量が存在するため、セル境界に対しては以下の式を使用して
対流項の効果を与える。 
C(𝜙𝑖±0.5,𝑗
𝑛 ) =
C(𝜙𝑖,𝑗
𝑛 ) + C(𝜙𝑖±1,𝑗
𝑛 )
2
 (2.101) 
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C(𝜙𝑖,𝑗+0.5
𝑛 ) =
C(𝜙𝑖,𝑗
𝑛 ) + C(𝜙𝑖,𝑗±1
𝑛 )
2
 (2.102) 
 
(b)拡散項 
拡散項の効果を Vと置くと、拡散項の式は以下の式になる。 
𝑉(𝜙𝑖,𝑗) = 𝛥t
𝜕
𝜕𝑥
4𝜇
𝜕𝜙𝑖,𝑗
𝜕𝑥
5 + 𝛥t
𝜕
𝜕𝑦
4𝜇
𝜕𝜙𝑖,𝑗
𝜕𝑦
5 (2.103) 
この式を離散式にすると以下の式になる。 
V(𝜙𝑖,𝑗
𝑛 ) = μ𝛥t 4
𝜕
𝜕𝑥
6
𝜙𝑖+0.5,𝑗
𝑛 − 𝜙𝑖−0.5,𝑗
𝑛
𝛥𝑥𝑖,𝑗
7 +
𝜕
𝜕𝑦
6
𝜙𝑖,𝑗+0.5
𝑛 − 𝜙𝑖,𝑗−0.5
𝑛
𝛥𝑦𝑖.𝑗
75 
V(𝜙𝑖,𝑗
𝑛 ) = μ𝛥t
(
 
 
𝜙𝑖+1,𝑗
𝑛 − 𝜙𝑖,𝑗
𝑛
𝛥𝑥𝑖+0.5,𝑗
−
𝜙𝑖,𝑗
𝑛 − 𝜙𝑖−1,𝑗
𝑛
𝛥𝑥𝑖−0.5,𝑗
𝛥𝑥𝑖,𝑗
+
𝜙𝑖,𝑗+1
𝑛 − 𝜙𝑖,𝑗
𝑛
𝛥𝑦𝑖,𝑗+0.5
−
𝜙𝑖,𝑗
𝑛 − 𝜙𝑖,𝑗−1
𝑛
𝛥𝑦𝑖,𝑗−0.5
𝛥𝑦𝑖,𝑗
)
 
 
 (2.104) 
𝛥x𝑖±0.5,𝑗 =
𝛥𝑥𝑖,𝑗 + 𝛥𝑥𝑖±1,𝑗
2
 (2.105) 
𝛥y𝑖,𝑗±0.5 =
𝛥𝑦𝑖,𝑗 + 𝛥𝑦𝑖,𝑗±1
2
 (2.106) 
拡散項も対流項と同様にセル境界を直接計算できないため、セル境界への適応のために以下の式を
使用する。 
V(𝜙𝑖±0.5,𝑗
𝑛 ) =
V(𝜙𝑖,𝑗
𝑛 ) + V(𝜙𝑖±1,𝑗
𝑛 )
2
 (2.107) 
V(𝜙𝑖,𝑗+0.5
𝑛 ) =
V(𝜙𝑖,𝑗
𝑛 ) + V(𝜙𝑖,𝑗±1
𝑛 )
2
 (2.108) 
 
(c)外力項の計算 
𝑀は加速度であるため、流速にのみ作用する。その効果を𝑀(𝜙)と置くと以下の式で計算される。 
𝑀(𝑢𝑖±0.5,𝑗
𝑛 ) = 𝛥𝑡
𝑀𝑥𝑖,𝑗 +𝑀𝑥𝑖±1,𝑗
2
 (2.109) 
𝑀(𝑣𝑖,𝑗±0.5
𝑛 ) = 𝛥𝑡
𝑀𝑦𝑖,𝑗 +𝑀𝑦𝑖,𝑗±1
2
 (2.110) 
(d)圧力項の計算 
(a)、(b)、(c)の手順によって対流項 Cと拡散項 Vと外力項Mを計算し、以下の式で仮の速度 u’、v’
を求める。 
𝑢′ = 𝑢𝑛 + ∆𝑡*−𝐶(𝑢𝑛) + 𝑉(𝑢𝑛) +𝑀(𝑢𝑛)+ (2.111) 
𝑣′ = 𝑣𝑛 + ∆𝑡*−𝐶(𝑣) + 𝑉(𝑣𝑛) + 𝑀(𝑣𝑛)+ (2.112) 
これらの式を(2.24)式に適用して圧力𝑝を計算する。(2.24)式を離散化し、展開していくと以下の式
になる。 
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𝜕
𝜕𝑥
6
𝑝𝑖+0.5,𝑗
𝑛+1 − 𝑝𝑖−0.5,𝑗
𝑛+1
∆𝑥𝑖.𝑗
7 +
𝜕
𝜕𝑦
6
𝑝𝑖,𝑗+0.5
𝑛+1 − 𝑝𝑖,𝑗−0.5
𝑛+1
∆𝑦𝑖,𝑗
7 =
𝜌
∆𝑡
4
𝑢𝑖+0.5,𝑗
′ − 𝑢𝑖−0.5,𝑗
′
∆𝑥𝑖,𝑗
+
𝑣𝑖,𝑗+0.5
′ − 𝑣𝑖,𝑗−0.5
′
∆𝑦𝑖.𝑗
5  
[
 
 
 
 
𝑝𝑖+1,𝑗
𝑛+1 − 𝑝𝑖,𝑗
𝑛+1
∆𝑥𝑖+0.5,𝑗
−
𝑝𝑖,𝑗
𝑛+1 − 𝑝𝑖−1,𝑗
𝑛+1
∆𝑥𝑖−0.5,𝑗
∆𝑥𝑖,𝑗
]
 
 
 
 
+
[
 
 
 
 
𝑝𝑖,𝑗+1
𝑛+1 − 𝑝𝑖,𝑗
𝑛+1
∆𝑦𝑖,𝑗+0.5
−
𝑝𝑖,𝑗
𝑛+1 − 𝑝𝑖,𝑗−1
𝑛+1
∆𝑦𝑖,𝑗−0.5
∆𝑦𝑖,𝑗
]
 
 
 
 
 
=
𝜌
∆𝑡
4
𝑢𝑖+0.5,𝑗
′ − 𝑢𝑖−0.5,𝑗
′
∆𝑥𝑖,𝑗 
+
𝑣𝑖,𝑗+0.5
′ − 𝑣𝑖,𝑗−0.5
′
∆𝑦𝑖,𝑗
5 
 
𝑝𝑖+1,𝑗
𝑛+1 − 𝑝𝑖,𝑗
𝑛+1
∆𝑥𝑖+0.5,𝑗∆𝑥𝑖,𝑗
+
−𝑝𝑖,𝑗
𝑛+1 + 𝑝𝑖−1,𝑗
𝑛+1
∆𝑥𝑖−0.5,𝑗∆𝑥𝑖,𝑗
+
𝑝𝑖,𝑗+1
𝑛+1 − 𝑝𝑖,𝑗
𝑛+1
∆𝑦𝑖,𝑗+0.5∆𝑦𝑖,𝑗
+
−𝑝𝑖,𝑗
𝑛+1 + 𝑝𝑖,𝑗−1
𝑛+1
∆𝑦𝑖,𝑗−0.5∆𝑦𝑖,𝑗
 
=
𝜌
∆𝑡
4
𝑢𝑖+0.5,𝑗
′ − 𝑢𝑖−0.5,𝑗
′
∆𝑥𝑖,𝑗 
+
𝑣𝑖,𝑗+0.5
′ − 𝑣𝑖,𝑗−0.5
′
∆𝑦𝑖,𝑗
5 
 
1
∆𝑥𝑖+0.5,𝑗∆𝑥𝑖,𝑗
𝑝𝑖+1,𝑗
𝑛+1 +
1
∆𝑥𝑖−0.5,𝑗∆𝑥𝑖,𝑗
𝑝𝑖−1,𝑗
𝑛+1 +
1
∆𝑦𝑖,𝑗+0.5∆𝑦𝑖,𝑗
𝑝𝑖,𝑗+1
𝑛+1 +
1
∆𝑦𝑖,𝑗−0.5∆𝑦𝑖,𝑗
𝑝𝑖,𝑗−1
𝑛+1
− 4
1
∆𝑥𝑖+0.5,𝑗∆𝑥𝑖,𝑗
+
1
∆𝑥𝑖−0.5,𝑗∆𝑥𝑖,𝑗
+
1
∆𝑦𝑖,𝑗+0.5∆𝑦𝑖,𝑗
+
1
∆𝑦𝑖,𝑗−0.5∆𝑦𝑖,𝑗
5𝑝𝑖,𝑗
𝑛+1 
=
𝜌
∆𝑡
4
𝑢𝑖+0.5,𝑗
′ − 𝑢𝑖−0.5,𝑗
′
∆𝑥𝑖,𝑗 
+
𝑣𝑖,𝑗+0.5
′ − 𝑣𝑖,𝑗−0.5
′
∆𝑦𝑖,𝑗
5 
(2.113) 
(2.113)式は、圧力がセル長さによって構成される係数を持っている式である。右辺は既知の値で不
変であるため、係数を𝛼、右辺を𝛽に置き換えると以下の式ができる。 
𝛼𝑖+1,𝑗𝑝𝑖+1,𝑗
𝑛+1 + 𝛼𝑖−1,𝑗𝑝𝑖−1,𝑗
𝑛+1 + 𝛼𝑖,𝑗+1𝑝𝑖,𝑗+1
𝑛+1 + 𝛼𝑖,𝑗−1𝑝𝑖,𝑗−1
𝑛+1 + 𝛼𝑖,𝑗𝑝𝑖,𝑗
𝑛+1 = 𝛽𝑖,𝑗 (2.114) 
反復解法を適応するには(2.114)式を行列の式にしなければならない。そのためには pを一列の行列
にする必要がある。さらに Navier-Stokes方程式が水中セルのみに適用されることから、pは水中セ
ルの圧力のみで構成しなければならない。そのため、例えば図 2.18のような格子において太線に囲
まれた格子が水中セルである場合、左下の水中セルから番号を割り当てていく。そして圧力𝑝を(2.115)
式のように割り当てられた番号順に構成していくことによって圧力𝑝を一列で構成する。 
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 p =
[
 
 
 
 
 
𝑝1,1 
𝑝1,2 
𝑝1,3 
⋮
𝑝𝑖,𝑗−1
𝑝𝑖,𝑗  ]
 
 
 
 
 
⋯1
⋯2
⋯3
⋮
⋯𝑇 − 1
⋯𝑇
 (2.115) 
また、𝛼は pの係数であるため、次のような𝑇 × 𝑇の疎行列に変換される。 
𝛼 =
(
 
 
 
𝛼1,1 𝛼1,2 0 ⋯ ⋯ ⋯ 0 𝛼2,1 0 ⋯ ⋯ ⋯
𝛼2,1 𝛼2,2 𝛼2,3 0 ⋯ ⋯ ⋯ 0 𝛼3,1 0 ⋯ ⋯
⋮ ⋯ ⋯ ⋯ ⋯ ⋯ ⋯ ⋯ ⋯ ⋯ ⋯ ⋯
⋮ 0 𝛼𝑖−1,𝑗 0 ⋯ 0 𝛼𝑖,𝑗−1 𝛼𝑖,𝑗 𝛼𝑖,𝑗+1 0 ⋯ ⋯
⋮ ⋯ ⋯ ⋯ ⋯ ⋯ ⋯ ⋯ ⋯ ⋯ ⋯ ⋯
0 ⋯ ⋯ ⋯ ⋯ 0 𝛼𝑛−1,𝑚 0 ⋯ 0 𝛼𝑛,𝑚−1 𝛼𝑛,𝑚)
 
 
 
 (2.116) 
𝛼が入っていない要素は全て 0である。また、隣接するセルが壁セルや界面セルだった場合、係数𝛼に
該当する圧力𝑝が存在しないため、圧力を補正する必要になる。この方法に関しては 2.5境界条件で
後述する。 
この方法で𝑝, 𝛼, 𝛽を変換することで、(2.114)式を以下の行列式にすることができる。 
𝛼𝑝 = 𝛽 (2.117) 
この行列式を反復解法で複数計算を繰り返すことで圧力 pの近似値を求める。反復解法にはガウ
ス・ザイデル法、SOR法、共役勾配法などがあるが、本研究では収束速度が速く、非対称行列でも
安定して計算ができる双共役勾配法を使用した。双共役勾配法の計算はプログラム言語 pythonの高
速計算モジュール scipy中に用意されている scipy.sparse.linalg.isolve.bicgstabを使用した。 
(a)～(d)の手順で得た仮の速度𝑢′, 𝑣′と圧力𝑝を、(2.87)、(2.88)式に適応することで、次ステップ𝑛 + 1
の速度𝑢𝑛+1、𝑣𝑛+1が得られる。また、(2.87)、(2.88)式は隣接するセルの圧力差が速度に影響を与え
る式であり、水中セルに隣接するセル境界に対して計算される式である。そのため、水中セルと接し
ていないセル境界では、圧力が正確に計算できないため適用できない。そのためそのセル境界の速度
は補正を行う必要がある。その補正に関しては 2.5にて後述する。 
 
 
  
図 2.18 圧力の番号割り当て図 
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2.5 境界条件 
2.4で説明したことは Navier-Stokes方程式と連続の式に関する解法であり、これらの式は主に一
流体で満たされている水中セルに対して適用される解法である。そのため、液体以外の物質が存在す
る壁セルや界面セルには特別な方法を使用する必要がある。以下に壁面境界と界面境界に関するアル
ゴリズムについて示す。 
2.5.1 壁面境界条件 
本研究では壁面境界の単純化を図るために、壁セルは壁のみで構成されており、流体や空気がセル
内に侵入しないものとする。 
(a)速度の補正 
速度に関しては、壁面に鉛直な速度成分と水平な速度成
分に分けて考える。壁面に鉛直な速度成分は、壁に流体が
浸入することはないため 0である。本研究で使用している
のはスタッガード格子であり、速度は格子境界に存在する
ため、壁セルと流体が存在しているセルの境界における速
度を 0と補正する。 
次に水平な速度成分であるが、これには滑りがあると仮
定するスリップ境界と滑りがないと仮定するノンスリップ
境界がある。 
スリップ境界の場合、壁面摩擦による速度の減衰を考慮
しないため、壁面には隣接する流体と同じ速度が存在して
いるものとして考える。この条件を満たすために、線形補
間で壁面境界における速度を計算したときに流体セルと同
じ値になる速度を壁セル内に補正する。具体的には、壁セ
ル内の水平速度を隣接する流体セルの水平速度の値と同じ
にする。 
ノンスリップ境界の場合は、壁面の水平速度が 0であると仮定する。そのため、スリップ境界とは
逆に、隣接する流体セルの水平速度に−1をかけた値を壁セル内部の水平速度とする。 
以上をまとめると、壁面の境界条件では以下の式で補正を行う。 
𝑢𝑤𝑎𝑙𝑙 = {
𝑢𝑓𝑙𝑢𝑖𝑑   (スリップ境界)
−𝑢𝑓𝑙𝑢𝑖𝑑   (ノンスリップ境界)
 (2.118) 
v𝑤𝑎𝑙𝑙 = 0 (2.119) 
ここで、uは壁面に水平な速度、vは壁面に鉛直な速度とする。 
(b)圧力の補正 
壁面で発生する圧力は、壁面にかかる水圧に等しいため、以下の式で隣接する流体セルの圧力と同
じ値にする。 
𝑝𝑤𝑎𝑙𝑙 = 𝑝𝑓𝑙𝑢𝑖𝑑 (2.120) 
この補正は、2.4.4(d)のNavier-Stokes方程式の圧力項を計算する際に影響する。(2.114)式で圧力
の係数 αを考慮する際、例えば格子番号(i、j)に隣接するセル(i+1、j)が壁セルである場合、(2.50)式
より以下の式が成り立つ。 
𝑝𝑖+1,𝑗 = 𝑝𝑖,𝑗 (2.121) 
図 2.19 スリップ境界（上）と 
ノンスリップ境界（下）の補正図 
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そのため、𝑝𝑖+1,𝑗の係数α𝑖+1,𝑗は𝑝𝑖,𝑗の係数α𝑖,𝑗に加算される。 
(c)法線ベクトルの補正 
2.3.4で法線ベクトルは隣接するセルの体積率 Fの勾配から計算することを説明した。しかし、壁
セルには流体が存在しないため、壁セルに隣接する界面セルでは正確な法線ベクトルを求めることが
できない。本来なら壁の入射角を考慮して法線ベクトルを設定するが、本研究ではプログラムの単純
化を図るため、壁セルに接しているセル角の法線ベクトルを 0とした。 
 
2.5.2 界面境界条件 
界面セルには流体が存在するため、輸送計算のために適切な速
度を与えることが必要であるが、2.4で説明した計算は水中セル
のみで計算されるため、界面セルに適切な速度を与えることがで
きない。そのため界面境界条件による補正が重要になる。 
(a)圧力の補正 
一流体モデルの場合、水面にかかる圧力は大気圧のみである。
大気圧は 0として考えるのが基本であるため、水面における圧力
は 0とする。セル内における圧力の定義点はセル中心であるため、
水面の圧力が 0になるようにセル中心の圧力を補正する。 
方法としては、PLIC型 VOF法から得られるセル内の水面の
高さ hとセルの長さ𝛥yより、界面セルに隣接する水中セルの圧
力から線形補間を利用して次の式から計算する。 
𝑝𝑠𝑢𝑟𝑓 = 41 −
𝛥𝑦𝑓𝑙𝑢𝑖𝑑 + 𝛥𝑦𝑠𝑢𝑟𝑓
𝛥𝑦𝑓𝑙𝑢𝑖𝑑 + 2ℎ
5 p𝑓𝑙𝑢𝑖𝑑 (2.122) 
界面が𝑥方向に存在する場合、𝑦を𝑥に置き換えれば計算できる。(2.122)で求めた圧力を壁面境界の場
合と同様に(2.114)式の計算に入れる。ただし、界面の圧力補正は周囲のセルの状況によって補正が変
わるため、その分類について説明する。 
(1) 水中セルと隣接していない場合 
水中セルがないので圧力を求めることができず、速度の算出ができない。そのため、後述する速度
補正を使用することにより必要な速度を得ることができる。 
 
  
図 2.21 水中セルに接していない界面セルの圧力補正 
図 2.20 界面セルの圧力定義 
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(2) 一個の水中セルと接している場合 
水中セルが一つだけなので、そのセルに(2.116)式を適用して圧力を補間する。 
(3) 二個の水中セルと接している場合 
水中セルで挟まれる、つまり同じ方向に水中セルが存在する場合は起こりにくいと考えられるため、
𝑥と𝑦の二方向に水中セルが一個づつ存在すると仮定して考える(図 2.23左)。二方向から圧力が補正さ
れるため、それぞれの方向別に(2.53)式を適用して圧力を方向別に与える。また、界面の傾きによっ
ては界面までの長さ hが非常に長く、この方法を使用できない場合がある（図 2.23 右）。その場合、
その方向は補正から除外し、界面までの長さが短い方のセルから補正を行い、補正した方向の圧力を
鉛直方向の圧力に使用する。 
(4) 三個の水中セルに接している場合 
この場合、水中セルではないセルが一方向のみ存在することになる。水中に挟まれている方向界面
と接触する可能性が低いため、水中セルに挟まれていない方向の水中から圧力を補正する。この圧力
を鉛直方向にも適用する。 
 
図 2.22 一個の水中セルと接している界面セルの圧力補正 
図 2.24 三個の水中セルに接している界面セルの圧力補正 
図 2.23 二個の水中セルに接している界面セルの圧力補正 
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(b)速度の補正 
速度の補正は、以下に示す連続の式を満たすように与える。 
𝜕𝑢
𝜕𝑥
+
𝜕𝑣
𝜕𝑦
= 0  (2.123) 
まず圧力による速度補正を行っていない、水中セルに一個も接していない界面セルに対して速度補
正を行う。まず界面ベクトルの方向から、流体が存在しているセル境界を指定する。そのセル境界に
対して、図 2.25 のように向かい側のセル境界の速度から補正を行う。水が存在していない方のセル
境界に対する補正はこの補正を行った後に行う。 
 
次に、圧力による加速を行っていないのは、空セルと接しているセル境界であるため、この境界に対
して補正を行う。この補正は接している空セルの数によって方法が変わる。 
(1) 接している空セルが一個の場合 
速度補正は、空セルのある位置が対象セルの正側か負側かで式が変化する。まず空セルが存在する
方向を D として、x や y の代わりに使用し、補正するセル境界の速度Vを、補正後のセル境界の速度
をV′と置く。 
空セルが正側にある場合、補正速度V′は以下の式で計算できる。 
V′ = −8
𝑢𝑖+0.5,𝑗 − 𝑢𝑖−0.5,𝑗
𝛥𝑥𝑖,𝑗
+
𝑣𝑖,𝑗+0.5 − 𝑣𝑖,𝑗−0.5
𝛥𝑦𝑖,𝑗
9ΔD + V  (2.124) 
空セルが負側にある場合、以下の式で計算される。 
V′ = 8
𝑢𝑖+0.5,𝑗 − 𝑢𝑖−0.5,𝑗
𝛥𝑥𝑖,𝑗
+
𝑣𝑖,𝑗+0.5 − 𝑣𝑖,𝑗−0.5
𝛥𝑦𝑖,𝑗
9ΔD − V (2.125) 
図 2.26の場合なら、y方向の正側に補正が必要になる。 
 
図 2.26 一個の空セルに接しているの場合の速度補正 
図 2.25 水中セルに接していないセルの速度
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(2) 接している空セルが二個の場合 
この場合、対角側の速度から補正を行う。 
(3) 接している空セルが三個の場合 
この場合、水が存在する方向のみ補正を行い、空セルに挟まれている方向の補正は行わない。 
 
  
図 2.27 二個の空セルに接しているの場合の速度補正 
図 2.28 三個の空セルに接している場合の速度補正 
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2.5.3 流入境界条件 
 
水を流入させる際には、セル境界に対して流入境界条件を適応する。境界条件の基本的な考えは、
セル境界の上流セルに存在する水の体積を減らさずに下流セルに流入させる。その性質上 Navier- 
Stokes方程式の計算を行うことができないため、以下の補正が必要になる。 
(a) 圧力の補正 
流入境界の前後で圧力の変化がないものと仮定して、以下の式で圧力補正を行う。 
𝑝𝑈𝑊 = 𝑝𝐷𝑊 (2.126) 
ここで UWは上流セル、DWは下流セルを示す添え字である。 
(b) 速度の定義 
速度 Vは直接値を入力して、流入する体積を決定する。 
(c) 断面 Lの定義 
VOF法のようにセルに水面を含む場合(図 2.29)、断面 Lを定義することで流入断面を指定する。L
の値は下流セルに合わせず、直接入力する。 
(d) 物理量の移流 
 まず流入させる流体面積𝛥𝐴は以下の式で計算する。 
𝛥𝐴 = 𝐿𝑉𝛥𝑡 (2.127) 
これを下流セルに対してのみ移流させる。また、流入する流体は流入方向に運動量を持っているため、
その運動量も下流セルに加える。図 2.29の場合なら x方向に運動量を加える。 
 
また流入セル境界は上流セルの流体面積に影響を与えないため、正確な解析のために上流セルを壁
セルにする必要がある。 
  
図 2.29 流入セル境界の概略図 
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2.6 計算実行時の注意点 
2.6.1 二方向同時移流の問題 
まず格子法による移流計算は、セル境界から流出入する流体を計算するため、斜め方向の移動量を
計算することができない。そのため、二方向を同時に移流させると、図 2.29の斜線部に示すように
重複する領域が発生してしまう。これを避けるため、移流計算は一方向の移流を終えてから、他方向
の移流を行う。手順は以下の通りである。 
(1) 初期の体積率𝐹から PLIC型 VOF法で水面形状を求め  
る。 
(2) 基礎式を解いて速度を求める。 
(3) 𝑥方向に流体を移流させる。 
(4) 計算された VOF値から水面形状を再計算する。 
(5) 𝑦方向に流体を移流させる。 
ここで注意しなければならない点は、連続の式は全方向の
速度から成立しているため、１方向のみでは連続の式が成立
せず、体積率𝐹が 1.0 未満になったり、1.0 を超えてしまう
場合があることである。この問題を放置すると、水中セルで移流計算しなければならないセルを、界
面セルとして計算してしまう。この解決策として、移流計算前に水中セルだった流体セルは、移流計
算中は𝐹がどんな値であろうと水中セルとして扱うという方法をとった。 
 
2.6.2 数値計算の安定性 
数値流体解析には安定性の指標を示すクーラン数 Cがある。クーラン数は以下の式から得られるパ
ラメータで、一回の計算で何個分の格子間隔を移動するかを意味する値である。 
C = 𝑢 ∙
Δt
𝛥𝑥
 (2.128) 
格子法は隣接する格子から流出入する物理量を計算する方法であり、その性質上一回の計算で一個
以上の格子をまたいで物理量を移流させることができない。そのため、クーラン数 C<1であること
が必要である。このために時間時間 dtを小さくするか、セル幅 dxを大きくとる必要があるが、前者
は計算時間が長くなり、後者は精度が悪くなる。計算内容によって𝛥𝑡と𝛥𝑥のバランスを考えることが
大切である。 
2.6.3 数値誤差の問題 
コンピュータは計算の際、必ず数値誤差を含む。そのため、体積率𝐹が正確に 1.0や 0.0にならず、
(2.12)式で示した条件では水中セルや空セルを正しく評価できない。そのため、許容誤差 eを導入し
て、(2.12)式を以下の条件にする必要がある。 
 
{
            𝐹 < e  ⋯⋯   空セル 
e < 𝐹 < 1.0 − e ⋯⋯  界面セル
            𝐹 > 1.0 − e ⋯⋯  水中セル  
 (2.129) 
本研究では、e = 10−4とした。 
  
図 2.30 二方向同時移流の概要図 
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2.6.4 空セルの速度修正 
セルから水が全て流出して空セルに変化する際、計算で定義されたセル境界の速度が残留する。こ
の空セルに流体が浸入すると、この残留した速度が影響を及ぼし、正しく計算できない場合がある。
そのため、空セルに隣接するセル境界の速度は、全て 0 に修正する。この速度修正は 2.5.2で示した
界面境界条件の速度補正よりも前に行う。 
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2.7 計算フロー 
以下に数値流体解析の計算フローを示す。 
 
開始 
格子生成 
初期条件(体積率 F、速度、𝛥𝑡等)
の入力 
移流項以外のNavier-Stokes式 
の計算 
物理量（𝐹と速度）の 
移流計算 
界面形状の捕捉 
水面形状の捕捉 
n>計算回数
n=0 
終了 
𝑛 = 𝑛 + 1 
流体セルの分類 
速度補正 
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2.8 段波解析の条件 
ここでは段波解析の際に使用した計算条件を示す。 
 
2.8.1 段波のモデル化 
数値解析では、福井ら(1963)が提案した段波の平均流速の式を使用して段波を発生させた。その式
は以下の通りである。 
ここで、?̅?は段波の平均流速、𝐻𝑖は段波波高、𝑔は重力加速度、𝐻は段波水深、ℎは前浜水深、𝜂は福井
らが実験から求めた、ℎとHの比で決定する係数である。これは福井らの研究結果から 1.03とする。
この平均流速?̅?を鉛直方向に一様に与えて、図 2.31に示すように端から段波を流入させる。この流入
を T時間経過した時点で止めることで、周期を持った段波のモデル化を行った。 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
?̅? = 𝐻𝑖√
𝑔(𝐻 + ℎ)
2𝐻(𝐻 − 𝜂𝐻𝑖)
 (2.130) 
図 2.31 段波発生の概略図 
T経過後 
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2.8.2 段波発生条件 
段波解析の際には図 2.32に示す状況で行った。水深は、東京港湾中央防波堤外側の水深が 15~16m
であり、それに合わせて 15mとした。波高𝐻𝑖は 3mと 4mの二種類の段波を発生させ、それぞれの
波に対して壁高𝐻𝑤を 2m,3m,4m,5mと変化させて解析した。また、津波は数 10分の周期を持ってい
るため、10分(600sec)経過したら段波の流入を止めた。左端から壁までの距離を 8000mとしたのは、
壁に衝突して反射した段波が、左端の壁に反射して再び直立壁を襲うまでの時間をできる限り遅らせ
るためである。以上の条件を以下にまとめる。 
水深 h  ： 15m 
段波波高Hi ： 3m, 4m 
壁高 Hw ： 2m,3m,4m,5m 
流入時間 T ： 600sec 
 
  
図 2.32 段波解析の図 
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2.8.3 計算条件 
図 2.32で示した流れ場を解析するため、図 2.33に示す格子を構築した。左から 7000mの範囲の
セルの𝑥方向の長さ𝛥𝑥は3.5m、さらに500m範囲のセルの𝛥𝑥は1.0m、それより右の範囲のセルの𝛥𝑥は
0.5mにした。これは、壁に近い範囲のセルを細かくして、越波現象を精度よく解析するためである。
𝑦方向のセル長さ𝛥𝑦については、下から 14mの範囲は𝛥𝑦 = 3.5m、それより上の範囲は𝛥𝑦 = 0.5mと
して、𝑦方向には全部で 40個のセルを配置した。これは、下から 14mの範囲は水中であり、界面が
存在する領域を精度よく解析するためである。 
計算の時間間隔は 0.01secとし、計算時間は越波した段波の水位が壁より低くなるまで行った。ま
た、今回の解析のような大きな流れ場では粘性の影響は無視できる程小さいと考えられるため、計算
負荷軽減のため粘性項は飛ばして計算した。重力加速度 gは 9.8m/sec2として y軸の負の方向に与え
た。水の密度は 998.22kg/m3とした。 
以上の条件を以下にまとめる。 
 
使用格子数 ： 3610×40 
時間間隔Δt ： 0.01sec 
動粘性係数μ ： 0.0 kg/m.sec 
重力加速度 g ： 9.8 m/sec2 
水密度 ： 998.22kg/m3 
  
図 2.33 段波解析の図 
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2.8.4 解析項目 
段波解析の際に、図 2.34に示す項目の時々刻々の値を取得した。 
(1) 壁直前の水深 
直立壁の直前のセルにおける水面の高さを取得した。 
(2) 越波断面の平均流速 
直立壁を越えた領域の流速分布を平均して、越波断面の平均流速を算出した。位置は壁前面の端に
おける断面とした。 
(3) 越波量 
壁を越えた水の体積を取得して、越波量を取得した。越波した水が壁の後ろ側のスペースから溢れ
て段波に影響することを防ぐために、壁を越えて水の体積をカウントした後に水を消した。これによ
り、壁の後ろのスペースを最小限に抑えて、計算不可を減らした。 
 
  
図 2.34 越波時の解析項目 
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第 3章 実験概要 
 
3.1 実験装置 
3.1.1 実験水槽 
実験は長さ 16m、幅 0.4m、深さ 0.5mの二次元水路)を使用した。水路図を図 3.1に、写真を図 3.2
に示す。水路の一端は長さ 1.93m、幅 1.2m、深さ 2.0m の貯水槽(図 3.3)に繋がっており、貯水槽と
水路の間は水門(図 3.4)によって分断できる。貯水槽の中には三枚の消波板が設置されており、貯水槽
内の水面の揺れを抑えるようになっている。貯水槽の上には三角堰の付いた給水タンク(図 3.5)が設置
されており、給水タンクから溢れた水によって貯水槽に給水ができる。 
 
 
 
 
 
図 3.2 水路の写真 
図 3.1 実験水槽の概略図 
図 3.3 貯水槽と消波板の写真 
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水門から 13m離れた位置に直立堤防を想定した直立堤モデル(図 3.6)を設置した。厚さ 13mmの合
板を切断して、以下に示す 3パターンの板を用意した(図 3.7)。 
① 直立壁用 ：幅 40cm×長さ 25,27,29,31,33,35cm（各１枚） 
② 補強用 ：幅 10cm×長さ 10cm×2枚 
③ 天端用 ：幅 40cm×長さ 10cm×1枚 
③の板の穴には後述する底面流速計をはめ込むために、板の真中に半径 3.5cmの穴と、半径 4.0cm、
深さ 5mm の溝を開けた。これらの板を図 3.8 に示すように接着して直立堤モデルを制作した。設置
の際には、シリコーンシーラント材を使用して水路に接着し、隙間から水が漏れないようにした。 
 
 
図 3.4 水門の写真 
図 3.5 給水タンクの三角堰の写真 
図 3.8 直立堤モデルの組立図 
図 3.9 段波発生装置 
図 3.6 直立堤モデルの正面(左)と側面(右)の写真 
図 3.7 直立堤モデルに使用する板 
① 
② 
③ 
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水門の開閉は図 3.9に示す段波発生装置で行う。段波発生装置の電源を入れた後、コンプレッサー
のボタンを押す。水門はコンプレッサーによる空気圧で開閉するようになっており、右下のダイヤル
を「開」に合わせてボタンを押すと水門が開き、逆に「閉」に合わせてボタンを押すと水門が閉まる。 
 
3.1.2 計測装置 
(1) 底面流速計 
越波時の天端面における流速を計測するため、KENEK製の底面流速計を使用した(図 3.10)。底面
流速計は図 3.7 に示してある③の板の穴に埋め込む。底面流速計は電圧制御装置(図 3.11)に接続し、
電圧制御装置はGRAPHTEC製のデータレコーダーDATA PLATFORM GL3700(図 3.12)に接続した。
データレコーダーは専用のソフトの入ったコンピュータに接続することによって、データをコンピュ
ータに csv 形式で保存できる。底面流速計は水面変動を電圧(V)の変化として測定し、測定された電
圧は電圧制御装置によって調整される。電圧制御装置は下のダイヤルによって計測する流速の最大範
囲を±50, 100, 200,𝑐𝑚/𝑠𝑒𝑐- に変えることができ、電圧が 5V の時に最大流速となるように電圧を調
整する。また、上のダイヤルはデータを平均する時間間隔で、合わせたダイヤルの時間のデータを平
均して調整する。調整された電圧をデータレコーダーを通してコンピュータに保存する。本研究では
平均する時間間隔を 0.05[sec]とし、計測流速の範囲を±200,𝑐𝑚/𝑠𝑒𝑐-とし、データレコーダーの記録
時間間隔は 0.01[sec]とした。段波の規模によって越波時間が違うため、計測時間はケースごとに変わ
る。 
また、底面流速計は計測部分が水に浸かることで正確な流速を計測することができるが、越波現象
の性質上、実験開始時に天端は水に浸かっていないため、正確な計測ができない。この問題を回避す
るため、底面流速計の計測部分を湿らせて実験を開始した。 
流速の測定の手順を以下に示す。 
1. 底面流速計の上を水で浸し、電圧制御装置で初期電圧が 0Vになるように調整する。 
2. 段波の越波実験を行い、測定された電圧をコンピュータに記録する。 
3. データをコンピュータ上で電圧(V)から流速(cm/sec)に変換する。本研究の場合、5[V]の時
200[cm/sec]になるため、記録された電圧データに 40を掛けることで流速に変換できる。 
 
図 3.10 底面流速計 
図 3.11 電圧制御装置 
図 3.12 データレコーダー 
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(2) 容量式波高計 
段波の水面形と壁衝突時の水面形を計測するため、KENEK製の容量式波高計(図 3.13)を使用して、
壁直前(壁から 2cm離れた位置)と壁から 3m離れた位置の水面変動を測定した(図 3.14)。また、壁の
天端中心には底面流速計が設置されているため、壁直前の波高計は中心を避けて設置した(図 3.15)。 
容量式波高計は自動昇降機(図 3.16)によって固定されており、0.5cm単位で上下に移動させること
ができる。容量式波高計は電圧制御装置(図 3.17)とデータレコーダーに接続され、電圧をコンピュー
タに記録する。データレコーダーには流速測定に使用した DATA PLATFORM GL3700(図 3.12)を使
用しており、流速と同時に水面変動を同じロガーに繋いでいる。容量式波高計は水面変動を電圧(V)
に変換して測定し、電圧制御装置によって電圧を調整してコンピュータに記録する。電圧制御装置の
上のダイヤルで初期電圧の値を調整した。段波の壁衝突時の水位変動が大きく、データレコーダーの
測定範囲を越える場合があるため、初期電圧は−1.0,V-に合わせて測定した。同様の理由で、壁衝突
時の水位が波高計の測定範囲を超える場合があるため、容量式波高計は最低 5cm を水面に浸けるよ
うにして測定部分を確保した。 
以下に水面変動の測定手順を示す。 
1. 容量式波高計の先端から最低 5cmを静止水面下に沈める。 
2. 自動昇降機を使用して波高計の高さを 3cm 変えて、その間の電圧変動を記録する。これによっ
て、1cm当りの電圧変動の値を記録する。 
3. 波高計の高さを戻した後、初期電圧を−1,V-にする。 
4. 段波を発生させ、その間の水面変動を記録する。 
5. 記録された電圧データを 2.の手順によって得られた 1cm当りの電圧を使用して、cmに換算する。 
 
 
  
図 3.14 波高計設置位置 
 
図 3.13 容量式波高計 
 
図 3.15 壁直前の容量式波高計 
図 3.16 自動昇降機(左)と制御装置（右） 
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(3) 越波量測定 
壁を越えた水量を測定するため、次に示す 2通りの方法を用いた。 
1. 越波した水をケースに溜めて、水の重量を計測。その後、体積に換算する。 
2. 壁の後方に予め水を溜めて水位を測定し、越波前後の水位変化を壁後方の面積とかけることで越
波量とする。 
1.の方法は越波量が 20kg程度かそれ以下で、尐ない場合に使用する。ケースは長さ約 65cm✕幅約
40cm✕高さ約 18cmを使用し、プラスチック板を接着して側面の隙間を埋めた(図 3.18)。また、越波
量が多い場合重量計に運ぶ際に溢れる可能性があったため、水をバケツに移して計測した。重量計は
0.01kg単位で計測できるものを使用した(図 3.19)。段波を小さい場合から実験していき、この方法で
計測できないと判断した時、2.の方法を使用した。 
2.の方法で計測する際、予め水を溜めておくのは水路の歪みの影響を避けるためである。水路の後
方には下からせり上がるタイプの水門が設置されており、1mm 単位で高さを調整することができる
(図 3.20)。越波の規模が大きい場合、越波した水が水門と直立壁を越えてしまう可能性があるため、
水門の方は 30cm以上、直立壁の方は 20cm以上余裕高を確保する。また、直立壁に衝突した段波が
反対側の壁に反射して、再び直立壁を越波する場合があるため、越波が終わり水位が直立壁より低く
なった後、別の壁で水路をふさいで再度越波することを防ぐ必要がある。水位の測定には 0.5mm 単
位で測定できるアルミ尺を使用した。 
 
  
図 3.18 越波量測定のケース 図 3.19 重量計 図 3.20 水門 
図 3.17 電圧制御装置 
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3.2 段波の造波 
段波の造波は、水門を閉めて貯水槽内に水を貯め、水路と貯水槽間に水位差を作る。その後、水門
を一気に解放することで水路に水が流れ込み、段波が発生する。 
段波を造波する際に、水路と貯水槽の水位を予め決めておき、その水位に合わせてから水門を開放
する。以下にその手順を示す。 
① 水路の水深が目標水位より低い場合、水門を開けた状態で給水タンクから貯水槽に水を供給する。
逆に目標水位より高い場合は水門を開けた状態で貯水槽の排水パイプを開放して、水路の水を排
水する。 
② 水路の水位が目標水位に達した瞬間、水門を閉めて水路の水量を固定する。ここで水門を閉めて
も目標水位と異なる場合があるが、その調整は後で行う。 
③ 引き続き給水タンクから貯水槽に水を供給する。 
④ 給水タンクの供給は三角堰の越流を利用しているため、急に止めることができない。そのため、
目標水位の数 cm手前になったら水の供給を止め、更に貯水タンクの排水ポンプを開放して給水
を止める。 
⑤ ①～④の手順で水位が目標水位と異なる場合、バケツを利用して水位を合わせる。この手順では
水面が揺れて水位の判断が難しくなるため、次の二つの条件を満たした時目標水位に達したもの
とした。 
１．水の変動が目標水位の±1mmの範囲にあること 
２．水面変動の中心が目標水位の±0.5mmであると見込めること 
⑥ 水門を開放して段波を発生させる。 
以上が段波造波の手順である。 
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3.3 実験条件 
段波発生条件は水路の水深 hを 10cm,15cm,20cm、水路と貯水槽の水位差は 10cm,15cm,20cm, 
25cmとして、12ケース行った。段波発生の実験条件を表 3.1にまとめる。また、それぞれの段波に
対して、壁高を 25cm,27cm,29cm,31cm,33cm,35cmに変化させて実験を行った。全実験条件の水路
水深 hと天端高Hwと段波波高H𝑖を表 3.2にまとめる。Hiは壁から 3m離れた位置で計測した水位の
最大値である。 
 
 
  
表 3.1 段波発生条件 
ケース名 水路水深h(cm)
水路と貯水槽の
水位差(cm)
B1 10 10
B2 10 15
B3 10 20
B4 10 25
B5 15 10
B6 15 15
B7 15 20
B8 15 25
B9 20 10
B10 20 15
B11 20 20
B12 20 25
表 3.2 実験条件 
h[cm] Hw[cm] Hi[cm] h[cm] Hw[cm] Hi[cm] h[cm] Hw[cm] Hi[cm] h[cm] Hw[cm] Hi[cm] h[cm] Hw[cm] Hi[cm] h[cm] Hw[cm] Hi[cm]
B1 10 15 6.50 10 17 6.48 10 19 6.60 10 21 6.27 10 23 6.53 10 25 6.17
B2 10 15 8.11 10 17 7.70 10 19 7.76 10 21 7.72 10 23 7.70 10 25 7.83
B3 10 15 9.06 10 17 9.32 10 19 9.45 10 21 9.14 10 23 9.30 10 25 9.31
B4 10 15 10.84 10 17 10.87 10 19 10.53 10 21 11.05 10 23 11.22 10 25 11.21
B5 15 10 11.03 15 12 11.21 15 14 11.15 15 16 11.19 15 18 11.44 15 20 11.30
B6 15 10 10.75 15 12 9.89 15 14 9.59 15 16 10.45 15 18 10.03 15 20 10.39
B7 15 10 11.49 15 12 10.89 15 14 10.84 15 16 11.63 15 18 11.59 15 20 11.15
B8 15 10 12.88 15 12 12.04 15 14 12.82 15 16 12.00 15 18 12.41 15 20 12.08
B9 20 5 10.30 20 7 10.16 20 9 10.00 20 11 10.20 20 13 10.15 20 15 10.26
B10 20 5 16.07 20 7 15.83 20 9 17.05 20 11 16.67 20 13 16.57 20 15 16.86
B11 20 5 12.77 20 7 12.21 20 9 12.93 20 11 11.89 20 13 12.11 20 15 13.12
B12 20 5 14.62 20 7 14.38 20 9 14.63 20 11 14.31 20 13 15.00 20 15 14.30
ケース名
壁高=25[cm] 壁高=27[cm] 壁高=29[cm] 壁高=31[cm] 壁高=33[cm] 壁高=35[cm]
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第 4章 解析結果 
 
4.1 数値流体解析モデルによる解析 
まず数値流体解析モデルによる段波越波の解析結果を示す。 
4.1.1 水位変動と流速 
 図 4.1 と図 4.2 に数値解析による水位変動と流速の解析結果を示す。各データの時間は、段波衝突
直後（壁直前の水位変動が 1.0）の時間が 30secになるように補正し、750secのデータを示した。上
が壁直前の水位変動、下が越波断面の平均流速である。𝐻𝑖 = 3𝑚,𝐻𝑤 = 4𝑚や𝐻𝑖 = 4𝑚,𝐻𝑤 = 4𝑚の流
速が越波の初めと終わりで大幅に値が変化しているのは、壁上の水が尐なく、正確な解析ができなか
ったためである。この問題は発生している時間が短く、水が尐ない場合に発生するため、解析結果の
影響には非常に尐ない。 
4.1.2 越波量 
各解析ケースの越波量をまとめたものを表 4.1に示す。 
 
 
  
表 4.1 数値解析の越波量 
Hi[m] Hw[m] Q[m3]
3 2 6458.025
3 3 4288.22
3 4 2492.274
3 5 1055.696
4 2 12134.63
4 3 9331.152
4 4 6822.253
4 5 4582.546
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図 4.1 Hi = 3mの段波に関する壁高ごとの水位変動と平均流速 
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図 4.2 Hi = 4mの段波に関する壁高ごとの水位変動と平均流速 
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4.2 実験結果 
ここでは実験の結果について説明する。 
4.2.1 水面変動と流速 
図 4.3~図 4.14 に、各実験ケースに対する壁高ごとの水位変動と流速の結果を示す。各データは段
波が壁に衝突した（壁直前の水位が 1cm上昇した）瞬間が 3secとなるように時間の補正を行い、15
秒間の計測データを示す。各図の上段は壁から 3m離れた位置の水位変動、中段は壁直前の水位変動
で、壁の位置を点線で示している。下段は天端面の流速である。 
まず壁から 3m離れた位置の水位変動をみると、B5,B9,B10は先端に波が発生していることが確認
できる。B1,B6,B11,B12は先端は潰れているが、それ以後は波になっていることが分かる。それ以外
の B2,B3,B4,B7,B8はほぼ全体が潰れている様子が見て取れる。これは、段波が水底勾配が緩やかな
場所に侵入すると先端がソリトン分裂を起こして波状段波と呼ばれる形状になり、勾配が急な場合は
先端が砕波して砕波段波と呼ばれる形状になる現象が現れているものと考えられる。各実験ケースは
B1~B4の水深が 10cm、B5~B8の水深が 15cm、B9~B12の水深が 20cmで、各水深で番号が小さい
ほど水路と貯水槽の水位差を小さくして実験をしている。そのため、水深が深く、段波の規模が小さ
いほど段波が砕波しやすくなる傾向が確認できた。 
次に壁直前の水位変動をみると、B1~B4の実験ケースは衝突した直後に水位が急激に上下し、そ
の後、水位変動の勾配が緩やかになることが確認できる。これ以外の実験ケースではこの現象は顕著
に表れていないため、段波が壁に衝突して打ちあがることが原因と考えられる。 
次に天端面の流速を見ると、壁直前の水位が壁を越えている時に変化していることが分かる。壁高
が高く、越波の規模が小さい場合は壁衝突時に急激に流速が上昇し、その後は徐々に下がっているが、
壁高が低く、段波の規模が大きい場合は、壁衝突時の流速上昇は小さく、徐々に流速が上がっていく
様子が見て取れる。越波の規模が大きくなっているのに流速が小さくなることは考えにくい。越波高
が低くなると流速が上昇していることから、越波の規模が大きい時は天端面の流速が低くなることが、
この結果から確認できる。 
 
4.2.2 越波量 
表 4.2に各実験条件による越波量測定の結果を示す。 
 
表 4.2 実験の越波量 
25 27 29 31 33 35
B1 0.00 0.00 0.00 0.00 0.00 0.00
B2 0.89 0.42 0.08 0.00 0.00 0.00
B3 8.59 4.04 2.08 0.79 0.41 0.15
B4 31.39 20.57 12.04 5.20 2.64 1.55
B5 8.98 5.99 4.22 2.28 0.80 0.48
B6 22.07 13.21 7.49 3.17 1.60 0.73
B7 53.73 34.49 22.36 12.48 6.54 2.95
B8 100.82 75.26 55.66 33.88 21.33 13.46
B9 27.77 16.94 9.93 6.55 4.06 2.67
B10 74.86 52.03 36.30 22.36 15.85 11.78
B11 126.78 90.75 73.81 49.61 34.49 23.60
B12 188.96 154.88 121.61 91.36 67.76 50.82
ケース
越波量(×10-3m3)
壁高(cm)
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図 4.3 B1の壁高ごとの水位変動と流速 
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図 4.4 B2の壁高ごとの水位変動と流速 
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図 4.5 B3の壁高ごとの水位変動と流速 
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図 4.6 B4の壁高ごとの水位変動と流速 
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図 4.7 B5の壁高ごとの水位変動と流速 
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図 4.8 B6の壁高ごとの水位変動と流速 
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図 4.9 B7の壁高ごとの水位変動と流速 
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図 4.10 B8の壁高ごとの水位変動と流速 
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図 4.11 B9の壁高ごとの水位変動と流速 
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図 4.12 B10の壁高ごとの水位変動と流速 
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図 4.13 B11の壁高ごとの水位変動と流速 
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図 4.14 B12の壁高ごとの水位変動と流速 
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4.3 数値流体解析モデルの再現性検証 
ここで、数値流体解析モデルが現実の越波現象を精度よく再現できるか検証するため、2.7 で示し
た計算条件とは別に、実験の B4と同じ条件で段波解析を行い、実験結果と比較した。 
4.3.1 段波発生条件 
段波解析には図 4.15に示す条件で解析を行った。B4に合わせるため、水深は 10cm、波高𝐻𝑖は B4
の入射波高𝐻𝑖の平均値 10.92cmを入力した。壁高𝐻𝑤は一番低い 15cmとして、最も越波が大きい状
況を与えた。段波の流入時間 Tは 5secとした。以上の条件を以下にまとめる。 
水深ℎ  ： 10cm 
段波波高𝐻𝑖 ： 10.92cm 
壁高𝐻𝑤 ： 15cm 
流入時間 T ： 5sec 
 
  
図 4.15 段波解析の図 
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4.3.2 計算条件 
今回の解析は図 4.16に示す格子を使用した。解析距離が短いので𝑥方向の格子幅を変化させなかっ
た。𝑦方向は水面下の格子を荒くした。計算の際の時間間隔は 0.0005secとし、計算時間は 20secと
した。粘性項は無視し、重力加速度𝑔は 9.8m/sec2として𝑦軸の負の方向に与えた。水の密度は
998.22kg/m3とした。 
以上の条件を以下にまとめる。 
 
使用格子数 ： 1310×60 
時間間隔Δt ： 0.0005sec 
計算時間 ： 20sec 
動粘性係数μ ： 0.0 kg/m.sec 
重力加速度𝑔 ： 9.8 m/sec2 
水密度 ： 998.22kg/m3 
 
4.3.3 比較項目 
実験との比較を行うため、壁直前と壁から 3m離れた位置の水位変動と、天端面の流速を比較した。
また、両者の結果を比較するため、壁直前の水位変動が 1.0cm を越えた時点を 3sec として、15sec
の結果を比較した。 
 
4.3.4 比較結果 
図 4.17 に壁から 3m の水位変動（上）と壁直前の水位変動（中）と天端面の流速（下）の数値
解析と実験の比較を示す。点線が数値解析のデータ、実線が実験のデータを示している。 
まず壁から 3m の水位変動をみると、2 秒付近では値が一致しているが、その後は数値解析の方
が大きい値になっている。これは両者で段波発生の状況が異なることが原因と考えられる。 
次に流速をみると 4 秒付近の両者の値は非常に近く、その最大値は数値解析では 87.3[cm/sec]、
実験では 86.2[cm/sec]でほぼ一致している。6 秒以降は実験と差異が見られるが、これは衝突後、時
間が経過すると数値解析と実験で段波形状が異なることが原因であると考えられる。 
よって、入射波高が等しく、条件が確保される範囲において数値モデルは現象を正確に示し、数
値解析の有効性を確認することができた。 
図 4.16 段波解析の格子 
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図 4.17 数値解析と実験の比較 
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4.4 越波量推定式の検討 
村上ら(1988)は津波の越波は、越波波高 Hと流速 Vの関係がV = √𝑔𝐻にあることを実験結果から
示した。しかしその検討は波高計と流速計による結果で、越波量との検討は行っていない。よってこ
の式を使用して推定の越波量Q’を算出し、それを計測した越波量Qと比較した。 
 
4.4.1 推定越波量Q′の算出方法 
実験と数値解析で壁直前の水位変動のデータがある。このデータから時々刻々の越波高 Hを取得
し、V = √𝑔𝐻に入力して仮の速度 Vを得る。流量の式は断面積×速度であるため、以下の式を利用し
て、計算上の越波流量𝑞’を得る。 
ここで、𝐵は水路幅である。実験は𝐵=0.4mと幅が決定しているが、数値解析は二次元で行ったた
め単位幅𝐵=1.0mとして計算している。この越波流量 q’を越波波高データ全てを合計することで、越
波量𝑄’が計算できる。 
 
4.4.2 越波量の比較 
図 4.18と図 4.19に横軸を実測越波量𝑄、縦軸を計算越波量𝑄’にして比較を示した。図の中心の点
線はQ = Q′の線であり、この直線に近いほど推定越波量𝑄’は実測越波量𝑄に近いことを意味する。こ
の図を見ると数値解析と実験、共に𝑄’の方が𝑄よりも大きいことが確認できる。このことから、村上
らの式は越波量を過大評価していることが分かる。この過大評価の割合を調べるためにQ/Q′を計算し
たところ、数値解析では0.510~0.630、実験では0.000~0.673と、ばらつきがあることが分かった。 
このQ/Q′の傾向を評価するために、横軸を壁高Hwと段波波高𝐻𝑖の比、縦軸を𝑄’と𝑄の比にして比
較を行った（図 4.20）。段波波高𝐻𝑖には数値解析は計算開始から 500secの波の最大波高を、実験では
壁から 3mの位置で計測した水位変動の最大値を入力した。𝑄’と𝑄の比が 0の場合は越波しなかった
ものである。これを見ると壁高 Hwが高くなるほど𝑄’と𝑄の比が低くなり、過大評価の割合が高くな
っていることが分かる。また、そのデータは直線に載っており、Hwと𝐻𝑖の比と、𝑄’と𝑄の比は直線関
係にあることが分かる。𝑄’と𝑄の比が 0になっているものは除いて、実験のデータを最小二乗法によ
って直線近似すると、その直線の式は以下の式になる。 
この直線は数値解析のデータとほぼ一致しており、両者ともに同じ傾向が出ていることが確認できた。
(4.3)式の両辺に𝑄′をかけることで越波量𝑄の経験式を得ることができる。その式は以下の式である。 
この式を使用して、改めて越波量計算した結果を図 4.21と図 4.22に示す。これを見ると、実験と数
値解析は両方とも中心の直線に近く、直線とデータの R2値を計算したところ、数値解析では 0.997、
実験では 0.977となり、越波量を正しく評価していることが分かる。  
 
𝑞′ = 𝐻𝐵𝑉 (4.1) 
 
𝑄′ =∑𝑞′𝑑𝑡 =∑𝐻𝐵𝑉𝑑𝑡 (4.2) 
 𝑄
𝑄′
= −0.279
𝐻𝑤
𝐻𝑖
+ 0.760 (4.3) 
 
𝑄 = (−0.279
𝐻𝑤
𝐻𝑖
+ 0.760)𝑄′ (4.4) 
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図 4.18 数値解析による Qと Q’の比較 
図 4.19 実験による Qと Q’の比較 
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図 4.20 Q/Q’とHw/Hiの比較 
図 4.21 補正後の越波量（数値解析） 
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図 4.22 補正後の越波量（実験） 
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第 5章 結論 
本研究では段波が直立壁を越波する際の現象を、数値解析と実験を使用して解析を行った。また、
数値解析は PLIC 型 VOF 法を採用し、自身で開発を行った。その結果分かったことを以下にまとめ
る。 
 
1. 段波は水深が浅く、段波の規模が大きくなる程、波の先端が砕波しやすくなる。逆に水深が深
く、段波の規模が小さくなる程、先端はソリトン分裂を起こしやすくなる。 
2. 直立壁を越波する際、壁高が小さく、越波の規模が大きくなると天端面の流速は小さくなる。 
3. 実験と同じ条件で数値解析を行った結果、入射波高が等しい範囲において、天端面の流速は実
験の結果に非常に近い値を示し、段波越波の現象を精度よく再現できることが確認できた。 
4. 越波波高のデータに対して、流速の式V = √𝑔𝐻を使用して仮の越波量Q’を算出し、実際の越波
量Qと比較した結果、数値解析と実験の両者ともQ’の方が大きい値を示した。 
5. 仮の越波量𝑄’と実際の越波量𝑄の比を、天端高𝐻𝑤と段波波高𝐻𝑖の比と比較した結果、天端高が
波高に比べて大きくなる程、越波量の比が小さくなり、𝑄’が過大評価する割合が大きくなった。
その割合は直線関係にあり、以下の式で表わされることが分かった。 
 
段波の越波現象を数値解析と実験によって解析を行った結果、V = √𝑔𝐻の仮定で得られる越波量は
過大評価であり、越波量の経験式を得ることができた。しかし、仮の越波量を得るために越波時の壁
直前の水位変動データが必要であるため、段波越波後の越波量の推定しかできない。よって今後の課
題は、様々な規模の段波の解析を進め、段波の規模と天端高の関係から越波量を直接推定する方法を
検討することである。 
  
 𝑄
𝑄′
= −0.279
𝐻𝑤
𝐻𝑖
+ 0.760  
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付録 A 使用プログラムの説明 
ここでは、数値解析に使用したプログラムについて説明する。 
 
A.1 使用プログラム言語 
プログラムは python2.7(64bit版)を使用した。32bit 版では計算のメモリ容量が足りず、計算でき
ない場合がある。以下に pythonの計算に使用したモジュールの一覧を示す。 
 
モジュール一覧：math,numpy,scipy,matplotlib,Cython 
 
A.2 クラス一覧 
ここで、プログラムのクラスとその詳細について示す。 
 
A.2.1 Advection_variables クラス 
輸送計算によって変化する物理量の変化量を管理する。 
A.2.1.1 関数一覧 
・ def __init__(self,variables) 
計算に使用する変数の入力 
A.2.1.2 変数一覧 
・ variables  ：速度 u,vや体積率 F等の物理量を管理 
 
A.2.2 Cell クラス 
計算セルを管理するクラスであり、セル自身の情報やセル内の物理量を管理する。 
A.2.2.1 関数一覧 
・ def __init__(self,number,variables,direction_keys) 
セルの初期値の入力 
・ def set_advection_variables(self, advection_variables) 
輸送方程式によって移流された物理量を、セルの物理量に加算する。 
A.2.2.2 変数一覧 
・ number  ：セルの番号(𝑖, 𝑗)を管理。 
・ direction_keys ：セルの方向 X,Yを管理。 
・ fluid_exist   ：流体が存在するか管理。存在すれば True、なければ False 
・ surface_exist  ：水面が存在するか管理。存在すれば True、なければ False 
・ wall_switch  ：壁セルか否か管理。Trueなら壁セル、Falseなら流体セル 
・ size   ：セル幅𝛥𝑥, 𝛥𝑦を管理 
・ volume  ：セル自身の体積（二次元なら面積）を管理 
・ location  ：セル中心の座標を管理 
・ pressure  ：圧力 pを管理 
・ pressure_index ：圧力 pの行列式作成の際の番号を管理 
・ variables  ：速度 u,vや体積率 F等の物理量の管理 
・ variation_of_variables：物理量 variablesの変化量の管理 
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・ neighbor_cell  ：隣接セルの管理 
・ neighbor_face ：隣接セル境界の管理 
・ neighbor_side ：隣接セル角の管理 
・ surface  ：セルのための界面捕捉クラス PLIC_for_cellを所有 
・ advection  ：物理量の輸送計算のクラス Advection_variables を管理 
・ around_underwater ：周囲に水中セルが存在するか管理。あれば True、なければ False 
・ around_underwater_direction_list ：水中セルが存在する方向の管理 
・ around_underwater_side_list  ：水中セルが正側か負側、どちらに存在するか管理 
 
A.2.3 Cfd_2d クラス 
二次元の流体計算全般を管理・計算するクラス。 
A.2.3.1 関数一覧 
・ def __init__ (self, fluid_density, fluid_viscosity, gravity, grid, advection, allowable_error, dt) 
水密度や重力加速度等、数値計算に関わる変数や、格子等クラスの入力 
・ def interpolate_velocity_from_cell_to_face (self) 
セル中心からセル境界に速度を補正する。 
・ def interpolate_velocity_from_face_to_cell (self) 
セル境界からセル中心に速度を補正する。 
・ def set_wall_cell_on_the_end_of_grid(self) 
格子の外郭のセルを壁セルに指定する。 
・ def set_sides_on_wall (self) 
壁セルに隣接しているセル角を壁セル用の仕様にする。 
・ def interpolate_velocity_for_surface_cell (self) 
界面セルに隣接するセル境界に速度補正を行う。 
・ def classify_fluid_cells (self) 
流体セルを空セル・界面セル・水中セルに分類する。 
・ def renew_fluid_cell (self) 
一方向の移流が終わった後に行う流体セルの分類関数。 
・ def calc_viscous_effect (self) 
粘性項の計算を行う関数。 
 
・ def calc_pressure (self) 
圧力計算を行う関数 
・ def accelate_by_pressure (self) 
圧力による加速を行うプログラム 
・ def execute (self, advect_variables) 
数値計算を実行するためのプログラム 
A.2.3.2 変数一覧 
・ direction_keys ：計算方向 X,Yを管理 
・ grid   ：格子クラス Gridを管理 
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・ viscosity  ：流体の動粘性係数の管理 
・ allowable_error ：流体体積率 Fの許容誤差 
・ density  ：流体の密度(kg/m3) 
・ gravity  ：重力加速度(𝑚/sec2 ) 
・ dt   ：離散時間𝛥𝑡(𝑠𝑒𝑐) 
・ fluid_cell_list ：流体セルのリスト 
・ surface_cell_list ：界面セルのリスト 
・ underwater_cell_list ：水中セルのリスト 
 
A.2.4 Faceクラス 
 セル境界を管理するクラス 
A.2.4.1 関数一覧 
・ def __init__ (self, number, variables, direction_keys) 
初期値を入力 
・ def advection_excute (self, advect_variables, direction, dt) 
セル境界の上流から下流に物理量の輸送計算を行う。 
A.2.4.2 変数一覧 
・ direction_keys ：計算方向の管理 
・ number  ：セル境界の位置番号(i, j)を管理。iは左端からx方向に、 
jは下端からy方向に数えた番号 
・ variables  ：速度u,vや体積率F等の物理量 
・ variation_of_variables：物理量variablesの変化量 
・ surface  ：セル境界用の界面捕捉クラスPLIC_for_faceを管理 
・ velocity  ：セル境界における流速 
・ neighbor_side ：セル境界に隣接するセル角の管理 
・ neighbor_cell ：セル境界に隣接するセルの管理 
 
A.2.5 Gridクラス 
スタッガード格子を生成・管理するクラス 
A.2.5.1 関数一覧 
・ def __init__ (self, row_quantity, variables, direction_keys) 
入力値から、Cell,Face,Sideの行列を作り、格子を生成する。 
・ def make_neighbor_map (self) 
Cell,Face,Sideの隣接セル、隣接セル境界、隣接セル角を設定する。 
・ def set_location (self) 
セル幅 sizeから、セル中心の xy座標を設定する。前もってセル幅を設定する必要がある。 
A.2.5.2 変数一覧 
・ direction_keys ：X,Y方向を管理 
・ row_quantity ：格子の行列数を管理 
・ cell_matrix  ：セルの行列 
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・ face_matrix  ：セル境界の行列 
・ side_matrix  ：セル角の行列 
 
A.2.6 Inflow_Faceクラス 
流入セル境界のクラス。Faceと同じほぼ同じだが advection_excuteの処理内容を変えている。 
A.2.6.1 関数一覧 
・ def __init__ (self, number, variables, direction_keys) 
セル境界の変数の入力 
・ def advection_excute (self, advect_variables, direction, dt) 
移流計算を行うプログラム。下流セルのみに物理量を加算する。 
A.2.6.2 変数一覧 
・ direction_keys ：X,Y方向の管理 
・ number  ：Faceの番号(𝑖, 𝑗)の管理 
・ variables  ：速度u,vや体積率F等の物理量 
・ variation_of_variables：物理量variablesの変化量 
・ surface  ：セル境界用の界面捕捉クラスPLIC_for_faceを管理 
・ velocity  ：セル境界における流速 
・ neighbor_side ：セル境界に隣接するセル角の管理 
・ neighbor_cell ：セル境界に隣接するセルの管理 
 
A.2.7 PLIC_for_cell クラス 
セル中心に適用する PLIC 型による界面捕捉のクラス。 
A.2.7.1 関数一覧 
・ def __init__ (self, direction_keys) 
X,Y方向の設定 
・ def calc_normal_vector (self, cell) 
セル中心の正規化後の法線ベクトルn̂の算出。 
・ def calc_intercept (self, cell) 
セルの切片の算出。 
・ def calc_interval_fluid_volume (self, cell, interval_range) 
指定区間の流体体積の算出。 
・ def calc_surface_height (self, cell, direction) 
指定方向の中心におけるセル下端と水面までの距離の計算 
A.2.7.2 変数一覧 
・ direction_keys ：X,Y方向の管理 
・ normal_vector ：正規化した法線ベクトルの管理 
・ intercept  ：切片の管理 
 
A.2.8 PLIC_for_faceクラス 
セル境界に適用する PLIC 型による界面捕捉のクラス。 
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A.2.8.1 関数一覧 
・ def __init__ (self, direction_keys) 
X,Y方向の設定 
・ def calc_normal_vector (self, face) 
セル境界の法線ベクトルの算出 
A.2.8.2 変数一覧 
・ direction_keys ：X,Y方向の管理 
・ normal_vector ：法線ベクトルの管理 
 
A.2.9 PLIC_for_sideクラス 
セル角に適用する PLIC型による界面捕捉のクラス。 
A.2.9.1 関数一覧 
・ def __init__ (self, direction_keys) 
X,Y方向の設定 
・ def calc_normal_vector (self, side) 
セル角の法線ベクトルの算出 
A.2.9.2 変数一覧 
・ direction_keys ：X,Y方向の管理 
・ normal_vector ：法線ベクトルの管理 
 
A.2.10 PLIC_for_side_on_wallクラス 
壁に接しているセル角に適用する PLIC型による界面捕捉のクラス。法線ベクトルが 0になるよう
にプログラムを変えている。 
A.2.10.1 関数一覧 
・ def __init__ (self, direction_keys) 
X,Y方向の設定 
・ def calc_normal_vector (self, side) 
セル角の法線ベクトルを(𝑛𝑥, 𝑛𝑦) = (0,0)と設定する。 
A.2.10.2 変数一覧 
・ direction_keys ：X,Y方向の管理 
・ normal_vector ：法線ベクトルの管理 
 
A.2.11 Graphクラス 
計算結果の可視化を行うクラス 
A.2.11.1 関数一覧 
・ def second_number (self, time) 
timeを 0001と、データ作成に便利な名前に変換する。 
・ def make_fluid_figure (self, cfd, count, time, variable) 
クラス cfdから、流体の可視化を行う。 
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A.2.11.2 変数一覧 
・ なし 
 
A.2.12 Sideクラス 
セル角を管理するクラス 
A.2.12.1 関数一覧 
・ def __init__ (self, number, variables, direction_keys) 
セル角の初期値設定 
A.2.12.2 変数一覧 
・ number  ：セル角の番号(𝑖, 𝑗)を管理 
・ surface  ：セル境界用の界面捕捉クラスPLIC_for_side,または 
PLIC_for_side_on_wallを管理 
・ neighbor_face ：隣接するセル境界の管理 
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A.3 クラス図 
ここでクラス間の関係を示す。 
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A.4 プログラムコード 
最後にプログラムコードを示す。 
以下に、クラスのみ記載したファイル cfd_functions.pyxを示す。 
import math 
import numpy as np 
import scipy as sci 
import copy 
import scipy.sparse 
import scipy.sparse.linalg 
import matplotlib.pyplot as plt 
from matplotlib.patches import Polygon 
from matplotlib.collections import PatchCollection 
fig = plt.figure() 
cdef class PLIC_for_face: 
    cdef public object normal_vector,direction_keys 
    def __init__(self,direction_keys): 
        self.direction_keys=direction_keys 
        self.normal_vector=dict.fromkeys(direction_keys,0.0) 
    def calc_normal_vector(self,face,direction): 
        plus_cell=face.neighbor_cell[direction]["plus"] 
        minus_cell=face.neighbor_cell[direction]["minus"] 
        self.normal_vector[direction]= 
-(plus_cell.variables["VOF"]-minus_cell.variables["VOF"])/((plus_cell.size[direction]+minus_cell.s
ize[direction])*0.5) 
cdef class PLIC_for_side: 
    cdef public object normal_vector,direction_keys 
    def __init__(self,direction_keys): 
        self.direction_keys=direction_keys 
        self.normal_vector=dict.fromkeys(direction_keys,0.0) 
    def calc_normal_vector(self,side): 
        for direction in self.direction_keys: 
            plus_face=side.neighbor_face[direction]["plus"] 
            minus_face=side.neighbor_face[direction]["minus"] 
            plus_face.surface.calc_normal_vector(plus_face,direction) 
            minus_face.surface.calc_normal_vector(minus_face,direction) 
            self.normal_vector[direction] = 
(plus_face.surface.normal_vector[direction]+minus_face.surface.normal_vector[direction])*0.5 
cdef class PLIC_for_side_on_wall: 
    cdef public object normal_vector 
    def __init__(self,direction_keys): 
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        self.normal_vector=dict.fromkeys(direction_keys,0.0) 
    def calc_normal_vector(self,side): 
        for direction in self.normal_vector.keys(): 
            self.normal_vector[direction] = 0.0 
cdef class PLIC_for_cell: 
    cdef public object normal_vector,intercept,direction_keys 
    def __init__(self,direction_keys): 
        self.direction_keys=direction_keys 
        self.normal_vector=dict.fromkeys(direction_keys,0.0) 
        self.intercept=dict.fromkeys(direction_keys,0.0) 
    def calc_normal_vector(self,cell): 
        self.normal_vector=dict.fromkeys(self.direction_keys,0.0) 
        for Xside in ["Xplus","Xminus"]: 
            for Yside in ["Yplus","Yminus"]: 
                side=cell.neighbor_side[Xside][Yside] 
                side.surface.calc_normal_vector(side) 
                for direction in self.direction_keys: 
                    cell.surface.normal_vector[direction] += 
side.surface.normal_vector[direction]*cell.size[direction] 
    def calc_intercept(self,cell): 
        cdef double Nx,Ny,dVOF,VOF 
        cdef object intercept 
        normal_vector=self.normal_vector 
        VOF=cell.variables["VOF"] 
        dVOF=abs(0.5-VOF) 
        Nx=float(abs(normal_vector["X"])) 
        Ny=float(abs(normal_vector["Y"])) 
        intercept=dict.fromkeys(self.direction_keys,0.0) 
        if Ny==0: 
            intercept["X"] = VOF-0.5 
            intercept["X"] *= math.copysign(1,normal_vector["X"]) 
        else: 
            if 0.5 >= dVOF > 0.5-min(Nx,Ny)/max(Nx,Ny)*0.5: 
                intercept["Y"]=-0.5+(2.0*Nx/Ny*(0.5-dVOF))**0.5-Nx/Ny*0.5 
            else: 
                intercept["Y"]=max(Nx,Ny)/Ny*(-dVOF) 
            
intercept["Y"]=math.copysign(1,normal_vector["Y"])*math.copysign(1,0.5-VOF)*intercept["Y"] 
        self.intercept=intercept 
    def calc_interval_fluid_volume(self,object cell,object interval_range): 
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        cdef double 
nx,ny,Nx,Ny,upper,lower,interval_fluid_volume,xup,xlow,X1,X2,X0,interval_volume 
        cdef object reference_point,normal_vector,intercept,interval_distance 
        if cell.fluid_exist == False: 
            return 0.0 
        reference_point     = dict.fromkeys(self.direction_keys,0.0) 
        normal_vector       = dict.fromkeys(self.direction_keys,0.0) 
        intercept           = dict.fromkeys(self.direction_keys,0.0) 
        interval_distance   = dict.fromkeys(self.direction_keys,0.0) 
        interval_volume     = 1.0 
        for direction in self.direction_keys: 
            reference_point[direction]      = 
(interval_range[direction]["high"]+interval_range[direction]["low"])*0.5 
            interval_distance[direction]    =  
interval_range[direction]["high"]-interval_range[direction]["low"] 
            if interval_distance[direction] == 0: 
                interval_volume                 = 0.0 
                normal_vector[direction]        = 0.0 
                intercept[direction]            = 0.0 
            else: 
                interval_volume                *= interval_distance[direction] 
                normal_vector[direction]        = 
cell.surface.normal_vector[direction]*interval_distance[direction] 
                intercept[direction]            = 
(cell.surface.intercept[direction]-reference_point[direction])/interval_distance[direction] 
        nx=float(normal_vector["X"]) 
        Nx=abs(nx) 
        ny=float(normal_vector["Y"]) 
        Ny=abs(ny) 
        interval_fluid_volume = 0 
        if cell.variables["VOF"] ==0.0: 
            return 0.0 
        elif cell.surface_exist == False: 
            interval_fluid_volume = 1.0 
        elif nx != 0.0: 
            xup  =  0.5 
            xlow = -0.5 
            X0=(normal_vector["X"]*intercept["X"]+normal_vector["Y"]*intercept["Y"])/nx 
            X1=X0+abs(Ny)/Nx*0.5 
            X2=X0-abs(Ny)/Nx*0.5 
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            #area1 
            upper = min(X2,xup) 
            lower = min(X2,xlow) 
            interval_fluid_volume += upper-lower 
            #area2 
            upper = max(xlow,min(X1,xup)) 
            lower = min(xup,max(X2,xlow)) 
            if Ny==0: 
                pass 
            else: 
                Aupper=0.5+Nx/Ny*(X0-upper) 
                Alower=0.5+Nx/Ny*(X0-lower) 
                interval_fluid_volume +=(Aupper+Alower)*0.5*(upper-lower) 
            interval_fluid_volume 
=(xup-xlow)*(1.0-math.copysign(1,nx))*0.5+math.copysign(1,nx)*interval_fluid_volume 
        else: 
            if Ny==0: 
                interval_fluid_volume = 0.0 
            else: 
                interval_fluid_volume 
=min(0.5,max(-0.5,(normal_vector["X"]*intercept["X"]+normal_vector["Y"]*intercept["Y"])/Ny))+0
.5 
        interval_fluid_volume  *= interval_volume 
        return min(interval_fluid_volume,cell.variables["VOF"])*cell.volume 
    def calc_surface_height(self,cell,direction): 
        cdef object normal_vector,intercept 
        if cell.surface_exist==True: 
            normal_vector=cell.surface.normal_vector 
            intercept=cell.surface.intercept 
            if normal_vector[direction]==0.0: 
                if cell.variables["VOF"]>=0.5: 
                    return cell.size[direction] 
                else: 
                    return 0.0 
            else: 
                return 
max(0.0,min((normal_vector["X"]*intercept["X"]+normal_vector["Y"]*intercept["Y"])/abs(normal_
vector[direction])+0.5,1.0))*cell.size[direction] 
        elif cell.fluid_exist==True: 
            return cell.size[direction] 
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        else: 
            return 0.0 
cdef class Advection_variables: 
    cdef public object variables 
    def __init__(self,variables): 
        self.variables=dict.fromkeys(variables,0) 
cdef class Side: 
    cdef public object surface 
    cdef public object number,neighbor_face 
    def __init__(self,object number,object variables,object direction_keys): 
        self.number=number 
        self.surface = PLIC_for_side(direction_keys) 
        self.neighbor_face = {"X":{"plus":0.0,"minus":0.0}, 
                              "Y":{"plus":0.0,"minus":0.0}} 
cdef class Face: 
    cdef public object surface,advection,direction_keys 
    cdef public object number,variables,variation_of_variables,neighbor_side,neighbor_cell 
    cdef public double velocity 
    def __init__(self,object number,object variables,object direction_keys): 
        self.direction_keys=direction_keys 
        self.number=number 
        self.variables       = dict.fromkeys(variables,0) 
        self.variation_of_variables     = dict.fromkeys(variables,0) 
        self.surface = PLIC_for_face(direction_keys) 
        self.velocity = 0.0 
        self.neighbor_side = {"X":{"plus":0.0,"minus":0.0}, 
                              "Y":{"plus":0.0,"minus":0.0}} 
        self.neighbor_cell = {"X":{"plus":0.0,"minus":0.0}, 
                              "Y":{"plus":0.0,"minus":0.0}} 
    def advection_excute(self,advect_variables,direction,dt): 
        cdef double velocity,distance 
        directions=["X","Y"] 
        interval_range=dict.fromkeys(["X","Y"],0) 
        for direc in interval_range.keys(): 
            interval_range[direc]={} 
            interval_range[direc]["high"] =  0.5 
            interval_range[direc]["low"]  = -0.5 
        velocity = self.velocity 
        distance = abs(velocity*dt) 
        if velocity > 0: 
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            upwind_cell = self.neighbor_cell[direction]["minus"] 
            interval_range[direction]["low"]  =  0.5-distance/upwind_cell.size[direction] 
        elif velocity < 0: 
            upwind_cell = self.neighbor_cell[direction]["plus"] 
            interval_range[direction]["high"] = -0.5+distance/upwind_cell.size[direction] 
        else: 
            return 
        fluid_volume = 
upwind_cell.surface.calc_interval_fluid_volume(upwind_cell,interval_range) 
        self.neighbor_cell[direction]["plus"].advection.variables["VOF"]  += 
math.copysign(1,velocity)*fluid_volume 
        self.neighbor_cell[direction]["minus"].advection.variables["VOF"] -= 
math.copysign(1,velocity)*fluid_volume 
        for variable in advect_variables: 
            self.neighbor_cell[direction]["plus"].advection.variables[variable] += 
math.copysign(1,velocity)*fluid_volume*upwind_cell.variables[variable] 
            self.neighbor_cell[direction]["minus"].advection.variables[variable] -= 
math.copysign(1,velocity)*fluid_volume*upwind_cell.variables[variable] 
cdef class Inflow_Face: 
    cdef public object surface,advection,direction_keys 
    cdef public object number,variables,variation_of_variables,neighbor_side,neighbor_cell 
    cdef public double velocity 
    def __init__(self,object number,object variables,object direction_keys): 
        self.direction_keys=direction_keys 
        self.number=number 
        self.variables       = dict.fromkeys(variables,0) 
        self.variation_of_variables     = dict.fromkeys(variables,0) 
        self.surface = PLIC_for_face(direction_keys) 
        self.velocity = 0.0 
        self.neighbor_side = {"X":{"plus":0.0,"minus":0.0}, 
                              "Y":{"plus":0.0,"minus":0.0}} 
        self.neighbor_cell = {"X":{"plus":0.0,"minus":0.0}, 
                              "Y":{"plus":0.0,"minus":0.0}} 
    def advection_excute(self,advect_variables,direction,dt): 
        cdef double velocity,distance 
        directions=["X","Y"] 
        interval_range=dict.fromkeys(["X","Y"],0) 
        for direc in interval_range.keys(): 
            interval_range[direc]={} 
            interval_range[direc]["high"] =  0.5 
 86 
 
            interval_range[direc]["low"]  = -0.5 
        velocity = self.velocity 
        distance = abs(velocity*dt) 
        if velocity < 0: 
            downwind_cell = self.neighbor_cell[direction]["minus"] 
        elif velocity > 0: 
            downwind_cell = self.neighbor_cell[direction]["plus"] 
        else: 
            return 
        fluid_volume = 
distance*downwind_cell.volume/downwind_cell.size[direction]*self.variables["VOF"] 
        downwind_cell.advection.variables["VOF"]  += fluid_volume 
        velocity_key="V"+direction 
        downwind_cell.advection.variables[velocity_key] += 
fluid_volume*downwind_cell.variables[velocity_key] 
         
cdef class Cell: 
    cdef public object 
number,variables,variation_of_variables,surface,advection,neighbor_cell,direction_keys 
    cdef public object fluid_exist,surface_exist,wall_switch,around_underwater 
    cdef public object 
neighbor_face,neighbor_side,size,location,pressure,around_underwater_direction_list,around_un
derwater_side_list 
    cdef public double volume 
    cdef public int pressure_index 
    def __init__(self,object number,object variables,object direction_keys): 
        self.direction_keys=direction_keys 
        self.number=number 
        self.volume = 1.0 
        self.pressure=dict.fromkeys(direction_keys,0) 
        self.pressure_index=0 
        self.variables  = dict.fromkeys(variables,0) 
        self.variation_of_variables     = dict.fromkeys(variables,0) 
        self.surface = PLIC_for_cell(direction_keys) 
        self.advection = Advection_variables(variables) 
        self.fluid_exist=False 
        self.surface_exist=False 
        self.wall_switch=False 
        self.around_underwater=False 
        self.size=dict.fromkeys(direction_keys,1.0) 
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        self.location=dict.fromkeys(direction_keys,1.0) 
        self.neighbor_cell = {"X":{"plus":0.0,"minus":0.0}, 
                              "Y":{"plus":0.0,"minus":0.0}} 
        self.neighbor_face = {"X":{"plus":0.0,"minus":0.0}, 
                              "Y":{"plus":0.0,"minus":0.0}} 
        self.neighbor_side = {"Xplus":{"Yplus":0.0,"Yminus":0.0}, 
                              "Xminus":{"Yplus":0.0,"Yminus":0.0}} 
        self.around_underwater_direction_list=[ ] 
        self.around_underwater_side_list=[ ] 
    def set_advect_variables(self,advection_variables): 
        if self.variables["VOF"]*self.volume+self.advection.variables["VOF"] != 0.0: 
            for variable in advection_variables: 
                if self.fluid_exist==False: 
                    self.variation_of_variables[variable] = 0.0 
                else: 
                    self.variation_of_variables[variable]  += 
(self.variables[variable]*self.variables["VOF"]*self.volume+self.advection.variables[variable])/(se
lf.variables["VOF"]*self.volume+self.advection.variables["VOF"])-self.variables[variable] 
                self.variables[variable]    += self.variation_of_variables[variable] 
                self.advection.variables[variable]=0.0 
            self.variables["VOF"]+=self.advection.variables["VOF"]/self.volume 
            self.advection.variables["VOF"]=0.0 
        elif self.variables["VOF"]*self.volume+self.advection.variables["VOF"]<= 0.0: 
            self.variables["VOF"]=0.0 
            for variable in advection_variables: 
                self.variation_of_variables[variable]=0.0 
                self.variables[variable]=0.0 
cdef class Grid: 
    cdef public object cell_matrix,side_matrix,direction_keys 
    cdef public object row_quantity,face_matrix 
    def __init__(self,object row_quantity,object variables,object direction_keys): 
        cdef int x,y,i,j,rqX,rqY 
        self.direction_keys=direction_keys 
        self.row_quantity = row_quantity 
        self.cell_matrix=[[Cell({"X":x,"Y":y},variables,direction_keys) for y in 
range(row_quantity["Y"]+2)] for x in range(row_quantity["X"]+2)] 
        self.face_matrix={"X":[[Face({"X":x,"Y":y},variables,direction_keys) for y in 
range(row_quantity["Y"]+2)] for x in range(row_quantity["X"]+3)], 
                          "Y":[[Face({"X":x,"Y":y},variables,direction_keys) for y in 
range(row_quantity["Y"]+3)] for x in range(row_quantity["X"]+2)]} 
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        self.side_matrix=[[Side({"X":x,"Y":y},variables,direction_keys) for y in 
range(row_quantity["Y"]+3)] for x in range(row_quantity["X"]+3)] 
    def make_neighbor_map(self): 
        direction_keys=self.direction_keys 
        for direction in direction_keys: 
            add_number=dict.fromkeys(direction_keys,0) 
            add_number[direction]=1 
            #set neigbor objects about cell 
            rqX=self.row_quantity["X"] 
            rqY=self.row_quantity["Y"] 
            for i in range(rqX+1): 
                for j in range(rqY+1): 
                    cell=self.cell_matrix[i][j] 
                    
cell.neighbor_cell[direction]["plus"]=self.cell_matrix[i+add_number["X"]][j+add_number["Y"]] 
                    cell.neighbor_cell[direction]["plus"].neighbor_cell[direction]["minus"]=cell 
                    
cell.neighbor_face[direction]["plus"]=self.face_matrix[direction][i+add_number["X"]][j+add_numb
er["Y"]] 
                    cell.neighbor_face[direction]["minus"]=self.face_matrix[direction][i][j] 
                    cell.neighbor_side["Xplus"]["Yplus"]=self.side_matrix[i+1][j+1] 
                    cell.neighbor_side["Xplus"]["Yminus"]=self.side_matrix[i+1][j] 
                    cell.neighbor_side["Xminus"]["Yplus"]=self.side_matrix[i][j+1] 
                    cell.neighbor_side["Xminus"]["Yminus"]=self.side_matrix[i][j] 
            for i in range(rqX+2): 
                cell=self.cell_matrix[i][-1] 
                cell.neighbor_side["Xplus"]["Yplus"]=self.side_matrix[i+1][j+1] 
                cell.neighbor_side["Xplus"]["Yminus"]=self.side_matrix[i+1][j] 
                cell.neighbor_side["Xminus"]["Yplus"]=self.side_matrix[i][j+1] 
                cell.neighbor_side["Xminus"]["Yminus"]=self.side_matrix[i][j] 
            for j in range(rqY+2): 
                cell=self.cell_matrix[-1][j] 
                cell.neighbor_side["Xplus"]["Yplus"]=self.side_matrix[i+1][j+1] 
                cell.neighbor_side["Xplus"]["Yminus"]=self.side_matrix[i+1][j] 
                cell.neighbor_side["Xminus"]["Yplus"]=self.side_matrix[i][j+1] 
                cell.neighbor_side["Xminus"]["Yminus"]=self.side_matrix[i][j] 
 
            #set neigbor objects about face 
            for i in range(1,add_number["X"]+rqX+1): 
                for j in range(1,add_number["Y"]+rqY+1): 
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                    face=self.face_matrix[direction][i][j] 
                    face.neighbor_cell[direction]["plus"]=self.cell_matrix[i][j] 
                    
face.neighbor_cell[direction]["minus"]=self.cell_matrix[i-add_number["X"]][j-add_number["Y"]] 
                    vertical_directions=["X","Y"] 
                    vertical_directions.remove(direction) 
                    for vertical_direction in vertical_directions: 
                        add_vertical_number=dict.fromkeys(direction_keys,1) 
                        add_vertical_number[direction]=0 
                        
face.neighbor_side[vertical_direction]["plus"]=self.side_matrix[i+add_vertical_number["X"]][j+ad
d_vertical_number["Y"]] 
                        face.neighbor_side[vertical_direction]["minus"]=self.side_matrix[i][j] 
            #set neigbor objects about side 
            for i in range(1,rqX+2): 
                for j in range(1,rqY+2): 
                    side=self.side_matrix[i][j] 
                    vertical_directions=["X","Y"] 
                    vertical_directions.remove(direction) 
                    for vertical_direction in vertical_directions: 
                        
side.neighbor_face[vertical_direction]["plus"]=self.face_matrix[vertical_direction][i][j] 
                        
side.neighbor_face[vertical_direction]["minus"]=self.face_matrix[vertical_direction][i-add_numbe
r["X"]][j-add_number["Y"]] 
    def set_location(self): 
        cdef double location_x,location_y 
        cdef int i,j,rqX,rqY 
        rqX=self.row_quantity["X"] 
        rqY=self.row_quantity["Y"] 
        location_x=-self.cell_matrix[0][0].size["X"] 
        for i in range(0,rqX+2): 
            location_y=-self.cell_matrix[0][0].size["Y"] 
            for j in range(0,rqY+2): 
                self.cell_matrix[i][j].location["X"]=location_x+self.cell_matrix[i][j].size["X"]*0.5 
                self.cell_matrix[i][j].location["Y"]=location_y+self.cell_matrix[i][j].size["Y"]*0.5 
                location_y += self.cell_matrix[i][j].size["Y"] 
            location_x += self.cell_matrix[i][0].size["X"] 
     
cdef class Cfd_2d: 
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    cdef public double density,gravity,allowable_error,dt,viscosity 
    cdef public object grid,direction_keys,fluid_cell_list,surface_cell_list,underwater_cell_list 
    def __init__(self,double fluid_density,double fluid_viscosity,double gravity,object grid,double 
allowable_error,double dt): 
        self.direction_keys = ["X","Y"] 
        self.grid   = grid 
        self.viscosity=fluid_viscosity 
        self.allowable_error = allowable_error 
        self.density=fluid_density 
        self.gravity=gravity 
        self.dt=dt 
        self.fluid_cell_list=[ ] 
        self.surface_cell_list=[ ] 
        self.underwater_cell_list=[ ] 
    def interpolate_velocity_from_cell_to_face(self): 
        cdef object cell 
        for cell in self.fluid_cell_list: 
            for direction in self.direction_keys: 
                cell.variables["V"+direction] += cell.variation_of_variables["V"+direction] 
                for side in ["plus","minus"]: 
                    face=cell.neighbor_face[direction][side] 
                    if cell.neighbor_cell[direction][side].wall_switch == True: 
                        pass 
                    elif cell.neighbor_cell[direction][side].fluid_exist == False: 
                        face.velocity += cell.variation_of_variables["V"+direction] 
                    else: 
                        face.velocity += cell.variation_of_variables["V"+direction]*0.5 
    def interpolate_velocity_from_face_to_cell(self): 
        for cell in self.fluid_cell_list: 
            for direction in self.direction_keys: 
                if   cell.neighbor_cell[direction]["plus"].fluid_exist == False: 
                    cell.variables["V"+direction] = 
cell.neighbor_face[direction]["minus"].velocity 
                elif cell.neighbor_cell[direction]["minus"].fluid_exist == False: 
                    cell.variables["V"+direction] = cell.neighbor_face[direction]["plus"].velocity 
                else: 
                    cell.variables["V"+direction] = 
(cell.neighbor_face[direction]["plus"].velocity+cell.neighbor_face[direction]["minus"].velocity)*0.5 
                cell.variation_of_variables["V"+direction]=0.0 
    def set_wall_cell_on_the_end_of_grid(self): 
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        cdef int i,j 
        for i in range(self.grid.row_quantity["X"]+2): 
            self.grid.cell_matrix[i][0].wall_switch=True 
            self.grid.cell_matrix[i][0].variables=self.grid.cell_matrix[i][1].variables 
            self.grid.cell_matrix[i][-1].wall_switch=True 
            self.grid.cell_matrix[i][-1].variables=self.grid.cell_matrix[i][-2].variables 
        for j in range(self.grid.row_quantity["Y"]+2): 
            self.grid.cell_matrix[0][j].wall_switch=True 
            self.grid.cell_matrix[0][j].variables=self.grid.cell_matrix[1][j].variables 
            self.grid.cell_matrix[-1][j].wall_switch=True 
            self.grid.cell_matrix[-1][j].variables=self.grid.cell_matrix[-2][j].variables 
        self.grid.cell_matrix[0][0].variables=self.grid.cell_matrix[1][1].variables 
        self.grid.cell_matrix[0][-1].variables=self.grid.cell_matrix[1][-2].variables 
        self.grid.cell_matrix[-1][0].variables=self.grid.cell_matrix[-2][-1].variables 
        self.grid.cell_matrix[-1][-1].variables=self.grid.cell_matrix[-2][-2].variables 
    def set_sides_on_wall(self): 
        rqX=self.grid.row_quantity["X"] 
        rqY=self.grid.row_quantity["Y"] 
        for i in range(rqX+2): 
            for j in range(rqY+2): 
                cell=self.grid.cell_matrix[i][j] 
                if cell.wall_switch==True: 
                    
cell.neighbor_side["Xplus"]["Yplus"].surface=PLIC_for_side_on_wall(self.direction_keys) 
                    
cell.neighbor_side["Xplus"]["Yminus"].surface=PLIC_for_side_on_wall(self.direction_keys) 
                    
cell.neighbor_side["Xminus"]["Yplus"].surface=PLIC_for_side_on_wall(self.direction_keys) 
                    
cell.neighbor_side["Xminus"]["Yminus"].surface=PLIC_for_side_on_wall(self.direction_keys) 
    def interpolate_velocity_for_surface_cell(self): 
        for cell in self.surface_cell_list: 
            for direction in self.direction_keys: 
                for side in ["plus","minus"]: 
                    neighbor_cell=cell.neighbor_cell[direction][side] 
                    if   neighbor_cell.wall_switch==True: 
                        pass 
                    elif neighbor_cell.surface_exist==False and 
neighbor_cell.fluid_exist==True: 
                        cell.around_underwater=True 
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        for cell in self.surface_cell_list: 
            if cell.around_underwater==False: 
                for direction in self.direction_keys: 
                    if   cell.surface.normal_vector[direction] >= 0: 
                        side="minus" 
                    elif cell.surface.normal_vector[direction] <  0: 
                        side="plus" 
                    neighbor_face=cell.neighbor_face[direction][side] 
                    neighbor_cell=cell.neighbor_cell[direction][side] 
                    if   neighbor_cell.wall_switch       == True: 
                        pass 
                    elif neighbor_cell.around_underwater == True: 
                        
neighbor_face.velocity=neighbor_cell.neighbor_face[direction][side].velocity 
        for cell in self.surface_cell_list: 
            underwater_cells=[ ] 
            underwater_directions=[ ] 
            underwater_sides=[ ] 
            nowater_cells=[ ] 
            nowater_directions=[ ] 
            nowater_sides=[ ] 
            for direction in self.direction_keys: 
                for side in ["plus","minus"]: 
                    neighbor_cell=cell.neighbor_cell[direction][side] 
                    if   neighbor_cell.wall_switch==True: 
                        pass 
                    elif neighbor_cell.surface_exist==False and 
neighbor_cell.fluid_exist==True: 
                        underwater_cells.append(neighbor_cell) 
                        underwater_directions.append(direction) 
                        underwater_sides.append(side) 
                    elif neighbor_cell.variables["VOF"] <= self.allowable_error: 
                        nowater_cells.append(neighbor_cell) 
                        nowater_directions.append(direction) 
                        nowater_sides.append(side) 
            if len(nowater_cells) == 2: 
                for direction in self.direction_keys: 
                    if cell.neighbor_cell[direction]["plus"].wall_switch==False: 
                        if 
cell.neighbor_cell[direction]["plus"].variables["VOF"]<self.allowable_error: 
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cell.neighbor_face[direction]["plus"].velocity=cell.neighbor_face[direction]["minus"].velocity 
                    if cell.neighbor_cell[direction]["minus"].wall_switch==False: 
                        if 
cell.neighbor_cell[direction]["minus"].variables["VOF"]<self.allowable_error: 
                            
cell.neighbor_face[direction]["minus"].velocity=cell.neighbor_face[direction]["plus"].velocity 
            elif len(nowater_cells) == 1: 
                equation_of_continuity=0.0 
                for direction in self.direction_keys: 
                    equation_of_continuity += 
(cell.neighbor_face[direction]["plus"].velocity-cell.neighbor_face[direction]["minus"].velocity)/cell.
size[direction] 
                for direction in self.direction_keys: 
                    if cell.neighbor_cell[direction]["plus"].wall_switch==False: 
                        if   
cell.neighbor_cell[direction]["plus"].variables["VOF"]<self.allowable_error: 
                            
cell.neighbor_face[direction]["plus"].velocity=-equation_of_continuity*cell.size[direction]+cell.nei
ghbor_face[direction]["plus"].velocity 
                    if cell.neighbor_cell[direction]["minus"].wall_switch==False: 
                        if 
cell.neighbor_cell[direction]["minus"].variables["VOF"]<self.allowable_error: 
                            cell.neighbor_face[direction]["minus"].velocity= 
equation_of_continuity*cell.size[direction]+cell.neighbor_face[direction]["minus"].velocity 
            elif len(nowater_cells) == 3: 
                if   nowater_directions.count("X")==2: 
                    direction = "Y" 
                elif nowater_directions.count("Y")==2: 
                    direction = "X" 
                side=nowater_sides[nowater_directions.index(direction)] 
                if side == "plus": 
                    water_side="minus" 
                elif side == "minus": 
                    water_side="plus" 
                
cell.neighbor_face[direction][side].velocity=cell.neighbor_face[direction][water_side].velocity 
        for cell in self.surface_cell_list: 
            cell.around_underwater=False 
    def classify_fluid_cells(self): 
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        cdef int i,j,rqX,rqY 
        self.fluid_cell_list=[ ] 
        self.surface_cell_list=[ ] 
        self.underwater_cell_list=[ ] 
        rqX=self.grid.row_quantity["X"] 
        rqY=self.grid.row_quantity["Y"] 
        for i in range(1,rqX+1): 
            for j in range(1,rqY+1): 
                cell=self.grid.cell_matrix[i][j] 
                VOF=cell.variables["VOF"] 
                if VOF <= self.allowable_error: 
                    cell.fluid_exist = False 
                    cell.surface_exist=False 
                else: 
                    cell.fluid_exist = True 
        for i in range(1,rqX+1): 
            for j in range(1,rqY+1): 
                cell=self.grid.cell_matrix[i][j] 
                VOF=cell.variables["VOF"] 
                if cell.wall_switch==True: 
                    cell.surface_exist=False 
                    cell.fluid_exist=False 
                elif self.allowable_error<VOF<(1.0-self.allowable_error): 
                    self.surface_cell_list.append(cell) 
                    self.fluid_cell_list.append(cell) 
                    cell.surface_exist=True 
                    cell.fluid_exist=True 
                elif (1.0-self.allowable_error)<=VOF: 
                    self.fluid_cell_list.append(cell) 
                    cell.fluid_exist=True 
                    around_VOF=[ ] 
                    for direction in self.direction_keys: 
                        for side in ["plus","minus"]: 
                            if cell.neighbor_cell[direction][side].wall_switch == False: 
                                
around_VOF.append(cell.neighbor_cell[direction][side].fluid_exist) 
                    if (False in around_VOF) ==True: 
                        self.surface_cell_list.append(cell) 
                        cell.surface_exist=True 
                    else: 
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                        self.underwater_cell_list.append(cell) 
                        cell.surface_exist=False 
                else: 
                    cell.surface_exist=False 
                    cell.fluid_exist=False 
                    cell.neighbor_face["X"]["plus"].velocity=0.0 
                    cell.neighbor_face["X"]["minus"].velocity=0.0 
                    cell.neighbor_face["Y"]["plus"].velocity=0.0 
                    cell.neighbor_face["Y"]["minus"].velocity=0.0 
        for cell in self.surface_cell_list: 
            cell.around_underwater_direction_list=[ ] 
            cell.around_underwater_side_list=[ ] 
            for direction in self.direction_keys: 
                for side in ["plus","minus"]: 
                    neighbor_cell=cell.neighbor_cell[direction][side] 
                    if neighbor_cell.fluid_exist == True and neighbor_cell.surface_exist == 
False: 
                        cell.around_underwater_direction_list.append(direction) 
                        cell.around_underwater_side_list.append(side) 
    def renew_fluid_cell(self): 
        cdef int i,j,rqX,rqY 
        cdef object cell 
        self.fluid_cell_list=[ ] 
        self.surface_cell_list=[ ] 
        rqX=self.grid.row_quantity["X"] 
        rqY=self.grid.row_quantity["Y"] 
        for i in range(1,rqX+1): 
            for j in range(1,rqY+1): 
                cell=self.grid.cell_matrix[i][j] 
                VOF=cell.variables["VOF"] 
                if VOF > self.allowable_error: 
                    self.fluid_cell_list.append(cell) 
                else: 
                    cell.fluid_exist = False 
                    cell.surface_exist=False 
        for cell in self.fluid_cell_list: 
            VOF=cell.variables["VOF"] 
            if cell.surface_exist==False and cell.fluid_exist==True: 
                pass 
            elif self.allowable_error<VOF<(1.0-self.allowable_error): 
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                self.surface_cell_list.append(cell) 
                cell.surface_exist=True 
            elif (1.0-self.allowable_error) <= VOF: 
                cell.surface_exist=False 
    def calc_viscous_effect(self): 
        cdef object cell,neighbor_cell 
        cdef double viscous,size 
        for cell in self.fluid_cell_list: 
            for velocity_direction in self.direction_keys: 
                viscous=0.0 
                velocity_key = "V"+velocity_direction 
                for direction in self.direction_keys: 
                    for side in ["plus","minus"]: 
                        neighbor_cell=cell.neighbor_cell[direction][side] 
                        if neighbor_cell.wall_switch==True or 
neighbor_cell.fluid_exist==False: 
                            neighbor_cell=cell 
                        size=(cell.size[direction]+neighbor_cell.size[direction])*0.5 
                        viscous += 
self.viscosity/self.density*(neighbor_cell.variables[velocity_key]-cell.variables[velocity_key])/size/
cell.size[direction] 
                cell.variation_of_variables[velocity_key]+=viscous*self.dt 
    def calc_pressure(self): 
        cdef object pressure_cell_list,Prow,Pcolumn,Pvalues,V,cell 
        cdef int pressure_index,self_count,neighbor_count,L 
        cdef double dx,self_size,Pneighbor 
        pressure_cell_list=[ ] 
        pressure_index=0 
        for cell in self.underwater_cell_list: 
            pressure_cell_list.append(cell) 
            cell.pressure_index=pressure_index 
            pressure_index+=1 
        Prow=[ ] 
        Pcolumn=[ ] 
        Pvalues=[ ] 
        V = np.zeros((len(pressure_cell_list),1)) 
        V = np.matrix(V) 
        for cell in self.underwater_cell_list: 
            self_count=cell.pressure_index 
            Pself=0.0 
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            for direction in self.direction_keys: 
                for side in ["plus","minus"]: 
                    neighbor_cell=cell.neighbor_cell[direction][side] 
                    self_size=cell.size[direction] 
                    Pneighbor=0.0 
                    if neighbor_cell.wall_switch == False: 
                        dx_self = self_size 
                        dx_neighbor = neighbor_cell.size[direction] 
                        dx = (dx_self+dx_neighbor)*0.5 
                        Pself -= 1/dx/dx_self 
                        if neighbor_cell.surface_exist == False: 
                            neighbor_count = neighbor_cell.pressure_index 
                            Prow.append(self_count) 
                            Pcolumn.append(neighbor_count) 
                            Pneighbor += 1/dx/dx_self 
                            Pvalues.append(Pneighbor) 
                V[self_count,0] += 
self.density/self.dt*(cell.neighbor_face[direction]["plus"].velocity-cell.neighbor_face[direction]["mi
nus"].velocity)/cell.size[direction] 
            Prow.append(self_count) 
            Pcolumn.append(self_count) 
            Pvalues.append(Pself) 
        for cell in self.surface_cell_list: 
            if len(cell.around_underwater_direction_list)==1: 
                direction=cell.around_underwater_direction_list[0] 
                side=cell.around_underwater_side_list[0] 
                neighbor_cell=cell.neighbor_cell[direction][side] 
                neighbor_count = neighbor_cell.pressure_index 
                surface_height=cell.surface.calc_surface_height(cell,direction) 
                dx_self = cell.size[direction] 
                dx_neighbor = neighbor_cell.size[direction] 
                dx = (dx_self+dx_neighbor)*0.5 
                Prow.append(neighbor_count) 
                Pcolumn.append(neighbor_count) 
                
Pvalues.append((1.0-(neighbor_cell.size[direction]+cell.size[direction])/(neighbor_cell.size[directi
on]+2*surface_height))/dx/dx_self) 
            elif len(cell.around_underwater_direction_list)==2: 
                switch=0 
                for i in range(2): 
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                    direction=cell.around_underwater_direction_list[i] 
                    side=cell.around_underwater_side_list[i] 
                    neighbor_cell=cell.neighbor_cell[direction][side] 
                    if side=="plus": 
                        other_side="minus" 
                    elif side=="minus": 
                        other_side="plus" 
                    other_side_cell=cell.neighbor_cell[direction][other_side] 
                    if other_side_cell.variables["VOF"]>(1.0-self.allowable_error): 
                        switch=1 
                if switch==0: 
                    for i in range(2): 
                        direction=cell.around_underwater_direction_list[i] 
                        side=cell.around_underwater_side_list[i] 
                        neighbor_cell=cell.neighbor_cell[direction][side] 
                        neighbor_count = neighbor_cell.pressure_index 
                        surface_height=cell.surface.calc_surface_height(cell,direction) 
                        dx_self = cell.size[direction] 
                        dx_neighbor = neighbor_cell.size[direction] 
                        dx = (dx_self+dx_neighbor)*0.5 
                        Prow.append(neighbor_count) 
                        Pcolumn.append(neighbor_count) 
                        
Pvalues.append((1.0-(neighbor_cell.size[direction]+cell.size[direction])/(neighbor_cell.size[directi
on]+2*surface_height))/dx/dx_self) 
                elif switch==1: 
                    direction0=cell.around_underwater_direction_list[0] 
                    direction1=cell.around_underwater_direction_list[1] 
                    intercept=cell.surface.intercept 
                    normal_vector=cell.surface.normal_vector 
                    if 
abs(normal_vector[direction0]/cell.size[direction0])>=abs(normal_vector[direction1]/cell.size[dire
ction1]): 
                        direction=direction0 
                        side=cell.around_underwater_side_list[0] 
                        neighbor_cell=cell.neighbor_cell[direction][side] 
                        other_direction=direction1 
                        other_side=cell.around_underwater_side_list[1] 
                        other_neighbor_cell=cell.neighbor_cell[other_direction][other_side] 
                        neighbor_count = neighbor_cell.pressure_index 
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                        other_neighbor_count = other_neighbor_cell.pressure_index 
                        surface_height=cell.surface.calc_surface_height(cell,direction) 
                        dx_self = cell.size[direction] 
                        dx_neighbor = neighbor_cell.size[direction] 
                        dx = (dx_self+dx_neighbor)*0.5 
                        Prow.append(neighbor_count) 
                        Pcolumn.append(neighbor_count) 
                        
Pvalues.append((1.0-(neighbor_cell.size[direction]+cell.size[direction])/(neighbor_cell.size[directi
on]+2*surface_height))/dx/dx_self) 
                        dx_self = cell.size[direction1] 
                        dx_neighbor = neighbor_cell.size[direction1] 
                        dx = (dx_self+dx_neighbor)*0.5 
                        Prow.append(other_neighbor_count) 
                        Pcolumn.append(neighbor_count) 
                        
Pvalues.append((1.0-(neighbor_cell.size[direction]+cell.size[direction])/(neighbor_cell.size[directi
on]+2*surface_height))/dx/dx_self) 
                    elif 
abs(normal_vector[direction1])/cell.size[direction1]>abs(normal_vector[direction0])/cell.size[direc
tion0]: 
                        direction=direction1 
                        side=cell.around_underwater_side_list[1] 
                        neighbor_cell=cell.neighbor_cell[direction][side] 
                        other_direction=direction0 
                        other_side=cell.around_underwater_side_list[0] 
                        other_neighbor_cell=cell.neighbor_cell[other_direction][other_side] 
                        neighbor_count = neighbor_cell.pressure_index 
                        other_neighbor_count = other_neighbor_cell.pressure_index 
                        surface_height=cell.surface.calc_surface_height(cell,direction) 
                        dx_self = cell.size[direction] 
                        dx_neighbor = neighbor_cell.size[direction] 
                        dx = (dx_self+dx_neighbor)*0.5 
                        Prow.append(neighbor_count) 
                        Pcolumn.append(neighbor_count) 
                        
Pvalues.append((1.0-(neighbor_cell.size[direction]+cell.size[direction])/(neighbor_cell.size[directi
on]+2*surface_height))/dx/dx_self) 
                        dx_self = cell.size[direction0] 
                        dx_neighbor = neighbor_cell.size[direction0] 
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                        dx = (dx_self+dx_neighbor)*0.5 
                        Prow.append(other_neighbor_count) 
                        Pcolumn.append(neighbor_count) 
                        
Pvalues.append((1.0-(neighbor_cell.size[direction]+cell.size[direction])/(neighbor_cell.size[directi
on]+2*surface_height))/dx/dx_self) 
            elif len(cell.around_underwater_direction_list)==3: 
                if cell.around_underwater_direction_list.count("X")==1: 
                    direction="X" 
                elif cell.around_underwater_direction_list.count("Y")==1: 
                    direction="Y" 
                
side=cell.around_underwater_side_list[cell.around_underwater_direction_list.index(direction)] 
                neighbor_cell=cell.neighbor_cell[direction][side] 
                neighbor_count = neighbor_cell.pressure_index 
                surface_height=cell.surface.calc_surface_height(cell,direction) 
                dx_self = cell.size[direction] 
                dx_neighbor = neighbor_cell.size[direction] 
                dx = (dx_self+dx_neighbor)*0.5 
                for direc in self.direction_keys: 
                    other_neighbor_cell=cell.neighbor_cell[direc][side] 
                    other_neighbor_count = other_neighbor_cell.pressure_index 
                    if other_neighbor_cell.fluid_exist==True and 
other_neighbor_cell.surface_exist==False: 
                        dx_self = cell.size[direc] 
                        dx_neighbor = neighbor_cell.size[direc] 
                        dx = (dx_self+dx_neighbor)*0.5 
                        Prow.append(other_neighbor_count) 
                        Pcolumn.append(neighbor_count) 
                        
Pvalues.append((1.0-(neighbor_cell.size[direction]+cell.size[direction])/(neighbor_cell.size[directi
on]+2*surface_height))/dx/dx_self) 
 
        Prow=np.array(Prow) 
        Pcolumn=np.array(Pcolumn) 
        Pvalues=np.array(Pvalues) 
        L=len(pressure_cell_list) 
        P = sci.sparse.coo_matrix((Pvalues,(Prow,Pcolumn)),(L,L)) 
        V=V 
        Pressure=scipy.sparse.linalg.isolve.bicgstab(P,V,tol=1e-10,maxiter=20000) 
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        print("pressure iteration",Pressure[1],len(Pvalues)) 
        for cell in pressure_cell_list: 
            for direction in self.direction_keys: 
                cell.pressure[direction]   = Pressure[0][cell.pressure_index] 
        for cell in self.surface_cell_list: 
            if len(cell.around_underwater_direction_list)==1: 
                direction=cell.around_underwater_direction_list[0] 
                side=cell.around_underwater_side_list[0] 
                neighbor_cell=cell.neighbor_cell[direction][side] 
                surface_height=cell.surface.calc_surface_height(cell,direction) 
                
pressure=neighbor_cell.pressure[direction]*((1.0-(neighbor_cell.size[direction]+cell.size[direction
])/(neighbor_cell.size[direction]+2*surface_height))) 
                for dire in self.direction_keys: 
                    cell.pressure[dire]=pressure 
            elif len(cell.around_underwater_direction_list)==2: 
                switch=0 
                for i in range(2): 
                    direction=cell.around_underwater_direction_list[i] 
                    side=cell.around_underwater_side_list[i] 
                    if side=="plus": 
                        other_side="minus" 
                    elif side=="minus": 
                        other_side="plus" 
                    other_side_cell=cell.neighbor_cell[direction][other_side] 
                    if other_side_cell.variables["VOF"]>(1.0-self.allowable_error): 
                        switch=1 
                if switch==0: 
                    for i in range(2): 
                        direction=cell.around_underwater_direction_list[i] 
                        side=cell.around_underwater_side_list[i] 
                        neighbor_cell=cell.neighbor_cell[direction][side] 
                        surface_height=cell.surface.calc_surface_height(cell,direction) 
                        
pressure=neighbor_cell.pressure[direction]*((1.0-(neighbor_cell.size[direction]+cell.size[direction
])/(neighbor_cell.size[direction]+2*surface_height))) 
                        cell.pressure[direction]=pressure 
                elif switch==1: 
                    direction0=cell.around_underwater_direction_list[0] 
                    direction1=cell.around_underwater_direction_list[1] 
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                    intercept=cell.surface.intercept 
                    normal_vector=cell.surface.normal_vector 
                    if abs(normal_vector[direction0])>=abs(normal_vector[direction1]): 
                        direction=direction0 
                        side=cell.around_underwater_side_list[0] 
                        neighbor_cell=cell.neighbor_cell[direction][side] 
                    elif abs(normal_vector[direction1])>abs(normal_vector[direction0]): 
                        direction=direction1 
                        side=cell.around_underwater_side_list[1] 
                        neighbor_cell=cell.neighbor_cell[direction][side] 
                    surface_height=cell.surface.calc_surface_height(cell,direction) 
                    
pressure=neighbor_cell.pressure[direction]*((1.0-(neighbor_cell.size[direction]+cell.size[direction
])/(neighbor_cell.size[direction]+2*surface_height))) 
                    for direc in self.direction_keys: 
                        cell.pressure[direc]=pressure 
                "" 
            elif len(cell.around_underwater_direction_list)==3: 
                if cell.around_underwater_direction_list.count("X")==1: 
                    direction="X" 
                elif cell.around_underwater_direction_list.count("Y")==1: 
                    direction="Y" 
                
side=cell.around_underwater_side_list[cell.around_underwater_direction_list.index(direction)] 
                neighbor_cell=cell.neighbor_cell[direction][side] 
                surface_height=cell.surface.calc_surface_height(cell,direction) 
                
pressure=neighbor_cell.pressure[direction]*((1.0-(neighbor_cell.size[direction]+cell.size[direction
])/(neighbor_cell.size[direction]+2*surface_height))) 
                for dire in self.direction_keys: 
                    cell.pressure[dire]=pressure 
    def accelate_by_pressure(self): 
        cdef object cell 
        for cell in self.fluid_cell_list: 
            for direction in self.direction_keys: 
                upper_face=cell.neighbor_face[direction]["plus"] 
                lower_face=cell.neighbor_face[direction]["minus"] 
                
delta_upper=(cell.neighbor_cell[direction]["plus"].size[direction]+cell.size[direction])*0.5 
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delta_lower=(cell.size[direction]+cell.neighbor_cell[direction]["minus"].size[direction])*0.5 
                if cell.neighbor_cell[direction]["plus"].wall_switch == True: 
                    upper_face.variation_of_variables["V"+direction] = 0.0 
                else: 
                    upper_face.variation_of_variables["V"+direction] = 
-self.dt*(cell.neighbor_cell[direction]["plus"].pressure[direction]-cell.pressure[direction])/delta_up
per/self.density 
                if cell.neighbor_cell[direction]["minus"].wall_switch == True: 
                    lower_face.variation_of_variables["V"+direction] = 0.0 
                else: 
                    lower_face.variation_of_variables["V"+direction] = 
-self.dt*(cell.pressure[direction]-cell.neighbor_cell[direction]["minus"].pressure[direction])/delta_
lower/self.density 
        for cell in self.surface_cell_list: 
            if len(cell.around_underwater_side_list)==0: 
                cell.neighbor_face[direction]["plus"].variation_of_variables["V"+direction] = 0.0 
                cell.neighbor_face[direction]["minus"].variation_of_variables["V"+direction] = 
0.0 
        for cell in self.fluid_cell_list: 
            for direction in self.direction_keys: 
                lower_face=cell.neighbor_face[direction]["minus"] 
                lower_face.velocity += lower_face.variation_of_variables["V"+direction] 
    def execute(self,advect_variables): 
        cdef object cell 
        cdef int i,j 
        for cell in self.surface_cell_list: 
                cell.surface.calc_normal_vector(cell) 
                cell.surface.calc_intercept(cell) 
        for cell in self.fluid_cell_list: 
            cell.variation_of_variables["VY"] += self.gravity*self.dt 
        #self.calc_viscous_effect() 
        self.interpolate_velocity_from_cell_to_face() 
        self.calc_pressure() 
        self.accelate_by_pressure() 
        self.interpolate_velocity_for_surface_cell() 
        self.interpolate_velocity_from_face_to_cell() 
        add_number=dict.fromkeys(self.direction_keys,0) 
        rqX=self.grid.row_quantity["X"] 
        rqY=self.grid.row_quantity["Y"] 
        for direction in ["X","Y"]: 
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            add_number[direction]=1 
            for cell in self.surface_cell_list: 
                cell.surface.calc_normal_vector(cell) 
                cell.surface.calc_intercept(cell) 
            for i in range(1,rqX+1+add_number["X"]): 
                for j in range(1,rqY+1+add_number["Y"]): 
                    face=self.grid.face_matrix[direction][i][j] 
                    face.advection_excute(["VX","VY"],direction,self.dt) 
            for i in range(1,rqX+1): 
                for j in range(1,rqY+1): 
                    cell=self.grid.cell_matrix[i][j] 
                    cell.set_advect_variables(advect_variables) 
            self.renew_fluid_cell() 
            add_number[direction]=0 
        self.classify_fluid_cells() 
class Graph: 
    def second_number(self,time): 
        if           time ==   0: 
            return '0000' 
        elif         time <   10: 
            return '000' + str(time) 
        elif 10   <= time <  100: 
            return '00'  + str(time) 
        elif 100  <= time < 1000: 
            return '0'   + str(time) 
        elif 1000 <= time : 
            return str(time)           
    def make_fluid_figure(self,cfd,count,time): 
        patches=[] 
        VOFs=[] 
        pressures=[] 
        for cell in cfd.fluid_cell_list: 
            vertexes=[] 
            if cell.surface_exist == False: 
                vertexes=[ 
                    [cell.location["X"]-cell.size["X"]*0.5,cell.location["Y"]-cell.size["Y"]*0.5], 
                    [cell.location["X"]-cell.size["X"]*0.5,cell.location["Y"]+cell.size["Y"]*0.5], 
                    [cell.location["X"]+cell.size["X"]*0.5,cell.location["Y"]+cell.size["Y"]*0.5], 
                    [cell.location["X"]+cell.size["X"]*0.5,cell.location["Y"]-cell.size["Y"]*0.5]] 
            else: 
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                cell.surface.calc_normal_vector(cell) 
                cell.surface.calc_intercept(cell) 
                nx=cell.surface.normal_vector["X"] 
                ny=cell.surface.normal_vector["Y"] 
                intercept=nx*cell.surface.intercept["X"]+ny*cell.surface.intercept["Y"] 
                #left side 
                if ny ==0: 
                    if nx >0: 
                        
vertexes.append([cell.location["X"]-cell.size["X"]*0.5,cell.location["Y"]-cell.size["Y"]*0.5]) 
                        
vertexes.append([cell.location["X"]-cell.size["X"]*0.5,cell.location["Y"]+cell.size["Y"]*0.5]) 
                    elif nx == 0: 
                        vertexes=[ 
                            
[cell.location["X"]-cell.size["X"]*0.5,cell.location["Y"]-cell.size["Y"]*0.5], 
                            
[cell.location["X"]-cell.size["X"]*0.5,cell.location["Y"]+cell.size["Y"]*0.5], 
                            
[cell.location["X"]+cell.size["X"]*0.5,cell.location["Y"]+cell.size["Y"]*0.5], 
                            
[cell.location["X"]+cell.size["X"]*0.5,cell.location["Y"]-cell.size["Y"]*0.5]] 
                else: 
                    Y=(-nx/ny*(-0.5)+intercept/ny) 
                    #print(cell.number,Y) 
                    if -0.5<Y<0.5: 
                        
vertexes.append([cell.location["X"]-cell.size["X"]*0.5,min(Y*cell.size["Y"]+cell.location["Y"],cell.lo
cation["Y"]-math.copysign(1,ny)*cell.size["Y"]*0.5)]) 
                        
vertexes.append([cell.location["X"]-cell.size["X"]*0.5,max(Y*cell.size["Y"]+cell.location["Y"],cell.lo
cation["Y"]-math.copysign(1,ny)*cell.size["Y"]*0.5)]) 
                    elif math.copysign(1,Y) == math.copysign(1,ny): 
                        
vertexes.append([cell.location["X"]-cell.size["X"]*0.5,cell.location["Y"]-cell.size["Y"]*0.5]) 
                        
vertexes.append([cell.location["X"]-cell.size["X"]*0.5,cell.location["Y"]+cell.size["Y"]*0.5]) 
                #up side 
                if nx ==0: 
                    if ny <0: 
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vertexes.append([cell.location["X"]-cell.size["X"]*0.5,cell.location["Y"]+cell.size["Y"]*0.5]) 
                        
vertexes.append([cell.location["X"]+cell.size["X"]*0.5,cell.location["Y"]+cell.size["Y"]*0.5]) 
                else: 
                    X=(-ny/nx*(0.5)+intercept/nx) 
                    if -0.5<X<0.5: 
                        
vertexes.append([min(X*cell.size["X"]+cell.location["X"],cell.location["X"]-math.copysign(1,nx)*ce
ll.size["X"]*0.5),cell.location["Y"]+cell.size["Y"]*0.5]) 
                        
vertexes.append([max(X*cell.size["X"]+cell.location["X"],cell.location["X"]-math.copysign(1,nx)*ce
ll.size["X"]*0.5),cell.location["Y"]+cell.size["Y"]*0.5]) 
                    elif math.copysign(1,X) == math.copysign(1,nx): 
                        
vertexes.append([cell.location["X"]-cell.size["X"]*0.5,cell.location["Y"]+cell.size["Y"]*0.5]) 
                        
vertexes.append([cell.location["X"]+cell.size["X"]*0.5,cell.location["Y"]+cell.size["Y"]*0.5]) 
                         
                #right side 
                if ny ==0: 
                    if nx <0: 
                        
vertexes.append([cell.location["X"]+cell.size["X"]*0.5,cell.location["Y"]+cell.size["Y"]*0.5]) 
                        
vertexes.append([cell.location["X"]+cell.size["X"]*0.5,cell.location["Y"]-cell.size["Y"]*0.5]) 
                        #print(cell.number) 
                else: 
                    Y=(-nx/ny*(0.5)+intercept/ny) 
                    if -0.5<Y<0.5: 
                        
vertexes.append([cell.location["X"]+cell.size["X"]*0.5,max(Y*cell.size["Y"]+cell.location["Y"],cell.l
ocation["Y"]-math.copysign(1,ny)*cell.size["Y"]*0.5)]) 
                        
vertexes.append([cell.location["X"]+cell.size["X"]*0.5,min(Y*cell.size["Y"]+cell.location["Y"],cell.lo
cation["Y"]-math.copysign(1,ny)*cell.size["Y"]*0.5)]) 
                    elif math.copysign(1,Y) == math.copysign(1,ny): 
                        
vertexes.append([cell.location["X"]+cell.size["X"]*0.5,cell.location["Y"]+cell.size["Y"]*0.5]) 
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vertexes.append([cell.location["X"]+cell.size["X"]*0.5,cell.location["Y"]-cell.size["Y"]*0.5]) 
                #bottom side 
                if nx ==0: 
                    if ny >0: 
                        
vertexes.append([cell.location["X"]+cell.size["X"]*0.5,cell.location["Y"]-cell.size["Y"]*0.5]) 
                        
vertexes.append([cell.location["X"]-cell.size["X"]*0.5,cell.location["Y"]-cell.size["Y"]*0.5]) 
                else: 
                    X=(-ny/nx*(-0.5)+intercept/nx) 
                    if -0.5<X<0.5: 
                        
vertexes.append([max(X*cell.size["X"]+cell.location["X"],cell.location["X"]-math.copysign(1,nx)*ce
ll.size["X"]*0.5),cell.location["Y"]-cell.size["Y"]*0.5]) 
                        
vertexes.append([min(X*cell.size["X"]+cell.location["X"],cell.location["X"]-math.copysign(1,nx)*ce
ll.size["X"]*0.5),cell.location["Y"]-cell.size["Y"]*0.5]) 
                    elif math.copysign(1,X) == math.copysign(1,nx): 
                        
vertexes.append([cell.location["X"]+cell.size["X"]*0.5,cell.location["Y"]-cell.size["Y"]*0.5]) 
                        
vertexes.append([cell.location["X"]-cell.size["X"]*0.5,cell.location["Y"]-cell.size["Y"]*0.5]) 
            if len(vertexes) != 0: 
                vertexes = np.array(vertexes) 
                polygon = Polygon(vertexes) 
                patches.append(polygon) 
        plot_polygons = PatchCollection(patches,linewidth=0.0) 
        ax = fig.add_subplot(111) 
        ax.add_collection(plot_polygons) 
        
plt.axis([0.0,cfd.grid.cell_matrix[-1][-1].location["X"]+cfd.grid.cell_matrix[-1][-1].size["X"]*0.5,0.0,
cfd.grid.cell_matrix[-1][-1].location["Y"]+cfd.grid.cell_matrix[-1][-1].size["Y"]*0.5]) 
        plt.title(str(time)+"sec") 
        plt.savefig("figure/"+self.second_number(count)+".png") 
        plt.clf() 
次に、これらを動作させるmain文 start.pyを示す。このプログラムは段波波高Hi = 3𝑚、天端高
Hw = 2mを計算する際のプログラムである。 
import math 
import numpy as np 
import pyximport 
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pyximport.install() 
import matplotlib.pyplot as plt 
from matplotlib.patches import Polygon 
from matplotlib.collections import PatchCollection 
import scipy as sci 
import csv 
import time 
import copy 
import scipy 
import scipy.sparse 
import scipy.sparse.linalg 
from cfd_functions import * 
 
direction_keys=["X","Y"] 
bore_road1=2000 
bore_road2=500 
channel=1000 
wall=20 
space=10 
 
grid_row_quantity={"X":bore_road1+bore_road2+channel+wall+space,"Y":30} 
variables=["VOF","VX","VY"] 
advect_variables=["VX","VY"] 
dt=0.01                 #sec 
time_steps=150000 
water_density = 998.22          #kg/m^3 
water_viscosity= 0.0            #kg/m.sec 
gravity = -9.8                  #m/sec^2 
allowable_error=10**-4 
cfd=Cfd_2d(water_density,water_viscosity,gravity,Grid(grid_row_quantity,variables,direction_ke
ys),allowable_error,dt) 
#define the bore scale 
depth=15.0 
incident_wave_depth=18.0 
incident_wave_height=incident_wave_depth-depth 
ita=1.03 
bore_velocity=incident_wave_height*(abs(gravity)*(depth+incident_wave_depth)/(2*incident_wa
ve_depth*(incident_wave_depth-ita*incident_wave_height)))**0.5 
Graph=Graph() 
#set cell size and volume 
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for i in range(cfd.grid.row_quantity["X"]+2): 
    #bore_road1 
    if i <= bore_road1: 
        dx=3.5 
    #bore_road2 
    elif i <= bore_road1+bore_road2: 
        dx=1.0 
    elif i <= bore_road1+bore_road2+channel: 
        dx=0.5 
    #wall 
    elif i <= bore_road1+bore_road2+channel+wall: 
        dx=0.5 
    #space 
    elif i <= bore_road1+bore_road2+channel+wall+space: 
        dx=0.5 
    for j in range(cfd.grid.row_quantity["Y"]+2): 
        if j <= 4: 
            dy = 3.5 
        elif j <= 4+42: 
            dy = 0.5 
        else: 
            dy = 0.5 
        cell=cfd.grid.cell_matrix[i][j] 
        cell.size["X"]=dx 
        cell.size["Y"]=dy 
        cell.volume = dx*dy 
cfd.grid.set_location() 
#set seawall 
wall_height=17.0 
for i in range(bore_road1+bore_road2+channel+1,bore_road1+bore_road2+channel+wall+1): 
    for j in range(1,cfd.grid.row_quantity["Y"]+1): 
        if cfd.grid.cell_matrix[i][j].location["Y"]<wall_height: 
            cfd.grid.cell_matrix[i][j].wall_switch=True 
wall_height=14.0 
for i in 
range(bore_road1+bore_road2+channel+wall+1,bore_road1+bore_road2+channel+wall+space+1): 
    for j in range(1,cfd.grid.row_quantity["Y"]+1): 
        if cfd.grid.cell_matrix[i][j].location["Y"]<wall_height: 
            cfd.grid.cell_matrix[i][j].wall_switch=True 
#set inflow face 
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for j in range(1,cfd.grid.row_quantity["Y"]+1): 
    cell=cfd.grid.cell_matrix[cfd.grid.row_quantity["X"]+1][j] 
    face=cfd.grid.face_matrix["X"][1][j] 
    
cfd.grid.face_matrix["X"][1][j]=Inflow_Face({"X":cfd.grid.row_quantity["X"]+2,"Y":j},variables,dire
ction_keys) 
    if incident_wave_depth > cell.location["Y"]-cell.size["Y"]*0.5: 
        
cfd.grid.face_matrix["X"][1][j].variables["VOF"]=min(1.0,max(0.0,(incident_wave_depth-cell.locat
ion["Y"])/cell.size["Y"]+0.5)) 
        cfd.grid.face_matrix["X"][1][j].velocity=bore_velocity 
    else: 
        break 
     
cfd.grid.make_neighbor_map() 
cfd.set_wall_cell_on_the_end_of_grid() 
cfd.set_sides_on_wall() 
#save the grid data 
filename=open("grid.csv","w") 
data_write=csv.writer(filename,lineterminator='¥n') 
data_write.writerow(["grid_row_quantity","X",cfd.grid.row_quantity["X"],"Y",cfd.grid.row_quanti
ty["Y"]]) 
data_write.writerow(["X","Y","Xsize","Ysize","Xlocation","Ylocation","wall_switch"]) 
for i in range(cfd.grid.row_quantity["X"]+2): 
    for j in range(cfd.grid.row_quantity["Y"]+2): 
        cell=cfd.grid.cell_matrix[i][j] 
        
data_write.writerow([i,j,cell.size["X"],cell.size["Y"],cell.location["X"],cell.location["Y"],cell.wall_sw
itch]) 
filename.close() 
 
#set initial fluid 
for i in range(1,channel+bore_road1+bore_road2+1): 
    for j in range(1,cfd.grid.row_quantity["Y"]+1): 
        cell=cfd.grid.cell_matrix[i][j] 
        water_depth=(depth-(cell.location["Y"]-cell.size["Y"]*0.5))/cell.size["Y"] 
        cfd.grid.cell_matrix[i][j].variables["VOF"]=max(min(1.0,water_depth),0.0) 
 
cfd.classify_fluid_cells() 
Graph.make_fluid_figure(cfd,0,0) 
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count=1 
data_count=1 
#save all cfd data 
filename=open("data/"+Graph.second_number(0)+".csv","w") 
data_write=csv.writer(filename,lineterminator='¥n') 
data_write.writerow(["time",0,"sec"]) 
data_number=0 
for i in range(1,cfd.grid.row_quantity["X"]+1): 
    for j in range(1,cfd.grid.row_quantity["Y"]+1): 
        cell=cfd.grid.cell_matrix[i][j] 
        if cell.variables["VOF"]>0: 
            data_number+=1 
data_write.writerow(["data number",data_number]) 
data_write.writerow(["X","Y","VOF","pressure","Xplus V","Xminus V","Yplus V","Yminus V"]) 
for i in range(1,cfd.grid.row_quantity["X"]+1): 
    for j in range(1,cfd.grid.row_quantity["Y"]+1): 
        cell=cfd.grid.cell_matrix[i][j] 
        if cell.variables["VOF"]>0: 
            
data_write.writerow([cell.number["X"],cell.number["Y"],cell.variables["VOF"],cell.pressure["X"],c
ell.neighbor_face["X"]["plus"].velocity,cell.neighbor_face["X"]["minus"].velocity,cell.neighbor_face[
"Y"]["plus"].velocity,cell.neighbor_face["Y"]["minus"].velocity]) 
filename.close() 
for j in range(1,cfd.grid.row_quantity["Y"]+1): 
    cell=cfd.grid.cell_matrix[cfd.grid.row_quantity["X"]+1][j] 
    face=cfd.grid.face_matrix["X"][1][j] 
    if incident_wave_depth > cell.location["Y"]-cell.size["Y"]*0.5: 
        
cfd.grid.face_matrix["X"][1][j].variables["VOF"]=min(1.0,max(0.0,(incident_wave_depth-cell.locat
ion["Y"])/cell.size["Y"]+0.5)) 
        cfd.grid.face_matrix["X"][1][j].velocity=bore_velocity 
    else: 
        break 
#start calclation 
for t in range(1,time_steps+1): 
    print(t) 
    if t == 60000: 
        for j in range(1,cfd.grid.row_quantity["Y"]+1): 
            cell=cfd.grid.cell_matrix[cfd.grid.row_quantity["X"]+1][j] 
            face=cfd.grid.face_matrix["X"][1][j] 
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            if incident_wave_depth > cell.location["Y"]-cell.size["Y"]*0.5: 
                cfd.grid.face_matrix["X"][1][j].variables["VOF"]=0.0 
                cfd.grid.face_matrix["X"][1][j].velocity=0.0 
            else: 
                break 
    cfd.execute(advect_variables) 
    SUM=0 
    for cell in cfd.fluid_cell_list: 
        SUM += cell.variables["VOF"]*cell.volume 
    print("Sum Volume",SUM) 
    if t % 100 ==0: 
        filename=open("data/"+Graph.second_number(data_count)+".csv","w") 
        data_write=csv.writer(filename,lineterminator='¥n') 
        data_write.writerow(["time",t*dt,"sec","SUM Volume",SUM]) 
        data_number=0 
        for i in range(1,cfd.grid.row_quantity["X"]+1): 
            for j in range(1,cfd.grid.row_quantity["Y"]+1): 
                cell=cfd.grid.cell_matrix[i][j] 
                if cell.variables["VOF"]>0: 
                    data_number+=1 
        data_write.writerow(["data number",data_number]) 
        data_write.writerow(["X","Y","VOF","pressure","Xplus V","Xminus V","Yplus V","Yminus 
V"]) 
        for i in range(1,cfd.grid.row_quantity["X"]+1): 
            for j in range(1,cfd.grid.row_quantity["Y"]+1): 
                cell=cfd.grid.cell_matrix[i][j] 
                if cell.variables["VOF"]>0: 
                    
data_write.writerow([cell.number["X"],cell.number["Y"],cell.variables["VOF"],cell.pressure["X"],c
ell.neighbor_face["X"]["plus"].velocity,cell.neighbor_face["X"]["minus"].velocity,cell.neighbor_face[
"Y"]["plus"].velocity,cell.neighbor_face["Y"]["minus"].velocity]) 
        filename.close() 
        data_count+=1 
    if t % 100 ==0: 
        Graph.make_fluid_figure(cfd,count,t*dt,"VOF") 
        count+=1 
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付録 B．三次元の水面捕捉アルゴリズム 
2.3.2 で説明した水面捕捉アルゴリズムは二次元の場合のみに留めていたため、ここで 3 次元の場
合のアルゴリズムを説明する。 
 
B.1 スタッガード格子上の番号の定義 
まず、三次元におけるスタッガード格子上の物理量を定義する。格子の端から𝑥方向に i番目、𝑦方
向に𝑗番目、𝑧方向に𝑘番目のセル中心を(𝑖, 𝑗, 𝑘)と定義する。セル境界は、𝑥方向なら(𝑖 ± 0.5, 𝑗, 𝑘)、𝑧方
向なら(𝑖, 𝑗, 𝑘 ± 0.5)として、セル中心からずれた方向の番号に 0.5を足し引きする。また三次元の場合
セルの辺が存在するため、セル辺にも番号を定義する。セル辺の番号もセル境界と同様、セル中心か
らずれた方向に 0.5を足し引きする。𝑥と𝑦方向にずれている場合は(𝑖 ± 0.5, 𝑗 ± 0.5, 𝑘)となる。セル角
は全ての番号を差し引きする。図 B.1に番号の概要図を示す。 
B.2 水面の式 
三次元において、平面の式は法線ベクトル𝑛 = (𝑛𝑥, 𝑛𝑦 , 𝑛𝑧)を使用すると以下の式で表わされる。 
 𝑛𝑥(𝑥 − 𝑋0) + 𝑛𝑦(𝑦 − 𝑌0) + 𝑛𝑧(𝑧 − 𝑍0) = 0 (B.1) 
ここで𝑋0, 𝑌0, 𝑍0は平面の切片である。水面の式をS(x, y)と x と y の関数と定義すると、(B.1)式は以下
の式に書き直すことができる。 
 
𝑆(𝑥, 𝑦) = 𝑧 = −
𝑛𝑥
𝑛𝑧
(𝑥 − 𝑋0) −
ny
𝑛𝑧
(𝑦 − 𝑌0) + 𝑍0 (B.2) 
ここでZ0以外の切片を 0とすると、以下の式になる。 
 
𝑆(𝑥, 𝑦) = 𝑧 = −
𝑛𝑥
𝑛𝑧
𝑥 −
ny
𝑛𝑧
𝑦 + 𝑍0 (B.3) 
水面の形状は法線ベクトルと切片Z0によって決定されるため、二次元の場合と同様の手順で計算する。 
 
  
図 B.1 三次元の物理量の番号 
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B.3 法線ベクトルの算出 
法線ベクトルの算出方法は 2.3.2(a)で説明した方法と同様、セル境界で計算した体積率 Fの勾配を
平均することでセル中心の法線ベクトルを求める。ただし、三次元の場合はセル辺が追加されるため、
平均の手順が一つ加わることになる。以下にその手順を示す。 
① 隣接するセルの体積率 Fの勾配から、セル境界における法線ベクトルを求める。 
 
 𝑛𝑥 𝑖±0.5,𝑗,𝑘 = −
𝜕𝐹
𝜕𝑥
= −
𝐹𝑖±0.5+0.5,𝑗,𝑘 − 𝐹𝑖±0.5−0.5.𝑗,𝑘
𝑥𝑖±0.5+0.5,𝑗,𝑘 + 𝑥𝑖±0.5−0.5,𝑗,𝑘
 (B.4) 
 
 𝑛𝑦 𝑖,𝑗±0.5,𝑘 = −
𝜕𝐹
𝜕𝑦
= −
𝐹𝑖,𝑗±0.5+0.5,𝑘 − 𝐹𝑖.𝑗±0.5−0.5,𝑘
𝑦𝑖,𝑗±0.5+0.5,𝑘 + 𝑦𝑖,𝑗±0.5−0.5,𝑘
 (B.5) 
 
𝑛𝑧 𝑖,𝑗,𝑘±0.5 = −
𝜕𝐹
𝜕𝑧
= −
𝐹𝑖,𝑗,𝑘±0.5+0.5 − 𝐹𝑖.𝑗,𝑘±0.5−0.5
𝑧𝑖,𝑗,𝑘±0.5+0.5 + 𝑧𝑖,𝑗,𝑘±0.5−0.5
 (B.6) 
② セル境界の法線ベクトルを平均して、セル角における法線ベクトルを求める。セル辺の法線ベ
クトルは、セル中心からずれていない方向、(𝑖 ± 0.5, 𝑗 ± 0.5, 𝑘)なら z方向の法線ベクトルが 0になる。
以下には(𝑖 ± 0.5, 𝑗 ± 0.5, 𝑘)の場合のみ記載する。 
 
 
 𝑛𝑥  𝑖±0.5,𝑗±0.5,𝑘 =
𝑛𝑥 𝑖±0.5,𝑗±0.5+0.5,𝑘 + 𝑛𝑥 𝑖±0.5,𝑗±0.5−0.5,𝑘
2
 (B.7) 
 
𝑛𝑦  𝑖±0.5,𝑗±0.5,𝑘 =
𝑛𝑦 𝑖±0.5+0.5,𝑗±0.5,𝑘 + 𝑛𝑦 𝑖±0.5−0.5,𝑗±0.5,𝑘
2
 (B.8) 
 𝑛𝑧 𝑖±0.5,𝑗±0.5,𝑘 = 0.0 (B.9) 
③ セル辺の法線ベクトルを平均してセル角の法線ベクトルを求める。 
 
 𝑛𝑥 𝑖±0.5,𝑗±0.5,𝑘±0.5 =
𝑛𝑥 𝑖±0.5,𝑗±0.5+0.5,𝑘±0.5 + 𝑛𝑥 𝑖±0.5,𝑗±0.5−0.5,𝑘±0.5
+𝑛𝑥 𝑖±0.5,𝑗±0.5,𝑘±0.5+0.5 + 𝑛𝑥 𝑖±0.5,𝑗±0.5,𝑘±0.5−0.5
4
 
(B.10) 
 
𝑛𝑦  𝑖±0.5,𝑗±0.5,𝑘±0.5 =
𝑛𝑦 𝑖±0.5+0.5,𝑗±0.5,𝑘±0.5 + 𝑛𝑦 𝑖±0.5−0.5,𝑗±0.5,𝑘±0.5
+𝑛𝑦 𝑖±0.5,𝑗±0.5,𝑘±0.5+0.5 + 𝑛𝑦 𝑖±0.5,𝑗±0.5,𝑘±0.5−0.5
4
 
(B.11) 
 
𝑛𝑦  𝑖±0.5,𝑗±0.5,𝑘±0.5 =
𝑛𝑧 𝑖±0.5+0.5,𝑗±0.5,𝑘±0.5 + 𝑛𝑧 𝑖±0.5−0.5,𝑗±0.5,𝑘±0.5
+𝑛𝑧 𝑖±0.5,𝑗±0.5+0.5,𝑘±0.5 + 𝑛𝑧 𝑖±0.5,𝑗±0.5−0.5,𝑘±0.5
4
 
(B.12) 
④ セル角の法線ベクトルを平均してセル中心の法線ベクトルを求める。 
 𝑛𝑥 𝑖,𝑗,𝑘 =
𝑛𝑥 𝑖+0.5,𝑗+0.5,𝑘+0.5 + 𝑛𝑥 𝑖+0.5,𝑗+0.5,𝑘−0.5 + 𝑛𝑥 𝑖+0.5,𝑗−0.5,𝑘+0.5
+𝑛𝑥 𝑖−0.5,𝑗+0.5,𝑘+0.5 + 𝑛𝑥 𝑖+0.5,𝑗−0.5,𝑘−0.5 + 𝑛𝑥 𝑖−0.5,𝑗+0.5,𝑘−0.5
+𝑛𝑥 𝑖−0.5,𝑗−0.5,𝑘+0.5 + 𝑛𝑥 𝑖−0.5,𝑗−0.5,𝑘−0.5
8
 
(B.13) 
𝑛𝑦  𝑖,𝑗,𝑘 =
𝑛𝑦 𝑖+0.5,𝑗+0.5,𝑘+0.5 + 𝑛𝑦 𝑖+0.5,𝑗+0.5,𝑘−0.5 + 𝑛𝑦 𝑖+0.5,𝑗−0.5,𝑘+0.5
+𝑛𝑦 𝑖−0.5,𝑗+0.5,𝑘+0.5 + 𝑛𝑦 𝑖+0.5,𝑗−0.5,𝑘−0.5 + 𝑛𝑦 𝑖−0.5,𝑗+0.5,𝑘−0.5
+𝑛𝑦 𝑖−0.5,𝑗−0.5,𝑘+0.5 + 𝑛𝑦 𝑖−0.5,𝑗−0.5,𝑘−0.5
8
 
(B.14) 
𝑛𝑧 𝑖,𝑗,𝑘 =
𝑛𝑧 𝑖+0.5,𝑗+0.5,𝑘+0.5 + 𝑛𝑧 𝑖+0.5,𝑗+0.5,𝑘−0.5 + 𝑛𝑧 𝑖+0.5,𝑗−0.5,𝑘+0.5
+𝑛𝑧 𝑖−0.5,𝑗+0.5,𝑘+0.5 + 𝑛𝑧 𝑖+0.5,𝑗−0.5,𝑘−0.5 + 𝑛𝑧 𝑖−0.5,𝑗+0.5,𝑘−0.5
+𝑛𝑧 𝑖−0.5,𝑗−0.5,𝑘+0.5 + 𝑛𝑧 𝑖−0.5,𝑗−0.5,𝑘−0.5
8
 
(B.15) 
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B.4 セルの規格化 
二次元と同様に、セル中心に原点を置き、セルの長さが 1.0の立方体になるように規格化を行う。 
  ?̂?𝑥 = 𝑛𝑥𝛥𝑥 (B.16) 
  ?̂?𝑦 = 𝑛𝑦𝛥𝑦 (B.17) 
 ?̂?𝑧 = 𝑛𝑧𝛥𝑧 (B.18) 
 
B.5 切片の算出 
次に、切片?̂?0の算出方法について説明する。計算手順は二次
元の場合と同様に、セル内流体体積?̂?を?̂?0の関数として求めて、
それを逆算することで算出する。 
まず図 B.2のように、水面𝑆(?̂?, ?̂?)が?̂?軸に平行なセル辺の延長
線上と交わる点の𝑧座標を、高い順に?̂?1, ?̂?2, ?̂?3, ?̂?4と定義する。
この点の?̂?座標は、絶対値を使用することで以下の式になる。 
 
 ?̂?1 =
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑧|
+ ?̂?0 (B.19) 
 
?̂?2 =
||?̂?𝑥| − |?̂?𝑦||
2|?̂?𝑧|
+ ?̂?0 (B.20) 
 
?̂?3 = −
||?̂?𝑥| − |?̂?𝑦||
2|?̂?𝑧|
+ ?̂?0 (B.21) 
 
?̂?4 = −
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑧|
+ ?̂?0 (B.22) 
次に水面𝑆(?̂?, ?̂?)より下に流体が存在すると仮定して、ẑ軸に垂直な断面の流体面積Â(z)を考えていく。
断面形状は?̂?1, ?̂?2, ?̂?3, ?̂?4の点を境に変化するため、領域別に分けて考える。また、?̂?𝑥 , ?̂?𝑦の絶対値が変
化しない限り断面積は変化しないため、?̂?𝑥 , ?̂?𝑦の絶対値を使用する。 
(a) ∞~?̂?1 
この領域は水面より上の領域であるため、以下の式になる。 
 Â(ẑ) = 0.0 (B.23) 
(b) ?̂?1~?̂?2 
この領域では、水面形状は三角形になる（図 B.3）。この場合は以下の式で流体面積Â(ẑ)を求められ
る。 
 
?̂?(?̂?) =
|?̂?𝑧|
2
2|?̂?𝑥||?̂?𝑦|
(?̂?1 − ?̂?)
2
 (B.24) 
(c) ?̂?2~?̂?3 
 この領域では水面形状は台形になり（図 B.4）、以下の式で求めることができる。 
 
?̂?(?̂?) =
1
2
+
|?̂?𝑧|
𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|)
(?̂?0 − ?̂?) (B.25) 
(d) ?̂?3~?̂?4 
この領域では水面形状は正方形から五角形になり（図 B.5）、以下の式で計算できる。 
 
?̂?(?̂?) = 1.0 −
|?̂?𝑧|
2
2|?̂?𝑥||?̂?𝑦|
(?̂?4 − ?̂?)
2
 (B.26) 
図 B.2 三次元の水面 
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(e) ?̂?4~−∞ 
この領域は水に満ちているため、?̂?(?̂?) = 1.0となる。 
 ?̂?(?̂?) = 1.0 (B.27) 
 
 
 
(a)~(e)に示した?̂?(?̂?)の式を閉区間,?̂?| − 0.5 ≤ ?̂? ≤ 0.5-で定積分することで、流体の体積?̂?を得る。次
に、?̂?0の変化による流体形状変化の流れを図 B.6に示す。 
それぞれの形状の成立条件と、流体体積の式?̂?と、各形状の体積が取りうる値の最小値?̂?𝑚𝑖𝑛と最大
値?̂?𝑚𝑎𝑥を示す。また、二次元の場合で示したように切片の絶対値を使用することで体積の式を半分に
減らすことができるため、図 B.6の左半分の場合のみ示す。そのため𝑍0の最大値は 0となる。 
 
  
図 B.3 ?̂?1~?̂?2の断面 図 B.4 ?̂?2~?̂?3の断面 図 B.5 ?̂?3~?̂?4の断面 
図 B.6 流体形状変化の流れ 
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①の場合 
①は?̂?1 ≠ ?̂?2である限り必ず発生する。よって①の成立条件は以下の式である。 
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑧|
+ ?̂?0 ≠
||?̂?𝑥| − |?̂?𝑦||
2|?̂?𝑧|
+ ?̂?0 
 ∴   |?̂?𝑥| ≠ |?̂?𝑦| (B.28) 
次に体積?̂?は?̂?(?̂?)を積分することにより、以下の式になる。 
?̂? = ∫ ?̂?(?̂?)
0.5
−0.5
𝑑𝑧 
= ∫ 0.0𝑑𝑧
0.5
?̂?1
+∫
|?̂?𝑧|
2
2|?̂?𝑥||?̂?𝑦|
(?̂?1 − 𝑧)
2
𝑑𝑧
𝑍1
−0.5
 
=
|?̂?𝑧|
2
6|?̂?𝑥||?̂?𝑦|
(?̂?1 + 0.5)
3
 
 
∴ ?̂? =
|?̂?𝑧|
2
6|?̂?𝑥||?̂?𝑦|
(?̂?1 + 0.5)
3
 (B.29) 
体積の最小値?̂?𝑚𝑖𝑛は?̂?1 = −0.5となる場合であり、流体がなくなるため以下の通りである。 
 ?̂?𝑚𝑖𝑛 = 0.0 (B.30) 
最大値?̂?𝑚𝑎𝑥は?̂?1 = 0.5となる（③に移行する）場合と、?̂?2 = −0.5となる（②に移行する）場合の二
通りに分かれる。 
まず?̂?1 = 0.5の場合は以下の式で与えられる。 
 
?̂?𝑚𝑎𝑥 =
|?̂?𝑧|
2
6|?̂?𝑥||?̂?𝑦|
 (B.31) 
これが成立するのは?̂?2が−0.5に達する前にZ1が0.5に達する、つまりZ1 − Z2がセル幅 1.0 より長い場
合であるため、以下の条件が必要になる。 
?̂?1 − ?̂?2 = 4
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑧|
+ ?̂?05 − :
||?̂?𝑥| − |?̂?𝑦||
2|?̂?𝑧|
+ ?̂?0; 
=
min(|?̂?𝑥|, |?̂?𝑦|)
|?̂?𝑧|
> 1.0 
 ∴ min(|?̂?𝑥|, |?̂?𝑦|) > |?̂?𝑧| (B.32) 
次に、?̂?2 = −0.5の場合は以下の式で与えられる。 
 
?̂?𝑚𝑎𝑥 =
min(|?̂?𝑥|, |?̂?𝑦|)
3
6|?̂?𝑥||?̂?𝑦||?̂?𝑧|
 (B.33) 
図 B.7 ①の流体形状 
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これが成立するためには以下の条件が必要である。 
 min(|?̂?𝑥|, |?̂?𝑦|) < |?̂?𝑧| (B.34) 
(B.31), (B.33)式は、その条件(B.32) , (B.34)式を考慮することで以下の式にまとめることができる。 
 
 ?̂?𝑚𝑎𝑥 =
min(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑦|)
3
6|?̂?𝑥||?̂?𝑦||?̂?𝑧|
 (B.35) 
 
②の場合 
 
②の成立条件は?̂?1 − ?̂?2 < 1であり、以下の式で表わされる。 
 min(|?̂?𝑥|, |?̂?𝑦|) < |?̂?𝑧| (B.36) 
次に体積?̂?の式は以下の通りになる。 
?̂? = ∫ 0.0𝑑?̂?
0.5
?̂?1
+∫
|?̂?𝑧|
2
2|?̂?𝑥||?̂?𝑦|
(?̂?1 − ?̂?)
2
𝑑?̂?
?̂?1
?̂?2
+∫ :
1
2
+
|?̂?𝑧|
𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|)
(?̂?0 − ?̂?);𝑑?̂?
?̂?2
−0.5
 
=
|?̂?𝑧|
2𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|)
?̂?1
2 +
|?̂?𝑧| − 𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|)
2𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|)
?̂?1 +
4𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|)
2
− 6|?̂?𝑧|𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|) + 3|?̂?𝑧|
2
24|?̂?𝑧|𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|)
 
∴   ?̂? =
|?̂?𝑧|
2𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|)
?̂?1
2 +
|?̂?𝑧| − 𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|)
2𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|)
?̂?1
+
4𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|)
2
− 6|?̂?𝑧|𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|) + 3|?̂?𝑧|
2
24|?̂?𝑧|𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|)
 
(B.37) 
最小値V̂𝑚𝑖𝑛は①の最大値と等しいので、以下の通りになる。 
 
V̂𝑚𝑖𝑛 =
𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
3
6|?̂?𝑥||?̂?𝑦||?̂?𝑧|
 (B.38) 
次に最大値V̂𝑚𝑎𝑥は①と同様、?̂?1 = 0.5の場合（⑤になる）と?̂?3 = −0.5の場合（④になる）がある。
まず?̂?1 = 0.5の場合は以下の式になる。 
 
?̂?𝑚𝑎𝑥 =
|?̂?𝑧| − 𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|)
2𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|)
+
𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|)
3
6|?̂?𝑥||?̂?𝑦||?̂?𝑧|
 (B.39) 
これが成立する条件は?̂?1 − ?̂?3 > 1.0であり、以下の式で表される。 
?̂?1 − ?̂?3 = 4
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑧|
+ ?̂?05 − :−
||?̂?𝑥| − |?̂?𝑦||
2|?̂?𝑧|
+ ?̂?0; 
図 B.8 ②の流体形状 
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=
𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|)
|?̂?𝑧|
> 1.0 
 ∴   𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|) > |?̂?𝑧| (B.40) 
次に?̂?3 = −0.5の場合は以下の式になる。 
 
?̂?𝑚𝑎𝑥 =
𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|) − 𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|)
2|?̂?𝑧|
+
𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|)
3
6|?̂?𝑥||?̂?𝑦||?̂?𝑧|
 (B.41) 
これが成立する条件は?̂?1 − ?̂?3 > 1.0であり、以下の式で表される。 
 𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|) < |?̂?𝑧| (B.42) 
(B.39)式と(B.41)式は(B.40)式と(B.42)式の条件を使用することで以下のようにまとめることが出来
る。 
 
?̂?𝑚𝑎𝑥 =
𝑚𝑖𝑛(𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|) , |?̂?𝑧|) − 𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|)
2𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
+
𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|)
3
6|?̂?𝑥||?̂?𝑦||?̂?𝑧|
 (B.43) 
 
③の場合 
③の成立条件は?̂?1 − ?̂?2 > 1であり、以下の式で表わされる。 
 min(|?̂?𝑥|, |?̂?𝑦|) > |?̂?𝑧| (B.44) 
次に体積?̂?の式は以下の通りになる。 
?̂? = ∫
|?̂?𝑧|
2
2|?̂?𝑥||?̂?𝑦|
(?̂?1 − ?̂?)
2
𝑑𝑧
0.5
−0.5
 
=
|?̂?𝑧|
2
2|?̂?𝑥||?̂?𝑦|
𝑍1
2 +
|?̂?𝑧|
2
24|?̂?𝑥||?̂?𝑦|
 
∴   ?̂? =
|?̂?𝑧|
2
2|?̂?𝑥||?̂?𝑦|
𝑍1
2 +
|?̂?𝑧|
2
24|?̂?𝑥||?̂?𝑦|
 
(B.45) 
最小値V̂𝑚𝑖𝑛は①の?̂?1 = 0.5の時の最大値と等しいので、(B.32)式より以下の式となる。 
V̂𝑚𝑖𝑛 =
min(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
3
6|?̂?𝑥||?̂?𝑦||?̂?𝑧|
 (B.46) 
次に最大値V̂𝑚𝑎𝑥は、?̂?2 = −0.5となる場合のみであり、以下の式になる。 
V̂𝑚𝑎𝑥 =
min(|?̂?𝑥|, |?̂?𝑦|) − |?̂?𝑧|
2max(|?̂?𝑥|, |?̂?𝑦|)
+
|?̂?𝑧|
2
6|?̂?𝑥||?̂?𝑦|
 
(B.47) 
 
図 B.9 ③の流体形状 
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ここで、②と③の式を統合する。②と③の成立条件とV̂(?̂?)の式を?̂?1の係数ごとに比較した表を下に
示す。 
 ② ③ 
成立条件 𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|) < |?̂?𝑧| 𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|) > |?̂?𝑧| 
?̂?1
2 
|?̂?𝑧|
2𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|)
 
|?̂?𝑧|
2
2|?̂?𝑥||?̂?𝑦|
 
?̂?1
1 
|?̂?𝑧| − 𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|)
2𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|)
 0 
?̂?1
0 
4𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|)
2
− 6|?̂?𝑧|𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|) + 3|?̂?𝑧|
2
24|?̂?𝑧|𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|)
 
|?̂?𝑧|
2
24|?̂?𝑥||?̂?𝑦|
 
各係数の式が同じ値を示すように整理すると、?̂?の式は以下のようにまとめることが出来る。 
?̂? =
|?̂?𝑧|𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
2|?̂?𝑥||?̂?𝑦|
?̂?1
2 +
|?̂?𝑧|𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|) − 𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
2
2|?̂?𝑥||?̂?𝑦|
?̂?1 
            +
4𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
3
− 6|?̂?𝑧|𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
2
+ 3|?̂?𝑧|
2𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
24|?̂?𝑥||?̂?𝑦||?̂?𝑧|
 
(B.48) 
体積の最小値と最大値についても同様に表に示す。 
 ② ③ 
成立条件 𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|) < |?̂?𝑧| 𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|) > |?̂?𝑧| 
?̂?𝑚𝑖𝑛 
𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
3
6|?̂?𝑥||?̂?𝑦||?̂?𝑧|
 
?̂?𝑚𝑎𝑥 
𝑚𝑖𝑛(𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|), |?̂?𝑧|) − 𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|)
2𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
 
+
𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|)
3
6|?̂?𝑥||?̂?𝑦||?̂?𝑧|
 
𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|) − |?̂?𝑧|
2𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|)
 
+
|?̂?𝑧|
2
6|?̂?𝑥||?̂?𝑦|
 
これらを整理すると以下の式にまとめることができる。 
 
V̂𝑚𝑖𝑛 =
min(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
3
6|?̂?𝑥||?̂?𝑦||?̂?𝑧|
 (B.49) 
 
V̂𝑚𝑎𝑥 =
|min(𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|), |?̂?𝑧|) − min(|?̂?𝑥|, |?̂?𝑦|)|
2max(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
+
min(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
3
6|?̂?𝑥||?̂?𝑦||?̂?𝑧|
 (B.50) 
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④の場合 
これの成立条件は?̂?1 − ?̂?3 < 1であり、整理すると以下の式になる。 
 max(|?̂?𝑥|, |?̂?𝑦|) < |?̂?𝑧| (B.51) 
次に体積の式を示す。 
?̂? = ∫ 0.0𝑑?̂?
0.5
?̂?1
+∫
|?̂?𝑧|
2
2|?̂?𝑥||?̂?𝑦|
(?̂?1 − ?̂?)
2
𝑑?̂?
?̂?1
?̂?2
+∫ :
1
2
+
|?̂?𝑧|
𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|)
(?̂?0 − ?̂?);𝑑?̂?
?̂?2
?̂?3
+∫ 41.0 −
|?̂?𝑧|
2
2|?̂?𝑥||?̂?𝑦|
(?̂?4 − ?̂?)
2
5𝑑?̂?
?̂?3
−0.5
 
= −
|?̂?𝑧|
2
6|?̂?𝑥||?̂?𝑦|
?̂?2
3 +
2|?̂?𝑧|𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|) − |?̂?𝑧|
2
4|?̂?𝑥||?̂?𝑦|
?̂?2
2
+
−|?̂?𝑧|
2 + 4|?̂?𝑧|𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|) − 4𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|)
2
+ 8|?̂?𝑥||?̂?𝑦|
8|?̂?𝑥||?̂?𝑦|
?̂?2
+
−|?̂?𝑧|
3 + 6|?̂?𝑧|
2𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|) + 12|?̂?𝑧|𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|)
2
+ 8𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|)
3
48|?̂?𝑥||?̂?𝑦||?̂?𝑧|
−
||?̂?𝑥| − |?̂?𝑦|| − |?̂?𝑧|
2|?̂?𝑧|
 
∴   ?̂? = −
|?̂?𝑧|
2
6|?̂?𝑥||?̂?𝑦|
?̂?2
3 +
2|?̂?𝑧|𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|) − |?̂?𝑧|
2
4|?̂?𝑥||?̂?𝑦|
?̂?2
2 
+
−|?̂?𝑧|
2 + 4|?̂?𝑧|𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|) − 4𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|)
2
+ 8|?̂?𝑥||?̂?𝑦|
8|?̂?𝑥||?̂?𝑦|
?̂?2 
+
−|?̂?𝑧|
3 + 6|?̂?𝑧|
2𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|) + 12|?̂?𝑧|𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|)
2
+ 8𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|)
3
48|?̂?𝑥||?̂?𝑦||?̂?𝑧|
 
−
||?̂?𝑥| − |?̂?𝑦|| − |?̂?𝑧|
2|?̂?𝑧|
 
(B.52) 
体積の最小値?̂?𝑚𝑖𝑛は②の最大値と等しいため、以下の通りになる。 
 
?̂?𝑚𝑖𝑛 =
|𝑚𝑖𝑛(𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|), |?̂?𝑧|) − 𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|)|
2𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
+
𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
3
6|?̂?𝑥||?̂?𝑦||?̂?𝑧|
 (B.53) 
体積の最大値V̂𝑚𝑎𝑥は?̂?1 = 0.5となる（⑦に移項する）場合と、?̂?4 = −0.5となる（⑥に移項する）場
合に分かれる。まず?̂?1 = 0.5の場合は以下の式になる。 
図 B.10 ④の流体形状 
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?̂?𝑚𝑎𝑥 =
{|?̂?𝑧| − (|?̂?𝑥| + |?̂?𝑦|)}{|?̂?𝑥| + |?̂?𝑦|}
2|?̂?𝑥||?̂?𝑦|
+
{|?̂?𝑥| + |?̂?𝑦|}
3
− |?̂?𝑧|
3
6|?̂?𝑥||?̂?𝑦||?̂?𝑧|
+
2|?̂?𝑧| − (|?̂?𝑥| + |?̂?𝑦|)
2|?̂?𝑧|
 (B.54) 
これが成立する条件は?̂?1 − ?̂?4 > 1であるため、以下の式になる。 
?̂?1 − ?̂?4 =
|?̂?𝑥| + |?̂?𝑦|
|?̂?𝑧|
> 1 
 ∴    |?̂?𝑥| + |?̂?𝑦| > |?̂?𝑧| (B.55) 
次に?̂?4 = −0.5の場合は以下の式になる。 
?̂?𝑚𝑎𝑥 =
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑧|
 (B.56) 
この場合が成立する条件は?̂?1 − ?̂?4 < 1であるため、以下の式になる。 
 |?̂?𝑥| + |?̂?𝑦| < |?̂?𝑧| (B.57) 
(B.54)式と(B.56)式を、(B.55)式と(B.57)式の条件で統合するためには、(B.54)式の分子の|?̂?𝑧|が
|?̂?𝑥| + |?̂?𝑦|になればよい。そのため、(B.54)式に𝑚𝑎𝑥(|?̂?𝑥| + |?̂?𝑦|, |?̂?𝑧|)を導入して体積の最大値?̂?𝑚𝑎𝑥の
式を得る。 
?̂?𝑚𝑎𝑥 =
{𝑚𝑎𝑥(|?̂?𝑥| + |?̂?𝑦|, |?̂?𝑧|) − (|?̂?𝑥| + |?̂?𝑦|)}{|?̂?𝑥| + |?̂?𝑦|}
2|?̂?𝑥||?̂?𝑦|
+
{|?̂?𝑥| + |?̂?𝑦|}
3
−𝑚𝑎𝑥(|?̂?𝑥| + |?̂?𝑦|, |?̂?𝑧|)
3
6|?̂?𝑥||?̂?𝑦||?̂?𝑧|
+
2𝑚𝑎𝑥(|?̂?𝑥| + |?̂?𝑦|, |?̂?𝑧|) − (|?̂?𝑥| + |?̂?𝑦|)
2|?̂?𝑧|
 
(B.58) 
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⑤の場合 
これが成立する条件は?̂?1 − ?̂?3 > 1であり、整理すると以下の式になる。 
 max(|?̂?𝑥|, |?̂?𝑦|) < |?̂?𝑧| (B.59) 
次に体積の式を示す。 
?̂? = ∫
|?̂?𝑧|
2
2|?̂?𝑥||?̂?𝑦|
(?̂?1 − ?̂?)
2
𝑑?̂?
0.5
?̂?2
+∫ :
1
2
+
|?̂?𝑧|
𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|)
(?̂?0 − ?̂?);𝑑?̂?
?̂?2
−0.5
 
= −
|?̂?𝑧|
2
6|?̂?𝑥||?̂?𝑦|
?̂?2
3 +
|?̂?𝑧|
2
4|?̂?𝑥||?̂?𝑦|
?̂?2
2 +
8|?̂?𝑧|𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|) − |?̂?𝑧|
2
8|?̂?𝑥||?̂?𝑦|
?̂?2 +
24𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|)
2
+ |?̂?𝑧|
2
48|?̂?𝑥||?̂?𝑦|
 
∴    V̂ = −
|?̂?𝑧|
2
6|?̂?𝑥||?̂?𝑦|
?̂?2
3 +
|?̂?𝑧|
2
4|?̂?𝑥||?̂?𝑦|
?̂?2
2 +
8|?̂?𝑧|𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|) − |?̂?𝑧|
2
8|?̂?𝑥||?̂?𝑦|
?̂?2 
+
24𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|)
2
+ |?̂?𝑧|
2
48|?̂?𝑥||?̂?𝑦|
 
(B.60) 
体積の最小値V̂minは②の?̂?1 = 0.5の場合と、③の?̂?2 = −0.5の場合の二通りに分かれる。この二つは
(B.44)式に統合されているため、この式が⑤の体積の最小値となる。 
 
?̂?𝑚𝑖𝑛 =
|𝑚𝑖𝑛(𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|), |?̂?𝑧|) − 𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|)|
2𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
+
𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
3
6|?̂?𝑥||?̂?𝑦||?̂?𝑧|
 (B.61) 
体積の最大値は?̂?2 = 0.5（⑧に移項する）の場合と、?̂?3 = −0.5（⑦に移項する）の場合に分かれる。
?̂?2 = 0.5の場合は以下のとおりである。 
 
V̂𝑚𝑎𝑥 =
|?̂?𝑧|
2
2|?̂?𝑥||?̂?𝑦|
(
min(|?̂?𝑥|, |?̂?𝑦|)
|?̂?𝑧|
+
min(|?̂?𝑥|, |?̂?𝑦|)
2
|?̂?𝑧|2
) (B.62) 
これが成立するには?̂?2 − ?̂?3 > 1が必要であり、以下の式になる。 
?̂?2 − ?̂?3 =
||?̂?𝑥| − |?̂?𝑦||
|?̂?𝑧|
> 1 
 
∴   ||?̂?𝑥| − |?̂?𝑦|| > |?̂?𝑧| (B.63) 
?̂?3 = −0.5の場合は以下のとおりである。 
図 B.11 ⑤の流体形状 
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?̂?𝑚𝑎𝑥 = −
|?̂?𝑧|
2
6|?̂?𝑥||?̂?𝑦|
{
||?̂?𝑥| − |?̂?𝑦||
3
|?̂?𝑧|3
− 3
||?̂?𝑥| − |?̂?𝑦||
2
|?̂?𝑧|2
+ 341 −
2𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|)
|?̂?𝑧|
5
||?̂?𝑥| − |?̂?𝑦||
|?̂?𝑧|
+ (
3𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|)
|?̂?𝑧|
−
3𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|)
2
|?̂?𝑧|2
− 1)} 
(B.64) 
これが成立するには?̂?2 − ?̂?3 < 1が必要であり、以下の条件になる。 
 
∴   ||?̂?𝑥| − |?̂?𝑦|| < |?̂?𝑧| (B.65) 
(B.62)式と(B.64)式を、(B.63)式と(B.65)式の条件を考慮して、𝑚𝑖𝑛 .||?̂?𝑥| − |?̂?𝑦|| , |?̂?𝑧|/を導入するこ
とで整理する。その式は以下の通りである。 
 
?̂?𝑚𝑎𝑥 =
|?̂?𝑧|
3 −𝑚𝑖𝑛 .||?̂?𝑥| − |?̂?𝑦|| , |?̂?𝑧|/
3
6|?̂?𝑥||?̂?𝑦||?̂?𝑧|
 
+
2𝑚𝑖𝑛 .||?̂?𝑥| − |?̂?𝑦|| , |?̂?𝑧|/ + 𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|)3
2
2|?̂?𝑥||?̂?𝑦|
 
−
|?̂?𝑧| .𝑚𝑖𝑛 .||?̂?𝑥| − |?̂?𝑦|| , |?̂?𝑧|/ + 𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|)/
2|?̂?𝑥||?̂?𝑦|
 
(B.66) 
 
ここで、④と⑤の体積の式を統合する。下の表に④と⑤の分岐条件と体積V̂(ẑ)の式の各係数の比較
を示す。 
 ④ ⑤ 
分岐条件 max(|?̂?𝑥|, |?̂?𝑦|) < |?̂?𝑧| max(|?̂?𝑥|, |?̂?𝑦|) > |?̂?𝑧| 
?̂?2
3 −
|?̂?𝑧|
2
6|?̂?𝑥||?̂?𝑦|
 −
|?̂?𝑧|
2
6|?̂?𝑥||?̂?𝑦|
 
?̂?2
2 
2|?̂?𝑧|max(|?̂?𝑥|, |?̂?𝑦|) − |?̂?𝑧|
2
4|?̂?𝑥||?̂?𝑦|
 
|?̂?𝑧|
2
4|?̂?𝑥||?̂?𝑦|
 
?̂?2
1 
*−|?̂?𝑧|
2 + 4|?̂?𝑧|max(|?̂?𝑥|, |?̂?𝑦|)
−4max(|?̂?𝑥|, |?̂?𝑦|)
2
+ 8|?̂?𝑥||?̂?𝑦|+
8|?̂?𝑥||?̂?𝑦|
 
8|?̂?𝑧|min(|?̂?𝑥|, |?̂?𝑦|) − |?̂?𝑧|
2
8|?̂?𝑥||?̂?𝑦|
 
?̂?2
0 
−|?̂?𝑧|
3 + 6|?̂?𝑧|
2max(|?̂?𝑥|, |?̂?𝑦|)
48|?̂?𝑥||?̂?𝑦||?̂?𝑧|
+
12|?̂?𝑧|max(|?̂?𝑥|, |?̂?𝑦|)
2
+ 8max(|?̂?𝑥|, |?̂?𝑦|)
3
+
48|?̂?𝑥||?̂?𝑦||?̂?𝑧|
−
||?̂?𝑥| − |?̂?𝑦|| − |?̂?𝑧|
2|?̂?𝑧|
 
24min(|?̂?𝑥|, |?̂?𝑦|)
2
+ |?̂?𝑧|
2
48|?̂?𝑥||?̂?𝑦|
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各係数の値が等しくなるように整理すると、体積V̂(z)の式は以下の式になる。 
V̂ = −
|?̂?𝑧|
2
6|?̂?𝑥||?̂?𝑦|
?̂?2
3 +
2|?̂?𝑧|min(max(|?̂?𝑥|, |?̂?𝑦|) , |?̂?𝑧|) − |?̂?𝑧|
2
4|?̂?𝑥||?̂?𝑦|
?̂?2
2 
+
8min(max(|?̂?𝑥|, |?̂?𝑦|) , |?̂?𝑧|)min(|?̂?𝑥|, |?̂?𝑦|) − {|?̂?𝑧| − 2min(max(|?̂?𝑥|, |?̂?𝑦|) , |?̂?𝑧|)}
2
8|?̂?𝑥||?̂?𝑦|
?̂?2 
+
−|?̂?𝑧|
3 + 6|?̂?𝑧|
2min(max(|?̂?𝑥|, |?̂?𝑦|) , |?̂?𝑧|)
48|?̂?𝑥||?̂?𝑦||?̂?𝑧|
 
+
12|?̂?𝑧|min(max(|?̂?𝑥|, |?̂?𝑦|) , |?̂?𝑧|)
2
+ 8min(max(|?̂?𝑥|, |?̂?𝑦|) , |?̂?𝑧|)
3
48|?̂?𝑥||?̂?𝑦||?̂?𝑧|
 
+
min(|?̂?𝑥|, |?̂?𝑦|) − min(max(|?̂?𝑥|, |?̂?𝑦|) , |?̂?𝑧|) + |?̂?𝑧|
2max(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
 
(B.67) 
体積の最小値と最大値についても同様に表に示す。 
 ④ ⑤ 
条件 𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|) < |?̂?𝑧| 𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|) > |?̂?𝑧| 
最小値 
|𝑚𝑖𝑛(𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|), |?̂?𝑧|) − 𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|)|
2𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
+
𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
3
6|?̂?𝑥||?̂?𝑦||?̂?𝑧|
 
最大値 
.𝑚𝑎𝑥 .||?̂?𝑥| + |?̂?𝑦|| , |?̂?𝑧|/ − ||?̂?𝑥| + |?̂?𝑦||/ ||?̂?𝑥| + |?̂?𝑦||
2|?̂?𝑥||?̂?𝑦|
+
(|?̂?𝑥| + |?̂?𝑦|)
3
−𝑚𝑎𝑥 .||?̂?𝑥| + |?̂?𝑦|| , |?̂?𝑧|/
3
6|?̂?𝑥||?̂?𝑦||?̂?𝑧|
+
2𝑚𝑎𝑥 .||?̂?𝑥| + |?̂?𝑦|| , |?̂?𝑧|/ − (|?̂?𝑥| + |?̂?𝑦|)
2|?̂?𝑧|
 
|?̂?𝑧|
3 −𝑚𝑖𝑛 .||?̂?𝑥| − |?̂?𝑦|| , |?̂?𝑧|/
3
6|?̂?𝑥||?̂?𝑦||?̂?𝑧|
+
.𝑚𝑖𝑛 .||?̂?𝑥| − |?̂?𝑦|| , |?̂?𝑧|/ + 𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|)/
2
2|?̂?𝑥||?̂?𝑦|
−
|?̂?𝑧| .𝑚𝑖𝑛 .||?̂?𝑥| − |?̂?𝑦|| , |?̂?𝑧|/ + 𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|)/
2|?̂?𝑥||?̂?𝑦|
 
この場合、最大値?̂?𝑚𝑎𝑥の式は法線ベクトルの大小関係により二つに分類される。 
・ ||?̂?𝑥| − |?̂?𝑦|| < |?̂?𝑧| < |?̂?𝑥| + |?̂?𝑦| 
?̂?𝑚𝑎𝑥 =
𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|)
3
− ||𝑛𝑧|
3 −𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|)
3
|
6|?̂?𝑥||?̂?𝑦||?̂?𝑧|
+
||𝑛𝑧| − 𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|)|
2𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|)
 
+
𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|) − 𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|)
2𝑚𝑖𝑛(𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|), |?̂?𝑧|)
 
(B.68) 
・ |?̂?𝑧| < ||?̂?𝑥| − |?̂?𝑦|| 𝑜𝑟|?̂?𝑥| + |?̂?𝑦| < |?̂?𝑧| 
?̂?𝑚𝑎𝑥 =
𝑚𝑖𝑛(𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|) , |?̂?𝑧|) +𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|)
2𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
 (B.69) 
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⑥の場合 
これの成立条件は?̂?1 − ?̂?4 < 1であり、これを整理すると以下の式になる。 
 |?̂?𝑥| + |?̂?𝑦| < |?̂?𝑧| (B.70) 
次に体積の式を示す。 
?̂? = ∫ 0.0𝑑?̂?
0.5
?̂?1
+∫
|?̂?𝑧|
2
2|?̂?𝑥||?̂?𝑦|
(?̂?1 − ?̂?)
2
𝑑?̂?
?̂?1
?̂?2
+∫ :
1
2
+
|?̂?𝑧|
𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|)
(?̂?0 − ?̂?);𝑑?̂?
?̂?2
?̂?3
+∫ 41.0 −
|?̂?𝑧|
2
2|?̂?𝑥||?̂?𝑦|
(?̂?4 − ?̂?)
2
5𝑑𝑧
?̂?3
?̂?4
+∫ 1.0𝑑?̂?
?̂?4
−0.5
 
=
1
2
+ ?̂?0 
∴   ?̂? =
1
2
+ ?̂?0 (B.71) 
最小体積?̂?𝑚𝑖𝑛は④の最大値と同じであり、以下の式の通りである。 
?̂?𝑚𝑖𝑛 =
𝑚𝑖𝑛(𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|), |?̂?𝑧|) + 𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|)
2𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
 (B.72) 
今は?̂?0 = 0が?̂?0の取りうる最大値であるため、最大体積?̂?𝑚𝑎𝑥は以下の通りになる。 
 ?̂?𝑚𝑎𝑥 =
1
2
 (B.73) 
 
  
図 B.12 ⑥の流体形状 
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⑦の場合 
これの成立条件は?̂?1 − ?̂?4 > 1且つ?̂?2 − ?̂?3 < 1であり、これを整理すると以下の式になる。 
 
||?̂?𝑥| − |?̂?𝑦|| < |?̂?𝑧| < |?̂?𝑥| + |?̂?𝑦| (B.74) 
次に体積は以下の式になる。 
?̂? = ∫
|?̂?𝑧|
2
2|?̂?𝑥||?̂?𝑦|
(?̂?1 − ?̂?)
2
𝑑𝑧
0.5
?̂?2
+∫ :
1
2
+
|?̂?𝑧|
𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|)
(?̂?0 − ?̂?);𝑑?̂?
?̂?2
?̂?3
+∫ 41.0 −
|?̂?𝑧|
2
2|?̂?𝑥||?̂?𝑦|
(?̂?4 − ?̂?)
2
5𝑑?̂?
?̂?3
−0.5
 
= −
|?̂?𝑧|
2
3|?̂?𝑥||?̂?𝑦|
?̂?0
3 +
4|?̂?𝑥||?̂?𝑦| − (|?̂?𝑥| + |?̂?𝑦| − |?̂?𝑧|)
2
4|?̂?𝑥||?̂?𝑦|
?̂?0 + 0.5 
∴   ?̂? = −
|?̂?𝑧|
2
3|?̂?𝑥||?̂?𝑦|
?̂?0
3 +
4|?̂?𝑥||?̂?𝑦| − (|?̂?𝑥| + |?̂?𝑦| − |?̂?𝑧|)
2
4|?̂?𝑥||?̂?𝑦|
?̂?0 + 0.5 (B.75) 
最小値は以下の式である。 
?̂?𝑚𝑖𝑛 =
𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|)
3
− ||𝑛𝑧|
3 −𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|)
3
|
6|?̂?𝑥||?̂?𝑦||?̂?𝑧|
+
||𝑛𝑧| − 𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|)|
2𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|)
 
+
𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|) − 𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|)
2𝑚𝑖𝑛(𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|), |?̂?𝑧|)
 
(B.76) 
最大値は?̂?0 = 0の場合であるため、以下の通りになる。 
?̂?𝑚𝑎𝑥 =
1
2
 (B.77) 
 
  
図 B.13 ⑦の流体形状 
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⑧の場合 
これの成立条件は?̂?1 − ?̂?4 < 1であり、これを整理すると以下の式になる。 
 
|?̂?𝑧| < ||?̂?𝑥| − |?̂?𝑦|| (B.78) 
次に体積は以下の式になる。 
?̂? = ∫ 8
1
2
+
|?̂?𝑧|
𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|)
(?̂?0 − ?̂?)9𝑑?̂?
0.5
−0.5
 
=
1
2
+
|?̂?𝑧|
𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|)
?̂?0 
∴ ?̂? =
1
2
 (B.79) 
最小体積?̂?𝑚𝑖𝑛は以下の式の通りである。 
?̂?𝑚𝑖𝑛 =
min(max(|?̂?𝑥|, |?̂?𝑦|) , |?̂?𝑧|) + min(|?̂?𝑥|, |?̂?𝑦|)
2max(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
 (B.80) 
最大体積?̂?𝑚𝑎𝑥は?̂?0 = 0の場合であるため、以下の通りになる。 
?̂?𝑚𝑎𝑥 =
1
2
 (B.81) 
 
ここで、⑥と⑧の式を統合する。以下に⑥と⑧の分岐条件と体積の式を示す。 
 ⑥ ⑧ 
分岐条件 |?̂?𝑥| + |?̂?𝑦| < |?̂?𝑧| |?̂?𝑥| + |?̂?𝑦| > |?̂?𝑧| 
Z0
1 1 
|?̂?𝑧|
𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|)
 
Z0
0 
1
2
 
1
2
 
各係数が同じ値を示すように整理すると、以下の式になる。 
?̂? =
1
2
+
|?̂?𝑧|
𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
?̂?0 (B.82) 
体積の最小値と最大値は両方とも同じ値なので統合の必要はない。 
  
図 B.14 ⑧の流体形状 
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以上より、①～⑧の形状の流体体積の式を、５種類の式にまとめた。次に各体積の式の解を示す。 
①の場合 
?̂? =
|?̂?𝑧|
2
6|?̂?𝑥||?̂?𝑦|
(?̂?1 + 0.5)
3
 
?̂?1 = −0.5 + √?̂?
6|?̂?𝑥||?̂?𝑦|
|?̂?𝑧|2
3
 
ここで?̂?1を?̂?0に変換すると以下の式になる。 
 
 
?̂?0 = −
|?̂?𝑥| + |?̂?𝑦| + |?̂?𝑧|
2|?̂?𝑧|
+ √?̂?
6|?̂?𝑥||?̂?𝑦|
|?̂?𝑧|2
3
 (B.83) 
②・③の場合 
?̂? =
|?̂?𝑧| min(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
2|?̂?𝑥||?̂?𝑦|
?̂?1
2 +
|?̂?𝑧|𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|) − 𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
2
2|?̂?𝑥||?̂?𝑦|
?̂?1             
+
4min(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
3
− 6|?̂?𝑧|𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
2
+ 3|?̂?𝑧|
2𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
24|?̂?𝑥||?̂?𝑦||?̂?𝑧|
 
?̂?1 =
𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
2|?̂?𝑧|
−
1
2
± √?̂?
2|?̂?𝑥||?̂?𝑦|
|?̂?𝑧|𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
−
𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
2
12|?̂?𝑧|2
 
ここで?̂?1の範囲は、②・③では?̂?1 > −0.5となるため、±の符号は+である必要がある。?̂?1を?̂?0に変換
すると解は以下の式になる。 
?̂?0 = −
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑧|
+
𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
2|?̂?𝑧|
−
1
2
+√?̂?
2|?̂?𝑥||?̂?𝑦|
|?̂?𝑧|𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
−
𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
2
12|?̂?𝑧|2
 
(B.84) 
 
④・⑤の場合 
?̂? = −
|?̂?𝑧|
2
6|?̂?𝑥||?̂?𝑦|
?̂?2
3 +
2|?̂?𝑧|min(max(|?̂?𝑥|, |?̂?𝑦|) , |?̂?𝑧|) − |?̂?𝑧|
2
4|?̂?𝑥||?̂?𝑦|
?̂?2
2
+
8min(max(|?̂?𝑥|, |?̂?𝑦|) , |?̂?𝑧|)min(|?̂?𝑥|, |?̂?𝑦|) − {|?̂?𝑧| − 2min(max(|?̂?𝑥|, |?̂?𝑦|) , |?̂?𝑧|)}
2
8|?̂?𝑥||?̂?𝑦|
?̂?2
−
*|?̂?𝑧|
3 − 6|?̂?𝑧|
2min(max(|?̂?𝑥|, |?̂?𝑦|) , |?̂?𝑧|)
+12|?̂?𝑧|min(max(|?̂?𝑥|, |?̂?𝑦|) , |?̂?𝑧|)
2
− 8min(max(|?̂?𝑥|, |?̂?𝑦|) , |?̂?𝑧|)
3
+
48|?̂?𝑥||?̂?𝑦||?̂?𝑧|
+
min(|?̂?𝑥|, |?̂?𝑦|) − min(max(|?̂?𝑥|, |?̂?𝑦|) , |?̂?𝑧|) + |?̂?𝑧|
2max(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
 
これは三次方程式であるため、カルダノの公式を使用して計算する。カルダノの公式は、三次方程式
a3X
3 + 𝑎2𝑋
2 + 𝑎1𝑋 + 𝑎0 = 0に対して以下の計算を行って解を得る。 
𝑎3𝑋
3 + 𝑎2𝑋
2 + 𝑎1𝑋 + 𝑎0 = 0 
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𝑋3 +
𝑎2
𝑎3
𝑋2 +
𝑎1
𝑎3
𝑋 +
𝑎0
𝑎3
= 0 
ここでX = Y −
𝑎2
3𝑎3
と置いて変形すると以下の通りになる。 
𝑌3 + 4
𝑎1
𝑎3
−
𝑎2
2
3𝑎3
25𝑌 + 4
𝑎0
𝑎3
−
𝑎1𝑎2
3𝑎3
2 +
2𝑎2
3
27𝑎3
35 = 0 
一次の項を𝑝、二次の項を𝑞と置くと、𝑌の解は以下の式になる。 
Y = 𝜔𝑘√−
𝑞
2
+ √.
𝑞
2
/
2
+ .
𝑞
3
/
33
+𝜔3−𝑘√−
𝑞
2
− √.
𝑞
2
/
2
+ .
𝑞
3
/
33
   , (𝑘 = 1,2,3) (B.85) 
この公式を用いて解を得る。詳細な式は複雑になるた
め省略する。また、三次方程式の解は三つ存在するた
め、どの値が正しい解なのか判断する必要がある。④・
⑤の体積?̂?の式は三次の項が負であるため、図 B.15の
ような線を示す。セル内流体の体積は、Z0の上昇によ
って単純増加することが考えられるため、採用する解
は曲線の真中の線上にあることが考えられる。よって、
三つある解の内、値が中間のものを解として採用する。 
 
⑥・⑧の場合 
?̂? =
1
2
+
|?̂?𝑧|
𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
Ẑ0 
Ẑ0 =
𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
|?̂?𝑧|
(?̂? −
1
2
) (B.86) 
 
⑦の場合 
?̂? = −
|?̂?𝑧|
2
3|?̂?𝑥||?̂?𝑦|
Ẑ0
3 +
4|?̂?𝑥||?̂?𝑦| − (|?̂?𝑥| + |?̂?𝑦| − |?̂?𝑧|)
2
4|?̂?𝑥||?̂?𝑦|
Ẑ0 + 0.5 
これも三次方程式であるため、カルダノの公式を使用して解く。詳細な式は省く。 
 
以上が体積?̂?から切片Ẑ0を求める式である。これらの式に対して、体積?̂?を体積の変化量𝛥?̂? = 0.5 − ?̂?
に換算し、その絶対値を使用することで全部の流体形状に適応することができる。また、各式は体積
が取りうる範囲があるため、最初に体積の範囲を𝛥?̂?に換算して、閾値𝑉𝑙𝑖𝑚として示す。 
𝑉𝑙𝑖𝑚1 = 0.5 (B.87) 
𝑉𝑙𝑖𝑚2 = 0.5 −
𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
3
6|?̂?𝑥||?̂?𝑦||?̂?𝑧|
 (B.88) 
𝑉𝑙𝑖𝑚3 = 0.5 −
𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
3
6|?̂?𝑥||?̂?𝑦||?̂?𝑧|
−
|min(𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|), |?̂?𝑧|) −min(|?̂?𝑥|, |?̂?𝑦|)|
2max(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
 (B.89) 
 
 
図 B.15 ④・⑤の?̂?のプロット図 
V̂ 
Z0 
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𝑉𝑙𝑖𝑚4は法線ベクトルの大小関係によって式が以下のように分かれる。 
・ ||?̂?𝑥| − |?̂?𝑦|| < |?̂?𝑧| < ||?̂?𝑥| + |?̂?𝑦||の場合 
𝑉𝑙𝑖𝑚4 = 0.5 −
𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|)
3
− ||𝑛𝑧|
3 −𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|)
3
|
6|?̂?𝑥||?̂?𝑦||?̂?𝑧|
−
||?̂?𝑧| − 𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|)|
2𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|)
 
−
𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|) − 𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|)
2𝑚𝑖𝑛(𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|), |?̂?𝑧|)
 
(B.90) 
・ |?̂?𝑧| < ||?̂?𝑥| − |?̂?𝑦|| 𝑜𝑟 ||?̂?𝑥| + |?̂?𝑦|| < |?̂?𝑧|の場合 
𝑉𝑙𝑖𝑚4 = 0.5 −
𝑚𝑖𝑛(𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|) , |𝑛𝑧|) + 𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|)
2𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
 (B.91) 
𝑉𝑙𝑖𝑚5 = 0.0 (B.92) 
 
次に、𝑉𝑙𝑖𝑚によるẐ0の式の適用範囲と、それに対応するẐ0の式を示す。 
・ 𝑉𝑙𝑖𝑚2 < |𝛥?̂?| < 𝑉𝑙𝑖𝑚1の場合 
①の場合に相当し、以下の式を使用する。 
 Ẑ0 = −
|?̂?𝑥| + |?̂?𝑦| + |?̂?𝑧|
2|?̂?𝑧|
+ √(0.5 − |𝛥?̂?|)
6|?̂?𝑥||?̂?𝑦|
|?̂?𝑧|2
3
 (B.93) 
・ 𝑉𝑙𝑖𝑚3 < |𝛥?̂?| < 𝑉𝑙𝑖𝑚2の場合 
②・③の場合に相当し、以下の式を使用する。 
 
Ẑ0 = −
|?̂?𝑥| + |?̂?𝑦|
2|?̂?𝑧|
+
𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
2|?̂?𝑧|
−
1
2
+ √(0.5 − |𝛥?̂?|)
2|?̂?𝑥||?̂?𝑦|
|?̂?𝑧|𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
−
𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
2
12|?̂?𝑧|2
 
(B.94) 
・ 𝑉𝑙𝑖𝑚4 < |𝛥?̂?| < 𝑉𝑙𝑖𝑚3の場合 
④・⑤の場合に相当し、以下の式をカルダノの式によって解く。 
−
|?̂?𝑧|
2
6|?̂?𝑥||?̂?𝑦|
𝑍23 +
2|?̂?𝑧|𝑚𝑖𝑛(𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|) , |?̂?𝑧|) − |?̂?𝑧|
2
4|?̂?𝑥||?̂?𝑦|
𝑍22 
+
8𝑚𝑖𝑛(𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|) , |?̂?𝑧|)𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|) − {|?̂?𝑧| − 2𝑚𝑖𝑛(𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|) , |?̂?𝑧|)}
2
8|?̂?𝑥||?̂?𝑦|
𝑍2 
+
−|?̂?𝑧|
3 + 6|?̂?𝑧|
2𝑚𝑖𝑛(𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|) , |?̂?𝑧|)
48|?̂?𝑥||?̂?𝑦||?̂?𝑧|
 
+
12|?̂?𝑧|𝑚𝑖𝑛(𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|) , |?̂?𝑧|)
2
+ 8𝑚𝑖𝑛(𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|) , |?̂?𝑧|)
3
48|?̂?𝑥||?̂?𝑦||?̂?𝑧|
 
+
𝑚𝑖𝑛(|?̂?𝑥|, |?̂?𝑦|) − 𝑚𝑖𝑛(𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|) , |?̂?𝑧|) + |?̂?𝑧|
2𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
− (0.5 − |𝛥?̂?|) = 0 
(B.94) 
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・ 𝑉𝑙𝑖𝑚5 < |𝛥?̂?| < 𝑉𝑙𝑖𝑚4且つ||?̂?𝑥| − |?̂?𝑦|| < |?̂?𝑧| < ||?̂?𝑥| + |?̂?𝑦||の場合 
⑦の場合に相当し、以下の式をカルダノの式によって解く 
 −
|?̂?𝑧|
2
3|?̂?𝑥||?̂?𝑦|
?̂?0
3 +
4|?̂?𝑥||?̂?𝑦| − (|?̂?𝑥| + |?̂?𝑦| − |?̂?𝑧|)
2
4|?̂?𝑥||?̂?𝑦|
?̂?0 + |𝛥?̂?| = 0 (B.95) 
・ 𝑉𝑙𝑖𝑚5 < |𝛥?̂?| < 𝑉𝑙𝑖𝑚4且つ|?̂?𝑧| < ||?̂?𝑥| − |?̂?𝑦|| 𝑜𝑟 ||?̂?𝑥| + |?̂?𝑦|| < |?̂?𝑧|の場合 
⑥・⑧の場合に相当し、以下の式で計算する。 
 ?̂?0 = −
𝑚𝑎𝑥(|?̂?𝑥|, |?̂?𝑦|, |?̂?𝑧|)
|?̂?𝑧|
|𝛥?̂?| (B.96) 
 
以上の式で求めた切片?̂?0に対して、以下の式を適応して法線ベクトル?̂?𝑧の符号と𝛥?̂?の符号を考慮する
ことで正しい切片?̂?0を得る。 
 ?̂?0 = 𝑠𝑖𝑔𝑛(|?̂?𝑧|)𝑠𝑖𝑔𝑛(0.5 − ?̂?)?̂?0 (B.97) 
最後に?̂?を体積率𝐹に置き換えて、体積率𝐹から切片?̂?0を求める。今回はn̂z ≠ 0として考えたが、?̂?𝑧＝0
となった場合、切片?̂?0を求めることができない。その場合は、2.3.2 で説明した二次元の界面捕捉法
で、?̂?0もしくは?̂?0の位置を計算する。 
 以上が三次元の場合の界面捕獲である。今回は𝑧方向を基準に式を表したが、これを𝑥, 𝑦方向の変数
と置き換えることで同様に切片を求めることができる。最後に、界面捕捉の手順を示す。 
 
1) 体積率𝐹の勾配から、セル中心の法線ベクトルを求める。 
2) セルの正規化を行う。 
3) 法線ベクトルから体積率の閾値V𝑙𝑖𝑚を算出する。 
4) 体積率𝐹の変化量𝛥?̂?を算出して、それに対応する範囲の切片?̂?0を算出する。 
5) ?̂?𝑧と𝛥?̂?の符号を考慮して、正しい切片を算出する。 
 
 
