




















































































































controlados   y   supervisados   por   software.   Multitud   de   infraestructuras   dependen   del   buen
funcionamiento del software que las controla y se asume que nunca fallan. Grandes organizaciones,
ya   sean   empresas   u   otra   clase   de   organismos   gubernamentales   o   privados,   apoyan   su
funcionamiento diario en software plenamente confiadas en él. Sistemas de inventariado de grandes
almacenes, sistemas de gestión de logística, sistemas de control de redes eléctricas, de redes de
telecomunicaciones,   sistemas   de   control   de   tráfico,   etc...   toda   clase   de   sistemas,   esenciales   o





siguen   teniendo   fallos   o   incluso   siguen   sin   cumplir   los   requerimientos.   Ya   sea   por   algún
malentendido en una entrevista  con el  cliente,  una comparación fallida de un número en coma
flotante bajo ciertas circunstancias, una interacción no prevista entre dos hilos de ejecución... la
posibilidad de error sigue ahí.





cotidiano como ver   en   la   televisión  un noticiario  o  desplazarse  en  automóvil  al   trabajo  no  es
consciente de la  cantidad de software que está  usando y que se ha usado para hacer  que esos
productos y servicios estén a su disposición, desde el software de la propia televisión o del propio


















de procesamiento  pueden recibir   los  datos  de entrada  de  múltiples   fuentes  externas  o  de  otras
unidades de procesamiento y, de la misma manera, pueden enviar la salida de su procesamiento a
otras unidades de procesamiento o a  los destinos externos que se  le  especifiquen.  Además,   las
diferentes unidades  de procesamiento que se definan pueden realizar  sus operaciones de forma







Los   desarrollos   implementados   usando   este  framework  pueden   alcanzar   una   complejidad
considerable. Esto unido a que durante la ejecución de las aplicaciones basadas en este framework
las   unidades   de   procesamiento   cambian   de   estado   constantemente   y   realizan   un   continuo




Con   esta   representación   gráfica   se   espera   obtener   una   visión   global   y   en   tiempo   real   del
































las  materias  primas en el  producto final.  Cada
uno de estos pasos, además de ser supervisado,
recibe   correcciones   en   base   a   las  mediciones
realizadas con anterioridad, lo que posibilita que
el   funcionamiento  sea   totalmente  automático  o




la   supervisión.  Esto permite   la  elaboración de previsiones  en  base a  estos  datos  y,  en  muchas
implementaciones, el traspaso de esta información a los sistemas ERP de la compañía para la toma
de decisiones de negocio.













Otro   ejemplo   de   sistemas   de   monitorización   ampliamente   usados   son   los   sistemas   de
monitorización de redes. Estos sistemas se usan para la supervisión de redes de computadoras y los
elementos   que   las   interconectan.   El   sistema   de
monitorización  puede   recibir  datos  de  un  agente
instalado   en   el   nodo   o   desde   el   propio   nodo
mediante algún protocolo como SNMP o NetFlow.
Habitualmente   se   instalan   agentes   en   los
ordenadores, que tienen la posibilidad de ejecutar
programas,   y   se   reciben   datos   por   SNMP   o
NetFlow de los elementos de interconexión de la





También permiten  la  creación de alarmas en base a   los datos obtenidos.  Estas alarmas pueden
desencadenar  multitud de acciones,  como pueden ser  notificaciones  por  diferentes  medios  o  la
ejecución de acciones en los nodos de la red que estén ejecutando un agente de monitorización.
Como   inconvenientes   para   la   aplicación   de   un   sistema   de  monitorización   de   redes   para   la
monitorización del framework es de destacar que, como primer obstáculo, se debería implementar
en  el  framework  un  cliente  de  un  protocolo  conocido  por  el   sistema de  monitorización,  como


























• Además de los controles gráficos,  Qt  incluye otras clases que dan otras funcionalidades









































































Para poder adaptarse a  las posibles fuentes de datos externas,  los  MessageProcessor  ofrecen la





































































































Una vez  descrito   en  el   capítulo  anterior   el  framework  de  procesamiento  de   la   información   se
describe en el presente capítulo la aplicación desarrollada para su monitorización.
Este   capítulo   se   divide   en   cuatro   apartados.   En   el   primero   se   presenta   la   planificación   y   el
presupuesto del  proyecto.  En el  segundo se realiza  una descripción de  la  apariencia  visual  del








































dedicación exclusiva  a   la   realización del  proyecto  por   lo  que se muestra  en   la   tabla  el
porcentaje de la jornada laboral dedicado. Según la planificación mostrada en el apartado
anterior y teniendo en cuenta estos porcentajes:
Categoría Dedicación (días) %Dedicación Coste2 en €/mes Coste en €
Analista 30 50% 2487,44 1243,72
Desarrollador 100 50% 2487,44 4104,28
Probador 45 50% 2487,44 1865,58























































◦ Información  adicional:  parejas   formadas  por   los  elementos  atributo  y  valor  que  son
característicos del MessageProcessor. 
































También   es   destacable,   como   se   ha   dicho   antes,   que   esta   operación   se   realiza
automáticamente cada vez que el usuario termina la aplicación.






















































varios  MessageProcessor  con   el   mismo   nombre,   por   ejemplo   puede   haber   varios
MessageProcessor  con   el   nombre   “Radar”.   Por   defecto   la   aplicación   asigna   al   nuevo
















Si se ha creado en la interfaz gráfica un nuevo  MessageProcessor  con seguridad será  necesario
crear las conexiones del nuevo  MessageProcessor  con alguno de los existentes. Para hacer esto
basta  con  pinchar  en  el  punto  que  representa  el  puerto  de  entrada  de  un  MessageProcessor  y
arrastrar  el   ratón  hasta  el  punto  que  representa  el  puerto  de  salida  de  otro  MessageProcessor.
También se puede realizar a la inversa, pinchar en el puerto de salida de un MessageProcessor y
arrastrar hasta la entrada de otro.













la  elección  de   los  protocolos  a  usar   también   tenía  este   requisito,  el  framework  se  debe  poder
comunicar con la aplicación gráfica indistintamente del sistema operativo en el que esta se esté
ejecutando. A la hora de elegir JSON como protocolo a nivel de aplicación también se tuvo en













y   pasa   al   analizador   sintáctico   JSON un   puntero   a   dicha   zona   de  memoria.   Si   el   analizador
sintáctico encuentra un objeto JSON completo y sin errores realiza la orden contenida en él y lo








































objecto ::= '{' ((cadena-caracteres ':' valor ) ( ',' cadena-caracteres ':' valor )*)? '}'
lista   ::= '[' ( valor (',' valor )*)? ']'
valor   ::= ( 'true' | 'false' | 'null' | objecto | lista | número | cadena-caracteres )
cadena-caracteres ::= '"' ( caracter-UNICODE-no-escapado | '\' ( '"' | '\' | '/' | 'b' | 'f' | 'n' |





























           { "NombreFruta":"Pera" , "cantidad":20 }, 
           { "NombreFruta":"Naranja" , "cantidad":30 }





           [
            {"Fruta":
             [
              {"Nombre":"Manzana","Cantidad":10},
              {"Nombre":"Pera","Cantidad":20},
              {"Nombre":"Naranja","Cantidad":30}
             ]
            },
            {"Verdura":
             [
              {"Nombre":"Lechuga","Cantidad":80},
              {"Nombre":"Tomate","Cantidad":15},
              {"Nombre":"Pepino","Cantidad":50}
             ]
            }







◦ Creación:   la   aplicación  muestra   un   nuevo  MessageProcessor  en   la   representación
gráfica.   Esta   operación   debe   incluir   como   parámetros   el   identificador   único   del
MessageProcessor, su nombre, el modo de gestión de entrada de datos y el modo de
gestión de salida de datos. La aplicación comprueba que no exista un MessageProcessor




debe especificar una las opciones  periodic,  events,  sync  o  async, que respectivamente
indican un modo de gestión por tiempo, por eventos, síncrona o asíncrona.
◦ Borrado:   la   aplicación   elimina   el  MessageProcessor  indicado   en   la   orden   y   sus
conexiones.   Esta   operación   debe   incluir   únicamente   el   identificador   del












◦ Creación: la aplicación crea una conexión desde el  MessageProcessor  indicado en   el













procesamiento.  Estos   estados   indican   si   el  MessageProcessor  está   recibiendo  datos,
enviando datos o procesando los datos. Con esta operación se puede modificar cada uno







En el  caso del  estado del  procesamiento,  se  visualiza  en el  campo  State  del  propio
MessageProcessor  cual es el estado. Además, si está  realizando un procesamiento se
indica en el campo  Run  el tiempo transcurrido desde que se inició  el procesamiento.
37
El sistema de monitorización
















'{' '"type"' ':' 
( '"processor"' ',' '"operation"' ':'
     ( '"create"' ',' '”id”'          ':' número ','
                      '"name"'        ':' cadena-caracteres ','
                      '"input_mode"'  ':' ('"periodic"' | '"events"' | '"sync"' | '"async"' ) ','
                      '"output_mode"' ':' ('"periodic"' | '"events"' | '"sync"' | '"async"' ) |
       '"delete"' ',' '”id”' ':' número |
       '"update"' ',' '”id”' ':' número ','
           ( ( '"name"'        ':' cadena-caracteres |
               '"input_mode"'  ':' ('"periodic"' | '"events"' | '"sync"' | '"async"' ) |
               '"output_mode"' ':' ('"periodic"' | '"events"' | '"sync"' | '"async"' ))
                ( ',' ( '"name"'        ':' cadena-caracteres |
                     '"input_mode"'  ':' ('"periodic"' | '"events"' | '"sync"' | '"async"' ) |
                     '"output_mode"' ':' ('"periodic"' | '"events"' | '"sync"' | '"async"' ) )
             )*
           )
     ) |
  '"link"'            ',' '"operation"' ':' ( '"create"' | '"delete"' ) '"from"' ':' número ','
                                                                        '"to"'   ':' número     |
  '"processor_state"' ',' '"operation"' ':' '"update"' ','
                          '"action"'    ':' ( '"input"' | '"output"' | '"run"' ) ','
                          '"state"'     ':' ( '"start"' | '"stop"' )                            |
  '"processor_info"'  ',' '"operation"' ':' ( '"update"' '”id”' ':' número ',' objeto |


































































































































Creación   enlaces   entre




















Creación   enlaces   entre















































sólo se  instancia un objeto de la clase  Qapplication  que se encarga del hilo de ejecución y de
despachar los eventos al resto de los objetos. Los eventos de interés para el caso de la aplicación

















de   los  elementos  que   se  muestran  en   la   representación  gráfica  de   la  ventana  principal.
Respectivamente son: el lienzo donde muestran los elementos de la representación gráfica,
los  MessageProcessor,   los   puertos   de   entrada   y   salida   de   los  MessageProcessor  y   las
conexiones entre MessageProcessor.
• DialogNuevoMessageProcessor,  DialogConfiguracion: estas clases implementan la lógica








creación  de   interfaces  gráficas,   como pueden   ser   las   clases  QDialog,  QStatusBar,  QMenuBar,
QGraphicsView... Esta última es sobre la que se apoya QNodesEditor para gestionar la interacción
entre el usuario y los diferentes elementos de la representación gráfica.
En el centro aparece la clase  MainWindow,  que es derivada de la clase  QMainWindow  que Qt




















y   ranuras   que   se   encargan   de   dar   la   funcionalidad   requerida,   es   decir   recibir   los   mensajes
provenientes  del  framework  y   realizar   los  cambios  oportunos en   la   representación gráfica.  Así
mismo gestiona los eventos provenientes de los controles gráficos para proporcionar la respuesta
adecuada al usuario.










a partir del fichero XML creado con  Qt Designer. Tanto  qmake  como  Qt Designer  están
integrados en el entorno de desarrollo Qt Creator que Qt provee. Desde el punto de vista del
desarrollador,   la  creación de la   interfaz gráfica en Qt consiste  en colocar   los  elementos
gráficos usando el ratón y añadir dos líneas de código al principio del constructor de la
clase. De hecho, si se usa el asistente para la creación de aplicaciones de Qt Creator y se le
indica  “Qt Widgets  Application”  el  código  inicial  de  la  aplicación ya   incluye  las   lineas
necesarias.
• Instanciar un objeto de la clase QNodesEditor   e inicializarlo para que capture los eventos
del control gráfico de la clase  QgraphicsScene.  Esta clase,  y el  resto que se usan en la
representación gráfica de los MessageProcessor, se detallan en el apartado 4.4.2.





















Una  de   esas  API  es   la   ofrecida  por   la   clase  QSettings  que  permite  guardar   los   ajustes  de   la










Además  el  método  writeSettings  llama   al  método  save  de   la   instancia   de  QNodesEditor  de
MainWindow  para   grabar   la   posición   y   el   estado   de   los   ítems  que   se   están  mostrando   en   la
















4. El método  save  de cada conexión,  que están implementadas en la clase QNEConnection,
escribe los puertos que forman cada conexión y su estado en la memoria propia del objeto
del tipo QdataStream.
5. El   método  writeSettings  de  MainWindow  escribe   en   la   configuración   persistente   el
contenido   del   objeto   de   la   clase  QdataStream  en   el   que   todos   los   objetos   de   la
representación gráfica han escrito su estado y su posición en la escena.


































• en OS X la  configuración se guarda en el directorio $HOME/Library/Preferences/  en el
archivo com.rgrafica.Rgrafica.plist. El contenido del archivo tiene un formato nativo de OS
X llamado plist y pude ser mostrado usando la orden plutil desde una terminal:
$ plutil -p com.rgrafica.Rgrafica.plist
{
  "size" => "@Size(915 616)"
  "maxloglines" => 10000
  "pos" => "@Point(1 68)"
  "message_processors" => <>
  "splitter1" => <000000ff 00000001 00000002 0000004f 0000004f 07010000 000100>
  "splitter2" => <000000ff 00000001 00000002 000000a5 00000340 07010000 000100>
  "splitter3" => <000000ff 00000001 00000002 00000235 0000006d 07010000 000200>
  "Network.IP" => "0.0.0.0"
  "Network.port" => 22440





















proporciona para ello.  Se han evitado de esta  forma todos  los problemas que hubieran surgido
durante  el  desarrollo   al   tener  que  escribir  código  de   red  multiplataforma.  Además,   al  usar   las
propias clases de Qt, el código desarrollado se integra perfectamente con el resto de la aplicación.
La   clases   de  Qt   usadas   para   la   implementación   del   código   de   red   han   sido   principalmente








un objeto de la  clase  QTcpServer  y  llama a su método  listen.  Este método es equivalente a  la
función  listen  [8]  de los  sockets  POSIX, es decir hace que el  socket  sea pasivo o, lo que es lo
mismo, pone el  socket  a escuchar conexiones entrantes.  Cada vez que una de estas conexiones

































• La señal  disconnected  de  la  nueva  instancia  de  QTcpSocket  es  conectada  con  la   ranura
removeDisconnectedClient de MainWindow y con la ranura deleteLater del mismo objeto de
la conexión. La señal  disconnected  es emitida por  QTcpSocket  cuando el  socket  ha sido










mantiene una  lista  de clientes  con su respectiva porción de memoria en la  que se guardan los
mensajes que cada cliente va recibiendo. Esta porción de memoria es la que se pasa al analizador



































• QJsonObject:  proporciona acceso al  objeto JSON guardado en una instancia de la  clase































existen   o   no   existen   dependiendo   de   si   se   van   a   eliminar   o   a   crear   nuevos   elementos   en   la
representación gráfica, y por último realizan la operación en sí misma.
Por ejemplo, en el caso en concreto de la rutina encargada de ejecutar la orden de eliminación de un
MessageProcessor,   llamada  doOrderDeleteProcessor,   la   rutina   consiste   simplemente   en   la
comprobación   de   la   existencia   en   la   representación   gráfica   de   un  MessageProcessor  con   el
identificador  que  haya   llegado   en   el   objeto   JSON y   en   la   eliminación  del   objeto  de   la   clase
























A partir   de   las   clases   que  Qt   ofrece   se   han   creado   varias   clases   (QNodesEditor,  QNEBlock,
QNEPort  y  QNEConnection)  especializadas  en   la  visualización  de  bloques  y  conexiones  entre
bloques que representan a los MessageProcessor y sus relaciones.
4.4.2.1 La clase QNodesEditor
Con   el   objetivo   de   que   el   usuario   pueda   interactuar   con   la   representación   gráfica   de   los
MessageProcessor  en la ventana principal se crea una instancia de la clase  QGraphicsView  que
presenta al usuario los elementos gráficos contenidos en una instancia de la clase QgraphicsScene.
Esta clase, que es derivada de  QObject, permite a otra clase, que debe ser también derivada de
QObject,  capturar  sus eventos.  La clase  QNodesEditor  usa esta  funcionalidad para capturar  los
eventos dirigidos desde la interfaz gráfica a la escena y así permitir al usuario señalar, mover o
eliminar los MessageProcessor y sus conexiones que se estén mostrando en la escena.
En el constructor de  MainWindow  se  instancia la clase  QNodesEditor  y se llama al método que
inicializa   la   captura   de   eventos   dirigidos   a   la   escena   gráfica.   También   conecta   las   señales
updateListWidget y updateTableWidget de la instancia de QNodesEditor con las ranuras del mismo







instancia de la clase  QDataStream  se ha recibido de  MainWindow,  y es creada cuando se va a
guardar o leer la configuración.
4.4.2.2  Las clases QNEBlock y QNEPort














La   clase  QNEBlock  puede   ser   instanciada   por  QNodesEditor,   en   el   proceso   de   lectura   de   la
configuración   durante   el   arranque   del   sistema   de  monitorización,   o   por  MainWindow,   como
resultado de una orden recibida por red.
En el primer caso, la instancia de QNodesEditor crea una instancia de QNEBlock y llama al método













































discontinua.   Para   realizar   esto   el   método   de  QNEPort  llama   al   método  setIsAsync  de
QNEConnection. 
4.4.2.3 La clase QNEConnection
Esta clase  implementa   la   representación gráfica  de  las  conexiones  entre  MessageProcessor.  La
mayor parte del código implementa la gestión de las conexiones en sí y la representación gráfica de
los enlaces entre bloques. Con respecto a las funcionalidades propias de la aplicación desarrollada














vigilancia   costera,   pueden  generar   una  gran  cantidad  de   información  debido  a   la   densidad  de
blancos detectables.











cobertura.  El  software se encarga de que  los barcos  estén  localizables  de forma continua y en
tiempo real independientemente de los datos ocasionalmente erróneos que faciliten los sensores y
de los fallos que puedan producirse en estos mismos sensores o en otros mecanismos intermedios.
Este  proceso  de   transformación  y   fusión  de   los  datos   es   realizado,  usando  el  framework,   por
unidades de procesamiento encargadas cada una de un paso en concreto:
• Recepción y   transformación  de   la   señal:  el   sistema  transforma  los  datos  a  coordenadas
cartesianas para facilitar su posterior tratamiento.
• Asociación de  las   señales  por   sensor:  se  asocian   las  detecciones  de blancos  recibidas  a






















están   intercambiando   información   entre   ellas   de   forma   continua.  Los   envíos  y   recepciones   se
realizan en base a criterios específicos de cada unidad de procesamiento y, además, el estado de









































• Portabilidad  a  otras  plataformas,  como Android  o   iOS para  permitir   la   ejecución de   la
aplicación desarrollada en dispositivos móviles. Estas plataformas están soportadas por Qt





instalación  de  aplicaciones  no   firmadas,  por   lo  que   la   aplicación  podría   ser  distribuida
usando algún método alternativo a Google Play como el correo electrónico, un enlace de
descarga   o   una   conexión  Bluetooth.  El   usuario   debe   activar   la   opción   “Orígenes














◦ Permitir   monitorizar   activamente   los   diferentes  MessageProcessor.   El   sistema   de









◦ Permitir   al   usuario   del   sistema   de   monitorización   variar   el   funcionamiento   del
framework  usando como interfaz  la  representación gráfica de los  MessageProcessor.
Esta variación del sistema de monitorización consistiría en añadir a la representación
gráfica   la   capacidad   para   que   el   usuario   pudiera   modificar   conexiones   entre   los
MessageProcessor  o   alguna   característica   de   estos.   Así   mismo   el   protocolo   de
comunicaciones   debería   ser  modificado   para   permitir   al   sistema   de  monitorización
informar  al  framework  de   los   cambios  que  debe   realizar   en  base  a   las  operaciones












La  creación  de  un  paquete  para   la   instalación  de   la   aplicación  desarrollada  para   este   sistema
























C:\> copy Rgrafica.exe C:\Rgrafica 
C:\> copy C:\Qt\Qt5.3.1\5.3\mingw482_32\bin\libwinpthread-1.dll C:\Rgrafica 
C:\> copy C:\Qt\Qt5.3.1\5.3\mingw482_32\bin\libgcc_s_dw2-1.dll C:\Rgrafica 










La   práctica   común   en   los   entornos   de   escritorio   de  MS­Windows   es   que   las   aplicaciones   se

































$ sudo cp Rgrafica.desktop /usr/share/applications
Para crear el paquete se ha utilizado la herramienta fpm que se instala con:
$ sudo apt-get install ruby ruby2.1-dev 
$ sudo gem install fpm 
Finalmente se crea el paquete con la orden:
$ fpm -s dir -t deb -n rgrafica -v 1.0 \
  -d "libqt5core5a >= 5.3.1" -d "libqt5gui5 >= 5.3.1" \
  -d "libqt5network5 >= 5.3.1" \
  /usr/bin/Rgrafica /usr/share/applications/Rgrafica.desktop 
Esto da como resultado un paquete con el nombre rgrafica_1.0_amd64.deb que puede ser instalado
con la orden:






































PLC   Acrónimo  de  Programmable  Logic  Controller,   controlador   lógico  programable.  Es  una












Socket   Abstracción,   generalmente   proporcionada  por   el   sistema  operativo,   que   permite   a   un
proceso enviar información a través de la red a otro proceso independientemente de si se





los   protocolos   fundamentales   en   Internet.   Este   protocolo   garantiza   que   los   datos   serán
entregados en su destino sin errores y en el mismo orden en que se transmitieron. También
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Surveillance”.  Presentado  a:  Proceedings  of   the  13th   International  Conference  on   Information
Fusion,   Edinburgo,   Reino   Unido,   26­29   Julio   2010.   Disponible   en:  http://e­


















• Para   la   generación   de   diagramas   sintácticos   a   partir   de   EBNF   se   ha   usado:
http://bottlecaps.de/rr/ui
• El   resto   de   las   ilustraciones   han   sido   realizadas   con  Calligra   Flow   que   se   encuentra
disponible en https://www.calligra.org/flow
• Para la generación del paquete para MS­Windows se ha usado Advanced Installer que está
disponible en http://www.advancedinstaller.com
• Para la generación del paquete para Ubuntu Linux se ha usado Effing Package Management
que está disponible en https://github.com/jordansissel/fpm
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