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El objetivo del presente proyecto es crear un juego educacional basándose en el 
ComeLetras desarrollado por Raquel M. Crespo1 para un dispositivo móvil, en este caso, el 
iPhone. 
Debido al auge de los dispositivos móviles, hemos considerado oportuno desarrollar ese 
mismo juego para una de estas plataformas, ya que de esta forma puede llegar a más usuarios 
y, sin lugar a dudas,  jugar en cualquier lugar, en cualquier momento. 
Este proyecto está enfocado en desarrollar el juego para el dispositivo móvil de Apple  
iPhone. Entre las razones para elegir esta plataforma y no otra, están  la innovación que 
representa iPhone en el mercado, gracias en parte a los controles táctiles y los acelerómetros, 
la documentación extensa y el SDK ofrecidos por Apple, y la compatibilidad inter-dispositivos 
de dicha marca, por ejemplo iPod Touch. 
Por lo tanto, este proyecto tiene doble objetivo. Uno, el objetivo educacional del juego, ya 
que está pensado para mejorar el vocabulario. Y el segundo y no menos importante, el 
objetivo del PFC, que es desarrollar un juego en una plataforma novedosa, con un lenguaje de 
programación nuevo, un SDK y un sistema operativo (iPhone OS) nuevo nunca dados en la 
carrera. 
Seguidamente, pasaremos a introducir más profundamente todos los objetivos del juego, 
detalles, mecánicas y otros conceptos que nos servirán para entender el resto de documento. 
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Tal y como se apuntaba en el primer párrafo introductorio, este proyecto tiene claramente 
dos objetivos base: 
1. Objetivo educacional del juego. 
2. Objetivo de desarrollo de un juego para iPhone. 
Partiendo de la idea base del juego ComeLetras, iremos dando forma a estos dos objetivos, 
cómo conseguirlos, y las problemáticas derivadas de ellos. 
 
 
Objetivos del juego 
 
El objetivo principal del juego es educar, en este caso, ampliar el vocabulario y corregir 
problemas ortográficos en cualquier idioma. 
Este objetivo, tradicionalmente se ha llevado a cabo a través de la enseñanza clásica, es 
decir, listas de palabras, definiciones, lecturas, ejercicios dónde se tiene que rellenar espacios 
con las palabras adecuadas, etc. Con este juego, el objetivo es reforzar estos métodos clásicos 
descritos anteriormente. 
Últimamente, con el avance de las nuevas tecnologías, y los videojuegos cada vez más a la 
orden del día, han aparecido gran cantidad de juegos educacionales tales como Aprende con 
Pipo (orientado a niños), o los famosos Brain Training, orientado para un público más general. 
Siguiendo la estela de muchos de estos juegos  aparece el ComeLetras con el mismo objetivo 
en mente: aprender mientras uno se divierte.  
Ahora bien, para que un juego sirva para educar, este tiene que ser jugable, divertido, con 
un nivel de dificultad ajustado, y sobre todo, ameno. Si no se tienen en cuenta estos requisitos, 
el juego no atrapará al usuario, y por lo tanto, nuestro objetivo educacional quedará anulado. 
Es por eso, que necesitamos una mecánica de juego lo suficientemente adictiva, y en este 
caso, la elegida es la mecánica del famoso Comecocos. 
Siguiendo esta mecánica, en el ComeLetras, aparte de comer bolas y hacer puntos para 
superar récords, tendremos que comer letras para formar palabras. A base de ir formando 
palabras, se irá pasando de nivel y aumentando la dificultad de estas. De esta manera, se reta 
al jugador a superar su puntuación, consiguiendo así aprender y memorizar nuevo vocabulario 
de una manera divertida a la vez que didáctica. 
¿Es este método efectivo, o sólo es un simple juego? Esta pregunta ha sido contestada 
numerosas veces a lo largo de los últimos años mediante estudios prácticos hechos a  usuarios 
de diferentes edades. Uno de estos estudios, se llevó a cabo con estudiantes de la academia 





FuenteSana2, y el resultado fue que la mayoría de los estudiantes mejoraron en las 
calificaciones de los test sobre vocabulario, y lo más importante, el juego les divirtió y les 
motivó, según las encuestas realizadas. 
Está claro, que si queremos alcanzar el objetivo educacional del juego, el juego tiene que 
gustar (ser ameno) para que los alumnos quieran jugar y así cumplir el objetivo educacional. 
 
 Objetivo del PFC: Desarrollar el juego para iPhone 
 
Si bien ya hemos introducido los objetivos base de nuestro juego, el ComeLetras, es 
momento de dar forma a la idea para poder así crear el juego.  
El juego original ComeLetras fue desarrollado por Raquel M. Crespo3 como aplicación y 
como applet de javascript. Partiendo de la idea del juego original, su descripción y sus 
objetivos educacionales, el proyecto tiene como objetivo desarrollar ese mismo juego en una 
plataforma móvil, abriendo así a las posibilidades que ofrecen estas nuevas tecnologías tan de 
moda actualmente. 
De todas las plataformas móviles que hay en el mercado, actualmente hay una que está 
marcando diferencias, y esa es el iPhone de Apple (también aplicable al iPod Touch). Si bien 
esta elección, tecnológicamente hablando es muy atractiva, también supone un gran 
inconveniente: es una nueva tecnología. 
Y es que, tanto el lenguaje de programación, Objective-C, cómo el sistema operativo, 
iPhone OS, basado en Mac OS X Lite, cómo su SDK, no han sido dados en la carrera. Por lo 
tanto, la búsqueda de información sobre iPhone, y  el posterior aprendizaje y especialización 
conllevarán gran parte del tiempo dedicado a este proyecto. A este problema se le une 
también las posteriores fases de depuración, prueba y optimización.  
Para llevar a cabo este objetivo, necesitamos saber cómo desarrollar para iPhone, con qué 
herramientas. Para este propósito, Apple se encarga de proporcionar todas las herramientas 
necesarias dentro del SDK de iPhone/iPod Touch, que es el que usaremos para desarrollar 
sobre iPhone. 
Todos estos detalles, tanto el SDK como el lenguaje de programación,  se verán más a fondo 
en el capítulo 2. 
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  Características del juego 
 
 Ahora que tenemos claro el objetivo del PFC, vamos a describir brevemente en que se 
basa, es decir, qué es lo que queremos hacer para iPhone, qué es lo que tiene que hacer 
nuestro ComeLetras. 
Tal y como se ha ido comentando a lo largo de la introducción, el ComeLetras es un juego 
educacional basado en la famosa mecánica del juego Comecocos. Esta consiste en mover una 
especie de pelota o bola por un laberinto mientras se van comiendo bolas más pequeñas  o 
“cocos” para ganar puntos a la vez que intentas evitar que una serie de fantasmas te coman a 
ti. 
Emulando esta mecánica, le añadiremos letras al laberinto, de esta forma, nuestro 
personaje tendrá que comerlas en el orden adecuado para formar palabras. Esta es la 
mecánica clave de nuestro juego. 
Durante el transcurso del juego, el jugador, al empezar una nueva partida, tendrá que 
“comer” la palabra para poder pasar de nivel, y así ganar puntos. Cada nivel es una nueva 
palabra, y cada cierta cantidad de niveles, el nivel de dificultad de la palabra aumenta. 
Habrá tres niveles de dificultad, fácil, medio y difícil, y afectarán básicamente a dos 
elementos del juego: 
1. Los fantasmas: Cuanto más difícil, más listos son, por lo tanto más exigente se vuelve el 
juego. 
2. Las palabras: Cuanto más difícil, las palabras son más difíciles de escribir, son más largas 
y contienen reglas ortográficas más complejas. Por ejemplo, “casa” es más fácil de 
escribir que “neumático”. 
También el juego tendrá dos modalidades para hacerlo aún más exigente a la hora de 
mejorar el vocabulario: 
1. Modalidad Básica: Las letras que aparecen en el laberinto son las que nos servirán para 
construir la palabra. 
2. Modalidad Avanzada: Aparte de las letras que conforman la palabra, se añaden una o 
más para despistar, y para que el jugador piense, por ejemplo, si botella va con ‘b’ o 
con ‘v’. 
 A todo esto, también se consideró oportuno añadir una funcionalidad clave para la 
educación, y es el poder personalizar las listas de palabras que aparecen en el juego. De esta 
manera, la persona que lo tenga, si lo quiere usar con sus alumnos, puede preparar una serie 
de palabras que correspondan con el temario que estén dando, consiguiendo así que el 
objetivo educacional del juego tome más fuerza.  
También hay que hablar sobre el control. Nuestro ComeLetras tiene que aprovechar al 
máximo las posibilidades que nos ofrece el iPhone, y para eso, el control se podrá hacer de dos 
formas: 





1. Control Táctil: El ComeLetras se moverá apretando diferentes partes de la pantalla. 
2. Control con Acelerómetros: El ComeLetras se moverá girando en el mismo sentido el 
iPhone/iPod. Esta opción tendrá varias calibraciones para adecuarse a todo tipo de 
jugadores. 
Para acabar, nuestro ComeLetras también dispondrá de más opciones, cómo records, 
ayudas, etc. 
Toda esta información se encontrará más detallada en el capítulo 3 del documento. 
  







iPhone de Apple es la plataforma escogida para este proyecto. Este móvil de última 
generación tiene uno de los atractivos más interesantes que ahora se encuentran en mercado. 
Los controles táctiles y por acelerómetro, a la vez que una potencia gráfica más que deseable 
para juegos. 
Hace falta recalcar, que este proyecto está desarrollado para iPhone, pero en realidad, es 
totalmente compatible con iPod Touch, ya que comparten las mismas funcionalidades excepto 
la de teléfono. 
Gracias a las características de iPhone, es posible migrar el concepto original del juego del 
ComeLetras, ya que ofrece nuevos gráficos, nuevos tipos de control, y sobre todo, mediante la 
AppStore, comercializarlo y publicitarlo para darlo a conocer a un público más amplio.  
Para conocer más a fondo que nos ofrece el iPhone y todas sus características técnicas 
estas se pueden consultar en la página oficial de Apple4. Destacar de todas ellas la pantalla 
Multi-Touch, los acelerómetros, y la conexión a internet mediante Wifi o 3G; que usaremos en 
el desarrollo del juego. 
Esta información es referente al iPhone 3g, y demuestra sus grandes posibilidades para su 
desarrollo, ya que todas esas funciones, tienen su propia librería preparada para ser usadas en 
nuestro proyecto mediante el SDK de iPhone. 
En definitiva, ya tenemos decidido sobre que plataforma implementar y lo que nos ofrece. 
Más adelante, en el capítulo 2, hablaremos del diseño y desarrollo de aplicaciones para este 
dispositivo. 
  
                                                          
4
 http://www.apple.com/es/iphone/specs.html  





Descripción del juego original5 
 
Ahora vamos a describir el juego original, y que ha servido de base para desarrollar 
nuestro propio ComeLetras. Como se podrá observar, tendrá pequeñas diferencias con el 
original, que serán descritas en el apartado conclusiones, página 99. 
En el juego original tienes que ir comiendo letras del laberinto con la finalidad de construir 
una palabra. Si se forma correctamente se pasa la pantalla, sino, se da la oportunidad de 
volverlo a intentar. 
 
Figura 1 - 1. Captura del juego original 
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 Toda esta información se encuentra también aquí www.it.uc3m.es/rcrespo/cl/. También disponible el 
applet en javascript  para probarlo. 






El juego ofrece dos modalidades: 
1. Modalidad básica: Sirve para reforzar el vocabulario. En el laberinto solo aparecen las 
letras que forman la palabra. 
2. Modalidad Avanzada: Sirve para mejorar la ortografía, ya que en el laberinto, aparecerá 
también una letra de más incorrecta que se tendrá que evitar. 
El juego también ofrece ayudas, entre ellas, reglas para que la persona que juegue sepa 
exactamente dónde y porque se está equivocando. También se ofrecen varios tipos de pista 
para saber que palabra se tiene que formar: 
1. Pista Textual: Una definición o acertijo sobre la palabra a construir. 
2. Pista Visual: Una imagen que recuerda a la palabra que se tiene que construir. 
3. Pista Auditiva: Generalmente se trata de la pronunciación de la palabra, de esta 
manera, aparte de mejorar el vocabulario y ortografía, se mejorará la pronunciación de 
esta. 
También, el ComeLetras ofrece la posibilidad de personalizar las listas de palabras que salen 
en el juego. 
Si bien esta es la idea original del juego, a partir de ahora, basándose en esta idea, se 
desarrollará la aplicación para iPhone salvando las distancias con el original. Hablaremos  más 




 El resto del documento se divide de la siguiente forma. 
- Capítulo 2: En este capítulo se tratará todo lo referente al SDK de iPhone, cómo se 
diseña y programa para iPhone, en qué cosas se diferencia del resto de 
plataformas, y cómo se tratan los aspectos de gestión de memoria y Threads. 
- Capítulo 3: En este capítulo veremos la especificación del juego con todo detalle, 
los requisitos, funcionalidades, clases y diagramas UML. 
- Capítulo 4: Aquí se explicará la arquitectura y la implementación usadas para llevar 
a cabo las especificaciones del capítulo anterior. También se detallarán ciertos 
aspectos dados en el capítulo 2 respecto a la programación de ciertos 
componentes del iPhone como son los acelerómetros. 
- Capítulo 5: Este capítulo explicará cómo gestionar los datos del juego, sean los 
idiomas, las palabras y los records de manera que se conserven una vez cerrado el 
juego. 
- Capítulo 6: Presenta la planificación del proyecto detallada, así como los costes. 
- Capítulo 7: En este capítulo se encuentra las conclusiones del PFC 
- Capítulo 8: Se detalla los posibles trabajos futuros. 





- Capítulo 9: Agradecimientos 
- Capítulo 10: Bibliografía 
- Apéndice: Aquí se encontrará tanto el manual del ComeLetras, el manual de 
instalación, y el estudio de utilidad de este. 
  











2. Desarrollo sobre iPhone 
 
En este capítulo nos vamos a centrar en cómo desarrollar sobre iPhone. Qué herramientas 
son necesarias, qué patrones de diseño se usan para diseñar las aplicaciones de iPhone, cuál es 
el ciclo de vida de una aplicación, cómo se gestiona la memoria, con qué lenguaje se programa, 
etc. 
 
a) iPhone SDK 
Para programar sobre la plataforma iPhone se necesitan ciertas herramientas, por ejemplo 
un compilador, un entorno de trabajo,  depuradores, etc.  
Por ese motivo, y para promover el desarrollo de aplicaciones para iPhone, Apple preparó 
un SDK6 específico para poder programar con esta plataforma. Un SDK (Software Development 
Kit) es tal y como dicen las siglas, un paquete de herramientas para poder desarrollar software, 
en este caso, software para el iPhone. 
Apple preparó también un nuevo patrón para programar sobre iPhone. Este se llama 
Modelo-Vista-Controlador, y consiste en que el modelo encapsula los datos de la aplicación, la 
vista los muestra, y el controlador hace de intermediario lógico entre los dos. Este patrón no es 
de uso obligado, pero facilita mucho la programación ya que el SDK viene preparado para 
implementar este patrón. 
Este SDK, una vez descargado y instalado, contiene tres partes esenciales para el desarrollo 
sobre iPhone, que son las XCode Tools, el iPhone Simulator y la API Cocoa Touch. 
XCode Tools 
Esta es la parte más importante del SDK. Las XCode Tools son una agrupación de las 
herramientas necesarias para desarrollar cualquier aplicación para iPhone o Mac. Las más 
importantes y las que usaremos para el proyecto son el XCode IDE, el Interface Builder y los 
“Instruments and Shark”. Hace falta recalcar que para cada herramienta encontramos una 
extensa y completa documentación preparada por Apple. 
Añadir como curiosidad, que este mismo entorno es el usado por Apple para desarrollar 
Mac OS X. 
Seguidamente explicamos cada una de estas herramientas: 
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 Todo lo referente al SDK de iPhone, cómo conseguirlo, cómo configurarlo y cómo usarlo se encuentra 
en la página oficial para desarrolladores de Apple : http://developer.apple.com/iphone/index.action  





1. XCode IDE 
Esta herramienta es un entorno de desarrollo al igual que Eclipse o NetBeans, que nos 
permite programar, compilar, depurar y optimizar cualquier aplicación que hagamos. Este IDE, 
además de ser un editor de código profesional, nos permite usar con total facilidad todos los 
Cocoa Touch frameworks incluidos en la API Cocoa Touch que más adelante se presenta. 
El compilador usado por XCode es una versión modificada del GNU Compiler Collection, un 
compilador open source que hace compatible el XCode con C++, C#, C, Objective-C, Objective-
C++, Java, Fortran, Python, Ruby, etc. De esta manera, dentro de nuestro código programado 
en Objective-C, podremos añadir funciones y métodos en C++ y después llamarlos sin 
necesidad de recompilar. 
También, se incluye un depurador muy útil que nos permite poner breakpoints en cualquier 
parte del código para poder consultar en ese momento el valor de todas las variables y dónde 
están situadas en memoria. De esta manera nos ayudará a encontrar los bugs de nuestras 
aplicaciones de manera fácil y cómoda. 
 
2. Interface Builder 
El Interface Builder es una herramienta que se incorporó en el SDK un poco más tarde que 
el XCode IDE. Esta herramienta, nos sirve para crear las interfaces gráficas de nuestras 
aplicaciones o juegos.  
Cada vista que creamos con el Interface Builder nos genera un fichero .xib que contiene 
toda la información en código para su posterior compilación. Estos ficheros .xib que configuran 
una vista necesitan de un controlador para que gestione los datos de salida y entrada que se 
generan en la vista.  
 
Figura 2 - 1.  Interface Builder 





En la figura 2 -1 podemos observar la MainWindow.xib, que se trata del fichero .xib 
anteriormente descrito. Mediante esta ventana podemos asignar quién es el controlador 
(File’s Owner). 
Para crear el aspecto visual de la vista se arrastran los diferentes componentes de la 
biblioteca, tales como botones, etiquetas, tablas o barras de navegación, directamente a la 
pantalla para así crear visualmente nuestra interfaz. Todo lo que pongamos en la pantalla será 
lo que veremos en el iPhone. 
Seguidamente hay que relacionar cada componente en pantalla con los objetos del 
controlador (File’s Owner) mediante conexiones. Por ejemplo, si creamos un objeto botón en 
el controlador (UIButton) con un comportamiento determinado y un método asociado a la 
pulsación de este, tendremos que conectarlo con el botón que coloquemos en la pantalla del 
Interface Builder. 
Por último, tenemos el Inspector, que nos servirá para configurar detalles visuales de los 
diferentes componentes, tales como el color, el texto, el tamaño, la colocación y un largo 
etcétera. 
Por lo tanto, gracias a esta herramienta, se puede implementar más fácilmente toda la 
interfaz gráfica, pero esta comodidad presenta también un problema, y es que, si uno quiere 
personalizar botones,  tablas, etc. para que sean diferentes de las típicas de iPhone, hace falta 
hacerlo manualmente. Es decir, si queremos hacer interfícies gráficas más complejas, como lo 
es un juego de gráficos 2D, tendremos que escribir el código a mano, dejando en un segundo 
plano esta herramienta. 
 
3. Instruments and Shark 
Instruments and Shark son un conjunto de herramientas de análisis y optimización de 
código. Todo esto, mediante interfaces muy sencillas que nos permiten detectar al momento 
los “cuello de botella” de nuestros programas. 
Los Instruments capturan a tiempo real el uso de la CPU, la memoria consumida, la 
creación y destrucción de objetos, y el uso de disco. De esta manera, mientras uno testea la 
aplicación puede detectar los posibles leaks de memoria o los abusos excesivos de CPU al 
momento, y poder ir a la sección de código que causa esos problemas. 
Shark es otra herramienta que nos permite trabajar con el código a nivel ensamblador, 
pudiendo llegar a ver paso a paso, las instrucciones en lenguaje máquina que se ejecutan cada 
milisegundo para ayudarnos a optimizar nuestro código. 
Estas herramientas nos serán útiles en nuestro caso, ya que para un juego, hace falta que 
el rendimiento sea bueno, y que las imágenes sean mostradas a un framerate superior a 30 fps 
(30 imágenes por segundo). Este valor de 30 en los juegos viene dado por la capacidad del ojo 
humano a percibir movimiento con una serie de imágenes consecutivas. Al igual que en el cine, 
son necesarios unos 30 fotogramas por segundo para que se engañe al ojo humano y se cree la 
ilusión de movimiento. Es por eso, que para que un juego sea jugable hace falta que el valor 





sea superior a 30, ya que sino el juego se vería a trompicones y no sería jugable. Hace falta 
añadir, que muchos juegos hoy en día se visualizan a 60 fps, siendo mucho más jugables y 
fluidos, permitiendo también, que en momentos de intensa acción en pantalla (más memoria y 
CPU usada) puedan bajar un poco su framerate sin que el ojo humano lo note. Por lo tanto, 




Aparte de las XCode Tools, el SDK de Apple también contiene el iPhone Simulator, que no 
es más que un simple iPhone integrado dentro del Mac. De esta manera, probar nuestro 
código es más simple, ya que no necesitaremos el dispositivo físico. 
Ahora bien, como todo simulador, tiene limitaciones. Por ejemplo, la arquitectura usada al 
compilar para iPhone es basada en ARM7, y la arquitectura usada al compilar para el simulador 
es la x86 de Intel. Esto en un principio no afecta gravemente el desarrollo de la aplicación, ya 
que cuando uno prueba el proyecto en el dispositivo real puede detectar fácilmente qué cosas 
cambian. Se hablará más extendidamente de este tema en el apartado iPhone Device Testing. 
Para poder depurar bien una aplicación de iPhone hace falta usar simultáneamente el 
depurador proporcionado por las XCode Tools y el simulador. Es decir, la aplicación se tiene 
que ejecutar en el simulador para que mediante el depurador de las XCode Tools podamos 
encontrar los bugs. El simulador nos permite a su vez introducir los inputs de manera parecida 
al iPhone real (exceptuando los acelerómetros) y observar cómo transcurre la ejecución de la 
aplicación en tiempo real. De esta manera es mucho más cómodo depurar, ya que usando las 
dos herramientas conjuntamente podemos pausar la aplicación, volver a la instrucción 
anterior, y reanudarla para poder detectar bugs. 
 
API Cocoa Touch 
 
El SDK de iPhone también incluye la API Cocoa Touch, mencionada previamente, basada en 
la API de Cocoa usada en Mac OS X.  
Cocoa Touch, ofrece una capa de abstracción del sistema operativo del iPhone, iPhone OS. 
De esta manera, podemos acceder a las siguientes funcionalidades que nos brinda iPhone: 
1. Los controles y eventos Multi-Touch. Tenemos acceso a todas las funcionalidades que 
nos permite la tecnología Multi-Touch, como por ejemplo, hacer zoom pellizcando la 
pantalla, etc.  
2. Acelerómetros: También tendremos acceso a los acelerómetros del iPhone para poder 
obtener la posición exacta del iPhone en un eje de coordenadas 3D.  
3. Estructura de vistas: Permite organizar y gestionar las escenas o vistas de la aplicación. 
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4. Localizador: Este framework nos permite acceder a los valores del localizador integrado 
en el iPhone.  
5. Cámara: Al igual que el localizador, nos permite acceder a la cámara y poder usarla en 
nuestra aplicación. 
La mayoría de estos frameworks están agrupados en lo que se llama Foundation 
Framework y UIKit Framework. En el UIKit, encontramos todos los botones, tablas, etc. estos 
se identifican por el prefijo UI, por ejemplo UIButton. En Foundation encontramos en cambio, 
todas las clases básicas personalizadas por Apple, como puede ser las NSString (típica string en 
C), NSObject, etc. y todas empiezan por el prefijo NS. 
La API Cocoa Touch está programada en Objective-C, esto aporta más flexibilidad, ya que 
por ejemplo, si creamos una vista con el Interface Builder (.xib) con sus correspondientes 
componentes procedentes de la API Cocoa Touch (UIButton, UILabel, etc.…), estos los 
podemos enlazar con el controlador de la vista programado también en Objective-C, 
permitiendo que la conexión entre los elementos de la vista .xib y los objetos del controlador 
se haga dinámicamente en tiempo de ejecución sin necesidad de recompilar. 
También Cocoa Touch, como se ha comentado antes, permite mezclar código con otros 
lenguajes, especialmente C y C++, ya que Objective-C se basa en estos. 
Otra cosa a destacar es que Cocoa usa el patrón de diseño Modelo-Vista-Controlador. Esto 
unido al Interface Builder nos permite ahorrarnos muchas líneas de código. 
 
Si bien ya hemos comentado las herramientas principales que nos ofrece el SDK iPhone, 
también hay que añadir otros servicios que ofrece. El SDK también incluye los siguientes 
frameworks entre otros: 
1. Open GL y Quartz: útiles para crear gráficos, ya sean 3D o 2D. 
2. Internet: Varios frameworks para poder crear conexiones, manejarlas, descargar, 
etc. También incluye el protocolo TCP/IP, sockets, etc. 
3. Open AL y reproducción de video: Para implementar sonidos y videos en nuestra 
aplicación. 
4.  SQLite database: Para poder manejar datos de una aplicación mediante SQLite. 
  






Objective-C es el lenguaje de programación usado para programar sobre iPhone. Se 
podría definir como un lenguaje de programación orientado a objetos y reflexivo, el cual añade 
los mensajes de Smalltalk al lenguaje C. 
Objective-C se puede considerar como una extensión de C, eso significa que el propio 
compilador de Objective-C es capaz de compilar C sin ningún tipo de problema. En lo referente 
a la sintaxis para código no orientado a objetos, usa las mismas construcciones, tipos de 
variables, expresiones, punteros, etc. que C, y en lo referente a la sintaxis para código 
orientado a objetos toma el estilo de mensajes de Smalltalk. 
¿Qué son los mensajes?  
Objective-C se basa en mandar mensajes a instancias de objetos. En Objective-C no 
llamamos a un método de un objeto, sino que se envía un mensaje a la instancia del objeto. 
Enviar un mensaje consiste en enviar un nombre de un método al objeto, y este objeto se 
encarga de interpretar el mensaje en tiempo de ejecución. Si el objeto que recibe el mensaje 
no tiene ningún método que responda al nombre del mensaje este se ignora y devuelve nulo. 
Hay que aclarar, que aunque mandemos mensajes a una instancia de un objeto que no tenga 
el método correspondiente para responderlo, el compilador no dará error alguno. 
Vamos a observar las diferencias en el código: 
 C++: object ->method (parameter); 
 Objective-C: [object method: parameter]; 
 
Estas dos instrucciones son equivalentes, es decir, tienen la misma finalidad, que el objeto 
ejecute el método con el parámetro indicado. Tal y como se puede observar, para mandar un 
mensaje en Objective-C se usan corchetes. También, podemos cambiar las propiedades de los 
objetos usando mensajes. 
Ejemplo: 
 [object count:0]; 
 object.count = 0; 
 
Estas dos instrucciones son propias de Objective-C, y hacen exactamente lo mismo: poner a 
0 la variable contador. Ahora bien, tienen una diferencia, y es que en la segunda, asignamos el 
valor 0 a la variable contador directamente, y en la primera, enviamos un mensaje al objeto 
equivalente a llamar el método setCount. Eso significa que en la primera, al ser equivalente a 
un método setter, se pueden considerar protecciones de errores para no asignar valores a la 
variable no deseados. Por ejemplo, en la 1ª, como contador es un entero, no podríamos 
asignar el valor nulo ya que el objeto rechazaría el mensaje y no modificaría el valor. En cambio 
en la 2ª, si que podríamos asignar el valor nulo, ya que no hay ningún tipo de protección. 
 





Ahora bien, ¿Qué ventajas tienen los mensajes? La respuesta tiene que ver con el chequeo 
de tipos en tiempo de ejecución: Dynamic Typing. Tal y como se ha referenciado 
anteriormente, nosotros mandamos mensajes a objetos, y estos se interpretan en tiempo de 
ejecución. Si el mensaje  puede ser interpretado, se ejecuta el método con ese nombre, sino, 
se ignora y se devuelve nulo. Esto que a primera vista parece no tener ninguna ventaja, toma 
fuerza si usamos los protocolos y los delegados. Pasemos a detallar en qué consisten: 
- Delegados: En Objective-C cuando creamos un objeto (lo llamaremos principal) 
podemos asignarle un delegado usando el método setDelegate. Un delegado es otro objeto 
cualquiera y se programa de la misma manera. Los delegados sirven para responder los 
mensajes enviados al objeto principal y que este no ha podido responder. Es decir, si enviamos 
al objeto principal un mensaje con un nombre de un método que no tiene implementado, al 
no poder responder este mensaje se auto envía al delegado para que lo responda. Esto ofrece 
varias ventajas, entre ellas la posibilidad de que el mismo delegado tenga otro delegado, y así 
crear cadenas de mensajes entre objetos. Si el principal no lo puede responder, se enviará al 
objeto delegado, si el delegado tampoco, se envía al delegado del delegado, y así 
consecutivamente. Normalmente el delegado que se asigna a objetos simples acostumbra a 
ser él mismo. 
- Protocolos: Un protocolo en Objective-C es un conjunto de métodos que se pueden 
asignar a un objeto. Puede considerarse como un delegado pre programado con muchos 
métodos. De igual manera a los delegados, si un mensaje no puede ser respondido por el 
objeto, este se intenta responder con algunos de los métodos asociados al protocolo. Esto nos 
servirá para programar el acelerómetro. Cuando creamos un objeto UIAcelerometer dentro de 
otro objeto principal este automáticamente envía mensajes para configurarse y para coger los 
valores del acelerómetro. Los métodos asociados a estos mensajes, o bien se implementan a 
mano todos en el mismo objeto principal, o bien asignamos a ese objeto principal el protocolo 
UIAccelerometerProtocolDelegate que tiene implementados todos los métodos necesarios con 
la posibilidad de sobrescribir los que deseemos. Como se puede observar, el funcionamiento 
de los protocolos es parecido a la herencia. 
Debido a los delegados y los protocolos, la herencia se usa menos en Objective-C que en C, 
debido también en parte a que heredar y sobrescribir métodos de objetos del UIKit es 
demasiado complejo. 
Objective-C, al igual que C, usa dos tipos de ficheros, el fichero cabecera .h y el fichero 
implementación .m. Vamos a poner un ejemplo para identificar ambas partes: 
#import <UIKit/UIKit.h> 
 
@interface Person : NSObject { 
 int count;  
 Person * pareja;  
} 
@property (nonatomic,retain) pareja * question; 
@property int count; 
 
- (void) addPareja: (Person *) pareja; 
@end 
Figura 2 - 2. Fichero Cabecera.h 








@synthesize count, pareja; 
 
- (void) addPareja: (Person *) pareja { 
 [self pareja:pareja]; 
} 
@end 
Figura 2 - 3. Fichero Implementación.m 
 
Gracias a este fragmento de código vamos a comentar otros de los aspectos importantes de 
Objective-C. 
En Objective-C para especificar el fichero cabecera se usan las directivas @interface - 
@end, y para el fichero de implementación se usan las directivas @implementation - @end. 
En la cabecera, se especifica el nombre de la clase (Person) y seguido de dos puntos las clases 
de las cuales hereda así como también los protocolos, en nuestro ejemplo Person hereda de 
NSObject. La mayoría de veces, siempre se heredan las propiedades básicas de la superclase 
base llamada NSObject, que contiene los métodos y atributos de un objeto simple de iPhone 
OS perteneciente al Foundation Framework. Después se declaran los atributos de la clase. Si es 
una variable de tipo simple, enteros, booleanos, etc. se declaran normalmente (int count), 
pero si la variable es un objeto se declara mediante punteros (Person * pareja). 
Luego, se tienen que definir las propiedades de estos atributos. Mediante la directiva 
@property le decimos al compilador como tratar estos atributos. Esta directiva contendrá 
opciones entre paréntesis sólo si el atributo es un objeto y no una variable simple. Con retain 
retenemos el objeto en memoria, es decir, creamos una referencia al objeto (explicado en el 
apartado de gestión de memoria) y con nonatomic especificamos que el objeto puede ser 
accedido desde diferentes threads. Una vez definidas las propiedades, hace falta sintetizarlas 
en el fichero de implementación con @synthesize. Esta línea de código nos crea 
automáticamente el método setter y getter de estas variables. 
No es necesario definir las propiedades para todos los atributos, por ejemplo, no es 
necesario para variables de tipo simple que sólo son accedidas desde la misma clase ni 
tampoco para variables que queramos crear nuestros propios métodos getter y setter. Si no se 
define la propiedad de un atributo tampoco se tiene que sintetizar. 
Después de que se definan las propiedades de los atributos declarados en el fichero 
cabecera se declaran las funciones y métodos para después implementarlos en el fichero de 
implementación. La sintaxis de las funciones en Objective-C es de la siguiente forma: primero, 
un guión ( - ), segundo, el tipo de variable que retornará entre paréntesis ( (void) ), tercero, el 
nombre de la función ( addPareja ), cuarto, dos puntos que separarán los diferentes 
parámetros de la función. La sintaxis de estos parámetros consiste en el tipo del parámetro 
entre paréntesis seguido de su nombre ( (Person *) pareja ). 
Objective-C incluye también los selectores. Los selectores se definen con la directiva 
@selector(nombreDelMétodo). Un selector es un identificador de funciones y métodos 





mediante su nombre. De esta manera, podemos asignar a botones, a temporizadores, etc. 
diferentes selectores. Por ejemplo, si creamos un botón, podemos asignarle un selector para 
cuando este se pulse. Si se pulsa el botón, el programa mirará qué selector tiene asociado a la 
acción de pulsar y ejecutará el método con el mismo nombre. Esto sería equivalente en C++ a 
un puntero a una función. 
Por último, comentar la existencia del tipo variable “id”, que permite transformarse a 
cualquier otro tipo de variable dinámicamente. Es decir, podemos declarar una variable con “id 
variable” y asignarle valores de enteros, floats, u otros objetos más complejos sin necesidad de 
casting ni recompilaciones ni redefiniciones de la variable. 
Una vez entendida la sintaxis de Objective-C, podemos ver la gran flexibilidad que nos 
ofrece el sistema de mensajes junto a la API Cocoa Touch. Ya que al estar también programada 
en Objective-C, podemos mandar mensajes entre objetos propios y objetos de la API, así como 
también sobrescribir métodos de estos mediante herencias o modificar los delegados de los 
objetos de la API para personalizar el funcionamiento de estos. Es decir, gracias a que la API 
Cocoa Touch también está en Objective-C podemos modificar el funcionamiento de los sus 
diferentes objetos como los UIButton. 
  





c) Ciclo de vida de una App 
En este apartado vamos a explicar qué pasa internamente desde que pulsamos el icono 
de una aplicación hasta que esta se cierra. Conocer el ciclo de vida es importante para saber 
cómo se inicializa la app y así poder configurarlo, de la misma manera, nos servirá para saber 
el funcionamiento general de la gestión de memoria y los eventos. 
El framework UIKit es el responsable de mantener en funcionamiento la aplicación. 
Durante la ejecución de la aplicación ésta recibe eventos, y estos se tienen que responder. 
Estos eventos son recibidos por el objeto UIApplication, integrado en el framework UIKit, y son 
respondidos según nuestro código. 
Pasemos a detallar paso a paso qué y quién actúa en el momento en que el usuario pulsa 
el botón de la aplicación. 
 Justo después de pulsar el icono, la aplicación procede a ejecutarse llamando a su función 
main. Una vez ejecutada, el UIKit se encargará de inicializar la aplicación, primero cargando la 
interfaz de usuario, y seguidamente dejando paso al event loop,  el bucle principal de la 
aplicación. Es en este bucle donde el UIKit se encarga de coordinar todos los eventos recibidos 
con las respuestas que nuestro programa quiere dar.  
Cuando se pulsa el botón Home para salir de la aplicación, el UIKit llama a métodos de 
nuestro código para avisar que se cierra la aplicación, de esta manera, podemos guardar el 
estado de la aplicación si queremos. Una vez ejecutado nuestro código, la aplicación se cierra  
y se libera de la memoria del iPhone. 
Figura 2 - 4. Ciclo de vida de la app 






En la figura 2 - 4 se muestra exactamente el proceso que sigue nuestra aplicación al ser 
ejecutada en el iPhone8. 
Pasemos a aclarar que es lo que hace cada parte del UIKit. 
Main 
El código del main siempre es el mismo para todas las aplicaciones de iPhone. 
int main(int argc, char *argv[]) 
{ 
    NSAutoreleasePool * pool = [[NSAutoreleasePool alloc] init]; 
    int retVal = UIApplicationMain(argc, argv, nil, nil); 
    [pool release]; 
    return retVal; 
} 
Figura 2 - 5. main.m de una aplicación general de iPhone 
El código de la figura 2 -5 se ejecuta el iniciar la aplicación, y lo que hace es crear un main 
propio de la aplicación (nótese el UI como prefijo ya que forma parte del framework UIKit), y 
luego crear un “espacio en memoria” para la aplicación con NSAutoreleasePool. Este último 
también es el encargado de gestionar los objetos que están en memoria. 
UIApplicationMain 
Esta es la clase principal de toda aplicación de iPhone. Una vez ejecutado el main, se crea 
la aplicación propia de iPhone, es decir, con el UIApplicationMain, nosotros especificamos 
quien va ser el delegado principal, la clase principal, y también que vista se cargará en primera 
instancia.  
¿Por qué se especifica el delegado? 
Tal y como en el apartado b) de este mismo capítulo hablábamos, nuestra aplicación 
responde a mensajes, y es por eso que creamos los delegados para que se encarguen de 
responderlos. De esta manera evitamos hacer subclases de UIApplication, ya que al formar 
parte de UIKit, estas tienen una complejidad bastante alta, y es muchísimo más cómodo 
delegar que sobrescribir métodos. 
Event Loop 
El event loop o bucle principal es una de las características más importantes de iPhone, y 
una de las características más diferenciadoras de otros estilos de programación como es Java o 
C++. Y es que de manera totalmente transparente al programador, al ejecutar una aplicación 
en iPhone esta queda atrapada en este bucle de manera automática, capturando todos los 
eventos del usuario, sean táctiles, de acelerómetros, de internet, etc. 
Con el event loop  no nos tenemos que preocupar de crear nosotros el bucle tal y como 
haríamos en Java o C, UIApplicationMain se encarga de gestionarlo automáticamente. 
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Hace falta recalcar que al estar implementado este método en iPhone, no tenemos que 
bloquearlo bajo ninguna circunstancia. Es decir, si necesitamos hacer una operación que tarda 
mucho, como por ejemplo descargar algo de internet, nunca tendremos que hacerlo dentro de 
este bucle, ya que si no, el iPhone se bloquea y todos los eventos que se capturen no se 
resuelven. 
Es por eso que existen los threads. En el caso de iPhone, al ser una plataforma móvil, hay 
diferentes tipos de ellos para poder exprimir al máximo la memoria y CPU de este. 
Crear un thread en iPhone es sencillo, simplemente se crea el método que queramos 
hacer en segundo plano añadiéndole NSAutoreleasePool, y luego el código de la figura 2 -6: 
[NSThread detachNewThreadSelector:@selector(loginMethod)toTarget:self 
withObject:nil]; 
- (void) loginMethod { 
NSAutoreleasePool * pool; 
      //Código entre la creación de la NSAutoreleasePool y su   
      //destrucción 
      [pool release]; 
} 
Figura 2 - 6. Código de Threads 
También se puede usar la función [self performSelectorInBackground: 
@selector(loginMethotd)] que tiene la misma finalidad. Este tipo de función es muy parecida a 
crear un Thread, pero la diferencia radica en que no hace falta asignarle un 
NSAutoreleasePool, y de esta manera consume menos memoria y CPU. Esto es útil para 
procedimientos más simples y menos costosos. 
También iPhone permite la comunicación entre threads, añadiendo la directiva 
@syncronized para hacer que ciertas variables solo sean accesibles en los momentos 
adecuados, y además Objective-C permite mandar mensajes entre threads. 
Para acabar este capítulo, hablaremos de las interrupciones que puede haber en el ciclo 
de vida de la aplicación debido a que iPhone es un móvil. Estas pueden ser llamadas, SMS, etc.  
En la figura 2 - 7 se explican estas interrupciones. En nuestro delegado de la aplicación 
principal tendremos que implementar cada una de las tres funciones mencionadas. De esta 
manera, nosotros elegimos qué se hace cuando recibimos una llamada. Por ejemplo, en 
nuestro juego, si se recibe una llamada, se llama al método applicationWillResignActive, dónde 
salvaremos el estado y lo pondremos en pausa. Si la llamada se ignora, se podrá seguir con el 
juego normalmente, sino, el juego se cerrará. 






Figura 2 - 7. Interrupciones posibles en la app 





d) Gestión de Memoria 
En este capítulo hablaremos sobre cómo gestionar la memoria con Objective-C, y cómo se 
gestiona internamente en el iPhone esta memoria. 
Para empezar, vamos a ver cuáles son los pasos necesarios para crear un objeto. En 
Objective-C tendremos que hacer dos pasos, primero, reservar memoria para el objeto, y 
segundo, inicializarlo. 
Estos dos pasos se hacen con la combinación de los métodos alloc e init. También, 
Objective-C dispone de varios métodos de inicialización para poder personalizar al máximo la 
creación del objeto. 
Si bien ahora sabemos cómo crear un objeto, ahora hace falta saber cómo destruirlo. En C, 
se usaba free, mientras que el equivalente en Objective-C es dealloc. 
Pero los objetos en Objective-C no se destruyen tan fácilmente, hay que tener en cuenta las 
referencias que tiene este en nuestro código durante la ejecución. Es por eso que cada objeto 
tiene la propiedad  retain count¸ o que es lo mismo, un contador de referencias. Si creamos un 
objeto, o lo copiamos de uno existente, esta variable toma el valor de 1. Si en otro trozo de 
código, le hacemos otro retain (otra referencia) este contador aumenta en 1. Y si queremos 
liberar un objeto hay que hacer decrecer el contador en 1 usando release.  
En el caso que el contador llegue a 0, el objeto de destruye, es decir, se manda el mensaje 
dealloc. Es por eso, que nunca debemos llamar nosotros este método, es el iPhone el que se 
encarga de llamarlo cuando el objeto tiene 0 referencias.  
Este retain count es la diferencia principal respecto a otros lenguajes como Java. Aunque en 
Objective-C este implementado el garbage collector, el iPhone OS no lo soporta, por lo tanto, a 
diferencia de Java, somos nosotros los encargados de gestionar la memoria usada por los 
objetos de manera manual. Es decir, siempre que creemos un objeto, nos tenemos que 
encargar de liberarlo mediante release justo en el momento que no se vaya a usar más. Si 
después de liberarlo se manda un mensaje a ese objeto, la aplicación se cerrará. En cambio, si 
justo después de liberar un objeto, el puntero de ese objeto liberado lo ponemos a nulo, este 
no sufrirá ningún error, y se podrá volver a asignar a otro objeto recién creado. 
Ahora bien, como iPhone no soporta el garbage collector,  existe otra técnica para paliar 
este “defecto”. Esta se llama auto-release,  y consiste en marcar un objeto para que en un 
futuro se libere de la memoria. Esto significa, que cada X tiempo, si tal objeto no se usa y está 
marcado con auto-release, se auto enviará el mensaje release y posteriormente el dealloc, 
para que este sea eliminado de la memoria. De todas maneras, esto no es equivalente al 
garbage collector, pero nos permite ahorrar trabajo en cuanto a la gestión de memoria. 
Por último, destacar que tener que gestionar manualmente la creación y destrucción de 
objetos para gestionar la memoria trae más de un quebradero de cabeza, ya que en muchas 
ocasiones, liberar depende que objeto da lugar a punteros a objetos nulos. Cuando el objeto 
era referenciado por varias clases esto pasa más veces, y en este caso muchas veces era mejor 





liberarlo al final de la aplicación. Es por eso, que este apartado es de vital importancia, ya que 
entender bien estas reglas de gestión evitará bugs.9 Pero sobretodo, lo importante a la hora de 
programar, es acordarse de los objetos creados para después liberarlos exactamente cuando 
sea necesario, para así optimizar al máximo la memoria y evitar que la memoria se llene de 
objetos no referenciados por nadie. 
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e) Acelerómetro y control táctil 
En este apartado vamos a introducir cómo detectar la posición del iPhone y cómo 
detectar el dedo en la pantalla. 
Esto se lleva a cabo, tal y como se ha hablado en el apartado ciclo de vida, durante el 
event loop, y el encargado de coordinarlo es el UIKit. Este framework tiene dos clases básicas 
para el uso de estos dos mecanismos, que son el UIAccelerometer y el UITouch, subclases de la 
clase principal UIEvent. 
Pasemos a explicar el procedimiento de detección de eventos mediante un gráfico. 
En el bucle principal de la aplicación se procesan todos los UIEvent acumulados en la cola 
de eventos durante la ejecución de la aplicación. Es decir, este es un motivo de peso para no 
bloquear nunca ese bucle, ya que él y solo él es el encargado de tratar los eventos. 
Vamos a hablar del caso de los UIEvent táctiles, es decir, los UITouch. iPhone es una 
plataforma móvil que integra la nueva tecnología llamada Multi-Touch. Eso significa que es 
capaz de detectar más de un dedo en pantalla y tratarlos en conjunto. Traducido a código, esto 
significa que cada dedo en pantalla se considera un objeto UITouch.  
Estos objetos contienen toda la información respecto a un dedo en pantalla, es decir, 
guardan la posición inicial, la posición actual (ya que el dedo se puede mover por la pantalla sin 
levantarse), el recorrido y los “taps” (como el doble-clic). De esta manera, si hay dos dedos en 
la pantalla, hay dos objetos UITouch, estos se procesan en el bucle principal, y si estos se 
modifican a lo largo del tiempo, por ejemplo, haciendo el gesto de pellizcar, estos objetos 
UITouch se modifican y se vuelven a tratar en el mismo bucle. Un UITouch se libera una vez el 
Figura 2 - 8. Detección de eventos 





dedo se levante de la pantalla, a no ser que lo capturemos para tratarlo, que en ese caso 
somos nosotros los encargados de liberarlo. 
También, estos objetos tienen métodos ya programados para detectar cuándo empieza el 
contacto con la pantalla, cuándo acaba y cuándo se mueve y qué distancia se mueve. También 
incorpora métodos que detectan los gestos típicos de iPhone, como puede ser el pellizcar para 
hacer zoom. 
Pasemos a explicar en qué consisten los acelerómetros. En el iPhone, hay tres 
acelerómetros situados en los 3 ejes de coordenadas básicos XYZ. La definición dada por Apple 
dice: el acelerómetro mide los cambios de velocidad a lo largo del tiempo. De esta manera 
estos nos sirven para saber la posición del iPhone. 
La clase encargada para controlarlos se llama UIAccelerometer. Existe sólo una clase de 
estas por aplicación, es decir, es una clase singleton. Por lo tanto, en nuestra aplicación 
tendremos que coger una instancia de esta, y modificarla según nuestras preferencias. 
Vamos a verlo en código: 
-(void)configureAccelerometer 
{ 
       UIAccelerometer*  theAccelerometer = [UIAccelerometer                                                
       sharedAccelerometer]; 
 theAccelerometer.updateInterval = 1 / 50;  
 theAccelerometer.delegate = self; 
} 
Figura 2 - 9. Configuración Acelerómetro 
Estas líneas de código nos servirán para configurar el acelerómetro e inicializarlo. Primero, 
se crea una instancia de la clase singleton UIAccelerometer, luego se configura el 
updateInterval, que indica al event loop, con qué frecuencia tiene que obtener los valores de 
los tres acelerómetros. Y por último, se asigna el delegado que se encargará de responder los 
mensajes que genera el objeto UIAccelerometer. Este delegado tiene que tener asignado el 
protocolo UIAccelerometerProtocolDelegate que contiene todos los métodos a los que 
UIAccelerometer necesita llamar. Para facilitar la programación, el delegado tiende a ser la 
misma clase (self) en la que se configura el acelerómetro, sólo es necesario asignarle el 
protocolo descrito anteriormente a la clase en cuestión e implementar el siguiente método 
contenido en el protocolo: 
- (void)accelerometer:(UIAccelerometer *)accelerometer 
didAccelerate:(UIAcceleration *)acceleration 
{ 
    UIAccelerationValue x, y, z; 
    x = acceleration.x; 
    y = acceleration.y; 
    z = acceleration.z; 
  
} 
Figura 2 - 10. Obtención de valores del acelerómetro 
Este método es el encargado de coger los valores de cada uno de los acelerómetros, y es 
llamado cada cierto tiempo definido en el updateInterval. Así, de esta manera, obtendremos 





los tres valores de aceleración, que nos servirán tanto para detectar la posición como detectar 
movimientos bruscos en alguna dirección, etc. 
Si el delegado del UIAccelerometer lo ponemos nulo, se indica al iPhone que no hace falta 
que mire los valores de los acelerómetros, de esta manera ahorramos batería. 
Mediante conocimientos de física básica, podemos manejar estos tres valores de manera 
que eliminemos la gravedad, o bien, eliminar los pequeños temblores al sujetar el iPhone. 
En el capítulo de implementación se hablará más detalladamente sobre cómo manejar 











f) iPhone Device Testing 
Cuando programamos para iPhone, necesitamos probar nuestras aplicaciones en el 
dispositivo. Tal y como comentamos en el apartado del iPhone SDK, este nos ofrece un 
simulador de iPhone para poder probar y depurar nuestra aplicación sin necesidad de tener el 
dispositivo físico real. 
Debido a que es un simulador este tiene varias diferencias respecto el dispositivo físico, 
una de ellas, la más importante, es que el código se compila sobre arquitecturas diferentes. En 
el iPhone se usa ARM, y en el simulador, x86 de Intel. También una diferencia importante, es 
que en el simulador no tenemos acelerómetros, y por lo tanto, esta funcionalidad sólo se 
puede probar en un iPhone de verdad. 
Si bien esto no causa grandes problemas ya que está todo muy bien implementado, si que 
origina pequeñas diferencias que fácilmente se detectan y corrigen corriendo la aplicación en 
el dispositivo físico. 
El SDK ofrece poder probar con el iPhone cómo si fuera el simulador. Es decir, podemos 
depurar y mostrar el log de la aplicación en la pantalla del ordenador mientras ejecutamos la 
aplicación en el iPhone. De esta manera, podemos pausar la aplicación e ir instrucción a 
instrucción para encontrar los posibles errores. Claro está, que esto requiere conexión USB 
entre el dispositivo y el ordenador. 
Esta funcionalidad requiere tener el certificado de desarrollador de iPhone. Si quieres 
probar con el dispositivo real, tienes que pagar a Apple la licencia, que a la vez incluye la 
posibilidad de subir tus aplicaciones a la App Store. 
Gracias a esta funcionalidad se ha sido posible probar el juego con los acelerómetros, y así 
poder conseguir un control fluido y suave del comeletras. 
 
En resumen, desarrollar para iPhone tiene una parte fácil y otra difícil. La fácil, sin duda, es 
el SDK ofrecido por Apple y la gran cantidad de documentación e información tanto propias de 
Apple como de terceros. También a esto se añade la multitud de librerías y frameworks hechos 
por usuarios para facilitar el desarrollo. Entre ellas se encuentra Cocos2D, que facilita el 
desarrollo de juegos en 2D, y de la cual hablaremos en el capítulo de implementación. 
Por otro lado, la parte difícil es el nuevo lenguaje de programación y sus reglas de gestión 
de memoria, threads, etc. que requieren dedicar muchas más horas de las previstas para 
aprender a usarlo. 
  











3. Especificación ComeLetras 
En este capítulo definiremos y especificaremos el juego ComeLetras que 
implementaremos para iPhone. Como cualquier software que se desarrolle, esta parte es 
esencial para saber qué es lo que tenemos que hacer, y cómo organizarlo. 
Primero definiremos nuestro juego, las opciones que tiene, que es lo que hace cada 
opción, etc. De esta manera, extraeremos los requerimientos tanto funcionales como no 
funcionales para luego crear los diferentes casos de uso y diagramas UML.  
 
a) Definición ComeLetras 
El ComeLetras desarrollado para iPhone se basa en el ComeLetras hecho por Raquel M. 
Crespo en compatibles y como applet en javascript. En el primer capítulo de este documento, 
se encuentra la especificación de ese juego. 
En este apartado, vamos a definir de nuevo el juego de manera más detallada e 
incluyendo las diferencias que propone la versión de iPhone. 
Primeramente vamos a explicar en qué consiste el juego 
Jugabilidad ComeLetras 
El ComeLetras es un juego basado en el famoso Comecocos. En pantalla tenemos un 
laberinto que tenemos que recorrer comiendo bolas y letras mientras se evitan los fantasmas. 
Tal y como pasa en el Comecocos, existen cuatro bolas más grandes, que al ser comidas los 
fantasmas cambian de color y se vuelven inofensivos durante un corto periodo de tiempo.  Es 
en este modo cuando uno puede comer también a los fantasmas para eliminarlos del 
laberinto. Una vez acaba el modo, los fantasmas vuelven a la normalidad. 
Al inicio del juego, el jugador dispone de tres vidas y 0 puntos. Durante el transcurso de la 
partida, el jugador tiene que conseguir comer las letras que forman la palabra objetivo. Esta 
palabra se puede adivinar mediante la pista que ofrece el juego, que puede ser tanto una 
adivinanza como una definición.  
Cada vez que el jugador come una letra, esta aparece en una lista de letras mostrada en 
pantalla, de esta manera, puede saber en cualquier momento que letras ha comido y en qué 
orden. Si en algún momento, algún fantasma come al jugador, se pierde una vida, pero las 
letras y los puntos conseguidos hasta el momento no se pierden. En el momento en que se 
acaben las tres vidas, se pierde la partida, y por lo tanto, se pasa a guardar el record 
conseguido hasta entonces. 
El jugador tiene que construir la palabra comiendo las letras en el orden correcto. Eso 
significa, que si por algún motivo se come alguna letra no deseada, esta puede ser devuelta al 





laberinto. En el caso en que se coman las letras en orden incorrecto o se forme mal la palabra, 
la partida termina de la misma manera que terminaría si se acabaran las tres vidas. 
Por otro lado, en el caso que el jugador consiga formar bien la palabra, se le otorga una 
puntación extra y pasa de nivel, recuperando así todas sus vidas. Cada nivel, al empezarlo, 
contiene de nuevo todas las bolas y las letras necesarias para formar la palabra. Hay un total 
de 10 niveles por nivel de dificultad, es decir, un total de 30 palabras para completar. 
Hay que añadir que, en todo momento, el juego podrá ser pausado. 
Controles 
Una vez explicado el juego, pasemos pues a especificar los controles: 
Control Táctil: Los bordes derecho e izquierdo de la pantalla del iPhone se subdividen en 
tres zonas que se convierten en botones para poder dirigir a nuestro personaje. Cada borde 
tendrá las direcciones arriba, abajo y la correspondiente a su lado, por ejemplo, el borde 
derecho, tendrá arriba, abajo, y derecha. Si se pulsa el centro de la pantalla se suelta la última 
letra comida. 
Acelerómetros: El personaje se moverá según la dirección en la que se incline el iPhone. 
Por ejemplo, si se inclina hacia adelante se moverá hacia adelante. Si se sacude con fuerza 
hacia abajo se soltará la última letra comida. También tendremos dos modalidades de control, 
una por si cogemos el iPhone de forma horizontal, y otra si lo cogemos de forma vertical (de 
pie o sentado respectivamente). 
Ambos métodos de control, comparten el mismo botón de pausa y pista. Estos son los 
bordes de arriba y abajo respectivamente, y se activarán pulsando dos veces consecutivas. 
 
Figura 3 - 1.Esquema de controles del ComeLetras 





Dificultad y modalidades 
El juego dispone de tres modalidades de dificultad: fácil, medio y difícil. Cuando más difícil 
es el juego, las palabras a formar son más complicadas y largas. También los fantasmas serán 
más agresivos según el nivel de dificultad. 
Nuestro juego tiene dos modalidades de juego diferentes: 
- Básica: Simplemente tenemos que construir la palabra con las letras que salen en 
el nivel. 
- Avanzada: En este caso hay una letra trampa, por ejemplo, para la palabra 
“botella” habrán la ‘v’ y la ‘b’, teniendo la dificultad extra de construir la palabra de 
manera correcta. 
 
Menús y Opciones 
En el ComeLetras tenemos tres menús, el menú principal, el menú de pausa, y el menú de 
opciones. Pasemos a especificar que contienen estos tres menús. 
 
El menú principal es el primero que se muestra al ejecutar el ComeLetras, tiene las 
opciones más básicas del juego: 
- Nuevo Juego: Se inicia una partida con las opciones por defecto activadas. 
- Récords: Muestra una lista con los récords conseguidos por el jugador. 
- Cambiar Idioma: Se seleccionará el idioma con el que se quiere jugar. 
- Opciones: Se nos mostrará el menú de opciones. 
Para acceder al menú pausa hace falta haber empezado una partida y tocar dos veces la 
parte superior de la pantalla. Entrando en este menú el juego se pausa. Este menú contiene: 
- Continuar Partida. 
- Salir: Sale al menú principal. 
- Reiniciar nivel: Vuelve a empezar el nivel actual. 
- Opciones: Menú de opciones, depende que cambios se realicen se tendrá que 
reiniciar  la partida. 
Por último, especificamos el menú de opciones, accesible desde el menú principal y el 
menú de pausa: 
- Reglas: Visualizar las reglas del juego. 
- Nivel de dificultad (Fácil, Normal, Difícil). 
- Modalidad: Básica o Avanzada. 
- Tipo de control: Táctil, acelerómetro vertical, acelerómetro horizontal. 
- Obtener nuevos idiomas. 
- Guardar cambios. 






Especificamos también los puntos que recibes por palabra, bola, o fantasma comido. 
Puntuaciones Fácil Medio Difícil 
Bolas 
pequeñas 
10 50 100 
Bolas grandes 50 150 200 
Fantasmas 100 200 300 
Letras 50 150 200 
Palabra 1000 1500 2000 
Figura 3 - 2. Tabla con la definición de puntuaciones 
 
Una vez definido el juego ComeLetras en todos sus aspectos podemos pasar a describir los 
requisitos funcionales y no funcionales, así como los casos de uso. 
  






Con toda la información anterior podemos extraer los requisitos funcionales y los no 
funcionales. 
Requisitos funcionales: 
- El juego tiene que permitir empezar una nueva partida, pausarla, reiniciarla y salir 
de esta. 
- El juego tiene que permitir guardar y cargar configuraciones, records e idiomas. 
- El juego permitirá obtener nuevos idiomas a través de conexiones HTTP y 
obtención de XML. 
- El juego seguirá la mecánica definida en el capítulo 3 aparado a) de este 
documento. 
Requisitos no funcionales: 
- El juego se programará con Objective-C para iPhone con su correspondiente SDK. 
- Los gráficos 2D serán creados con Gimp10. 
- Tiene que ser un juego accesible a todo público con una mecánica fácil de 
entender. 
- El juego estará íntegramente en inglés, pero se podrá cambiar el idioma cuando se 
quiera mientras este se haya obtenido previamente por internet de forma gratuita. 
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c) Diagrama de casos de uso 
En este apartado vamos a explicar todos los casos de uso que tenemos en nuestro juego. 
Para ello, identificamos 4 escenarios posibles: Menú Principal, Menú de Opciones, Menú de 
Pausa, y Juego. 
 









Caso de uso: Nueva Partida 
Actores: Jugador 
Objetivo: Empezar una nueva partida 
Descripción: El jugador inicia una nueva partida al ComeLetras 
Eventos: 
Acciones Jugador Respuestas Sistema 
El jugador pulsa el botón de nueva partida Se inicia una nueva partida al ComeLetras. 
Casos de uso juego. 
 
 
Caso de uso: Records 
Actores: Jugador 
Objetivo: Mirar los records del juego 
Descripción: El jugador visualiza los records del ComeLetras 
Eventos: 
Acciones Jugador Respuestas Sistema 
El jugador pulsa el botón de Records Se muestran los 10 mejores récords con el 
nombre del jugador y la puntación 
 
Caso de uso: Cambiar Idioma 
Actores: Jugador 
Objetivo: Cambiar el idioma del juego 
Descripción: El jugador cambia el idioma del ComeLetras 
 
 







Acciones Jugador Respuestas Sistema 
El jugador pulsa el botón de cambio de 
idioma 
Se muestran los idiomas disponibles 
El jugador elige el nuevo idioma de la lista Se cambia todo el juego al idioma 
seleccionado 
 
Caso de uso: Opciones 
Actores: Jugador 
Objetivo: Ir al menú opciones 
Descripción: El jugador va al menú de opciones 
Eventos: 
Acciones Jugador Respuestas Sistema 
El jugador pulsa el botón de opciones Se cambia al menú Opciones. 
Casos de uso Menú Opciones 
 








Caso de uso: Pausar Partida 
Actores: Jugador 
Objetivo: Ir al menú pausa 
Descripción: El jugador pausa la partida y va al menú de pausa 
Eventos: 
Acciones Jugador Respuestas Sistema 
El jugador pulsa el botón de pausa El juego se pausa y se pasa al menú de pausa. 
Casos de uso del Menú de Pausa. 
 
 
Caso de uso: Pista 
Actores: Jugador 
Objetivo: Mostrar la pista 
Descripción: El jugador pide que se muestre la pista 
Eventos: 
Acciones Jugador Respuestas Sistema 
El jugador pulsa el botón de pista El juego pausa la partida y muestra la pista 
correspondiente. 
 




















Caso de uso: Continuar Partida 
Actores: Jugador 
Objetivo: Reanudar la partida pausada 
Descripción: El jugador reanuda la partida que previamente había pausado 
Eventos: 
Acciones Jugador Respuestas Sistema 
El jugador pulsa el botón de continuar partida El juego, que previamente estaba pausado, se 
reanuda 
Casos de uso juego 
 
Caso de uso: Reiniciar Partida 
Actores: Jugador 
Objetivo: Reiniciar la partida pausada 
Descripción: El jugador vuelve a empezar de cero la partida previamente empezada 
Eventos: 
Acciones Jugador Respuestas Sistema 
El jugador pulsa el botón de reiniciar partida Se finaliza el juego pausado y se empieza un 
nuevo juego 
Casos de uso juego 
 
Caso de uso: Salir de la partida 
Actores: Jugador 
Objetivo: Salir de la partida pausada 
Descripción: El jugador finaliza la partida previamente empezada 
Eventos: 
Acciones Jugador Respuestas Sistema 
El jugador pulsa el botón de salir de la partida Se finaliza el juego pausado y se vuelve al 
menú principal 











Caso de uso: Opciones 
Actores: Jugador 
Objetivo: Ir al menú opciones 
Descripción: El jugador va al menú de opciones 
Eventos: 
Acciones Jugador Respuestas Sistema 
El jugador pulsa el botón de opciones Se cambia al menú Opciones. 
Casos de uso Menú Opciones 
 


















Caso de uso: Reglas 
Actores: Jugador 
Objetivo: Visualizar las reglas 
Descripción: El jugador visualiza las reglas del ComeLetras 
Eventos: 
Acciones Jugador Respuestas Sistema 
El jugador pulsa el botón de reglas Se muestran las reglas del ComeLetras 
 
Caso de uso: Dificultad 
Actores: Jugador 
Objetivo: Elegir la dificultad del juego 
Descripción: El jugador cambia la dificultad del juego 
Eventos: 
Acciones Jugador Respuestas Sistema 
El jugador pulsa el botón de dificultad Se cambia la dificultad del juego. 
 
Caso de uso: Dificultad 
Actores: Jugador 





Objetivo: Elegir la modalidad del juego 
Descripción: El jugador cambia la modalidad del juego 
Eventos: 
Acciones Jugador Respuestas Sistema 
El jugador pulsa el botón de modalidad Se cambia la modalidad del juego. 
 
Caso de uso: Control 
Actores: Jugador 
Objetivo: Elegir el tipo de control del juego 
Descripción: El jugador cambia el tipo de control del juego 
Eventos: 
Acciones Jugador Respuestas Sistema 
El jugador pulsa el botón de Control Se cambia el tipo de control del juego entre 
todos los disponibles. 
 
Caso de uso: Obtener idiomas 
Actores: Jugador 
Objetivo: Obtener nuevos idiomas para el juego 
Descripción: El jugador quiere obtener nuevos idiomas 
Eventos: 
Acciones Jugador Respuestas Sistema 
El jugador pulsa el botón de obtener idiomas El sistema muestra todos los idiomas 
disponibles para ser instalados 
El jugador elige el idioma a obtener El sistema descarga el nuevo idioma a la 
memoria del juego 
 
Caso de uso: Guardar cambios 
Actores: Jugador 
Objetivo: Guardar los cambios realizados 
Descripción: El jugador guarda los cambios realizados en el menú de opciones 
Eventos: 
Acciones Jugador Respuestas Sistema 









d) Diagrama UML 
Una vez especificado todas las funcionalidades de nuestro juego, los casos de uso, y la 
mecánica en sí, es hora de agruparlo todo para crear un diagrama en UML que nos servirá para  
poder implementarlo. 
Primero de todo hablaremos de la arquitectura y patrones que usaremos para diseñar 
nuestro juego. En nuestro caso, al tratarse de un juego, ha habido varios motivos para obviar el 
típico diseño de tres capas (presentación, dominio y datos) y usar uno un poco diferente que 
fusiona las tres pasando por una clase base que controla  todos los componentes. 
Uno de los motivos ha sido la eficiencia. Al implementar un juego es importantísimo el 
rendimiento y velocidad de actualización de los gráficos en pantalla. Para que un juego sea 
jugable tiene que tener un framerate superior a 30 fps, y si este consigue los 60 fps muchísimo 
mejor. De esta manera, si teníamos que implementar las tres capas, perdíamos eficiencia al 
mostrar los gráficos en pantalla, ya que acceder de una capa a otra es siempre más costoso 
que tenerlo englobado en unas pocas clases. También es debido, en parte, a programar bajo 
iPhone, ya que este gestiona las vistas y los datos de manera un poco diferente, tal y como se 
ha explicado en el capítulo 2 y donde se extenderá en el 4. 
Este es el diagrama UML: 





Este diagrama UML se ha hecho con ArgoUML11 y para evitar crearlo muy grande se han 
obviado los métodos y atributos. Estos se explicarán en el apartado de implementación. 
Pasemos a detallar un poco cada clase para poder entender mejor esta arquitectura. 
- Existe la clase ComeLetrasAppDelegate, esta clase que se encarga de inicializar la 
aplicación en iPhone.  
- Existen un conjunto de clases que empiezan por Menu y que contienen la 
información del menú en cuestión. Hay un total de tres menús, principal, pausa, y 
opciones, más otro dedicado a obtener los idiomas y otro a seleccionarlos. Estas 
clases en realidad son la fusión de una clase Scene y otra Layer, que más adelante 
en el capítulo 4 sección Cocos2D se explicarán. Estos menús se encargan de llamar 
a los demás menús y opciones que ofrece el juego. A la vez, MenuPrincipal es el 
encargado de inicializar la clase más importante de todas: LaberintData. 
- LaberintData es la encargada de mantener en memoria toda la información global 
del juego, es decir, es una clase singleton que contiene las opciones seleccionadas 
del juego, la puntuación, el idioma seleccionado, el mapeado, las palabras del 
nivel, las pistas, records, etc. Toda variable global que tenga que durar durante 
toda la ejecución del juego está en esta clase. Esta es creada al iniciar el 
MenuPrincipal  y es destruida cuando se sale de la aplicación. 
Tal y como se puede observar en el diagrama, todas las clases tienen una 
asociación con LaberintData (singleton). Esto, según las normas básicas de 
ingeniería del Software genera un acoplamiento bastante elevado y no permite la 
reusabilidad de clases. Si bien es verdad este hecho, en nuestro juego era 
necesario en todo momento un árbitro ajeno a todas las clases para decidir en 
cada momento que hacer. Es por eso que LaberintData se encarga de almacenar 
todas las variables globales que tienen que ser accedidas por las demás clases 
durante el transcurso de la partida, evitando así asociaciones entre las demás 
clases. 
- El conjunto formado por  Game y MotionLayer. Al igual que los menús, se trata de 
una Scene  y una Layer. Game  carga la  Layer MotionLayer, y esta, es la encargada 
de administrar todos los Sprites12 en pantalla y llamar a los métodos de estos para 
que se muevan según los controles que se estén pulsando. También se encarga 
modificar el mapeado según las indicaciones de LaberintData. 
- Las clases Comecocos y Ghost. Estas clases contienen todas las propiedades y 
métodos para controlar los Sprites del Comecocos como los de los fantasmas. En la 
clase Comecocos tenemos la interpretación de los controles para así definir su 
movimiento. En cambio, en la clase Ghost tenemos la IA que dice a dónde moverse 
los fantasmas, teniendo tres clases de estas, una por fantasma. 
- El parseador de XML  XMLParser es el encargado de traducir los XML y guardarlos 
en la clase LaberintData. Este es llamado por el menú ObtainLanguage, que se 
encarga de mostrar todos los idiomas disponibles en pantalla. (Este último es un 
menú diferente al resto que empiezan por Menu). 
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- Como tenemos muchas palabras, 30 por idioma, estas no pueden estar en 
memoria, hay que tenerlas en disco, y sólo ser cargadas las necesarias en el 
momento adecuado. Es por eso que existe la clase LevelByLanguage  que 
dependiendo el nivel, la dificultad y el idioma cargará en memoria las palabras 
adecuadas.  
- Las clases acabadas por ViewController nos servirán para gestionar las vistas 
propias de iPhone creadas para mostrar los records, las reglas y la entrada de un 
nuevo récord. Estas siguen el patrón modelo-vista-controlador explicado en el 
capítulo 2 y vienen acompañadas de sus correspondientes vistas .xib. 
Una vez detalladas las clases del diagrama hace falta hablar de los bloques funcionales. Si 
bien no se usa el patrón de diseño de tres capas, tenemos agrupaciones de clases que se 
dedican sólo a la presentación, otras sólo datos, y otras son simplemente gestoras. 
Para el dibujado de objetos en pantalla tenemos la clase Director, que forma parte de la 
librería Cocos2D13. Cocos2D es una librería dedicada a facilitar la programación de juegos 2D 
mediante una capa de abstracción de OpenGL. Contiene varias clases para poder manejar los 
objetos en pantalla de manera más sencilla y cómoda que las propias que tiene iPhone. Entre 
ellas encontramos Director, Scene, Layer, Sprite y un largo etc. explicados en el siguiente 
capítulo. 
Esta librería junto con su clase Director es la encargada de que se dibujen los objetos al 
framerate deseado según las indicaciones que se le pase. Director  es la encargada de 
administrar las diferentes Scene, que estas a su vez se encargan de las Layers  y los Sprites. Esta 
clase pertenece entonces al bloque de presentación junto a los diferentes componentes del 
framework UIKit que integra iPhone para el manejo de vistas. 
El resto de clases que aparecen en el diagrama son las encargadas de indicar al Director 
que dibujar en pantalla, sean tanto los diferentes Menús como los Sprites y las Layers. Hay que 
recalcar que LaberintData  y ObtainLanguage son un poco diferentes, ya que estas, no sólo 
indican qué dibujar, sino también se encargan de la parte de escribir y leer de disco, es decir, 
que también tienen la funcionalidad de gestoras gracias al uso de clases del Foundation 
Framework. 
Por último existen los ficheros que se encuentran en disco y que contienen los idiomas, 
las palabras y los records. Estos serán cargados y guardados por los dos gestores 
anteriormente descritos. 
De esta manera, no usamos el patrón de tres capas, pero si usamos algunas ideas de este 
teniendo clases dedicadas a unas tareas de presentación y otras a tareas de gestión de disco. 
Para acabar este apartado, vamos a comentar las herencias. En el diagrama no aparece 
ninguna aunque en realidad existan. La mayoría de las clases heredan de clases propias de la 
librería Cocos2D. En cambio, las clases acabadas con viewController heredan del framework 
UIKit. Pasemos a analizar las de Cocos2D: 
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Este UML indica como es la arquitectura de Cocos2D de manera reducida (contiene 
muchas clases más que no usamos en el juego). De Sprite heredan Comecocos y Ghost, de 
Layer, MotionLayer; y de Scene hereda Game.  Todo el resto de menús heredan de Layer y 
Scene  a la vez, ya que ambas forman un menú. 
En el próximo capítulo comentaremos cómo está implementada toda esta arquitectura en 
Objective-C. También hablaremos de Cocos2D y cómo este se ha integrado en el juego. 
  







En este capítulo se hablará de la implementación del ComeLetras. Primero de todo 
hablaremos de la librería Cocos2D, punto de inicio para poder desarrollar el juego. Una vez 
visto cómo se ha implementado esta librería en el ComeLetras pasaremos a explicar las partes 
más importantes del juego. En este caso, nos centraremos en explicar la implementación de 
los menús, del bucle principal del juego con su mecánica, la implementación de los controles, 
los gráficos 2D, la IA de los fantasmas, y la obtención de datos a través de Wifi. 
 
a) Cocos2D 
Cocos2D es una librería dedicada a facilitar la programación de juegos 2D mediante una 
capa de abstracción de OpenGL. Originalmente desarrollada en Python para juegos de PC, se 
creó una versión de esta para iPhone con Objective-C. Esta librería es open source y se puede 
añadir a cualquier proyecto de forma totalmente legal14. 
Para empezar a trabajar con Cocos2D en nuestro proyecto primero se necesitaba 
modificar el arranque de la aplicación de iPhone y añadir todos los archivos de la librería como 
también el framework de OpenGL.  
Cocos2D no usa vistas .xib típicas de iPhone, por lo tanto hay que eliminar la vista 
principal Main.xib y decir al main de nuestro juego que arranque la aplicación sin cargar esa 
vista e ir directamente a la carga del ComeLetrasAppDelegate. 
Veamos el código del main de nuestro juego basándonos en el visto en el capítulo 2: 
int main(int argc, char *argv[]) 
{ 
    NSAutoreleasePool * pool = [[NSAutoreleasePool alloc] init]; 
    int retVal = UIApplicationMain(argc, argv, nil,                 
    @”ComeLetrasAppDelegate”); 
    [pool release]; 
    return retVal; 
} 
Figura 4 - 1. Main.m del ComeLetras 
La diferencia entre el main de la figura 4 - 1 y el típico de iPhone es el cuarto parámetro que 
se le pasa a UIApplicationMain. Este dice que se tiene que cargar el main de la aplicación 
propia de iPhone siguiendo el delegado que se le ha pasado por parámetro. De esta manera no 
se carga ninguna vista principal .xib, si no que se delega toda la faena a 
ComeLetrasAppDelegate. 
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Una vez invocada la carga del delegado hace falta implementar que es lo que se cargará en 
pantalla. En nuestro caso, lo primero será cargar el Menú Principal a través del Director  de 
Cocos2D. Director  es una clase singleton que se encarga de dirigir todo el juego, es decir, se 
encarga de gestionar todas las escenas, layers, Sprites, etc. del juego para que estas se 
muestren en pantalla. Director es la clase base para dibujar en pantalla nuestro juego. Veamos 
cómo se inicializa en el ComeLetrasAppDelegate: 
- (void)applicationDidFinishLaunching:(UIApplication *)app {    
 self.notifyCenter = [NSNotificationCenter defaultCenter]; 
 [notifyCenter addObserver:self 
 selector:@selector(trackNotifications:) name:nil object:nil]; 
  
      UIWindow *window = [[UIWindow alloc] initWithFrame:[[UIScreen   
      mainScreen] bounds]]; 
    [window setUserInteractionEnabled:YES]; 
    [window setMultipleTouchEnabled:YES]; 
 
  [[Director sharedDirector] setLandscape: YES]; 
    [[Director sharedDirector] attachInWindow:window];  
    [window makeKeyAndVisible];  
 
    MenuPrincipal * mp = [MenuPrincipal node]; 
    [[Director sharedDirector] runWithScene:mp]; 
} 
 
-(void) applicationWillResignActive:(UIApplication *)application 
{ 
    [[Director sharedDirector] pause]; 
} 
 
-(void) applicationDidBecomeActive:(UIApplication *)application 
{ 
    [[Director sharedDirector] resume]; 
} 
 
-(void) applicationWillTerminate: (UIApplication*) application 
{ 
    [[Director sharedDirector] release]; 
} 
Figura 4 - 2. ComeLetrasAppDelegate.m, inicialización de Cocos2D 
La primera de todas las funciones (identificada con – (void) 
applicationDidFinishLaunching: (UIApplication *)app)   es la encargada de 
inicializar la aplicación una vez cargada en memoria.  Esta se encarga de tres cosas 
importantes: 
2. Inicializar el NotificationCenter. Este objeto se encarga de recibir notificaciones durante 
todo el ciclo de vida de la aplicación. Estas notificaciones tienen como objetivo mostrar 
vistas determinadas como los records o las reglas. De esta manera, durante la ejecución 
del juego sólo hace falta enviar una notificación para que este objeto se encargue de 
interpretarla. 
3. Crear el objeto window. Este es la definición de la pantalla del iPhone, es decir, dónde se 
dibujará todo. Por este motivo se crea una window con el frame (dimensiones y punto 
de origen) igual al de la pantalla del iPhone (UIScreen). También en este trozo de código 
se habilita la interacción con el usuario así como la tecnología Multi-Touch. 





4. Inicializar el Director. Como es una clase singleton, se accede a través de 
sharedApplication. Cuando se accede por primera vez esta se inicializa y ya nunca jamás 
es necesario inicializarla de nuevo. En este punto se configura el Director  de manera 
que se muestre en modo Landscape (iPhone horizontal)  y se le indica sobre que window 
trabajar. Por último, se dice al Director que escena mostrar, en nuestro caso el Menú 
Principal. 
Finalmente hace falta indicar a la aplicación cómo reaccionar ante las posibles llamadas u 
otros eventos externos debido a que iPhone es un móvil. Tal y como se indicaba en el capítulo 
dos, hay tres funciones que implementar, una cuando se recibe una llamada, otra si esta no se 
responde, y otra si se responde. En nuestro caso, mandamos al Director  que pause el juego, lo 
reanude o lo elimine según los tres casos respectivamente. 
Para finalizar la inicialización de la aplicación y la configuración de Cocos2D, se crea el 
Menú Principal para que el Director lo cargue en pantalla.  
Componentes Cocos2D 
A parte de la clase Director, Cocos2D proporciona muchas más clases útiles para la 
programación de un juego 2D. Pasamos a explicar las clases más importantes de Cocos2D y 
cómo estas se han integrado en nuestro juego, para que posteriormente, en los siguientes 
apartados, se entienda cómo se ha implementado todo. 
CocosNode 
CocosNode es el elemento principal de Cocos2D. Todo lo que se dibuja en pantalla o todo 
lo que contiene elementos que se dibujan son CocosNode. Estos CocosNode a la vez pueden 
contener más CocosNode formando cadenas padre-hijo. También se puede crear timers, 
schedules y ejecutar acciones sobre estos CocosNode. Las siguientes clases que se explicarán 
heredan directamente de esta clase. 
Scene 
Una Scene es muy parecida a un CocosNode. Esta se carga mediante el director y se 
muestra en pantalla. Dentro de esta escena se dibujan el resto de elementos como las Layers o 
los Sprites. Es decir, siempre tiene que existir una escena, y esta es el padre de todos los 
elementos en pantalla. 
Layer 
Una Layer es una capa que se añade a la escena deseada y que contiene los protocolos 
para detectar los UITouch así como el acelerómetro. Es decir, una vez creada una Scene, si el 
usuario tiene que interactuar con la pantalla, este no interactúa con la Scene, sino con la Layer. 
En una Layer también se puede añadir cualquier otro elemento que forme parte de 
CocosNode. Es por eso que la lógica seguida para programar con Cocos2D es la siguiente: 
Scene->Layer->Sprite, donde una escena puede tener más de una Layer, y esta su vez, puede 
contener varios Sprites. 






Un Sprite es el elemento gráfico básico y móvil que se dibuja en pantalla. Estos se añaden 
a la Layer de manera que esta es la encargada de gestionarlos según los inputs dados por el 
usuario mediante UITouchs y el acelerómetro. Estos contienen información básica como es la 
posición, el gráfico mostrado, la animación y las acciones asociadas a él. En nuestro juego son 
Sprites el comeletras y los fantasmas. 
TiledMap 
El mapeado del laberinto y las bolas, así como la puntación y las vidas, son un TiledMap. 
TiledMap también es una subclase de CocosNode y sirve para dibujar mapeados de forma 
optimizada basándose en tiles. Un TiledMap es un mapa formado por la cantidad de tiles 
deseada del tamaño deseado. Es decir, en nuestro juego tenemos tiles  de 20x20 pixeles donde 
cada uno contiene un trozo de mapeado. De esta manera, a base de ir juntando tiles  se forma 
un mapeado más grande, aprovechando así la reusabilidad de estos como si fueran texturas. 
 
Figura 4 - 3. Menú Opciones. Scene es el contenedor de la Layer, que a su vez contiene los botones 






Figura 4 - 4. Pantalla del juego. Fantasmas y ComeLetras son Sprites. Mapeado es TiledMap 
 
Una vez explicadas las clases de la librería Cocos2d que hemos usado en nuestro juego 
pasamos al siguiente apartado donde hablaremos sobre la creación de los menús. Más 
adelante se hablará también de cómo está hecho el mapeado, cómo se gestionan los Sprites, 
etc. 
  






Al empezar el ComeLetras se muestra el Menú Principal. Tal y como se ha explicado, la 
clase Director carga una Scene llamada MenuPrincipal que no es nada más que el menú que 
veremos. 
 
Figura 4 - 5. Menú Principal 
Todo menú está formado por dos elementos, una  Scene y una Layer. La Scene es el 
elemento cargado por el Director y es el contenedor de la Layer. La Layer contiene los 
elementos del menú, que a su vez, son susceptibles a ser apretados como si fueran botones ya 
que la Layer implementa el protocolo para detectar los UITouch en pantalla. Por lo tanto, 
todos los menús del juego siguen la misma estructura, una Scene con una imagen como fondo, 
y una Layer contenida en esta Scene con los elementos del menú. 
Creación de la Scene 
Veamos el código del MenuPrincipal, tanto la implementación de la Scene como la de la 
Layer. 
@implementation MenuPrincipal 
- (id) init 
{ 
 self = [super init]; 
 if (self != nil) { 
  Sprite *back = [Sprite SpriteWithFile:@"menu.png"]; 
  [back setPosition:ccp(240,160)]; 
  [self addChild:back z:0]; 
  [self addChild:[MenuLayer node] z:1]; 
 } 
 return self; 
} 
@end 
Figura 4 - 6. Código de la creación de la Scene de Menú Principal. MenuPrincipal.m 






Aquí inicializamos la Scene. Se crea un Sprite con la imagen de fondo, se coloca la Scene en 
pantalla, y se añade el fondo en la capa 0 y seguidamente la Layer en la capa 1. El método 
addchild lo único que hace es añadir elementos a un CocosNode en el orden indicado con z. 




- (id) init { 
   self = [super init];  
   [MenuItemFont setFontSize:20]; 
   [MenuItemFont setFontName:@"Helvetica"]; 
 
MenuItem *new =[MenuItemFont itemFromString:[text objectAtIndex: 0] 
target:sel  selector:@selector(newGame:)]; 
         
    MenuItem * records= [MenuItemFont  itemFromString:[text   
    objectAtIndex:1] target:self   selector:@selector(records:)]; 
 
    MenuItem *change =[MenuItemFont itemFromString:[text    
    objectAtIndex:2] target:self   selector:@selector(changeIdiom:)]; 
 
    MenuItem *options = [MenuItemFont itemFromString:[text   
    objectAtIndex:3] target:self  selector:@selector(options:)]; 
 





    return self; 
} 
Figura 4 - 7. Código de la creación de la Layer del Menú Principal. MenuPrincipal.m 
En este trozo de código se inicializa la Layer que contendrá el menú. En este caso, primero 
se indica con MenuItemFont la fuente y el tamaño que tendrán las etiquetas de los botones. 
Después se crean cada uno de los elementos del menú con MenuItem. A este se le pasan tres 
parámetros, uno el texto que tendrá el botón, dos, el objetivo del botón (a qué objeto irán los 
mensajes), y tres el método asociado a él. 
Para el primer parámetro pasamos una string procedente de un array llamado text. Esto 
es debido a que es un juego multi-idioma, y nuestros menús tienen idiomas diferentes, por lo 
tanto, al crear el botón le añadimos la etiqueta según un array de strings pertenecientes al 
idioma seleccionado.  
Inicialización del Menú Principal 
 









if(laberData == nil) { 




  laberData.dif = 2; 
  laberData.sound = YES; 
  laberData.modality = NO; 
  laberData.modeTouch = 1; 
  laberData.calibrate = -0.20f; 
  [laberData setLanguage:@"English.plist"]; 
  [laberData saveSettings]; 
} 
 
NSString*language=[NSString stringWithString:[laberData getLanguage]]; 
  




NSArray *texttmp = [[NSArray alloc] initWithContentsOfFile: [self 
dataFilePath:language]]; 
laberData.pistaText = [texttmp objectAtIndex:51]; 
NSRange rang; 
rang.length = 4; 
rang.location = 30; 
text = [texttmp subarrayWithRange:rang]; 
[texttmp release]; 
Figura 4 - 8. Inicialización variables del Menú Principal. MenuPrincipal.m 
Primero de todo, si no existe la singleton LaberintData (la encargada de guardar todas las 
variables globales tal y como se apuntó en el tercer capítulo y donde se expandirá  en este) la 
crea y la guarda en una variable global propia de la Layer llamada LaberData. 
Una vez cargada la singleton, llamamos al método loadSettings para cargar de disco las 
opciones elegidas la última partida. Si no se pudiera cargar, se crean unas predefinidas y 
seguidamente se guardan en disco. 
Por último cargamos las palabras del menú según el idioma seleccionado. Para eso 
miramos la variable language de LaberData y seguidamente miramos si existe tal fichero en 
disco. Si no existiera (por ejemplo si es la primera ejecución del juego), se crea uno sencillo y 
básico en inglés y se guarda en disco (método predefinedLanguage). En cambio si existiera, 
cargamos en un array todas las palabras de disco y seleccionamos las palabras que se usan en 
ese menú cargándolas en text . Para cada menú el rango de palabras es diferente, ya que en la 
cadena texttmp se cargan tanto las palabras de todos los menús como las palabras del juego. 









Creación de las acciones de los botones 
Finalmente falta implementar las acciones que hacen los botones del menú. Cada botón 
tiene un selector hacia uno de los métodos siguientes: 
-(void)newGame: (id)sender { 
Game * ms = [Game node]; 




-(void)records: (id)sender { 




-(void)changeIdiom: (id)sender { 
MenuLanguage * ms = [MenuLanguage node]; 




-(void)options: (id)sender { 
MenuOpcions * ms = [MenuOpcions node]; 
[[Director sharedDirector] pushScene:[FadeTransition 
transitionWithDuration:0.5 scene:ms]]; 
} 
Figura 4 - 9. Implementación Métodos llamados al pulsar cada botón. MenuPrincipal.h 
Estos métodos cargan nuevos menús o el mismo juego usando el Director como gestor de 
escenas incluyendo una animación para pasar de una a otra. También se nota el uso del 
NotificationCenter mandándole una notificación en el caso que se quieran mostrar los records, 
para que el delegado de ComeLetrasAppDelegate al recibirla muestre la vista correspondiente. 
El resto de menús implementados en el juego siguen la misma estructura que este, a 
excepción de la carga de idioma y LaberintData que sólo se encarga el MenuPrincipal. En 
cambio, la diferencia del MenuOpciones radica en que al apretar un botón este cambia de 
texto, y esto simplemente se hace eliminando la Layer y volviéndola a inicializar. 
En el CD anexo se puede observar el código de todos los menús: MenuOpcions.m, 
MenuPausa.m, MenuLanguage.m, ObtainLanguage.m. 
  





c) Gráficos 2D 
Antes de empezar a entender cómo está implementada la MotionLayer y el sistema de 
control del ComeLetras así como la IA de los fantasmas, hace falta aclarar cómo están hechos 
los gráficos del juego y cómo los trata el juego. Este apartado nos servirá para detectar los 
muros del nivel, cómo se actualizan los Sprites, etc. para que después se entienda mejor cada 
método de la MotionLayer. 
Primero de todo tenemos la clase más sencilla llamada Sprite. Cada fantasma y el 
comeletras son Sprites. Un Sprite es un objeto, por lo tanto, puede tener tantos atributos 
como se desee, pero la característica diferenciadora de un Sprite respecto otros objetos es la 
imagen que tiene asignada. Como todo objeto, los Sprites se tienen que inicializar, y en ese 
momento asignamos una imagen png de 20 x 20 pixeles. También, y para facilitar la situación 
de estos en el mapeado, ponemos el punto de ancoraje en el centro de la imagen, es decir, si 
el Sprite está en el pixel 10,20 (coordenadas x,y) quiere decir que el centro de la imagen está 
en ese punto. 
Tenemos una imagen para el comeletras, y tres para los fantasmas, dependiendo si se ha 
comido la bola grande y estos se pueden comer o si se han comido. 
Comeletras: 
Fantasma: 
Otro de los atributos esenciales del Sprite son la posición y la velocidad speed. En la 
MotionLayer cada cierto tiempo se llama el método update para cada uno de los Sprites en 
pantalla. Este método lo que hace es coger la posición actual del Sprite y sumarle la velocidad 
al eje de coordenadas deseado. Cuando más velocidad, más grande será la distancia entre la 
posición original y la posición final, por lo tanto, más efecto de rapidez. Es decir, para crear 
movimiento lo único que se hace es llamar al update e ir modificando la posición según el 
parámetro speed. Por este motivo el método update tiene que ser llamado entre 30 y 60 veces 
por segundo para crear la ilusión de movimiento.  
Pasemos a hablar del mapeado. En el ComeLetras tenemos un mapeado dinámico, es 
decir, tenemos un laberinto con bolas, y estas van desapareciendo a medida que se van 
comiendo. También forma parte del mapeado la puntuación (también cambiante), las vidas, 
las letras aún por comer y las que ya están comidas. Dibujar este mapeado suponía un 
problema si se quería implementar con un fondo para el laberinto y que todas las partes 
dinámicas fueran Sprites. Siguiendo esa solución se tenían más de 130 Sprites en pantalla, que 
con su método update ejecutándose para cada uno de ellos hacía imposible que el juego se 
moviera a un framerate mayor de 30 fps. Es por eso que se optó por usar la técnica de los tiles.  
Un tile es una imagen 20x20 que juntamente con otros tiles forman una más grande 
llamada tiledMap como si de un puzle se tratase. De esta manera, un mismo tile puede ser 
usado en varios sitios del mapeado. Para crear el tiledMap hace falta tener una paleta de tiles, 
siendo esta una imagen que contiene todos los tiles juntos de 20x20 y que es la única que 
carga iPhone. 





Veamos cómo es esta imagen para nuestro juego: 
 
Figura 4 - 10. Plantilla de Tiles 
La figura 4 - 10 contiene todos los elementos visibles del mapeado, los muros, las bolas, la 
puntuación y las letras. Ahora bien, ¿Cómo se construye el mapeado mediante esta plantilla? 
Para crear el mapeado se ha usado un generador de tiledMap, que básicamente lo que 
hace es crear una imagen del tamaño deseado mediante los pequeños tiles. Esto traducido a 
código es una matriz 16 x 24 (la resolución es 320x480 dividido entre el tamaño de los tiles 
20x20) donde cada elemento de la matriz corresponde a un entero que identifica que tile 
dibujar. En el gráfico anterior, el primer recuadro arriba a la izquierda es el 0, el 1 el siguiente a 
la derecha, y así sucesivamente. 
Con la matriz definida, se manda al iPhone que dibuje el mapeado con la clase TiledMap. 
De esta manera, podemos ahorrar muchos ciclos de CPU, y para cambiar una parte del 
mapeado solo hace falta indicar que tile cambiar y por cual cambiarlo, equivalente a sustituir 
en la matriz un entero. También gracias a esto, podemos saber en qué parte está un Sprite 
comparando su posición con la posición en el tiledMap. Si este está situado en un tile del tipo 
muro el Sprite sabrá que allí no se podrá mover.  
Vamos a ver cómo se codifica este mapeado y cómo se actualizan los tiles. Primero 
veamos cómo se carga el tiledMap. Este es creado en MotionLayer y almacenado también en 
LaberintData para usarlo con el resto de Sprites.  
self.laberint = [TileMapAtlas tileMapAtlasWithTileFile: 
@"comeTiles.png"  mapFile:@"come.tga" tileWidth:TILE tileHeight:TILE]; 
laberint.transformAnchor = cpv(0,0); 
[laberData setTileMapAtlas:laberint]; 
ccRGBB tile; 
tile.r = 5; 
[laberint setTile:tile at: ccg(1,14)]; 
[laberint setTile:tile at: ccg(1,13)]; 
Figura 4 - 11. Inicialización del TiledMap. MotionLayer.m 






La primera línea crea el tiledMap usando la plantilla comeTiles.png y siguiendo el patrón 
come.tga (la matriz del tiles) con el tamaño por tile 20x20. Seguidamente se invoca el método 
setTileMapAtlas de Laberintdata y se dibujan dos tiles más en el mapeado que serán las vidas. 
Esto último se hace creando un tile y asignándole un entero según el tile que queramos coger 
de la plantilla. Seguidamente se coloca en una posición de la matriz 16x24. 
Veamos ahora que hace LaberintData con el mapeado: 




 self.tileMap = map; 
 self.mapWidth = tileMap.contentSize.width; 
 self.mapHeight = tileMap.contentSize.height; 
  
 self.contBolas = 136; //Número de bolas a comer 136 
 if(!levelPass){ 
  self.vidas = 3; 
  self.level = 0; 
  self.puntuacio = 0;   
self.walkableCells = [NSArray arrayWithArray: [self   
walkableCellsM]]; 








Figura 4 - 12. Configuración del mapeado en LaberintData. LaberintData.m 
- (NSArray *) walkableCellsM 
{ 
  
 NSMutableArray *walk = [NSMutableArray arrayWithCapacity:270]; 
 int posVector = 0; 
 for (int i = 4; i < 19; i++){ 
  for (int j = 1; j < 15; j++){ 
   ccGridSize pos = ccg (i,j); 
    
            if ( [self getIsWalkableForTile:pos] && !(i==10 && j==    
            10)){ 
    [walk addObject:[NSNumber numberWithInt:i]]; 
    [walk addObject:[NSNumber numberWithInt:j]]; 
    posVector ++; 
   } 
    
  } 
 } 
 return (NSArray*)walk; 
} 
Figura 4 - 13. Configuración de las casillas del mapeado por donde puede pasar el ComeLetras 
El trozo de código de la figura 4 – 12 inicializa el mapeado en la clase Singleton 
LaberintData. También se inicializan las variables como son el número de bolas, vidas, 





puntación etc. que se mostrarán en el mapeado una vez inicializado. Una vez guardada una 
instancia global en la clase Singleton inicializamos también un array que nos de las posiciones 
por donde puede pasar el comeletras. Eso se lleva a cabo con el método walkableCellsM 
expuesto en la figura 4 - 13, y que  mira toda la matriz del mapeado en busca de tiles que sean 
o bien negros o bien contengan bolas (usamos el método de getIsWalkableForTile para saber si 
el tile es de este tipo). Por otro lado, también tenemos otro array que nos indica para cada 
letra existente en el vocabulario el número de tile que le corresponde. Esto último nos 
facilitará la manera de colocar la palabra en el mapeado de forma aleatoria siguiendo el 
siguiente algoritmo. 
- (void) setWord: (NSString *) word 
{ 
 int lenghtWord = [word length]; 
 for (int l = 0; l < lenghtWord; l++){ 
  char letra = (char) [word characterAtIndex: (NSUInteger)l];  
  if (letra >= 'A'&& letra <= 'Z' ){ 
   letra = 'a'+(letra - 'A'); 
  } 
      NSString * letra2 = [NSString   
      stringWithFormat:@"%c",letra]; 
  NSUInteger index = [letras indexOfObject:letra2]; 
            NSString *numero = [NSString stringWithString:[letras   
            objectAtIndex:index+1]]; 
  int numTile = [numero  intValue]; 
  BOOL trobat = NO; 
   
  while(!trobat){ 
   int indexWC = arc4random()%270; 
   int posx, posy; 
   if(indexWC%2 != 0){ 
                      posx = [[self.walkableCells        
                      objectAtIndex:(NSUInteger) indexWC-1]intValue]; 
                      posy = [[self.walkableCells  
                      objectAtIndex:(NSUInteger) indexWC] intValue]; 
   } 
   else{ 
                      posx = [[self.walkableCells      
                      objectAtIndex:(NSUInteger) indexWC] intValue]; 
                      posy = [[self.walkableCells                  
                      objectAtIndex:(NSUInteger) indexWC+1]intValue]; 
   } 
   ccRGBB tile; 
   tile.r = numTile; 
   ccGridSize pos = ccg(posx,posy); 
                  if ([tileMap tileAt:pos].r ==  11 || [tileMap   
                  tileAt:pos].r ==  4 || [tileMap tileAt:pos].r ==   
                  5){ 
    trobat = YES; 
    [tileMap setTile:tile at:pos];  
   } 
  } 
 }  
} 
Figura 4 - 14. Algoritmo para colocar palabras en el mapeado aleatoriamente. LaberintData.m 





Al algoritmo de la figura 4 -14 se le pasa como parámetro la palabra a colocar en el 
mapeado. Se descompone letra por letra y se va colocando en el mapeado sólo en sitios donde 
se pueda pasar con el Comeletras. Es aquí donde usamos el atributo walkableCells, ya que en 
este array encontramos las posiciones válidas para elegir una. Una vez encontrada una 
posición, se cogen los valores x,y y se comprueba que allí donde se vayan a colocar no esté 
ocupado por otra letra. Si se puede colocar se pasa a la segunda iteración para colocar la 
siguiente letra, si no, se repite el proceso para la misma letra hasta encontrar posición válida. 
Hace falta añadir que también existen algoritmos para la actualización del contador de la 
puntuación y el indicador de las letras comidas. Esto simplemente se hace de la misma manera 
que los anteriores algoritmos, es decir, creando un nuevo tile, y substituyéndolo en el lugar 
adecuado. Por ejemplo, al comer un tile  que contenga una bola, en la MotionLayer se 
sustituye ese tile  por  uno negro y se actualiza el contador de puntuación según un entero 
pasado como parámetro. 
Ejemplo de la actualización del contador: 
- (void) updateCounter 
{ 
 ccRGBB tile; 
 int numero; 
 int puntMod = puntuacio; 
 int modY = 1; 
 for (int i = 0; i < 6; i++){ 
  numero = puntMod%10; 
  if ( numero == 0 ){ 
   tile.r = 6; 
  } 
  else if (numero == 9){ 
   tile.r = 14; 
  } 
  else { 
   tile.r = 8*numero - 1; 
  } 
  ccGridSize pos = ccg(1,modY); 
  [laberint setTile:tile at:pos]; 
  modY++; 
  puntMod /= 10; 
 } 
} 
Figura 4 - 15. Algoritmo actualizador de la puntuación mostrada. MotionLayer.m 
 Una vez entendido cómo se dibujan los gráficos del juego, sean Sprites o TiledMap. 
Pasaremos a explicar cómo funciona el bucle principal del juego, llevado a cabo por la 
MotionLayer, para así poder continuar con la definición del movimiento del Sprite comeletras 
mediante los controles definidos así como la IA de los fantasmas. 






En el ComeLetras existe una clase llamada MotionLayer que se encarga de dibujar y 
actualizar todos los gráficos de la pantalla. Está clase intenta en todo momento que el dibujado 
sea a una velocidad superior a 30 frames por segundo y intentando llegar a 60 en todo 
momento. 
Primeramente, como todo objeto en nuestro juego, se tiene que inicializar. Inicializar 
MotionLayer consiste en cargar el mapeado (tal y como está mostrado en el anterior 
apartado), cargar los Sprites en su posición inicial, configurar la puntuación y la colocación de 
la palabra, y por último, ajustar las opciones del juego como son la dificultad, el tipo de 
control, etc. 
//Carga del comeletras 
come  = [Comecocos node]; 
come.position = ccp(210,210); 
[self addChild:come z:2]; 
 
//Carga de fantasma 
g1 = [Ghost node]; 
g1.position = ccp(200,130); 
[self addChild:g1 z:2]; 
 
//Opciones de control 
isTouchEnabled = YES; 
modeTouch = laberData.modeTouch; 
if(modeTouch == 2 || modeTouch == 1){ 
 isAccelerometerEnabled = YES; 
      [[UIAccelerometer sharedAccelerometer] setUpdateInterval:(1.0 /    
      30)]; 
} 
 
//Colocación de la palabra 
LevelByLanguage *levelBL = [[[LevelByLanguage alloc] init]   
autorelease]; 
[levelBL loadByLanguage:[laberData getLanguage]:laberData.dif]; 
youLost = [levelBL lost]; 
youWin = [levelBL win]; 
wordToComplete = [levelBL 
getWordByDifLevel:laberData.level:laberData.dif]; 
if(laberData.modality){ 
      wordToAllocate = [levelBL getWordWrongByDifLevel:laberData.level   
      :laberData.dif]; 
 [laberData setWord:wordToAllocate]; 
} 
else { 
 [laberData setWord:wordToComplete]; 
} 
 
[self schedule:@selector(update) interval:(1.0 / 30)]; 
Figura 4 - 16. Código simplificado del método init deMotionLayer. MotionLayer.m
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 Para observar el código completo sin simplificaciones se puede mirar el archivo MotionLayer.m del CD 
anexo 





El código de la figura 4 - 16 inicializa todas las variables importantes del juego basándose 
la gran mayoría en LaberintData. Se cargan los fantasmas y el comeletras, la puntuación, la 
dificultad del juego, el número de vidas, la modalidad de juego, el modo de los fantasmas (si 
están débiles panicMode o en modo normal), el número de bolas en el mapeado, etc. También 
destacar el bloque que añade la palabra en el mapeado usando LevelByLanguage para obtener 
según la dificultad, el nivel, y la modalidad la palabra correspondiente. Esta es colocada 
siguiendo el método explicado en el apartado anterior mediante LaberintData. Nótese que se 
guarda una instancia con la palabra bien formada, de esta manera, a medida que se coman las 
letras, si se han comido todas se comparará con la palabra objetivo. 
Uno de los puntos más importantes es el tipo de control. Si el tipo de control es del tipo 
acelerómetro se tiene que inicializar el acelerómetro ([[UIAccelerometer 
sharedAccelerometer] setUpdateInterval:(1.0 / 30)];)con una frecuencia de 
actualización igual a la del update para que vaya sincronizado el dibujado con el control. Este a 
su vez requiere tener un método implementado en la clase que captura para cada eje de 
coordenadas la aceleración correspondiente (En el siguiente apartado se hablará de este 
método). 
MotionLayer  tiene muchos métodos que permiten cambiar por ejemplo el color de los 
fantasmas, actualizar el contador del mapeado (visto en el apartado anterior), añadir letras 
comidas al contador, comparar si la palabra formada es la correcta, etc. Pero es el método 
update el encargado de llamar estos sub-métodos. En la última línea de código se indica que 
cada (1/30) segundos se llame a update para que este actualice todo lo que está dibujado en 
pantalla. Pasemos a ver la parte más importante de update: 
- (void)update{ 
 temps += 1; //Contador de tiempo para rotar la IA de los 
fantasmas 
 //Updating de todos los Sprites 
if(accelZ > 1.25f){ 
 accelZ = 0; 
 [self cleanLastLetter]; 
} 
else if (!lost && !win) { 
 [come move:accelY:accelX]; 
 if(panicModeG1){ 
  [g1 update:220:130]; 
            […] 
 } 
 else  
  [g1 update:come.position.x:come.position.y]; 
  
   
 //Colisiones y vidas 
   
     if(huntMode && CGRectIntersectsRect([come getSize], [g1              
     getSize])){ 
  […] 
     else if (CGRectIntersectsRect([come getSize], [g1 getSize]) ||   
     CGRectIntersectsRect([come getSize], [g2 getSize]) ||   
     CGRectIntersectsRect([come getSize], [g3 getSize])) { 
  vidas--; 
  […] 





 }  
if (temps >= 250){ 
  temps = 0; 








if (cg.x == 3 && cg.y == 8){ 
 come.position = ccp(370, 170); 
} 
else if (cg.x == 19 && cg.y == 8){ 
 come.position = ccp(80,170); 
} 
Figura 4 - 17. Parte del código del método update de MotionLayer. MotionLayer.m 
Clarifiquemos el código expuesto. Las primeras líneas son las encargadas de actualizar los 
Sprites según los controles, como en el caso del comeletras, o según la IA como en el caso de 
los fantasmas. Esto solamente lo tenemos que hacer en el caso en que la partida aún siga en 
marcha (no se haya perdido ni ganado). También hay que detectar si se activa el control de 
eliminar la última letra con accelZ. Hemos omitido poner el código de los tres fantasmas para 
que ocupe menos espacio, pero en realidad esta actualización se hace para g1, g2  y g3. Más 
adelante explicaremos cómo se mueven según los parámetros pasados en el update. 
Seguidamente se tiene que comprobar si hay colisión entre los fantasmas y el comeletras. 
Hay dos tipos de colisiones, una la llamaremos colisión normal, y es simplemente perder una 
vida ya que el fantasma te come, y la segunda la llamaremos huntMode, que es en el caso en 
que podemos comer el fantasma y se le tiene que cambiar el Sprite con changeMode. También 
en este último hemos obviado las líneas de código del fantasma 2 y 3 ya que se sobreentiende 
que es el mismo código. Depende las vidas que tengamos se actualizará tanto la puntuación 
como la cantidad de vidas sustituyendo los tiles usando los sub-métodos adecuados. 
De la misma manera también se controla si se come una bola sustituirla por un tile negro 
a la par que se le suma una puntación según la dificultad. También se hace con las letras, 
comprobando cada vez si la palabra se ha completado o no y si es correcta o no. Por último se 
detecta la teletransportación, es decir, si el comeletras después del update está en el pasillo de 
teletransporte se le cambia la posición para conseguir tal efecto. 
Básicamente MotionLayer es la pieza principal del mecanismo del juego, es el árbitro de la 
partida que se encarga de anotar todos los cambios para cada frame por segundo. Hay que 
aclarar que existen muchos más métodos menos importantes en esta clase como cambiar al 
huntMode, cambiar los Sprites de los fantasmas, mostrar la pista, etc.… Todo el código se 
puede consultar en el CD proporcionado con el documento y se interpreta de la misma forma 
que los métodos explicados en este apartado. 
Vista la MotionLayer y como se llama al  move  del comeletras, vamos a explicar como el 
comeletras interpreta los parámetros accelX  y accelY  para moverse por el mapeado según sea 
control táctil o control por acelerómetro.  





e) Control del ComeLetras 
Tal y como se ha visto en la MotionLayer, esta se encarga de llamar al método move  cada 
“x” tiempo pasando como parámetros dos variables aun no explicadas que son accelY y accelX. 
Este método se encarga de mover el comecocos según una velocidad predefinida. 
Básicamente move hace lo siguiente: 
1. Interpreta los parámetros accelY  y accelX. 
2. Crea una nueva posición en la dirección indicada por la interpretación de los 
parámetros sumándole la velocidad a la posición inicial. 
3. Comprueba si esa posición es legal, es decir, si no hay ningún muro en la nueva 
posición. 
4. Si la posición es válida se cambia la posición del comeletras a la posición 
anteriormente calculada. 
5. Si no es válida pueden hacerse dos cosas, una ignorarla y seguir en la dirección 
original, o dos, modificarla para que sea legal y esperar un nuevo input. 
Toda esta serie de operaciones tienen que hacerse muy eficazmente, ya que MotionLayer  
no solo actualiza el comeletras, sino que también actualiza los fantasmas y el mapeado, y en 
conjunto esto se tiene que hacer de manera rápida para que la velocidad de actualización no 
baje de 30 frames por segundo (intentando siempre los 60 fps por regla general). 
Nuestro juego dispone de dos tipos de controles básicos, uno táctil y uno con 
acelerómetros. Inicialmente, sólo se planteó el modo con acelerómetros y se programó para 
este. Es por este motivo que los parámetros que se envían a move son accelY y accelX, 
nombrados así ya que venían del modo con acelerómetro. Antes de todo hace falta aclarar que 
el modo táctil y el modo con acelerómetros son totalmente compatibles entre ellos, ya que el 
comeletras interpreta de la misma forma accelX y accelY tanto si viene de un control o de otro. 
Sólo era necesario en el modo táctil crear accelX y accelY  con valores parecidos a los que daba 
el acelerómetro para que de esta forma se interpretara correctamente. 
Primero de todo vamos a entender cómo se consiguen accelX y accelY en ambos tipos de 
control. En el tipo de control con acelerómetros se consiguen usando el método siguiente: 
- (void)accelerometer:(UIAccelerometer*)accelerometer 
didAccelerate:(UIAcceleration*)acceleration{ 
 accelX = acceleration.x; 
 accelY = acceleration.y; 
 accelZ = acceleration.z; 
 
} 
Figura 4 - 18. Método de obtención de aceleraciones. MotionLayer.m 
Este método está en la MotionLayer y es llamado con una frecuencia de 1/30 segundos 
gracias a la inicialización explicada en el apartado MotionLayer. De esta manera, accelX y 
accelY  equivalen a la las aceleraciones sobre los ejes x e y  del iPhone. También es necesario 
guardar el valor accelZ  que es el encargado de detectar sacudidas en el iPhone para devolver 





una letra en el mapeado. (Nótese en el apartado MotionLayer la primera línea del método 
update donde se detectan las sacudidas). 
¿Ahora bien, qué valores se obtienen del acelerómetro? 
 
Gracias a estos gráficos de la figura 4 – 19 se puede tener una idea clara de cómo 
funcionan estos acelerómetros y los valores que se obtienen. Si sólo necesitamos saber la 
posición que tiene el iPhone tenemos que calcularlo cogiendo valores entre -1.0 y 1.0. Si por 
otro lado queremos detectar sacudidas, los valores obtenidos son mayores de -1.0 y 1.0 ya que 
los acelerómetros funcionan por aceleraciones que pueden cambiar según lo rápido que 
movamos el iPhone aún teniéndolo en la misma posición. 
Figura 4 - 19. Aceleraciones según posición del iPhone 





Por otro lado, si tenemos activado el tipo de control táctil los valores se obtienen gracias a 
un método del protocolo TouchDelegateProtocol que se encarga de tratar todos los UITouch 
que se creen al tocar cualquier parte de la pantalla. 
 
- (BOOL) ccTouchesBegan:(NSSet *)touches withEvent:(UIEvent *) event 
{  
 if(!win && !lost){ 
  UITouch * touch = [touches anyObject];  
      CGPoint touchLocation = [touch locationInView: [touch   
      view]]; 
            touchLocation = [[Director sharedDirector]  
            convertCoordinate: touchLocation];   
   NSUInteger  tapCount = [touch tapCount]; 
            if (modeTouch == 3)  
           [self testTouchPoint:touchLocation:tapCount]; 
  else if (tapCount == 2 && touchLocation.y > upMinY){ 
   MenuPausa * ms = [MenuPausa node]; 
                 [[Director sharedDirector] pushScene:[FadeTransition   
                 transitionWithDuration:0.5 scene:ms]]; 
  } 
  else if (tapCount == 2 && touchLocation.y < downMaxY){ 
                 UIAlertView *alert = [[UIAlertView alloc]       
                 initWithTitle:laberData.pistaText ge:laberData.pista    
                 delegate:nil cancelButtonTitle:@"OK"   
       otherButtonTitles: nil]; 
   [alert show]; 
   [alert release];    
   [[Director sharedDirector] pause]; 
  } 
 } 
  
 return YES; 
} 
} 
Figura 4 - 20. Código ejecutado cuando se pulsa la pantalla con un dedo. MotionLayer.m 
El código de la figura 4 -20 crea una instancia con el UITouch detectado y se obtienen los 
taps  y la posición de este. Si se toca en la parte de arriba con 2 pulsaciones consecutivas o en 
la parte de abajo se cambia al menú de pausa o se muestra la pista respectivamente. Si está 
activado el control táctil (modeTouch = 3) se llama a la función testTouchPoint  pasándole 
como parámetro la posición de dedo y que sirve para calcular la accelX, accelY y accelZ según 
esta.  
Para llevar a cabo nuestro objetivo, se usan definiciones para acotar regiones de la 
pantalla para identificar que botón se está apretando. De esta manera y gracias al código 
testTouchPoint (Se puede observar en el fichero MotionLayer.m del CD)  se logra identificar en 
que parte de la pantalla está el dedo y qué movimiento activar. Tal y como se ha comentado, 
se simulan aceleraciones parecidas a las que tendría que tener el acelerómetro para que el 
comeletras se moviera hacia a la dirección deseada. 





Todo lo previamente explicado forma parte de la clase MotionLayer  y sirve para entender 
los valores que pasábamos como parámetros del comeletras en el método [come 
move:accelY:accelX].  
Algoritmo para mover el ComeLetras 
Antes de comentar el código del método move primero se tiene que especificar qué 
convenciones se han seguido para calcular la dirección a seguir del comeletras. 
Primero de todo el comeletras sólo se puede mover en cuatro direcciones, arriba, abajo, 
derecha e izquierda. No existe movimiento diagonal, es decir, sólo se puede mover en una de 
esas direcciones y no es posible ninguna combinación entre ellas. Como es fácilmente 
probable que el iPhone se coloque de manera que se active el movimiento diagonal se hace 
caso al último cambio de dirección. Es decir, si sostenemos el iPhone inclinado hacia la derecha 
y seguidamente sin cambiar la posición lo inclinamos también hacia arriba (estaría activado 
derecha y arriba) se hará caso de la dirección hacia arriba por haber sido el último cambio en la 
dirección. 
El comeletras no puede traspasar muros. Si el comeletras detecta un muro choca contra él 
y se queda quieto esperando un nuevo input. En el caso que el comeletras se esté moviendo 
en una dirección y el nuevo input recibido sea en una dirección dónde hay un muro el 
comeletras se seguirá moviendo en la dirección que tenía anteriormente. 
Por último y para facilitar el control mediante el acelerómetro existe una memoria que 
guarda la próxima dirección. Esto es debido a que si se quiere cambiar de dirección para pasar 
por un hueco del laberinto no hace falta mover el iPhone en ese preciso momento, sino que 
previamente se puede haber indicado que se quiere cambiar de dirección, y al llegar a ese 
punto automáticamente cambiará de dirección. De esta manera, con el movimiento en 
memoria se elimina el problema de precisión para cambios de direcciones muy seguidos y que 
debidos al acelerómetro y lo poco preciso que es resultaban imposibles. 
Teniendo en cuenta las anteriores convenciones sobre el movimiento del comeletras 
estas se tienen que estructurar en el código. Para llevar a cabo este objetivo move sigue el 
siguiente algoritmo: 
1. Según la posición del iPhone se consideran todas las posibles direcciones que se 
puedan haber activado. Normalmente se activan derecha y arriba o derecha y abajo 
por los motivos antes mencionados de las diagonales. También se pone la memoria de 
dirección a nulo. Sólo se calculan estas direcciones si el comeletras no se está 
moviendo. 
2. Si se han activado dos direcciones y una de ellas es la misma que seguía el comeletras 
se elimina de las candidatas. Es decir, si el comeletras se movía hacia la derecha, y se 
activa derecha y arriba, la dirección derecha se obvia. 
3. Se chequea si la dirección en memoria puede ser resuelta. Si es así se queda activada 
y se procede a resolver el movimiento en esa dirección. 
4. Se resuelve la dirección. Se modifica la posición temporalmente y se avalúa si entra en 
contacto o no con algún muro. 





a. Si entra en contacto con el muro se recoloca el comeletras de manera que no 
se muestre encima del muro.  
i. Si la dirección que seguía anteriormente es diferente a la nueva que 
supone colisión, se guarda la nueva en la memoria de dirección para 
futuros chequeos y se vuelve a llamar a move con la dirección que 
seguía anteriormente. Por ejemplo, si el comeletras se mueve hacia la 
derecha y recibe una dirección “abajo” pero hay muro, si puede 
seguir moviéndose a la derecha lo hará y guardará la dirección 
“abajo” en la memoria por si en algún momento puede moverse hacia 
abajo. 
ii. Si la dirección es la misma a la que seguía anteriormente el 
comeletras se queda parado en ese muro hasta que reciba una nueva 
dirección. Es en el caso de que ha encontrado un muro en su camino y 
no hay ninguna dirección en memoria. 
b. Si no entra en contacto con el muro se guarda en una variable esta dirección 
para guardar en memoria siempre el último movimiento y tener una 
referencia a la dirección que seguía anteriormente. 
5. Por último, una vez resuelta la dirección siguiendo los pasos anteriores se coloca el 
comeletras en esa posición. Si no ha habido colisión se habilita otra vez el poder 
obtener nuevas direcciones según los inputs del acelerómetro (paso 1). 
La implementación de este algoritmo en Objective-C se encuentra en el método move  de 
la clase comecocos.m incluida en el CD y que se ha obviado mostrar en el documento por su 
considerable extensión: 
Hay que puntualizar varios detalles que en el algoritmo no se podían apreciar: 
1. Para detectar el movimiento del iPhone se deja un margen de error de +- X (2.0 en 
nuestro caso después de probar varios valores con el dispositivo real). Esto es 
debido a que el iPhone es imposible mantenerse quieto en manos del usuario, y 
hay que dejar margen entre una dirección y otra. 
2. Existe la variable calibration. Esta hace referencia al tipo de control con 
acelerómetro que hayamos escogido. El valor depende si es horizontal o si es 
vertical. 
3. Hay dos definiciones: TILE y SIZE_S que hacen referencia al tamaño del tile y el 
tamaño del Sprite respectivamente. Con estas variables y mediante la condición de 
la figura 4 – 21 nos sirve para calcular si hay colisión con un muro o no. Esta 
condición calcula los bordes del Sprite por si entra en contacto con algún muro 
dando un pequeño margen de error por si la velocidad de actualización de los 
Sprites es muy rápida. 
4. Se usan booleanos para cada dirección, y strings para guardar la última dirección y 
para guardar la dirección en memoria. 
5. En todo momento, al calcular una nueva dirección, se suma la velocidad a la 
posición, y si esta no pudiese ser por colisión se resta la velocidad. Esta técnica se 
basa en el ensayo y error. Se prueba una posición,  y si no es posible se retrocede y 
se recalcula la posición. 





6. Para llevar a cabo el último punto se usan las dos siguientes líneas de código: 
int yy = (y+(SIZE_S/2))/TILE - 1; 
y = yy*TILE + (SIZE_S/2); 
        Estas recalculan la posición colocando el Sprite justo al borde del muro. 
Esquina Inferior Izquierda: ((x-(SIZE_S/2 - SIZE_S/10))/TILE, (y-(SIZE_S/2))/TILE)) 
Esquina Inferior Derecha:  ((x+(SIZE_S/2 - SIZE_S/10))/TILE,(y-(SIZE_S/2))/TILE)) 
Esquina Inferior Izquierda: ((x-(SIZE_S/2 - SIZE_S/10))/TILE, (y+(SIZE_S/2))/TILE)) 
Esquina Inferior Derecha:  ((x+(SIZE_S/2 - SIZE_S/10))/TILE,(y+(SIZE_S/2))/TILE)) 
 
Definiendo las cuatro esquinas podemos saber en qué posición está el comeletras y saber si 
alguna de las esquinas entra en colisión con algún muro. Para eso, si movemos el comeletras 
hacia la derecha, tendremos que chequear las esquinas superior e inferior derechas, para 
saber si puede o no moverse hacia esa dirección. Si una de las dos esquinas encuentra un muro 
no se moverá aun teniendo la otra esquina sin colisión. (Esto evita movimientos diagonales y 
deslizamientos no deseados por la redondez del objeto, ya que si el punto se situara al medio, 
si este no detectara muro se movería hacia la derecha aun teniendo la parte superior del 
comeletras en contacto con un muro) 
Figura 4 - 21. Condición colisión con muro 
El código y el algoritmo pueden parecer rebuscados y complicados, pero consigue crear el 
movimiento del comeletras, y lo más importante, que el juego se ejecute a más de 30 frames 
por segundo. También este código permite que el control por acelerómetro sea lo más suave 
posible, ya que si se hubiese implementado sólo con control táctil este código sería mucho más 
sencillo. 
En el siguiente capítulo veremos cómo se ha implementado la IA de los fantasmas del 
juego.  





f) IA de los fantasmas 
En este aparatado vamos a hablar de la IA básica que tienen los fantasmas del 
ComeLetras. 
En el juego hay dos tipos de fantasmas, los que siguen al personaje y los que no. Tal y 
como se ha visto en la MotionLayer el método update de los fantasmas tiene como parámetros 
la posición x e y del comeletras para tener situado a este en todo momento y poder decidir 
hacia dónde ir cuando los fantasmas lo están siguiendo. 
Primero analizamos el caso en que los fantasmas no siguen al personaje y por lo tanto 
tienen un comportamiento aleatorio. Cada vez que se llama al método update se verifican las 
direcciones posibles a las que puede moverse el fantasma. De todas estas direcciones se 
elimina siempre la dirección opuesta a la que estaba siguiendo. Esto se hace para evitar que 
los fantasmas vuelvan sobre sus pasos. Es decir, si el fantasma se movía hacia la derecha y 
llega a un cruce podrá seguir hacia la derecha y hacia arriba, nunca hacia la izquierda porque 
volvería sobre sus pasos y daría un efecto de movimiento extraño. Una vez decidas las 
direcciones posibles se elije una aleatoriamente con la función random() y se realiza el 
movimiento siguiendo esa dirección. 
El segundo caso es en el que los fantasmas siguen al comeletras. El procedimiento es el 
mismo que el anterior salvo una diferencia. Una vez calculadas las direcciones válidas se 
eliminan aquellas direcciones que no permiten alcanzar al comeletras. Es decir, si el 
comeletras está en la esquina arriba a la derecha, y el fantasma se está moviendo hacia la 
izquierda y tiene dos caminos válidos izquierda y arriba, se eliminará la dirección izquierda ya 
que no le permite acercarse al comeletras. 
Este algoritmo tiene ciertas limitaciones que hace falta observar. Por un lado, en el caso 
en que este siguiendo al comeletras, si por algún motivo se eliminan todos las direcciones 
posibles (está en un rincón del laberinto por ejemplo), se activa la dirección contraria a la que 
seguía, es decir, retrocede los pasos. 
También hay que ver que este algoritmo aplicado 100% como está descrito tenía un 
problema: los fantasmas eran muy perfectos y no dejaban escapatoria. Esto hacia el juego 
injugable ya que los fantasmas te seguían sin posibilidad de despistarlos. Es por eso que se 
usan dos métodos más para facilitar la Jugabilidad del comeletras: 
1. Cada cierto tiempo se cambia el fantasma o fantasmas que siguen al jugador. De esta 
manera en la dificultad fácil y media se van cambiando los fantasmas perseguidores 
dando la impresión de que no son tan “listos”. 
2. Cuando siguen al jugador no sólo se activa la dirección válida a seguir, sino se activan 
otras de las posibles aleatoriamente para que haya la posibilidad de que si un 
fantasma está siguiendo al comeletras en alguna intersección se pierda del camino 
que seguía. 





Con estas dos modificaciones se consigue que los fantasmas no sean tan perfectos 
haciendo jugable el juego. También se consigue que el cambio de dificultad se note ya que los 
fantasmas que siguen  y los aleatorios son fácilmente diferenciables. 
El código del update16   es el mismo que el del comeletras, es decir, una vez elegida una 
dirección el fantasma se coloca en la nueva posición sólo si no entra en contacto con un muro. 
Si entra en contacto con un muro se recoloca para que no quede encima del muro. La 
diferencia está en calcular las direcciones, que en vez de usar inputs de controles usamos el 
algoritmo anteriormente descrito. 
El algoritmo se ha implementado en el método checkDirections que se llama dentro del 
update y a primera vista puede no ser del todo eficiente, pero consigue mover los tres 
fantasmas de manera que no se baje nunca del framerate deseado. El código está formado por 
múltiples chequeos para evitar sobretodo bucles indeseados en los que un fantasma que sigue 
al comeletras se pierde por un trozo de laberinto y no para de hacer el mismo recorrido. 
También evita que un fantasma se quede sin dirección que seguir (los dos últimos if se 
encargan de que siempre haya una dirección a seguir). 
También destacar que en el trozo de código donde se eligen las direcciones a seguir según 
la IA tenemos dos bloques: 
1. El primero consiste en mirar si el comeletras y el fantasma están alienados vertical o 
horizontalmente. 
2. Si no es el caso, se calcula el resto de opciones.  
Esto acelera un poco el algoritmo en el caso que el comeletras y el fantasma estén 
alienados, facilitando el cálculo de las direcciones posibles.  
Por último, y para clarificar aún más el algoritmo, el código sigue la siguiente estructura: 
1. Se calculan todas las direcciones posibles y se elimina la dirección contraria al 
movimiento que seguía (para no volver sobre sus pasos): 
2. Si es un fantasmas perseguidor se ejecuta el código que vuelve a recalcular las 
direcciones ya válidas por otras que conduzcan el fantasma hacia el objetivo 
3. Haya entrado o no en el bloque IA, las direcciones resultantes se vuelven a avaluar 
según donde esté colocado el fantasma y se elige una por azar. Si no hay dirección 
resultante se activa la dirección contraria a la que seguía para que vuelva sobre sus 
pasos (este es el único caso donde el fantasma vuelve sobre sus pasos). 
4. Una vez elegida la dirección final se mueve el fantasma siguiendo el ya conocido 
update, que se encargará de recolocarlo en caso de choque con un muro. 
Una vez vista la IA básica de los fantasmas pasaremos a explicar cómo está implementada 
la obtención de datos a través de conexiones HTTP y ficheros XML. 
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 Se puede ver el código completo de update  y chekDirections en el CD proporcionado con el 
documento. Se ha obviado presentarlo en escrito por motivos de extensión. 





g) Obtención de datos con Wifi o 3G 
Una de las funcionalidades más ventajosas del ComeLetras de iPhone es la posibilidad de 
obtener nuevos idiomas (y por lo tanto nuevas palabras, niveles, etc.) a través de la conexión 
Wifi o 3G que tiene el iPhone. 
Estos paquetes de idiomas contienen tanto las palabras del menú así como las palabras 
del nivel, pistas y ayudas. Estos idiomas son ficheros XML accesibles en un servidor de archivos 
normal y corriente, y una vez descargados al iPhone este los guarda localmente en el formato 
de iPhone .plist para que no sea necesaria nunca más la descarga de estos. 
El funcionamiento del menú de obtención de idiomas sigue el siguiente algoritmo: 
1. Se lee un fichero XML del servidor que contiene el nombre de los idiomas disponibles. 
Un idioma disponible significa un fichero XML válido y almacenado en ese servidor. 
2. El usuario elige uno de una lista de idiomas disponibles y se descarga el XML de ese 
idioma. 
3. El XML se parsea y se guardan todos los datos en la memoria interna de iPhone en 
formato .plist. 
4. Cuando el usuario vaya a cambiar el idioma verá el nuevo idioma añadido en la lista. 
Para llevar a cabo este algoritmo nos hace falta una clase que obtenga los datos y otra 
que los parsee. Veamos el procedimiento de obtener datos con código: 
   
NSURL *url = [[NSURL alloc] 
initWithString:@"http://h1.ripway.com/goblinucho/languages.xml"]; 
NSXMLParser *xmlParser = [[NSXMLParser alloc] 
initWithContentsOfURL:url]; 
   
  //Initialize the delegate. 
  XMLParser *parser = [[XMLParser alloc] init]; 
   
  //Set delegate 
  [xmlParser setDelegate:parser]; 
   
  //Start parsing the XML file. 
  BOOL success = [xmlParser parse]; 
  if (success) 
  { 
NSArray * languages = [NSArray arrayWithArray:laberData.resultsXML]; 
  } 
  else NSLog(@"Error"); 
Figura 4 - 22. Código parseador que obtiene los idiomas disponibles en el servidor. ObtainLanguage.m 
El código de la figura 4 - 22 obtiene la lista de idiomas y los muestra en pantalla para que 
el usuario los seleccione. Hemos obviado el código de montaje del menú ya que es parecido al 
código del apartado Menús. Seguidamente, mediante el método que detecta el dedo en la 
pantalla averiguamos que idioma ha seleccionado y se descarga siguiendo el código de la 
figura 4 – 23: 
 





- (BOOL)ccTouchesEnded:(NSSet *)touches withEvent:(UIEvent *)event { 
 […] 
 
//Obtenemos la cadena URL del idioma a descargar según el idioma    
//seleccionado por el usuario 
NSMutableString * download = [NSMutableString  
stringWithString:[self checkWhatLanguage:touchLocation]]; 
 [download appendString:@".xml"]; 
NSMutableString * path = [NSMutableString  
stringWithFormat:@"http://h1.ripway.com/goblinucho/"]; 
 [path appendString:download]; 
 NSURL *url = [[NSURL alloc] initWithString:path]; 
 
      […] 
 if (success) 
 { 
 
      //Una vez descargado se crea el nombre del archivo con el  
      //formato nombreidioma.plist 
      NSMutableString * lxml = [NSMutableString  
      stringWithCapacity:30]; 
  [lxml setString:[laberData getLanguageXML]]; 
  [lxml appendString:@".plist"]; 
 
  //Se graba en disco el idioma descargado con ese nombre 
  if(![[laberData getLanguage] isEqualToString:lxml]){ 
         [laberData.resultsXML writeToFile:[self                   
          dataFilePath:lxml] atomically:YES]; 




Figura 4 - 23. Código que obtiene el idioma deseado y lo instala en el dispositivo. ObtainLanguage 
De esta manera se consigue descargar un idioma y guardarlo en la memoria interna del 
iPhone. Hace falta recalcar que la URL del servidor usado “ripway”17 puede ser cambiada para 
mejorar así la fiabilidad del servidor. 
Por otro lado, aún queda comentar cómo está programado el parseador. iPhone, al ser 
una  plataforma móvil de CPU y memoria limitada, no dispone de un parseador de XML basado 
en árboles propio, sino que el parseador NSXMLParser parsea un documento línea a línea. En 
nuestro caso esto no es un problema ya que los XML no son de una complejidad elevada y 
porque toda la información del XML se tiene que parsear entera.  
Para hacer funcionar el parseador primero se crea una instancia del NSXMLParser y 
después se le asigna el delegado XMLParser (tal y como se muestra el anterior código). 
XMLParser es la clase que hemos implementado y que sirve para indicar cómo el parseador 
tiene que parsear el documento. 
Esta clase consta de tres métodos básicos. Uno lee la etiqueta de inicio de una sección del 
XML, otro el contenido de esa etiqueta, y otro detecta la etiqueta del final del documento. De 
esta manera, en el método que detecta el inicio de una etiqueta inicializamos las variables 
adecuadas según la etiqueta, y en el método que detecta el final de una etiqueta guardamos  
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las variables adecuadas en la clase LaberintData para que esta se encargue de guardar en disco 
los datos en el momento adecuado. 
El código en si es sencillo, sólo inicializamos un array de string cuando se lee la primera 
etiqueta del XML, y luego cada palabra contenida en el XML dentro de las etiquetas <Word> se 
añade a este array. Gracias al resto de etiquetas se controla que el XML sea válido y bien 
formado usando contadores de palabras. Si por algún caso no se leen las suficientes palabras 
para crear el menú saltará un error y no se instalará ese idioma ya que no será un XML válido. 
Este apartado se extenderá en el capítulo 5 dónde trataremos el formato del XML. 
Vistos los apartados esenciales de la implementación del ComeLetras para iPhone 
pasaremos a explicar cómo se gestionan los datos en iPhone, el formato del XML y los .plist, así 
como los idiomas. En el CD proporcionado con el documento se encontrará todo el código 
restante de la implementación. 
  





5. Gestión de Datos 
En este capítulo se explicará cómo se gestionan los datos del ComeLetras. Estos datos 
pueden ser tanto los idiomas, que contienen las palabras del juego y las palabras de los menús, 
como los records y las preferencias. 
Para seguir un orden primero explicaremos el formato de los idiomas en XML, es decir, 
antes de instalar el idioma, y seguidamente como se guardan en el iPhone y como se 
gestionan. 




Cada idioma que está almacenado en el servidor web consta de un archivo XML que 
contiene todas las palabras que integran el idioma. Veamos el ejemplo del fichero XML 
correspondiente al idioma Castellano que sirve como plantilla para crear nuevos idiomas. 
Castellano.xml: 




 <Word>Nueva Partida</Word><Word>Records</Word> 
 <Word>Cambiar Idioma</Word><Word>Opciones</Word> 
 <Word>Sonido ON</Word><Word>Sonido OFF</Word> 
 <Word>Reglas</Word><Word>Fácil</Word><Word>Medio</Word> 
 <Word>Difícil</Word><Word>Modalidad Básica</Word> 
 <Word>Modalidad Avanzada</Word><Word>Obtener Idiomas</Word> 
 <Word>Acelerometro Vertical</Word><Word>Acelerometro       
     Horizontal</Word> 
 <Word>Control Táctil</Word><Word>Guardar Cambios</Word> 
 <Word>Continuar</Word><Word>Salir</Word><Word>Reiniciar</Word> 
 <Word>Opciones</Word><Word>Pista</Word><Word>Nuevo Record!! Pon tu    
     nombre aquí</Word><Word>Atrás</Word><Word>Reglas</Word> 
 <Word>El objetivo de este juego es crear una palabra comiendo las   
     letras del tablero. Las letras se tienen que comer en orden  
     correcto, pero si por algun caso, comes una que no deberías,  
     puedes devolverla al tablero moviendo rápidamente el iPhone hacia   
     abajo o pulsando el centro de la pantalla (Depende si juegas con  
     el acelerometro activado o no). También tienes que esquivar los   
     fantasma, ya que si te comen tres veces, pierdes la partida 
     </Word><Word>Ganas</Word><Word>Pierdes</Word><Word>nada</Word> 



















Figura 5 - 1. Ejemplo de XML de un idioma 
Este fichero XML tiene dos tipos de etiqueta. Uno el tipo <Word> que contiene las 
palabras que se almacenarán en el iPhone, y dos, las etiquetas del tipo <EasyWordsBasic>, 
<EasyWordsAdv>, etc. que actúan de separadores de las demás. 
Estos separadores nos sirven para controlar dentro el parseador que las palabras leídas 
del XML sean las suficientes para poder crear los menús, las pistas, las palabras del nivel, 
etcétera…  
En el fichero XML tenemos varios grupos de palabras: 
- 30 Palabras que sirven para crear las etiquetas de los menús (Véase el apartado 
Menús del capítulo implementación). 
- 30 palabras por nivel de dificultad dividas en tres bloques: 
o 10 Modalidad básica 
o 10 Modalidad avanzada (con errores ortográficos) 
o 10 Pistas relacionadas con las palabras. 
En total el fichero XML consta de 120 palabras, es decir, un idioma del juego está formado 
por 120 strings. Hace falta aclarar que el XML previamente expuesto es solo una plantilla, y las 
palabras “UNO” serán sustituidas por las palabras que aparecen en el juego y que se tienen 
que completar para ganar la partida. 
Una vez visto el esquema de los XML, pasemos a ver cómo se guardan en formato .plist 
para usarlos localmente una vez descargados. 
 
b) Idiomas 
Para guardar las palabras de un XML en iPhone se ha optado por una técnica simple y a la 
vez muy sencilla para hacer que el juego consuma menos memoria. Esta consiste en, una vez 
parseado el XML, guardar todos los string de las etiquetas <Word> en un array de strings que 
será directamente guardado en la memoria física de iPhone en formato .plist. 
El formato .plist es muy parecido a un XML, la diferencia radica en que es propio de 
iPhone y es más fácil de manejar para este. Dentro de este .plist se encuentran toda la serie de 
palabras que hay en cada idioma, es decir, hay un .plist por cada idioma, y cuando vamos al 
menú de cambiar idiomas estamos accediendo a los diferentes .plist  que hay en la memoria 
de iPhone. 





Veamos una parte de un .plist, en este caso el del idioma Inglés (El .plist completo se 
encuentra en el CD anexo): 
<?xml version="1.0" encoding="UTF-8"?> 




    <string>New Game</string>[...]<string>come</string><string>cold</string> 
    <string>lost</string><string>give</string><string>word</string><string>cool</string> 
    <string>same</string><string>turn</string>[...]<string>announcement</string> 
</array> 
</plist> 
Figura 5 - 2. Versión simplificada del English.plist 
Tal y como se puede observar, un .plist se parece mucho a un XML. La diferencia está en 
que las etiquetas y el formato es 100% compatible con iPhone, es decir, una vez leído este 
fichero y cargado en memoria, se puede extraer las string sin necesidad de parsear el 
documento. Un .plist es una copia en disco de datos propios de iPhone (string, arrays 
diccionarios, etc.) 
De esta manera cada vez que necesitamos una palabra primero tenemos que cargar de 
disco la lista de palabras y seleccionar aquellas que queramos usando subrangos de índices 
sobre el array completo. Esto puede parecer lento, y para hacerlo más rápido se usa la clase 
LevelByLanguage  para cargar bloques de palabras según el nivel de dificultad y dejarlos en 
memoria, ya que 10 palabras no supone ninguna molestia tenerlas en memoria. 
El formato que tiene este array es el mismo que el XML, es decir, 30 palabras para los 
menús, y 30 por cada nivel de dificultad, contando las pistas y palabras para la modalidad 
básica y modalidad avanzada. Por lo tanto, cada menú se encarga de cargar las palabras 
adecuadas tal y como se pudo observar en el apartado menús del capítulo implementación.  
Por otro lado, cada vez que iniciamos una partida, la MotionLayer se encarga de llamar a 
LevelByLanguage para que cargue las palabras del nivel de dificultad con sus pistas 
correspondientes. Lo único que hace LevelLanguage es cargar todo el .plist de disco en un 
array y seleccionar un subrango de este correspondiente a las posiciones donde están las 
palabras necesitadas y borrar el resto. 
Cuando cambiamos el idioma, lo único que cambiamos es el .plist a cargar. Estas listas de 
palabras tienen que estar bien construidas siguiendo la plantilla mostrada anteriormente. Si no 
lo están, puede haber fallos al crearse menús con palabras que no corresponden al botón en 
cuestión, o simplemente no mostrar la pista adecuada a la palabra objetivo. He aquí la 
importancia que tiene el parseador XML, que vigila en todo momento que el número de 
palabras sea el correcto para cada nivel. También hay que vigilar el XML subido al servidor, el 
cual se tendrá que comprobar para la correcta instalación del idioma. 
 





c) Records  
En el ComeLetras existen los records para así incentivar al jugador a superarse. Los 
records se guardan en el fichero records.plist y consisten en un array de estructuras de datos 
formada por un nombre y una puntuación. Este array se reordena cada vez que se introduce 
un nuevo record para que siempre esté ordenado de mayor a menor puntuación. 
El proceso que se sigue para gestionar los records es el siguiente: 
1. Cuando se finaliza la partida, se le pide al jugador un nombre para almacenar la 
puntuación obtenida en la lista de records. 
2. Si no existe un fichero records.plist  se crea con el record obtenido. 
3. Si existe el fichero records.plist se carga de disco en un array, se añade al array el 
nuevo record, se ordena según la puntación de forma decreciente, y se sobrescribe el 
records.plist existente. 
En el caso que se quieran ver los records, se carga el array del records.plist y se muestra 
cada objeto contenido en este en una tabla ordenados de manera decreciente según la 
puntuación. En el caso que no existiera el fichero, simplemente se observará una tabla vacía. 
Veamos un ejemplo del records.plist: 
<?xml version="1.0" encoding="UTF-8"?> 




    <dict> 
        <key>name</key> 
        <string>bye!</string> 
        <key>record</key> 
        <integer>290</integer> 
    </dict> 
    <dict> 
        <key>name</key> 
        <string>hola!</string> 
        <key>record</key> 
        <integer>160</integer> 
    </dict> 
  </array> 
</plist> 
Figura 5 - 3. Ejemplo de Records.plist 
Se puede observar en el .plist de la figura 5 -3 dos records, agrupados según la estructura 
diccionario propio de iPhone que contienen nombre y puntación ordenados de manera 
decreciente. 






Cada vez que cambiamos alguna opción del Menú Opciones, este guarda en disco una 
copia de lo que hayamos elegido. De esta manera cuando volvamos al juego después de haber 
salido de él mediante el botón home, veremos que se conservan las opciones definidas en la 
partida anterior. 
Esto se hace mediante un array de string que guardamos en disco con el nombre 
settings.plist. Cada elemento del array contiene el estado de una de las opciones disponibles, 
es decir, en la posición uno tenemos el nivel de dificultad, en la dos la modalidad, en la tres el 
idioma escogido, y en la cuarta el tipo de control seleccionado.  
Veamos el settings.plist: 
<?xml version="1.0" encoding="UTF-8"?> 




    <string>2</string> 
    <string>N</string> 
    <string>Castellano.plist</string> 
    <string>3</string> 
</array> 
</plist> 
Figura 5 - 4. Settings.plist 
En este caso se ha usado string para poner números ya que para iPhone es más cómodo 
almacenar todo como strings si existen enteros y strings mezclados en un mismo array. 
  












6. Planificación y costes 
Para empezar un proyecto de estas características siempre es necesario tener una 
planificación para que el desarrollo de este sea satisfactorio. Está planificación servirá para 
distinguir las fases en las que se divide el proyecto y el tiempo esperado de dedicación para 
cada una de las fases. 
Una planificación, por más bien hecha que esté, no siempre se sigue fielmente, ya que por 
causas ajenas al desarrollo puede verse afectada y modificada. También influye que la 
estimación de tiempo para hacer una tarea no sea del todo precisa y acabe alargándose 
retrasando así todo el desarrollo. 
En este apartado presentamos dos planificaciones, una inicial que sirvió de guía y que era 
toda una estimación, y una final que contiene los sesgos y modificaciones que sufrió la 
planificación inicial debidos a problemas en el desarrollo que se explicarán. 
En la figura 6 - 1 vemos la planificación inicial e ideal para la realización del proyecto. En 
esta planificación inicial se calcularon los días basándonos en un trabajo medio de 4 horas 
diarias. Es por eso que hay varias tareas que se realizarán simultáneamente para hacer el 
trabajo más ameno como es el caso de la implementación de menús que se haría 
conjuntamente con la definición de la arquitectura y la creación del listado de palabras. 
De todas formas, está planificación no fue la definitiva ya que sino el proyecto se hubiese 
presentado en el mes de noviembre a mucho tardar. Se sobreestimaron dos factores 
importantes, por un lado el ámbito personal, y por otro el estudio de una nueva tecnología con 
un nuevo lenguaje de programación y sistema operativo. 
En la figura 6 – 2 encontramos como quedó el diagrama de Gantt después de las 
modificaciones. Este diagrama tiene marcadas de color gris las tareas que se vieron 
modificadas de la planificación inicial. Pasemos a explicar las razones de las diferentes 
modificaciones. 
En el ámbito personal, tenemos en el mes de agosto una pausa de 2 semanas y media 
aproximadamente, ya que estas fueron dedicadas a las vacaciones personales propias del 
periodo estival. Por otro lado, también tenemos un retraso en la redacción de la 
documentación debido al comienzo de una nueva carrera en setiembre y que disminuyó mi 
tiempo de dedicación en el proyecto. 
En el ámbito propio de desarrollo del videojuego, se alargaron las duraciones de cuatro 
actividades críticas. Dos de ellas (Análisis y estudio de Objective-C e iPhone SDK) consumieron 
mucho más tiempo del estimado debido a que mientras se programaba el juego y aparecían 
bugs, estos requerían mirar una y otra vez toda la documentación en busca información 
referente al lenguaje de programación y al iPhone. En realidad, estas dos tareas han ocupado 
gran parte de todo el proyecto, ya que al ser el primer proyecto que realicé sobre la 
plataforma iPhone con un lenguaje y un SDK nunca explicados en la carrera, me requirió 
muchísimo más tiempo del previsto inicialmente. 






Figura 6 - 1. Diagrama de Gantt inicial 






Figura 6 - 2. Diagrama de Gantt definitivo 





Las otras dos actividades que se vieron modificadas consistían en dos fases básicas para la 
implementación del videojuego, que son la Gestión de Datos y La mecánica de juego. Estas 
dos, al igual que las dos anteriores, requirieron mucha más dedicación por el mismo motivo 
anteriormente explicado. Gestionar los objetos dentro del juego usando un lenguaje nuevo fue 
algo más difícil de lo inicialmente previsto debido sobre todo a los problemas de gestión de 
memoria, que me tuvieron horas y horas leyendo documentación extensa para entender el 
funcionamiento básico interno del iPhone para poder exprimirlo al máximo y hacer un juego 
de calidad. 
En resumen, a parte de las desviaciones de la estimación debido a motivos personales, 
hay que comprender la importancia que han tenido aspectos como el aprender Objetive-C y el 
iPhone SDK a la hora de modificarse la planificación inicial. 
Con la finalidad de entender mejor la planificación presentada, pasamos a explicar punto 
por punto en qué consistía cada una de las tareas: 
1. Definición y Análisis. Esta tarea engloba toda la preparación del proyecto y consiste en 
varios subapartados: 
a. Estudio previo de las herramientas a usar para implementar el juego. Es decir, 
el SDK, Objective-C, las librerías usadas (Cocos2D)  y los programas de diseño 
gráfico. 
b. Definición del juego así como su especificación y UML. 
c. Diseño de gráficos 
2. Implementación. Esta tarea engloba toda la implementación del juego basándonos en 
las especificaciones dadas. También incluye la depuración y prueba del juego. 
3. Documentación. Engloba todo lo relacionado con el redactado de la presente 
documentación. 
Siguiendo está división, en la figura 6 – 3 podemos ver un resumen comparativo de tareas 
con su planificación estimada y la real. Esta tabla muestra una aproximación del desvío de 
horas previsto para cada tarea con la realidad, sin embargo no tiene en cuenta los retrasos 
motivados por el ámbito personal, ya que en realidad no alargan la tarea en cuestión sino que 
la aplazan. 
Tareas Estimación  Realidad Diferencia 
Análisis 120h 180h 60h 
Definición 40h 50h 10h 
Implementación 130h 150h 20h 
Documentación 60h 80h 20h 
TOTAL 350h 460h 110h 
Figura 6 - 3. Tabla diferencia estimación realidad 
Por último, queda comentar el coste que tendría este proyecto. Para llevar a cabo el 
proyecto tenemos a un director de proyecto a 60 euros la hora, un analista a 40 euros la hora, 
y un programador a 20 euros la hora. El director se encargaría de la supervisión, tanto de la 
especificación como de la documentación, es por eso que también tendría que dedicar unas 
cuantas horas a entender y estudiar el entorno de programación de iPhone y su SDK. El 





Analista se encargaría sobretodo de la especificación, la supervisión de la implementación y 
también el redactado de ciertas partes de la documentación, sin pasar por alto el necesario 
aprendizaje y análisis del SDK de iPhone para poder especificar según las prestaciones dadas. 
Por último, el programador dedicaría la mayor parte de su tiempo en el estudio del SDK y la 
implementación, además de documentar toda la faena realizada. 
En la figura 6 – 4 se muestran las horas dedicadas por cada parte para cada tarea con el 
coste acumulado. 
Tareas Director Analista Programador Coste  
Análisis 20 60 100 5600€ 
Definición 10 35 5 2100€ 
Implementación 0 30 120 3600€ 
Documentación 20 20 40 2800€ 
TOTAL 50 145 265 14100€ 
Figura 6 - 4. Tabla de costes del proyecto 
 
El coste total para este proyecto con la planificación y dedicación detallada seria de 14100 
euros aproximadamente. Seguramente, para un equipo ya experimentado en el campo iPhone 
se reduciría el coste ya que se no contarían las horas dedicadas al aprendizaje del SDK de 
iPhone. 
  












En este proyecto teníamos dos objetivos base marcados inicialmente, el objetivo de 
desarrollar un juego para iPhone y el objetivo educacional del propio juego.  
El objetivo educacional del juego se ha conseguido con éxito gracias a las especificaciones 
previas existentes sobre el juego original para compatibles y gracias también a la adaptación 
de este a los controles del iPhone. De esta manera, el juego mantiene la misma idea del 
original y se potencia gracias al uso de las nuevas tecnologías del dispositivo portátil de iPhone. 
Por otro lado, el objetivo de desarrollar el juego en sí usando el SDK de iPhone también se 
ha conseguido con éxito. Se ha intentado en todo momento crear un juego adictivo, fácil y 
sobretodo jugable. Se ha invertido mucho tiempo en la implantación de los controles y en la 
eficiencia, si bien se ha perdido un poco la reusabilidad de las clases y el patrón de tres capas, 
tal y como se explicó en el apartado sobre la especificación. 
También se han tenido en cuenta funcionalidades extra que dotan al juego de más 
calidad, como son los varios tipos de control, la descarga de nuevos idiomas XML con la 
conexión Wifi o 3G y los records para que el propio usuario intente siempre superarse. 
También se ha invertido tiempo a la hora de crear la mecánica propia del juego, que se 
diferencia en gran medida a todos los conocimientos aportados durante la carrera, ya que 
implementar un juego es diferente a implementar una aplicación. 
Por lo tanto, existen diferencias claras respecto al juego original. Una de ellas es la interfaz 
gráfica, ya que no se han usado los mismos gráficos que el original. También la incorporación 
de dos nuevos tipos de controles que podía aportar iPhone juntamente con la posibilidad de 
descargar nuevos idiomas. Por último destacar también una diferencia referente a las pistas. 
En el ComeLetras para iPhone sólo existen pistas textuales, ya que el trabajo de crear 
imágenes para pistas visuales, y el trabajo de  grabar sonidos para pistas sonoras no forma 
parte del objetivo del presente PFC ni tampoco forma parte de un programador. En todo lo 
demás el juego sigue la idea del original.  
El proceso ha sido costoso sobretodo en la parte de búsqueda de información, ya que los 
conocimientos previos sobre la plataforma iPhone, su sistema operativo y su lenguaje de 
programación Objective-C eran nulos. Por lo tanto, este proyecto no solo me ha servido para 
crear el juego ComeLetras, sino también para adquirir una gran cantidad de información y 
conocimiento sobre iPhone que me servirá para futuros proyectos sobre esta plataforma. 
Finalmente, añadir como conclusión que el proyecto ha seguido bastante la planificación 
inicialmente hecha aún teniendo ciertos contratiempos tanto personales como de 
conocimiento del SDK de iPhone. De esta manera se ha podido entregar el proyecto en los 
plazos inicialmente previstos. 
  
  











8. Trabajos Futuros 
Una vez completado el ComeLetras y tal como se explica en las conclusiones, tenemos un 
juego completo, funcional y perfectamente jugable. Pero como todo juego en el mercado 
actual puede verse mejorado con complementos y extras que servirían sobre todo para 
mantener el jugador enganchado y aumentar el valor que este tiene sobre el juego. 
Primeramente, uno de los apartados a mejorar seria todo el diseño gráfico. Actualmente 
usa Sprites y un Mapeado sacados del original Comecocos (Pac-Man). Si en algún momento se 
quisiera subir a la famosa AppStore de Apple para comercializarlo y tener ganancias seria 
obligatorio rediseñarlo para evitar problemas de copyright. También, siguiendo con el aspecto 
gráfico, sería interesante rediseñar las pantallas del menú añadiendo algún fondo con alguna 
imagen y de paso añadir alguna animación a los Sprites. 
Estas mejoras gráficas sólo comportan trabajo de diseño artístico, en cuanto a temas de 
programación, el juego está totalmente adaptado a futuros cambios. Es decir, gracias a 
Cocos2D, podemos cambiar los Sprites, animaciones, fondos, etc. con sólo cambiar el nombre 
del .png que carga.  
Este trabajo artístico y de diseño no lo he llevado a cabo por motivos obvios, no era el 
objetivo del proyecto en sí, y tampoco mis conocimientos de diseño grafico son ninguna 
maravilla. De todas maneras, si se me ofrece un diseño este es fácilmente implementable en el 
juego. 
Por otro lado y fijándonos en un aspecto más centrado en la programación, se podría 
añadir la posibilidad de cambiar el servidor de obtención de los XML. De esta manera, el 
usuario podría cambiar la dirección del servidor por la que él desee y obtener así XML de 
nuevos idiomas. 
Siguiendo el mismo punto anterior, una mejora futura sería ampliar el número de niveles, 
es decir, actualmente son 10 palabras por nivel de dificultad ya que en su momento se 
especificó así, pero gracias a la posibilidad de adquirir nuevos idiomas a través de XML se 
podría permitir la configuración dinámica del número de palabras a completar por nivel de 
dificultad. De esta manera desaparecería la limitación de 10 palabras por nivel y se cambiaría 
por el número que especificase el creador del XML. 
El punto a explotar del juego está sin duda en la obtención de idiomas por internet y la 
posibilidad que el usuario customizara estos para crear idiomas con las palabras que él 
desease. Esto se llevaría a cabo juntando la mejora de cambiar el servidor de obtención de 
XML, y la mejora del parseador y la propia mecánica del juego para que permitiese crear 
listados de palabras con números de palabras dinámicos. Así el usuario podría crear por 
ejemplo el idioma castellano centrándose en poner palabras que fueran tiempos verbales, o 
bien crear su propio idioma inventado como el élfico. Es por eso que también sería necesario 
poner a disposición de los usuarios unos templates  o plantillas del XML para que sirvieran de 
guía. 





Sin ir más lejos, otra de las mejoras que se podrían implementar seria el sonido. Este se ha 
obviado en el presente proyecto debido a la falta de sonidos que poner (ya que seguramente 
se hubiesen copiado los del Comecocos original). Implementar el sonido no tiene complicación 
alguna gracias al Foundation Framework  y al Mediaplayer Framework integrados en el SDK 
que permiten la reproducción de sonidos y videos en múltiples formatos. De esta manera, al 
igual que pasaba con el rediseño de los elementos gráficos, sería necesario la creación de 
sonidos propios para el movimiento del comeletras, el sonido de victoria, etc. 
Añadir por último el abanico de posibilidades que ofrece Apple en cuanto al desarrollo de 
aplicaciones para iPhone/iPod con la posibilidad de colgarlo en la AppStore. Aparte de los 
beneficios que se puedan obtener por cada usuario que comprase el juego también se ofrece 
la posibilidad de actualizarlo sin necesidad de colgarlo otra vez. Así el usuario podría adquirir 
las actualizaciones mediante la AppStore sin necesidad de pagar otra vez por el juego, 
manteniéndolo así contento con la compra del producto.  
Es por eso, que aun habiendo acabado el ComeLetras, este se puede mejorar, y si algún 
día acaba en la tienda de Apple, también se podrá mejorar sin necesidad de colgar otra versión 
de nuevo. 
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Apéndice A: Manual de Instrucciones del ComeLetras 
El juego ComeLetras es un nuevo juego que sigue la línea de los famosos juegos para 
aprender conceptos mientras uno se divierte. El objetivo del ComeLetras es aprender nuevo 
vocabulario, mejorar la ortografía y aprender idiomas mientras uno se divierte jugando. 
ComeLetras consiste en un laberinto por donde tendremos que mover el personaje 
mientras comemos las bolas y las letras distribuidas por todo el laberinto. A su vez existirán 
tres fantasmas que complicarán esta tarea ya que si te comen se acaba la partida. Para facilitar 
la tarea de evitar los fantasmas existen unas bolas más grandes que convierten a los fantasmas 
en presas por un tiempo limitado.  
Durante el transcurso de la partida el objetivo es comer las letras en el orden correcto 
para crear la palabra objetivo definida con una pista o definición. Se dispone de tres vidas por 
palabra, si se pierden todas se pierde la partida, y si se construye la palabra se pasa de nivel y 
se da una nueva palabra a formar de más dificultad. 
Al inicio del juego se muestra el menú principal. Desde allí podemos acceder al menú 
opciones,  cambiar el idioma,  ver los records, o empezar una nueva partida. 
El juego permite varias opciones: 
- Nivel de Dificultad: Fácil, Medio y Difícil. Cuando más difícil más peligrosos son los 
fantasmas. 
- Modalidad:  
o Básica: La palabra a crear se formará con las letras del mapeado 
o Avanzada: Hay una letra más en el mapeado con trampa. Se tendrán que 
comer las correctas sin comer la letra trampa. 
- Control: Explicado en el apartado control más adelante 
- Obtener idiomas: Obtención de nuevos idiomas a través de internet. 
- Guardar Cambios: Guarda los cambios y vuelve al menú anterior. 
En cualquier momento de la partida se puede pausar el juego, desde el menú de pausa 
podemos reiniciar, continuar o salir de la partida. También se pueden cambiar las opciones, 
aunque se tendrá que empezar una nueva partida para que los cambios tengan efecto. 
Controles 
Hay dos tipos de controles para controlar el comeletras, el táctil y con acelerómetros. 
- Táctil: 
El Control táctil sigue el siguiente esquema: 






Figura A - 1. Esquema de controles del ComeLetras 
Los laterales sirven para controlar el comeletras en la dirección deseada. A su vez, la parte 
de arriba y abajo sirven para abrir el menú pausa o ver la pista. Se accede a ellos pulsando dos 
veces consecutivas en la zona. Por otro lado, pulsando el centro de la pantalla se suelta la 
última letra comida por si esta no fuera la deseada. 
- Con acelerómetros: 
La dirección del comeletras se indica según la dirección en la que se inclina el dispositivo 
iPhone/iPod. Para acceder al menú pausa y a la pista se hace igual que en el control táctil. Por 
otro lado, sacudiendo el dispositivo hacia abajo se suelta la última letra comida por si esta no 
fuera la deseada. 
  





Apéndice B: Manual de Instalación 
Toda aplicación para iPhone se suministra en formato .ipa. Un .ipa es una compresión de 
la app ya compilada junto al icono de la aplicación. 
Para instalar el ComeLetras los pasos a seguir son los siguientes: 
1. Abrir el ComeLetras.ipa. Este se añadirá a la biblioteca iTunes del ordenador. 
2. Sincronizar las aplicaciones del iPhone/iPod Touch con la biblioteca. 
3. Jugar al juego. 
En todo caso, el .ipa proporcionado en el CD del documento no se puede instalar en todos 
los iPhone/iPod Touch. Esto es debido a que la creación de este se ha llevado a cabo sin tener 
el certificado de desarrollador de Apple. Este certificado permite crear e instalar los .ipa  de 
forma totalmente legal. 
Para poder instalar el juego siguiendo los pasos anteriormente descritos es necesario ser 
desarrollador de Apple. Una vez conseguido el certificado y la licencia, se puede crear el .ipa  
de manera que pudiese ser instalado en todos los iPhone/iPod Touch mediante distribución 
propia (web, cd, etc.), o bien mediante la App Store.  
Subiendo una aplicación a la App Store se abre la posibilidad de que la demás gente lo 
instale directamente a través de la aplicación propia de iPhone llamada con el mismo nombre, 
la AppStore. 
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Abstract – Game-based learning aims at getting people to 
learn about a certain subject or to acquire certain skills 
by means of playing. Educational games must fulfill both 
recreational and didactic goals in order to succeed. This 
paper introduces a Pac-Man like educational game, 
designed to learn orthography and foreign language 
vocabulary. A brief description of the game is provided, 
together with the results of experimental evaluation. 
Experimental data include subjective opinions about 
entertainment and learning potential credited by the 
students and objective measures of learning 
improvements.  Reported results demonstrate that the 
developed game successfully fulfills the entertainment 
requirements, while achieving a significant learning 
effectiveness. 
 
Index Terms - Game-based learning, orthography, spelling, 
vocabulary, foreign language learning. 
 
INTRODUCTION 
Game-based learning is an attractive option particularly for a 
generation who has grown up digital. The success of game-
based learning experiences relies on two key characteristics: 
an effective pedagogical background and a sound 
entertaining support. Learning effectiveness of the game 
depends directly on the former, but also on the latter, as it 
deeply affects student’s motivation. 
In this paper, an application for game-based 
orthography learning aimed at K-12 students is presented. 
Students make usually a high number of spelling mistakes. 
Traditional spelling exercises tend to be monotonous and 
tedious, which represents a critical handicap for maintaining 
the student’s interest and motivation. Memorizing 
vocabulary in a foreign language raises similar problems.  
The main advantage of game-based learning is student’s 
motivation, achieved thanks to its recreational 
characteristics. It allows the development of repetitive tasks. 
Thus, it constitutes and ideal scenario for practicing 
orthography and vocabulary learning, by doing simple 
spelling exercises of increasing difficulty. 
In order to guarantee the entertaining value of the 
application, it is based on a sound classical game which has 
thoroughly demonstrated it. A version of the popular 
Pac-Man game has been developed, in which the player has 
to form words by picking up letters in order. Different levels 
of difficulty are considered in the game, as well as strategies 
of diverse complexity. The player can be presented the 
letters which form the word with or without an additional 
erroneous one which should be discarded. Certain words can 
have associated textual, visual and/or auditory hints. Besides 
orthography practicing, the game can thus also be applied 
for reinforcing vocabulary either in the native language or in 
a foreign one. 
Experimental evaluation of the game has been done 
over a representative set of students. Subjective 
questionnaires were posed in order to measure the 
entertaining interest of the application and its learning 
usefulness. Pre-test and post-test were also applied for 
measuring objective learning improvements.  
 
RELATED WORK 
Electronic games for education are learning environments 
that try to increase student motivation by embedding 
pedagogical activities in highly engaging, game-like 
interactions [1]. A review of the literature on the 
effectiveness of games versus traditional classroom 
instruction can be found in [2]. 
There exist a huge number of electronic educational 
games, ranging from Mathematics to Language, from 
Biology to Arts. Nowadays, a new generation of games with 
a certain instructional component has just risen and tries to 
spread to a wider audience. Games like “Big Brain 
Academy” are aimed to engage and entertain the user, but 
simultaneously improve their skills. “English Training” for 
Nintendo DS fits the same cluster, but closer to the theme 
presented in this paper. 
As examples of educational games closely related to the 
one presented in this paper, it can be cited MITO [3] and its 
evolution SAMO [4] for learning Spanish orthography, or 
AquaSpelling [5] for learning orthography or just vocabulary 
in different languages. 
 
DESCRIPTION OF THE GAME 
The objective of any educational game is achieving a 
didactic goal while maintaining the entertaining value any 
game is expected to provide.  
When designing this application, the easiest way of 
ensuring its entertaining objective was to adapt an already 
existing funny game. Nevertheless, the didactic part had to 
be carefully introduced, so that both the didactic and the 
recreational goals integrated without jeopardizing each 
other.  
For example, it is known that there is a very close 
relationship between orthography and visual memory. The 
study presented in [6] states that, in orthography, 83% is 
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learnt visually, 11% is learnt by hearing, and only 6% is 
learnt using other senses. Thus, a key design restriction was 
to avoid showing the student wrongly spelled words, 
because he/she could get used to the error and learn them 
incorrectly.   
On the other hand, a game based on question answering 
(a very typical option for educational games) reminds formal 
education testing and evaluations, which could undermine 
the recreational goal.  
Pac-Man was finally selected as the basis for the 
spelling game, because it fulfills the two main requirements. 
It is a well-known, classic, doubtlessly amusing game. 
Moreover, the word-spelling goal fits it naturally, as it is 
explained below. 
Thus, the objective of the game consists on forming a 
word composed of a set of letters scattered across the board. 
The letters must be picked up in order. Once the word is 
completed, it is checked to be correct. If it is, the player 
moves on to the next level (where a new word is posed). 
Otherwise, the same set of letters is showed again to get the 
word repeated. This design integrates the pursued didactic 
goal while respecting the principles of the original game and 
minimizing the interference with the entertainment 
approach. 
The game was initially planned for learning Spanish 
orthography. Thus, it provides a set of orthographic rules as 
a help for the player. However, it can be easily applied to the 
practice of spelling in any other language, just by simply 
changing the set of words to be posed (corresponding rules 
could be added to the help pages, if needed). Besides, the 
game operation fits perfectly for learning vocabulary too 
(usually of a foreign language).  
Two alternative spelling options are considered. The 
basic one shows just the set of letters the word is composed 
of, dispersed across the board. In the advanced one, an 
additional wrong letter is added in order to force the player 
to discard it and choose the correct one. The former option is 
simpler, and can also be used for learning vocabulary (either 
in the mother tongue or in a foreign language). The latter is 
more complicated and can be used for practicing doubtful 
spelling difficulties. It is remarkable that even in the latter 
case, the player is not shown an incorrect word, because the 
letters are disordered, fulfilling the design requirement 
related to avoiding visual learning of misspellings.    
Figure 1 shows an example where the player should 
form the past tense of the verb “forget” (“forgot”); in this 
case only the letters which the word is composed of are 
shown, with no additional distracters. 
The player can be given hints if needed for guessing the 
word. Visual, auditory and textual hints are associated with 
each word, as clues for helping the player to guess it. Visual 
hints usually consist on an image of the concept represented 
by the word. Auditory hints typically consist on the 
pronunciation of the word itself (which helps not only to 
guess the word but also to get the phonetic in case of 
working with a foreign language). Finally, textual hints offer 
an explanation of the word to guess or the translation of such 
word if it corresponds to a foreign language.  
All the information for each word (the word itself, 
potential distracters, as well as the references to help hints) 
is stored in a data file containing the list of words to be 
posed. The game admits different lists of words, which can 
correspond to different didactic objectives, levels of 
difficulty or languages. The teacher himself can provide new 
lists easily, just following a simple format.  
When the game ends, the player chooses whether to try 
it again or close the application. In the former case, the same 
sequence of words solved during the previous game is posed 
again. This strategy is intended to reinforce learning by 
means of repetition, but could turn out to be disappointing. 
When restarting a new game after closing the application, 
this strategy does not apply and the words are selected again 
randomly. 
In summary, the game can be used for practicing 
spelling difficulties, learning vocabulary, practicing a 
foreign language or even reinforcing basic reading and 




FIGURE 1  




Experimental evaluation of the game has been done over a 
sample of 24 representative students. Subjective 
questionnaires were posed in order to measure the 
entertaining interest of the application and its perceived 
learning usefulness. A pre-test and a post-test were also 
applied for measuring objective learning improvements.  
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The sample was composed of the students attending 
English (as foreign language) classes in a private English 
school. Classes are scheduled in two sessions per week, of 
one hour each, on alternate days (Mondays-Wednesdays, or 
Tuesdays-Thursdays). Children are organized in small 
groups of homogenous age and level.  
Figure 2 shows the percentage of males and females in 
the sample, which is fairly balanced. Figure 3 shows the 
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Experimental evaluation was developed along a week, 
comprising two sessions of one hour each, according to the 
following phases: 
• Introduction: First, students were explained the 
objective of the activity as well as basic instructions 
about playing the game.  
• Pre-test: Second, they were posed an individual test, 
composed of the list of words included in the game.  
• Game playing: Next, students interacted freely with the 
game, solving the different words they were posed. In 
this step, teacher assistance was available answering 
doubts about the word to solve or the game itself. Some 
students played individually but others played in 
couples, sharing the computer due to the lack of enough 
equipments for all of them. This task was divided 
among both sessions. 
• Post-test: After playing, the test was repeated in order to 
check achieved learning improvements.  
• Survey: Finally, students fulfilled an individual 
subjective questionnaire which collected their opinion 
about the activity, the game, amusement and perceived 
learning usefulness. This task was completed in an 
additional session during the week following the game 
activity. 
 
The activity focused on learning irregular verbs, in 
particular, past tense of irregular verbs. Some groups had 
already started to learn them, thus the game was considered 
as reinforcement. And some others hadn’t started that topic 
yet, the game being considered as a mean of introducing a 
new topic in this case.  
 
I. Survey for subjective evaluation 
Students were posed individual subjective questionnaires in 
order to evaluate the degree of amusement and subjective 
learning achieved by the game.  
The survey included demographic data, such as the age 
and the English level of the student, as well as opinion 
questions, such as how funny was the game or whether they 
would recommend it to their friends.  
 
II. Objective evaluation of learning effectiveness 
A pre-test and a post-test were also applied for measuring 
objective learning improvements. Both tests consisted on the 
list of 24 verbs that could appear in the game. The teacher 
told the meaning of the verb in Spanish (the mother tongue 
of the students) and the students had to write down its 
infinitive, its past simple tense and its past participle in 
English.  
Due to the organization of the tests, there is no need of 
an independent control group composed of different 
students. Both the pre-test and the post-test are composed of 
the set of 24 verbs that could appear in the game. However, 
only a part of such verbs would actually be practiced when 
playing, randomly selected for each student. In consequence, 
for each student it can be compared the results both for 
words practiced with the game to the ones which the game 
was not used with.  
 
RESULTS 
I. Results of subjective survey 
In general, students’ opinions about the game were very 
positive. Figure 4 represents the distribution of the degree of 
amusement of the game, according to students’ opinions, 
ranging from 0 (very boring) to 10 (very funny). Only a 
minority of the students evaluated negatively the game. Part 
of the students scored the entertaining potential of the game 
as intermediate. And the statistical mode of the distribution 
corresponds to the maximum value. As expected, most 
students preferred using the game instead of classic methods 
like studying lists of words. 
Most common critiques referred to the repetition of the 
same words as boring. Several students would have 
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preferred the Spanish version of the game, probably because 
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FIGURE 4  
EVALUATION OF THE DEGREE OF AMUSEMENT OF THE GAME 
 
II. Objective evaluation of learning effectiveness 
Table I summarizes the average results for the pre-test and 
post-the test. Most participant students hadn’t started to 
study past tense of irregular verbs, which explains the low 
number of correct answers. 
 
TABLE I 
AVERAGE TEST RESULTS 
 Pre-Test Post-Test Increase 
Average Number of Correct Answers 








As a first conclusion, in average, students have 
undergone a significant progress after playing with the 
game, as it can be deduced from the data.  
Improvements ranged typically from one to five, with a 
maximum of eight answers correctly answered in the post-
tests and failed previously in the pre-test. Only two students 
out of 24 (8.3%) did not achieve a better score in the post-
test with respect to the pre-test: one student got a worse 
score in the post-test, with one failure more; and another one 
got exactly the same score. Figure 5 represents the histogram 
of the increase of correct answers in the post-test, compared 
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FIGURE 5  
HISTOGRAM OF INCREASE OF CORRECT ANSWERS (POSTTEST – PRETEST) 
 
Real learning effectiveness of the game can be 
evaluated by comparing the detailed results of each student, 
related to the set of words he/she actually played. As stated 
before, there is a general improvement in the post-test, 
compared to the pre-test scores. However, the progress is 
clearly stronger when only the words the student actually 




















Words played Words not played Average
 
 
FIGURE 6  
EVOLUTION OF THE AVERAGE PERCENTAGE OF CORRECT ANSWERS: 
COMPARISON BETWEEN PLAYED WORDS AND NON-PLAYED WORDS 
 
Table II details the average results for pre and post tests, 
and the corresponding improvement, distinguishing two 
subsets of words for each student: words actually practiced 
with the game, and words that were not practiced with the 
game by the student (which act as control reference). 
 
TABLE II 
AVERAGE TEST RESULTS:  
COMPARISON BETWEEN PLAYED WORDS AND NON-PLAYED WORDS  
 Pre-Test Post-Test Increase 
Percentage of Correct Answers for 
Words Practiced by the Student  
 
Percentage of Correct Answers for 















III. Experimental observation 
Apart form the subjective survey and the objective tests, 
experimental observation of students’ activity revealed also 
valuable information. 
As explained before, when the game ends, the player 
chooses whether to try it again or close the application. In 
the former, the same sequence of words solved during the 
previous game is posed again (when restarting a new game 
after closing the application, this strategy does not apply and 
new words are selected again randomly). This retry strategy 
is intended to reinforce learning by means of repetition. As a 
drawback, it was observed to be a bit discouraging and even 
boring, for the students.  
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Older students seemed clearly less interested and 
seemed to enjoy less playing the game that younger ones. 
Students’ age should be carefully considered prior to 
introduce the game in an educational context.  
On the contrary, younger students tended to extend the 
playing lapse; even a complete group kept playing beyond 
the exit time until their parents forced them to leave. This 
seems a valuable qualitative indicator of the motivational 
and entertaining potential of the game. 
 
CONCLUSIONS AND FUTURE WORK 
Electronic educational games are learning and recreational 
environments that try to increase learner motivation by 
embedding pedagogical activities in highly enjoyable 
interactions [4]. This kind of applications is particularly 
interesting for learning activities which involve routine and 
repetitive tasks, because students need an extra motivation in 
order to successfully complete them. Orthography and 
spelling learning, as well as memorizing new vocabulary, 
can be classified in this group.  
In this paper, an educational game for reinforcing 
orthography and vocabulary learning has been introduced. 
Based on the popular Pac-Man, experimental evaluation has 
proved its entertaining potential as well as its learning 
effectiveness.  
As for future work, it is planned to integrate a student’s 
knowledge model, for intelligent selection of the most right 
word to present. Intelligent selection of words should also 
consider motivational aspects, maintaining a balance 
between the convenience of repetition for reinforcing 
learning and the risk of boredom. Thus, a memory model, 
for simulating student’s forgetting of already known 
concepts and words along time would be the next step.  
Also, an interface for facilitating the insertion of new 
lists of words and the edition of existing ones would be 
useful. It would allow the students themselves to freely 
adapt the game to their specific needs.  
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