I. INTRODUCTION
Information systems are providing an increasing amount of processed data both to computer experts and to a larger community of ordinary users. In these complex information systems, databases are usually designed, created and modified by computer professionals, but there are also ordinary users whose job requires access to databases specifically for extracting information. Towards this aim, special purpose languages have been defined, called query T. Catarci and G.Santucci are with the Dipartimento di Informatica e Sistemistica, Università di Roma "La Sapienza", Via Salaria, 113 -00198 Roma -Italy, e-mail: [catarci/santucci]@infokit.dis.uniroma1.it.
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languages. Until now, the most widely used database query languages were actually programming languages [26] .
Recently, the growth of the class of database users, including more and more non-expert and casual users, has motivated the development of easy-to-use query languages that are part of friendly interfaces for databases. Since most people interacting with computers see only the interface of a system, the rest can be considered a black box they do not need to deal with. Therefore, the interface becomes a very important component of a software system. In practice, the design of a good interface is very critical for a broader diffusion of the computer technology.
Visual Query Languages (VQLs) are query languages based on the use of visual representations to depict the domain of interest and express the related requests. The visual representations are primarely characterized by the underlying visual formalisms (see [27] ), namely forms, diagrams, and icons. Systems implementing visual query languages are called Visual Query Systems (VQSs) (a survey is in [4] ). They include both a language to express the queries in a visual form, and a variety of functionalities to facilitate human-computer interaction. As such, they are oriented to a wide spectrum of users who have limited technical skills and are generally unaware of the inner structure of the accessed database.
Existing VQSs are usually limited to interfacing databases expressed in a single model using a specific representation and interaction paradigm. This approach significantly restricts the database user. On the one hand, the possibility of interfacing several DBMSs, each one based on a different data model, could be particularly important for users who want to access heterogeneous databases through an integrated environment. On the other hand, the availability of several representations as well as interaction paradigms, each one with different characteristics and advantages, could help both the naive and experienced users to interact with the system. With regard to representations, icons may well evoke the objects present in the database, while relationships among them may be better expressed through the links of a diagram, and collections of instances may be easily arranged into a form. The interaction paradigms also depend on the visual representations. Indeed, in the existing VQSs, queries on diagrammatic representations are mainly expressed by following links, form-based queries are often performed by filling forms with prototypical values [5] , and iconic queries can be constructed by spatially composing primitive icons [17] . It will be better to have a single interface offering different interaction mechanisms for expressing a query, depending on both the experience of the user and the kind of the query to be formulated. Moreover, the selection of the appropriate interaction paradigm could be made with reference to a user model that describes the user's interests and skills [42, 18] . Such a model should be dynamically maintained according to the past history of the interactions.
In this paper we overcome the above described drawbacks of existing VQSs, by proposing a framework for visual access to databases, which provides the user with the possibility of both switching among different visual representations to exploit their unique features and accessing databases expressed in different models. We propose to use a common underlying model, namely the Graph Model (GM) [13, 14] , which is powerful enough to represent the databases expressed in the most common data models. Graph Model DataBases (GMDBs) can be queried by means of a multiparadigmatic interface. The semantics of the query operations as expressed in the various representations is uniformly defined in terms of the Graphical Primitives (GPs) [14] . Such a formal approach permits us to define the concept of "atomic query", which is the minimal portion of a query that can be transferred from one interaction paradigm to another and processed by the system. In order to allow the user to switch among the paradigms, while still obtaining a consistent result, the expressive power of the different query representations must be mutually coherent. In principle, the user can access the database by means of any interaction paradigm. However, the system helps the user by suggesting the more appropriate interaction paradigm as well as the visual representation, according to the user model. The proposed user model is specifically tailored to database users and consists of three components: the class stereotype, the user signature, and the system model. The paper is organized as follows. Section II provides the background and motivations of the present work; in particular, the concept of multiparadigmatic interaction is clarified, and the classes of queries we are interested in are discussed. Section III describes the system architecture, whose main components are the GMDB & Query Manager, the Visual Interface Manager, and the User Model Manager. Section IV introduces the Graph Model and the associated Graphical Primitives, and then describes the GMDB & Query Manager. In Section V we present the Visual Interface
Manager and show how a GMDB can be represented by means of the basic visual representations, namely formbased, diagrammatic, iconic and hybrid. Furthermore, for each visual representation, we describe the basic visual query mechanisms and specify their semantics in terms of the GPs. The notion of atomic query is then introduced.
The User Model Manager is described in Section VI, where the structure of the user model and experimental results on user model construction are presented. Conclusions are drawn in Section VII. Finally, the Appendix contains the Lemmata used throughout the paper together with the proof sketches.
II. BACKGROUND AND MOTIVATIONS
In a database querying environment, a single interaction paradigm cannot be effective for all user classes and tasks [2] . Moreover, the same user may find one paradigm more appropriate than another for expressing different queries, or the user may want to explore different visual representations during query formulation to find the most intuitively meaningful and helpful one. In order to satisfy these needs, we introduce the concept of multiparadigmatic interaction, which is discussed in Section II.A. A distinguishing feature of our approach is the possibility offered to the user to switch from one paradigm to another while querying a database, and still obtaining a consistent result.
For this purpose, it is essential to ensure a mutually coherent expressive power of the different query representations.
This aspect is discussed in Section II.B.
A. Multiparadigmatic Interaction
A database is defined in terms of a data model, i.e. a set of structuring mechanisms for organizing the reality of interest, so that it can be processed by a database management system. In order to be perceived by a user, the structuring mechanisms of the data models have to be expressed in terms of a representation. In this paper we concentrate on visual representations, namely those based on the use of visual formalisms for communicating the relevant database concepts. The basic visual formalisms include: forms, diagrams, and icons, whose main characteristics are detailed in [7] . Similar to the data model structuring mechanisms, query language operators have to be represented in some way in order to formulate the query. For example, given a query described in relational algebra, we may state the query in terms of several representations, e.g., filling some fields in tables representing the relations, or following paths in a hypergraph. In this case the table and the hypergraph are two possible representations associated with the relational database [4] . Several visual representations may be defined, based on the use of either a specific visual formalism or a combination of them, as illustrated in the following.
Form-based representations are the first attempt to provide the user with friendly interfaces for data manipulation.
They are usually proposed in the framework of the relational model, where forms are actually tables. Their main characteristic consists in visualizing prototypical forms where queries are formulated by filling appropriate fields. In systems such as QBE [43] , only the intensional part of relations is shown: the extensional part is filled by the user in order to provide an example of the requested result. In more recent form-based representations both the intensional and the extensional part of the database can be manipulated by the user.
Diagrammatic representations are widely used in existing systems. Typically, they represent the various types of concepts available in a model with different visual elements. Diagrammatic representations adopt as typical query operators the selection of elements, the traversal on adjacent elements and the creation of a bridge among disconnected elements.
The iconic representation uses sets of icons to denote both the objects of the database and the operations to be performed on them. A query is expressed primarily by combining icons. For example, icons may be vertically combined to denote conjunction (logical AND) and horizontally combined to denote disjunction (logical OR) [17] . In order to be effective, a proposed set of icons should be easily understandable by most people.
The hybrid representation is a combination of the above representations. Often, diagrams are used to describe the database schema, while icons are used either to represent specific prototypical objects or to indicate actions to be performed. Forms are mainly used for displaying the query result.
All the above representations present complementary advantages and disadvantages. In existing systems, only one type of representation is available to the user. An effective database interface should supply multiple representations, in order to provide different interaction paradigms. The most appropriate interaction paradigm can be suggested by the system to the user who has, at any moment, the possibility of choosing any other one. To avoid a mental overload to the user when shifting among interaction paradigms, we propose to employ a common metaphor for achieving fully integrated representations. For example, the iconic representation uses icons for displaying entities stored in the database. An E-R diagram uses labeled rectangles for indicating entities of the database. The labels in these rectangles could be the icons used in the iconic representation for indicating the same objects, so that the conceptual model for the same entity in two different representations is also the same.
The "switching" among different interaction paradigms could be achieved by using several windows that are simultaneously present (spatial differentiation), or windows that succeed one another (temporal differentiation).
Appropriate metaphors can be employed to facilitate this switching. For example, we can display several windows on the screen: one main window and several smaller ones. The main window shows the visual representation related with the interaction paradigm which the system evaluates to be the most appropriate for the current user. The smaller windows supporting different visual representations provide other interaction paradigms (see Fig. 2 .1) selectable by the user.
B. Query Classes
One of the main features of our approach is the possibility for the user of switching from one paradigm to another during the process of query formulation, while still obtaining a consistent result. In order to do this, the expressive power of the different query representations should be mutually coherent. In particular, we concentrate on the class of conjunctive queries (select-project-join), which are used in most cases by the majority of users [16] . Such queries focus on one or more classes of objects, select a subset of their instances and properties, and reach other classes through shared properties. ... It is worth noting that these queries, although at a low level in the query hierarchies (see [15, 11] ), are generally considered as fundamental components of more complex queries. This is true both from the data model and the usermodel point of view. Indeed, in recent works on deductive and object-oriented databases, conjunctive queries are considered the basic step to achieve a well-founded expressive power. For instance, in [29] it is shown that in deductive databases, for every linear recursive Horn clause, there is a unique underlying nonrecursive clause that corresponds to it, which is a conjunctive query. So, conjunctive queries are fundamental for the foundation of the further extensions of query languages such as Datalog and stratified Datalog [41] . On the other hand, in objectoriented data models the operations are encapsulated inside the objects, and therefore data retrieval is obtained in most cases by following the paths in the database that are implicit in the class structure. It is easy to see that following such paths corresponds to performing a sequence of implicit joins, as shown in [33] , where it is also highlighted that queries involving selection, projection, and such an implicit join are those closer to the object-oriented philosophy, while set-operations between different classes have to be admitted in object-oriented query languages in order to reach the expressive power of the relational algebra, which is still a benchmark in present query languages. Recent proposals aim at reintroducing the associative access in object-oriented query languages, which corresponds again to a join operation, for allowing arbitrary comparisons among (parts of) objects [3, 39] .
Query Area
The above considerations are primarily concerned with the theory of the query languages. When accessing the database, the user does not know which kind of query is performing. This is particularly true in object-oriented query languages, where joins my be hidden in object internal paths. However, conjunctive queries abstract a set of requests commonly made by casual users (see [16, 31, 40] ) and therefore, means for asking such queries should be provided by any interface. For this reason, every query representation provided in our multiparadigmatic environment should allow the user to express at least the conjunctive queries in every data model, without the user being aware of what queries belong to a certain query class.
This requirement does not prevent us from taking into account certain particular paradigms which permit to express queries other than conjunctive, and even more than first order (see [1] for a diagrammatic interface allowing for expressing transitive closures). This derives from the fact that not all the visual representations have been recognized to be equally effective for representing certain types of operators (as discussed also, from a theoretical point of view, in [11] ). The choice of conjunctive queries is further motivated by the consideration that such a class is the largest one that can be effectively expressed in all kind of visual representations. Note, however, that the GPs are inherently more powerful, because they can express at least the first order queries, independently from the underlying data model (see [14] ).
Some existing VQSs have more expressive power than conjunctive queries (see, e.g. [1, 22, 24, 35, 37, 23, 36] ).
However, while the main goal of the above papers is to present a single visual query language based on a specific visual representation and often tailored to a specific class of users, the main strength of the present work is in the formulation of a multiparadigmatic environment, where the user is provided with several visual representations and has the possibility of switching among them.
III. THE SYSTEM ARCHITECTURE
The considerations discussed in Section II led us to propose a system with the following basic features: -A graph-based formalism for representing and querying databases. This formalism is suitable to give a precise semantics to complex visual representations and is general enough to formalize, in principle, a database expressed in any of the most common data models (see [14] ). The querying primitives of the formalism, although constituted solely by two elementary graphical actions, namely the selection of a node and the drawing of an edge, are at least as expressive as the relational algebra.
-A visual interface, built on the basis of the above formalism, providing the user with different visual representations and interaction mechanisms together with the possibility of switching among them. All the different visual representations allow one to express at least the class of conjunctive queries.
-The definition of two suitable sets of translation algorithms, one for translating a database expressed in any of the most common data models into a GMDB and one devoted to implement the consistent switching among different visual representations during query formulation.
-The construction and the management of an effective user model, which allows the system to provide the user with the most appropriate visual representation according to his or her skill and needs.
In Fig. 3 .1 the architecture of the proposed system is shown. The system consists of a Visual Interface Manager, a User Model Manager, a GMDB & Query Manager, and one or more underlying Database Management Systems. The kernel of the system consists of the three managers that are cooperating processes. The Visual Interface Manager is capable of supporting multiple data representations (form-based, iconic, diagrammatic, and hybrid) and the corresponding interaction modalities. For each underlying database a window is available, which can be further subdivided into several child windows, each one displaying the database according to a specific visual representation (see Fig. 2.1) . Based upon the user model provided by the User Model Manager, the Visual Interface Manager selects the visual representation most appropriate for the user. Such a representation is displayed in the primary child window. The query output, such as text, data or image, appears in a separate child window, as shown in Fig. 2 is translated into an internal Graph Model DataBase by the GMDB & Query Manager, using the mappings defined in [13, 14] . Finally, the GMDB & Query Manager translates the visual queries into queries that can be executed by the appropriate Database Management System. Equivalent queries may be expressed using the different interaction modalities associated with the visual representations. As mentioned in Section II, each visual representation of the database determines the representation of the query language operators. The semantics of the query operations is formally defined in terms of the GPs [14] .
Such a formal approach allows us to define the concept of "atomic query", which is the minimal portion of a query that can be translated from one representation to another and processed by the system. In the following sections, each system component will be described in detail.
IV. THE GMDB & QUERY MANAGER
The proposed system allows the user to access several databases expressed in terms of different models through a uniform multiparadigmatic interface. To accomplish this, a unifying data model, namely the Graph Model, is used as common underlying model. The GMDB & Query Manager maps a generic database into a corresponding Graph Model DataBase (GMDB). The GMDBs are queried through the above interface (see Section V). The semantics of the query operations is formally defined in terms of the Graphical Primitives. The GMDB & Query Manager translates a set of Graphical Primitives, forming a query on a GMDB, into an appropriate query for the corresponding DBMS.
The generality of the GM structures allows for expressing databases, defined in terms of both value-oriented and object-oriented models, as GMDBs. For instance, the mapping from an object-oriented database to the corresponding GMDB, as well as the mapping from a relational database to the corresponding GMDB are defined in [14] , together with the proof that the class of queries computed by the Graphical Primitives contains the class of queries computable by the Relational Algebra.
In the following, we review the basic concepts underlying the Graph Model (Section IV.A) and the Graphical Primitives (Section IV.B). We first introduce the syntax and the semantics of the Graph Model in terms of the notion of Typed Graph and Interpretation. Then, we define a suitable language for posing Constraints on the elements of the Typed Graph. Moreover, in Section IV.C we introduce D @ , a particular GMDB that can be automatically built from any GMDB D, and that contains exactly the information requested by the user applying a set of Graphical Primitives to D. Finally, the concept of admissible GMDB is presented.
A. The Graph Model
A Graph Model DataBase D is a triple <g, c, m>, where g is a Typed Graph, c is a set of Constraints, and m is an Interpretation. The schema of a database, i.e. its intensional part, is represented in the Graph Model by the Typed Graph and the set of Constraints. The instances of a database, i.e. its extensional part, are represented by the notion of Interpretation.
The Typed Graph represents the intensional level of a database in terms of classes and relations (here called roles), in the tradition of semantic and conceptual data models [28] , as well as frame-based knowledge representation formalisms [10] . A class is an abstraction of a set of objects (called instances of the class) with common characteristics, and a role among classes C 1 ,...,C n represents associations among objects that are instances of the classes C 1 ,...C n . Moreover, the Typed Graph inherits two characteristics of the object-oriented database approach.
First, a distinction is made between abstract and concrete (also called printable) classes. The former represent sets of objects denoted simply by object identifiers, whereas the latter represent sets of objects that are actually values of distinguished domains (integers, reals, characters, etc.). Second, a special relation (called ISA) can be established between the classes of a Typed Graph, in particular by using the Constraint language (see later). The fact that the classes C 1 and C 2 are related by the ISA relation means that every instance of C 1 is also an instance of C 2 . The importance of the ISA relation in representing knowledge is stressed in many papers (see, for example, [9] ), and stems from the fact that it allows a modular approach to schema design, based on the inheritance of properties.
Formally, the Typed Graph is a labeled graph, where the set of nodes is partitioned into two sets, one representing classes, and the other one representing roles. The arcs connecting class-nodes to role-nodes represent the links between classes and roles. In particular, the fact that the role-node n is linked to the class-nodes n 1 ,...,n q reflects the fact that n represents associations among the instances of the classes corresponding to n 1 ,...,n q . The set of classnodes is in turn partitioned into the set of printable class-nodes (concrete classes), and the set of unprintable nodes (abstract classes). The precise definition of Typed Graph is as follows.
Definition (Typed Graph) A Typed Graph g is a tuple: g= < N, E, l 1 , l 2 , f 1 , f 2 , f 3 > where:
-N = N C ∪ N R is the set of nodes; N C is the set of class-nodes, and N R is the set of the role-nodes. Moreover, N C is partitioned into N Cp , the set of printable class-nodes, and N Cu , the set of unprintable nodes.
-E ⊆ N × N is the set of edges; -l 1 is the set of node labels; -l 2 is the set of edge labels, including a special label T (corresponding to the true value); -f 1 is a total bijectional function from N to l 1 ; -f 2 is a total function from E to l 2 ; -f 3 is a total function mapping each node to one value in {unselected, selected, displayed}.
fi
The labels in l 1 are simply node names (i.e., names of both classes and roles), whereas the edge labels in l 2 represent either set-oriented operations or boolean expressions, and are used in the process of query formulation (see Section IV.B).
In the rest of the paper we denote with AD{n 1 ,...,n k } the set of nodes adjacent to a given set of nodes {n 1 ,...,n k } minus {n 1 ,...,n k }. Also, we call initial GMDB a GMDB D where the following conditions hold:
1. the function f 3 (n) = unselected for each n ∈ N; 2. f 2 (<n,q>) = T for each <n,q> ∈ E;
Finally, let us turn our attention to the notion of Interpretation, which is used for characterizing the instances of the database. An Interpretation for a Typed Graph g is a function mapping the printable class-nodes of g to a subset of the set of elementary printable values, the unprintable class-nodes to a subset of the set of elementary unprintable values, and the role-nodes to a subset of a set of structured objects, defined as the smallest set containing the set of elementary values and all the possible labeled tuples (of any arity). In particular, given a role-node n, its Interpretation is constituted by a set of tuples whose arity is equal to the number of class-nodes adjacents to n, and each component is labeled with the label of one adjacent class-node and takes its values in the corresponding Interpretation. We write <l 1 :t 1 ,...,l m :t m > to denote a generic labeled tuple with m components.
In our model several types of constraints may be specified by means of a Constraint Language, which allows for representing the basic features of the most widely used models (see [14] for more details). A suitable subset is represented by the ISA and the ATLEAST and ATMOST constructs. The ISA construct allows for representing subclassclass relationships; the ATLEAST and ATMOST constructs permit expressing cardinality constraints. Such constructs are graphically represented in a Typed Graph as shown in Figure 4 .1(a), i.e., an arrowhead edge for the ISA relationships, and a pair of numbers between brackets for the cardinality constructs 2 . Moreover, we indicate with circles the role-nodes, with squares the unprintable class-nodes, and with rectangles the printable class-nodes.
An example of using the Graph Model, in order to model the information concerning persons, employees, and cars, is shown in Fig 
B. Fundamental Graphical Primitives
In this section we recall the Graphical Primitives (GPs), first introduced in [14] . The main idea is to express any query-oriented user interaction with a database in terms of two simple graphical operations: the selection of a node and the drawing of a labeled edge. The former is the simplest graphical operation available to the user, and corresponds to changing the state of a node. The latter is the linkage of two nodes by a labeled edge, and corresponds to either restricting the node interpretations according to the rules stated in the label or performing a set operation on them. We show in [14] that, by the composition of these simple mechanisms, all the phases of the query formulation may be accomplished.
We assume that several overlapping views of a database may be used during query formulation. In order to build such views, we introduce the DUPLICATE function.
The function DUPLICATE k (D), where D = <g,c,m> is a GMDB, results in a new GMDB D k = <g k ,c k ,m k > (the k-copy of D, where k is a numerical index) which has the same Interpretation and Constraints as D, but whose Typed
Graph differs in the set of node labels. In particular, the node labels of D k are obtained by concatenating the string "k" to the node labels of D.
The Selection of a node n in D, denoted by s(D,n), is used for both transforming the original graph g into a graph
g' and determining the structure of the final result. It works by changing the state of the specified nodes from unselected to selected and displayed.
The drawing of a labeled edge in D, denoted with e(D,f,n,q), can only be applied when no edge between n and q is in D. Its effect on the database D depends on the label f, which may be a boolean expression, "≠", or a set-oriented operation. In the following, we focus only on the first two cases, since the third one is out of the scope of the present paper 3 
C. Admissible GMDB
We have seen in the previous subsection that the result of applying a GP to a GMDB is again a GMDB. We now describe how to associate with such a GMDB D a new GMDB, called D @ , denoting the information content of the query performed on D. We also provide necessary and sufficient conditions on D in order for D @ to contain a non empty set of nodes, i.e., to be admissible. The process of building D @ , which is out of the scope of this paper, is detailed in [14] . Roughly speaking, D @ is a GMDB composed by a unique unprintable class-node linked, by means of binary role-nodes, to a set of printable nodes, corresponding to the ones set to "displayed" in D. The Interpretation of the above binary role-nodes is computed in two logical steps: in the first step all the selected role-nodes of D are joined together giving the meaning of a fictitious n-ary role-node; in the second step such a meaning is suitably projected on the binary role-nodes of D @ , taking into account the restrictions specified in the labels of the edges drawn during the query phase.
Note that, depending on the structure of the GMDB D, the result database D @ may have an empty set of role-nodes.
In this case we say that D is not admissible, otherwise we say that D is admissible (see Lemma 1 in the Appendix, which specifies the constraints a GMDB must satisfy in order to be admissible). Informally, in order to be admissible, a GMDB must contain at least one displayed role-node and each displayed role-node must be linked to at least two (selected or displayed) class-nodes. Moreover, if there exists at least one unprintable class-node adjacent to the role-node, this has to be set to "displayed". The first constraint ensures us that the result will contain at least one role-node. The second one is needed in order to exactly specify the involved class-nodes: in the most general case a role-node is linked with several class-nodes and we need to identify the subset of them we want in the final result.
Concerning the unprintable class-nodes, the specification of those involved is crucial when one of them is parent of other class-nodes. In that case, according to the definition of the result database, choosing a child node results in a (possible) restriction of the Interpretation of the role-nodes linked to all its ancestors. Finally, it is necessary to know which printable class-nodes (if any) have to be included in the final result.
The notion of admissible GMDB is at the basis of the concept of the atomic query, as described in Section V.
V. THE VISUAL INTERFACE MANAGER
The Visual Interface Manager is the system module that handles the different visual representations associated with the GMDBs and the corresponding interaction paradigms. The system proposes the interaction paradigm most appropriate to the user skills and needs on the basis of the stored user model. At any moment, the user has the freedom of shifting to anyone of the available interaction paradigms. In order to maintain the state of the query consistent, the switching is allowed only when the query has an unambiguous semantics in terms of Graphical Primitives. To this aim, the concept of atomic query is introduced.
In this section we show how a GMDB 4 can be represented by means of the basic visual representations, namely form-based, diagrammatic, iconic and hybrid. Moreover, for each visual representation we introduce the basic visual query mechanisms. We give in the Appendix the details of the switching algorithms for the form-based representation, while we refer to [12] for the remaining ones. Finally, the notion of atomic query is described.
A. Form-based Representation
A form can be seen as a rectangular grid whose components may be any combination of cells and groups of cells Finally, a node n is randomly chosen from INIT, a form t 2 is created with a header corresponding to FirstClass and a suitable function is called with actual parameters t 2 , FirstClass, and n, so as to appropriately complete t 2 . The pair <t 1 , t 2 > is then returned as the result, after removing from t 2 the header corresponding to FirstClass.
Since the Visual Interface Manager must allow the switching between the different visual representations, a translation mechanism from the form-based representation to the Typed Graph and Constraints is also needed.
In The first mechanism allows the user to select the concepts he or she is interested in, and corresponds to selecting nodes in the Typed Graph. The second mechanism allows the user to put conditions on the previously selected concepts. More precisely, it is possible to specify the nodes which have to appear in the final result by writing the string "P" in the cell below the header corresponding to the desired node. Also, it is possible to fill the cell either with a comparison operator and a string (this conforms to the change of label on the edge linking the two nodes specified in the headers over the cell) or with a variable name (possibly preceded by operator). In this second case, a second cell containing the same variable name must exist; under such a hypothesis, this operation corresponds to the drawing of a labeled edge between the suitable nodes in the Typed Graph. The third mechanism simply allows for generating a view of a subform, corresponding to a new database view. The formal semantics of the above operations can be found in the Appendix.
Besides the mapping from FVMs to GPs, our system also needs a mapping from GPs to FVMs. In general, there does not exist a unique way to map GPs to FVMs. However, Lemma 3 in the Appendix ensures us that, under certain admissibility conditions, such a mapping always exists, and, applied to a set of GPs q, returns a set of FVMs q', such that, assigned as input to the above mapping from the FVMs to the GPs, results into q itself.
In Fig. 5.1 we show an example of query formulation in the form-based representation and the corresponding Graphical Primitives on the Typed Graph. We assume that the underlying GMDB is as in Fig. 4 .1. The query is:
"List the plate numbers of the cars owned by employees having a salary greater than $ 100,000, together with the employees' names". 
B. Diagrammatic and Iconic Representations
In this subsection we deal with two other basic visual representations, namely the diagrammatic and the iconic ones. The former, based on the concept of diagram, is the closest to the Graph Model, which is intrinsically based on a graph-theoretical structure. The same holds for the Graphical Primitives, which basically are simple graph manipulations. For the sake of simplicity, in our system we have chosen as diagrammatic representation the one shown in Fig. 4 .1(a) and as visual query mechanisms the Graphical Primitives themselves. Obviously, more complex representations may be easily derived. For this reason, we do not delve into more details of the diagrammatic representation in the following.
While diagrams are particularly effective in representing the relationships existing between concepts, which are directly mapped into correspondences among the diagram elements, icons are powerful in resembling objects of the real world having an intrinsic visual representation. Indeed, an icon can be defined as a segmented, stylized image, which transmits to the user an implicit message or information assigned by the designer. The iconic representation is obviously based on the use of icons.
In the following we describe an equivalent iconic representation for a GMDB. The interested reader can find the detail of the switching algorithms and the Lemmas analogous to Lemmas 2 and 3, with their proofs, in [12] . The basic idea is to represent the nodes of the Typed Graph by icons, and the edges between nodes by boxes containing icons. Each box is characterized by an owner icon, which identifies it. In particular, we have a two-level box structure, where the owner of the external box is an icon corresponding to an unprintable class-node n of the Typed The first mechanism corresponds to selecting nodes in the Typed Graph, and allows the user to identify the concepts he or she is interested in. The second mechanism corresponds to displaying nodes in the Typed Graph, and is provided for specifying the objects to be included in the final result. The last two mechanisms are used for specifying conditions on the selected objects. More precisely, the drawing of a box around two icons is specialized depending on whether the icons are distinct or not. In the first case, it conforms to the drawing of an edge between the two corresponding nodes; in the second case it corresponds to the drawing of an edge between two copies of the same node. The insertion of a text-box into a box containing two icons, is equivalent to the change of label of the edges connecting the two corresponding nodes.
Analogously to the case of Lemma 3, besides the mapping from the IVMs to the GPs, our system also needs the reverse mapping from GPs to IVMs. Under the same admissibility conditions of Lemma 3, such a mapping always exists (see [12] ), and, applied to a set of GPs q, returns a set of IVMs q', such that, assigned as input to the above mapping from the IVMs to the GPs, results into q itself.
In Fig. 2.1 we show an example of query formulation in the iconic representation. The GMDB, the query and the Graphical Primitives are as in Fig. 5.1 . We type the boxes containing icons corresponding to displayed nodes in bold.
C. Hybrid Representation
As we said before, the hybrid representation exploits a suitable combination of the above visual formalisms. In principle, any combination is admissible and its choice is guided by both the user needs and the application requirements. In the following we show a working example, in order to give the feeling of how such a kind of representation looks like. In particular, the example is based on integrating iconic and diagrammatic structures. Since we provided for both of them a formal semantics, the resulting semantics of the hybrid representation can be easily derived and will not be detailed in the following.
The main idea is combining the unique features of diagrams for representing links and icons for resembling real word objects. In the following, we refer to a user interaction session, based on an extension of the GMDB used in the above examples (information on the workmen that repair cars are also available).
The first display the user interacts with simply contains either the icons corresponding to the unprintable classnodes at the higher level in the hierarchy tree of the Typed Graph 6 or the icons corresponding to the whole set of unprintable class-nodes. In the example in Fig. 5 .2 the first option is chosen, and two icons are shown (nodes PERSON and CAR). In this hybrid approach the representation of the Typed Graph nodes is made through icons directly linked by edges (arrowhead or not, according to the Typed Graph rules), so that in the following we use the terms icon and node interchangeably and with the same meaning. In addition to the interaction mechanisms available in the iconic representation, additional operations are at user disposal. In particular, the open operation (top icon in the palette at the bottom left corner of the display) allows the user to "open" an icon and to access all its characteristics, i.e. the role-nodes linked to the icon itself. Moreover, through the zoom-in (resp. zoom-out) operation (third icon from the top in the palette), the user causes the system to display the hierarchy tree of an icon which is suitable for choosing one of the child (resp. parent) nodes. The find-path operation (second icon from the top in the palette) provides the user with the list of all the existing paths between a chosen pair of icons. Finally, the last icon in the palette allows writing selection conditions.
Assume the user query is the following: "List the names and the addresses of all the workmen who repaired one of the cars owned by Mary". The user selects, among the available ones ( Fig. 5.2(a) ), the PERSON icon. Successively, 6 If a class-node is not involved in a hierarchy it is considered father of itself.
the user performs a zoom operation on such an icon ( Fig. 5.2(b) ), and selects the WORKMAN icon as well.
Furthermore, the user asks for all the paths connecting WORKMAN and PERSON ( Fig. 5.2(c) ). Finally ( fig. 5.2(d) ), the user opens the icons of PERSON and WORKMAN , specifies the selection condition, and chooses the properties he or she wants to see in the final result.
D. Atomic Queries and Deterministic Switching
In the proposed multiparadigmatic environment the user can switch from one interaction paradigm to another during the query formulation, still finding the state of the query consistently updated in all the paradigms according to the semantics of his or her actions. To ensure this consistency, the switching is allowed only when the visual operations performed by the user have an unambiguous semantics in terms of Graphical Primitives. This is constantly verified by the system, that allows the user to change representation only when his or her query is atomic.
Definition
We say that a query q on the GMDB D is atomic if the database D', obtained by applying to D the Graphical Primitives corresponding to q, is admissible.
fi
The check of the query atomicity is obviously transparent to the user, who is prevented from changing representation while the query is not in the correct state for the switching. Furthermore, if the user tries to change representation when that is not allowed, the system suggests her/him several alternatives for completing the query in order to become atomic. 
In the following, the switching from one representation to another is denoted by SWITCH R i ,R j (D, q)

1) FORM_TO_TG(t 1 ,t 2 ), which returns g and c;
2) FVM_TO_GP, which returns q expressed in terms of Graphical Primitives;
3) TG_TO_ICON, which produces the iconic representation of g and c;
4) GP_TO_IVM, which produces the iconic representation of q.
We remind the reader that the mapping from GPs to both FVMs and IVMs does not necessarily produce a unique result. However, the following theorem establishes the necessary conditions for ensuring a deterministic switching between the representations. The proof is based on Lemmas 2, 3, and the analogous for the other representations (see [12] ). 
... 
diagrammatic, and iconic respectively). Let SWITCH R i ,R j (D, q) be the mapping converting the query q on D from the representation R i to R j . If the query q is atomic, then SWITCH R i ,R j (D, q) is deterministic. fi
In the following we show one example of application of the above theorem. The initial GMDB is as in the above examples. The query is: "List the name and age of all the employees whose salary is greater than $ 100,000".
We assume the user starts interacting with the system by the diagrammatic paradigm. After the selection of several nodes (i.e., the nodes SALARY, AGE, NAME, STRING are set to "selected", and the node INTEGER to "displayed" 7 ), the user decides to switch to the iconic interface, by clicking on the rightmost icon in the upper right corner (see Fig.
5.3(a)).
However, the system does not allow the switching (notified to the user by the upper red light of the traffic-light icon) since the query is not atomic. In fact, the user selection violates both conditions a GMDB must satisfy in order to be admissible (see Lemma 1 in the Appendix): (a) the user has not specified the structure of the result (no rolenode is set to "displayed") and (b) the role-nodes SALARY, AGE, and NAME are linked to an insufficient number of selected class-nodes. Note that, on the basis of the user selections, it is impossible to determine in an automatic way the action to be performed to produce an atomic query. In particular, the system could automatically determine that the involved unprintable class-node between PERSON and EMPLOYEE is the last one but it cannot guess whether the 7 In the system, selection corresponds to clicking and displaying to double clicking.
user wants in the final result the employees' salary, the employees' age or both. In this case the ambiguity arises from the fact that the class-node INTEGER is displayed, and this implies that some role-node linked to INTEGER should appear in the final result, but the system does not know which one. After the suggestion of the system on the possible ways for completing the query (i.e., selecting the class-node EMPLOYEE and displaying either one of the role-nodes SALARY and AGE or both) the user sets to displayed the node AGE and to selected the node EMPLOYEE making the query atomic (see Fig. 5.3(b) ). Note that dealing with an atomic query also means to be able to precisely determine the Interpretation of the corresponding GMDB. In our example, the query specified up to now retrieves the list of the ages of all the employees. ... 
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Fig. 5.3: Change of paradigms during the query formulation
When the query is atomic, the system allows for changing the representation turning on a green light (Fig. 5.3(b) ). completed by selecting the icons corresponding to NAME and STRING, and by specifying the selection condition on SALARY. Fig. 5 .3(e) shows the same query expressed in the form-based representation.
VI. USER MODEL MANAGER
In the system architecture shown in Fig. 3 .1, the User Model Manager handles the model of each user interacting with the system, in order to suggest the interaction paradigm most appropriate for his or her skills and needs. Such a model is dynamically maintained according to the history of the interactions. The database user model consists of three components: the class stereotype, the user signature and the system model. The class stereotype component has the advantage of simplicity, the user signature component is sensitive to the interaction history, and the system model component is application-domain oriented.
In Section VI.A we will describe the stereotypes of database users. We also try to identify the types of visual representations most appropriate for each user stereotype, among those we are considering in our work, i.e. formbased, diagrammatic, iconic and hybrid representations. As a consequence, once a user has been identified as belonging to a class characterized by a specific stereotype, the system can suggest the visual representation appropriate for that stereotype. Of course, the user has always the freedom of shifting to a different interaction paradigm based on another visual representation.
The appropriateness of a visual representation for a class of users is currently determined on the basis of the analysis of the known advantages and disadvantages of the interaction paradigms exploiting that visual representation.
For example, the iconic interfaces have the advantage of being easy to learn and use, but it can be inefficient for expert users, who complain that sometimes such interfaces are slow and not very powerful [2] ; fill-in forms have the advantage of being self explanatory, but they assume typing skills and are less flexible.
However, our thesis on appropriateness of VQS types against user features (illustrated below) has been also validated by preliminary experiments with real users of different classes. We are currently working on setting up a large study involving experts from several disciplines (e.g. ergonomics, psychology, graphics, linguistics, computer science) and a wide set of users for corroborating our theories about advantages and disadvantages related to the proposed multiparadigmatic interface. Such an interface tries to accomodate the needs of different classes of users by proposing them an interaction paradigm on the basis of the computed user model.
The main contribution of this paper is the conception and implementation of a multiparadigmatic access to databases, permitted by a formalisms which supports a seamless transformation between various query modalities.
The query modalities we illustrate in this paper are visual because we are currently investigating visual interfaces, but other modalities could be incorporated, ranging from standard command language to more advanced multimedia interfaces. Moreover, whether the specific interaction modalities we are proposing are the most appropriate for the features of the database users is a secondary aspect of our approach. If further experiments with the users will give different indications, we will only need to modify some parameters in our system, namely the correspondences between user features and visual representations adopted in VQSs shown in Fig. 6 .1, in order to associate different interaction modalities to some specific user features.
A. Stereotypes of Database Users
A user model is "a system knowledge source that contains explicit assumptions on all aspects of the user that may be relevant for the dialogue behavior of the system" [32] .
A generic user model is created under the hypothesis that different people using the system are similar with respect to the application, so that only one type of users needs to be considered. In this case the model is a collection of facts assumed to be true for all users, possibly with some rules for deriving new facts about the users. In some cases, instead of using only one generic user model, it would be more appropriate to consider a set of generic models, each one representing a specific class of users of the system; these generic classes are called stereotypes. As Rich reports in [38] , a stereotype is "a collection of attributes that often co-occur in people". We adopted stereotypes for modeling different classes of database users. Our user classification scheme is taken from the one proposed in [4] . Database users are first divided into two classes: professional and non-professional users, depending on the training they have had: the former possess knowledge on database management systems, query and manipulation languages, etc.; the latter do not have specific training in databases and must learn query languages "by doing". The broad class of non-professional users is the one that will most benefit from a cooperative interaction with the database system. We will therefore concentrate on the features of non-professional users identified in [4] . As shown in Fig. 6 .1, the type of VQS most appropriate for each feature is also indicated.
Non-professional users can be first grouped on the basis of the frequency of interaction with the system. This classification dimension is particularly important since many of the other dimensions appearing in the literature are derived from it (see [25] ). The value of this dimension varies from occasional to frequent users. Iconic VQSs are the most suitable for occasional users, who usually ignore sophisticated access protocols and therefore are aided by the availability of self-explanatory images. On the contrary, since diagrammatic systems often propose more abstract representations the user may not be familiar with, they do not appear helpful for the occasional users. Form-based systems satisfy the requirements of frequent users because, once the query mechanism is well known, the query is easily performed by writing inside the appropriate form cells. This is shown in the third column, first row of The second criterion for classifying non-professional users refers to the possibility of predicting the query (or type of query) these users perform when accessing the database. Repetitive users tend to express over and over queries having a similar pattern; the similarity may concern either the query structure (e.g. the clerk booking flights in a travel agency) or the types of operators involved in the query (e.g. a statistician often needs to express aggregations on changeable summary attributes and category attributes). Extemporary users have unforeseeable needs in terms of pieces of information they want to retrieve from the system. For example, the general manager of a company may need unusual types of correlation among data on production and data on personnel, that were never expressed before.
When the query is well known to the user, the form-based representation looks more suitable, because the access can be performed by easily typing in the form cells and also by taking advantage of a predefined set of queries usually available in these systems. In diagrammatic and iconic VQSs the query formulation process is usually longer; therefore, these types of systems are not very suitable for frequent users; they are more advantageous for users performing unforseeable queries. A third criterion concerns the structural complexity of the query. For naive users the range of needed operations is limited, so that they may not require the full power of a query language. Moreover, their interaction with the computer has to be extremely simple. Sophisticated users need to express queries that may require deep understanding of the underlying computation process and of the query language. Iconic languages are the most appropriate for naive users, since they provide immediate mechanisms to express simple queries [40] . As the structural complexity of the query increases, more powerful operators are needed, which are typically implemented in the diagrammatic VQSs proposed so far [6] .
A final criterion concerns the familiarity of the user with the content of the database to be accessed with the query.
Familiar users have detailed knowledge about the available data, their only concern is to express their needs using a query language. Conversely, unfamiliar users have only a general idea about the contents of the database; therefore, they need help from the system also in understanding the reality of interest. Unfamiliar users greatly gain with an iconic VQS, since they may easily perceive the representation of the reality of interest: this is especially true for simple and widely known semantic domains. On the contrary, when the piece of reality involved in the information system is either complex or detailed, the number of icons needed to cover the whole domain increases and, consequently, the discriminating power tends to decrease. In those cases diagrammatic systems, while offering a less immediate representation, do not suffer from such saturation phenomenon. Form-based VQSs are effective for elementary domains, since for more complex domains too many forms should be used, with a consequent overloading of the user.
For computing the database user stereotypes, we take into account the four user features mentioned above. For each one of such features we considered two extreme values. We refer to these two values by High (H) and Low (L)
respectively. By considering all the possibilities, sixteen user classes are generated, ranging from the one where the values of all four features are H, i.e. the class of repetitive-frequent-sophisticated-familiar users, to the one whose values are all L, i.e. the class of extemporary-occasional-naive-unfamiliar users (see Fig. 6 .2). Among the possible sixteen classes, four are unlikely; they are the classes whose value of the feature "frequency of interaction" is L, while the value of the feature "familiarity with the database content" is H. In fact, it is very unlikely that an occasional user, i.e. a user interacting very rarely with the database, is one having a detailed knowledge of all data available in the database.
From Fig. 6 .1, in which representations most appropriate for each type of the user features are suggested, it is straightforward to detect whether the iconic representation, the diagrammatic, the form-based or a combination of them is suitable for each one of the twelve user classes. For example, for the class of users denoted by HHHH, i.e.
that one of the repetitive-frequent-sophisticated-familiar users located in the first row and first column of the matrix in Fig. 6 .2, a suitable representation would be the diagrammatic (which is indicated in Fig. 6 .1 as the most appropriate for a frequent-sophisticated-familiar user).
Structural Complexity Knowledge of Database
Repetitiveness Frequency of Interaction H H H L L L L H H H H L L H L L Fig. 6
.2: User classes
As we can see in Fig. 6 .2, for some of the twelve user classes the same type of VQS is the most appropriate.
Therefore, for our purpose of proposing to the user the best interaction paradigm, we need only consider five superclasses, each one including the classes indicated by the same shading of the corresponding cell in Fig. 6 .2.
These five superclasses identify the user stereotypes.
B. Individual Models for Database Users
The first time the user interacts with the system he or she is assumed to belong to the class LLLL and the stereotype of this class actually constitutes his or her model. Then, the system keeps track of the set of queries the user formulates, since from this history it should obtain information for updating the user model. Let us call Q = (Q 1 , Q 2 ,..., Q n ) the sequence of queries formulated at time t 1 , t 2 ,..., t n , respectively. Q determines the user behavior and from Q the system can infer what kind of pattern the queries follow, how often they are formulated, how complex they are. Q can be used to update the user stereotype. Moreover, the queries Q 1 , Q 2 ,..., Q n are either complete queries or incomplete but admissible queries in an interaction and can also be used to determine the appropriateness of the current visual representation. It is worth noting that we do not intend to keep all the history of the interaction, but a compressed history which is defined as the user signature.
As the interaction with the machine continues for a longer period of time, the user knows more and more about the system itself; therefore, he or she creates his or her own model of the system organization; let us call it the system model. In the context of this paper, for a database query system, the system model is the representation of the knowledge the user has of the contents of the database and its structure. In the simplest case, the system model is the user's database view. The advantage of exploiting such a system model is evident from the observation that for very large databases, like those ones found in legal, medical and geographical information systems, the cost of data retrieval operations is very high. However, the queries of an individual user are in most cases limited to a specific and small portion of the database. In order to reduce the cost of search operations, Chang and Deng have proposed in [20] to represent for each user the portion of the database he or she generally accesses in a small and dynamic structure that corresponds to our system model. If the User Model Manager is able to construct and store the user's system model, it could suggest to the user the view of the database most appropriate for his or her expectations. Moreover, the cost of database search can be reduced during querying.
From the above discussions, the user model for an adaptive database system is a triple UM = <CS, US, SM>, where CS is the user class stereotype, US is the user signature and SM is the system model. It is worth noting that the CS and US components taken together constitute the individual model of a single user, since the CS is common to a class of users, while the US is specific for each user. Furthermore, the system model could be seen as a data stereotype, since it is an abstraction constructed to better characterize the database. Therefore, the two components CS and SM correspond to the concept of double-stereotype, as introduced in [21] , where stereotypes are exploited for both users and data.
Of the three components, the CS component has been extensively investigated by other researchers [34] . A frame structure seems to be the most frequently used for the stereotype. In our case, the CS component is a feature vector.
The US component holds typical query patterns, which are basically a set of subgraphs with associated weights to indicate interaction frequencies or user's preferences. The third component of our user model, the SM component, is a subgraph of the Typed Graph representing the user view. This component is not commonly present in user models described by other researchers, since it is related to our domain of interest, namely database query processing.
Since database accessing and browsing tend to follow a hierarchical navigation path, a suitable structure for representing the system model component for a very large database system is the Visual Net [20] which is used to denote the subset of data the user is interested in. In the simplest case, the Visual Net is a subgraph of the Typed Graph of the GMDB the user refers to. When the user accesses the database for the first time, his or her system model is an empty structure. After processing each query, the User Model Manager adds the query subgraph, or a portion of it, to the system model. After a large number of queries have been processed, the system model will be a relatively complete view of the database satisfying the needs of that particular user. The system model can also dynamically shrink because, in order to reduce the size of the system model, nodes that are accessed infrequently can be eliminated. Hence, the graph for the system model is much smaller than the one representing the whole database.
C. Construction of the User Model
We now describe how the user model is first computed and successively updated on the basis of the queries a user performs. It would be useful to also take into account the user reactions to the system messages and other user feedbacks, and we plan to include such aspects in the future. where A and B represent Q and R Ci respectively, we check the nodes in A and B whose state has been changed with respect to the initial Typed Graph. We can only have a small number (nine combinations) of possibilities for the state of a node in A when compared with its correspondent in B. To each combination we give a similarity value.
The similarity value of the graphs A and B is then computed as the sum of all similarity values of their nodes. If the graph similarity value is less than a threshold, the query Q is assigned to the class represented by R Ci , otherwise it is compared with the representative of another class. If the query cannot be included in any of the existing classes, it will be put into a newly generated class. 
If the entropy is less than a certain threshold, the value H is assigned to the feature, i.e. the user is considered a repetitive one.
The set G' is also used to determine the value of the feature structural complexity of the query. As we mentioned above, a GM query is formulated primarily by changing the state of some nodes of the Typed Graph. We compute the average S of the weighted sums of the number of nodes of different type in the G' i 's, namely The fourth feature familiarity with the database content is presently determined by a simple questionnaire submitted to the user before the first interaction. In our case, the questionnaire is meant to capture both domain-specific knowledge and knowledge about the information structure or database schema. The system can submit a new questionnaire to the user from time to time, to determine whether the user has become familiar with the database. We plan to examine different techniques in order to update this feature, for example, a rule-based approach that considers the set of nodes the user has selected in the Typed Graph to formulate his or her queries.
The second component of the proposed user model, the user signature (US), represents a condensed history of the interaction. As we explained before, the queries performed by the user are grouped into similarity classes, identified The third component of the user model is the system model (SM), which is very much dependent on the domain of interest, namely database query processing. Several approaches can be adopted for generating the SM (see [19] ). Our choice has been to derive it from the Typed Graph; thus, the SM component is simply a database view, i.e. a subgraph of the Typed Graph that includes the objects the user more frequently accesses.
D. Experiments
In this section we show some experiments we have conducted to build the database user model from the analysis of the queries performed by each user. In particular, we show the results of computing the stereotype values for the repetitiveness of the query and structural complexity of the query features, by using formulas (1) and (2) respectively;
we also explain the generation of the user signature and indicate how it is used to update the class stereotype.
The experiments are illustrated by considering a sequence of queries for the GMDB in Fig. 6 .3. To facilitate reading, the queries are reported in natural language. In the system we propose, whose architecture is reported in Fig. 3 Le us suppose that the queries of the sequence 1 are performed by a user interacting for the first time with the database. To see how we can compute the value of the feature repetitiveness of the query for the queries of sequence 1, let us consider the situation in which the user has initially performed only query 1 and query 2. The value of the feature is incrementally updated by using formula (1) after the user performs each query. Query 1 and query 2 belong to two different similarity classes: we do not report the detailed analysis here, but it is easy to see that they involve different classes and role-nodes. Therefore, the value resulting from formula (1) is:
The resulting values for the queries of sequence 1 can be seen in Fig. 6 .5(a), in which the queries and the feature value after performing each query are reported on the x axis and on the y axis respectively. Six query classes are generated for the eight queries of sequence 1; they are stored with their representative queries in the user signature to be used in further sessions. Queries 1 and 5 belong to class C 1 , queries 2 and 4 to class C 2 , query 3 to class C 3 , query 6 to class C 4 , query 7 to class C 5 and query 8 to class C 6 . The final value of the feature repetitiveness of the query after the first interaction session is L, since the value obtained after the last query is above the threshold (indicated in Fig. 6 .5(a) by a dotted line). This final value is used to update the user stereotype.
Let us see how the feature structural complexity of the query is computed. We use formula (2), which takes into account the similarity classes of the queries. Again, let us suppose that the user has performed only query 1 and query 2; they are representative of two different similarity classes. For both of them, we must consider the four values
i and their weights. For query 2 these four values are 1, 2, 3, 1 respectively. The four values are also computed for query 1, so obtaining:
The resulting values for the feature structural complexity of the query can be seen in 
VII. CONCLUSIONS
In this paper we presented a unified approach for multiparadigmatic visual access to databases, providing an environment for querying databases expressed in different models and an adaptive interface exploiting several visual representations and interaction mechanisms. Depending on the stored user model, the system suggests the most appropriate interaction paradigm to the user, who has at any moment the possibility of switching to a different one.
The most notable features of our approach are:
-the presence of a common formalism for expressing databases. This formalism is sufficiently abstract to represent, in principle, a database expressed in any of the most common data models;
-the precise definition of suitable translations among different representations in terms of both database content and visual interaction mechanisms;
-the construction and the management of an effective user model, which allows the system to propose to the user the most appropriate visual representation according to his or her skill and needs.
Possible extensions of this work are in the direction of both enhancing the expressive power of the query language and accessing non-traditional databases, i.e. multimedia and hypermedia databases. In particular, a straightforward extension to support multimedia query output is to include multimedia objects as BLOBs (Binary Large OBjects) of different types (IMAGE, VIDEO, SOUND, etc.) in the databases. The BLOBs may correspond to printable nodes in a GMDB, and can be interpreted by special presentation procedures to display them as images, video segments, sound, etc. Furthermore, special relational operators for different classes of multimedia objects can be added to the system, to support multimedia query processing. The third and most interesting extension is to support multimedia query input, so that the user can ask a query containing attributes including text, image and sound [8] . However, new interface paradigms may be necessary to facilitate multimedia query input. How to incorporate such paradigms into our framework is a topic for further research.
The user model exploited by our system is also crucial in our approach, because we believe that the future will see the development of adaptive interfaces, whose aim is to accomodate the needs of larger and larger classes of users.
Further work and experiments are planned to extend the user model, by taking into account the user reactions to 
APPENDIX
The following lemma specifies the constraints a GMDB must satisfy in order to be admissible.
Lemma 1.
A GMDB D is admissible iff the following conditions hold: 1) there exists a role-node n in D such that f 3 (n)=displayed;
2) for each role-node n in D such that f 3 (n)=displayed it holds that: AD(n) ∩ {k ∈ N C f 3 (k) ∈ {selected,displayed}}≥2 and if AD(n) ∩ {k ∈ N Cp } then AD(n) ∩ {k ∈ N Cp f 3 (k)={displayed}}≥1. -The function Transform_TypedGraph (not detailed in the following) takes as input a Typed Graph g and a set of Constraints c, giving as output a new Typed Graph and a new set of Constraints, in which the ISA constraints have been deleted and the inheritance property of the ISA hierarchies has been made explicit by assigning to each class-node all the properties of its ancestor class-nodes (i.e., linked role-nodes), if any.
-The procedure BuildForm builds a single form representing the whole Typed Graph. In particular, BuildForm(t, s, r), where t is a form, and s, r are nodes in the Typed Graph, first adds to t a header corresponding to r (AddHeader procedure), placed under the header corresponding to s (which already exists in t), and then issues a recursive call for each node adjacent to r; if r is a printable class-node, then a field is simply added to t (procedure AddField).
In Fig. A.2 we show the inverse algorithm FORM_TO_TG that, starting from a form t 1 and a form t 2 , gives as output the corresponding Typed Graph and set of Constraints. FORM_TO_TG makes use of three main subroutines:
-The function BuildIsaConstraints (not detailed in the following) reconstructs the set of ISA constraints by analyzing the subforms of the form t 1 . Function BuildISAConstraints(t 1 : Form):Constraints; Function InverseTransformTG (g: Typed Graph; c: Constraints): <Typed Graph,Constraints>; FunctionBTypedGraph(t: Form;p: header,g: TypedGraph;c: Constraints):<Typed Graph,Constraints>; begin for each header q such that q is below p in t do begin if there is no node in g such that f 1 (n) = Label1(p) then AddNode(g, n, Label1(p)); if there is no node n in g such that f 1 (n) = Label1(q) then AddNode(g, n, Label1(q)); AddEdge(g, n, m); AddConstraint(n, m, Label2(q)) end; return (<g, c>) end; begin {FORM_TO_TG} c':= BuildIsaConstraints(t 1 ); g':= Ø; <g,c>:= BTypedGraph(t 2 , FirstHeader(t 2 ), g',c'); return (InverseTransformTG(g, c)) end. Proof (Sketch) 8 It is easy to see that the function BuildIsaConstraints is simply the inverse of BuildIsaForm, and, analogously, InverseTransformTG is the inverse of Transform_TypedGraph. Let us turn our attention to Buildform and BTypedGraph. The Typed Graph resulting from applying BTypedGraph to t 2 , say g x , may in principle differ from the input graph g in both nodes and edges. The proof proceeds by showing that this leads to a contradiction. In particular, g x and g cannot differ in the nodes because the function BuildForm builds a set of headers containing all the labels of the nodes in g, say N(g), and only them, and BTypedGraph generates as many nodes of N(g x ) as the labels in the form (we recall that there is a 1-to-1 correspondence between the nodes of a Typed Graph and their labels). Concerning the edges, the edges of g x , say E(g x ), may differ from E(g) if one (or both) of the following two cases occurs: 1) there exists one edge in E(g x ) that is not in E(g); 2) there exists one edge in E(g) that is not in E(g x ). However, it follows by inspection of the BuildForm that both cases lead to a contradiction.
Finally, it is easy to see that the set of Constraints c x is equal to the original set c.
fi
In the following we give the semantics in terms of GPs of the basic form interaction mechanisms, FVMs,. We denote with x a generic element of the form, which can be either a cell ce or a header h, respectively. The function s(x) gives the string contained in the form element x. Moreover, the function up(x) returns the element immediately visually above x. In the following we refer to a GMDB D= <g,c,m>.
The mapping FVM_TO_GP from FVMs to GPs, establishing the semantics of the form interaction mechanisms, is defined as follows: a) the selection of a header h corresponds to selecting the node n (i.e., s(D,n)), such that f 1 (n) IN s(h), until f 3 (n) = "selected"; b) the translation of writing a string in the cell ce depends on the structure of the specified strings. A string is called well-formed if: 1) it is simply the string "P."; 2) it is the concatenation of δ and C, where δ is a comparison operator and C is a constant;
3) it is a variable name V ; 4) it is the concatenation of δ and V , where δ is a comparison operator and V is a variable name; 5) it is of the form α op β, where α and β are well formed strings, and op indicates concatenation if either α or β is "P.", and logical conjunctions in the remaining cases.
The above cases are translated respectively into: 1) selection of the nodes n 1 and n 2 (s(D,n 1 ) and s(D,n 2 )), such that f 1 (n 1 ) IN s(up(ce)), and f 1 (n 2 ) IN s(up(up(ce))), until f 3 (n 1 ) = f 3 (n 2 ) ="displayed".
subforms containing the corresponding pair of headers; case c) selection of the headers of the minimal subform containing the labels of u 1 ,...,u k , r j , p 1 in the suitable spatial relations.
In order to prove that FVM_TO_GP(GP_TO_FVM(q))= q, we need to analyze the set S={s 1 ,...,s z } as determined by the above mapping. Notice that each s i is either the selection of a header or the writing of "P." in a cell. In both cases by looking at the above mapping GP_TO_FVM, we can conclude that for each s i FVM_TO_GP computes the corresponding element of q.
The proof proceeds by generalizing and considering the case where q is the union of a set of displaying and selection operations, and a set of edge drawings. In both cases, it is shown that FVM_TO_GP(GP_TO_FVM(q))= q, The case of change of edge label, which is not a basic graphical primitive, can be easily derived from the case of drawing an edge.
fi
