Fully Functional
Dear Functional, I have not read the book you mention but I am familiar with functional programming, its advantages, and its shortcomings. Do I think that FP is the future of software development? In a word, no.
What you propose here is the classic silver bullet. If only we all programmed in, well, take your pick: Lisp, Basic, Fortran, Assembler, PHP, Cobol, Prolog, Perl, Python, C, C++, C#, Java, or whatever the flavor of the week is, then the world would be a wonderful shiny place, just like Tomorrowland, only with better food.
To put it another way, there is no Holy Grail.
Your question is really a more general version of questions that have been asked before about whether language X is better or worse than language Y. I've gone over that territory in this space before (November 2006 , February 2006 , September 2005 , and the answer is still the same: it depends.
Whether you use functional programming depends on what kind of problem you're trying to solve, in what environment you're solving it, and with whom you're solving it. Some problems decompose well into programs written in a functional language, others do not. Many problems can be solved with functional programming, but sometimes they shouldn't.
So, if you have a problem that looks like it will be easy to solve with functional techniques, and that means that the solution will be elegant, easy to understand, and will perform well under the expected workload, then you might want to solve it in a functional language. I say might because the conditions I just gave are only the first barrier to overcome. If, for example, you work in a place where C or C++ is the overwhelmingly popular language and most problems are solved using those tools, and most of your co-workers are using those tools, then you would truly be a fool to use anything else. As with many things, set and setting are important; otherwise, you're in for a bad trip. Now, if you're working in a place with a diversity of styles and tools and the people you are working with are amenable to using functional programming, then by all means you should use it. Lots of great software has been written using functional programming, and I expect that to continue. Of course, lots of crap software has also been written using functional programming and I also expect that to continue. Software, in the end, is usually less about the tools than it is about the people and the thought processes that go into it. So, by all means, keep up on the functional programming, but I wouldn't throw out your copy of Kernighan and Ritchie just yet.
KV
The Next Big Thing The protocol needs to be as light as possible because it may be transported over SMS to cellphones, as well as going over a more robust network such as the Internet.
Do you think that the length must really be included?
Wondering about the Value of Length
Dear Wondering, It's funny how so many funny arguments have unfunny consequences. Actually, the funniest thing is that you refer to the Internet as "robust," but I think I'll just leave that aside for now. Network protocols and protocol design are near and dear to KV's heart, and, yes, KV does have a heart. Instead of talking only about the importance of length, I'm going to broaden the scope of my answer and provide you with KV's top five network protocol design recommendations. 1. always encode a length. Since you asked about type/ value vs. type/length/value encoding, I'll start there. Leaving out the length in a packet or other type of encoding is a recipe for buffer overflow disaster. If the program reading the packet or data from the wire can't figure out, in an easy way, how much data to read, this will invariably lead to someone writing code wherein he or she tries to guess just how much to read-and having to guess is bad, very bad. A poorly chosen guess usually leads to a buffer overflow, and since we're discussing a network protocol, that buffer overflow can be remotely exploited. Congratulations, your new protocol is now the Internet's new whipping boy, as script kiddy after script kiddy is able to write trivial security exploits that destroy what you built. 2. Protocols need version numbers. People who think, "Oh this is a one-off," need to be offed, or perhaps politely removed from the project. There is rarely any such thing as a one-off in software. You need to design and build protocols, just like software, so that they can be updated. Without a version number encoded somewhere in the protocol, it is impossible to upgrade it without guessing-and guessing, again, is bad. 3. align your fields. Back in the old days, when, as an older friend of mine says, "Dinosaurs roamed the earth," it was very important to squeeze every last bit that you possibly could into a packet; therefore, protocols were often designed without data alignment in mind. A program receiving a packet would have to read an entire 8-, 16-, or 32-bit entity and then play bit-twiddling games with the retrieved value to get at the one or two bits it really cared about. Although the current trend in the opposite direction-wherein people design protocols that seem intentionally to waste bandwidth-is a problem, a balance needs to be struck, and that balance ought to be struck in favor of bytealigned fields. The alignment issue most often comes up when protocol designers decide to add flags to their packets, so that brings us to... 4. Group your flags. Almost all network protocols that I know have some number of flags (i.e., single bits of information) that they need to communicate. Group the flags together so that they can more easily be byte-aligned (see item 3). 5. Leave room to grow. Designing a protocol to be used once is a recipe for more work-work that you wouldn't have to do if you left just a little bit of room for extensibility when you came up with the protocol in the first place. A few extra flag bits and the ability to have packet extensions at a later time are two things every protocol designer should be thinking about before releasing version 1.0. This last point is not an excuse to waste space; it is a plea to think about what happens in the future, which may be only as far away as next week.
Obviously the list could be longer, and really could be the subject of an entire book, but for now those are my top five. If you can get those right, then perhaps your protocol will become wildly popular and everyone will ask you to "do it again!" Won't that be fun?
