ABSTRACT This paper presents a conceptual architecture, design, and recommendation for the IoT Edgebased healthcare management system. The suggested architecture aims at distributing the workload of system performance (electronic healthcare services), including monitoring, diagnosis, prediction, as well as managing and archiving medical data of patients across different points of the system (at the edge and on the cloud). The proposed system design consists of two main subsystems (one for monitoring tasks and another one for medical record management activities). Both subsystems interact with multiple kinds of database systems (SQL and NoSQL). Transformational-based system for data migration is presented as a contribution of this paper. Two styles of transformation compositions are considered in the architectural design of transformation agents.
I. INTRODUCTION
Nowadays, with the rapid evolution of network technologies and the growth in the number of users who can connect, use and get access to data from anywhere and anyplace, carrying such paper-based personal healthcare data and exchanging it manually between different parties inside the healthcare domain have become an outdated habit. Various computerbased systems have emerged in different domains to support this transformation. In order to cope with this advancement, the demand for producing and adopting electronic healthcare and medical records has been increasing. Many investigations in this domain have been conducted over the last decade in favor of producing such medical information systems that deal with electronic patient records, as well as machine learning AI-based healthcare applications for disease diagnosis and bioinformatic data analysis.
Recently, the rise of cloud computing and fog computing has brought many benefits that have encouraged the healthcare sector to get involved and adopt these types of technologies, along with their benefits, for providing modernized health services. Like cloud computing, fog computing has
The associate editor coordinating the review of this manuscript and approving it for publication was Jafar A. Alzubi. also emerged and spread widely to meet the need of various requirements, such as reliability, security, latency and performance efficiency. Fog computing also brings a new strategy of solving problems and handling application, data processing at small edge servers, located at the network edge or in a remote data center.
Healthcare information systems is one significant type of system recently introduced with the utilization of cloud and fog computing technologies in different circumstances. Most of these systems share the same focus, whereby the emphasis is on digitalizing the current healthcare services and practices within hospitals and ER units. From a centralized cloud data storage to a distributed fog one, different works have discussed the adaptation of the type of database system and argued whether the benefits of using a relational database management system outweighs the benefits of using the trendy document-based or graph-based dynamic database (NoSQL) systems.
The main contribution of this work is to produce a new architectural design of an Edge-based IoT system that is applicable for human-centric applications, which can process massive amounts of data using model transformations. Model transformation (MT) is a mechanism of model-driven software engineering discipline that can be used here to share data between different database schemas. Requirements, recommendations and design of an edge-based healthcare system that works with dynamic national repositories of populace health data and its applications in enhancing national health services are also introduced and discussed in this paper.
II. HISTORICAL OVERVIEW ON DEVELOPMENT OF DATABASE TECHNOLOGY
The development of database technology has occurred during several generations, started around the late 60s. With the Codd relational model in 1970 and the emergence of the first version of Oracle database system in 1979, relational database systems gained popularity for database design, where a 'table' concept that has fixed-length records is introduced to represent an independent type of a real-world entity [1] . Years later, many relational database systems were introduced by different vendors, such as Microsoft, MySQL, Postgres and Object-Oriented Database Management System.
In the 2000s, types of structured document-oriented database systems have appeared as an alternative database system approach that aims at solving common problems of traditional relational database systems, which are scalability and availability. Several data models, such as graph-based, document-based, XML-based, Column-based and Key-value based data models are introduced, by different vendors, with their own query languages and APIs. For instance, Cassandra and MongoDB are examples of NoSQL database systems that have column-based and document-based data models respectively. In Cassandra, the Cassandra Query Language (CQL) is introduced as a primary language for data manipulation and query, whereas JavaScript language is the language used for supported MongoDB query and data manipulating processes [2] - [4] .
From an IoT perspective, it is worth mentioning that NoSQL systems are highly horizontally scalable, schemafree and very fast in query processing as they store deformalized and unstructured data and avoid using join operations in contrast to the traditional databasesŕthe so called OldSQL ones. All these features make NoSQL capable of handling big data in IoT applications [3] .
III. DATABASE SYSTEMS IN IoT
Any IoT system depends on edge technology to process and provide data, while cloud computing requires a database management system to store and use processed data. As a result, IoT and edge-based systems need a centralized database, which is available on the cloud. Cloud-based database refers to a database system which resides on the cloud infrastructure and provided as database-as-a-service (DBaaS) [5] . Relational databases are not fully designed for cloud-based applications, even though it is important to have a backend database that supports the distributed nature of IoT and cloud/fog computing.
It is worthwhile noting that the cloud supports both the relational and non-relational databases. There are several factors that are considered when determining the better option for cloud database. This includes availability, maintainability, scalability, fault tolerance, security, interoperability, data portability and simplification of the queries. The work presented in [6] indicates that the IoT devices produce a lot of data which requires processing by the cloud systems. However, an important consideration is that a database management system ensures the data is managed in accordance with the outlines properties of the NoSQL databases [6] . As a matter of fact, [6] proposes the use of new perspectives which will ensure availability and flexibility in the storage and retrieval of data which can be achieved through further research in NoSQL systems.
On the other hand, another research, such as [7] , outlines the current database management systems that are offered as a cloud service. According to [7] , traditional relational database systems (SQL) are able to be integrated onto the cloud to facilitate IoT systems but they need to clarify data migration onto the cloud, parallelization of workload on the cloud, data security issues, and architecture design issues [7] . Additionally, relational databases can be implemented as a cloud database using SCALEDB, which is a storage engine that is compatible with MySQL. The framework works on the principle that nodes are clustered and each node has the ability to access the whole database ( Figure 1 ). According to Figure 1 , the storage layer is found on the cloud which has mirrored data across multiple sites. The database layer uses a MySQL in several nodes that all have access to the backend database and work in coordination allowing easy scalability. The application is the third layer, which is the place where the application server, web server and load balancer run. It is important to note that the main drawback of this architecture is that it does not solve the problem of need for distributed transactions as the transactions are still atomic [8] .
Through supporting MySQL and other relational database management systems, it is now easier to use databases in IoT systems with the databases being hosted on the cloud. Relational databases affect major domains such as ecommerce, agriculture, smart cities, healthcare, and education. Taking the example of use in healthcare, wearable devices form the IoT platforms, which gather data from the patients such as glucose levels for diabetic patients. VOLUME 7, 2019 However, a major problem is the high volumes of data gathered and the limited memory of the wearable devices [8] . In order to overcome this, DBaaS which is a cloud computing service, provides the required solution. According to [9] , XML is used to record data from patients with wearable devices. The same data is then uploaded using simple relational database queries instead of complicated NoSQL databases. In this system, a load balancer, which is at the application layer of the ScaleDB architecture, improves performance through uploading the data to the cloud while saving the workload of the CPU, and storage, through load distribution. The system, therefore, can capture the physiological vitals of a patient and then the design of the system allows the data to be processed and stored efficiently on the cloud.
Regarding the findings, it can be said that when the data is uploaded, a controller is needed to upload the data into a database. In this case, it will be stored on the cloud [9] . The ScaleDB framework acts as the API, which links up IoT wearable devices to the processor, which is the cloud processing capabilities. Simple SQL queries can be run in a distributed environment thus ensuring that the data is always available and relevant to the patients who can check the relevant reports of their vitals.
IV. IRECOMMENDED SYSTEM DESIGN AND COMPONENTS
The recommended design of the system can be viewed as a collaboration of two main subsystems, namely, monitoring system and medical record management system. The monitoring system consists of a series of monitoring subsystem components that are collaborated to cover healthcare monitoring services based on IoT technology. Examples of these systems are addressed as:
• Body Temperature Monitoring System • Blood Glucose Level Monitoring System • Elderly Healthcare Monitoring system • Heart Rate Monitoring System Additionally, the medical record management subsystem is designed to work with a comprehensive cloud-based database storage that stores all health-related data about patients to support long-term decision making and medical data analysis activities. Examples of medical subsystems that feed the cloud storage directly can be listed as:
In this section, requirement specifications of each recommended subsystem are discussed in contrast to existing work.
A. REQUIREMENTS OF THE BODY TEMPRATURE MONITORING SUBSYSTEM
The body temperature monitoring system is part of the commonly used e-health systems that aim at monitoring health parameters associated to the body temperature of a patient. This kind of system can detect abnormal changes in temperature that require to be recorded and considered. In serious cases, the system notifies a doctor when a higher temperature than within the parameters of a certain range is detected.
Similar smart body temperature monitoring systems [10] - [13] have different kinds of temperature sensors that allow the measurement of the changes in human body temperature. LM35 in [11] , TMP75 in [12] and SHT11 in [13] are examples of the types of sensors used for collecting body temperature data. These sensors normally get connected to a Raspberry Pi device and wireless network nodes.
In order to achieve a complete body temperature monitoring feature in the proposed system, some requirements must be considered as follows:
1-The system shall collect the body temperature data several times (e.g. every two hours) per day via an appropriate sensor. 2-The system shall detect any abnormal body temperature with respect to the normal body temperature and other parameters. 3-The system shall store recorded data into the healthcare monitoring database system in the edge. 4-The system shall transfer a summary of any interesting data into the medical record database on the cloud. 5-The system shall apply suitable artificial intelligence techniques to extract and predict useful knowledge. 6-In serious situations, the system shall notify the patient and the responsible third party about the case using prediction results, calculated in the edge.
B. REQUIREMENTS OF THE HEART RATE MONITORING SUBSYTEM
The main goal of the heart rate monitoring system is to collect heart rate information (usually raw data) based on pulses. The system serves the process of detecting any abnormal change in the heart rate and classify the patient's condition. When the rate falls between 60 and 110 bpm it can then be classified as a normal condition if the patient is in a rest position; however, if the heart rate goes beyond 110 bpm when the patient is resting, then his condition is classified as abnormal [14] . Many smart systems were designed to perform these jobs, such as [14] - [16] . In [15] , a pulse rate sensor with a Raspberry Pi board and IR communication system is used to measure the heart rate in digital format using a 7414 invertor, whereas a more advanced system is presented in [16] that can transfer and store healthcare data on the cloud, as well as send SMS messages or notifications to a predefined individual or caregiver, associated to the patient, which might be a doctor, a nurse or even just a relative. The widely known Arduino Uno and Raspberry Pi 3 Model B are integrated together to support the single lead heart rate monitor (sensor).
In the proposed design, some requirements must be satisfied as follows:
1-The system shall measure the Beats Per Minute (BPM) rate of a patient. 2-The system shall present a digital result of heart rate using the finger of a patient to measure the BPM rate. 3-The system shall transfer the normal and abnormal recorded BPM rate to the healthcare monitoring database on the edge. 4-The system shall transfer a summarized BPM rate, of the normal and abnormal BPM rate, to the patient medical record database on the cloud. 5-In serious situations with abnormal BPM rate, the system shall notify the patient and/or the responsible third party about the case using AI prediction results, calculated at the edge.
C. REQUIREMENTS OF THE BLOOD GLUCOSE LEVEL MONITORING SUBSYSTEM
This kind of systems aims at helping, especially diabetic patients, to better self-monitor and manage their chronic condition. It is used to optimize treatment strategies by analyzing the effect of different external factors on diabetic patients such as diet, medication and daily exercise [17] . Monitoring glucose levels can help to understand the relation between blood glucose level, insulin, food and exercise [18] . Besides, the usage of glucose monitoring systems can be expanded to help non-diabetic patients in detecting abnormal changes of the sugar level in their blood when performing exertion or activity, and then reporting results. Different smart systems were designed to perform similar jobs [19] and [20] . In [19] for example, a conceptual framework for disease diagnosis using IoT technologies is presented. Trajectory information of measurements, including glucose level, is observed over a time to introduce disease diagnosis schemes.
D. REQUIREMENTS OF THE ELDERLY HEALTHCARE MONITORING SUBSYSTEM
The elderly healthcare monitoring system aims at providing emergency medical assistance within a few hours of occurrence. Nowadays, it is widely recognized that elderly health monitoring and an emergency alert system is one of the main application areas of IoT and cloud computing and biomedical applications [21] . In other moderate cases, the system can offer computerized decision making support for community doctors, nurses and clinicians by monitoring and analyzing all activities of the elderly using wearable and comfortable all-in-one monitoring device(s). Data collected from these devices is also used to notify the hospital, nurse or even just an elderly's relative about abnormal situations. In the long run, the data can be used to construct a personalized model that helps to forecast the elderly wellness condition using suitable AI techniques [21] - [23] .
Monitoring and tracking motion, blood oxygen content (SPO2), and human brain activity are examples of critical parameters that need to be considered in addition to the previously mentioned parameters covered in this research.
VI. OVERALL IoT ARCHITECTURE FOR HEALTHCARE SYSTEMS
This section discusses the required end-to-end Fog computing architecture as a suitable platform for IoT solutions. The suggested architecture consists of four layers: Healthcare sensing, Fog, Communication and Cloud layer as demonstrated in the following figure (Figure 2) , whereas the detailed architecture is illustrated by Figure 4 at the end of this section. 
A. HEALTHCARE SENSING LAYER
This layer consists of some networked smart devices and sensors that relay complete health-related information; capturing, processing and transferring to the next layer. Some of these devices and sensors regularly monitor various health parameters, including body temperature, heart rate, blood pressure, and any other parameters that come from specific medical devices such as, medical devices for diabetes or even x-ray scan. Other sensors are responsible for transferring data, notifications and reports to the related medical division or to other relevant parties to perform further actions.
B. FOG LAYER
The fog layer consists of a number of connected fog nodes. These nodes, called Edges, are responsible for receiving data from smart sensors of IoT devices, process this data locally, analyze it, then determine unusual health patterns and report to the most related party in the network to take an action. Consequently, each edge must have a communication, data storage and processing, and controlling units to achieve accelerated and low latency decision making. Figure 3 illustrates the architecture of edge nodes adopted in the system. The communication unit acts as an interface between fog nodes and other components at different layers. Controllers, on the other hand, transfer any collected health information from IoT sensors to other devices in the fog, to pass it to the higher layer of the proposed network architecture. While the data storage unit is a high-speed database system that can process massive amounts of data in a short period of time.
In order to obtain a scalable system, it is essential to support various types of end points. This requires supporting different network protocols for both wired and wireless connections within the network.
C. COMMUNICATION LAYER
This a typical networking layer that is responsible for managing the traffic of data and security, and other critical issues related to this type of networked system, between the fog network and the backend cloud. Some types of security threat that might be considered at this level are Man-in-the-middle, Spoofing, Confidentiality compromise and Replay attack.
D. CLOUD LAYER
A cloud data center is implemented at this layer, which contains the promising dynamic national repository of health data of the population. The comprehensive health record database system is constructed with three main features, namely, supporting data integration from multiple sources at the edges, long-term data analysis and processing for different points of care, and decision making support for various medical practitioners, patients and other parties. The data in the central cloud database contains data passed from fog for historical analysis of chronic diseases or other problems for early detection or treatment.
To achieve this need, a database system such as relational database or data lake might be adopted at this level of the system. There are some issues that can be left as open research questions for further investigation, such as:
• Which type of database system is the most suitable for this system (e.g. federated database or NoSQL cloud database)?
• Would it be feasible to have different database types at the fog level and cloud level, then a schema translating or transforming system designed and implemented?
VII. COMPONENTS DESIGN OF THE SYSTEM
In this section, the architectural design of the recommended IoT Edge-based system is discussed. There are two main services provided by the system, namely, healthcare monitoring and medical record management service. From that, the recommended system can be organized and designed into two main subsystems: healthcare monitoring subsystem and medical record management subsystem. The widely adopted UML Deployment diagram is used to illustrate the hardware components where all software components are deployed with respect to the overall architectural design proposed in this paper, especially for the sensing, fog and cloud storage layer. Figure 5 demonstrates a generic architectural design used in each monitoring subsystem. IoT devices collect health data and transfer it to the edge via a physical sensor and a controller component, whereas the collected data is stored at the edge side in an edge database and processed locally by data analysis and prediction software. The health summary and reports are displayed for the patient or doctor via mobile, tablet screen or traditional PC. Figure 6 illustrates a generic architectural design used in a medical record management subsystem. Each Healthcare unit, which is responsible for providing some specific health and medical services to patients, is connected to a centralized back-end cloud data storage to store and retrieve patient health and medical information (medical record) in the longer term. The system also has a centralized decision making component that is responsible for analyzing and processing the archived patient health data and mining the data store to provide valuable information.
A. ARCHITECTURAL DESIGN OF MONITORING SUBSYSTEMS

B. ARCHITECTURAL DESIGN OF MEDICAL RECORD MANAGEMENT SUBSYSTEM
VIII. DATA MANAGEMENT IN IoT
In order to construct a complete IoT Edge-based system, various structures of data that is produced, consumed or even flows within different parts of the system must be considered; as this kind of system consists of different types of IoT devices, sensors that are connected and distributed across many geographical regions. These devices process and store massive amounts of real-time data to enable the system to deliver services at its terminal parts. Additionally, the majority of IoT Edge-based systems have centralized databases on the cloud that store long-term data and perform series of analysis and predicting tasks that support decision making. From that, in the proposed design, it is recommended to consider more than one database system that are described as follows:
A. TERMINAL DATABASES AT THE DEVICES AND EDGE
As discussed earlier in this report, the promising healthcare system is not a simple application that is used in a specific location, whereby it consists of a set of distributed subsystems that are connected and highly integrated. Each subsystem belongs to a distinguished healthcare unit that deals with a specific type of health data without the need to get access to all the central information of the patient's medical record. This side of the database system is aiming at collecting and analyzing (processing) data in the most lightweight form with highest efficiency. Consequently, it is required to adopt a flexible data model in contrast to the traditional RDBMS. The nature of required schema of the data storage here must be dynamic. The dynamic data model is needed when dealing with data in machine-generated systems, which is offered in NoSQL database. There are special characteristics that must be supported by the database system implemented at device or edge side, such as the performance and memory efficiency.
Data (health monitoring data) will be collected frequently in different types from monitoring subsystems, and partial data from the medical record of a patient might be required by the healthcare units to perform data processing and decision making. These data processing tasks can be achieved locally or at the edge side without the need to transfer massive amounts of data over the network to the centralized cloud storage and retrieve it again later before making the decision.
1) RECOMMENDED DATABASE SYSTEMS
• NoSQL Document-based database such as Cassandra or MongoDB.
• NoSQL Graph-based database such as Neo4JDB.
B. CENTRALISED CLOUD-BASED STORAGE (ELECTRONIC MEDICAL RECORD)
There are various benefits of the relational data model in RDBMS, such as robustness and the ability to store massively structured data. Laboratory medication and scan results, which are not done frequently, are aimed to be stored and archived in this part of the database forming comprehensive information about patients' health (electronic medical record). The medical record of a patient is a type of historical archive that contains a summary of various historical attributes related to the patient's health, such as initial diagnoses of incurable diseases or infections and more. The healthcare system stores the comprehensive patient health/medical information for long-term use, which is normally collected from different sources, such as medical units or device sensors, including personal details, address, demographics, progress notes, immunization table, laboratory results, radiology analysis results, past medical history, family history of chronic disease, vital signs, tobacco history, alcohol history, physiotherapy examination reports, blood pressure, diabetes level, heart rate data, complete blood count (CBC) results and more.
From that, it can be noticed that different information comes from different medical units in multiple formats and structures. Thus, it might be beneficial to distribute partial portions of the electronic medical record as dynamic schemas over the different medical units/locations and let the subsystem at each unit perform the data processing locally or at the edge side. Then, these data must be migrated, VOLUME 7, 2019 occasionally, into the centralized patients' data storage on the cloud.
The centralized database system needs to have the capability to integrate and interchange data between the different dynamic data schemas at the subsystems and the edge. This helps to keep the medical records updated with the most recent health information, adequate to support any further decision-making task that may require a combination of data from different sources over the network.
1) RECOMMENDED DATABASE SYSTEMS
• Oracle Cloud Database System • Oracle MySQL Cloud Database System • Microsoft Azure SQL Database In balance, from the previous discussion, the database systems in the recommended IoT design must be constructed with three main features, namely, data integration from multiple sources, data capturing at the point of care, and decisionmaking support for medical practitioners.
IX. DESIGN OF THE ELECTRONIC MEDICAL RECORDS DATABASE
Principles and strategies, or data modeling, are considered during the construction process of a comprehensive medical record database. Traditional hospitals consist of several wards (departments). Each type of ward provides different kinds of healthcare services for patients. On one hand, some of the wards provide general health services and are called acute care wards, such as emergency ward/room (ER), general surgery unit, or physiotherapy center. On the other hand, there are other kinds of wards that provide specialized services to patients, such as cardiology units, elderly services unit, gastroenterology unit, tumors center and chronic treatment unit. Besides these, there are some units that commonly exist in every hospital to serve various kinds of wards, such as radiology unit, pharmacy and clinical laboratory.
From that, the overall database can be designed as a number of clusters based on the main operations and required data that is used in each ward.
A. PRLIMINARY DEFINITIONS
Before writing the recommended textual database schema, a list of mathematical definitions is presented in this subsection based on relational calculus and First-Order Predicate Logic (FOPL):
• A database DB is a set of all database schemas, where DB := {S 1 , S 2 , . . . , S n }. A database may contain at least one schema and each schema S is corresponded to a hospital ward or department that provides healthcare/medical services to patients.
• A relational database schema S is a set of relations (tables), where S := {R 1 , R 2 , . . . , R n }. Each relation R in S represents a unique entity in the universe of discourse (UoD).
• A relation (Table) is a set of n-tuples T , where T := {t 1 , t 2 , . . . , t n }. Each element in T represents a unique record in a relation R.
• A tuple t is a function on a finite set of attributes A from names to atomic values v of each element, where A := {a 1 , a 2 , . . . , a n } and represents all columns in a table (relation). The function t is t (A) =
. . , v n > as each value vv corresponds to a specific attribute a.
• Each attribute a has a name that represents a specific role played in the UoD, and it is expressed as Dom(a). The number of attributes n in each relation R is called the degree of R.
B. COMPREHENSIVE MEDICAL RECORD (CMR) RELATIONAL DATABASE SCHEMA
After applying the set of definition rules, presented in section A, to construct and normalize the relational data model of the system, the database schema is formulated and a snapshot of it is expressed in the following subsections due to the limitation of the size of this paper.
1) BASIC INFORMATION SCHEMA
The basic information schema consists of five relations (tables) that are defined as follows: The detailed definition of the attributes of the PATIENTMEDFILE relation is described as follows: [24] , and NoSQL code generation and data migration in [25] , [26] , [28] and [29] . Additionally, another key concept of MDE, which is Domain-Specific Language (DSL), is also adopted in some data migration approaches, such as the Data Transformation Language used in [27] for migrating legacy data. The novelty of the recommended architecture and design of the proposed IoT healthcare system is centered on the adaptation of appropriate bidirectional model translations as a complete data migrating solution to support the transferring of data between the subsystems and database schemas mentioned earlier in this paper and get the benefit of both kinds of database systems in the proposed architecture. Two styles of transformation compositions are discussed as a part of the contribution of this work.
The following bullet points address the main recommendations that must be considered when designing the transformation system and rules:
• Transformation code must be concise and short • Transformation rules must be distributed in modularized transformation components (agents).
• Adopt a rich transformation language that is powerful enough to represent the semantics of the transformation rules involved.
• Introduce a suitable query language that is able to execute SQL query on NoSQL data storage.
XI. RECOMMENDED DESIGN OF THE MAPPING AGENTS
Before diving too deep into the internal design of agents, basic terminologies must be clearly defined to be distinguishable to the reader. The notation of the widely known First-Order Logic (FOL) is used to formalize the definitions as:
The translation agent is a component of the transformation system that is responsible for translating a source schema/model that belongs to a specific metamodel into another kind of target schema/model that belongs to another metamodel.
The transformation agent is a component of the transformation system that is responsible for transforming a source code/schema/model into an optimized form at a different level of abstraction, where both source and target belong to the VOLUME 7, 2019 same metamodel.
XII. COMPOSITIONAL STRATEGY OF TRANSFORMATION AGENTS
The structure of the transformational agents is designed based on two compositional strategies, namely, linear and hierarchical.
A. LINEAR COMPOSITION
It is recommended to adopt a multiple-level (linear) transformational approach in order to achieve a solution that can map between a wider range of schemas. Thus, it can cover types of translations between different database vendors, SQL vendors like MySQL and Oracle, and NoSQL vendors like MongoDB and Cassandra, and even the graph data model such as Neo4J database. From this point of view, the demand for introducing the more common and less technical intermediate representation (IR) model using a textual Domain-Specific Modeling Language (DSML) has emerged. This common IR model can support the productivity of transformation agents, reducing their complexity and optimizing their performance.
The following UML Package diagram (Figure 7 ) illustrates the architecture of the (two-step) linear translating framework that maps NoSQL document-based data model into the SQL relational model. 
B. HIERARACAL COMPOSITION
The hierarchical composition is applied to the internal design of each translation system. Where the translation rules are distributed across different translation agents, based on the structure of the target schema (model). It is worth mentioning that it is still an open question whether the benefit of considering the structure of the target schema when designing the translation system outweighs the structure of the source one.
To illustrate the hierarchical composition in the internal design of the transformation agent, the case of mapping NoSQL graph DB structure into RDBMS schema is considered via GraphToRDBMS translation system. This system consists of several translation agents as shown in the following figure (Figure 8) .
It is worth mentioning that defining the mapping between NoSQL schemas, such as graph-or document-based and RDBMS ones is not a straightforward task. Based on the transformation language and framework used (declarative/ imperative), the mapping process normally involves a series of transformation iterations to form the final structure of entities, its properties and data integrity and constraints, including relationships. The detailed design and implementation of the suggested transformation framework is out of the scope of this paper. Further works, including an intensive survey on possible model transformation languages and frameworks for database generation, are required to decided which DSML might be used with which model transformation approach in the proposed system.
XIII. CONCLUSION
Requirements, recommendation and architectural design of an edge-based healthcare system that works with dynamic healthcare crowd data repositories are introduced and discussed in this paper. An IoT Edge-based healthcare system is introduced with two subsystems, namely monitoring subsystem and medical record management subsystem. Additionally, two kinds of data models are considered in the work (relational and NoSQL data model). An architectural design of a recommended transformational system is also introduced in this work with two styles of compositions (linear and hierarchical).
Based on the work presented in this paper, further research directions might be formulated. Investigation and implementation of the model-driven engineering side, including the internal design of mapping rules, adopted model transformation language, designing the language of the intermediate common data model are interesting dimensions of research. Additionally, the investigation and implementation of the cloud technology and networking is another interesting dimension that includes internal design, protocols, security and performance.
