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datan säilyttäminen sekä eri selainten välillä ilmenevien rajapintojen erojen hallinta. 
 
Lukijalleen opinnäytetyö tarjoaa tietoa sovellusten toimintamallista sekä esittelee 
tärkeimmät  huomioitavat osa-alueet suunnittelun ja työn aikana. Eri komponenttien 
toteutusta havainnollistetaan esimerkkisovelluksen avulla, joka on kehitetty AngularJS-
kehyksellä. Siksi lukijalta edellytetään ohjelmoinnin perusteiden sekä AngularJS-
kehyksen ymmärtämistä. 
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The purpose of this thesis was to research if applications developed with single page 
application architecture are suitable for use in unstable networks. This means situations 
where an application is running in places where network connection is hard or 
impossible to maintain. Efficiency and stability of the application was researched 
through a customer project, which highlighted biggest problems during the 
development. In addition, the subject was investigated through literature related to the 
field of web development in unstable networks. In this thesis all the relevant 
information was gathered to help develop web-applications for unstable networks in 
future projects. Another purpose of this thesis was to improve the author’s personal 
knowledge of SPA-architecture and different architecture models. 
 
Due to the fast growth of web browsers’ performance and browser technologies, 
applications in an unstable network or applications even without network connection 
can be developed rapidly and profitably. Also the demand for these applications has 
risen because of the need to bring services to multiple platforms in a cost-efficient way. 
Challenges in development are mostly due to users’ browsing habits, the way the 
browsers store and handle the data and differences between interfaces used in browsers. 
 
This thesis provides infromation about the operating procedures of single page 
applications and points out the areas that developers should pay attention to when 
developing web-applications for unstable networks. An example web-application shows 
how to build different components with the AngularJS framework. This thesis assumes 
that the reader has basic knowledge in programming and in AngularJS architecture. 
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LYHENTEET JA TERMIT 
 
 
Lippu  Totuusarvotyyppinen muuttuja. 
MVC  Viittaus Model View Controller -arkkitehtuuriin. 
MVVM  Viittaus Model View ViewModel -arkkitehtuuriin. 
RIA  Rich Internet Application. Web-sovellus joka on usein 
toteutettu verkkoselaimeen esennettavan liitännäisen avulla. 
SPA  Single Page Application, eli yhden sivun arkkitehtuuri. 
Web-sovellus Verkkoselaimessa suoritettava sovellus.  
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1 JOHDANTO 
 
 
Verkkoselainten suoriuskyvyn parantuessa, myös web-sovelluksia on voitu kehittää 
tarjoamaan monipuolisempia asiakasohjelmia, rikkaalla käyttökokemuksella. Yhden 
sivun arkkitehtuuri pystyy ottamaan hyödyn irti tästä suorituskyvystä, koska se siirtää 
normaalisti palvelimella sijaitsevat komponentit käyttäjän selaimeen, jossa 
asiakasohjelmaa voidaan käyttää jopa ilman verkkoyhteyttä. Suorituskyvyn hyödyt ja 
palvelimesta riippumaton toiminta tekevät siitä hyvän arkkitehtuurin epävakaassa 
verkossa toimivien web-sovellusten kehitykseen. 
 
Työn tueksi toteutettiin web-sovellus AngularJS-kehyksellä, jota käytetään paljon 
katvealueilla, kuten tunneleissa. Siksi sovelluksen toimiminen ilman verkkoyhteyttä on 
korkealle priorisoitu. 
 
Tavoitteena työllä on selvittää kehityksen aikana kertyneiden havaintojen, sekä erillisten 
aihetta tukevien materiaalien avulla, onko epävakaassa verkossa toimivien web-
sovellusten tekeminen tehokasta ja kannattavaa. Näiden tietojen pohjalta on koottu tämä 
raportti, joka pyrkii tarjoamaan lähtötiedot sovellusten kehitykseen tulevissa 
projekteissa. 
 
Työn toimeksiantaja Bitwise Oy on tamperelainen ohjelmistotalo, jolla on vankka 
kokemus ohjelmistokehityksessä, erityisesti sulautetussa ohjelmoinnissa. Kysynnän 
kasvun ja teknologioiden kehityksen myötä, myös syvällisempi perehtyminen web-
sovelluksiin ja niiden tarjoamiin mahdollisuuksiin on ajankohtaista. 
 
Raportissa perehdytään selainten historiaan, sekä epävakaassa verkossa toimivien we-
sovellusten kannalta oleellisiin ominaisuuksiin. Sovelluksen kehittämisen tueksi 
esitellään yhden sivun arkkitehtuuri, jonka ohella tutustutaan suosituimpien 
arkkitehtuurimallien toimintaan ja niiden komponentteihin. Suunnitteluun ja 
toteutukseen havainnollistava sovellus on ohjelmoitu AngularJS-kehyksellä ja esittelee 
tärkeimpiä osa-alueita kehityksen kannalta. 
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2 VERKKOSELAIMISSA HUOMIOITAVAA 
 
Tässä luvussa käsitellään yleisesti verkkoselainten käytön lähihistoriaa ja käydään läpi 
muutamia ominaisuuksia jotka ovat tärkeitä yhden sivun arkkitehtuurilla toteutettujen 
web-sovellusten kehittämisessä. Pysyttelemme puhtaasti selainten omissa 
ominaisuuksissa emmekä ota huomioon vanhanaikaisia Rich Internet Applications –
teknologioita (RIA), kuten Adobe Flash tai Microsoft Silverlight. RIA-teknologioiden 
käytön tarkastelun poisjättämiseen on syynä niiden suosion vähentyminen ja tuen puute 
mobiililaitteissa. 
 
Selaimet, käyttöjärjestelmät sekä laitteistot ovat kehittyneet valtavasti viime vuosien 
aikana. Nykyään niiden suorituskyky on jo niin korkea, että suuri osa asiakasohjelman 
logiikasta voidaan siirtää käyttäjän selaimeen. Suorituskyvyn kehityksestä hyvänä 
esimerkkinä toimii Microsoft Officen siirtyminen pilvipalveluksi, jota voidaan käyttää 
myös selaimella. Myös sähköpostin lukeminen on siirtynyt suurilta osin 
mobiililaitteisiin sekä selaimiin. Litmus.comin (2015) tekemän tutkimuksen mukaan 
työpöytäohjelmia sähköpostin lukemiseen käytettiin vuoden 2014 lopussa vain 22 % 
(kuva 1). Mobiililaitteiden käytön kasvu on mielenkiintoista, koska web-sovellukset 
voidaan kääntää lähes lähdekoodia muuttamatta mobiillilaitteille hybridi-sovelluksiksi. 
 
 
KUVA 1. Sähköpostin käytön muutos käyttöympäristöittäin vuosilta 2011 – 2014 
(Litmus 2015). 
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Selaimen käytön lisääntymisen takia myös monet palvelut ja tuotteet halutaan tuoda 
suosittuun ympäristöön. Web-sovellusten kehittäminen on myös 
kusktannustehokkaampaa verraten natiiviin ohjelmointiin, koska yksi asiakasohjelma 
toimii suurimmalla osalla laitteiden selaimista käyttöjärjestelmästä riippumatta. 
 
 
2.1 Selainten erot 
 
Eräs haaste web-sovelluksia kehitettäessä ovat selainten ja niiden versioiden väliset 
erot. Tämä johtuu selainten käyttämistä eri renderöinti- ja JavaScript-moottoreista. 
Koodin validointi pyrkii poistamaan eroavaisuuksia, mutta standardisoituja tekniikoita, 
jotka ulottuvat selainympäristöön löytyy lähinnä XHTML- ja HTML5-kielistä. Koska 
vain osa JavaScriptistä on standardisoitu myös selaimissa olevien rajapintojen välille on 
syntynyt eroja, jotka hankaloittavat sovelluksen kehitystä. Kuvassa 2 havainnollistetaan 
AJAX-kutsun lähettämistä vanhemmalla Internet Explorerilla ja modernilla 
verkkoselaimella. Internet Explorer käyttää kutsun muodostamiseen ActiveXObjektia, 
joka moderneissa selaimissa on vaihtunut XMLHttpRequest-objektiksi. Siksi ennen 
kutsun lähettämistä täytyy tarkistaa, kumpaa objektia on mahdollista käyttää. Työssä 
verkkoselainten väliset rajapintaerot näkyvät testausaikojen pidentymisenä, koska samat 
testit suoritetaan monella selaimella. 
 
 
KUVA 2. Esimerkki AJAX-kutsun suorittamisesta eri rajapintoja tukien. 
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2.2 Datan tallennus 
 
Jotta web-sovellusta voitaisiin käyttää myös silloin kun verkkoyhteyttä ei ole saatavilla, 
pitää data saada muistiin käyttäjän laitteelle. Verkkoselaimessa JavaScript toimii 
kuitenkin hyvin rajoitetussa ympäristössä ja siksi esimerkiksi paikallisten tiedostojen 
lukeminen tai niihin tallentaminen ei onnistu. Tämän ongelman ratkaisemiseksi dataa 
voidaan tallentaa suoraan selaimeen joko istuntokohtaisesti  tai pysyvästi. Pysyvästi 
tallennettua dataa voidaan käyttää usean istunnon aikana, joka tekee siitä hyvän 
valinnan epävakaassa verkossa toimivien web-sovellusten käytössä. Yleisimmät 
pysyvät tallennustavat ovat evästeet, Local Storage sekä IndexedDB. Niiden toiminta 
eroaa himan toisistaan ja siksi valinta kannattaa tehdä sovelluksen tarpeiden mukaan. 
 
Web-sovellusten kannalta ongelmaksi tallennuksessa tulee datan helppo poistaminen 
selainten ominaisuuksien kautta ja joissakin tapauksissa selaimet poistavat sitä 
itsenäisesti. Siksi data on mahdollisuuksien mukaan siirrettävä palvelimelle, jossa se 
saadaan turvallisemmin talteen. 
 
 
2.2.1 Evästeet 
 
Evästeet ovat yksinkertaisia avain-arvo-pareja, joita palvelin tallentaa käyttäjän 
selaimeen. Niitä käytetään esimerkiksi sisäänkirjautumisistunnoissa, verkkokauppojen 
ostoskoreissa sekä dynaamisissa hinnoitteluissa. Evästeet lähetetään jokaisen kutsun 
yhteydessä palvelimelle, joka voi käyttää tai muuttaa siihen tallennettua dataa 
tarvittaessa. Niiden ikä voidaan asettaa joko istuntokohtaiseksi, jolloin data häviää 
selaimen sulkemisen yhteydessä tai pysyväksi haluttuun aikarajaan saakka. (Internet 
Engineering Task Force 2011.) 
 
Verkkoselaimet estävät evästeiden lähettämisen muihin kuin asiakasohjelman tarjoavan 
palvelimen osoitteeseen, mikä voi aiheuttaa ongelmia eri palvelimella sijaitsevan 
asiakasohjelman ja palvelinrajapinnan välillä. 
 
Evästeeseen tallennettavan tiedon koko on maksimissaan 4 kB, mikä on usein liian 
vähän web-soveluksissa tietojen tallentamiseen. Myös tiedon lähettäminen palvelimelle 
jokaisen kutsun yhteydessä ei ole toivottua. 
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2.2.2 Local Storage 
 
Local Storage tallentaa datan avain-arvo-pareina, jossa arvo on aina tyypiltään 
merkkijono. Tietoa ei lähetetä evästeen tavoin palvelimelle kutsujen yhteydessä ja  vain 
asiakasohjelma voi tallentaa dataa tietokantaan. 
 
Tilaa tietokannalla on selaimesta riippuen 5-25 Mt (taulukko 1). Ainoan 25 Mt tilan 
tarjoaa BlackBerry 10 -verkkoselain. Internet Explorerissa tilaa on 10 Mt ja pienimmän 
5 Mt tila löytyy Google Chromesta, Mozilla Firefoxista ja Operasta. 
 
TAULUKKO 1. Tallennustila eri selaimissa (Microsoft 2015; Chrome 2015; 
BlackBerry 2015) 
Selain Muistin määrä (Mt) 
Google Chrome 5 
Mozilla Firefox 5 
Opera 5 
Internet Explorer 10 
BlackBerry 10 25 
 
 
Tallennettu tieto säilyy, kunnes käyttäjä tai asiakasohjelma poistaa sen. Local Storagen 
käyttö on helppoa JavaScript-rajapintojen kautta ja siksi se on melko suosittu tietokanta 
kehityksessä. Vaikka rajapinnan käyttö on helppoa, voi hallinnan kanssa tulla haasteita 
indeksoinnin puuttumisen ja merkkijonoihin rajoitettujen arvojen takia. Näiden 
rajoitusten takia esimerkiksi JSON-objektien tallentaminen kantaan sellaisenaan ei 
onnistu, vaan niitä joudutaan tallentamisen ja kyselyjen yhteydessä muuttamaan 
objekteista merkkijonoiksi ja päinvastoin. IndexedDB pyrkii poistamaan tämän 
ongelman. 
 
 
2.2.3 IndexedDB 
 
IndexedDB ei rajoitu merkkijonoihin, vaan mahdollistaa myös monimutkaisempien 
objektien tallentamisen. Tietokantaan tehtävät kutsut ovat asynkronisia, millä vältetään 
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sovelluksen tukkiutuminen niiden aikana. Kokoa kannalla on 50 % vapaana olevasta 
levytilasta. Jos laitteen levytila on vähissä, voivat jotkut verkkoselaimet poistaa 
tietokannassa olevan datan itsenäisesti. Siksi epävakaassa verkossa toimivissa web-
sovelluksessa on tärkeää pyrkiä siirtämään kerätty data palvelimelle aina kun se on 
mahdollista. 
 
IndexedDB käyttää kokoelman luonnin yhteydessä asetettua muuttujan nimeä objektin 
identifiointiin, mikä helpottaa ja nopeuttaa objektien hakua tietokannasta. Jos 
identifioivaa muuttujaa ei aseteta, IndexedDB luo sellaisen itse objektin ulkopulelle. 
Kokoelmille voidaan asettaa myös muita indeksejä, jotka helpottavat objektien hakua 
tietyn muuttujan perusteella. Indeksin luonnin yhteydessä sille voidaan asettaa myös 
muita ominaisuuksia, kuten yksilöinti (kuva 3). (Mozilla 2015a, 2015b.) 
 
 
KUVA 3. IndexedDB:n käyttö (Using IdexedDB 2015). 
 
 
Selainten tuki IndexedDB:lle on melko uusi, josta johtuvat tietokannan ominaisuuksien 
puutteet joidenkin selaimien rajapinnoissa (kuva 4). Tämä tekee sen käyttämisestä 
haastavaa kehityksessä. Tällä hetkellä täysi rajapintatuki IndexedDB:n käyttöön löytyy 
Firefoxista, Chromesta sekä Operasta, osittainen tuki Internet Explorerista, Edgestä, 
Safarista sekä iOS Safarista. Opera Ministä tuki puuttuu kokonaan. IndexedDB on 
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kuitenkin kehityksen alla, eikä siirtymässä syrjään, joten tulevaisuudessa rajapintatuki 
kaikissa selaimissa on todennäköistä. (Mozilla 2015c.) 
 
 
KUVA 4. IndexedDB tuki verkkoseilaimissa (Can I use 2015). 
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3 YHDEN SIVUN ARKKITEHTUURI 
 
Yhden sivun arkkitehtuuria (SPA) käytetään paremman ja rikkaamman 
käyttökokemuksen luomiseen. Siinä perinteinen palvelimella tapahtuva logiikka 
siirretään käyttäjän verkkoselaimeen (MVC Architecture 2015). Tavoitteena on luoda 
asiakasohjelmaan tarvittavat komponentit sovelluksen itsenäiseen näkymien eli sivujen 
vaihtoon sekä niissä esitettävän datan käsittelyyn. Palvelimen tehtäväksi jää 
ensimmäisen sivun lähettäminen selaimeen, minkä jälkeen se toimii rajapintana tarjoten 
asiakasohjelmalle sen pyytämää dataa. Pyynnöt tehdään AJAX-kutsuilla, jolloin 
sivulataukset eivät ole tarpeellisia. 
 
Yhden sivun arkkitehtuuria käsitellään kahden suurimman malli- ja näkymätason 
avulla, joista on helppo nähdä sovelluksen toiminnan kokonaiskuva. Tasojen 
toimintojen toteutukseen on kehitetty kaksi suosittua arkkitehtuurimallia, Model View 
Controller (MVC) sekä  Model View ViewModel (MVVM) -malli. Niiden avulla 
sovellusta pyritään pilkkomaan ylläpidettäviin osiin. 
 
Edut: 
 Nopea navigointi, koska uudelleenlatauksia ei tarvita. 
 Palvelimelta pyydetään vain tarvittavaa dataa, mikä tekee sovelluksesta 
tehokkaamman. 
 Käyttöliittymän logiikka ei hajaannu selaimelle ja palvelimelle. 
 Palvelinrajapinnan erillinen toteuttaminen lisää sekä turvallisuutta että 
monikäyttöisyyttä. 
 
Haasteet: 
 Verkkoselainten yhteensopivuusongelmat. 
 Ohjelmistokehykset, arkkitehtuurimallit sekä ohjelmointitavat eivät ole vielä 
vakiintuneet. 
 Lokaalisti tallennettavan datan vanhentuminen. 
 Kahdella eri asiakasohjelmalla muokatun datan käsittely ja tallentaminen 
palvelimella. 
 Datan tallentaminen epävarmaa käyttäjän ja selaimen oikeuksista johtuen. 
 Datan mahdollinen menettäminen vikatilanteista tai laiterikoista johtuen. 
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3.1 Mallitaso 
 
Mallitasojen toimintaa voidaan kuvata hyvin tietokantamaisesti, koska ne ovat 
vastuussa datan tallentamisesta, ylläpidosta sekä käsittelystä (Takada 2012). Kuva 5 
esittää mallitason toiminnan kokonaisuudessaan. 
 
 
KUVA 5. Mallitason toiminta. 
 
 
Datalähde 
 
Datalähde palauttaa tunnisteen tai etsintäkriteerien perusteella halutun datan joko 
muistista tai palvelimelta mallina. Ne voivat sisältää myös muita toimintoja, kuten 
palvelinyhteyden tarkkailun. Tämä on hyödyllistä epävakaassa verkossa toimivissa 
web-sovelluksissa, koska dataa voidaan purkaa palvelimelle aina kun se on mahdollista 
ja siten pienentää riskiä datan häviämiseen virhetilanteiden yhteydessä. Jos 
verkkoyhteys puuttuu pitkään, nousee myös datan vanhenemisen riski. Silloin datalähde 
voi liittää palautettuihin malleihin varoituksen mahdollisesti vanhentuneesta datasta, 
mikä voidaan edelleen välittää käyttäjälle. 
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Malli 
 
Mallit sisältävät näkymissä esitettävän datan, joka voidaan muuttaa yksinkertaiseen 
JSON-muotoon tallennusta varten. Tämä mahdollistaa mallin käyttämisen usean 
istunnon aikana. Mallit voivat joko itse ilmoittaa muutoksistaan tai niitä voidaan  
tarkkailla, mikä määräytyy käytettävästä arkkitehtuurimallista. 
 
 
Kokoelma 
 
Kokoelmat sisältävät malliryhmiä, joita voivat olla esimerkiksi verkkokaupan 
tuoteryhmät. Ne matkivat mallien toimintaa joko toteutettuna yksinkertaisiksi 
taulukoiksi tai sisältämällä toimintoja, jotka helpottavat yksittäisten mallien hakemista. 
Kokoelmia käytetään näkymissä esimerkiksi listausten muodostamiseen ja 
arkkitehtuurimallistaan riippuen ne myös välittävät sisältämiensä mallien muutokset, 
jotta niiden kuuntelijat pystyvät reagoimaan muutoksiin. 
 
 
Muisti 
 
Palvelimelta haettavan tiedon määrän minimoimiseksi tarvitaan asiakasohjelman päähän 
muisti, joka pystyy tallentamaan tiedon paikalliseen tietokantaan sekä välimuistiin. Se 
nopeuttaa eri näkymien välillä tapahtuvaa navigointia ja poistaa turhaa Internet-kaistan 
käyttöä. Epävakaassa verkossa toimivien web-sovellusten ongelmana on, että muistissa 
olevaa dataa ei päästä päivittämään tarpeeksi usein palvelimelta. Siksi sovelluksen 
luonteesta riippuen on hyvä miettiä mitä dataa on turvallista säilyttää muistissa ja minkä 
datan esittämiseen palvelinyhteys on pakollinen. 
 
 
 
3.2 Näkymätaso 
 
Näkymätasojen rakenne on monimutkaisin osa yhden sivun arkkitehtuurilla 
toteutetuissa sovelluksissa. Ne sisältävät tärkeimmät komponentit sivujen 
perustoimintaan ja niiden ansiosta näkymät voidaan ladata suorittaa ilman palvelimen 
apua. Web-sovellusten perustoiminnat ovat sivupohjien renderöinti, mallien päivitys ja 
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kuuntelu tai tarkkailu sekä tapahtumien liittäminen HTML-dokumentteihin ja niiden 
suorittaminen. Näiden toimintojen avulla yhden sivun arkkitehtuurilla pystytään 
luomaan käyttökokemukseltaan entistä rikkaampia käyttöliittymiä. 
 
Sivupohjien renderöinnissä asiakasohjelma luo tarvittavien mallien avulla HTML-
dokumentin tai sen osan verkkoselaimelle. Luomisprosessi riippuu käytetystä 
arkkitehtuurimallista, mutta lopputuloksena on aina verkkoselaimen ymmärtämä 
HTML-tuloste, eli näkymä, joka esitetään käyttäjälle visuaalisessa muodossa. 
Asiakasohjelmassa tapahtuva renderöinti mahdollistaa visuaalisesti rikkaiden 
käyttöliittymien toteutuksen, koska perinteisesti palvelimella tapahtuvan renderöinnin 
aikaviivettä ei ole.  
 
Yhden sivun arkkitehtuurilla luoduissa käyttöliittymissä kertaluonteinen sivupohjan 
renderöinti ei riitä, koska sitä pitää pystyä päivittämään siinä käytettyjen mallien 
muuttuessa. Siksi mallitason toimintaan kuuluu myös arkkitehtuurimallista riippuen, 
joko mallien kuuntelu tai tarkkailu. Huomatessaan mallissa tapahtuvan muutoksen, 
mallitaso luo näkymän uudelleen, joka näyttäytyy käyttäjälle jälleen ilman erillistä 
sivulatausta. 
 
Tapahtumat ovat näkymän kautta, käyttäjän vuorovaikutuksella suoritettavat toiminnot. 
Ne voidaan liittää näkymään renderöinnin yhteydessä ja niiden seurauksena esimerkiksi 
mallien sisältö voi muuttua, mikä aiheuttaa myös näkymän päivittämisen. Toisaalta 
tapahtumia voidaan suorittaa näkymätasolla ilman käyttäjän vuorovaikutusta, mikä voi 
olla esimerkiksi ajastin, jonka muuttuessa uusia aika päivitetään näkymään. 
 
 
3.3 Model View Controller -arkkitehtuuri 
 
MVC-arkkitehtuuria on käytetty aikaisemmin web-sovelluksissa palvelinpuolella, mutta 
myöhemmin sitä on siirrytty käyttämään myös asiakasohjelmien toteutukseen. Siihen 
kuuluu kolme pääkomponenttia joita ovat malli, näkymä sekä käsittelijä (kuva 6). (Fink 
& Flatow 2014, 51.) 
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KUVA 6. Mallin, näkymän ja käsittelijän toiminta. 
 
 
Malli 
 
Mallin tehtävä on säilyttää, hakea ja tarjota dataa käsittelijöille niiden sitä pyytäessä. Ne 
ovat vastuussa siitä, haetaanko haluttu data tietokannasta, välimuistista vai palvelimelta. 
Yleensä MVC-arkkitehtuurissa käsittelijälle palautettu data asetetaan muuttujaan, jonka 
osoite voidaan antaa näkymän käyttöön tarkkailua varten. 
 
 
Näkymä 
 
Näkymän tehtävänä on tarjota tarvittavien mallien avulla HTML-tuloste 
verkkoselaimelle, joka esittää sen edelleen käyttäjälle visuaalisessa muodossa. Erilaiset 
toiminnot, kuten silmukat ja vuorovaikutusten liittäminen näkymään toteutetaan 
ohjelmointikehyksen tarjoaman sivupohjakielen avulla. Sivupohjakieli mahdollistaa 
HTML-kielen sekaan liitettäviä komentosarjoja, joiden perusteella taustalla käytettävä 
ohjelmistokehys osaa luoda HTML-tulosteen. Kuvassa 7 AngularJS-kehyksen 
sivupohjakielen silmukkaa käytetään tulostamaan olutkokoelma. Näkymät tarkkailevat 
ja käyttävät malleissa olevaa dataa käsittelijän luovuttaman linkin avulla. Siten mallissa 
tapahtuvaan muutokseen pystytään reagoimaan näkymän uudelleen renderöinnillä. 
 
 
 
KUVA 7. Esimerkki sivupohjakielestä AngularJS-kehyksessä 
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Käsittelijä 
 
Käsittelijää voidaan kuvailla liitospintana näkymän ja mallien välillä. Sen tehtävänä on 
luoda toimintarajat näkymälle, mikä tarjoittaa toimintojen ja mallien linkittämistä sen 
käyttöön. Näkymissä toimintoja ja malleja voidaan suorittaa ja renderöidä 
sivupohjakielen avulla. Kuva 8 esittää AngularJS-kehyksellä luodun yksinkertaisen 
käsittelijän ja näkymän vuorovaikutuksen. Siinä käsittelijä tarjoaa näkymälle taulukon 
käyttäjiä, joista näkymä luo HTML-listan. Käsittelijät voivat suorittaa myös itsenäisesti 
toimintoja, kuten ajastimia näkymän taustalla ja siksi niiden sisältämä logiikka saattaa 
muodostua melko monimutkaiseksi. Käsittelijöitä voidaan käyttää monen näkymän 
kanssa, koska ne eivät ole vastuussa niiden päivittämisestä. 
 
 
KUVA 8. Käsittelijän ja näkymän vuorovaikutus AngularJS-kehyksessä. 
 
 
Mikito Takada (2012) tekee e-kirjassaan mielenkiintoisen huomion käsittelijä-sanan 
(controller) käytöstä. Koska sana on adoptoitu palvelinpuolen arkkitehtuurista, jossa 
käsittelijän käyttäytyminen on yksinkertaisempaa, se ei kuvaa toimintaa oikein yhden 
sivun arkkitehtuurilla toteutetuissa web-sovelluksissa. Tämä on hyvä huomio, koska 
kuten edellä mainittiin, saattaa käsittelijässä oleva logiikka muodostua monimutkaiseksi 
asiakasohjelman ja sen käyttöliittymän monipuolisuuden takia.  
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3.4 Model View ViewModel -arkkitehtuuri 
 
MVC-arkkitehtuurista poiketen MVVM ei tunne käsittelijöitä, vaan sen komponentteja 
ovat malli, näkymä ja mallinäkymä. Juuri käsittelijän ja mallinäkymän toiminnassa 
näkyvät arkkitehtuurien suurimmat erot (kuva 9). (Fink & Flatow 2014, 52.) 
 
 
 
KUVA 9. Mallin, näkymän ja mallinäkymän toiminta. 
 
 
Malli 
 
MVVM-arkkitehtuurissa mallit ilmoittavat muutoksistaan ja sisältävät kyselyjä 
helpottavia toimintoja, kuten kokoelmista haettavan mallin etsiminen tunnisteen 
perusteella. Tämä johtuu siitä, että toimintoja pyritään jakamaan tasaisemmin, koska 
mallinäkymä vastaa kokonaisuudessaan näkymän luomisesta, päivityksestä sekä 
taustalla ja vuorovaikutuksesta tapahtuvista toiminnoista. Ilmoittavan ja tarkkailtavan 
mallin ero on siksi vain saman logiikan toteuttaminen eri komponentteihin, mikä auttaa 
jakamaan työn määrää niiden välillä. 
 
 
Näkymä 
 
Näkymän tehtäväksi jää mallien tai niiden mallinäkymässä generoitujen projektioiden 
esittäminen käyttäjälle, sekä vuorovaikutuksesta tapahtuvien toimintojen käynnistys 
mallinäkymässä. Näkymäkomponentin luomisesta vastaa mallinäkymä, eikä siinä siksi 
tarvita erillistä sivupohjakieltä. 
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Mallinäkymä 
 
Kuten käsittelijät, myös mallinäkymät toteuttavat näkymältä tulevia tapahtumia. Niiden 
tehtävä on kuitenkin tätä laajempi, koska ne eivät vain linkitä, vaan myös päivittävät 
näkymää mallien muuttuessa, eikä niitä siksi voida käyttää useiden näkymien kanssa.  
Näkymällä ja mallilla ei ole keskinäistä yhteyttä, joten mallinäkymän tehtävänä on 
myös välittää halutut toiminnot niiden välillä. 
 
Koska mallinäkymät luovat omat näkymänsä, voidaan niiden käyttöä monipuolistaa 
erilasten alustimien avulla. Tämä ei ole mahdollista käsittelijöissä, joissa kehittäjä luo 
näkymät yhteen haluttuun tarkoitukseen. (Takada 2012.)  
 
 
3.5 Palvelinrajapinta 
 
Palvelinrajapinta yhdistää asiakasohjelman ja palvelimella sijaitsevan datan. Sen 
tehtävänä on lähettää haluttu data asiakasohelmalle, tai vastaanottaa asiakasohjelmalta 
lähetetty data ja päättää miten se käsitellään. Yhden sivun arkkitehtuurissa toiminta 
toteutetaan AJAX-kutsujen avulla. Kutsujen käyttämistä saattaa hankaloittaa 
verkkoselainten turvallisuuskäytännöt. 
 
AJAX-kutsut ovat asiakasohjelman taustalla tehtäviä erillisiä HTTP-kutsuja 
palvelinrajapintaan. Niiden yhteydessä siirretään dataa, jota voidaan käyttää esimerkiksi 
asiakasohjelman mallien sisältönä, tai tallentaa palvelimen tietokantaan (W3schools 
2015). Verkkoselaimet rajoittavat AJAX-kutsujen lähettämisen ristikkäisiin osoitteisiin, 
ja niitä voidaan suorittaa vain, jos selain vastaanottaa tarvittavat Cross-Origin Resource 
Sharing eli CORS-otsakkeet. 
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4 SOVELLUKSEN SUUNNITTELU JA TOTEUTUS 
 
 
Epävakaassa verkossa toimivat web-sovellukset yhdistävät tekniikoita ja 
ajatusmaailmaa työpöytäsovelluksista sekä perinteisistä web-sovelluksista. Niiden 
toiminnassa asiakasohjelman ja palvelinrajapinnan väliseen yhteyteen ei voida luottaa. 
Siksi perinteisesti palvelimella tapahtuvat toiminnot siirretään käyttäjän 
verkkoselaimeen, minkä ansiosta käyttö ei häiriinny verkkokatkojen aikana. 
Epävakaassa verkossa toimivassa web-sovelluksessa voidaan olettaa, että verkkoyhteys 
on saatavilla ensimmäisen käynnistyksen yhteydessä. Kuva 10 esittelee yksinkertaisen  
MVC-arkkitehtuurimalliin perustuvan sovelluksen asiakasohjelman rakenteen, johon 
kuuluu tietokanta, palvelut, käsittelijät sekä näkymät. 
 
 
KUVA 10. Esimerkki sovelluksessa käytetystä MVC-arkkitehtuurimallista. 
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Tässä luvussa käydään läpi esimerkkisovelluksen avulla keskeisiä osa-alueita 
epävakaaseen verkkoon kehitettävän web-sovelluksen toiminnassa. Kehityksen 
hallinnan ja nopeuden avuksi esitellään pintapuolisesti myös muutama suosittu työkalu. 
 
4.1 Työkalut 
 
Yhden sivun arkkitehtuurin yleistymisen myötä sen ympärille on kehitetty kattava 
valikoima erilaisia työkaluja, jotka auttavat sovelluksen nopeassa ja hallitussa 
kehittämisessä. Myös suorituskyky ja virheiden määrä pienenee pakkaus- ja 
testaustyökalujen ansiosta. Alta löydät listauksen kehityksessä käytettävistä työkaluista 
ja kuvauksen niiden toiminnasta. Työkalujen valinta määräytyy paljon tottumusten sekä 
vaatimusten mukaan ja esitellyt työkalut ovat oma valintani yhden sivun arkkitehtuurilla 
toteutettujen sovellusten kehitykseen. 
 
 
4.1.1 Node Package Manager 
 
Node Package Manager, eli NPM on Node.js:n mukana tuleva paketinhallintatyökalu. 
NPM:n avulla pääsee käsiksi suureen määrään avoimen lähdekoodin kirjastoja ja 
työkaluja, mikä on nostanut sen suosiota web-kehittäjien keskuudessa (NPM Blog 
2014). Kirjoitushetkellä erilaisia paketteja on jo tarjolla lähes 200 000 kpl (NPM 2015). 
 
 
4.1.2 AngularJS 
 
AngularJS on Googlen kehittämä MVC-arkkitehtuurimalliin perustuva Model View 
Whatever -kehys, eli MV*- tai MVW-kehys, jossa käsittelijän tilalla tai sen lisäksi 
voidaan käyttää myös muita komponentteja sovelluksen toimintaan. AngularJS tarjoaa 
lisäkomponentteja kattavasti ja niiden tarkoituksena on pitää sovelluksen lähdekoodi 
helposti ylläpidettävissä ja testattavissa osissa. Komponenttien arkkitehtuurin 
monimutkaisuus nostaa oppimiskynnystä ja jakaa siksi vahvasti mielipiteitä (Fink & 
Flatow 2014, 51). Yhteisö AngularJS:n ympärillä on kuitenkin suuri, joten apua 
ongelmiin löytyy helposti. Yleisimmin käytetyt komponentit ovat moduuli, reititin, 
direktiivit sekä palvelut, jotka yhdessä muodostavat sovelluksen kokonaisuuden. 
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Moduuli ja konfigurointi 
 
Moduulit (module) ovat AngularJS-kehyksessä käytettäviä säiliöitä ja ne toimivat web-
sovelluksen esilatausohjelmana. Ne yhdistävät kehyksessä käytettävät muut 
komponentit yhteen ja niihin voidaan liittää myös muita moduuleja jolloin niiden 
sisältämät toiminnot saadaan käyttöön. Lähestymistavalla saavutetaan etuja, kuten 
lähdekoodin pakkaaminen uudelleenkäytettäviin osiin sekä niiden yksikkötestaaminen 
moduuli kerrallaan. Moduulien ansiosta myös muiden kehittäjien toteuttamat kirjastot 
on helppo ottaa käyttöön vaivattoman liittämisen ansiosta. Konfigurointi-komponentti 
(config) suoritetaan web-sovelluksen alustamisen yhteydessä ja se huolehtii 
komponenttien luomisesta ja liittämisestä moduuliin. 
 
 
Reititin (routes) 
 
Reititin yhdistää ja lataa näkymän (view) ja käsittelijän (controller) osoitteen perusteella 
ja on vastuussa näkymien vaihdosta käyttäjän navigoidessa sivustolla. Osoitteessa 
käytettävä näkymä voidaan ladata myös ulkoisesta HTML-tiedostosta, mikä selkeyttää 
lähdekoodin hallintaa. Näkymän ja käsittelijän välille luodaan näkyvyysalue (scope) 
minkä kautta eri toiminnot ja mallit voidaan linkittää. 
 
 
Direktiivit (directives) 
 
Direktiivit ovat dokumenttioliomalleihin, eli DOM-elementteihin liitettyjä merkkauksia, 
joiden perusteella AngularJS-kehyksen HTML-kääntäjä lisää elementtiin halutut 
toiminnot. Ne ovat hyödyllisiä esimerkiksi näkymissä olevien toistuvien komponenttien 
luomiseen. Kuva 11 havainnollistaa direktiivien käyttöä käyttäjien listauksen 
sisältävissä toistuvissa komponenteissa, joita ovat yksittäiset käyttäjät. Direktiivien 
käyttö selkeyttää myös yksittäisten näkymien rakenteen ymmärtämistä, koska 
merkkausista voidaan tehdä HTML-kielestä poiketen kuvaavampia. 
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KUVA 11. Direktiivit. 
 
 
Palvelut (services) 
 
Sovellukseen toteutettu palvelu luodaan, jos jokin komponentti on riippuvainen siitä. 
Niiden tehtävä on välittää tietoa ja  tarjota toistuvia toiminnallisuuksia sovelluksen eri 
komponenttien, kuten käsittelijöiden välillä. Palvelun tehtävän luonteesta johtuen, siitä 
luodaan vain yksi ilmentymä, joka jaetaan komponenttien käyttöön. Kuva 12 
havainnollistaa palvelun käyttöä kahden eri käsittelijän välillä, jossa molemmat 
käsittelijät käyttävät saman palvelun tarjoamaa toimintoa. Kuvasta 13 nähdään 
AngularJS-kehyksen komponentit ja miten ne yhdistyvät toisiinsa MVC-
arkkitehtuurimallista tutulla tavalla.  
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KUVA 12. Palvelun käyttäminen käsittelijöissä. 
 
 
 
KUVA 13. AngularJS-kehyksen komponentit (Marco 2013). 
 
 
4.1.3 Less.js 
 
Less.js laajentaa perinteistä CSS-kieltä. Se mahdollistaa ominaisuuksien, kuten 
muuttujien, funktioiden ja silmukoiden käytön. Niiden ansiosta perinteisesti CSS-
kielessä tapahtuvat toistuvat rakenteet saadaan poistettua. Kuvassa 14 esitellään CSS-
kielessä ilmenevä yksinkertainen ylläpidettävyys ongelma, jonka user-box-luokan 
nimen muuttaminen aiheuttaa, sekä sen ratkaiseminen Less.js:n avulla. 
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KUVA 14. Less.js ja CSS-kielen vertailu. 
 
 
4.1.4 Gulp.js 
 
Gulp.js on Node.js:n päälle rakennettu kehys, joka mahdollistaa automatisoitujen 
tehtävien suorittamisen. Se tarjoaa myös yksinkertaisen HTTP-palvelimen, joka 
kuuntelee projektiin tehtyjä muutoksia ja päivittää verkkoselaimessa sivun muutosten 
jälkeen automaattisesti. Gulp.js tarjoaa myös erillisiä liitännäisiä, jotka laajentavat sen 
toimintaa. 
 
Esimerkkiliitännäisiä: 
 Gulp-jshint tarkistaa JavaScript-tiedostojen syntaksin ja varoittaa virheistä. 
 Gulp-uglify pienentää JavaScript-tiedostot nopeamman suorituskyvyn 
takaamiseksi. 
 Gulp-concat yhdistää JavaScript-tiedostot yhteen. 
 Gulp-less kääntää Less-tiedostot CSS-muotoon. 
 
 
4.2 Sovelluksen käynnistys 
 
Kun käyttäjä avaa sovelluksen ensimmäisen kerran, suoritetaan tarvittavan datan 
tallennus käyttäjän selaimeen. Tarvittava data määräytyy sovelluksen luonteesta. Jos 
sovelluksessa olevan datan sisältö muuttuu usein tai käyttäjältä vaaditaan 
tunnistautumista, on käynnistyksessä turvallista vaatia verkkoyhteyttä. Silloin 
tunnistautuminen voidaan tehdä aina palvelimella ja ajankohtainen data saadaan 
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palautettua asiakasohjelmalle. Sisäänkirjautumisistuntoa voidaan hallita myös eri tavoin 
käyttötarkoituksesta riippiuen. Jos tarkoituksena on käynnistää ja sisäänkirjautua 
sovellukseen vain viikon alussa ja käyttää sitä yhtäjaksoisesti, ei erillistä hallintaa juuri 
tarvita, koska uloskirjautuminen tapahtuu automaattisesti web-sovellluksen 
uudelleenlatauksen tai verkkoselaimen sulkemisen yhteydessä. Useiden käynnistysten 
välisten sisäänkirjautumisistuntojen toteuttamiseksi tarvitaan palvelimen ja sovellluksen 
välinen tekniikka, jolla jo voimassa oleva sisäänkirjautumisistunto voidaan tarkistaa 
esirkiksi palvelimen luovuttaman merkkijonon avulla. Toisaalta sisääkirjautumisistunto 
voidaan katkaista asiakasohjelmassa halutun aikajakson jälkeen, esimerkiksi 
aikaleimoja tarkkailemalla. 
 
Kuva 15 esittää yksinkertaisen työnkulun, jossa käyttäjä syöttää 
sisäänkirjautumistietonsa. Onnistuneen tunnistautumisen yhteydessä palvelin palauttaa 
tarvittavan datan sovelluksen käynnistämiseen. 
 
 
KUVA 15. Yksinkertainen työnkulku sovelluksen käynnistyessä. 
 
 
AngularJS-kehyksellä voidaan toteuttaa yksinkertainen tunnistautuminen Basic Access 
Authentication -protokollaa käyttäen (W3C 1996). Onnistuneen tunnistautumisen 
jälkeen asetetaan siitä indikoiva lippu päälle ja siirrytään alustamaan sovellusta (kuva 
16). 
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KUVA 16. AngularJS tunnistautuminen Basic Access Authentication -protokollaa 
käyttäen. 
 
 
Tulevissa AJAX-kyselyissä tarvittavaan tunnistautumiseen voidaan käyttää esimerkiksi 
palvelimen asettamaa evästettä. Sen käyttö on melko vaivatonta, koska se lähetetään 
verkkoselaimen toimesta joka kyselyn yhteydessä palvelimelle. Ongelmia ilmenee 
lähinnä silloin, kun palvelin ja asiakasohjelma eivät sijaitse samassa osoitteessa. Näissä 
tapauksissa verkkoselain suojelee käyttäjän yksityisyyttä eikä lähetä evästettä 
ristikkäisen kutsun yhteydessä. Tässä tilanteessa on usein helpompaa käyttää evästeen 
sijaan esimerkiksi OAuth 2.0 -protokollaa tai muuta palveluavaimeen perustuvaa 
tunnistautumista. Niissä palvelin lähettää onnistuneen sisäänkirjautumisen yhteydessä 
palveluavaimen jota voidaan käyttää myöhemmissä kutsuissa. OAuth 2.0 -protokollaa 
käyttävä palvelin palauttaa pitkäaikaisten istuntojen yhteydessä myös istunnon 
päivitysavaimen, jota ei saa paljastaa käyttäjille. Silloin AJAX-pyyntöjä kannattaa tehdä 
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välityspalvelimen kautta, joka pystyy piilottamaan päivitysavaimen tehokkaammin kuin 
asiakasohjelma. 
 
Jos palvelimelta noudettavaa dataa on paljon, voidaan sen hakemista vaiheistaa. Erilliset 
kutsut tulisi kuitenkin suorittaa käynnistyksen alkuvaiheessa, koska verkkoyhteyden 
katoaminen heti kirjautumisen jälkeen on mahdollista. Kuva 17 esittelee esimerkin 
palvelimen palauttamasta JSON-tulosteesta joka on yksilöity aikaleimojen avulla. 
 
 
KUVA 17. JSON-tuloste palvelimelta onnistuneen kirjautumisen yhteydessä. 
 
 
Jotta sovelluksessa käytettäviä ulkoisia tiedostoja, kuten kuvia ja fontteja,  voidaan 
esittää eri näkymissä myös yhteydettömässä tilassa, pitää ne saada paikallisesti talteen. 
Tämä onnistuu välimuistiluettelon avulla. Välimuistiluettelo on yksinkertainen tiedosto, 
joka listaa palvelimelta tallennettavat tiedostot (kuva 18). Selain tallentaa ja päivittää 
automaattisesti sen sisällön, jos välimuistiluettelo löytyy tai sen sisältöä on muutettu 
(Mozilla 2015d). Välimuistiluettelo voidaan ottaa käyttöön yksinkertaisesti lisäämällä 
HTML-dokumentin html-tagiin attribuutti manifest, jonka arvoksi annetaan 
välimuistiluettelon osoite (kuva 19). Välimuistiluettelon tiedostopääte voi olla mikä 
tahansa, kunhan lukemisen yhteydessä sen sisältötyypiksi asetetaan text/cache-manifest. 
 
 
KUVA 18. Välimuistiluettelo. 
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KUVA 19. Välimuistiluettelon liittäminen 
HTML-dokumenttiin. 
 
 
Sovelluksen alustaminen mahdollistaa sen käytön ilman verkkoyhteyttä aina 
uudelleenlataukseen tai uloskirjautumiseen saakka. Tässä yhteydessä sillä tarkoitetaan 
palvelimelta saadun datan käsittelyä ja tarkistamista käynnistyksen yhteydessä. 
Aikaleimojen käyttäminen auttaa suurten datamäärien tarkistamisessa, koska niiden 
avulla voidaan tarkistaa mikä datasta on ajankohtaista.  
 
Esimerkissä etsimme ajankohtaisen datan ja tallennamme sen paikallisesti tai 
lähetämme sen palvelimelle. Jos kyseessä on ensimmäinen käynnistys, tallennetaan 
palvelimelta saatu data paikallisesti (kuva 20). 
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KUVA 20. Sovelluksen alustaminen. 
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4.3 Näkymät 
 
Epävakaassa  verkossa toimivan web-sovelluksen näkymissä käytettävien mallien 
sisältö ladataan paikallisesta tietokannasta tai aikaisemmin palvelimelta palautetusta 
datasta, ei AJAX-kutsulla palvelimelta. Siksi ongelmaksi saattaa muodostua mallien 
sisällön vanhentuminen. Kaikki näkymään liittyvät ulkoiset tiedostot, kuten webfontit 
on hyvä muistaa noutaa käynnistyksen aikana. Siten niitä voidaan käyttää 
verkkoyhteydestä riippumatta.  
 
Näkymien välillä tapahtuvan navigoinnin hallinta monimutkaistuu web-sovellluksissa 
selaimen historianapeista johtuen, koska ne tallentavat sivuhistoriaa aina osoiterivin 
muuttuessa. Joskus sovelluksessa voi olla tarve estää käyttäjän palaaminen näkymään 
historianappeja käyttäen (kuva 21). Tämä malli voidaan toteuttaa JavaScriptin 
historiarajapinnan avulla, joka mahdollistaa historiatiedon korvaamisen. Sen 
seurauksena sivulle, joka on korvattu, ei voida enää palata (Pilgrim 2015). 
Historiarajapinnan käyttöä AngularJS-kehyksen avulla esitellään kuvassa 22. 
Monimutkaisemmissa tapauksissa voidaan luoda erillinen komponentti 
historiarajapinnan päälle, joka huolehtii siitä mihin osoitteeseen käyttäjä ohjataan. 
 
 
 
KUVIO 21. Historian manipulointi. 
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KUVA 22. Historiarajapinnan käyttö. 
 
 
4.4 Mallit ja niiden hallinta 
 
Epävakaassa verkossa toimivien web-sovellusten mallitason toiminnassa haluttu data 
haetaan malliin lähtökohtaisesti selaimen tietokannasta tai kerätään käyttäjän syötteistä. 
Jos data on usein muuttuvaa, voidaan sitä koittaa hakea perinteisesti palvelimelta 
näkymään siirryttäessä. Tämä voidaan toteuttaa kuvan 23 esimerkin mukaisesti, jossa 
tietokannasta palautettua dataa käytetään ensisijaisesti ja taustalle käynnistetään AJAX-
kutsu, joka päivittää datan, jos sitä vastaanotetaan onnistuneesti palvelimenta. 
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KUVA 23. Hallittu datan nouto palvelimelta. 
 
 
Esimerkin mukaisesti myös synkronointi palvelimelle voidaan tehdä tiettyyn näkymään 
siirryttäessä. Tärkeän datan rinnalle voidaan toteuttaa ajastettuja tapahtumia, jotka 
tarkkailevat väliajoin yhteyttä palvelimelle. 
 
Joissakin tilanteissa asiakasohjelma voi yrittää tallentaa vanhentunutta dataa 
palvelimelle. Siksi kaikkea vaihdettavaa dataa kannattaa seurata esimerkiksi 
aikaleimoilla, joiden avulla tuorein data löytyy vaivattomasti. Näitä ongelmia ilmenee 
usein silloin kun usealle käyttäjälle annetaan mahdollisuus saman datan 
muokkaamiseen. 
 
Jos verkkoyhteys on pitkään pois käytöstä, voi datan määrä kasvaa asiakasohjelmassa 
suureksi. Siksi tietokannan kokoa pitää pystyä tarkkailemaan. Helppo tapa tähän on 
tietokannan merkkijonon pituuden seuranta, jossa yksi merkki tarvitsee kaksi tavua 
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muistia. Toinen vaihtoehto on täyttää kantaa, kunnes tietokannan rajapinta ilmoittaa 
tilan loppumisesta. Jos tila loppuu, voidaan käyttäjälle antaa mahdollisuus poistaa 
tietokannasta tietoa hallitusti tai vaihtoehtoisesti vaatia verkkoyhteyttä, jotta data 
saadaan lähetettyä palvelimelle. Toinen vaihtoehto on ennaltaehkäistä kannan 
täyttymistä poistamalla itsenäisesti esimerkiksi tietyn iän ylittänyt data. 
 
AngularJS-kehyksessä mallitason perustoiminnot kannattaa toteuttaa palveluiden avulla, 
missä myös välimuistin toteuttaminen on yksinkertaista. Tämä helpottaa koko 
tietokannan ja palvelinrajapinnan käyttöä jokaisesta käsittelijästä (kuva 24). 
 
 
KUVA 24. Tietokannan hallinta. 
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5 ASIAKASPROJEKTI 
 
Työn rinnalla tehty asiakasprojekti auttoi aukaisemaan epävakaassa verkossa toimivien 
web-sovellusten ongelmia ja mahdollisuuksia, sekä opetti suuren määrän uusia 
työkaluja. Sen avulla opin hahmottamaan huomioitavia asioita kehityksessä, mikä ohjasi 
suurelta osin raporttiin kerättävien aiheiden ja taustamateriaalin valintaa. Yhden sivun 
arkkitehtuuri ei ollut minulle täysin uutta, mutta lähtökohta verkottomassa tilassa 
toimimisesta pakotti ajattelemaan asioita uudesta kulmasta, jossa myös asiakkaan 
käsitys verkkoselaimen toiminnasta piti muuttaa. 
 
Tietokannan rakenteen suunnittelu nousi suureen osaan, koska dataa kertyy paljon ja 
sitä tallennetaan merkkijonoina. Merkkijonomuotoon tallennettujen JSON-objektien 
hallinta ja käsittely osoittautui melko hankalaksi. Siksi seuraavassa projektissa 
käyttäisin mahdollisuuksien mukaan IndexedDB:a, jonka indeksointimahdollisuus ja 
objektien tallentaminen helpottaisi kannan halllintaa. 
 
Vanhan palvelinrajapinnan räätälöinti uuteen tarkoitukseen aiheutti asiakasohjelmaan 
suurta datan muokkausta ja pilkkomista ennen sen lähetystä. Se lisäsi AJAX-kutsujen 
määrää, joita mielestäni pitäisi minimoida, koska useiden asiakasohjelmien kutsut 
saattavat aiheuttaa ongelmia palvelimen ja verkkoselaimen päässä ja jopa yllittää 
sallittujen yhteyksien määrän tai skaalautuessaan aiheuttaa turhia kustannuksia. 
Palvelimen ja asiakasohjelman välillä siirrettyä dataa oli vaikea seurata pilkkomisesta 
johtuvan indeksoinnin puutteen takia, joka aiheutti saman tiedon lähettämistä useasti 
palvelimelle. Asiakasohjelman ja palvelinrajapinnan yhtenäistämistäminen tehostaisi 
datansiirtoa sekä helpottaisi sen hallintaa huomattavasti. Se ei ollut kuitenkaan 
projektissa mahdollista eri toimittajista johtuen. 
 
Suurimpia haasteita ilmeni testauksessa, jota oli mahdoton suorittaa sovelluksen 
todellisessa käyttöympäristössä. Yritimme jäljittää virheitä erillisen PHP-rajapinnan 
avulla, mikä osoittautui hankalaksi verkkoyhteyden heikkouden takia. Tehokkaimmaksi 
keinoksi jäi vikatilaan joutuneiden laitteiden tarkistaminen toimistolla. Siellä emme 
kuitenkaan päässeet käsiksi ongelmiin, jotka johtuivat käyttäjien toiminnasta. Näitä 
saattoivat olla esimerkiksi sivun sulkeminen joidenkin toimintojen aikana tai 
historianappien käyttö tavalla, jota emme osanneet toistaa toimistolla. Näitä ongelmia 
oli erittäin vaikea saada kiinni edes yksikkötestauksessa. Koska kommunikointi suoraan 
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käyttäjille puuttui, oli ongelmien kuvaus lähinnä laitteen jumiutumista, eikä siitä juuri 
tarkentunut. Onglema oli, että käyttäjät eivät osaa antaa tarkempia kuvauksia viasta, 
koska eivät ole kokeneita tietokoneidenkäyttäjiä. Tulevissa projekteissa käyttäjien 
käyttäytymiseen tutustuminen,  heille suoraan kommunikoiminen, sekä 
käyttäympäristöön tutustuminen ja sielä toimiminen olisi tehostanut huomattavasti 
sovelluksen kehittämistä. 
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6 POHDINTA 
 
Opinnäytetyön tavoitteena oli toteuttaa tuotantokelpoinen web-sovellus epävakaaseen 
verkkoon. Lisäksi sovelluksen avulla sekä aiheeseen syvemmin paneutumalla piti 
selvittää onko niiden kehittäminen mahdollista tehokkaasti ja kannattavasti, sekä 
saadaanko niiden toiminta riittävän vakaaksi suunniteltuun käyttötarkoitukseen. Tavoite 
täyttyi molempien osalta, mutta tehokkuus, kannattavuus ja vakaus riippuu sovellusten 
yksilöllisyydestä ja vaatii verkkoselainten tarjoamista ominaisuuksista johtuen paljon 
huolellisesta suunnittelua. Web-sovelluksen ja tausta-aineiston pohjalta tarkoituksena 
oli tuottaa selkeä ja ajatuksia herättävä raportti, joka helpottaa tulevissa projekteissa 
epävakaassa verkossa toimivien web-sovellusten kehittämisessä. 
 
Vaikka tiesin ennen työn aloittamista hieman MVC-arkkitehtuurimallista lähinnä 
AngularJS-kehyksen käytön kautta, toi yhden sivun arkkitehtuuri mukanaan paljon 
uutta ja haastavaa tietoa. Mallitason ja näkymätason toimintakokonaisuuksien 
ymmärtäminen oli tärkeää eri arkkitehtuurimallien käytön yhteydessä, koska 
kokonaiskuva perustoiminnasta auttaa etsimään oikeat komponentit niiden 
toteuttamiseksi halutusta ohjelmointikehyksestä.  
 
Koska suorituskyky verkkoselaimissa, sekä nopeasti kehittyvät selaintekniikat ovat jo 
nyt hyvässä vauhdissa, uskon että epävakaassa verkossa tai jopa ilman verkkoyhteyttä 
toimivien web-sovellusten tulevaisuus on valoisa. Vaikka yhden sivun arkkitehtuurin 
tunnettuus ja varsinkin sen mahdollisuudet verkkoyhteydettömien sovellusten 
kehityksessä on melko vähäistä, sen kysyntä tuntuu kasvavan tasaisesti. Kysynnän 
myötä myös markkinointia kannattaisi mielestäni kohdentaa sopivasti web-sovelluksiin 
ja niiden mahdollisuuksiin ohjelmistotaloissa. 
 
Parhaiten epävakaaseen verkkoon voidaan toteuttaa sovelluksia, jotka keräävät 
käyttäjältä tietoa ja pyrkivät tallentamaan sitä palvelimelle mahdollisuuksien mukaan. 
Myös laskentaa ja muita raskaita toimintoja voidaan siirtää tehokkaasti asiakasohjelman 
päähän, jos ne eivät kasvata väärinkäytön riskejä. Siksi esimerkiksi verkkokauppoihin 
sovellettuna vanhentuvat tuotetiedot ja ostoskorin hintojen laskenta saattaa aiheuttaa 
enemmän haittaa kuin hyötyä. Jos sovelluksessa usean käyttäjän pitää pystyä 
muokkamaan samaa dataa, tarvitaan myös jonkinlaista versionhallintaa, joka 
monimutkaistaa sovelluksen toteutusta huomattavasti. 
39 
 
Tulevaisuuden projekteissa antaisin vielä enemmän aikaa ohjelmiston ominaisuuksien 
ja toimintojen kartoittamiseen ja suunnitteluun. Sillä saavutettaisiin tilaajan kannalta 
edullisempi ja tuottajan kannalta selkeämpi, eli nopeammin ja halvemmalla kehitettävä 
sovellus. Tätä varten olisi hyvä toteuttaa asiakkaan kanssa läpikäytävä prosessi, jossa 
heistä saadan irti oleellinen tieto sovelluksen käyttötarkoituksesta ja toiminnasta. Tämä 
prosessi voisi korvata kokonaan nykyisen mallin, jossa tyydytään usein siihen, että 
asiakas ei tiedä mitä haluaa. Vaikka ketterässä kehityksessä suuntaa voidaan korjata 
nopeasti oikean tuotteen saavuttamiseen, tuottaa se edelleen mielestäni paljon turhaa 
työtä, jonka oikeaan suuntaan muuttaminen aiheuttaa laadultaan huonoa koodia. Huono 
koodi perustellaan asiakkaan ongelmanratkaisun oppimiskäyrän kannalta oleelliseksi, 
mikä sitä varmasti onkin. Ongelmaksi muodostuu mielestäni lähinnä ajanpuute 
refaktorointivaiheessa, joka usein jätetään kokonaan väliin. Jos lähtökohtainen 
ymmärrys sovelluksen toiminnasta ja asiakkaan ongelmasta kasvaa, tarvittaisiin 
refaktorointivaiheeseen vähemmän aikaa, koska koodista saataisiin lähtökohtaisesti 
valmiimpaa. Tällä suunnittelun ja toteutuksen kokonaisuudella uskon, että sovelluksista 
saataisiin tehokkaampia ja jatkokehitettävämpiä. Myös panostaminen loppukäyttäjän 
työn ymmärtämiseen ja käyttäytymismalleihin voisi auttaa omalta osaltaan sovelluksen 
ominaisuuksien ja käyttötarkoituksen kartoittamisessa sekä kehityksessä. 
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