Purpose: This paper describes a case study of the development, features and evaluation of a Rich Internet Application for libraries. It attempts to demonstrate best practice in the use of software standards, development processes and evaluation. Methodology/approach: Web 2.0, open source design methods and usability testing were used within an Agile framework. Findings: The adoption of Agile software development methods, coupled with usability testing, would enable the library community to take full advantage of the techniques and principles inherent in Web 2.0 open source software. Research limitations: A major component of the evaluation of OJAX was a series of usability tests. As is the nature of most usability studies, the results are not generalisable. Originality/value of paper: Aspects of Agile software development methods, such as usability testing and iterative design, are recognised in the literature as contributing to the usability of library software. However, exploration of the use of a full Agile framework plus usability testing to facilitate Web 2.0 open source software is rare in library-related literature.
Introduction
OJAX provides an open source federated-search service for metadata from OAI-PMH (Open Archives Initiative Protocol for Metadata Harvesting) compatible repositories (Wusteman and O'hIceadha, 2006) . It is being developed using Web 2.0 open source design methods and usability testing within an Agile software development framework.
This article provides a case study of OJAX's development to date and illustrates how the methodologies and principles chosen have helped to ensure usability. It first briefly explains the technology behind Rich Internet Applications. The various methodologies and principles involved in the design, development and evaluation of OJAX are then introduced. These are Agile methodology, the principles of open source and Web 2.0 software, and usability testing. How these facets can complement one another to produce a usable system is explained. The OJAX system is then described, concentrating on its architecture and its use of Ajax to support the iterative nature of search. This is followed by a discussion of the methods used to evaluate OJAX, in particular, usability testing.
Rich Internet Applications
The OJAX federated search service [1] is an example of a Rich Internet Application (RIA). That is, it is a web application that offer users the features, functionality and dynamic interactivity of a traditional desktop application. One of the key techniques used in many RIAs, including OJAX, is Ajax (Garrett, 2005; Wusteman and O'hIceadha, 2006) , as popularised by Google applications such as Gmail and Google Maps.
All RIAs enable asynchronous communication between browser clients and server-side systems. In an Ajax Web application, the Web page incorporates an Ajax engine written in JavaScript. Users interact with this engine in the same way that they would with a standard Web page except that, instead of every action resulting in a request for an entire new page from the server, user actions generate JavaScript calls to the Ajax engine. If the engine needs data from the server, it requests this asynchronously in the background. So the user is not left waiting for the server to respond to their input. In addition, the entire page need not be refreshed at every user interaction; instead, individual page elements can be rapidly updated as required.
The adoption of Ajax facilitates the movement of network applications away from the traditional monolithic client/server approach and towards Service-Oriented Architecture, epitomised by smaller reusable services with discrete functionality. Such services can be combined and recombined to deliver different applications to users (Wusteman, 2006) . In the case of OJAX, for example, multiple front ends could be built using different user interface technologies, but each using the same Ajax technology at the server, thus decoupling the user interface technology from the service provision technology.
Open Source
As the name suggests, software labelled as open source provides free access to its source code. But the term implies much more than this: the relevant software must be freely available to any party for any purpose, including all forms of modification or extension. And any such derivations must be distributed under the same open source terms [2] . Open Source Software (OSS) includes Web servers such as Apache [3] , the OpenOffice suite [4] , the Firefox browser [5] , the digital repository systems Fedora [6] and DSpace [7] , as well as the topic of this article, the federated search system OJAX.
FLOSS (Free/Libre Open Source Software) [8] is a closely related concept but differs slightly to OSS in it ethos. Whereas open source software is available for incorporation in commercial products, FLOSS software is only available to developers who agree to make the code of any resulting products freely available. FLOSS projects, for example, Wikipedia and the digital repository system EPrints [9] , are usually released under a Gnu General Public Licence (GPL) [10] . OSS software is made available under a number of different licences [11] , for example, the Apache licence [12] used for OJAX. OSS development is epitomised by collaborative development by a group of volunteers. As OSS guru Eric Raymond (2000) explains, this may proceed "in a carefully coordinated way by a small, tightly-knit group of people"; alternatively, the software may be "rather casually hacked on by huge numbers of volunteers coordinating over the Internet". Whichever approach is taken, the result is often software of higher quality and higher stability than commercial rivals (Valloppillil, 1998) .
Not surprisingly, the development and use of OSS in libraries is growing rapidly (Wusteman, 2004 (Morgan, 2000) .
Agile Development
Agile software development methods encompass many variants but share a common philosophy, as detailed in the Manifesto for Agile Software Development [13] . This philosophy distinguishes it from traditional software development. In the latter, sometimes referred to as the Waterfall lifecycle, the analysis, design, coding and testing phases occur sequentially, with little if any feedback from users, until a software release near the end of the project, possibly years after the requirements were defined.
Whereas Waterfall methods attempt to deny the possibility of change of requirements or opinions within a project, Agile methods attempt to respond to change. Agile development (Sy, 2007) involves a rapid succession of incremental software releases, or iterations. Coding begins early in the project and is preceded by only as much documentation as is actually necessary to move the project forward. Each iteration, generally produced at regular intervals of between two and four weeks, must produce a "working version". The latter is a stable, testable piece of software and implements a subset of the product's final functionality.
As well as frequent releases, Agile philosophy focuses on close collaboration and rapid feedback between developers, users and customers. (In Agile terminology, customers are members of the product team who represent the users' needs within the development process.) Each working version is delivered to users or customers for evaluation, and their feedback is fed into planning for the next iteration.
Open Source and Agile
OSS is not a software development methodology. However, common development practices may be identified within the OSS community. These practices tend to reflect the collaborative nature of OSS projects.
Community is central to the OSS vision. When an active community does not develop around an OSS project, its chances of success diminish. For example, the development of an open source version of the X Window System ultimately failed because of the reluctance of the core developers to allow meaningful collaboration by the rest of the community (Barr, 2004) .
Other common aspects of OSS development are the iterative and incremental development of software. Given these practices, it is not surprising that Agile methods, or components of the Agile methodology, are commonly used in OSS development.
The same Agile processes can work for commercial and OSS projects. However, a common difference between such projects is the relative importance placed on features and release dates. Commercial Agile projects tend to trade off features for dates. In OSS Agile projects, on the other hand, there is often less concern about the exact release date. Thus, dates are more likely to be traded off for features.
User-centered design
User-centered design (UCD) (Long et al., 2005) , also known as interaction design, identifies end users as central to the design process. As with Agile development, users are directly and iteratively involved at key points within the project (Sy, 2007; Churchville, 2007) . Thus, UCD fits Agile's core design principles. There are various user-centred design methods [14] , the most popular of which are focus groups, card sorting, questionnaires, interviews, participatory design and usability testing. The first four have been widely used in library-related software development for many years. The latter two have become common more recently. In participatory design, for example, (Roda et al., 2005) , users do not just provide advice on design issues, but are actively involved in design and decision-making; it is generally used as one of several techniques within a project. Arguably the most important and successful UCD method in the design of software is usability testing.
Usability Testing
Usability refers to "the extent to which a product can be used by specified users to achieve specified goals with effectiveness, efficiency and satisfaction in a specified context of use" [15] .
Usability testing, or user testing, is now a common component of library-related software design; for example (Jung et al., 2008; George, 2008 , Long et al., 2005 Norberg et al., 2005) . It involves representative users performing a series of representative tasks (Notess, 2005) in the presence of a tester. Asking users to think out loud about the tasks they are performing is generally found to be the most productive approach. Alternatively, users may be asked to discuss the process after the tests are finished.
When usability testing first emerged in the 1980s, it was a major undertaking that required a fully fitted "usability lab", including a one way mirror and two video cameras at a minimum (Krug, 2005) . It was assumed that results were only useful if they were statistically significant. As Krug explains, "It cost $20,000 to $50,000 a shot. It didn't happen very often."
This began to change in the early 1990s with the recognition that useful results could be achieved without expensive usability labs (Nielsen, 1994) and a statistically significant number of testers (Nielsen, 2000) . Hence, the emergence of "discount usability testing", with its emphasis on testing early in the design phase, testing regularly and responding to feedback from tests. Thus, usability testing makes most sense as part of an iterative design process (as explored, for example, in (Norberg, 2005) ). Testing early and regularly and responding to feedback are all key Agile design principles. Krug (2005) states that three testers, or at most four, are likely to experience most of the major problems with any system. At this point, the most useful thing a developer can do is to fix those problems and then test again, rather than to search for the less significant problems in the same version. (Krug, 2005 (Arrington, 2008 . A significant development in 2007 was the emergence of OpenSocial [18] , a common API for social applications across multiple websites, with the support of Yahoo!, MySpace, and Google. Another illustration of the interconnectivity of Web 2.0 and OSS is the fact that Google runs on Linux, as does Amazon, and Yahoo runs on BSD, an open source version of Unix.
A simple test early-while you still have time to use what you learn from it is almost always more valuable than a sophisticated test later
Central aspects of both OSS and Web 2.0 are community, openness and user control. In OSS, this refers primarily to the community of developers, along with openness and user control of code. User behaviour is continuously monitored and, in response, applications are modified on an on-going basis; such software is sometimes referred to as being in "permanent beta" release [19] .
In Web 2.0, on the other hand, these references are primarily to the community of users and openness and user control of content. According to O'Reilly (2005) , one of the defining characteristics of Web 2.0 applications is that users are treated as "codevelopers". But this generally refers to co-development of content, not code. Users may share data streams, as illustrated in the many mashups created using Google Maps. Users may share comments and feedback, as evinced by the book reviews in Amazon and the folksonomies created in Flickr. And users may share content, as in Wikipedia, LibraryThing [20] and eBay. In the latter examples, the actual product is "the collective activity of all its users" ( 
The Open Source feedback cycle
In addition to directly solicited feedback, for example via user centred design methods, an important dynamic in the evolution of OSS is the informal feedback from members of the open source community. OJAX has benefited from such feedback.
OSS and FLOSS are generally developed by distributed teams, communicating solely via electronic means; most such developers never meet in person. As Crowston and Scozzi (2008) point out, the literature identifies major problems with distributed software development. However, FLOSS development and by extension, OSS development, present an "intriguing counter-example", resulting in many extremely successful projects. The teams in such projects are generally self-organizing, without hierarchical control. "Coordination seems… to spontaneously emerge." Developers move between roles as the project evolves. Active users often become co-developers by submitting a bug report or fix, providing code updates or contributing results of user trials.
SourceForge
One of the main conduits for feedback in open source software is the software foundry. The best known example of the latter is SourceForge.net which is the world's largest open source software development website. It offers free hosting for project code and documentation and provides tools and resources for managing and enabling community input to projects, and for developing, distributing and supporting software. The OJAX project is hosted on SourceForge [21] .
In a typical SourceForge-hosted project, a developer checks source code changes into the foundry. These changes are then available to anyone who is interested in the project. They can download the code and try it out, provide feedback or ask questions, raise bug reports or comment on reports raised by others. All input is recorded so that it is simple to track changes to a version, or discover the entire history of a bug, for example.
Central to an open source project's success or otherwise is its traction, measures of which include how actively the project is being advanced and the proportion of the relevant community that is contributing to development or use. SourceForge provides detailed statistics on all project activity and all input from developers and users. If more than one project meets a proportion of a potential user's requirements, they are likely to make pragmatic decisions based on traction. Given the choice between a product that meets all the user's requirements but has not had a file change for three years and a product that does not meet all requirements but is highly active, users will tend to choose the latter. The assumption is that the missing features may well be added within a reasonable timeframe. In fact, the user in question may well become actively involved in suggesting the advances they need.
Agile Web 2.0 OSS Development with Usability testing
As demonstrated in the previous sections, and illustrated in Figure 1 , there is considerable overlap between Agile software development methodology, usability testing and the principles commonly used to develop OSS and Web 2.0 services. Combining all of these methods and principles maximises the probability that the resulting system will satisfy the users' needs and facilitate their productivity. There is discussion in library-related literature concerning the pairing of some of these systems in the development of software. But, until now, there has been no discussion concerning the combination of all of these approaches in one library-related project. The OJAX project attempts to explore this and to illustrate best practice in the use of these methods and principles in the development and evaluation of library-relevant RIAs. 
OJAX
The OJAX GUI is illustrated in Figure 2 . One of the goals of OJAX is to reflect the "simple search" experience of Google while providing the power of an advanced search. (Miller, 2004) .
Google Scholar has taught us, quite powerfully, that the user just wants a search box. Arguments as to whether or not this is "best" for the user are moot -it doesn't matter if it's the best if nobody uses it
In most cases, search is an iterative process:
Users do not know the right questions to ask until they begin to see some of the results and learn about the subject….. The interface should support the iterative nature of the search task. In particular, it should invite refinement and exploration (Rose, 2006) .
OJAX is designed to support this iteration and refinement. As users enter data, OJAX responds in real time to accommodate it via a range of Ajax-enabled features, some of which are summarised below. A full description of features available in Version 0.1 is available in (Wusteman and O'hIceadha, 2006) .
One such features is the immediate search that is triggered whenever an entire option has been selected (for example, when a suggested auto-completion is selected in the search terms field) or when the system deems that a user is likely to have finished entering a search term (for example, five seconds of user inactivity for a modified field). The auto-search feature effectively renders the Search button redundant but, as confirmed by usability testing, the latter is retained to avoid confounding user expectations. OJAX's dynamism means that it is unnecessary to provide distinct options for simple and advanced search and for refining a completed search. The user need never navigate between pages because all options, both simple and advanced, are available from the same page. And, as illustrated in Figure 3 , all results are made available on that same page in the form of a scrollable list. The only point at which a new page is presented is when the user chooses to view the full details of a search result.
To the user, it appears that the scrollable list is seamless and that all 435 search results are already downloaded. In fact, only 259 have been downloaded. The rest are available at the server. As the user scrolls further down, say to item 270, an Ajax request is made for the next eleven items. Any item downloaded is cached by the Ajax engine and need not be requested again if, for example, the user scrolls back up the list.
The dynamic scroll bar to the right of the results indicates that there are 435 results for this particular search and that the current scroll position is at result number 256. This number updates instantaneously during scrolling, preserving the illusion that all results have been downloaded and providing the user with dynamic feedback on their progress through the results set.
In the initial results display, only one line of the title, authors, subject, abstract and (optional) comment fields are shown for each item. As the cursor is hovered over the relevant field, the display expands to show any hidden detail in that field. When the cursor is hovered over the bar containing the resource identifier, all display fields for that item are expanded.
Because results are available so quickly and because they can be re-sorted so rapidly, it is not necessary to offer pre-search selection of sort options. Rather, users iterate towards the search results they require by manipulating the results in real time. To further facilitate rapid presentation of results, after a re-sort, only the first screenful must be downloaded before they can be presented to the user. 
Use of OpenSearch in OJAX
As of Version 0.7, an OJAX-powered repository can be searched directly from the browser search bar, without the need to download or configure extensions or plugins and without having first to navigate to the repository search page. This is enabled by use of the OpenSearch standard [22] and is illustrated in Figure 4 . In addition, OJAX was the first open source search engine to incorporate OpenSearch auto-completion in the browser search bar [23] .
OJAX also supports OpenSearch Discovery [24] . This means that, when users visit an OJAX-powered repository search page, Firefox 2 or IE 7 will automatically detect that the repository can be searched via OpenSearch and will offer to add that repository to the set of search plugins installed in their browser. In addition, when using Firefox 2, the phrase "Add to Firefox" will appear above the search button, as in Figure 4 . Similarly, the phrase "Add to IE" will appear when using IE 7, and "Add to browser" when using any other OpenSearch compatible browser. This feature is OJAX-specific and enabled via a JavaScript call rather than via OpenSearch. 
Storing searches as Atom feeds
If users frequently perform the same searches on an OJAX-powered repository, they can click on the "Save this search as a feed" link, at the bottom right of the page, to add an OpenSearch Atom feed for that search to their feed reader. As content matching their query is added to the repository in question, the feed reader will detect the new additions. Some OpenSearch-aware feed readers, such as IE 7.0, will take advantage of the extra structuring of metadata in Atom to sort and filter the results data and to display the different fields appropriately to their function. This is illustrated in Figure 5 , which shows the results of an OJAX search on "harnad". Firefox, on the other hand, does not interpret the extra Atom metadata but treats the feed as it would an RSS file.
Most sites, even those using OpenSearch to describe their search syntax to browsers, publish their search results in HTML. Unfortunately, there is no standardisation in the HTML formats used for search results. One of the great advantages of returning search results in Atom is that, unlike HTML, it is machine-readable. Thus, any OpenSearchaware browser or library application can initiate an OpenSearch query against the OJAX repository and receive a machine-readable response. Hence, the results from a search via OJAX could be fed directly into another application, thus facilitating mash-ups. 
OJAX Architecture
As illustrated in Figure 6 , the OJAX architecture comprises four main components: at the server end are the Harvester, repository search index and Web Services and, at the client end, is the Ajax engine that drives the GUI. As of Version 0.7, the OJAX software is in Beta release. It is available for download [1] with or without a sample repository index; the latter allows users to try out the software without having to harvest a repository. A live demo is also available [1] . 
OJAX GUI
The OJAX GUI comprises a single HTML file plus a CSS (Cascading Style Sheet) file. The JavaScript Ajax engine is included within the HTML file. By default, searching is on author, title and abstract. These fields map to the creator, title and description Dublin Core metadata fields [25] harvested from the original repositories. The search can be restricted by deselecting unwanted fields. Apache Lucene [26] is an open source information retrieval API (Application Programming Interface). In effect, it is the technology to build a search engine. The OJAX Harvester uses Lucene to index the records harvested from the required OAI-PMH-compatible repositories and to maintain the resulting inverted index of terms. The use of Lucene also provides a query language, for advanced OJAX users, that includes Boolean operators, support for fielded data and wildcard searches.
Harvester and Search Index

Web Services
The term Web Service refers to the use of XML and related technologies to enable the seamless interoperability of Web-based applications. Web Services go beyond the functionality of simple Web pages; they provide dynamic application-to-application functionality that can be remotely invoked (Wusteman, 2005) . OJAX Version 0.7 includes five Web Services, each of which is a small reusable service with discrete functionality. For example, the Autocomplete Web Service is invoked by the Ajax engine whenever the user presses a key while in the Search term field. The Web Service simply searches the Lucene index for suggested completions for the search term entered so far. The Ajax Engine will then display this list to the user. Because of its discrete functionality, this Web Service can be reused in other aspects of the system, for example, in providing suggested completions for user entries in the Subject field. In addition, the Service-Oriented Architecture used by OJAX's Web Services allows OJAX to be reconfigured relatively simply, thus enabling mash-ups.
User Feedback
There have been multiple avenues for user feedback concerning OJAX. These include directly solicited feedback via usability testing, with both proxy and representative users, and involvement in the open source feedback cycle via SourceForge.
In relation to the latter, several members of the OJAX development community became temporary co-developers: reporting and fixing bugs, suggesting enhancements and proposing new features. OJAX benefited particularly from the contributions of one codeveloper who performed extensive testing and made considerable contributions to the analysis of issues he uncovered.
Usability Testing
Usability testing has informed the evolution of OJAX, providing justification for the modification of existing features and the inclusion of new features. To date, three forms of usability testing have been applied to OJAX. The first was usability testing of similar systems by a proxy user. The results of this testing, along with some discussions with potential users, were used to inform the development of Agile use cases. The latter are simple descriptions of user requirements and goals. At this point, the initial prototype was developed. Once the first working version was produced, iterative proxy usability testing began. It was repeated at the end of each iteration, the length of which varied between a week and a month.
The third form of usability testing involved representative users and was set in motion once the system was feature-complete and all of the proxy users's feedback had been taken into account. These usability tests took place between February and March 2007. Seven test users took part, three evaluating one iteration and four evaluating the following iteration. As OJAX will be used chiefly in an academic setting, all users were university-related. They included postgraduate and undergraduate students, lecturers and library professionals. The testers for both iterations represented a range of ages and expertise in online searching and were diverse in gender. None were familiar with OJAX before the tests and so were able to provide the facilitator with feedback on their initial impressions of the software.
Following the guidelines in (Krug, 2005) , four main methods of data collection were employed: pre-and post-evaluation questionnaires, "get it" testing and "key task" testing. The scripts for all of these components may be found in the Appendix. Each session, including pre and post evaluation questionnaires, lasted approximately one hour (Nielsen, 2005) .
Pre-evaluation
Users were asked to answer a brief pre-evaluation questionnaire, covering their occupation and questions concerning their use of the internet, search tools and related software. Users were requested to provide signed permission for the session to be videotaped.
The facilitator's introductory comments were adapted from a test script by Steve Krug [27] and included the crucial reassurance to the tester that "I'm testing the software, not you. You can't do anything wrong here." Testers were asked to think out loud and to give honest opinions. They were invited to ask questions during the testing with the proviso that the facilitator might answer some questions at the end of the session.
"Get it" testing
Users were then shown OJAX for the first time. They were asked to comment on their immediate response to it and then to discuss how they might carry out a search. This gave the facilitator some initial pointers as to which aspects of OJAX were intuitive and which were not.
Key task testing
Users were asked to use OJAX to perform searches on a series of pre-defined queries, again thinking aloud as much as possible. In general, the facilitator avoided giving hints, at least initially. However, if several users were having problems with the same feature, the facilitator helped to move them on.
Post-evaluation
The key task tests were followed by a brief post-evaluation questionnaire in which users were given the opportunity to summarise qualitatively their experience of using OJAX.
Results of Usability testing
Substantial pretesting by the proxy user eliminated many of the more major usability issues before the commencement of usability testing by representative users. The issues that remained represent three types of scenario:
• Those in which users went astray momentarily but were able to right themselves almost immediately: so-called "kayak" situations (Krug, 2005) .
• Those in which users were confronted with a metaphor that was sufficiently unfamiliar that it was necessary to spend some time learning it before successful use could proceed.
• Those in which users confronted a metaphor that was either unintuitive, or that involved an unintuitive component, resulting in confusion.
Representative examples of each of these scenarios follow.
"Kayak" issues
Among the new or unfamiliar metaphors to which there was generally a positive response were:
• Auto-search • Displaying results in a dynamic scrollable list • The ability to search OJAX directly from the browser search bar • The Atom feed feature There were occasional "kayak" moments when users were initially taken by surprise by OJAX's behaviour. But, in the case of the features listed above, the users were more often pleasantly surprised than disgruntled. For example, the immediate feedback provided by auto-search was generally welcomed and did not cause much confusion, largely because the search button was still available. Users felt that the system was providing an extra service for them without expecting them to change their behaviour to any great extent. Having said that, the most experienced searchers, that is, the librarians, tended to prefer to do things for themselves and were not quite as keen for the system to take the initiative.
Learning a new metaphor
Features that required some change in behaviour but resulted in an immediate advantage to the user were also relatively popular. For example, the auto expansion of results and the dynamic scroll bar both required some experimentation by the user before they "got it", but then were welcomed as potentially useful features. However, in both of these cases, feedback from the users resulted in changes to the interface. These were made immediately and tested in the next iteration.
Another aspect that required some learning on the part of the users was the sorting feature. OJAX results may be sorted by title, authors, subject, archive and date. These options are listed on the grey bar immediately above the results list, as illustrated in Figure 3 . Clicking one of these options sorts the results in ascending order; an upward pointing arrow appears to the right of the sort option chosen. Clicking on the option again sorts in descending order and reverses the direction of the arrow. Clicking on the arrow removes the sort; the results revert to their original order.
Most aspects of this sorting method have been available to users of Microsoft Windows for the last ten years. A similar sort bar is visible in Windows Explorer. But, when they saw it out of its usual context, the test users did not immediately "get it". However, once it was explained to them, they were pleased with this feature. It appears that the context of familiarity of metaphors is important. This type of result demonstrates the usefulness of usability studies with representative users. The unfamiliarity of this form of search had not been predicted by the proxy user and was a surprise to the developers.
In the post-evaluation questionnaire, users were asked how long it would take them to feel as competent using OJAX as they are using their favourite search system. Most were confident they could master it reasonably quickly; this was particularly true of the four testers in the second round of testing.
Unintuitive features
All test users appreciated the clear, "unfussy" nature of the interface. However, some simplifications were confusing. For example, the use of the "Back" button as the only method of clearing a previous search, was perceived as unintuitive. Users suggested the addition of a "New Search" button.
Similarly, most users found the Lucene Boolean search syntax unintuitive. The use of this search syntax is not central to the functioning of OJAX and may be altered in the future.
In the development iterations between usability testing, the focus was on fixing those issues that were actually affecting the users' ability to use the system successfully; for example, the redesign of the dynamic scroll bar. Minor irritations were eradicated if this could be done quickly, as this would contribute to a positive user approach to the system, ensuring that users would be more likely to persist in their attempt to learn how to use it successfully. For example, after the first set of usability tests, dates listed in the From and Until date fields were reversed so that the most recent date was listed first.
Usability Study Conclusions
Studies (Adkisson, 2002; Nielsen, 2004) demonstrate that users have a mental model of how the majority of simple web design elements should work. Nielsen (2004) suggests that "a design becomes the expectation when users see it more than half the time". He proposes that "we should design standards for every important website task". In practice, such "ideal" design standards will always be influenced by the potential of technology. Thus, if they are to be realistic, they must be able to evolve as technology enables new features and designs.
According to a recent report commissioned by the British Library and JISC (2008) , the traits commonly associated with the Google Generation -"impatience in search and navigation, and zero tolerance for any delay in satisfying their information needs -are becoming the norm for all age groups" [28] . Thus, interfaces need to be familiar enough so that users are prepared to give them a chance. What is needed is to build on user familiarity, determining whether each potential change is acceptable to the user or pushes them beyond their tolerance limit. Evolution is the key here; revolution in user interfaces is unlikely to be successful.
A central aim of OJAX is to test novel or unfamiliar metaphors that have been enabled via Ajax technology. Results show that users are prepared to accept some new or seemingly unfamiliar features, on occasion with enthusiasm, but that other changes are a step too far. However, the level of user acceptance is not static; as specific metaphors emerge and become more familiar, users may be able to attune themselves to some designs that are currently unmeaningful.
In an ideal scenario, usability testing with representative users would have been introduced earlier in the process, rather than relying on usability testing by a proxy user for a considerable number of development iterations. This would probably have identified some usability issues earlier in the design process. However, in practice, the use of a proxy user worked well and was a realistic compromise for a project with limited resources.
As is common with most usability studies, the results are not generalisable but they have been extremely useful in the development of OJAX.
Future Work
Science Foundation Ireland is funding the next stage of development of OJAX [1] . The aim of this new project, which started in September 2007, is to investigate how concepts from the Social Web and recommender technology can be applied to the research environment in order to facilitate dynamic collaboration and the sharing of ideas among researchers. It will be illustrated via the creation of OJAX++, a next-generation collaborative research tool, using Web 2.0 technologies such as Web Services, Ajax, collaborative tagging and recommender functionality. OJAX will be a component of OJAX++. Like OJAX, the OJAX++ project is being carried out using OSS Web 2.0 Agile development methods and usability testing.
In 2008, the majority of widely-used web sites incorporate RIA technology. However, the current generation of RIAs are not entirely accessible to users with special needs. The World Wide Web Consortium now recognises that it is unrealistic to advise web developers to avoid the use of RIAs; instead it is fostering the evolution of "Accessible Rich Internet Applications" (W3C, 2008) . This standard is currently at Working Draft stage and support for it has already been built into Firefox Version 3 [29] . As this standard matures, it will be applied to OJAX++.
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