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face
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AOM Archetype Object Model Arhetipski objektni model
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vanje
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HRID Human Readable Identifier Cˇloveku berljivi identifikator
DVM Delvik Virtual Machine Navidezni mehanizem Delvik
JVM Java Virtual Machine Javanski navidezni mehanizem
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x Seznam uporabljenih simbolov
GPS Global Positioning System Globalni pozicionirni sistem
ART Android Runtime Androidovo izvajalno okolje
HTTP Hypertext Transfer Protocol Protokol za prenos hiperteksta
WWW World Wide Web Svetovni splet
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URI Universal Resource Identifier Enolicˇni identifikator virov
URL Uniform Resource Locator Enolicˇnim lokalizatorjem virov
IEFT Internet Engineering Task Force Delovna skupina za internetno
inzˇenirstvo
RPC Remote Procedure Call Klic za oddaljen postopek
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Tabela 1: Seznam uporabljenih kratic
Povzetek
Ena glavnih tezˇav v zdravstvenem sistemu je uporaba papirnatih dokumen-
tov za vodenje administracije in belezˇenje podatkov o pacientih. V nekaterih
segmentih se uporabljajo tudi programske resˇitve, vendar so le-te med seboj ne-
povezane, njihove namembnosti pa se pogosto prekrivajo, kar privede do dvojnega
dela, nekonsistentnih podatkov ali pa so podatki uporabljeni samo enkrat.
V diplomskem delu sem preucˇil delovanje konkretne programske resˇitve, plat-
forme EHRScape, ki temelji na standardu OpenEHR in bi lahko na sistemskem
smislu uvedla poenotenje na podrocˇju informatike v zdravstvu. Izdelal sem tudi
aplikacijo za operacijski sistem Android, ki iz senzorja preko tehnologije Blueto-
oth Low Energy prebere meritve ter jih posˇlje v zdravstveno kartoteko v platformo
EHRScape.
Ugotovil sem, da je delo z EHRScape razmeroma enostavno, saj je platforma
dobro dokumentirana. Tudi delo z Bluetooth Low Energy je razmeroma eno-
stavno, tehnologija pa se je izkazala za zelo primerno za zdravstvene senzorje.





One of the main problems in the health system is use of paper documents
for administration management and recording of the patients´ data. In some
segments, software solutions are also used, but they are unrelated, and their
purposes are often overlapped, which leads to double work, inconsistent data, or
the data being used only once.
In the graduation thesis, I have examined operation of the specific software
solution, namely platform EHRScape, which is based on the OpenEHR standard,
and could in terms of system introduce unification in the field of informatics in
health care. I have also made an application for Android operating system, which
from the sensor via the Bluetooth Low Energy technology reads measurements
and sends them to medical record.
I have established that working with the EHRScape is rather simple, since
the platform is well documented. Further, also work with Bluetooth Low Energy
is rather simple, and the technology has proven to be very suitable for medical
sensors.





Namen diplomske naloge je opisati delovanje ThinkEHR! Platforme podjetja Ma-
rand in standarda OpenEHR, na podlagi katerega platforma deluje. Ob dejstvu,
da smo obkrozˇeni z moderno tehnologijo, ki jo tudi vsakodnevno uporabljamo, je
zares neverjetno, da se v zdravstvu vecˇino podatkov sˇe vedno zapisuje na papir.
Namen te naloge je raziskati in opisati odprtokodno platformo za zapisovanje
zdravstvenih podatkov – OpenEHR. Prakticˇni del diplomske naloge je izdelava
aplikacije za pametni mobilni telefon z operacijskim sistemom Android. Za ta
operacijski sistem sem se odlocˇil, ker je najbolj razsˇirjen – maja 2016 je bil nje-
gov trzˇni delezˇ 68,84 % [10]. Uporabnik bo v aplikacijo vpisal izmerjeno vrednost
glukoze v krvi, ta pa se bo nato skupaj z ostalimi potrebnimi podatki posredovala
v Think!EHR, ki je konkretna izvedba OpenEHR platforme.
1.1 Trenutno stanje v slovenskem zdravstvu
Slovenski zdravstveni sistem je trenutno v precejˇsnjem zaostanku, kar se ticˇe mo-
dernih informacijskih tehnologij. Po mojem mnenju je najbolj skrajen primer
tega ravno ravnanje z obcˇutljivimi zdravstvenimi podatki o pacientu. Trenutna
situacija je taka, da so zdravstveni podatki o pacientu hranjeni v zdravstvenih
kartotekah. Le-te so navadna papirnata mapa, na katero zdravnik zapisuje obi-
ske pacienta in v njo vstavlja izvide v papirni obliki. Taksˇna oblika hranjenja
pacientovih zdravstvenih podatkov je sporna iz vecˇ vidikov.
1. Kartoteke se pogosto hranijo v neustrezno varovanih, odklenjenih ali celo
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odprtih omarah, do katerih imajo dostop vsi. [11]
2. Sledljivost vpogleda v kartoteko je prakticˇno nemogocˇa.
3. Kartoteke tudi niso podvojene, oz. ni varnostnih kopij (npr. pozˇar lahko
kartoteke unicˇi).
4. Iskanje po gorah papirnatih dokumentov (izvidov, itd.) je zelo zamudno.
5. Prenos kartotek med razlicˇnimi zdravstvenimi ustanovami je zamuden.
1.2 eZdravje
Da bi odpravili zgoraj nasˇtete (in tudi ostale) pomanjkljivosti, se je v svetu pricˇelo
uvajati t.i. eZdravje (angl. eHealth). Ta pojem oznacˇuje hrambo zdravstvenih
podatkov v elektronski obliki (po navadi v oblaku). Poznamo vecˇ vrst takega
shranjevanja:
• elektronski medicinski zapis (ang. electronic medical record - EMR) pred-
stavlja shranjene podatke o bolnikih na lokalnem sistemu v za to posebej
prirejenem programu [12]
• elektronski zdravstveni zapis/kartoteko (angl. Electronic Health Record -
EHR) Evropska komisija opredeljuje kot “digitalno shranjene klinicˇne in ad-
ministrativne zdravstvene informacije o vseh prejˇsnjih zdravstvenih tezˇavah
za potrebe zdravstvene oskrbe, poucˇevanja in raziskovanja ob zagotovljeni
zaupnosti podatkov. Elektronski zdravstveni karton naj bi bil orodje za
pomocˇ pri nudenju zdravstvene oskrbe na vseh nivojih in segmentih oskrbe,
ki je dostopno preko zdravstvenih racˇunalniˇskih omrezˇij” [12]
• osebni zdravstveni zapis (angl. Personal Health Record - PHR) predstavlja
osebne elektronske zbirke podatkov o lastnem zdravju z mozˇnostjo selektiv-
nega dostopa do podatkov
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V diplomski nalogi se bom podrobneje ukvarjal z raziskovanjem EHR. Slo-
venska razlicˇica opredelitve EHR je ”sˇirsˇa mnozˇica podatkov, oz. zdruzˇenih in-
formacij iz razlicˇnih virov, ki se nanasˇajo na eno osebo” [12]. Poenostavljeno,
gre za zbirko vseh medicinskih podatkov o eni osebi (spisi, recepti, odpustnice,
rentgenske slike, ultrazvocˇne slike, . . . ), ki so zbrani v eni sami datoteki. EHR je
torej en datoteka, v kateri se zbirajo vsi pacientovi zdravstveni podatki (recepti,
izvidi, odpustnice, slike, . . . ) od njegovega zˇivljenja do smrti.
Institute of medicine (IOM) je leta 2003 poudaril osem osnovnih lastnosti vseh
elektronskih programov za zapisovanje podatkov. [13]
1. Dostopnost podatkov. Zagotovljen mora biti takojˇsen dostop podatkov
medicinskemu osebju.
2. Rezultati preiskav. Dostop do ugotovitev prejˇsnjih preiskav in pregledov.
3. Urejanje podatkov. Mozˇnost racˇunalniˇskega vnosa in shranjevanja podat-
kov o vseh zdravilih, testih in drugih zdravstvenih uslugah.
4. Podpora pri odlocˇanju.
5. Elektronske povezave in komuniciranje.
6. Podpora Bolnikom. Zagotavljanje dostopa bolnikom do njihovih kartotek,
interaktivno vzgojo in mozˇnost nadzora na domu in samotestiranje.
7. Administrativne naloge. Orodja, vkljucˇno z moduli za narocˇanje, ki lahko
izboljˇsajo administrativne naloge in oskrbo bolnika.
8. Sporocˇanje. Shranjevanje elektronskih podatkov po enotnih standar-
dih, ki omogocˇajo zdravnikom in zdravstvenim organizacijam pravocˇasno
sporocˇanje skladno zahtevam zveznih in zasebnih sluzˇb.
V Sloveniji v dolocˇenih zdravstvenih ustanovah taki sistemi zˇe poskusno de-
lujejo. Dva taka primera sta zdravstveni dom Ravne na Korosˇkem in Pediatricˇna
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klinika v Ljubljani [14]. V obeh primerih so zaznali precejˇsen napredek pri izva-
janju zdravstvenih storitev:
• mocˇno se povecˇa dostopnost podatkov (zdravnik dobi podatke takoj, ko jih
potrebuje. Poleg tega je prehajanje teh podatkov med razlicˇnimi zdravstve-
nimi ustanovami oz. delavci izjemno hitro)
• povecˇa se zanesljivost zdravstvene storitve
• boljˇsa sledljivost vseh procesov, vkljucˇno s sledljivostjo dostopa do posame-
znega zaupnega podatka
• skrajˇsan je cˇas od odpusta bolnika do trenutka, ko prejme odpustnico
Obstajajo tudi financˇni pokazatelji v prid eZdravja. Prvi je ogromno
zmanjˇsanje strosˇkov, saj samo 6 kronicˇnih bolezni predstavlja kar 60 % vseh
strosˇkov v evropskem zdravstvu, poleg tega pa ima vsak Evropejec po 65. letu
kar 85 % mozˇnosti, da zboli vsaj za eno od teh kronicˇnih bolezni [14]. Tako
Evropska komisija ugotavlja, da bi bilo mogocˇe s pomocˇjo mZdravja leta 2017
prihraniti 99 milijard evrov [15]. Spremljanje kronicˇnih bolnikov namrecˇ zmanjˇsa
strosˇke na dva nacˇina. [14]
1. Takoj, ko zdravnik ugotovi, da se pacientu zdravje slabsˇa, ga povabi na
pregled, ter s tem zmanjˇsa strosˇke urgentnega zdravljenja.
2. Ker se zdravstveni sistem s kronicˇnim bolnikom bolj proaktivno ukvarja,
le-ti tudi sami vecˇ naredijo za svoje zdravje, ter s tem za preventivo.
Naslednja velika prednost EHR sistema je v analizi ogromnih kolicˇin podatkov
(t.i. Big Data). Ogromne kolicˇine podatkov, zbranih v EHR bi lahko analizirali,
ter tako ugotavljali razlicˇne povezave med dejavniki za nastajanje dolocˇenih bo-
lezni. Primer tega je raziskovanje raka [16].
2 OpenEHR
Trenutna situacija v eZdravstvu je podobna, kot je bila v poslovnem svetu v 80ih
letih. Imamo veliko aplikacij ter programskih resˇitev, vendar pa se le-te med seboj
ne znajo pogovarjati [17]. Standardizacija na tem podrocˇju je torej nujna. Resˇitev
je trenutno vecˇ, vendar se vse bolj uveljavlja odprtokodni standard OpenEHR,
tudi po zaslugi slovenskega podjetja Marand s platformo Think!EHR. [18] [19]
OpenEHR je virtualna skupnost, ki se ukvarja z interoperabilnostjo v zdravstvu.
Poudarek je na elektronskih zdravstvenih kartotekah (EHR) in pripadajocˇem sis-
temu. [20]
Sam sistem je v grobem razdeljen na 3 modele:
• Referencˇni model (angl. Reference Model - RM)
• Arhetipski model (angl. Archetype Model - AM)
• Servisni model (angl. Service Model - SM)
Razdelitev na modele najbolje oriˇse slika 2.1
Kot je razvidno iz slike, je najnizˇji nivo RM, ki definira potrebne podatkovne
strukture (razrede) ter odnose med njimi. Zgornji nivo, SM sluzˇi za povezavo z
zunanjim svetom, AM nivo pa je nabor omejitev, ki skrbijo, da v RM nivoju ne
moremo vpisati povsem poljubnih informacij. Ravno to je glavna novost Ope-
nEHR arhitekture napram drugim podatkovnim modelom.
Na sliki 2.2 je celoten sistem predstavljen sˇe nekoliko drugacˇe.
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Slika 2.1: Razdelitev OpenEHR na modele [1]
1. RM – podatkovna struktura, predstavljena s pomocˇjo razredov ter povezav
med njimi.
2. Arhetipi – Klinicˇno definirane podatkovne strukture. Z njihovo pomocˇjo
lahko klinicˇni delavci definirajo, kateri mozˇni vpisi v referencˇni model so
smiselni. Primer: Katere podatke moramo zapisati pri merjenju glukoze v
krvi (vrednost glukoze, cˇas merjenja, ime merilne naprave, . . . ).
3. Predloge (angl. template) – So nekaksˇni skupki arhetipov, ki so namenjeni
za lokalno uporabo. Arhetipi so torej definirani globalno (primer: arhetip
za merjenje vrednosti glukoze v krvi je enak za vse uporabnike), predloge
pa si lahko vsak uporabnik zgenerira glede na svoje zˇelje (primer: redni
pregled bolnika s sladkorno boleznijo).
4. Operativne predloge (angl. operational templates) – So neke vrste vmesnik
med OpenEHR sistemom in zunanjo programsko opremo. Zunanjim raz-
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Slika 2.2: OpenEHR arhitektura [20]
vijalcem programske opreme omogocˇajo, da le-to razvijejo brez poznavanja
OpenEHR strukture (arthetipov, predlog,. . . ).
5. Poizvedbe (angl. queries)– Poizvedbe lahko opravljamo nad referencˇnim in
arhetipskim modelom.
6. Vezi (angl. bindings) – povezujejo arhetipe ter predloge z zunanjo termino-
logijo (npr. SNOMED).
2.1 Razlogi za uvedbo dvonivojskega modela
Kot je bilo zˇe omenjeno, je referencˇni model sestavljen iz razredov in povezav
med njimi. Vsak razred ima tudi definirane atribute – lastnosti, ki mu jih lahko
dolocˇimo. Poglejmo si to na primeru:
Na sliki 2.3 vidimo prikaz razreda vnos (angl. entry) v UML class diagramu. V
zgornjem razdelku pravokotnika je ime tega razreda, v sredini so njegovi atributi
in v spodnjem razdelku njegove metode. Zraven vsakega atributa je naveden
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Slika 2.3: Razred ENTRY [2]
njegov podatkovni tip. Najnizˇji nivo, referencˇni model omejuje vpis podatkov
zelo ohlapno. Posledica tega je, da lahko kompleksnost takega sistema zelo hitro
naraste, sˇtevilo instanc lahko dosezˇe velikost 1020. Izkazˇe pa se, da je uporabnih
podatkov, oz. podatkov s pomenom le majhen del tega sˇtevila, priblizˇno 106. To
lahko ponazorimo s klasicˇnim jezikom, kjer je nacˇinov, kako sestavimo besedo iz
nekih cˇrk ogromno, le malo takih nakljucˇno sestavljenih besed pa ima pomen. [3]
Slika 2.4: Prikaz kompleksnosti modela [3]
Na sliki ?? vidimo narasˇcˇanje kompleksnosti modela. Cˇe zˇelimo v bazo za-
jeti primere, ki imajo nek pomen (pravokotnik v svetlo modri barvi), lahko model
zgradimo iz nekega majhnega sˇtevila razredov (pravokotnik v temno modri barvi),
vendar pa hkrati model zajame sˇe veliko vecˇje sˇtevilo mozˇnih primerov (pravoko-
tnik v sivi barvi), ki pa nimajo nobenega pravega pomena. Da bi se izognili tem
tezˇavam, v sistem dodamo sˇe en nivo – Arhetipski model (AM). Ta je sestavljen iz
Arhetipov in predlog, njegova naloga pa je postavitev omejitev nad referencˇnim
modelom. S tem dobijo vpisani podatki dodaten smisel.
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2.2 Referencˇni model
Referencˇni model je najnizˇji model v OpenEhr. Je stabilen informacijski model,
ki definira logicˇno strukturo EHR kartoteke in demografskih podatkov. Model
definira formalne in logicˇne definicije informacij, ne pa tudi konkretnih fizicˇnih
podatkovnih shem. [20] Model je podan v obliki razredov ter povezav med njimi,
vsak razred pa ima svoje lastnosti in metode. Gradniki EHR kartoteke so prika-
zani na sliki 2.5. Podrobnejˇsa razlaga posameznih elementov s te slike [3]:
Slika 2.5: Struktura EHR [2]
• EHR – Je osrednji gradnik OpenEHR. Notri so atributi, ki hranijo naslednje
podatke: ID sistema, v katerem je bila elektronska kartoteka ustvarjena, glo-
balno unikaten ID elektronske kartoteke in cˇas, v katerem je bila kartoteka
ustvarjena. Vseh treh navedenih podatkov se pozneje ne da spreminjati.
Pripadajocˇ razred ima sˇe vecˇ atributov, vendar pa so to samo povezave do
drugih razredov
• EHR dostop (angl. EHR access) – Tu notri so vpisani podatki o kontroli
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dostopa do kartoteke (privzeta politika dostopa, seznami uporabnikov z
dostopom in izjeme politiki dostopa)
• EHR stanje (angl. EHR status) - Notri je vpisano, kdo je pacient (s pomocˇjo
PARTY SELF objekta, ki omogocˇa popolno anonimnost osebnih podatkov)
in pa statusa o stanju kartoteke (cˇe jo lahko modificiramo in cˇe lahko nad
njo delamo poizvedbe). V drugem delu tega gradnika pa so nekateri meta
podatki, ki dajo kartoteki dodaten semanticˇni pomen
• imenik (angl. directory) – Je opcijski gradnik, uporablja pa se za uredi-
tev vpisov v neko drevesno strukturo (podobno kot mape v operacijskem
sistemu) s to posebnostjo, da je lahko en vpis v vecˇ mapah hkrati
• podatkovni sestav (angl. composition) – Tu so vpisani konkretni zdravstveni
podatki. Gradnik se naprej deli na dogodkovni sestav (angl. event composi-
tion) in vztrajnostni sestav (angl. persistent composition). V dogodkovnem
sestavu so vpisani klinicˇni dogodki, ki se ticˇejo pacienta (operacija, obisk itd.
), podrobno pa so opisane tudi okoliˇscˇine teh dogodkov. V vztrajnostnem
sestavu so vpisani podatki, ki so vezani na daljˇse cˇasovno obdobje (trenutna
zdravila, ki jih pacient jemlje, zgodovina cepljenja, nacˇin zˇivljenja, itd.)
• contribution – Tu se belezˇijo spremembe, ki se naredijo v kartoteki. Vsak
Contribution se navezuje na eno ali vecˇ razlicˇic tistih podatkov, kjer je
belezˇenje razlicˇic pomembno. To omogocˇa princip ”cˇasovnega stroja”, s
pomocˇjo katerega lahko pogledamo stanje kartoteke na tocˇno dolocˇen datum
Najpomembnejˇsi gradnik je podatkovni sestav, saj se sem vpisujejo vsi klinicˇni
podatki. Ti podatki so predstavljeni kot instance razreda vnos (angl. entry) ozi-
roma njegovih podrazredov. Vsaka instanca razreda vnos je v logicˇnem smislu
posamezna ”klinicˇna trditev”, ki je lahko preprosta in kratka, ali pa vsebuje vecˇje
kolicˇine podatkov, kot so na primer mikrobiolosˇki izvidi. Nad razredom vnos je
definirana tudi vecˇina omejitev, ki dajo vnesenim podatkom dodaten smisel v
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klinicˇnem pomenu, imenovanih arhetipi. Zgradba paketa vnos (ta vkljucˇuje ra-
zred vnos ter njegove podrazrede) je definirana na podlagi klinicˇnega raziskovalno-
evidentirnega procesa (angl. clinical investigator recording process), ki je prikazan
na spodnji sliki:
Slika 2.6: Klinicˇno raziskovalni evidentirni proces [2]
Slika 2.6 prikazuje, kako zdravnik ustvari klinicˇno informacijo s pomocˇjo ite-
rativnega postopka. Najprej pridobi dolocˇeno informacijo s pomocˇjo opazova-
nja (angl. observation), kar je lahko preprost pogovor s pacientom, ali pa tudi
dolocˇene zdravstvene meritve (krvni izvidi, EKG, itd.). Nato na podlagi svojega
znanja izdela mnenje (angl. opininon). Mnenje vsebuje oceno situacije (angl.
assessment), cilje zdravljenja (angl. goals) in nacˇrte za dosego teh ciljev (angl.
plan). Za tem izdela navodila (angl. instructions), kar so lahko dodatne preiskave,
nato pa sledijo izvedbe teh navodil, ki jih obicˇajno izvajajo drugi zdravstveni de-
lavci, lahko pa tudi pacient oz. njegov skrbnik. Krog se nato ponovi oz. po
potrebi ponavlja, pri kronicˇnih boleznih tudi vse zˇivljenje. Na podlagi klinicˇnega
raziskovalno-evidentirnega procesa je izdelana klinicˇno raziskovalno-evidentirna
ontologija za zapis zdravstvenih podatkov (angl. Clinical Investigator Recording
Ontology – CIR). Ontologijo prikazuje spodnja slika.
Bistvo te ontologije je, da lahko z njeno pomocˇjo zabelezˇimo vse korake, ki so
prisotni v procesu. Na podlagi ontolosˇkega modela pa je razvit konkretni razred
vnos. Celoten paket z razredom entry in pripadajocˇimi podrazredi prikazuje
spodnja slika:
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Slika 2.7: CIR [2]
Vidimo, da so podrazredi skoraj identicˇni ontolosˇkim gradnikom, obstaja pa
nekaj razlik. Nekatera imena niso najbolj primerna za vpis v konkretno pro-
gramsko resˇitev, saj so prevecˇ dvoumna (npr. mnenje), enako velja za nekatere
podkategorije (ocena, cilji, nacˇrt). Te podkategorije so lahko modelirane v viˇsjem,
arhetipskem modelu, za nacˇrtovanje referencˇnega modela pa niso primerne. [2]
2.3 Arhetipski model
Arhetip je hierarhicˇna kombinacija komponent iz RM z razpolozˇljivimi omeji-
tvami na imenih, podatkovnih tipih, privzetih vrednostih, itd. Te strukture se
lahko zamenjajo z drugimi, cˇe se klinicˇna praksa izboljˇsa oz. napreduje. [21]Arhe-
tipi torej dolocˇijo omejitve nad referencˇnim modelom in s tem definirajo, katere
podatke moramo vpisati v referencˇni model pri belezˇenju dolocˇenega klinicˇnega
dogodka. Za uvedbo arhetipov obstajajo vsaj trije razlogi.
Prvi in glavni razlog je izognitev nepotrebni kompleksnosti podatkovne baze.
Cˇe arhetipov nebi bilo (torej referencˇni model nebi imel nikakrsˇnih omejitev), bi
bilo sˇtevilo mozˇnih vpisov v referencˇni model izjemno veliko in bi poslednicˇno
priˇslo do nekonsistentnosti med posameznimi konkretnimi instancami OpenEHR
sistema – vsak sistem bi imel svoj nacˇin vpisovanja klinicˇnih dogodkov. Poi-
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Slika 2.8: Zgradba paketa vnos [2]
zvedbe nad taksˇnimi podatki bi v tem primeru morale biti prilagojene glede na
konkreten sistem. Poleg nekonsistentnosti med posameznimi instancami sistema
OpenEHR bi prihajalo tudi do nekonsistentnosti med eno razlicˇico podatkovne
baze v dolocˇenem trenutku ter drugo razlicˇico podatkovne baze v nekem drugem
trenutku v prihodnosti [3] (razlika je v zdravstveni informatiki lahko tudi vecˇ
deset let!), saj se v zdravstveni informatiki klinicˇne definicije pogosto spremi-
njajo [22]. Nadgrajevanje klinicˇnega dela takega sistema je zelo tezˇko in drago,
saj je potrebno migrirati velike kolicˇine podatkov, v veliki vecˇini primerov pa je
to tudi nemogocˇe in pride do izgub teh podatkov.
Drugi problem nacˇrtovanja podatkovnih baz je, da nacˇrtovalec podatkovne
baze (obicˇajno strokovnjak za informatiko) hkrati ni tudi strokovnjak za podrocˇje,
za katerega podatkovno bazo nacˇrtuje (v tem primeru zdravstvo). Pri taksˇnem
nacˇrtovanju baz je potrebne veliko komunikacije med zdravstvenimi delavci in
strokovnjaki informatike, sˇe vedno pa informatik ne more postati zdravnik in
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obratno. Urejanje in ustvarjanje arhetipov je v OpenEHR poenostavljeno do te
mere, da to opravljajo zdravniki oz. klinicˇni delavci. S tem se torej izognemo
zapletom, ki bi sledili, cˇe bi se informatiki vpletali v strokovna vprasˇanja, ki se
ticˇejo zdravstvene stroke. [3]
Tretji problem, znacˇilen za podatkovne baze je nelocˇljiva povezanost konkre-
tne podatkovne baze s konkretnim produktom (npr. aplikacijo) in poslednicˇno
teh podatkov zunaj konkretnih aplikacij in podatkov ne moremo uporabljati. To
pomeni, da bi v primeru zamenjave konkretne programske resˇitve, zdravstveni de-
lavci morali sˇe enkrat nacˇrtovati celoten klinicˇni model. Zato je kreiranje novih
arhetipov poenostavljeno do te mere, da ga lahko opravljajo tudi zdravniki. [3]
2.3.1 Primer arhetipa
Arhetipe izbiramo preko posebnih iskalnikov, imenovanih klinicˇni upravljalniki
znanja (angl. Clinical Knowledge Manager - CKM). Uradni OpenEHR CKM se
nahaja na naslovu http://www.openehr.org/ckm/. Za primer si v CKM poglejmo
arhetip srcˇni utrip (angl. pulse/heartbeat). Kot vidimo na sliki, je ta arhetip tipa
opazovanje (angl. observation) (to pomeni, da je skupek omejitev postavljen nad
razredom opazovanje, ki pa je del referencˇnega modela). Arhetip ima naslednje
zavihke: glavo (angl. header), avtorstva (angl. attribution), podatki (angl. data),
stanje (angl. state), protokol (angl. protocol), dogodki (angl. events), referencˇni
model (angl. reference model). V zavihku glava so osnovni podatki o arhetipu,
kot so opis, kljucˇne besede, namen in uporaba, v zavihku avtorstva so podatki o
osebah, ki so sodelovale pri definiranju arhetipa, sledijo pa trije zavihki, v katerih
so vpisani podatki, stanje in protokol, ki so trije atributi razreda opazovanje (v
referencˇnem modelu). V vsakem zavihku piˇse, kateri podatek je potrebno vpisati
v ta atribut, ter kaksˇne so pri vpisu omejitve. Na sliki 2.9 vidimo, da bolniku lahko
dolocˇimo dva atributa stanja: polozˇaj bolnika (angl .position) in faktor zavajanja
(angl. confounding factor). Oba atributa stanja imata dolocˇene omejitve, polozˇaj
je podatkovnega tipa kodiran tekst (angl. coded text), kar pomeni, da lahko vanj
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vpiˇsemo tocˇno dolocˇeno vrednost (”at0016”ali ”at0020”), ki predstavljata stojecˇi
ali lezˇecˇi polozˇaj bolnika. Kratica at pomeni ”archetype term”(arhetipski term)
in pomeni interno terminologijo arhetipa. Le-ta je definirana v ontologiji (angl.
ontology) sekciji arhetipa. Faktor zavajanja je tekstovnega tipa, kar pomeni, da
lahko vanj zapiˇsemo neko poljubno tekstovno vrednost. Oba atributa sta opcijska,
kar pomeni, da ju ni nujno zapolniti s podatki.
Slika 2.9: CKM [4]
2.3.2 Zgradba arhetipa
Arhetip lahko definiramo s pomocˇjo vecˇ tehnologij. [3]
• Arhetipski definicijski jezik (angl. Archetype definition language – ADL).
• Razsˇirljivi oznacˇevalni jezik (angl. Extensible Markup Language - XML).
• Objektni Javascript zapis (angl. JavaScript Object Notation - JSON).
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• S klicanjem ustreznih vmesnikov za aplikacijsko programiranje (angl. Appli-
cation programming interface - API) iz graficˇnega urejevalnika.
• Obstajajo sˇe sˇtevilni drugi nacˇini definiranja arhetipa.
Najbolj standarden in normativen nacˇin izgradnje arhetipa je s pomocˇjo je-
zika ADL, saj je zgrajen tako, da je sintakticˇno analogen arhetipskem objektnem
modelu (angl. Archetype Object Model - AOM) in tako omogocˇa 100% breziz-
gubno upodabljanje (angl. rendering) semantike kateregakoli arhetipa. AOM je
objektni model, ki je semanticˇna predstavitev arhetipa, sam arhetip pa je v po-
mnilniku predstavljen z instancami razredov tega modela. Za lazˇje razumevanje
si poglejmo sliko 2.10. Na sliki vidimo, da je konkretna predstavitev arhetipa
Slika 2.10: Izgradnja arhetipskega objektnega modela [3]
prav AOM objetkni model (na sredini slike), do njega pa lahko pridemo na vecˇ
nacˇinov – na sliki so predstavljeni najpogostejˇsi, ADL, XML in urejevalnik (angl.
editor). Za prevod v AOM skrbita razcˇlenjevalnika (angl. parserja), za prevod iz
AOM pa serializatorja (angl. serializer). [3]
2.3.3 Poizvedbe
Obstaja vecˇ jezikov za poizvedovanje nad podatki: strukturirani jezik za poizve-
dovanje (angl. Structured Query Language – SQL), XQuery, objektno orientirani
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jezik za poizvedbe (angl. Object-Oriented Query Language), vendar noben od
nasˇtetih ni primeren za OpenEHR, saj vsi temeljijo na poznavanju konkretne
strukture podatkovne baze, cˇesar pa velikokrat ne poznamo. Problem nastane,
ker bo obstajalo vecˇ konkretnih instanc OpenEHR sistema (npr. vsaka zdra-
vstvena ustanova bo imela svojo) in bi s pomocˇjo zgoraj nasˇtetih jezikov morali
poizvedbe prilagoditi na vsak konkreten sistem. Sˇe vecˇ, v primeru spremembe
podatkovne baze, oz. njene nadgradnje bi morali ravno tako spremeniti tudi
poizvedbe. Ta problem OpenEHR odpravlja s pomocˇjo jezika AQL (Archetype
query language – arhetipski povprasˇevalni jezik). [23]
AQL je povprasˇevalni jezik, s pomocˇjo katerega izrazˇamo poizvedbe na se-
manticˇnem nivoju arhetipov in ne nad konkretno shemo podatkovne baze. Tako
kot SQL tudi AQL pozna 5 glavnih ukazov: [24]
• IZBIRA (angl. SELECT) – dolocˇi, kateri podatkovni elementi bodo vrnjeni
• IZ (angl. FROM) – dolocˇi vir poizvedbe
• KJE (angl. WHERE) – podatkovnim vrednostim v viru poizvedbe dolocˇi
kriterije
• RAZVRSTI (angl. ORDER BY) - razvrsti vrnjene rezultate
• CˇASOVNO OKNO (angl. TIMEWINDOW) – omeji poizvedbo glede na
cˇas. To omogocˇi prikaz podatkov, kot so izgledali na dolocˇen datum.
Slika 2.11: Primer AQL poizvedbe
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Poglejmo si primer poizvedbe (slika 2.11). Z ukazom SELECT izberemo pot
do atributa, ki ga zˇelimo vrnjenega. Zgradba teh poti je podrobneje opisana v
poglavju ”pot in lociranje arhetipov”. Z ukazom FROM izberemo, iz katerih
arhetipov bomo zajemali podatke. Torej v katerih arhetipih se nahaja atribut,
ki ga zˇelimo vrniti (le-ta je za stavkom SELECT). Z ukazom WHERE izberemo
pogoj. Tu je naveden isti atribut, kot za stavkom SELECT, na koncu pa operator
”ter vrednost ”30”. V CKM lahko vidimo, da gre za arhetip body mass index
(v1), s pomocˇjo katerega vpisujemo meritve indeksa telesne mase. Pod kodo
”at0004sˇe skriva atribut ”Body mass index”, torej bomo s to poizvedbo dobili
vrnjene vse vpise indeksov telesne mase, ki so vecˇji od 30. [23]
2.3.4 Identifikacija arhetipov
Poznamo dva nacˇina identificiranja arhetipov: globalni unikatni identifikator
(angl. Globally Unique Identifier - GUID) in cˇloveku berljivi identifikator (angl.
Human Readable Identifier - HRID). Pri nacˇinu GUID dobi vsak arhetip na-
kljucˇno zgenerirano sˇifro, ki pa nima nobenega logicˇnega pomena. Pri HRID je
drugacˇe, saj ima identifikator logicˇni pomen, zato je njegova uporaba bolj smi-
selna. Mozˇno pa je uporabljati tudi oba nacˇina hkrati. [25] Na sliki 2.12 vidimo
zgradbo HRID. [26]:
Slika 2.12: Primer HRID [3]
Uk.gov.nhs – Ime organizacije, ki je skrbnik arhetipa. V tem primeru UK
NHS.
openEHR-EHR-COMPOSITION – arhetip je nabor omejitev razreda sestav
(angl. composition), ki je v paketu EHR, ki je del openEHR referencˇnega modela.
2.3 Arhetipski model 23
Medication order – opisno ime arhetipa
V1 – razlicˇica arhetipa
2.3.5 Poti do atributov
Zadnji del poizvedbe je pot do zahtevanega atributa. OpenEHR za ta namen
pozna sintakso, ki temelji na tehnologiji XPath. [1] Osnovna sintaksa je:
Ime_atributa / ime_atributa / ... / ime_atributa
Pomembno je, da se ime atributa nanasˇa na lastnost objekta, torej ima nek
logicˇni pomen znotraj objektno-orientirane podatkovne strukture [3]. S pomocˇjo
te sintakse se sprehodimo po drevesni strukturi arhetipa in lociramo zadnji atribut
v verigi. Obstajata dva tipa poti [3]:
• relativna pot: zacˇne se z imenom atributa, zacˇetna tocˇka pa je trenutna
lokacija v drevesni strukturi
• absolutna pot: zacˇne se z znakom /, zacˇetna tocˇka pa je na zacˇetku drevesne
strukture
Cˇe obstaja vecˇ instanc dolocˇenega razreda, moramo podati tudi identifikacij-
sko kodo, ta pa je oblike ”atxxxxx”. Za primer si poglejmo primer arhetipa v
ADL ter pot do enega od atributov [1]:




events {1..∗} matches {
EVENT[at0006] {0..1} matches { −− any event
name matches {








ELEMENT[at0004] matches { −− systolic BP
name matches {






ELEMENT[at0005] matches { −− diastolic BP
name matches {














Pot do magnitude sistolicˇnega krvnega tlaka:
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/data/events[at0006]/data/items[at0004]/value/magnitude
2.3.6 Predloge
Predloge so tipi arhetipov, ki se uporabljajo za logicˇno predstavitev specificˇnega
nabora podatkov, ki si ga vsak uporabnik lahko definira po svoje. Primeri pre-
dloge so radiolosˇko porocˇilo, obisk sladkornega bolnika, odpustnica [27] Razlika
med arhetipi in predlogami je v tem, da so arhetipi definirani globalno, predloge
pa lokalno. Pri ustvarjanju predloge lahko izvedemo tri semanticˇne funkcije: [26]
• zdruzˇitev vecˇ razlicˇnih arhetipov
• odstranitev elementov, ki jih ne potrebujemo
• dodatna zaostritev omejitev, ki so zˇe definirane v arhetipih
26 OpenEHR
3 Razvoj aplikacije za belezˇenje
vitalnih znakov
3.1 Uvod
Izdelal sem aplikacijo za operacijski sistem Android, ki belezˇi vitalne znake pa-
cienta. Vitalni znaki so skupina najpomembnejˇsih znakov, ki prikazˇejo stanje
glavnih (zˇivljenjskih) funkcij telesa in pomagajo oceniti splosˇno fizicˇno zdravje





• nasicˇenost kisika v krvi (SPO2)
• temperatura (zajame se iz senzorja)
• sˇtevilo prehojenih korakov (ni vitalni znak)
Temperatura je edini parameter, ki se zajame iz senzorja in je ni potrebno
vpisati rocˇno. Za zajem temperature sem uporabil razvojno orodje SensorTag.
Gre za poceni in dobro podprto razvojno orodje, primerno za razvoj naprav,
ki komunicirajo preko BLE. Senzor sicer ni specificˇno namenjen zdravstvenim
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aplikacijam, je pa njegova prednost v tem, da je poceni in kvaliteten, saj razvojno
orodje bazira na cˇipu CC2541, ki je poceni in ima zelo nizko porabo. Podatki se
nato prenesejo v platformo EHRScape, kjer se shranijo v elektronsko zdravstveno
kartoteko.
3.2 Arhitektura aplikacije
Na sliki 3.1 je prikazana okvirna arhitektura aplikacije. Komunikacija med
SensorTag-om in pametnim telefonom poteka preko BLE, komunikacija med pa-
metnim telefonom in platformo EHRScape pa preko REST API-jev.
Slika 3.1: Arhitektura aplikacije
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Slika 3.2: Prvi zaslon - MainActivity
Sama aplikacija je zgrajena iz dveh zaslonov oz. aktivnosti (angl. activity).
Na sliki 3.2 je prikazan prvi zaslon. Tu uporabnik pritisne gumb SCAN, ki od-
pre nov zaslon, prikazan na sliki 3.3 ter hkrati v ozadju izvede iskanje senzorja,
povezavo z njim ter prenos meritve temperature. Uporabniku se tako prikazˇe
obrazec s prikazano izmerjeno temperaturo, ostale podatke pa je potrebno vnesti
rocˇno. Aplikacija vsebuje tudi sˇtevec korakov, vendar se sˇtevilo korakov ne pre-
nese v platformo. S pritiskom na gumb POSˇLJI uporabnik posˇlje podatke preko
interneta v platformo EHRScape.
Pri izdelavi aplikacije sem uporabil sledecˇe tehnologije:
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Slika 3.3: Drugi zaslon - Obrazec
• Android - operacijski sitem, ki tecˇe na mobilni napravi. Aplikacije je bila
sprogramirana za ta operacijski sistem
• Java - programski jezik, v katerem se programira aplikacije za operacijski
sistem Android
• HTTP - je protokol, na podlagi katerega med seboj komunicirajo spletne
aplikacije. HTTP sem uporabljal za prenos podatkov preko spleta v plat-
formo EHRScape
• Volley - knjizˇnica, ki olajˇsa programiranje povezovanja aplikacije preko
spleta
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• REST - arhitektura, ki omogocˇa komunikacijo s platformo EHRScape preko
HTTP protokola
• JSON - Uporablja se za strukturirano prenasˇanje podatkov v EHRScape
• Think!EHR - Platforma podjetja Marand, ki omogocˇa shranjevanje podat-
kov v EHR. Sam sem sicer uporabljal platformo EHRScape, ki pa je podo-
ben produkt
• bluetooth Low Energy - Tehnologija, s pomocˇjo katere sem komuniciral s
senzorjem SensorTag. Gre za nadgradnjo dobro poznane Bluetooth tehno-
logije
• SensorTag - razvojna platforma, ki sem jo uporabil za merjenje temperature
3.3 Opis tehnologij
3.3.1 Android
Android je operacijski sistem podjetja Google, ki je bil primarno razvit za pre-
nosne telefone z zasloni na dotik. Bazira na Linux Kernelu in ima odprtokodno
licenco. [29]
Android je zgrajen iz vecˇ nivojev, ki so prikazani na sliki 3.4. Sledi opis teh
nivojev. [30]
1. Linux Kernel - Je samo jedro operacijskega sistema. Android je zgrajen
na nekoliko spremenjeni razlicˇici Linux kernela. Glavna naloga kernela je
povezava strojne in programske opreme. Spremembe so predvsem posle-
dica razlik v strojni zmogljivosti med prenosnimi napravami in namiznimi
racˇunalniki. Glavne naloge Kernela so:
• zagotavljanje zasebnosti posameznim procesom s pomocˇjo dovoljenj
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• nadzor dostopa procesov do spomina (med procesi ne sme prihajati do
sˇkodljivih interferenc)
• nadzor vhodno – izhodnih naprav (tu so miˇsljene tudi naprave, ki so
del same naprave, npr. zaslon na dotik)
• nadzor porabe elektricˇne energije
• med procesna komunikacija (procesom omogocˇa deljenje podatkov in
storitev)
2. Knjizˇnice (angl. libraries) in Android izvajalnik (angl. runtime) - Ta nivo
vsebuje sistemske knjizˇnice, ki skrbijo za nekatere kljucˇne funkcije, kot npr.
povezava z bazo podatkov ali pa osvezˇevanje zaslona. Ta nivo vsebuje sˇe
en pomemben gradnik – navidezni mehanizem Delvik (angl. Delvik Virtual
Machine - DVM). Le-ta skrbi za izvajanje android aplikacij. Tu pa je po-
membna razlika med izvajanjem klasicˇne javanske aplikacije na namiznem
racˇunalniku in izvajanjem android javanske aplikacije. DVM je namrelcˇ v
nasprotju z javanskim navideznim mehanizmom (angl. Java Virtual Ma-
chine - JVM) (ki skrbi za izvajanje klasicˇnih javanskih aplikacij) prilagojen
za izvajanje aplikacij na napravah z omejenimi viri (pocˇasnejˇsa procesorska
enota, manj spomina, omejena kapaciteta baterije.).
3. Aplikacijski okvir (angl. application framework) - Vsebuje nekatere kljucˇne
storitve, ki jih android aplikacije lahko poljubno uporabljajo. Kljucˇne sto-
ritve so:
• upravitelj paketov (angl. package manager) – podatkovna baza, v
kateri so zabelezˇene vse aplikacije, ki so namesˇcˇene na napravi
• upravitelj oken (angl. window manager) – upravlja z razlicˇnimi okni
v aplikaciji
• sistem pogledov (angl. view system) – vsebuje graficˇne elemente, na-
menjene graficˇnemu vmesniku
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• upravitelj virov (angl. resource manager) – upravlja s podatki, ki so
del aplikacije, kot so tekst, grafike, itd
• upravitelj aktivnosti (angl. activity manager) - aplikacije v androidu
so zgrajene kot skupek razlicˇnih aktivnosti, kjer vsaka predstavlja en
zaslon uporabniˇskega vmesnika v aplikaciji
• ponudnik vsebine (angl. content provider) - podatkovne baze, ki
omogocˇajo aplikacijam shranjevanje in deljenje strukturiranih infor-
macij
• upravitelj lokacij (angl. location manager) - aplikacijam omogocˇa pre-
jemanje podatkov o lokaciji, ki so zgenerirani s pomocˇjo globalnega
pozicionirnega sistema (angl. global positioning system - GPS)
• upravitelj obvestil (angl. notification manager) - aplikacijam omogocˇa
posredovanje obvestil v za to namenjen okvircˇek
4. Aplikacije (angl. applications) - nekaj standardnih aplikacij, ki so zˇe
vkljucˇene v android operacijski sistem. Posebnost je, da le-te niso zako-
dirane vanj, ampak lahko vsako od njih nadomestimo s svojo.
3.3.2 Java
Java je objektni programski jezik, ki ga je leta 1995 razvilo podjetje Sun Microsy-
stems. Od drugih programskih jezikov se locˇi predvsem po tem, da lahko dolocˇena
aplikacija tecˇe na vecˇ razlicˇnih platformah in ni potrebno posebno prilagajanje
programske kode. Ravno to je omogocˇilo njeno prevlado pri spletnih tehnologijah
(kjer ne vemo, kaksˇen operacijski sistem bo imel obiskovalec spletne strani) in na
mobilnih napravah, kjer ima vsak proizvajalec svojo arhitekturo izdelave strojne
opreme. [31]
Glavne lastnosti Jave: [32]
34 Razvoj aplikacije za belezˇenje vitalnih znakov
Slika 3.4: Nivoji operacijskega sistem Android [5]
• je objektno orientiran jezik: vse v Javi je objekt. To omogocˇa enostavno
pisanje razsˇiritev
• je neodvisna od platforme: V nasprotju z ostalimi jeziki, kot sta C in C++
se izvorna koda prevede v bitno kodo, ki ni odvisna od platforme na ka-
teri Java tecˇe. Ta bitna koda se lahko nato prenasˇa po razlicˇnih platfor-
mah, ter se na vsaki interpretira s pomocˇjo interpreterja (JVM za namizne
racˇunalnike oz. DVM za android sisteme)
• je neodvisna od arhitekture: prevajalnik zgenerira datoteko objektnega
tipa, ki omogocˇa izvajanje prevedene kode na razlicˇnih procesorjih
• je vecˇnintna: to omogocˇa pisanje programov, ki lahko izvajajo vecˇ opravil
hkrati
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3.3.3 Java in Android
Aplikacije v operacijskem sistemu Android se programira v Javi. Izvajanje Ja-
vanske kode na teh operacijskih sistemih je do vkljucˇno razlicˇice 4.4. KitKat
omogocˇal DVM, v poznejˇsih razlicˇicah pa ga je nadomestilo Androidovo izvajalno
okolje (angl. Android Runtime - ART) . [33]Ker je prakticˇni del moje naloge na-
rejen na razlicˇici KitKat, bom opisal delovanje DVM. Postopek izvajanja javanske
aplikacije z njegovo pomocˇjo je sledecˇ:
1. aplikacija se sprogramira v javanski kodi
2. datoteke z javansko kodo (izvorne datoteke) se prevedejo v datoteke z ja-
vansko bitno kodo
3. s pomocˇjo orodja DX se datoteke z javansko bitno kodo prevedejo v eno
datoteko tipa DEX (classes.dex)
4. datoteka classes.dex se namesti na mobilno napravo
5. ob zagonu aplikacije se zazˇene DVM, ki interpretira datoteko classes.dex
3.3.4 HTTP
Protokol za prenos hiperteksta (angl. Hypertext Transfer Protocol - HTTP) se
nahaja v aplikacijskem nivoju in je osnoven protokol za prenos podatkov preko
svetovnega spleta(angl. World Wide Web - WWW). Deluje na preprostem prin-
cipu zahtev (angl. request) in odzivov (angl. response).
Kot vidimo na sliki 3.5, je delovanje HTTP razmeroma enostavno. Odjemalec
(angl. client), ki je spletni brskalnik, preko omrezˇja posˇlje strezˇniku (angl. server)
zahtevo po dolocˇeni informaciji. Strezˇnik jo nato obdela ter se nanjo odzove. V
odzivu prilozˇi zahtevane informacije, cˇe so mu te na voljo, v nasprotnem primeru
pa je odziv negativen. V vsakem primeru se je dolzˇan odzvati. Pomembno je
razumeti, da HTTP ne shranjuje nobenih podatkov o stanju. To pomeni, da se
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vsaka zahteva obdela neodvisno od drugih in z odzivom strezˇnika se konkretna seja
med strezˇnikom in odjemalcem zakljucˇi. Ker pa sodobne interaktivne aplikacije
zahtevajo pomnjenje stanja, je bilo s tem namenom uvedenih nekaj dodatnih
tehnologij, ki te stvari omogocˇajo.
Slika 3.5: HTTP [6]
Tipi informacij, ki se prenasˇajo preko http protokola so:
• hipertekst (angl. hypertext) - besedilo, obogateno s pomocˇjo oznacˇevalnega
jezika za hipertekst (angl. Hyper Text Markup Language - HTML) in
kaskadnih slogov (angl. Cascade Style Sheet - CSS)
• hipermedij (angl. hypermedia) - logicˇna razsˇiritev hiperteksta v graficˇne,
zvocˇne in video informacije
• hiperpovezave (angl. hyperlinks) - definirajo strukturo spleta
• skripte - izvorna koda, ki se izvede na odjemalcu
3.3 Opis tehnologij 37
3.3.4.1 HTTP zahteva
Zgrajena je iz vrstica zahteve (angl. request line), glave (angl. head) in telesa
(angl. body).
1. Vrstica zahteve - Tu s pomocˇjo enolicˇnega identifikatorja virov (angl. Uni-
versal Resourde Identifier - URI) navedemo vir informacije in hkrati po-
damo sˇe metodo, ki naj bo izvedena. Vir informacije se obicˇajno poda kar
z enolicˇnim lokalizatorjem virov (angl. Uniform Resource Locator - URL),
ki je samo poseben tip URI. Metod pa obstaja vecˇ vrst:
• GLAVA (angl. HEAD) enako kot zahteva PRIDOBI (angl. GET),
vendar se v odgovoru prenese samo glava
• PRIDOBI (angl. GET) vrne celotno zahtevano informacijo (npr. stran
v HTML-ju)
• OBJAVI (angl. POST) na strezˇnik posredujemo podatke, ki so zapi-
sani v telesu zahtevka. Na strezˇniku se ustvari nov vir ali pa se zˇe
obstojecˇi posodobi
• POTISNI (angl. PUT)
• IZBRISˇI (angl. DELETE) zbriˇse vir
• SLEDI (angl. TRACE) strezˇnik posˇlje nazaj zahtevek
• MOZˇNOSTI (angl. OPTIONS) strezˇnik vrne metode, ki jih lahko
izvedemo nad dolocˇenim virom
• POVEZˇI (angl. CONNECT)
• ZACˇASNO POVEZˇI (angl. PATCH) vir lahko delno modificiramo
2. Glava - V glavi odjemalec posreduje strezˇniku dodatne informacije o sebi
in o zahtevku. V glavo se lahko vpiˇse poljuben podatek tekstovnega tipa,
vendar delovna skupina za internetno inzˇenirstvo (angl. Internet Enginee-
ring Task Force - IEFT) to podrocˇje standardizira. Za glavo sledi prazna
vrstica, nato pa opcijsko polje telo. [34] Sintaksa:
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ime_polja: ime_vrednosti
3. Telo - Telo zahtevka je opcijsko, torej ga ni nujno vkljucˇiti. Vsebuje pa
podatke, ki jih odjemalec zˇeli posredovati strezˇniku. Cˇe zahtevek vsebuje
telo, so v glavi obicˇajno zapisane dodatne informacije, ki se na to telo
nanasˇajo (npr. dolzˇina sporocˇila, tip podatkov, itd.). [35]
3.3.4.2 HTTP odziv
Tudi odziv je sestavljen iz treh delov: vrstice stanja, glave in telesa.
• Stanje - V tej vrstici so zapisane razlicˇica http protokola, statusna koda in
statusno sporocˇilo. Primer:
http/1.1 200 OK
• Glava - V glavi so vpisani podatki o strezˇniku in nadaljni podatki o dostopu
do razlicˇnih virov.
• Telo - Tu so vpisani konkretni podatki, ki jih strezˇnik vrne odjemalcu, npr.
HTML izvorna koda spletne strani. Vsi odzivi, razen tistega na GLAVA
(angl. HEAD) zahtevo, morajo vsebovati telo, je pa to lahko tudi prazno.
[36]
3.3.5 Volley
Volley je omrezˇna (angl. networking) knjizˇnica (angl. library), ki je bila leta
20013 razvita s strani podjetja Google. Knjizˇnica je ucˇinkovito nadomestila
razreda java.net.HttpURLConnection in org.apache.http.client, ki sta se upora-
bljala pred tem. Volley v primerjavi s klaaicˇnim pristopom nudi sˇtevilne predno-
sti: [37]
• avtomatsko razporejanje omrezˇnih zahtev (angl. networking request)
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• vecˇ socˇasnih omrezˇnih povezav
• transparentno diskovno in spominsko predpomnenje (angl. caching) s
pomocˇjo standardne predpomnilniˇske koherence (angl. cache coherence)
• podpora prednostnemu sistemu za zahteve
• ensotavnost prilagajanja
• hitrejˇsa od prej omenjenih razredov
• veliko dela je prihranjenega, saj ga Volley izvede v ozadju
• omogocˇa enostavno razcˇlenjevanje (angl. parsing) JSON-a
Slika 3.6: Okvirna zgradba knjizˇnice Volley [7]
Okvirna zgradba knjizˇnice je prikazana na sliki 3.6. Knjizˇnica deluje na treh
nivojih, od katerih vsak deluje v svoji niti. V glavni niti (angl. main thread,
40 Razvoj aplikacije za belezˇenje vitalnih znakov
na sliki oznacˇena z modro barvo) uporabnik samo ustvari zahtevo, jo doda v
vrsto (angl. queue) in ima nato mozˇnost upravljanja z odzivom. Ko uporabnik
doda zahtevo v vrsto, jo prevzame drugi, predpomnilniˇski nivo (angl. cahce)
ter pogleda, cˇe je mozˇno zahtevi ugoditi z vsebino, ki je v predpomnilniku. V
primeru, da je to res, ta nivo vrne odziv. V nasprotnem primeru pa preda zahtevo
tretjemu, omrezˇnemu nivoju (angl. network), kjer deluje skupina niti v nacˇinu
krozˇnega dodeljevanja. Prva prosta nit vzame zahtevo iz vrste, izvede HTTP
zahtevo, razcˇleni odziv in ga zapiˇse c predpomnilnik. Razcˇlenjen odziv se nato
vrne v glavno nit. [7]
3.3.6 REST
Arhitektura predstavitvenih prenosov stanj (REST - Representational State
Transfer) je arhitekturni stil, katerega osnovna filozofija je komunikacija med
odjemalcem in strezˇnikom preko povezave brez belezˇenja stanja. Stanje je za-
belezˇeno na strezˇniˇski stran in sicer s pomocˇjo nabora virov (angl. sources), ki
jih je mogocˇe identificirati. Odjemalec lahko nad temi viri s pomocˇjo preprostega,
a omjenega vmesnika izvaja operacije ustvari, beri, posodobi, briˇsi (angl. Create
Read Update Delete - CRUD). To mu omogocˇa nabor URL-jev. Nasprotje ahr-
hitekturi REST je t.i. klic za oddaljen postopek (angl. Remote Procedure Call -
RPC). Pri tem nacˇinu odjemalec posˇilja strezˇniku zahteve za izvedbo dolocˇenega
postopka, strezˇnik pa mora te postopke oglasˇevati. Primer RPC-ja je enostaven
objektni dostopovni protokol (angl. Simple Object Access Protokol - SOAP), ki
ga je razvilo podjetje Microsoft. Glavna razlika med REST in RPC je v tem, da
ima REST preprost nabor ukazov (prej omenjeni CRUD), ki pa jih lahko izvajamo
nad bogatim naborom virov. To omogocˇa preprosto pisanje spletnih aplikacij, saj
moramo le zagotoviti vmesnik za izvajanje nabora CRUD. [38]
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3.3.7 JSON
Objektni JavaScript zapis (angl. JavaScript Object Notation - JSON) je standard
odprtega tipa, ki se uporablja za prenos podatkovnih objektov, ki so strukturi-
rani v preprosti tekstovni obliki. [39] JSON lahko uporabljamo znotraj poljubnega
modernega programskega jezika. Podatki so lahko urejeni v dveh podatkovnih
strukturah, prva je nabor parov atribut-vrednost, ki se imenuje objekt (angl.
object), druga pa urejen seznam vrednosti, imenovana polje (angl. array). Sama
sintaksa je preprosta. Objekt se pricˇne z zavitim oklepajem ”{”in koncˇa z za-
vitim zaklepajem ”}”. Med oklepajema je zapisan par atribut-vrednost v obliki
”atribut”: vrednost. Pari so med seboj locˇeni z vejicami ”,”. Lastnost je lahko
tekstovnega (angl. string), sˇtevilskega, logicˇnega, objektnega ali poljskega tipa.






Polje se pricˇne z oglatim oklepajem ”[”in zakljucˇi z oglatim zaklepajem ”]”. Vmes
so vrednosti, ki so locˇene z vejico. Vrednosti v polju so seveda enakih podatkovnih
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V zgornjem primeru opazimo primer gnezdenja, tretji element v polju je na-
mrecˇ objekt. [40]
3.3.8 Think!EHR
Think!EHR je platforma za zdravstvene podatke, ki bazira na odprtih podat-
kovnih standardih, med drugim tudi OpenEHR, kar omogocˇa razvoj aplika-
cij zunanjim razvijalcem, ki s podjetjem Marand nimajo neposredne povezave.
Think!EHR omogocˇa transakcijsko hranjenje podatkov, poizvedbe nad njimi ter
njihovo pridobivanje in izmenjavo v realnem cˇasu [41]. EHRScape je platforma, ki
tudi temelji na OpenEHR, omogocˇa pa uporabo bogatega arhitekturnega okvira
(framework) za izgradnjo inovativnih zdravstvenih aplikacij v prijaznem, spletno
orientiranem okolju [42]. EHRScape temelji na Think!EHR in je odprtega tipa,
omogocˇa odprti pristop do uporabe podatkov in vmesnikov za aplikacijsko pro-
gramiranje (API – application programming interface) [43]. EHRScape temelji
na arhitekturi REST.
3.3.8.1 Vpis podatka v EHRScape
Najprej moramo ugotoviti zgradbo predloge, preko katere bomo podatke vpiso-
vali. To storimo tako [44]:
1. podatke vpisujemo v kartoteko preko spletnih predlog (angl. web template).
Najprej se je potrebno strezˇniku identificirati. To storimo s POST zahtevo,




2. vrnjen dobimo odziv, ki ima v telesu v JSON formatu zapisan identifikator
seje (angl. session ID) in sicer kot parameter sessionID. Primer:
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{
”meta”: {






3. izvedemo GET zahtevo:
GET https://rest.ehrscape.com/rest/v1/template/templateID
v glavo te zahteve vkljucˇimo dva JSON para:
Content−Type: ”application/json; charset=utf−8”
Ehr−Session: ”363b020b−cb3c−47ea−ab2b−320c056f538f”
Drugi par (EHR-Session) seveda vsebuje identifikator seje, ki smo ga dobili
vrnjenega po prvi zahtevi. Odziv, ki ga dobimo, pa ima v telesu zˇe vkljucˇen
JSON s strukturo predloge.
Primer odziva:
Na sliki 3.7 vidimo zgradbo predloge. Z rdecˇimi okvircˇki so oznacˇeni po-
samezni identifikatorji, s pomocˇjo katerih lahko sestavimo identifikator do
nekega atributa. Cˇe zˇelimo vpisati telesno temperaturo (angl. body tem-
perature) samo zberemo vse posamezne ID-je, ki vodijo do tega atributa:
vital_signs/body_temperature/any_event/temperature|magnitude
Konkreten zapis v JSON pa bi zgledal malo drugacˇe:
” vital signs /body temperature:0/any event:0/temperature|magnitude”:42

3.3 Opis tehnologij 45
”&format=FLAT&committer=”
templateID je identifikator izbrane predloge, patientIdEhr pa identifikator
pacienta.
V glavo te zahteve vkljucˇimo:
Content−Type: ”application/json; charset=utf−8”
Ehr−Session: ”363b020b−cb3c−47ea−ab2b−320c056f538f”
V telo pa zˇe omenjeni zapis temperature:
” vital signs /body temperature:0/any event:0/temperature|magnitude”:42
3.3.9 Bluetooth Low Energy
Bluetooth nizkih energij (angl. Bluetooth Low Energy - BLE) je brezzˇicˇna
omrezˇna tehnologija, ki jo je zˇe leta 2006 zasnovalo podjetje Nokia, leta 2010
pa je postala del Bluetooth 4.0 [45] – druga dva dela te razlicˇice sta klasicˇni Blue-
tooth (Classic Bluetooth) in hitri Bluetooth (Bluetooth high speed). [46] Glavna
prednost BLE pred klasicˇnimi razlicˇicami Bluetootha je v nizki porabi elektricˇne
energije. Zaradi te lastnosti je ta razlicˇica primerna za vse naprave, ki periodicˇno
prenasˇajo manjˇse podatke – vecˇinoma so to senzorske meritve. [47] Naprava, na
kateri tecˇe BLE lahko z ustreznimi konfiguracijami s klasicˇno gumbno baterijo
zdrzˇi od 2 dni do 14 let, torej tehnologija omogocˇa veliko prilagodljivost glede
na zˇeljene zahteve. [48] Eno glavnih podrocˇij uporabe BLE so ravno naprave za
belezˇenje zdravstvenih parametrov. Sˇtudija iz leta 2010 celo ugotavlja, da je
BLE edina primerna tehnologija za to podrocˇje uporabe, saj edina zadosti vsem
zahtevam: inter-operabilnost, kompatibilnost, varnost, nizka poraba energije ter
direktna komunikacija z internetno infrastrukturo. [49]
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3.3.9.1 Topologija
Obstajata dva nacˇina komunikacije med napravami: razprsˇeno oddajanje (angl.
broadcasting) in povezava (angl. connection). Oba nacˇina dolocˇa GAP (angl.
Generic Access Profile – Genericˇni Profil Dostopa), ki je podrobneje opisan v
naslednjem poglavju.
Razprsˇeno oddajanje omogocˇa prenos podatkov brez povezave med napra-
vami. Naprava prevzame eno od obeh definiranih vlog: Oddajnik ali opazovalec.
Oddajnik posˇilja oglasˇevalske (angl. advertising) podatkovne pakete, ki jih lahko
prejme katerakoli BLE naprava. Opazovalec je naprava, ki periodicˇno skenira
ustrezne frekvence in iˇscˇe pakete, ki jih oddajajo oddajniki. Razprsˇeno oddaja-
nje omogocˇa prenos dveh 31 bajtnih vsebin (skupaj torej 62). Tak nacˇin prenosa
podatkov je namenjen hitremu in enostavnemu prenosu manjˇsih kolicˇin podat-
kov, obicˇajno vecˇ napravam naenkrat. Pri tem nacˇinu se namrecˇ oddajniku ni
potrebno ukvarjati s tem, kdo je naslovnik, saj je le-ta lahko kdorkoli. Glavni
omejitvi takega nacˇina pa sta velikost vsebine (31 oziroma 62 bajtov) in odsotnost
varnosti ter zasebnosti, saj podatki niso ustrezno zasˇcˇiteni.
Drugi nacˇin prenosa podatkov je s povezavo med napravama. Tak nacˇin je
sicer nekoliko kompleksnejˇsi, ima pa veliko drugih prednosti. Pri tem nacˇinu
naprave prevzamejo vlogo centralne naprave oz. gospodarja ali pa periferne na-
prave oz. suzˇnja. Centralna naprava periodicˇno skenira ustrezne frekvence za
oglasˇevalskimi paketi, ki jih oddajajo periferne naprave. Ko tak paket prejme,
zacˇne postopek za vzpostavitev povezave. Centralna naprava s povezavo tudi
upravlja. Periferna naprava v tem nacˇinu periodicˇno oddaja podatkovne pakete
in s tem oglasˇuje svojo prisotnost. Ko je povezava vzpostavljena, periferna na-
prava z oglasˇevanjem preneha in pricˇne se dvosmerna izmenjava podatkov. [8]
Z novejˇsimi razlicˇicami BLE je priˇslo tudi do ogromnih sprememb oziroma do
sˇtevilnih novih zmozˇnosti standarda: [8]
• naprava lahko prevzame vlogo centralne in periferne naprave hkrati
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• centralna naprava je lahko povezana z vecˇ perifernimi napravami
• periferna naprava je lahko povezana z vecˇ centralnimi napravami hkrati
• naprave se lahko povezˇejo direktno z internetom, torej lahko senzorske na-
pravice oddajajo podatke direktno preko spleta [50]
3.3.9.2 Arhitektura
Slika 3.8: Bluetooth Low Energy - arhitektura [8]
Arhitekturo BLE lahko obravnavamo na dva nacˇina: kot horizontalni sklad
slojev oz. protokolov, ali kot vertikalni sklad profilov. Sklad protokolov je po-
doben klasicˇnim skladom TCP/IP in ISO-OSI, kjer vsak sloj opravlja dolocˇen
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del naloge, kar omogocˇa ucˇinkovito vzpostavitev povezave. Prikazan je na sliki
3.8 Profili pa definirajo, na kaksˇen nacˇin naj se protokoli uporabijo za dosego
dolocˇenega cilja.. Obstajata dva razlicˇna tipa profilov: genericˇni (ki so defini-
rani za vse naprave) in uporabniˇsko-specificˇni (ki so definirani samo za dolocˇene
naprave). [8]
3.3.9.3 Profili
Obstajata dva genericˇna profila: GAP in GATT (angl. Generic Attribute Profile
– genericˇni profil lastnosti). Oba sta definirana v specifikacijah in oba omogocˇata
interoperabilnost med razlicˇnimi BLE napravami. GAP definira uporabniˇski mo-
del nizˇjih nivojev. Ta model definira vloge, postopke in nacˇine delovanja, ki
omogocˇajo napravam razprsˇeno oddajanje, vzpostavitev povezave, upravljanje
povezave in varnost. GATT skrbi za izmenjavo podatkov in definira osnovne po-
datkovne modele in postopke, ki omogocˇajo napravam odkrivanje drugih naprav,
branje, pisanje in vsiljevanje podatkov. Poenostavljeno, GAP omogocˇa odkriva-
nje in povezovanje naprav, GATT pa prenos podatkov (npr. senzorske meritve).
Uporabniˇsko definirani profili lahko temeljijo na GATT, lahko pa so tudi ne-
odvisni. Primeri profilov, ki temeljijo na GATT so profil za meritve glukoze,
profil za meritve temperature, profil za lociranje naprav, itd. [8]
3.3.9.4 Nivoji
1. Fizicˇni sloj - Skrbi za fizicˇni (analogni) del komunikacije. Oddajno-
sprejemno vezje oddaja na frekvencˇnem obmocˇju 2,4 GHz do 2,4835 GHz.
To obmocˇje razdeli na 40 pasov, nato pa uporabi tehniko razprsˇenega
spektra s frekvencˇnim skakanjem (angl. frequency hopping spread spec-
trum), ki oddajno-sprejemnemu vezju omogocˇa skakanje med temi pasovi.
S tem se izogne interferencam na tem obmocˇju, saj 2,4 GHz obmocˇje upo-
rabljata tudi Wi-Fi in klasicˇni Bluetooth. BLE uporablja modulacija s fre-
kvencˇnim pomikom z Gaussovim filtriranjem (GFSK - Gaussian Frequency
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Shift Keying), najvecˇja teoreticˇna hitrost prenosa podatkov pa je 1 Mbit/s.
Tukaj je potrebno poudariti, da senzorske naprave vecˇinoma uporabljajo ve-
liko manjˇso hitrost, saj tako varcˇujejo z energijo, podatki, ki jih prenasˇajo
pa so obicˇajno manjˇsi in niti ni potrebe po velikih hitrostih. [8]
2. Povezavni sloj - Povezavni sloj direktno komunicira s fizicˇnim in je ponavadi
implementiran kot kombinacija programske in strojne opreme. Je edini sloj
v skladu, ki mora izvajati naloge v realnem cˇasu in je torej cˇasovno ome-
jen. Njegove naloge so tudi relativno zahtevne, zato ima obicˇajno svojo
procesorsko enoto, da ne obremenjuje centralne, na kateri tecˇejo ostali pro-
cesi. Povezavni sloj definira sˇtiri vloge, ki jih lahko naprave prevzamejo:
oglasˇevalec, skener, gospodar ali suzˇenj. Prvi dve vlogi si napravi razdelita
med razprsˇenim oddajanjem, drugi dve pa ko sta povezani. Vsaka naprava
ima tudi svoj naslov. Le-ta je podoben MAC naslovu, njegova dolzˇina pa
je 48 bitov. [8]
3. L2CAP (Logical link control and adaptation protocol – logicˇno povezavni
kontrolni in prilagodljivi protokol) - Ta sloj ima dve glavni nalogi: deluje kot
multiplekser, torej skrbi za skladno delovanje vecˇ viˇsjih protokolov in enega
nizˇjega (povezavni). Druga glavna naloga je drobljenje vecˇjih podatkovnih
paketov iz viˇsjih slojev v 27 bajtne, ki jih zahtevajo spodnji sloji. Skratka,
L2CAP skrbi predvsem za usmerjanje med atributnim protokolom (angl.
Attribute protocol – AP) in varnostno upraviteljskim protokolom (Security
manager protocol – SMP). L2CAP omogocˇa tudi vzpostavitev uporabniˇsko
dolocˇenega kanala, ki omogocˇa hitrejˇsi prehod podatkov, ki ne zahtevajo
kompleksnosti ATT protokola. [8]
4. ATT - je enostaven protokol, ki definira dve vlogi: odjemalec (angl. client)
in strezˇnik (angl. server). Naprave lahko zavzamejo tudi obe vlogi hkrati.
Naloga odjemalca je, da od strezˇnika zahteva podatke, naloga strezˇnika pa,
da mu le-te posreduje. Potrebno je poudariti, da vloge gospodar/suzˇenj
nimajo nobenega vpliva na dodelitev vlog odjemalec/strezˇnik. Kot pove
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zˇe ime, je glavna naloga ATT organizacija podatkov v atribute. Vsak od
teh atributov ima 16 bitno rocˇico, UUID (universally unique identifier –
univerzalno unikatni identifikator), nabor dovoljenj in vrednost. Rocˇica je
unikatni identifikator vsakega atributa na strezˇniku, UUID pa je globalni
128 bitni identifikator. Primer takega identifikatorja iz naprave SensorTag
[8]:
F000AA01-0451-4000-B000-000000000000.
5. SM (Security Manager – varnostni upravitelj) - je protokol, ki BLE omogocˇa
generiranje in izmenjavo varnostnih kljucˇev, ter vse pripadajocˇe postopke,
ki se ticˇejo varnosti. Protokol definira dve vlogi: pobudnik (angl. initiator)
in odzivnik (angl. responder). Pobudnik je vedno gospodar v povezav-
nem sloju oz. centralna naprava v GAP, odzivnik pa suzˇenj v povezavnem
oz. periferna naprava v GAP. Zacˇetek varnostnega postopka sicer sprozˇi
pobudnik, lahko pa ga tudi odzivnik. V primeru, da zacˇetek varnostnega
postopka sprozˇi slednji, pobudnik na to zahtevo ni dolzˇan odgovoriti. [8]
6. GATT (Generic attribute profile – genericˇni atributni protokol) - Skupaj
z GAP je najviˇsji sloj v BLE skladu in njegovo razumevanje je kljucˇno za
izdelavo mobilne aplikacije – GATT namrecˇ definira organizacijo izmenjave
podatkov med napravami. GATT je v BLE skladu takoj nad ATT. Razlika
med obema je v tem, da se ATT osredotocˇa na definiranje prenosa posa-
mezne podatkovne enote (atributa), GATT pa doda dodatno abstrakcijo,
ki omogocˇa organizacijo teh podatkovnih enot (atributov) v servise (angl.
services), karakteristike (angl. characteristics) in deskriptorje (angl. de-
scriptors). Prikazano na sliki 3.9 Servisi so zbirke konceptualno podobnih
podatkov, ki omogocˇajo izvrsˇitev dolocˇene funkcije naprave [51]. Sensor-
Tag tako vsebuje servis za vsakega od senzorjev posebej. Karakteristike pa
so skupki vrednosti, lastnosti in konfiguracijskih informacij o dostopnosti in
prezentaciji teh vrednosti. [51] Primer iz SensorTaga je karakteristika nasta-
vitev (configuration), ki jo vsebujejo nekateri servisi. Gre za karakteristiko,
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Slika 3.9: GATT [8]
v katero zapiˇsemo logicˇno enico in s tem pricˇnemo meritev. Koncept servi-
sov in karakteristik je podoben konceptu objektnega programiranja: servisi
so ekvivalentni razredom oz. objektom, karakteristike pa lastnostim tega
objekta. [8]
7. GAP - je najviˇsji kontrolni protokol v BLE skladu. GAP dolocˇa kako na-
prave izvedejo kontrolne postopke, kot so odkrivanje naprav, povezava na-
prav, vzpostavitev varne povezave, razorsˇeno oddajanje in nekatere druge.
Vse to omogocˇa interoperabilnost – komuniciranje naprav razlicˇnih proizva-
jalcev. [8]
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3.3.10 SensorTag
SensorTag je razvojno orodje (angl. development kit) podjetja Texas Instru-
ments, namenjeno za razvijanje mobilnih aplikacij interneta stvari (angl. Inter-
net of Things - IoT). Naprava omogocˇa enostaven razvoj mobilnih aplikacij za
komunikacijo z brezzˇicˇnimi senzorji preko tehnologijo BLE brez znanja o progra-
miranju vgrajene programske opreme (angl. embedded software). [52] Za svoj
projekt sem uporabil prvo razlicˇico SensorTaga, ki bazira na cˇipu CC2541, v cˇasu
pisanja pa je na voljo zˇe novejˇsa, ki bazira na razlicˇici CC2560.
Osrcˇje naprave je sistem na cˇipu (angl. System on Chip - SoC) CC2541,
ki v enem samem integriranem vezju (angl. Integrated Circuit - IC) zdruzˇuje
mikrorkmilnik (angl. microcontroller - MCU) 8051, spomin ter radiofrekvencˇna
(RF) oddajnik in sprejemnik. [53] Poleg CC2541 naprava vsebuje sˇe nekaj sen-
zorjev, dve kontrolni LED ter gumb za vklop/izklop. Podrobnejˇsa shema je na
sliki 3.10
Slika 3.10: Shema SensorTaga CC2541 [9]
Kot vidimo, je v srediˇscˇu CC2541, ki igra hkrati vlogo BLE oddajnika, spre-
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jemnika ter krmilnika celotnega vezja. Na CC2541 so prikljucˇeni gumb, 2 LED,
baterija CR2032, pretvornik navzdol (angl. bucket converter), vmesnika za raz-
hrosˇcˇevalnik (angl. debugger) in vmesnik Ez430 ter najpomembnejˇse, 6 senzorjev.
Ti so s CC2541 povezani preko enega I2C vodila, ki pa omogocˇa komunikacijo z
vsakim senzorjem posebej. Senzorji, ki jih SensorTag vsebuje, so:
• TMP006 (IR temperatura)






Pri programiranju aplikacije sem moral resˇiti 3 glavne izzive: Pridobivanje me-
ritve iz sensorTag-a, izracˇun temperature iz pridobljenega podatka in posˇiljanje
podatkov v platformo EHRScape.
3.4.1 Pridobivanja podatka iz SensorTag-a
To je bil najbolj zapleten del aplikacije. Potrebno je bilo implementirati veliko
sˇtevilo metod, katerih izvajanje je bilo vecˇinoma asinhrono. Najprej sem v prvi
aktivnosti implementiral metodo ScanLeDevice, ki s pomocˇjo vgrajenih metod
StartLeScan in StopLeScan izvaja iskanje BLE naprav. Ko metoda odkrije na-
pravo se izvede metoda s povratnim klicem (angl. callback method) onLeScan,
ki ima odkrito napravo podano v obliki parametra, to pa omogocˇa enostavno
manipuliranje z njo. Metoda je zgrajena na sledecˇ nacˇin:
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private BluetoothAdapter.LeScanCallback mLeScanCallback =
new BluetoothAdapter.LeScanCallback() {
@Override
public void onLeScan(final BluetoothDevice device , int rssi ,
byte [] scanRecord) {
runOnUiThread(new Runnable() {
@Override
public void run() {




textView1.setText(”Naprava je najdena: ” + ime);
if ( secondActivityStarted == false) {
secondActivityStarted = true;
//Odpremo novo aktivnost
Intent intent = new
Intent(MainActivity.this , Obrazec.class );
/∗novi aktivnosti podamo objekt device , ki
vsebuje podatke o odkriti napravi ∗/
intent .putExtra(”device”, device);
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}
};
V aktivnosti Obrazec.java ustvarimo objekt tipa BLEService in poklicˇemo
njegovo metodo za povezavo (connect):
private BLEService mBluetoothLeService;
/∗parameter mDeviceAddress je naslov naprave, dobimo ga iz objekta device , ki
smo ga prenesli iz prve aktivnosti ∗/
mDeviceAddress = device.getAddress();
mBluetoothLeService.connect(mDeviceAddress);
Metoda connect je definirana v BLEService.java. Glavni stavek v metodi je:
mBluetoothGatt = device.connectGatt(this, false , mGattCallback);
Metoda ConnectGatt izvede povezavo z Gatt strezˇnikom. Prvi parameter
je kontekst, drugi je nastavitev avtomatske povezave, tretji in za razumevanje
najpomembnejˇsi pa je metoda s povratnim klicem, v kateri lahko manipuliramo
z rezultati povezave. Le-ta vsebuje naslednje metode:
• onConnectionStateChange - izvede se, ko se spremeni stanje povezave z
napravo
• onServiceDiscovered - izvede se, ko aplikacija odkrije nov servis na napravi
• onCharacteristicRead - izvede se, ko aplikacija prebere karakteristiko iz sen-
zorja
• onCharacteristicChanged - izvede se, ko se karakteristika (in s tem meritev)
na senzorju spremeni
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• onCharacteristicWrite - izvede se, ko se izvede posˇiljanje karakteristike sen-
zorju (ponavadi gre za zastavice, ki vklopijo dolocˇene nastavitve)
Pomembno je omeniti, da obstajajo sˇe druge metode s povratnim klicem, ki
pa jih nisem potreboval in da se metode s povratnim klicem izvajajo asinhrono,
kar pomeni, da npr. cˇakanje na prejem podatka ne zamrzne celotne aplikacije.
Ob vzpostavitvi povezave se najprej poklicˇe metoda onConnectionStateChange,
v kateri z IF stavkoma preverimo, ali je sˇlo pri spremembi stanja za vzpostavitev
ali prekinitev povezave. V primeru, da je sˇlo za vzpostavitev, poklicˇemo vgrajeno
metodo discoverServices, ki izvaja odkrivanje storitev.
mBluetoothGatt.discoverServices() ;
Ko metoda storitve najde, se izvede onServiceDiscovered:
/∗ Ta stavek je potreben pri vseh meotdah s povratnim klicem, saj omogocˇa prepis
zˇe vgrajene metode∗/
@Override
public void onServicesDiscovered(BluetoothGatt gatt , int status ) {
if ( status == BluetoothGatt.GATT SUCCESS) {
/∗ Sporocˇi odkrite storitve ∗/
broadcastUpdate(ACTION GATT SERVICES DISCOVERED);
/∗ metoda za pridobivanje temperature ∗/
getTemperature(gatt);
} else {
Log.w(TAG, ”onServicesDiscovered received: ” + status);
}
}
V zgornji metodi se torej izvede metoda getTemperature, v kateri se definirajo
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naslovi, na katere bomo poslali zastavico za vklop senzorja. Na koncu poklicˇemo
metodo writeCharacteristic, ki izvede posˇiljanje. getTemperature izgleda takole:
public void getTemperature(BluetoothGatt bluetoothGatt) {
/∗ Tu definiramo UUID naslove storitve, konfiguracije in mesta z







//Ustvarimo storitev na podlagi naslova iz datasheeta
BluetoothGattService temperatureService =
bluetoothGatt. getService (temperatureServiceUuid);
/∗ Ustvarimo karakteristiko na podlagi naslova iz datasheeta . To je
karakteristika , kamor bomo poslali zastavico za vklop ∗/
BluetoothGattCharacteristic config =
temperatureService. getCharacteristic (temperatureConfigUuid);
//Karakteristika , iz katere bo priletel podatek
temperatureRead =
temperatureService. getCharacteristic (temperatureReadUuid);
//nastavljanje zastavice za vklop
config .setValue(new byte[]{0x01});
/∗ Metoda, ki izvede zapis zastavice v SensorTag ∗/
writeCharacteristic ( config );
}
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Metoda writeCharacteristic, v kateri se izvede posˇiljanje zastavice na senzor:
public void writeCharacteristic (BluetoothGattCharacteristic characteristic ) {
if (mBluetoothAdapter == null || mBluetoothGatt == null) {
Log.w(TAG, ”BluetoothAdapter not initialized”);
return;
}
/∗ metoda se izvede nad objektom, ki hrani podatke o GATT strezˇniku ∗/
mBluetoothGatt.writeCharacteristic( characteristic );
}
Takoj za metodo writeCharacteristic se izvede metoda s povratnim klicem
onCharacteristicWrite:
public void onCharacteristicWrite(BluetoothGatt gatt ,
BluetoothGattCharacteristic characteristic , int status ) {
new Timer().schedule(
//metoda za cˇaasovni zamik
new TimerTask() {
@Override
public void run() {




1000 // zamik v milisekundah
);
V tej metodi je nastavljen cˇasovni zamik 1 sekunde, po kateri se izvede metoda
za branje iz SensorTaga. Razlog za zamik je trajanje meritve (1 sekunda) zaradi
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katere je potrebno med vklopom senzorja (posˇiljanjem zastavice) in prebiranjem
podatka pocˇakati. Cˇasovne zamike se obicˇajno najde v tehnicˇnih specifikacijah
senzorjev. metoda readCharacteristic izgleda takole:
public void readCharacteristic (BluetoothGattCharacteristic characteristic ) {
if (mBluetoothAdapter == null || mBluetoothGatt == null) {
Log.w(TAG, ”BluetoothAdapter not initialized”);
return;
}
/∗ metoda se izvede nad objektom, ki hrani podatke o GATT strezˇniku ∗/
mBluetoothGatt.readCharacteristic( characteristic );
}
Takoj za zgornjo metodo se izvede sˇe metoda s povratnim klicem, onCharac-
teristicRead:
@Override
public void onCharacteristicRead(BluetoothGatt gatt ,
BluetoothGattCharacteristic
characteristic ,
int status ) {
if ( status == BluetoothGatt.GATT SUCCESS) {
/∗ meritve posreduje aktivnosti obrazec .java ∗/
broadcastUpdate(ACTION DATA AVAILABLE, characteristic);
}
}
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3.4.2 Izracˇun sˇtevilske vrednosti meritve
Ko iz SensorTaga prejmemo meritev, je ta v obliki karakteristike. Koda za izracˇun
temperature je v tehnicˇni dokumentaciji senzorja. [9]
private double extractTargetTemperature(BluetoothGattCharacteristic c, double
ambient) {
Integer twoByteValue = shortSignedAtOffset(c, 0);
double Vobj2 = twoByteValue.doubleValue();
Vobj2 ∗= 0.00000015625;
double Tdie = ambient + 273.15;
double S0 = 5.593E−14; // Calibration factor
double a1 = 1.75E−3;
double a2 = −1.678E−5;
double b0 = −2.94E−5;
double b1 = −5.7E−7;
double b2 = 4.63E−9;
double c2 = 13.4;
double Tref = 298.15;
double S = S0∗(1+a1∗(Tdie − Tref)+a2∗Math.pow((Tdie − Tref),2));
double Vos = b0 + b1∗(Tdie − Tref) + b2∗Math.pow((Tdie − Tref),2);
double fObj = (Vobj2 − Vos) + c2∗Math.pow((Vobj2 − Vos),2);
double tObj = Math.pow(Math.pow(Tdie,4) + (fObj/S),.25);
return tObj − 273.15;
}
private static Integer shortSignedAtOffset(BluetoothGattCharacteristic c,
int offset ) {
Integer lowerByte = c.getIntValue(c.FORMAT UINT8, offset);
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Integer upperByte = c.getIntValue(c.FORMAT SINT8, offset + 1); //
Note: interpret MSB as signed.
return (upperByte << 8) + lowerByte;
}
3.4.3 Prenos podatkov v EHRScape
Podatki se prenesejo v EHRScape platformo preko internetnega omrezˇja. Za lazˇje
delo z internetom sem uporabil Googlovo knjizˇnico Volley. Za prenos podatkov
je bilo potrebno poslati dva http zahtevka. Prvi izgleda takole:
JsonObjectRequest jsObjRequest = new JsonObjectRequest
(Request.Method.POST, url, null, new
Response.Listener<JSONObject>() {
@Override
public void onResponse(JSONObject response) {
/∗ V odgovoru strezˇnika je identifikator seje , ki ga bom
vkljucˇil v drugi zahtevek ∗/
sessionId = response.optString(”sessionId”, null ) ;
}
}, new Response.ErrorListener() {
@Override
public void onErrorResponse(VolleyError error) {
/∗ Tukaj lahko manipuliramo z informacijo o napaki. ∗/




S tem stavkom dodamo zahtevek v cˇakalno vrsto (angl. queue):
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queue.add(jsObjRequest);
Drugi zahtevek izgleda takole:
/∗ generiranje HashMap podatkovne strukture, s pomocˇjo katerega v telo zahtevka
zapiˇsemo JSON strukturo ∗/
Map<String,String> params3 = new HashMap<String, String>();
params3.put(”ctx/language”, ”en”); // nastavimo anglesˇki jezik
params3.put(”ctx/ territory ”, ”SI”); // nastavimo drzˇavo (Slovenija)
params3.put(”ctx/time”, time); // Datum, oblika zapisa je
”2014−8−11T13:10Z”
params3.put(” vital signs / height length /any event/ body height length ”,
telesna visina ); // Telesna viˇsina
params3.put(” vital signs /body weight/any event/body weight”,
telesna teza ); // Telesna tezˇa
params3.put(” vital signs /body temperature/any event/temperature|magnitude”,
temperature); // Temperatura
params3.put(” vital signs /body temperature/any event/temperature|unit”,
”◦C”); // Enota za temperaturo
params3.put(” vital signs / blood pressure /any event/ systolic ”,
sistolicni pritisk ); // Sistolicˇni krvni tlak
params3.put(” vital signs / blood pressure /any event/ diastolic ”,
diastolicni pritisk ); // Diastolicˇni krvni tlak
params3.put(” vital signs / indirect oximetry :0/spo2|numerator”, SPO2); //
SPO2
JsonObjectRequest jsObjRequest3 = new JsonObjectRequest
/∗ parameter params3 je zgornji HashMap ∗/
(Request.Method.POST, url3, new JSONObject(params3), new
Response.Listener<JSONObject>() {
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@Override
public void onResponse(JSONObject response) {
t . setText(”Vpis je bil uspesˇno poslan!”);
}
}, new Response.ErrorListener() {
@Override
public void onErrorResponse(VolleyError error) {




/∗ Tukaj zgeneriramo sˇe glavo zahtevka. V njo zapiˇsemo strukturo
podatkov (JSON) in identifikator seje , ki smo ga dobili po
prvem zahtevku. ∗/
@Override
public Map<String, String> getHeaders() throws AuthFailureError {
//Glava (head)
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4 Sklep
V teoreticˇnem delu sem raziskal in opisal standard OpenEHR. Ugotovil sem, da
gre za dobro dodelan standard, ki pa se sˇe vedno zelo hitro razvija. Razvoj kon-
kretne platforme (kot je npr. EHRScape) je zelo kompleksen, predvsem zaradi
kompleksnosti referencˇnega modela. Kljub temu, da je OpenEHR trenutno naj-
bolj obetavna tehnologija za strukturirano shranjevanje zdravstvenih podatkov,
pa sˇe vedno so podrocˇja, kjer je prostor za nadaljne izboljˇsave. Eno od takih
podrocˇij je standardizacija REST API-jev, ki je sicer trenutno sˇe v zacˇetni fazi,
bo pa precej olajˇsala programersko delo na tem podrocˇju.
V prakticˇnem delu sem izdelal mobilno aplikacijo za belezˇenje vitalnih zna-
kov. Aplikacija iz senzorja prebere podatek o temperaturi, uporabnik rocˇno vnese
ostale vitalne znake in jih s pritiskom na gumb posˇlji posˇlje v platformo EHR-
Scape. Za meritev temperature sem uporabil SensorTag (meritev temperature
izvaja senzor TMP006, komunikacijo z napravo pa cˇip CC2541). Ta ima dva
nacˇina temperaturnih meritev: meritev okolice (angl. ambient temperature) in
usmerjeno brezkontaktno meritev (angl. target temperature). Za merjenje tem-
perature kozˇe je seveda veliko bolj prakticˇna usmerjena meritev. SensorTag se
je izkazal za odlicˇen pripomocˇek, sploh zaradi zˇe omenjene nizke cene in odlicˇno
napisane dokumentacije. Pri programerskem delu se je izkazalo, da je Volley
enostavna in robustna knjizˇnica, delo z njo pa je razmeroma enostavno. Dalecˇ
najvecˇ tezˇav mi je povzrocˇalo programiranje komunikacije preko BLE, saj je bilo
razhrosˇcˇevanje aplikacije zaradi odsotnosti razhrosˇcˇevalnika SensorTaga nekoliko
tezˇje. Morda bi bilo bolje, da bi se komunikacije lotil s pomocˇjo kake knjizˇnice, ki
65
66 Sklep
bi prihranila veliko odvecˇnega dela. Okolje za programiranje, AndroidStudio je
solidno delovno okolje, njegova pomankljivost pa so sˇtevilni hrosˇcˇi in pa nepod-
prtost nekaterih funkcij, kot je naprimer simuliranje BLE povezave v emulatorju.
Delo z EHRScape platformo je res enostavno, razlog pa je dobro in razumljivo
spisana dokumentacija.
Ezdravstvo ima po mojem mnenju svetlo prihodnost. Skupaj s tehnologijami
interneta stvari bo sˇel razvoj eksponentno naprej. Gotovo pa je razvoj enotnega
sistema elektronskih zdravstvenih kartotek zelo obsezˇen problem, s katerim se bo
moralo v prihodnosti ukvarjati vecˇ ljudi, temu bo treba nameniti sˇe vecˇ pozornosti
in seveda tudi financ.
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