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R6sum~. Un mot c du monoide libre C* d'alphabet C est appel~ un m~lange de deux roots u et 
v de C* s'il existe k > 0 et des mots u~ . . . .  , Uk, V~, . . . ,  Vk de C* tels que u = u~ . . .  uk, v = v~ . . .  vk 
et c = U l f31u2v  2 . . .  Ukl) k. 
Nous donnons ici un algorithme qui d~termine l s m~langes de deux roots sans omission ni 
r~p6tition. 
Abstract. A word c of the free monoid C* over the alphabet C is called a shuffle of the words 
u and v of C* if there exist a k>0 and words u~,. . . ,  uk, vl . . . .  , Vk of C* such that u= 
ul . . .  Uk, V = Vt . . .  Ok and c= UI1) IU2D2. . .  UkV k. 
Here we give an algorithm which computes the shuffles of two words without omission or 
repetition. 
Introduction 
Pour d~terminer l'ensemble M(u, v) des m~langes de deux mots u et v, il est 
classique de construire un produit ~ de rautomate partiel qui reconnait le mot u 
avec celui qui reconnait le mot v qui est un automate qui reconnait le langage 
M(u, v). Lorsque les roots u et v n'ont aucune lettre commune, rautomate ~ est 
d6terministe etla m~thode st eflicace. Dans le cas contraire, ~ est non d~terministe 
et on construit le sous-automate monog~ne de l'automate des parties de ~ (voir [5]). 
Nous donnons ici un algorithme qui calcule directement l'ensemble M(u, v) en 
partant du mot uv et en avanfant les lettres de v l'une apr~s l'autre en les permutant 
avec la lettre de u qui les pr6c~de lorsque cela est possible. Cette idle simple suttit 
pour d~terminer M(u, v) lorsque les alphabets des roots u et v sent disjoints. Par 
centre, darts le cas g~n6ral on trouve alors chaque m~lange un certain nombre de 
fois. En introduisant des conditions de stabilit6 qui imposent a d6placer simultan~- 
ment plusieurs lettres uccessives de v, nous ~liminons presque toutes les r~p6titions. 
L'~limination des r6p~titions r6sidueUes est r6alis6e en construisant ~ l'arbre 
lexicographique de l'ensemble M(u, v). 
* Cet article a 6t~ present6 a ICALP '86 et est r~sum~ dans Un algorithme d6terminant les m61anges 
de deux mots, Lecture Notes in Computer Science 226 (Springer, Berlin, 1986) 387-396. 
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Cet algorithme est, sans les calculs pr61iminaires, en O((p+q2)m)  pour m 
m61anges trouv6s, p et q 6tant les longueurs respectives des mots u et vet ce r6sultat 
est ~t comparer avec l'algorithme de Van Leeuwen et Nivat [9] qui teste en 
O(n2/log n) si un mot de longueur n =p+q est un m61ange de u et de v. 
En pr61iminaire/t notre algorithme il faut d6terminer tousles facteurs communs 
des deux mots u et v ce qui est un probl~me de recherche de mots ('string-matching') 
(voir [1, 8, 10, 11]) et plus pr6cis6ment un probl~me de reconnaissance d s facteurs 
d'un mot (voir [3] qui utilise l'automate minimal des facteurs du mot et [4] qui 
utilise un transducteur associ6). 
Le probl6me de trouver un algorithme fficace pour d6terminer les m61anges de 
deux roots a 6t6 pos6 par Fran~on en liaison avec des probl6mes de d6nombrement 
de m61anges qui interviennent darts l'6valuation et la comparaison des performances 
de diff6rents algorithmes de contr61e d'acc6s/t une base de donn6es ainsi que dans 
l'6valuation de la fr6quence d'interblocage darts le verrouillage biphase (voir 
[2,6,7]). 
1. M61anges r6duRs et m61anges stables 
D6finition 1.1. Soient u = a~. . .  ap un mot sur l 'alphabet A= {a~, . . . ,  ap} et v = 
b~. . .  bq un mot sur l'alphabet B = {b l , . . . ,  bq}. Un mot c du monoi'de libre C* 
d'alphabet C = A u B est appel6 un m6lange des  mots  u e t  v s'il existe k > 0 et des 
roots u~, . . . ,  uk de A* et des mots v~, . . . ,  vk de B* tels que u = u~ . . .  uk, v = v l . . .  vk 
et c = u lv lu2v2 .  . . u~vk .  
L'ensemble M(u,  v )  = M(a~. . .  %,  b~. . .  bq) des m61anges de u et de v peut ~tre 
d6fini r6cursivement, en posant, Yx e A*, M(x, 1) = {x} et, '¢'y e B*, M(1, y) = {y} 
par la relation 
M(a~ . . . ap, b~ . . . bq)= a iM(a2 . . ,  ap, b~ . . . bq)u  b~M(a l  . . . ap, b2.  . . 'bq) 
ou par la relation 
P 
M(a~ . . . ap, b~ . . . bq)= ~ a~ . . . a~b~M(a~+~ . . . ap, b2 .  . . bq). 
i=0  
D61inition 1.2. (1) Soient B' un ensemble 6quipotent/L Bet  disjoint de A, 0o une 
bijection de B sur B' et ~, l'unique homomorphisme du monoide libre B* darts le 
monoide libre C'* d'alphabet C'= Au  B '  qui prolonge ~'o. Si, Y je {1, . . . ,  q}, b~ = 
Oo(bj), alors v '=b l  . . .  b~= O(v). 
'¢'we C'* ,Vd e C', soit Iwld le nombre d'oeeurrences de la lettre d dans le mot 
w. VD c C', soit [WlD = ~aeo Iwl~ 
(2) Pour tout m61ange c= c~... cp+q des roots u ct v', soient 
(i) indac l'application de {1, . . . ,  p} darts {1 , . . . ,  p + q} tclle que, Vie {1, . . . ,  p}, 
indac(i) = k ¢=~ ck = ai et Ic , . . .  Ckla = i 
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ce qui signifie que la ki~me lettre de c est la ii~me lettre de u; 
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(ii) indbc l 'application de {1, . . . ,  q} dans {1, . . . ,  p + q} telle que, Vj e {1, . . . ,  q}, 
indb,( j )  = l ¢* cz = bj et Ic~... crib, = j  
ce qui signifie que la/ i~me lettre de c est la j i~me lettre de v'; et 
(iii) insert l 'application de {1, . . . ,  q} dans {0,.. .  ,p} telle que, Vje {1, . . . ,  q}, 
insert(j) = indb , ( j ) - j ,  c'est-A-dire telle que, Yj ~ {1, . . . ,  q}, 
insert( j)  = i ¢:> ci+j = b~ et Icl. . .  Ci+j]A = i 
ce qui signifie que la j i~me lettre de v' est ins6r6e apr~s la ii~me lettre de u lorsque 
i#O et avant la ( i+ l ) i~me lorsque i<p. 
Les applications indac et indb, sont injectives et croissantes et inda,{1, . . . ,  p} n 
indbc{1, . . . ,  q} = O. L'application insert est non d6croissante. 
Chacune des applications inda,, indb, et inser, d6termine le m61ange c de 
M(u, v'). 
D6finition 1.3. Soit ~< un ordre total sur C' tel que, Ya ~ Aet  Vb' e B', a < b'. Cet 
ordre se prolonge n un unique ordre lexicographique aussi not6 ~< dans le monoi'de 
libre C'*. 
Soit ~(u ,  v') l'arbre binaire dont les sommets ont les m61anges c = c l . . .  cp+q de 
M(u, v') dont une lettre Ck de B' est point6e et tel que si j e{1 , . . . ,  q} est tel clue 
indbc(j) = k, alors 
(i) c admet un ills gauche si, et seulement si, ou b ien j> 1 et indbc( j -1 )< k -1  
ou bien j = 1 et k > 1 et alors ce ills gauche g est obtenu en permutant les lettres Ck 
et Ck_ 1 de c et bJ = c k est sa lettre point6e; 
(ii) c admet un ills droit si, et seulement si, j < q et k + 1 < indbc(j  + 1) = l et alors 
ce ills droit d est obtenu en permutant les lettres cz-i et ct de c et bJ+l =ca est sa 
lettre point6e; 
L'ensemble ordonn6 (M(u, v'), ~<) est alors obtenu lors d'une visite pr6fixe de 
droite/t gauche de l'arbre binaire ~(u ,  v'). 
L'arbre binaire ~l~(u, v') explique compl6tement le d6roulement de notre 
algorithme de d6termination de M(u, v) dans le cas oil A c~ B = 0. 
Exemple .  Si A = B ={a, b} et si u = aba et v = abaa, l'arbre binaire ~R(u, v') est 
represent6 par la Fig. 1. 
Les 616ments de M(aba, a'b'a'a') sont alors trouv6s scion l'ordre ~< en lisant 
la Fig. 1 ligne par ligne du haut vers le bas et chaque ligne de gauche h droite 
ce qui correspond ~t une visite pr6fixe de droite ~t gauche de l'arbre binaire ~tR(u, v'). 
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abaa 'b 'a 'a '  
aba 'ab 'a 'a '  
aa 'bab 'a 'a '  
a ,abab ,a ,a  , 
= aba 'b 'aa 'a '  
aa 'bb 'aa 'a '  , 
aa~b,baa ,a  , 
a 'abb 'aa~a ' 
$ 
a 'ab 'baa 'a '  
1 
a 'b 'abaa 'a '  
Fig. 1. 
> aba 'b 'a 'aa  ° 
aa~bb 'a 'aa  ' 
> aa 'b 'ba 'aa '  
aa 'b 'a 'baa '  
a ,abb ,a ,aa  o 
a 'ab 'ba 'aa '  
a 'ab 'a 'baa '  
a 'b 'aba 'aa '  
$ 
a 'b 'aa 'baa '  
1 
a,b~a,abaa  ,
aba 'b°a 'a 'a  
aa 'bb 'a 'a~a 
aa 'b 'ba 'a 'a  
> aa 'b 'a 'ba 'a  
aa 'b 'a 'a 'ba  
a 'abb 'a 'a~a 
• a 'ab 'ba 'a 'a  
) a 'ab 'a 'ba 'a  
aOab~a,a ,ba  
a 'b 'aba 'a 'a  
• a 'b 'aa 'ba 'a  
a 'b 'aa 'a 'ba  
a 'b 'a 'aba 'a  
$ 
a 'b 'a 'aa 'ba  
$ 
a 'b 'a 'a 'aba  
D~finition 1.4. Soit ~b l'unique homomorphisme du monoi'de libre C'* d'alphabet 
C' = A u B' dans Iv monoide libre C* d'alphabet C = A w B qui prolonge rapplica- 
tion identique de A sur lui-m6mc et la bijection ~o ~ de B' sur B. Comme v = 
&(v'), dp(M(u, v')) = M(u, v). Deux m~langes c~ et c2 de M(u, v') sont dits 
Jquivalents si dp(c])=dp(c2). Un mdlange c de M(a,b') est dit rdduit si, Vc'~ 
d)-~(~b(c)), c~ < c'; dans le cas contraire c est dit rdductible. 
Soit R(u, v') l 'ensemble des m~langes r6duits de M(u, v'). La restriction de d~ 
R(u, v') et ~ M(u, v) est une bijection. Soit ~R(u, v') l'arborescence obtenue ¢n 
appliquant ~ rarbre binaire ~I]~(u, v') les op6rations suivantes: 
• pour tout m~lange r~ductible dont tous les descendants dan~ ~I~(u, v') sont r6duct- 
ibles, supprimer ce sommet ainsi que scs descendants; 
* pour tout couple (c~, c2) de m~langes r~duits tvls qu'il cxistc dans ~(u ,  v') un 
chemin cr de c~ h c2 dont tous les m~langes interm~diaires sont r6ductibles, 
contracter le chemin o- en l'arc (ct, c2). 
La dcmi~re operation cst appel~e le masquage des mdlanges intermddiaires. 
L'arborescence ~R(u, v') aide h la compr6hension de notre algorithme dans le cas 
gdn~ral (comparer l'cxemple qui suit avec rexemple apr~s D6fini~ion 1.3 et 
rExemple 4.1). 
Le calcul rapide des melanges de deux mots 185 
Exemple. Si, comme en l'exemple pr~c6dent, A = B = {a, b}, u = aba et v = abaa, 
c = aa'bab'a'a'  est le plus petit 616ment de 
~b-~(~b(c)) = { aa'bab' a' a', aa'b' a'baa', aa'b' a'ba' a, a' abab' a' a', 
a ' ab ' a' baa ', a' ab ' a ' ba' a } 






aa 'bb 'aa 'a '  ~ aa 'b 'a 'a 'ba  
) a 'b 'aa 'a 'b~ 
Fig. 2. 
D6f in i t ion  1.5. Sic ~ M(u ,  v'), un couple (i, j) tel que 1 <~ i <~p et 1 <~j~< q est appel6 
un couplefrontalier de c si indac(i) = indb~(j) + 1 c'est-~-dire si ci+j-1 = b~ et c~+j = a~. 
Si, en outre, ai ~ b~ le couple frontalier (i, j )  est dit bloqu#. 
Par exemple, s ic  = a'ab'a'baa' ~ M(aba,  a'b'a'a'), (2, 3) est un couple frontaiier 
bloqu6 de c, alors que (1, 1) est un couple frontalier non bloqu6. 
D6finition 1.6. (i) On dit qu'un m61ange c de M(u,  v') pr6sente une inversion en (i, j) 
avec 1 <~ i<~p et 1 <~j~< q siai  = bj et insert(j) = i - 1 ou indbc(j) = i+ j -  1 ou encore 
inda~(i - 1) < i+ j -  1 < inda~(i). 
La longueur lfgc(i,j) du plus grand facteur gauche commun de a i . . .  ap et de 
bj . . .  bq est appel6e longueur de l'inversion en (i,j). 
(ii) Vh e {1 , . . . ,  Ifgc(/,j) - 1} et pour h = lfgc(i,j), lo rsquej+l fgc( i , j )  <~ q on dit 
que l'inversion en (i, j )  v6rifie la hi,me condition de d6calage si inserc(j + h) < i + h - 1 
ce qui est 6quivalent ~ indb~ (j  + h) < inda~ (i + h - 1). 
(iii) L'inversion en ( i , j )  est dite stable si 
• j+l fgc( i , j )<~q;  
• Vh ~ {1 , . . . ,  lfgc( i, j)}, la h i ,me condition de d6calage st v6dfi6e. 
Dans le cas contraire, elle est dit instable. 
(iv) Un mdlange c de M(u, v') est dit stable si 
• tous les couples frontaliers de c sont bloqu6s; 
• c ne pr6sente aucune inversion instable. 
Dans le cas contraire, c est dit instable. 
Par exemple, le m61ange w = a'b' abaa' a' de u = aba et v' = a'b' a' a' pr6sente une 
inversion en (1, 1) de longueur 3 qui v6dfie la l~re condition de d6calage puisque 
inserw(2)=0<l  mais ne v6rifie ni la 2i~me (puisque inserw(3)=3) ni la 3i~me 
(puisque inserw(4) = 3). 
Par contre, le m61ange c = a'b'aa'a'ba les v6rifie routes. 
186 J.-C. Spehner 
Remarque 1.7. Si u= UlU 2 et v= v~v~ et si l 'un des mots w~M(u~,  v~) et w2~ 
M(u2,  v'2) est r6ductible, alors le m61ange w = w~w2 de M(u,  v') l'est aussi. 
En effet, si w: (respectivement w2) n'est pas r6duit, il existe m~ (respectivement 
m2) de M(u l ,  vi) (respectivement M(u2,  v[)) tel que dp(mt)= dp(wl) et mr< w~ 
(respectivement ~b(m2) = $(w2) et m2< w2) et alors m~w2e M(u ,  v'), c~(m~w~) = 
~b(w) avec mlw2< wtw2 (respectivement w~m2e M(u ,  v'), dp(wtm2)=dp(w) avec 
wlm2< w~w2) ce qui prouve que w = w~w2 n'est pas r6duit. 
Lemme 1.8. S iv  est un facteur gauche de u, alors tout mdlange rdduit des mots u et 
v' commence par la premiere lettre de u. 
Preuve. Lorsque lu l+lv l= 1, u~A et v= 1 le r6sultat est trivial puisque R(u,  1)= 
M(u,  1)={u}.  
Soit nun  entier naturel # 0 tel que le lemme soit v6rifi6 pour tout couple (u, v) 
de mots tels que lul + Ivl <- n avec v facteur gauche de u et soient les roots u = a~. . .  ap 
et v=a~. . ,  aq sur les alphabets respectifs A={a~, . . . ,  ap} et B={a~, . . . ,  aq} avec 
q~<p et p+q= n+l  et, enfin, soit c= c t . . .  cp+q un m61ange de u et v' dont la 
premiere lettre Cl = a~ ~ B'. 
S ip  =q, le mot w obtenu en 6changeant dans c, Vi ~ {1 , . . . ,  p}, les lettres a~ et 
a~ est tel que w~M(u,  u'), w< c et d)(w)= $(c)  ce qui prouve que le m61ange c
n'est pas r6duit. 
Sip > q et ct,+ q = a'q, w = ct . . .  Cp+q-1 ~ M(u ,  ~') avec t3 = at . . .  aq-t facteur gauche 
de u et west  donc r6ductible d'apr~s l'hypoth~se de r6currence, c = wa'q l'est done 
aussi d'apr~s la Remarque 1.7. 
Si p > q et Cp+q = ap, w = c l . . .  Cp+q-1 ~ M(~ v') avec t~ = a~. . .  ap_x et v facteur 
gauche de t~ et west  done r6ductible d'apr~s l'hypoth~se de r6currence, c = wap 
l'est aussi d'apr~s la Remarque 1.7. 
Par r6currence le lemme est done v6fifi6 Vn ~ N\{0}, c'est-~-dire pour tout couple 
(u, v) tel que v soit un facteur gauche de u. [] 
Th6or~me 1.9. Tout mdlange rdduit de M ( u, v') est stable mais il existe des mdlanges 
stables qui ne sont pas rdduits. 
Preuve. Soit c = C l . . .  Cp+q un m61ange instable des mots u -- a l . . .  ap et v = b l . . .  b .  
(i) S ic  admet un couple frontalier non bloqu6 (/, j),  ci+j-1 = b~ et ci+j = ai avec 
ai -- bj et le mot w obtenu en permutant les lettres ci+j_t et ci+j de c est un m61ange 
de u et v' tel que w < c et $(w)  = $(c)  ce qui prouve que c est r6ductible. 
(ii) Si tousles couples frontaliers de c sont bloqu6s et s ic  pr6sente une inversion 
en (/,j) dont la longueur lfgc(/,j) est telle que j+ l fgc ( i , j )=q+l ,  soient ul = 
at . . .  ai -b u2 = af. . . tlp, vt = bl . . . bj_l et v2 = bj. . . bq. II existe alors wl ~ M(u l ,  v'~) 
et w2~ M(u2,  v~) tels que c = wtw2. Comme v2 est un facteur gauche de u2 et que 
la premiere lettre de w2 est b~, w2 est r6ductible d'apr~s le Lemme 1.8 et c = wt w2 
l'est aussi d'apr~s la Remarque 1.7. 
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(iii) Si tous les couples frontaliers de c sont bloqu6s et si c pr6sente une inversion 
instable en ( i , j )  dont la longueur l fgc( i , j )  v6rifie j+ l fgc ( i , j )  <<. q, il existe h 
{1 , . . . ,  l fgc(/ , j )} tel que l ' inversion en ( i , j )  ne v6rifie pas la hi6me condit ion de 
d6calage mais v6rifie la (h - 1)i6me lorsque h > 1. 
Si h= l ,  
indb~(j)  = i + j  - 1 < inda~(i) < indb~(j  + 1) 
et c,+j_~ = b~ et c~+j = a~ ce qui montre que ( i , j )  est un couple frontalier non bloqu6 
de c ce qui est contraire/~ l 'hypoth6se. 
Si h>l ,  
indb ~ ( j  + h - 1 ) < inda~ ( i + h - 2) < indac ( i + h - 1 ) < indb~ ( j  + h ) 
et c admet un facteur de la forme 
b~+h-la~. . . ai+h-2ai+h-1. . . azb'j+h 
avec i~  < s < i+  h - 1 ~< t ~< q. Si u~ = a~ . . . a i - l ,  u2 = ai. . . a i+h_ l ,  U 3 : a i+h • • • t lp ,  V 1 : 
b l . . .b j -~ ,  v2=bj . . .b j+h_~ et v3=bj+h. . .b~,  il existe donc des roots w~e 
M(ul, v~), w2E M(u2, t~) et W3~ M(u3,  v~) tels que c= wlwew3.  Comme u2 = v2 et 
que la premi6re lettre de w2 est b~e B', w2 est r6ductible d'apr6s le Lemme 1.8. 
D'apr~s la Remarque 1.7, les mots w~w2 et c = w~w2w3 le sont alors aussi. 
(iv) Il r6sulte de (i), (ii) et (iii) que tout m61ange it/stable st r6ductible, c'est-~-dire 
que tout m61ange r6duit est stable. 
La r6ciproque est fausse d'apr6s l 'exemple qui suit. [] 
Exemple. Si A = B = {a, b, c} et si u = abacbc et v = abc, le m61ange w = a 'b 'ac 'bacbc  
de M(u,  v') est stable car ses couples frontaliers (1, 2) et (2, 3) sont bloqu6s et que 
w pr6sente une unique inversion en (1, 1) et que cette inversion est stable. 
Mais m = abacba 'cb 'c '~  M(u ,  v') ,  m < w et tk(m) = tk(w) ce qui prouve que w 
n'est pas r6duit. 
D6fmition 1.10. Etant donn6s u et v, tout m61ange stable qui. n'est pas r6duit de u 
et ves t  encore appel6 un cam#ldon. Un cam616on c de u et v est dit min imal  d 
gauche si tous ses facteurs gauches propres sont r6duits. 
Le m61ange w = a 'b 'ac 'bacbc '  de u = abacbc et de v '= a 'b 'c '  est un cam616on 
min imal / t  gauche. 
Remarqne 1.11. Si u = ulu2u3 et v = vlv2v3 et s i c  = wlw2w~ est un m61ange stable 
de u et de v' avec w~M(u~,  v~), w2~M(u2,  v~) et w3~M(u3,  v~), alors, lorsque 
w2 est un cam616on, c en est aussi un d'apr~s la Remarque 1.7. 
Proposition 1.12. S ic  est un camdldon de u et de v' min ima l  d gauche, alors la derni~re 
lettre de c appart ient  d A .  
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Preuve. Supposons que c = c~ . . .  c~+q avec c,+~ ~ B'. II existe alors un unique mot 
r6duit w = w~. . .  w~+q tel que w < c et tk(w) = O(c). 
Si W,+q ~ B' ,  Wp+q = c~÷#, w~ . . . wp+~_~ < c~ . . . c~+~_~ et dp( w~ . . . Wp+q_~) - 
~b(c~ . . .  c,+~_~) ce qui prouve que c~. . .  cp+q_~ est un cam616on et que c n'est pas 
minimal/t  gauche contrairement/~ l'hypoth6se. 
Si w,+~ e A, 
=p> =p-  1 
S is  est la longueur du plus grand facteur gauche commun de c et de w, w~+~ e A 
et c~+~  B' d'o6 Ic~ . . .  C~+~[A < [W~.. .  W~+~IA. I1 existe donc t e {s + 2 , . . . ,  p + q - 2} 
tel que [c~... c, lA = ]w~... w,[~. Comme ~k(c) = ~b(w), ~k(c~... c,) = ~b(w~... w,) avec 
w~... w~ < c~.. .  ct ce qui prouve que c~ . . .  c~ est un cam616on et que c n'est pas 
minimal/~ gauche contrairement/~ l'hypoth~se. [] 
Corollaire 1.13. Deux camdldons min imaux fi gauche de longueur p + q et dist incts ne 
sont  pas dquivalents. 
Preuve. Si deux cam616ons minimaux ~ gauche et de longueur p + q, c = c l . . .  cp+q 
et t~= ~. . .  ~p+q sont 6quivalents, ~b(c) = ~b(~) et, d'apr~s la Proposition 1.12, 
cp+q = = = = 
Alors c~. . .  cp+q_~ et t71... ~p+q_~ sont des m61anges de a~. . .  ap_~ et b~...  bq qui 
sont 6quivalents et r6duits d'apr~s la minimalit6 de c et de ~. Ils sont donc 6gaux 
d 'o f l~=c.  [] 
Lemme 1.14. Si les lettres al , a2, . . . ,  ap+l de A ne sont pas  toutes dgales, si u = al . . .  a t, 
et s iv  = uap+~, il existe un mdlange stable w de u et de v' admet tant  a'~ comme premidre 
lettre. 
Preuve. Le r6sultat est trivial pour p = O. 
Supposons le r6sultat v6rifi6 pour tout mot v tel que Iv[ ~p et soient u = a~ . . .  ap 
et v = Uap+ ~. 
Cas 1: ap+~ ~ ap. Si a~ = a2 . . . . .  ap, 
W a~. .  i = . ap+la  1 . . . ap  = t~ 'u  
est un m61ange stable qui pr6sente, VR ~ {1 , . . . ,  p}, une inversion stable de longueur 
p+l -k  en (1, k). 
Dans le cas contraire, il existe i e {1 , . . . ,  p - 1} tel que ai # a~+~ = . . . .  ap. D'apr~s 
rhypoth~se de r6currence, il existe un m61ange stable wl de ul = a~. . .  ai et de 
v~ = u~a~+~ admettant a~ comme premiere lettre. La derni~re lettre de w~ est alors 
a~ puisque l'inversion en (1, 1) v6dfie la ( i+  1)i~me condition de d6calage. Comme 
ap+l # ai+l, 
I f 
W2= a i+2 • • • ap+la i+ l  • • • ap  
Le calcul rapide des m~langes de deux roots 189 
est aussi stable. Tousles couples frontaliers de w = w lw 2 proviennent de wl ou de 
w2 et sont done bloqu6s. De m~me, toutes les inversions distinctes de (1, 1) provien- 
nent de wl ou de w2 et sont done stables. L'inversion en (1, 1) est aussi stable car 
toutes les conditions de d6calages ont v6dfi6es, west  done stable. 
Cas 2: ap+l = ap. Il existe alors i e {1 , . . . ,  p - 1} tel que a~ ~ a~+~ = • • • = ap -- ap+l. 
Si a~ = . . . .  a~, w = v'u est stable. 
Dans le cas contraire, il existe, d'apr~s l'hypoth6se de r6currence, un m61ange 
I I I " ' *  stable wl de ul = o l . . .  a~-i et de v~ = ula i  admettant a] comme premiere lettre. La 
derni~re lettre de w~ est alors aH puisque l'inversion en (1, 1) v6rifie la ii~me 
condition de d6calage. Comme a~ ~ a,+h 
I I 
W 2"~" a i+ 1 . . . ap+la  i .  . . ap  
est stable. Tous les  couples frontaliers de w = w~w: proviennent de wl ou de w2 et 
sont done bloqu6s. De m6me, toutes les inversions de w distinctes de (1, 1) provien- 
nent de w~ et sont done stables. L'inversion en (1, 1) est aussi stable car toutes les 
conditions de d6calages ont v6rifi6es, west  done stable. [] 
Proposition 1.15. Si Fg(u) est l 'ensemble des facteurs gauches du mot u = a l . . .  ap 
et s iv  = b~ . . .  bq, il existe un mdlange stable de u et de v' admettant  b~ comme premi~re 
lettre si, et seulement si, v ~ a*Fg(u). 
Preuve. (i) S ive  a*Fg(u), il existe he{ l , . . . ,  q} et k e{0 , . . . ,p}  tels que v= 
ah a2  . . . a k .  
Supposons l'existence d'un m61ange stable w de u et de v' admettant a~ c0mme 
premiere lettre. Alors a~ hest  un facteur gauche de w puisque tous les  couples 
frontaliers de w sont bloqu6s. Il existe done un m61ange w~ de a~. . .  ap et de a~. . .  a~ 
admettant a~ comme premiere lettre. Mais alors w~ pr6sente une inversion instable 
en (1, 1) puisque l+lfgc(1,  1)= k+l> k et, par suite, w~ et w sont instables con- 
trairement ~ l'hypoth~se. 
Si v e a*Fg(u),  il n'existe done aucun m61ange stable de u et de v' admettant b~ 
comme premiere lettre. 
(ii) Montrons, par r6currence sur n = lul+ H ,  que lorsque v ~ a*Fg(u), il existe 
un m61ange stable w de u et de v' admettant bl comme premiere lettre. 
Le r6sultat est trivial pour n = 1. 
Supposons le r6sultat v6dfi6 pour tout u et tout v ~ a*Fg(u) tels que lul + Ivl < n 
et soient u = a~. . .  ap et v = bx. . .  bq~ a*Fg(u) tels que p+q = n. 
(1) Si b~.. .  bq_~ ~ a*Fg(u), il existe d'apr~s l'hypoth~se de r6currence un m61ange 
stable w~ de a et de b l . . .  b~_~ admettant b~ comme premiere lettre. Alors w = wxb'q 
admet les mSmes couples frontaliers et les mSmes inversions que wl et est done stable. 
(2) Dans le cas contraire, il existe h e {1 , . . . ,  q} et k e {0 , . . . ,p}  tels que v = 
a hl a2 . . . akbq avec ou bien k = p ou bien k < p et bq ~ ak+ 1. 
(Or) Si h > 1, il existe d'apr~s l'hypoth~se de r6currence un m61ange stable w~ de 
u et de b~. . .  b~ admettant b~ comme premiere lettre. Les couples frontaliers de 
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w = b~wl proviennent de wl et sont donc bloqu6s. Les inversions distinctes de (1, 1) 
en proviennent aussi et sont donc stables. L'inversion en (1, 1) l'est aussi parce que 
celle en (1, 2) l'est, w est donc stable. 
(13) Si h = 1 et k =p, le r6sultat d6coule du Lemme 1.14. 
(~/) Si h = 1 et k<p,  q = k+ 1 et bk+l ~ ak+l. D'apr~s le m~me lemme il existe un 
I "  l l l m61ange stable wl de ul = a la2 . . ,  ak et de v~ Ulbk+ 1 adrnettant a~ = b~ comme 
premiere lettre. Comme l'inversion en (1, 1) v6dfie la (k+l ) i~me condition de 
d6calage, ak est la derni~re lettre de Wl. I1 en rEsulte que w = W~ak+l . . .  ap admet 
les mSmes couples frontaliers et les m~mes inversions que w~ et, par suite, que w 
est stable. [] 
Remarque 1.16. Les m61anges r6duits ne v6dfient pas cette propd6t6. En effet, si 
u = ababbaaba et v = ababa, 
c = a 'b 'aa 'bb 'aa 'bbaaba 
est l 'unique m61ange stable admettant a' comme premiere lettre; mais c est un 
cam616on car 
w = abaa'bbaabb'aa'b 'a '  
est tel que w < c et ~b(w) = ~(c). 
2. Les calculs pr~liminaires 
2.1. La  ddtermination des facteurs communs des mots u et v 
Les mots u et v 6tant rep6seat6s par des tableaux a [1 . . .p ]  et b [1 . . ,  q] de 
lettres, la proc6dure qui suit d6termine le tableau lfgc[1 . . .  p, 1 . . .  q] tel que, Vi 
{1 , . . . ,  p} et Vj ~ {1 , . . . ,  p} lfgc[i,j] soit la longueur du plus grand facteur gauche 
commun des roots a i . . .  ap et bj . . .  bq. 
for i :=p downto 1 do 
for j :=q downto 1 do 
if a[ i] = b[ j ]  then 
if ( i < p) and ( j  < q)then lfgc[ i, j ]  = lfgc[ i + 1, j + 1 ] + 1 
else lfgc[i,j] = 1 
else lfgc[i, j ]  = O; 
Cette proc6dure st en O(pq)  ce qui est optimal relativement ~ l'utilisation du 
tableau lfgc. 
Les algorithmes lin6aires pour reconna~tre l s facteurs d'un mot donn6s par 
Blumer, Blumer, Ehrenfeucht, Haussler et McConnell [3] et par Crochemore [4] 
ne permettent pas de d6terminer le tableau Ifgc en entier. 
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2.2. La ddtermination des lettres bloquantes dans le mot v 
Lorsqu'un m61ange c de M(u, v') pr6sente une inversion en (i,j) avec ai = bj = 
. . . .  bs-~ ~ b~ avec s >j ,  Vt ~ { j , . . . ,  s -1} ,  le couple frontalier possible (i, t) de c 
n'est pas bloqu6 alors que le couple (i, s) l'est. La lettre b~ est alors dite bloquante 
pour la lettre bj = a~. 
La proc6dure BLOCLET d6termine le tableau 'bloc' tel que, Vje  {1, . . . ,  q}, si 
bj÷l.. ,  bq ~ b*, alors bloc[j] = 0, sinon bloc[j] est le plus petit entier s de {j+ 
1 , . . . ,  q} tel que b, # bj. 
2.3. Les sauts de lettres dans le mot u 
De la m~me mani6re sont d6termin6s les tableaux 'avant' et 'apres' tels que, 
V ie{1 , . . . ,p} ,  
• si ai+l . . .  ae E a*, alors apres[i] =0, sinon apres[i] est le plus petit entier s de 
{i+ 1 , . . . ,p}  tel que a~ ~ ai; 
• s ia l . . ,  ai-i e a*, alors avant[i] =0, sinon avant[i] est le plus grand entier s de 
{1 , . . . ,  i - l}  tel que a~ ~ ai. 
3. Les proe~lures de base 
3.1. L'ddition des mdlanges trouvds 
Le tableau 'inser' d'une application non d6croissante de {1 , . . . ,q}  dans 
{0, 1 , . . . ,  p} correspond ~ un unique m61ange c de u et de v'. 
La proc6dure EDrrE d6termine le m61ange c associ6 au tableau 'inser' et d6nombre 
les m61anges trouv6s. 
Procedure EDITE, 
var z, k, kl ,  k2: integer; 
begin 
m := m + 1; write (m :3 , '  '); {m =nombre de m61anges trouv6s} 
k l := l ;  
for z := l to q do 
begin k2 := inser[z]; 
for k := kl to k2 do 
write (a[k]  :3, " ) ;  
write (b[z] :3,  '+ ' ) ;  
kl := k2+ 1; 
end; 
for k := k l to q do 
write (a[k]  : 3, '  '); 
writeln; 
end; 
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3.2. Le ddcalage t le masquage des mdlanges intermddiaires 
Lors de la d6termination des m61anges r6duits de u et de v' qui pr6sentent une 
inversion en (i, j) telle que 
0 < s =bloc[ j ]  <<- r =j+lfgc[i,j] <- q, 
la proc6dure MELE est appel6e pour certains m61anges interm6diaires instables c 
v6rifiant les conditions suivantes: Yh ~ {s+ 1 - j , . . . ,  r - j} ,  inser[j + h] ~< i+ h - 1 ce 
qui correspond h la hi ,me condition de d6calage h une unit6 pr~s. 
Pour un tel m61ange c, Vh e {s+ 1 - j , . . . ,  r - j}  tel que inser[ j+ h] = i+h-  1, la 
lettre b~+h de cest  dite masqude relativement h l'inversion en (i,j). Un mFlange est 
dit masqud s'il admet au moins une lettre masqu6e. 
La proc6dure qui suit impose les conditions de d6calages relatives h une inversion 
en (i, j)  h une unit6 pr6s en les cumulant 6ventuellement avec d'autres, eUe masque, 
Vh e {s + 1 - j , . . . ,  r - j} ,  la lettre b~+h si elle ne l'est pas encore et eUe compte le 
hombre nlmasq de lettres masqu6es. 
Procedure DECALETMASQUE( i, j, j 1, j2: integer); 
var z, k: integer; 
begin 
k:= i - j - l ;  
for z := j l  to j2 do 
if inser[z] > z + k then inser[z] := z + k; 
if nlmasq < j2  - j l  + 1 then nlmasq :=j2 - j l  + 1; 
end; 
3.3. La construction de l'arbre lexicographique de M(u, v) et" l'dlimination des 
camdldons 
L'arbre lexicographique ~(u, v) de l'ensemble M(u, v) est construit pour d~tecter 
les cam~16ons minimaux ~ gauche et pour ~liminer ainsi tous les cam616ons de u 
et v'. 
La procedure AP, BLEX qui suit r6alise la transition d'un sommet de ~(u, v) 
* soit vers un sommet d~j~ trouv6 en testant l'existence d'un cam~l~on; 
• soit vers un nouveau sommet qu'elle cr~e. 
Elle utilise et g~re la fonction de transition tau de ~(u, v) et le tableau 'chem' qui 
m6modse le chemin de ~(u, v) qui relie la racine 0 au sommet courant. 
Procedure ARnLEx(i0, j0, aoub: integer); 
var x0, x l ,  h: integer; c: char; 
{le facteur courant du m~lange ~ d6terminer comporte i0 -1  lettres de 
A et j0 -1  lettres de B'; la transition se fait avec une lettre de A si 
aoub = 0 et avec une lettre de B' si aoub = 1} 
if aoub = 0 then c := a[i0] else c := b[j0]; 
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h := i0 + j0 -1 ;  {hauteur du sommet/l visiter} 
x0 := chem[h - 1]; {sommet de d6part} 
xl  := tau[x0, c]; 
if x 1 = 0 then 
begin {un nouveau sommet est cr6e} 
x := x+ 1; tau[x0, c] :=x; chem[h] :=x; 
imax[x] := i0-aoub;  {nombre de lettres de A utilis6es} 
end 
else 
begin {le sommet xl est visit6 et test6} 
chem[h] := xl ;  
if imax[x 1] - i0 - aoub then cameleon := 1; 
end; 
end; 
La proc6dure PLACEA place dans l'arbre lexicographique ~(u, v) des lettres du 
mot u de l'indice initial i0, soit jusqu'h l'indice terminal i l ,  soit jusqu'~ la d&ection 
d'un cam616on. Dans ce dernier cas la modification de 'inser' 61imine ce cam616on 
minimal/L gauche u ainsi que tousles cam616ons admettant u comme facteur gauche. 
Procedure PLACEA(i0, i 1, ./0: integer); 
var z: integer; 
begin z := i0; 
while (z<~ il) and (cameleon= 0) do 
begin ARBLEX(Z, j0+ 1, 0); 
ff cameleon =1 then inser[j0] := z; {61imination des cam616ons} 
z :=z+l ;  
end; 
end; 
La proc6dure PLACEB place dans l'arbre lexicographique ~(u, v) les lettres du 
mot v de l'indice initial j0 ~ l'indice terminal j l. A la diff6rence de la proc6dure 
PLACEA, il n'est pas n6cessaire de tester l'existence d'un cam616on puisque, d'apr~s 
la Proposition 1.12, la derni~re lettre d'un cam616on minimal appartient ~A. -  
Procedure PLACEB(i0, j0, j l :  integer); 
var z: integer; 
begin 
for z :=jO to i l  do ARnLEX(i0+ 1, Z, 1); 
end; 
La proc6dure PERMUTE place les lettres d'un facteur b'[jl . . . j2]  de b' avant la 
lettre a[i0] de u et d6masque l s lettres b ' [ j l ] , . . . ,  b'[j2] qui &aient masqu6es. 
Procedure PERMUTE(i0, j 1, j2: integer); 
var z: integer; 
begin 
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for z :=jl to j2 do 
begin 
inser[z] := i0 -  1; 
ARBLEX(i0, Z, 1); 
end; 
if nlmasq > j2 - j l  + 1 then nlmasq := nlmasq + j l  - j2 -  1 
else nlmasq := 0; 
end; 
Remarque 3.1. L'arbre lexicographique ~(u, v) peut aussi 8tre utilis6 pour trier 
alphab6tiquement les mots de M(u, v). 
4. La d~termination des m~langes r,hluits 
4.1. Les procedures CAS 
Ces proc6dures indiquent comment d6terminer le m61ange r6duit c qui r6sulte de 
la permutation de la lettre point6e b~ avec la lettre ai et qui est le premier selon 
l'ordre lexicographique dans le cas oil un tel m61ange r6duit existe. 
La proc6dure CAsl traite le cas oh ai # bj; sa fonction est de permuter la lettre 
point6e b~ avec la lettre ai, de tester l'obtention d'un cam616on minimal h gauche, 
d'6diter le m61ange trouv6 s'il n'est pas masqu6 et enfin de rappeler la proc6dure 
MELE pour la lettre point6e b~+l lorsque j < q. 
Procedure CAS1, 
begin {a[ i] ~ b[j]} 
PE UTE( i, j, j); 
if j<  q then h := inser[j+ 1] - 1 else h :=p; 
PLACEA(i, h, j); 
ff nlmasq = 0 then 
egin 
PLACEA(h -t- 1, p,j); 
if cameleon =0 then begin PLACEn(p,j+ 1, q); EDITF end 
nd; 
r j < q then begin 
TESTE(j + 1); 
if elim =0 then begin MELE(inser, j+  1, nlmasq); i := i -1  end 
else i := avant[ i] 
end 
else i := i - 1; 
end; 
La proc6dure CAs2 traite le cas o6 at = bj et l'inversion en (/,j) est telle que 
0 < s = bloc[j] <~ r = j  + lfgc[/, j ]  <~ q. 
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Alors ai = bj = . . .  = bs_~ # bs. La fonction de cette proc6dure est de permuter les 
lettres b~, . . . ,  b'~ avec la  lettre ai afin d'obtenir un couple frontalier bloqu6 (i, s), 
d'imposer les conditions de d6calages relatives ~ l'inversion en ( i , j )  ~ une 
incr6mentation pros, de tester l'obtention d'un cam616on, d'6diter le m6lange trouv6 
s'il n'est pas masqu6 et, enfin, de rappeler la proc6dure MELE pour la lettre point6e 
b's+l lorsque s < q. 
Procedure CAS2; 
begin {a[i] = b[j] = • • • = b[s - 1] # b[s] avec 0 < s ~< r <~ q} 
PERMUTE( i,j,s); 
if s < r then DECALETMASQUE(i, j, S+ 1, r); 
i f  s < q then h := inser[s + 1] - 1 else h := p; 
PLACEA(i, h, s); 
if nlmasq = 0 then 
begin 
PLACEA(h -I- 1, p, s); 
if cameleon = 0 then begin PLACEB(p, S + 1, q); EDITE end 
end; 
i f  s < q then 
begin 
TESTE(S -t- 1); 
if elim = 0 then begin MELE(inser, S + 1, nlmasq); i := i - 1 end 
else i := avant[i] 
end 
else i := i - 1; 
for k :=j to r do inset[k] := inser0[k]; 
end; 
La proc6dure CAS3 traite le cas oh ai = bj et l'inversion en ( i , j )  est telle que 
r=j+l fgc[ i , j ]<~q et r<s=bloc[ j ] .  
La fonction de cette procedure st de permuter les lettres b~, . . . ,  b~_~ avec la lettre 
a~ de fa~on ~ obtenir la m~rne puissance r-i s-t a~ = bj comme facteur gauche commun 
de a i . . .  aq et de bt . . .  b~ et de se ramener au cas pr6c6dent en rappelant la proc6dure 
M~-LE pour la lettre point6e b't. 
Le test t+lfgc[/, t]<~ q est v6dfi6 si, et seulement si, bj . . .  bqJt a*Fg(a , . . ,  ap), 
c'est-~-dire si, et seulement si, il existe un m61ange stable de a i . . .  ap et de b~...  b~ 
admettant b~ comme premiere lettre d'apr~s la Proposition 1.15. 
Procedure CAS3; 
begin {a[i] . . . .  = a[ i+ r - j -  1] # a[ i+ r - j ]  et 
a [ i ]=  b[ j ]= . . .  =b[s -1 ]# b[s] avec r<s}  
t :=s - r+ j ;  
i f  t+ l fgc [ / ,  t]<~ q then 
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PERMUTE(i, j, t -- 1); inser[t] := i; 
MELE(inser, t, nlmasq) 
for k :=j to t do inser[k] := inser0[k]; 




h := i-avant[i]; 
if h ~< s - r then i := avant[i] 
e lse i := i+r -s -1  
end; 
end; 
La fonction de la procedure TESTE utilis6e darts les procedures CAS1 et CAS2 est 
d'~viter l'appel de la proc(~dure MELE pour une lettre point6e b~ non bloqu~e dans 
le cas off bj = ap . . . .  = ai~ avec il = inser [ j -1 ]+ 1 car dans ce cas la proc6dure 
MELE ne d~termine aucun m~lange r6duit lots de son execution. 
Procedure TESTE ( j l :  integer); 
var i1: integer; 
begin 
il := inset[j1 - 1] + 1; 
if (bloc[j l]  = 0) and (apres[i l] = 0 and ( l fgc[ i l , j l ]  :> 0) 
then elim := 1 
else elim := 0 
end; 
4.2. La procddure MELE 
C'est la proc6dure centrale de ralgorithme. Elle est r~cursive car elle est rappel~e 
dans les proc6dures CASl, CAS2 et CAS3 qui lui sont internes. Les procedures 
ARBLEX, PLACEA, PLACEB, PERMUTE, TESTE et DECALETMASQUE sont aussi internes 
la procedure MELE. 
La fon~ion de cette proc6dure est de d~placer la lettre point~e b~ de gauche 
droite en partant de sa position initiale juste derriere la lettre at~ avec il = inser0[j] 
jusque derriere la lettre b~_~ lorsque j > 1 et jusqu'en t~te du mot lorsque j = 1. 
Procedure MELE(inser0: table; j, nlmasq0: integer); 
vat inser: table ; /, i2, k, r, s, t, elim: integer; 
{les proc6dures ARBLEX, PLACEA, PLACEB, PERMUTE, DECALETMASQUE, 
EDITE, TESTE, CAS1, CAS2 et CAS3 sont internes ~ la procedure MELE} 
begin 
for k := 1 to q do inset[k] := inser0[k]; 
if j>  1 then i2 := inser0[ j -  1]+ 1 
else begin i2 := 1; PLACEA(1, p, 0); PLACES(p, 1, q); EDITE end; 
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i:= inser0[j]; s := bloc[j];  
while i >i i2 do 
begin 
nlmasq := nlmasq0; r := lfgc[ i, j] +j;  cameleon := 0; 
if r = j  then CAsl 
else 
if s > 0 then 
if r ~< q then 
if s <~ r then CAS2 else CAs3 
else i := i -  1 
else i := avant[i]; 
end; 
end; 
4.3. Le programme MELANGE 
Les fonctions du programme principal MELANGE sont 
• l'entr6e des donn6es: longueurs respectives p et q des mots aet  b, les mots a et 
b; 
• les initialisations: nombre m de m61anges trouv6s, sommet initial x de l'arbre 
lexicographique, les fonctions inserl et masql relatives au premier m61ange 
C = tWt; 
• l'appel des proc6dures de calculs pr61iminaires; 
• l'appel de la proc6dure principale MELE pour inserl, masql, j = 1 et nlmasq = 0. 
Exemple 4.1. L'ex6cution de cet algorithme avec les mots u = aba et v = abaa peut 
~tre illustr6e par le sch6ma de la Fig. 3 qu'il faut comparer ~ l'arbre binaire ~(u ,  v') 
et ~ l'arborescence ~R(u, v'). 
Th6or~me 4.2. L'algorithme qui pr6c~de d6termine l'ensemble R(u, v') des mdlanges 
rdduits de u et de v' et, par suite, les dldments de M ( u, v) sans omission, ni r6pdtition. 
Preuve. (i) Montrons d'abord, par r6currence sur la longueur q du mot v que tous 
les m61anges de u et v' d6termin~s par l'algorithme sont stables, c'est-~-dire que 
tousles m61anges instables ont ~limin6s. 
Si q = 1, les m61anges de u et v'= b~ trouv~s ont les mots a~.. .  a~_~b~ai.., a~, 
avec i ~ {1 , . . . ,  p} et tels que bl # ai et sont donc stables. 
Supposons que le r6sultat est v~rifi6 pour tout mot u # 1 et pour tout mot v ~ 1 
tel que Ivl < q et soient u = a~. . .  ap, v = b l . . .  bq et c un m~lange de u et de v' 
d6termin6 par ralgorithme. II existe alors i ~ {1 , . . . ,  p} et w ~ M(a~. . .  at,, b~. . .  b'q) 
tels que c = a~. . .  aHb'~w. Alors w est aussi d~termin6 par l'algorithme t w est 





i-3, permute (3,1,2) ', ) edite (2233) 
i-2, peruute (2,1,1) 
edite (133) 
].-C Spehner 
) aele (1333,2,0) 
i-3, per|ore (3,2,2i 
edite (1233) 
] a,' bb ~ aa' a'] 
i-2, peruute (2,2,31 
decaletnsque (2,2,4,k) 
i - l ,  peruute (1,1,2) 
decaletnsque (1,1,3,4) 
Fig. 3. 
• uele (1113 4 1) w 9 9  
i-3, s-O ÷ ~l 




i-2, pevuute (2,3,3)-klele (O013,k,1) 
i-3, s-O ÷ 
i -2, perzute (2,k,k) 
edite (0011) 
[a'b'aa'a~ba] 
i - l ,  s-O ÷ 
Cas 1: Si ai # bl, toute inversion de c provient d'une inversion de w et est donc 
stable. Lorsque ai est la premiere lettre de w, (i, 1) est un couple frontalier de c et 
est bloqu~. Comme tous les couples frontaliers de w sont bloqu~s, il en est donc 
de m~me pour ccux de c c est donc stable. 
Cas 2: S ia i  = bl et si 
O<s  = bloc[l] ~ r= 1 + lfgc[/, 1], 
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le seul couple frontalier de c qui ne provient pas de west  (i, s), lorsque a~ est la 
premiere lettre de wet ce couple frontalier est alors bloqu6 car s = bloc[ 1 ] implique 
b~ # bl = a~. Comme c est de la forme 
c=al . . .a ,_ ,b~. . .b '~x,  Vh~{1, . . . , s - j} ,  
la hibme condition de d6calage est aussi v6rifi6e. Lorsque r>s,  la proc6dure 
DECALETMASQUE( i, j, S + 1, r) impose, Vh e {s + 1 - j , . . . ,  r - j} ,  la hi ,me condition 
de d6calage de l'inversion (i, 1) ~ une incr6mentation pros et elle masque la lettre 
b~+h. Lots du d6masquage de la lettre b~+h, la hi ,me condition de d6calage sera 
done v6rifi6e. L'inversion en (1, i) est done stable et, comme toutes les inversions 
de w le sont aussi, le m61ange cest stable. 
Cas 3: Si a~ = b~ et 
r = 1 + lfgc[ i, 1 ] < s = bloc[ 1 ], 
la proe6dure CAS3 implique que c est de la forme 
c = a , . . .  ai_,b~.., b'~wl 
avec w~ ~ M(a i . . .  ap, b's+~.., b~). La d6monstration seram6ne alors ~t celle du Cas 
1 lorsque bs # ar et ~ celle du Cas 2 sinon. 
(ii) Montrons ensuite que l'algorithme 61imine tousles cam616ons. 
Pour chaque m61ange c d6termin6 par l'algorithme, le mot c est introduit dans 
l'arbre lexicographique ~(u, v) par les proc6dures ARBLEX, PLACEA, PLACEB et 
PERMUTE. En outre, la proc6dure ARBLEX d6finit, pour tout sommet y de E(u, v), 
imax[y] = [mla ofl m est l'unique mot r6duit de C'* tel que tau[0, ~b(m)] = y. 
Pour tout cam616on c de M(u, v'), il existe un cam616on minimal ~ gauche e et 
un mot f de C'* tels que c= el. Si i=  lelA et j = lelB,, il existe un mot r6duit m de 
M(a l . . .a ,  b~.. .  bJ) tel que cb(m) = d,(e) et m<e. Le sommet y = tau[0, 4~(m)] de 
E(u, v) v6dfie alors imax[ y] = [m[A = i = lelA. La proc6dure PLACEA d6termine done 
le cam616on minimal /L gauche e et, en imposant inser[j] = i ce qui implique 
inser[j] < i ~ l'appel de la proc6dure MELE, elle 61imine le cam616on c. 
L'algorithme 61imine done tousles cam616ons. 
(iii) Montrons enfin qu'aucun m61ange r6duit n'est 61imin6. Soit cun  m61ange 
de M(u, v') qui est 61imin6 par l'algorithme. 
Si l'61imination de c est cons6cutive fi un test sur cam616on, il existe un facteur 
gauche w de c tel que, si y =tau[0, ~,(w)], alors imax[y] = Iwla et il existe un mot 
r6duit m tel que ¢k(m)=tk(w) ,m<w et Imla=imax[y]=lWlA. west  alors un 
cam616on et c aussi d'apr~s la Remarque 1.11. c n'est done pas r6duit. 
Dans le eas contraire, comme les conditions impos6es par les proc6dures MELE, 
CASl, CAS2 et CAS3 sont exactement ¢elles qui, pour une valeur j de {1, . . . ,  q}, 
permettent de trouver le plus petit m61ange stable tel que, Vt e {1,. . .  ,j}, inser[t] 
soit donn6, le m61ange 61imin6 c admet soit un couple frontalier non bloqu6 soit 
une inversion on stable. Darts tousles cas, c n'est done pas r6duit. [] 
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5. La complexit6 de l'algorithme 
Lemme 5.1. Si, lors de l'ex~cution d'une procddure MELE pour la lettre pointde b; et 
pour la valeur i, la rdponse aux tests est une des r6ponses uivantes: 
(et) r# j  et s=O (dans MELE); 
(fS) r# j , s>O et r> q (dans MELE); 
(~1) r# j ,  r<s  et t+l fgc[ i ,  t]> q avec t= s - - r+ j  (dans CAS3); 
(8) r #A 0 < s <~ r et elim = 1 pour TESTE(S + 1) (darts CAS2); 
(e) r = je t  elim = 1 pour TESTE(j+ 1) (dans CASl); 
alors, si la valeur suivante i' est teUe que i' > inser[ j ] ,  la rdponse pour i' est distincte 
de (ct), (13), (~/), (8) et (~) sauf lorsque la rdponse pour i est (e) et celle pour i' est (13). 
Preuve. (or): Si r # j  et s = 0, 
a i=b j=""  =bq et i '=avant [ i ]  
d 'od ai ,#ai=bj  et r '= j+ l fgc [ i ' , j ]= j  avec e l im=0 pour TESTE( j+I)  car alors 
i' = inset[ j ]  + 1 et apres[ i'] # 0. 
(13): Si r# j , s>Oet  r>q,  
b j . . .bq~Fg(a i . . .ap)  et i '= i -1 .  
Lorsque ae~ bj, r '= j  avec e l im=0 pour TESTE( j+ I )pu isque  a~,~ bj+l. Lorsque 
ai, = bj, r' = j  + lfgc[ i', j ]  > q implique 
a i .  • • a i+ l fgc [ i , j ] _ l  ~-- b j .  . . bq  = a i -1  • • .  a i+ l fge[ i , j ] -2  
d'ofl il r6sulte que bj = . . . .  bq et s = b loc[ j ]  = 0 contrairement h l'hypoth~se. Par 
suite, r'<~q. En outre, s '=s>0 et, par suite, apres [ i ' ]>0 d'o6 e l im=0 pour 
TESTE(S + 1). 
(~/): Si r# j ,  r<s  et t+ l fgc[ i , t ]>q avec t=s - r+ j ,  alors si i-avant[ i] <-- s -  r, 
alors i '=  avant[ i ]  et r' = j  avec elim = 0 pour TaSTE( j+ 1) car apres[i ']  # 0 et sinon 
i' = i + r -  s - 1, r' # j ,  0 < s' = s = r' <~ q avec elim = 0 pour TESTE(S + 1) car 
apres[ i'] = i + s - t > 0. 
(8): S i r  # j, 0 < s ~< r et elim = I pour TESTE(S + 1), i' = avant[ i] et ai, # a~ = bj d'ofl 
r' = j  avec elim = 0 pour TESTE(j+ 1) puisque apres[i ' ]  # 0. 
(e): Si r = je t  elim = 1 pour TESTE(j + 1), i '=  avant[i] .  Si ae # bj, r' = je t  elim = 0 
car apres[ i'] # 0. 
Si ae = b~, comme 
bj+, . . . . .  bq = a,,+, . . . .  = ap avec a~,# b,+l, 
r '>j ,  s' =j+ 1 > 0 et el im = 0 puisque apres[ i'] = i '+  1 > 0. Alors, si p - i '< q - j ,  r'<~ 
q et sinon r '>  q et on retrouve la r6ponse (13) pour i'. [] 
Lemme 5.2. Lorsque, pour 1 <j  < q et i nser [ j -  1] < h <~ inser[ j ] ,  on trouve 
cameleon = 1 lots de l'exdcution de la proc~.dure CAsl  (respectivement CAs2) alors 
on trouve e l im=0 lors de l'ex6cution de la procedure TESTE( j+I)  ( respectivement 
TES'rE(bloc[j] + 1)). 
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Preuve. Pour la proc6dure CAS1, le cam616on trouv6 est minimal et de longueur 
h+j<p+q.  D'apr6s la d6monstration de la Proposition 1.12, bj=ah et si i l=  
inser[ j]+ 1, bj #ai l  puisque le couple frontalier ( i l , j )  est bloqu6 et apres[ i l ]~ 0
ce qui implique elim = 0. 
La d6monstration est analogue pour la proc6dure CAS2. [] 
Th6or6me 5.3. Si m est le cardinal de l' ensemble M ( u, v) des mdlanges des mots u et 
v de longueurs respectives pet  q, la complexitd e ralgorithme est en O(m(p  + q:)). 
Preuve. Soit Cam(u, v') l'ensemble des cam616ons minimaux de longueur p+q. 
Nous 6tudions la complexit6 des calculs qui interviennent apr6s la d6termination 
d'un 616ment Co de R(u, v ' )u  Cam(u, v') dont on connait la lettre point6e bjo et la 
fonction inser0 jusqu'/L l'obtention du plus petit 616ment c de R(u, v ' )u  Cam(u, v') 
tel que Co< c relativement /~ l'ordre lexicographique <~ ou jusqu'/l la fin de 
l'algorithme dans le cas o6 Co est le dernier 616ment de R(u, v ' )u  Cam(u, v'). 
(i) Une premi6re phase de calculs consiste en l'ex6cution d'une partie de la 
proc6dure MELE pour j0 suivie 6ventuellement dela fin de l'ex6cution de proc6dures 
MELE pour des valeurs j l , j 2 , . . .  ,jk telles que j 0> j l  > ' ' '  > jk .  
Cette phase de calculs, 6ventuellement vide, commence par la recopie de inser0 
dans inser pour la lettre point6e b~-o et est suivie 6ventuellement d'au plus deux 
r6ponses (a), ([3), (~/), (8) ou (~) aux tests d'apr6s le Lemme 5.1. Si aucun 616ment 
c de R(u, v ' )u  Cam(u, v') n'est trouv6, l'ex6cution de la proc6dure MELE ¢St ter- 
min6e pour j0. L'ensemble de ces calculs est en O(q). 
Dans le cas oft l'ex6cution de la proc6dure MELE est termin6e pour j0, celle pour 
j l  peut continuer et 6ventuellement s'achever pour j l .  I1 en est de mSme pour 
j2 , . . . , j k .  
Comme k < q, l'ensemble de ces calculs est donc en O(q:). 
(ii) A la fin de cette phase de calculs un indice i a 6t6 trouv6 lots de l'ex6cution 
de la proc6dure MELE pour j  =jk tel que la r6ponse aux tests soit l'une des suivantes 
• r = j  et elim = 0 pour TESTE(j+ 1); 
• j<  r<~ q, 0<s~< r et el im=0 pour TESTE(S+ 1); 
• j<r<s  et t+lfgc[/, t]<~q; 
avec r = j + lfgc[ i, j], s = bloc[j] et t = s -  r + j. 
Alors, ou bien un m61ange r6duit ou un cam616on minimal de longueur p + q est 
trouv6, ou bien la proc6dure MELE est rappel6e pour j '= j+ l  lorsque r=j, pour 
j '  = s + 1 lorsque r > je t  0 < s <~ r, ou pour j '  = t = s - r +j  lorsque j < r < s. 
Comme bj. . .  bq ~ a*Fg(al . . .  ap), il existe au moins un m61ange stable w de u et 
de v' admettant b~ comme premiere lettre d'apr6s la Proposition 1.15. II existe done 
une succession d'appels de la proc6dure MELE pour j l ' , . . .  ,jh' avec jO '= j< j l '<  
• " " <jh' jusqu'/I la d6termination d'un 616ment c de R(u, v') u Cam(u, v') puisque, 
lorsqu'un cam616on minimal de longueur < p + q est trouv6, la proc6dure MELE est 
aussi rappel6e d'apr6s le Lemme 5.2. 
B~ldjo~.,~.. ~,  
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Lors de l'ex6cution du d6but (respectivement d'une partie) de la proc6dure MELE 
pour j ' e  {j l ' , . . .A,} (respectivement j '  =j0') 
• inser0 est recopi6 dans inser et inser est 6ventuellement modifi6 par la proc6dure 
DI~CALETMASQUE ce qui est en O(q); 
• la lettre b~ est plac6e d6finitivement dans l'arbre lexicographique ~(u, v) avec 
6ventuellement quelques autres lettres du mot v et ensuite quelques lettres du 
mot u ce qui est en O(p+q) si on cumule les op6rations pour j0 ' , j l ' , . . ,  et j h,. 
Lorsque ce R(u, v'), l'6criture du m61ange c est en O(p+q). 
La deuxi~me phase de calculs est donc en O(p + q2). 
(iii) Si m = card(M(u, v)) et si mc = card(Cam(u, v')) mc~ < m puisque, d'apr~s 
le Corollaire 1.13, il existe une injection de Cam(u, v') dans R(u, v'). 
Comme la d6termination du premier m61ange de R(u, v') est en O(p + q), il r6sulte 
de (i) et de (ii) que l'algorithme st en O(m(p+q2)). []" 
Th6or6me 5.4. La complexit6 du calcul des mdlanges de deux roots de longueurs 
respectives pet q est en O((p + q)(P~q)). 
Preuve. I1 r6sulte de la d6monstration pr6c6dente que, si on compte les m61anges 
interm6diaires masqu6s, la complexit6 des calculs est en O(p+q) pour chaque 
m61ange. 
Chaque m61ange c de M(u, v') d6termine une application injective t croissante 
de {1, . . . ,  p} dans {1,. . . ,  p+ q} et r6ciproquement une telle application d6termine 
un m61ange de M(u, v'). I1 en r6sulte que card(M(u, v'))= (P~q). 
L'algorithme st donc aussi en O((p + q)(Ppq)). [] 
Remarque 5.5. La borne en O((p+q)(Pqq)) est atteinte lorsque les alphabets A de 
u et B de v sont disjoints. 
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