Abstract-The global routing problem decomposes the large, complex routing problem into a set of more manageable subproblems. The high correlation between the output of the global router and the detailed router enables the designer to efficiently use the global route to refine the design quickly before running full detailed route. Hence, routability of the global routing solution is the key factor. The routability of the circuit depends on the congestion of the routing. In this paper, we study Steiner trees in terms of routability. We introduce the notion of flexibility -a geometric property associated with Steiner trees. We show that the flexibility of a Steiner tree is related to its routability. The main contribution of this paper is an algorithm which takes a stable Steiner tree as an input and maps it to a more flexible Steiner tree. Any existing Steiner tree algorithm can be used for the initial construction of the Steiner tree. Experiments with a global router on a subset of nets show that routing congestion is improved by approximately 20% locally throughout the region where those nets are routed.
tree algorithms focused on minimizing the total wire length as the objective (see [19] for an overview). As wire delay has become increasingly more important, Steiner tree algorithms have focused on minimizing the delay of the net. Recently, there has been much focus on algorithms which simultaneously consider buffer insertion, wire sizing and/or Steiner tree construction [11] , [15] , [18] .
Typically, critical nets are a small subset of the overall number of nets. However, the number of critical nets are increasing with today's DSM technology. The delay of non-critical nets is not crucial to the performance on the circuit. Therefore, these nets should be routed in a manner which increases the likelihood that the detailed router can find a final, valid solution. Yet, we do not know of any previous Steiner tree algorithms which explicitly consider routability. Mostly routability is referred to as the density of routing edges in global routing. There exist many different global routing algorithms both in industry and research. In most of these techniques, the congestion is handled iteratively. There are other techniques which are not based on net ordering. In [5] , a Steiner-tree based global router is presented. The proposed algorithm finds a weighted Steiner tree for a net while the weight of a region represents the demand of the region. The aim is to optimize the length and density simultaneously. In [6] , a performance-driven Steiner tree algorithm is proposed. The objective is to minimize the delay function of Steiner tree. Global routing problem is formulated as multiterminal multicommodity flow problem. The objective is to maximize the overall routability by minimizing the edge congestion for a set of nets. In [3] , an approximation algorithm for multi-commodity flow is used for global routing which can reduce the congestion significantly. In that paper, it is assumed that the algorithm can query a subroute to give a Steiner tree of a net with fixed length.
In this work, we study Steiner trees in terms of routability. We introduce the notion of flexibility -a geometric property associated with Steiner trees. Flexibility in routing edges has been exploited in many of the abovementioned existing research to improve the routing congestion. To the best of our knowledge, there has not been any work which tries to maximize the flexibility in routing trees. In this work, our focus is not to propose a new global routing algorithm or to develop a new algorithm to construct a new Steiner tree but to introduce and understand the property of flexibility for Steiner trees. With no deep understanding of flexibility, this property has been exploited (not fully) in several global routing techniques. For example, flexibility in Steiner trees has been exploited in the timing-driven global routing proposed in [10] . The global router tries to reduce routing congestion by taking advantage of different possible routes for edges called soft edges. We show that the flexibility of a Steiner tree is related to its routability. Specifically, a flexible tree is less prone to being routed through a congested region. We demonstrate this concept by constructing flexible trees in a state-of-the-art global router. Global routers (e.g. [10] , [8] ) can take advantage of flexibility in flexible routing trees to reduce the congestion locally.
The main contribution of this paper is an algorithm, which takes a Steiner tree as an input and produces a more flexible Steiner tree. The only restriction on the initial tree is that it must be stable (stability is defined in Section II-B). The new, flexible tree is guaranteed to have the same total length. Any existing Steiner tree algorithm can be used for the initial construction of the Steiner tree. As an example, our technique to map one Steiner tree to another tree with same length but more flexibility can be used in querying the subroutine to obtain new Steiner trees for the nets in the approximation algorithm described in [3] . Here it means that new Steiner tree might be found by changing the route of flexible edges for the net only. As a consequence, our algorithm can be applied or integrated into global routing algorithms to reduce the congestion locally. The preliminary version of this work has been published in DAC 2001 [7] . In [7] , only the concept of flexibility in global routing is proposed. The detailed analysis of creating and exploiting flexibility is presented here in this work.
The paper proceeds as follows: In Section II, we give some basic routing definitions, define the minimum Steiner tree problem and some associated properties of Steiner trees including flexibility. In Section III, the problem of generating flexibility in Steiner trees is formulated. Then our algorithm is described, which takes an existing Steiner tree as input and increases its flexibility. In Section IV, experimental results which study the impact of flexibility during global routing are presented. We conclude and give some possibilities for future work in Section V.
II. PRELIMINARIES

A. Global Routing Definitions
A grid graph is a graph G(V,E) such that each vertex corresponds to a point in a plane (an example is shown in Figure 1) . A net = f(x1; y1; ); (x2; y2); (x3; y3); :::; (xn; yn)g is an unordered set of points on a grid graph. A single point of the net is referred to as a terminal. A routing of a net is a set of grid edges such that the terminals are fully connected. Integer grid routing is assumed. The route edges of a net are the set of edges used in the routing of that net.
A global bin is a rectangular partition of the chip. By partitioning the chip into many rectangular regions and placing the cells into these regions, we have a placement using global bins. The boundaries of the global bins are global bin edges. In this paper, we assume that a global placement of cells and their interconnections are given by some placement engine. Each cell is assumed to be placed in the center of the global bin. The global bins and edges can be transformed into a grid graph (see Figure 1) . The interconnections between the cells can be modeled by nets.
The capacity (also known as supply) of edge e is ce. It is the maximum number of nets that can be routed over e. ce is a fixed value that is based on the length of the edge and the technology used in creating the chip. The routing demand of e, specified as de, is defined as the number of route edges crossing edge e. Similarly, the demand of a vertex v is dv. Here the demand corresponds to the number of routes that pass though the vertex v (equivalently the global bin v). An edge is overflown if and only if the de > ce. Formally, the overflow of an edge is:
t is a threshold value which allows de to go above ce without an overflow penalty. t is used since you can often route up to t nets though neighboring bins without affecting the congestion of those bins. t is usually a small constant (between 2-5). Using the global bin and global edge notation, the total overflow of a routing is: overflow = n X e=1 overflowe; (2) where n is the number of bin edges. The total overflow reflects the shortage of routing resources for a particular set of edge capacities. The objectives of our global router is a linear function of the overflow of a route and the route length. Our industrial experience shows that total overflow is a good measure of congestion [8] .
B. Rectilinear Steiner Tree
Given a net N (set of nodes called terminals of the net N) embedded in a grid graph G(V; E), a rectilinear Steiner tree (RST) is a tree T interconnecting the terminals of N and some arbitrary points P 2 V . The points P are known as the Steiner points (also called Steiner nodes) of T. The rectilinear Steiner tree problem is to find a rectilinear Steiner tree of minimum length (Steiner Minimal Tree). The length of a Steiner tree is the sum of the length of the edges of the tree. In rectilinear Steiner tree problem, the distance is defined in L1 metric (rectilinear metric), in which the distance between two nodes is the sum of the difference of their x-coordinate and y-coordinates. The construction of a Rectilinear Steiner Minimal Tree (RSMT) has been given much attention and shown to be NP-Complete. [14] .
Formally, a segment is a horizontal or vertical line segment connecting its two end points in the plane. Degree of each point is at most 4. Steiner points have the edge degree of at least 3. corner-point is a point with degree 2 with non-collinear segments that is not a terminal.
Two points are directly connected if they are connected by a sequence of one or more segments including only corner-points. Such a route has staircase shape.
For any given rectilinear Steiner tree, there is a corresponding tree graph (G(T )), which is called topology. Vertices of G(T) correspond to the terminals and Steiner points of RST T. Note that the cornerpoints are not vertices of the graph. Edge (i; j) connects vertices i and j iff the corresponding points are directly connected in T. As long as the edges between the vertices remain consistent, the topology is considered unchanged. In a given RST, location of Steiner nodes can change such that topology does not change (see Figure 3) . Similarly in graph G(T), the degree of vertices is bounded by 4. Ho et al. introduced the notion of stability under re-routing in an RST [16] . A RST is stable if there is no pair of edges such that their bounding boxes intersect or overlap except at a common endpoint (if any) of the two edges. Equivalently, a stable RST will not have overlaps when the edges are routed with minimum length. From this point forward, any reference to a RST assumes that the tree is stable. Figure  2 shows examples of stable and unstable RSTs.
C. Pattern Routing
Since we are focusing on routability, we define the cost of the Steiner tree as a linear function of the overflow and route length. We need to assign a routing (rectilinear route) to the edges which are neither vertical nor horizontal (e.g. edge e in Figure 2 ). We choose to pattern route such edges. Pattern routing is the notion of using predefined patterns to embed an edge on the grid graph. Usually these are simple patterns such as a L-shaped -1-bend -or a Z-shaped pattern -2-bends, route restricted within bounding box. In this paper, we restrict our pattern route definition to L-shaped or Z-shaped patterns.
Pattern routing has many benefits. First, it has a lower runtime complexity when compared to maze routing [13] -a commonly used routing algorithm. Second, a pattern routed net has small delay since it introduces a constant predetermined number of vias and routes the net with minimum wirelength. Finally, by properly choosing a subset of nets to pattern route, the global routing solution is more predictable without hindering the overall quality of the routing solution; this gives high level CAD tools (e.g. placement engine, floorplanner) higher accuracy when estimating routing metrics such as congestion, routing area and wirelength [8] .
D. Flexibility
In this section, we define the property of flexibility. We argue that flexibility relates to the routability of the Steiner tree.
A flexible edge is an edge by which two nodes are directly connected with more than one segment. Therefore the flexible edge has one or more corner-points (staircase shape, L-shaped or Z-shaped). Flexible edges allow more than one minimum length route. If an edge e is routed with minimum rectilinear length, the route is contained within the bounding box of e. An inflexible edge has only one minimum length routing. Given a flexible edge with coordinates of its two endpoints as (x1; y1) and (x2; y2), Xe and Ye are defined as follows:
Xe =j x1 ? x2 j;
Ye =j y1 ? y2 j : (4) X and Y are called the x-coordinate and y-coordinate of edge e, respectively. The number of distinct two-bend routes (equivalently Zshaped) with minimum length is X + Y and the number of distinct one-bend (equivalently L-shaped) routes with minimum length is 2. In this paper, the flexible edges are shown as diagonal edges in the figures to show that there are more than one possible rectilinear routes for such an edge. Looking at Figure 3 , we show two rectilinear Steiner trees for the same net. One tree has some flexible edges while the other has only inflexible edges. Both trees have the same rectilinear length and topology. Assume that the shaded area is congested. The flexible tree is able to avoid the congested region while the inflexible tree has no choice but to be routed through the congested area if each edge is routed with minimum rectilinear length.
We need to define a function which evaluates the flexibility of a given edge. The function should reflect the routability of the edge. Additionally, a function g(e) corresponding to edge e should have the following properties:
g(e) = 0 when Xe = 0 or Ye = 0.
g(e) is a monotonically increasing function of Xe and Ye. Two suggested flexibility functions, g1 and g2, are shown in Equations 5 and 6.
g1(e) = g1(Xe; Ye) = 0 if Xe = 0 or Ye = 0 Xe + Ye Otherwise (5) g2(e) = g2(Xe; Ye) = Xe Ye (6) Function g1(e) corresponding to flexible edge e returns the value equal to half of the length of the bounding box of edge e. The value of function g2(e) corresponding to edge e is the area of the bounding box of edge e. The flexibility of a Steiner tree is computed by summing the flexibility over all the edges. Equation 7 defines the flexibility on a subtree T. A number of other functions can be introduced.
g(e) = X e2T g(Xe; Ye)
III. CREATING FLEXIBILITY IN RECTILINEAR STEINER TREES
In this section, we present an algorithm which maps a given rectilinear Steiner tree to another RST with maximum increase in the flexibility of the Steiner tree. First, we formally define the problem. Next, we describe our algorithm to maximize the flexibility of a given RST. Our algorithm solves the problem optimally subject to a set of constraints.
A. Problem Formulation
Given a stable RST T, Figure 4 .
No Steiner cross-point can have a flexible edge. Steiner point with edge degree 3 is either a T-point (not incident to a flexible edge) or including a flexible edge. When a Steiner point is incident to a flexible edge, we refer to that point as a flexible point (see Figure 4) .
Definition:
The Steiner point p in a stable RST is movable if we can move p to any other location while keeping the RST stable and the Figure 5 ). Changing the connectivity between Steiner nodes and terminals is not allowed. To discover the requirements, the moving of node p along all possible directions is investigated. Figures 5, and 7 are referred during the proof. By moving p towards any of directions 2; 3; 5; 6, the RST gets unstable unless the topology of the RST changes. In Figure 6 , point p is moved towards direction 6. At most one edge would be located on the right side of p and the rest will be on the left side of p or along the vertical borders. Only one of the edges on the left side of p can be flexible and only one edge can be horizontal. In all different configurations of the edges the RST would be unstable.
If node p is moved towards direction 1, no edge in direction 4 should exist. Otherwise, by moving point p, RST gets unstable. Therefore, point p cannot be a T-point with the collinear incident edges perpendicular to segment s. By moving point p to point p+4l in direction 1, 1 This assumption slightly simplifies the problem. The problem can be extended without it. the tree is unstable unless point p1 is movable in direction 1 as well. By moving p1 in parallel with p in direction 1, tree would remain stable while the topology also remains unchanged (see Figure 7 ). This shows that two incident nodes (i.e. an edge) have to be moved. In other word, moving one node results in moving one of the nodes incident to that.
Basically point p1 needs to be a T-point or flexible point where in both cases the two collinear incident edges are along direction 1.
Moving towards direction 4 is similar to direction 1.
Note that an edge can also be moved only from one end point. When an edge is moved from both ends, the incident edges to both end nodes of the edge are moved from one end. We do not consider such edges as movable edge. We will see later such edges can be flexible candidates or parallel edges of movable sets. Proof: Consider Figure 8 . According to the proof of Theorem 2, an edge is movable in either horizontal or vertical direction while both ends are moved. When node p is moved towards direction y, there has to exist an edge incident to the node towards direction y. If there is no edge e incident to p 0 towards direction y, the bounding boxes of the edges incident to p 0 will overlap after edge pp 0 is moved toward direction y. That violates stability of RST. Therefore, there must be an edge incident to p 0 in direction y. Since RST is stable and edge degree of p 0 is three, the other edge incident to p 0 is in darkened region shown in Figure 8 . Therefore, Steiner point p 0 has an incident edge towards direction y and the edge pp 0 is movable.
According to Theorem 3, the conditions under which an edge can be moved is similar to slide transformation in rectilinear Steiner tree. The difference is that in movable edge topology cannot change. Therefore by moving the movable edge in a given rectilinear RST, it is mapped to another RST with same topology. We can refer to the movable segment as sliding segment as well.
Corollary 1: On a movable edge slide transformation can be applied while topology does not change.
A subtree consisting of movable segment s and a set of edges adjacent to s ,Es , can be defined as a Movable Set (s; Es).
(s; Es) = fPs; Ms; Fsg, Figure 10 .
The movable set is a subtree with 4 leaves and two internal nodes.
It is similar to definition of full component in Steiner tree. Full component is defined as a subtree with leaves of terminals [2] . However, in a movable set, the leaves need not to be the terminals. Figure  9 (b), ff2g in Figure 9 (c) and ff3; f4g in Figure 9 (d). Edge f2 is already a flexible edge. However by moving segment s the flexibility of f2 can increase. Edges f1, f3, and f4 become flexible after segment s is moved. In Figure 9 (a) moving segment s produces no additional flexibility. In the other cases, the flexibility of the RST increases by moving segment s. This implies that at least one flexible candidate has to exist in a movable set in order to increase the flexibility of the RST by moving the movable edge.
Theorem 4: In a stable RST, by moving a movable edge, flexible edge(s) can be generated or flexibility of an edge(s) can increase if at least one of the two vertices incident to the movable edge is a flexible node with an incident edge towards the moving direction.
Proof: If both endpoints of the moving edge in a movable set are T-points, no flexible edge can be generated by moving the movable edge.
In order to increase the flexibility of a RST, we first need to search for movable sets which have the potential to generate flexible edges.
Movable sets in a RST can be found in O(E), where E is the the edge set of the Steiner tree. According to Theorem 3, each edge is checked whether it is movable with incident flexible candidate.
When a movable set is found, the movable segment can move along the parallel edges. The maximum movement is the minimum length of the two parallel edges incident to the movable segment. In other words, this is the maximum range for sliding transformation on movable segment without changing the topology of RST. In Figure 10 , the maximum length of sliding is`max = min(h1; h2) where h1 and h2 are the length of the parallel edges. Since topology should not change, the segment can move as far as one grid before it reaches the end node of any of the two parallel edges. According to Theorem 3, by moving a movable edge, the flexibility of the RST improves without changing the wirelength and topology. However, by maximizing the flexibility of a movable set, we may restrict the flexibility of another movable set. We discuss this situation, called overlap, next.
C. Overlap in Movable Sets
Once every individual movable set is found in a given RST, the question is: Are the movable segments independent and by moving all of them, can maximum flexibility be obtained? In order to answer the question, we need to see how movable segments can overlap.
When there is no overlap, we easily compute the flexibility function for each moving segment. Since the flexibility function is monotonically increasing in terms of x-coordinate and y-coordinate of the edges, the maximum of G occurs if each moving edge is moved to its maximum limit. Unfortunately, the flexibility cannot be computed independently for two overlapping segments.
Two movable segments have overlap with each other in either of the two following cases:
1) The movement of movable edge s is limited by the movement of the other movable edge ( Figure 11 ).
2) Moving the movable edge s increases flexibility of an edge e while the movement of some other movable segment t leads to a decrease in the flexibility of e (Figure 12 ).
Two movable sets intersect if their corresponding edge sets share a common edge. There are six possible intersections between any two movable sets. Only three of them cause overlap between the segments. Let (s1; Es 1 ) and (s2; Es 2 ) be two movable segments and V (s1) and V (s2) be the pair of incident nodes for segment s1 and s2 respectively.
The six different intersections between the two sets are as follow: a) V (s1) T V (s2) 6 = ;.
The moving direction of both must be the same. Otherwise the degree of v cannot be 3. This is overlap type 1.
This case is shown in Figure 11 (a). In order to have the same topology and maximize the flexibility, the amount of movement for each segment would be: (b)). When they move in opposite directions, overlap can occur. The two cases in which overlap occur are shown in Figure 11 (c) and (d).
In Figure 11 (d), the segment s3 overlaps with s1 as well.
This case is complicated will be discussed later. This is a combination of overlap types 1 and 2.
In the case shown in Figure 11 ( The moving edge s1 is the flexible edge of segment s2. This is same as intersection 1(a). The movable edge of a set is a parallel edge of another set. The two cases are shown in Figure 12 . The first case does not overlap, but the second one is similar to the overlap shown in Figure  11 Such a case will not happen since the RST is stable.
5) e 2 Ps 1^e 2 Fs 2
The parallel edge of s1 is a flexible edge in set s2. The configuration is same as the one shown in Figure 12 (2).
6) e 2 Fs 1^e 2 Fs 2
This case is shown in Figure 13 . Figure 13(a) shows when two sets have the same flexible edge in the same moving direction. In this case there is another movable set between those, which has overlap case 1 with both of them. This is a chain of case 1 with overlap type 1. There is no overlap in the case shown in Figure 13(b) . According to the study on all possible intersection between the two movable sets, there are two types of overlap that can occur:
Overlap Type 1: It occurs when a parallel edge of two movable sets is the same and inequalities mentioned in intersection 1 hold. can occur by flexible edges being the parallel edges of the two other movable sets. Overlaps more than 4 leads to edge degree 4 for the steiner nodes at two ends of movable edges which contradicts with the properties of movable set.
In Figure 14 , movable set (s1; Es 1 ) overlaps with segments (s2; Es 2 ), (s3; Es 3 ), (s4; Es 4 ) and (s5; Es 5 ). Two of the overlaps are overlap type 1 and the other two overlaps are of type 2.
When movable sets are being found in a RST, overlaps among the movable set can be detected as well. When an edge is being re-visited it means that the edge has already been recognized as a member of another movable set which has already been found. In such a case the algorithm checks whether such an intersection generates overlap.
Since each edge can participate at most in 2 movable sets according to Theorem 5, the complexity of the algorithm to find the movable sets and their overlap still remains O(E). The first loop of the pseudo-code shown in Figure 16 finds the movable sets and the overlaps among the sets.
In both types of overlap, we need to measure the flexibility in order to decide on moving the movable segments. The behavior of the overlap will depend on the flexibility function. If the movable sets overlap with each other, the maximum of flexibility function can not be obtained by maximizing the flexibility function for each movable set. Therefore dealing with overlaps depends on the definition of flexibility function. We show how to resolve the overlap if flexibility functions introduced in Section II-D are used.
Consider moving sets shown in Figure 15 . In both figures, segment s1 overlaps with segment s2. We will study how the decision on moving the overlapping edges is made by using each flexibility function mentioned in Section II-D. Note that in the following discussion variables xi or yi is used to define the amount of sliding for the movable segment si in movable set (si; Es i ). They are not related to coordi- nates of the points on the plane but variables of the flexibility functions when movable segment is moved. Xi and Yi correspond to the xcoordinate and y-coordinate of edge ei before any segment is moved.
. g1(e) = g1(Xe; Ye) = 0 if Xe = 0 or Ye = 0 Xe + Ye Otherwise This function is a discontinuous function at Xe = 0 or Ye = 0. If overlap 1 occurs like the one shown in Figure 15(a) , the flexibility function of the subtree T1;2, a union subtree of overlapping movable set 1 and movable set 2, will be :
X2 + y2 y1 = 0^y2 6 = 0 X1 + y1 y2 = 0^y1 6 = 0 X2 + y2 + X1 + y1 (y1 6 = 0^y2 6 
Maximum of G occurs when y1 6 = 0 and y2 6 = 0 and y1 + y2 = D.
If overlap type 2 occurs as shown in Figure 15 (b), the flexibility of subtree T1;2 is formulated as:
G(T1;2) = G(x; y) = ( X1 + X2 + 2y if x = 0^y 6 = 0 X3 + x if y = 0^x 6 = 0 X1 + X2 + X3 + 2y if y 6 = 0^x 6 = 0 (9) Maximum of G(T1;2) occurs when x 6 = 0 and y = lmax ( x w1
). The value of x is not fixed , but it has to be nonzero. The value of x can be chosen such that the segment passes through less congested area.
When g1 is used as the flexibility function, in the case of overlap type 1 or 2 in the subtrees of RST, the decision on moving the movable edges can be found by solving a linear equation. If there are more than one overlaps between the movable sets in subtree T, the function G(T) is formulated in terms of variables associated with each movable set.The values of the variables are assigned such that G(T) is maximized. In both types of overlap, G(T) is maximized when the variables are non-zero. Therefore, when resolving the overlap among a set of movable sets, we use the case with non-zero variables in equation (Figure 15(a) ), y1 can be represented as y1 = d ? y2. Then the function G will be linear in terms of y2 and the problem can be linearly solved. The linear solution would lead to acceptance of just one of the two moving sets.
In the case of overlap type 2 as shown in Figure 15(b) , the flexibility function of two overlapping moving segments will be: 
Input:
-Edge set of an RST of a multi-terminal net.
Output:
Generate_flexible_tree for in e each edge Note that for the case when a segment has overlaps from both types on one parallel edge as shown in Figure 11 .d, the variable associated with movable set s2 can be defined in terms of the variable associated with moving segment s1. Therefore the problem will be reduced to finding a maximum of a function of two variables with overlap type 2.
In Figure 16 , algorithm Generate flexible tree is presented. Basically, the first part finds movable sets (MovableList) and the overlaps between these sets (overlapList). Using appropriate data structures, the first "for" loop has O(jEj) time. The second "for" loop moves the independent movable sets individually. solve overlap and move() resolves the conflict between overlapping sets while maximizing the flexibility of the RST. The complexity of the second part depends on the complexity of the flexibility function.
If there is a chain of configurations as shown in Figure 14 and g2 is used as a flexibility function, the expression of flexibility function will include all the quadratic terms of overlapping sets. Finding the maximum of G is exponential in terms of number of movable sets in the overlapping chain. We expect these chains to be short in most applications. Proof: After all the movable set are discovered (O(E)), those moving edges which do not overlap with any other movable sets (independent sets) are moved as far as possible. For those which overlap, function solve overlap and move() finds the maximum value of flexibility function for the overlapping segments and determines the limit of move for each of the two segments. According to aforementioned details about resolving the overlap, the maximum value of G(T1) provides the most flexible configuration for subtree T1. Therefore the algorithm is able to find the most flexible RST. The time complexity of the algorithm depends on the flexibility function, g, If g is linear (like g1), the overlaps are solved in polynomial time as described above. In the case where flexibility function is g = X Y and chain of k moving edges overlap (type 2), the maximum flexibility is found by checking all the maximum limit of overlapping movable edges. Therefore the complexity can grow up pseudo-polynomially in terms of k where k is the number of movable sets in overlapping chain.
It is important to mention that the RST resulted from algorithm Generate flexible tree has the same wirelength as the original RST. There is no degradation in the length of the given RST while flexibility is maximized. We have shown that movable sets are the only feasible moves for Steiner nodes so that the resulting RST is still stable with the same topology. In addition, since each edge is routed in minimum rectilinear length, total wirelength will remain the same. In our algorithm, the rectilinear length of flexible edges are increased as much as the rectilinear length of parallel edges is decreased. Therefore, the total wirelength remains the same.
IV. EXPERIMENTS
In this section, we perform experiments which attempt to show the relationship between flexibility and routability. First, we present the characteristics of the benchmarks. Then, we present experiments to show that flexibility is related to routability.
A. Benchmarks
To perform our experiments, we used MCNC standard-cell benchmark circuits [17] and benchmarks from the ISPD98 suite [12] . The characteristics of the circuits are shown in Table I . The circuits were placed into using the Dragon global and detailed placement engine [20] which is comparable in quality to the commercial version of Timberwolf [21] . The ISPD98 benchmarks are slightly modified [20] so that they could be placed.
The MCNC benchmarks are relatively small compared to today's designs and are questionable to use with the fixed-die placement engines [9] . Yet, they are the only publicly available placement benchmarks and are widely used in literature. The ISPD98 benchmarks are larger and comparable in size to current ASIC designs. 
B. Experimental Results
Our experiments focus on determining the effect of flexibility using global routing. We performed our experiments using Labyrinth [1] , a global router based on maze routing. Labyrinth sequentially maze routes every net. Then, a rip-up and reroute phase is applied to deal with the net ordering problem.
Our experiments focused on 4-terminal nets. We choose the 4-terminal nets which have only one movable edge. We refer to this set of nets as considered nets. Then, we produced two Steiner trees for each net, an inflexible tree we call inflex and a flexible tree named flex. The flexibility of the inflex is guaranteed to be less than the flexibility of the flex. The experimental flow is as follows: first all the nets other than considered nets are routed using maze routing. After congestion is generated on the gridded graph, the considered nets are routed. In one setup of experiments, they are routed with inflex tree pattern. In another set of experiment, they are routed with flex tree pattern.
Before we discuss the results, we summarized the data categories of presented in Table II Demand Improvement: inflex demand?flex demand inflex demand %.
In our experiment, we compared the overflow and routing demand of a flexible and inflexible tree. The edges of the Steiner tree (both the flexible and inflexible) were routed in an Z-shaped pattern. We compared two properties of the routing, the overflow and the demand; both are related to the congestion of the circuit (both are defined in Section II-A). The overflow of the route is the demand minus the capacity summed over all the route edges. Intuitively, this determines the amount of routing resources which are needed, but can not be supplied. The demand simply is amount of other routings which are competing for the same routing resources (edges).
Referring to Table II , we can see that the flexible tree produces a routing which has, on average, 20.17% less overflow than the inflexible tree (we want to minimize overflow). In fact, the flexible tree was better in every benchmark except one (biomed). Additionally, the flexible tree encouraged a routing which passed through less demanded regions. The average demand was 4.49% better for the flexible tree as compared to the inflexible tree.
In another set of experiment, we used a L-shaped pattern-route for the Steiner edges. The results had a similar trend as the z-shaped pattern results. In this case, the flexible tree has an overflow which is 18.95% better than the overflow of the inflexible tree. The demand for the routing of the flexible tree is 4.34% less (better) than the demand for the inflexible tree.
In both of the experiments, the flexible tree produced a routing which has less overflow. Furthermore, the flexible tree routing tend to pass though edges with less demand.
V. CONCLUSION AND FUTURE WORK
This paper studied the problem of routability in global routing from a different perspective. Flexibility -a new geometrical property of a RST -was defined and discussed. We argued that flexibility has a high correlation to the routability of the Steiner tree. An algorithm was proposed to generate an optimally flexible RST given a stable RST. Our initial experimental results supports our idea. Our results showed that a more flexible Steiner tree produces a route which has smaller overflow and has less demand. Since the routability of a circuit is related to the overflow of its route edges, a flexible RST produces a global routing solution with lesser congestion.
We believe that the proposed algorithm can be used in early stages to assign the location of Steiner points while considering routability. By using this method, the global routing can deal with routing congestion more easily. As future work we plan to study the flexibility functions in more detail and integrate the flexibility algorithm into our existing global router.
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