Abstract-Large software projects such as Mozilla Firefox and Eclipse own more than ten thousand bug reports that have been reported but left unresolved. To utilize such a great amount of unresolved bug reports and accelerate bug detection and removal, we propose to a way recommend programmers a bug report that is likely to contain failure descriptions related to a source file being inspected. We employ the vector space model (VSM) to make a relevancy ranking of bug reports to a given source file. The result of an experiment using data of three open source software projects showed that the accuracies of recommendations ranged from 21.74% to 60.05% in terms of the percentage of recommendations that contained relevant bug reports in a top 10 recommended list.
I. INTRODUCTION
Code inspection has been considered as a most cost effective way to discover bugs in source code. It has been shown in many articles that inspection can discover and remove much more bugs per man-hour than other competing methods such as testing and static code analysis [1] - [3] . On the other hand, inspection is a hard and brain-exhausting work, and it eats up busy peoples' time. Indeed, many companies do not do many inspections although everybody knows their value [4] . Therefore, there still exists a great need for an effective support to make inspections more easy and feasible. To support inspection processes, various methods have been proposed including reading techniques [5] - [7] , supporting distributed meetings [8] , face-to-face meetings [9] and phased inspections [10] , supporting a decision as to whether or not a detected defect is really a defect [11] , and so on.
As a new way to support inspections, this paper focuses on accumulated (unresolved) bug reports, which have not been noticed in past studies, but we consider them to have a great potential to support finding bugs during inspections. Generally, in a large software project, many bug reports are posted and accumulated everyday but most of them remain unresolved although they may contain useful information to find bugs. For example, in case of Mozilla Firefox, more than ten thousands bug reports are reported but still remain resolved.
To utilize such a great amount of unresolved bug reports, we propose to recommend an inspector a bug report that is relevant to a source file being inspected. Obviously, finding bugs becomes much easier if the bug report describes a failure caused by an existing bug (fault) in the source file. To identify a relevant bug report, this paper employs the vector space model (VSM) to represent both bug reports and a source file, and to make a relevancy ranking of bug reports based on a query vector of a given source file. We use a standard natural language processing procedure such as tokenizing, reserved word removal and stemming.
Bug report recommendation is a proposal of new scenario of code inspection with related bug reports, but to whom and when is this technique needed? Currently, bug reports are consumed with the process of manual selection, assignment, working on code, reviewing, and so on. On the other hand, developers work on code in other development tasks, and they should be familiar with such code. We propose a new bug report processing cycle by asking such developers to solve related bug reports.
As a first step to evaluate the feasibility of our proposal, we conducted an experiment focusing on source files that actually had a relevant (unresolved) bug report, and evaluated the accuracy of recommendation derived from available unresolved bug reports. We used data from three open source software projects, assuming that recommendation takes place every one month for each project. The results show that our technique can provide appropriate bug reports for 21.74% to 60.05% of source codes in the top ten rankings.
II. RELATED WORK
Although the links between source code and bug reports are not often recored explicitly in repositories, such linking information is valuable for understanding the context of source code and bugs. For the purpose of mining software repositories (MSR), that is, for further research, several techniques have been proposed to finding such links in the existing source code and bug repositories [12] - [14] . These techniques are executed as batch processes. Since all bug reports and source code are recorded in repositories, various information can be utilized, such as times, authors (developers), commit messages, and other meta-data of bug reports.
In the development phase, such linking information is expected to be beneficial too. IR (information retrieval)-based bug localization returns relevant source code when users give bug reports as queries. Relevant source code can be considered as bug-related source code. Since this task runs with evolving repositories, it can be online processing, that is, the task runs with incomplete bug repositories and comments sometimes without comments. Because of the lacks of complete information, TR (text retrieval) techniques have been proposed for IR-based bug localization. TR techniques are used for finding similar documents in corpus.
Rao and Kak compared several types of TR techniques including unigram model (UM), vector space model (VSM), latent semantic analysis model (LSA), latent Dirichlet allocation (LDA), and cluster based document model (CBDM), and reported that simple text models such as UM and VSM are more effective than other models [15] . Zhou et al. proposed BugLocator that ranks files based on the text similarity between the given bug report and source code with revised vector space model (rVSM) [16] . The results showed BugLocator can find relevant buggy files for more than 60% Eclipse bugs in the top ten ranking. Tantithamthavorn et al. studied the impact of the granularity on bug localization, and reported that functionlevel bug localization outperforms class-level bug localization and required 7 times less effort to find the first relevant source code entity [17] . For improving the performance of TR-based bug localization, recent studies made use of various information, such as structured information on code constrtucts [18] , segmentation and stack-trace information [19] , and API documentation [20] .
In this paper, we propose bug report recommendation, which is also an online processing task. Similar to bug localization, it adopts TR techniques to find links between source code and bug reports. Bug report recommendation finds relevant bug reports when a file of source code is given contrary to bug localization. To the best of our knowledge, this is the first study to propose the approach of bug report recommendation.
III. BUG REPORT RECOMMENDATION

A. Overview
Given a source code file, bug report recommendation ranks bug reports based on the textual similarity between the initial source code and bug reports. Figure 1 shows the overview of our approach. From both bug reports and source code, text information is extracted. We collect titles, descriptions and discussions from bug reports, and split the text by space. Stop words are removed. We perform lexical analysis for each source code file, and collect only lexical tokens. After these preprocessing, both text data are converted to the feature vectors. Similarities are calculated with feature vectors, and the ranks of bug reports are presented in descending order of similarities.
For bug report recommendation, queries of source code files are selected from the latest versions in selected snapshots, and relevant bug reports are searched from the groups of bug reports that has been reported but not been fixed.
B. Similarity Measurement
We use vector space model (VSM) for calculating the similarities between source code and bug reports since VSM is reported to be effective in bug localization. In VSM, each source code file or bug report is represented as an ndimensional vector, where n is the number of unique index terms appearing in all the documents (d) and query (q), and w t is the weight of the i-th index term in the vector < w 1 , w 2 , ..., w n > defined as follows.
w t∈d = tf td × idf t = (log f td + 1) × log #docs n t
In the above Equation, tf refers to the frequency of index term occurrences in a document and if refers to the frequency of index term occurrences over the entire collection of documents. Among many variations of weights, the logarithmic variant was used because it can lead to better performance. A typical formula for tf and idf are represented as follows.
where t represents an index term, d represents a particular document, f td is the number of term t occurs in document d. N is the total number of documents, and n t is the number of documents in which term t occurs. After transforming source code file and bug reports into vectors, we calculate the degree of similarity between a given source code file and bug report corpus as follows.
With this equation, bug reports with the highest scores are considered as the most textually similar to a given source code file.
IV. EXPERIMENT
A. Target Projects
We selected three open-source projects for our study: Eclipse Communication Framework (ecf), Eclipse Pulug-in Development Enviroment UI (eclipse.pde.ui), Eclipse Java Development Tools Core (eclipse.jdt.core). All projects are written in java and have relatively long development histories. Table I presents the number of commits (from 10k to 21k), first commit date (from 2001-5 to 2004-12) , and the number of bug report (from 400 to 3k). 
B. Data Collection
We collected bug reports from the Eclipse bug tracking system, and obtained source code from their Git repositories. Correct links between source code files and bug reports were identified based on the SZZ algorithm, which is designed to identify bug-introducing commits by mining version control repositories and bug report repositories [12] . Linked source code files were used as the queries of this experiment.
For each month, we collected a set of source code files and bug reports. Source code files were selected at the first snapshot of each month. Selected source code files were buggy files to be fixed later. Candidate bug reports are those that have been reported before but not fixed at the time of the snapshot.
C. Evaluation Metrics
We used the following two metrics to evaluate the effectiveness of our bug report recommendation.
Mean Reciprocal Rank (MRR) is a statistic for evaluating a process that produces a list of possible responses to a query. The reciprocal rank of a query is the multiplicative inverse of the rank of the first correct answer. The mean reciprocal rank is the average of the reciprocal ranks of results of a set of query Q:
Top N Rank is the number of source code files whose associated bug reports are ranked in the top N (N = 1, 5, 10) of the returned results. Given a source code file, if the top N result contains at least one appropriate bug report, we consider the bug report can be recommended. The higher the metric value, the better the bug report recommendation performances.
D. Results
RQ1: How many source code files can be successfully found relevant bug reports with bug report recommendation?
For each source code, the bug report recommendation provide the list of relevant bug reports. We checked the ranks of this list whether there are appropriate bug reports that are fixed bug reports related to the given source code. We performed the experiment for all source code files that will be fixed later, and measured the percentages of source code files that have been successfully recommended. Table II shows the summary of the results. The difficulties of finding the appropriate bug reports depends on the number of bug reports. For the ecf project, which has relatively small number of bug reports, we could recommend more than 60% of appropriate bug reports in Top 10 lists. For the eclipse.jdt.core project, which has many bug reports to be searched, the performance remained 20% in Top10. The result of the project eclipse.pde.ui was intermediate. The number of target source code as query and the number of bug reports for search vary depending on the periods. So there is a question how bug report recommendation works in different contexts. To answer this question, we measured the performance of bug report recommendation in every month of research data. Figure 2 and Figure 3 summarize the performance in each month. The number of source code (queries) is presented as a bar. In the bar, successfully recommended bug reports in top 10 (hit) is represented as gray and fails (miss) are represented as white. In addition, the number of bug reports is plotted as a line. For eclipse.pde.ui, the number of bug reports is almost less than 1,000 in all the periods, and we can see that the ratio of hit is relatively high. On the contrary, for eclipse.jdt.core, the number of bug reports is more than 1,000 in most periods, and the performance is relatively low. For large-scale project with many bug reports, we need to improve our technique of filtering out irrelevant bug reports.
V. DISCUSSIONS
A. Threats to Validity
The target projects were limited to open-source software written in Java. For external validity, there is a threat of generalization of our result. Projects we targeted are only opensource software projects written in Java.
Collection of correct bug report information has problems. For construct validity, the main threat is in the phase of collecting bug information.
B. Future Work
Our result suggests that our technique works relatively well. Future work includes evaluating our technique in practical scenario, and improving performance of bug report recommendation by using the similar techniques of recent bug localization, such as structured information on code constrtucts [18] , segmentation and stack-trace information [19] , and API documentation [20] .
VI. CONCLUSION
This paper proposed a way to recommend to programmers a prioritized list of unresolved bug reports to accelerate bug detection in a given source file. Through an empirical evaluation using data from three open source software projects, we confirmed that recommendation is feasible for all three projects.
The major limitation of our current work is that we put an assumption that there exist at least one unresolved bug report related to the given source file. However, in an actual situation, there is no guarantee that all source files have a related bug report. Therefore, our future work is to automatically classify source files into two groups: one having related bug reports, and the other with no bug reports. If a source file is likely to have no related bug reports, then we just do not recommend anything. Otherwise, we conduct recommendation.
