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Abstract
Within the United States Air Force, there are repeated patterns of differences observed during
exercises. After an exercise is completed, forms are filled out detailing observations, successes,
and recommendations seen throughout the exercise. At the most, no two reports are identical and
must be analyzed by personnel and then categorized based on common themes observed.
Developing a computer application will greatly reduce the time and resources used to analyze each
After Action Report. This application can visually represent these observations and optimize the
effectiveness of these exercises. The visualization is done through graphs displaying the frequency
of observations and recommendations. Thus, the Air Force will be able to see what the common
observations and recommendations are visually. This will impact the Air Force and all of the
Department of Defense by saving them both time and money if this application is implemented
during future exercises.
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1.

Introduction
Within the United States Air Force Europe (USAFE), there persists an issue with After
Action Reports being analyzed one at a time manually. After Action Reports are compiled using
data provided by the United States Air Force. The information pertains to observations and
recommendations that are seen following the completion of exercises. Files in PDF and Microsoft
Word format included After Action Reports from exercises conducted by USAFE over the
previous years. The unclassified data is provided by USAFE. This project’s design creates a
filtering computer application that cycles through the After Action Report and finds observations
and recommendations. Therefore, this project began as an application to determine the most
common observations throughout all exercises performed by the Air Force.
The data has been mined to find specific keywords and remove any information that is not
needed. After filtering the data, it was exported to a Microsoft Excel format to view the findings
more efficiently. The data was then filtered again to find the most common issues that are
observed during exercises. Finally, the data was converted to a graph. Thus, it is easy to identify
the top problems encountered during exercises visually. The process of finding and extracting
patterns from large datasets and converting them into a comprehensible form is done so that
USAFE can use them for future exercises. The graphical representation of the data was extracted
from data mining using visual guides like graphs, charts, and maps. It helped visualize analyzing
massive amounts of information.
Following the introduction, the report is organized as follows: Section 2 presents the
development of this project, including some background information, the methodology used to
create the model, data manipulation, and model implementation; Section 3 presents the results
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obtained by using the dataset along with a discussion of the results; Section 4 concludes the report
and provides topics for future work.
2.

Project Description
Every year, the United States Air Force conducts exercises of their forces on each of their

bases and Jointly with other organizations. Exercises can be anything from a meeting to a computer
simulated real-world event to a live-flight training event where they practice how they would
execute their mission. Every unit of the Air Force runs exercises that are specific to their specific
expertise. Throughout these exercises, observations are recorded about events that happened
during the exercise. Each of these observations is recorded by a participant in the exercise and
recommendations are made in order for future exercises to run smoother and not have to deal with
the same issues. All the observations and recommendations from one exercise are compiled into
one document called an After Action Report. There exists a format that members are supposed to
follow to compile their After Action Report; however, personnel writing the reports rarely follow
the format because either the employee is not aware of the formatting or does not possess the time
to format their documents correctly. Most documents in the database are vastly different, thus,
employees have to spend time reading through the reports and manually record all the observations
and recommendations while ignoring all the other statements in the report. This is a problem
because it wastes time and resources that could be spent doing other projects. Therefore, an
application is required and has been implemented via this study to solve this issue. The application
is explained as follows.
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3.

Development
The software was developed using R®️ , a language and an environment for statistical

computing and graphics. It is a GNU project which was developed at Bell Laboratories.
Preliminary algorithms were run on a Quad-Core Intel Core i5 at 2 GHz with 16 GB of RAM.
3.1. Data Mining
When using this application, the user is prompted to input keywords multiple times to mine
within the application itself through the document for the specified keywords. The application goes
through the file to find the positions of each keyword. Using the position of the keywords, lists are
created to save paragraphs of text to be then exported to a Microsoft Excel Spreadsheet. The
spreadsheet helps in data visualization later. Data mining is separated into the following categories:
data acquisition; preparing documents, data cleaning, and prompting user input; altering the text
to be universal; finding all positions; creating a list of observations and recommendations; and
exporting data frames to Microsoft Excel and data testing.
3.1.1. Data Acquisition
To begin the coding process, the user is first prompted to input how many documents they
want to run through. The application has a for loop that runs however many times the user inputs.
After the for loop, the document’s title that they wish to have analyzed by the program must be
entered. The input must include the file extension (.pdf or .docx). This input is then saved into the
variable var, as seen in Figure 1. The last four characters in the string of var are saved into var_end.
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num_documents <- readline(prompt = "Enter number of documents: ")
num_documents <- as.integer(num_documents)
for (x in 1:num_documents)
{
var <- readline(prompt = "Enter document name (including type of file
.pdf/.docx/etc.): ")
var_end <- stri_sub(var,-4,-1)
Figure 1: Section of the code that prompts the user to input the name of the document and stores the input.

A true/false statement is created to check if the document name entered into var was a PDF
or a Microsoft Word. Hence, making sure that the correct function is called to read in the file’s
format. For both statements, once the file is read and saved, all words are set to lowercase and
unlist text from a list into a vector. All spaces are removed, and each word is designated as a
character separate from other words. All this is saved as all_stat_lines, as viewed in Figure 2.
if (var_end == ".pdf")
{
text <- pdf_text(var) %>% readr::read_lines()
all_stat_lines <- tolower(unlist(text)) %>% str_squish() %>% strsplit(split = " ")
} else if(var_end == "docx")
{
text <- read_docx(var)
all_stat_lines <- tolower(unlist(text)) %>% str_squish() %>% strsplit(split = " ")
}
Figure 2: Section of the code that removes unwanted characters and stores them in a list.

3.1.2. Preparing Documents, Data Cleaning, and Prompting User Input
Once the document has been prepared to be examined, the user is again prompted to
provide inputs. First, they must state how many keywords from the document they wish the
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program to look for; then they input those keywords, including punctuation; finally, they input
what word they wish the application to stop at.
num_keywords <- readline(prompt = "Enter number of keywords: ")
num_keywords <- as.integer(num_keywords)
keywords <- list()
for (i in 1:num_keywords)
{
key <- readline(prompt = "Enter keyword (all lowercase and including punctuation): ")
keywords <- c(keywords, key)
}
end_keyword <- readline(prompt = "Enter ending keyword (such as conclusion or final): ")
Figure 3: Section of the code that prompts the user to input the number of keywords and also the keywords themselves
and stores the inputs.

The first prompt is done by reading in an integer, with a line after the prompt to ensure the
input is an integer and not a string or character. Then an empty list is created to store the values of
the keywords to be imputed. A for loop is made to ask the user the number of times they imputed
for the previous prompt. For example, if the user stated they wanted the application to look for
four keywords, it would prompt them four times to put in those keywords individually. Each
keyword is stored at the end of the previously created empty list. Finally, the user is prompted once
more to enter the words they wish to end the program. Since most documents do not end in the
same manner, the user could input the end word of ‘conclusion’ or ‘signed’ or the name of the
person signing the document at the end. All of the previous statements can be viewed in Figure 3.
3.1.3.Altering Text to be Universal
After having the user input which keywords they want the program to scan for, the next
step is to alter the text to be in a universal format. Two for loops with the variables of i and j were
created to run through the entirety of the document by position. An if statement was designed to
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make sure that there would be no out-of-bounds errors when combing through the document. Next,
a series of if statements were created to check if the character at position i,j of all_stat_lines
equaled the keyword that the user inputted first. If this is true, then the character at that position
would be changed to (o). This represents observations that were found in the document. Else if the
character at position i,j were the same as the second keyword, then the word at the position of i
and j would be changed to (r) to represent recommendations. Finally, the program checks if the
user inputted more than two keywords; if they did, then from the third keyword to however many
keywords the user inputted are converted to (s). This was done because the document that this
program was initially built for had (o), (r), and (s) to stand for observations, recommendations,
and successes, respectively. Thus, when the program was altered to work for any document, these
initial keywords were kept in later code to not run into issues with accounting for however many
keywords the user inputted. All of this is seen in Figure 4.
3.1.4.Finding all Positions
Since the text has been formatted for universal use, it is time to find the positions of each
observation and recommendation so that it could eventually be exported to Microsoft Excel and
visualized. To achieve this, variables are to be created to be used in loops.
As can be observed in Figure 5, four empty lists were created to hold the positions of the
row and columns of observations and recommendations, respectively. Since the document was
held in a long list, there would be the row number and then the column number of where the
keyword was held. For example, the list of obs_list_row would contain (30, 44, 59, 62, 69), and
usually obs_list_column would be at the same position (2, 2, 2, 2, 2). Two integers were also
created to increase when an observation or recommendation was found. They were used as the
element number for the list. So, if an observation were found, then the position would be placed at
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obs number of the list, and obs would be increased by one, so the next time, it would be in the next
element of the list. The way these variables were implemented can be seen in Figure 6.
for (i in 1:length(all_stat_lines))
{
for (j in 1:length(all_stat_lines[[i]]))
{
if(length(all_stat_lines[[i]]) > 0)
{
if(all_stat_lines[[i]][j] == keywords[[1]])
{
all_stat_lines[[i]][j] <- "(o)"
}
else if(all_stat_lines[[i]][j] == keywords[[2]])
{
all_stat_lines[[i]][j] <- "(r)"
}
if (length(keywords) > 2)
{
for(x in 3:length(keywords))
{
if(all_stat_lines[[i]][j] == keywords[[x]])
{
all_stat_lines[[i]][j] <- "(s)"
}
}
}
}
}
}
Figure 4: Section of the code that converts the first two keywords to (o) and (r), respectively, and the remainder
keywords into (s).

obs <- 1
obs_list_row <- list()
obs_list_column <- list()
rec <- 1
rec_list_row <- list()
rec_list_column <- list()
Figure 5: Creations of variables to be used later.
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for (i in 1:length(all_stat_lines))
{
for (j in 1:length(all_stat_lines[[i]]))
{
if(length(all_stat_lines[[i]]) > 0)
{
if (all_stat_lines[[i]][j] == "(o)")
{
position_i_obs = i
position_j_obs = j
obs_list_row[[obs]] <- position_i_obs
obs_list_column[[obs]] <- position_j_obs
obs <- obs + 1
}
if (all_stat_lines[[i]][j] == "(r)")
{
position_i_rec = i
position_j_rec = j
rec_list_row[[rec]] <- position_i_rec
rec_list_column[[rec]] <- position_j_rec
rec <- rec + 1
}
}
}
}
Figure 6: Double for loops that iterate over the document to find the positions of the keywords that were inputted.

Two for loops were created to iterate over the length of all_stat_lines with i and j increasing
every time the loop starts over. Next, an if statement is designed to ensure that the length was
greater than zero, so no out-of-bounds errors were thrown. Another two if statements are made to
find if the character or word of all_stat_lines at the position of row i and column j, then the
variables position_i_obs and position_j_obs were set equal to i and j, respectively. Then the
position number is appended to the empty lists of obs_list_row and obs_list_column at element
number one since obs equals one initially. Finally, obs is incremented by one so that the next time
the if statement is true, i and j will be saved at element two in obs_list_row and obs_list_column.
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The next if statement is a repeat of the previous if statement, but now find the position for
recommendations.
3.1.5. Creating a List of Observations and Recommendations
After finding all of the positions where the keywords were located, it was time to save all
the words in the sentence or sentences following the keyword. An example of the sentences can
be seen in Figure 17 through Figure 19.
k <- 1
flag1 <- 0
flag2 <- 1
s <- 1
observations <- list()
count <- 1
obs_position <- list()
count2 <- 0
Figure 7: Creations of variables to be used later.

Before the program can begin with the lists, eight variables must be created, as seen in
Figure 7. Six integers were created to be used as counters either through the length of the document
or in empty lists. Two empty lists, observations, and obs_position, were created to store all the
characters of observations and store the position number of the last character in the observations
paragraphs.
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while (s <= length(all_stat_lines))
{
for (r in 1:length(all_stat_lines[[s]]))
{
if(length(all_stat_lines[[s]]) > 0)
{
if ((s == obs_list_row[[k]]) | (flag1 == 1))
{
if ((r == obs_list_column[[k]]) & (flag2 == 1))
{
flag1 <- 1
flag2 <- 0
}
else if (flag2 == 0)
{
if ((all_stat_lines[[s]][r] == "(o)") | (all_stat_lines[[s]][r] ==
"(r)") | (all_stat_lines[[s]][r] == "(s)"))
{
obs_position <- c(obs_position, count2)
flag2 <- 1
flag1 <- 0
s <- s - 1
if (k < length(obs_list_column))
{
k <- k + 1
}
}
else
{
observations[count] <- all_stat_lines[[s]][r]
count2 <- count2 + 1
}
}
count <- count + 1
}
}
}
s <- s + 1
}
Figure 8: While loop to iterate over the document to save the observations into an empty list.

Each of the previously stated variables can be seen implemented in the while loop in Figure
8. While s, which is initially one, is less than or equal to the length of all_stat_lines, do the
following. For the variable r in the length of all_stat_lines, if the length is greater than zero, if the
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number in obs_list_row at element k is equal to the number of s or flag1 is equal to one, and if the
number in obs_list_column at element k is equal to the number of r and flag2 is equal to one, then
flag1 is set equal to one and flag2 is set to zero. This accounts for the positions in which the
keyword is at. Thus the program starts the list of words for that observation. By setting flag2 equal
to zero, the program enters an else statement where it checks if all_stat_lines is equal to (o), (r),
or (s). If this returns true, then obs_position is updated with the ending position of that observation.
Next, flag1 is set to zero, and flag2 is set to one. The variable S is decreased by one so that the
program will go back in the text to make sure that if two observations are right after each other,
the second observation is not overlooked. As long as k is less than the length of obs_list_column,
k is increased by one. Now that the beginning and end of the observation have been accounted for,
everything in between is added to the list of observations at an element of count (initially one).
Count2, count, and s are increased by one to find the following observation.
The same is done for recommendations; however, a few changes are made. The names of
variables are altered, so there is no variable not starting at zero or one. Also, the statement where
it checks if all_stat_lines is equal to (o), (r), or (s) is changed to account for end_keyword as well.
Otherwise, the last recommendation is not included in the Excel spreadsheet. This can be observed
in Figure 9.
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l <- 1
pole1 <- 0
pole2 <- 1
i <- 1
recommendations <- list()
x <- 1
rec_position <- list()
x2 <- 0
while (i <= length(all_stat_lines))
{
for (j in 1:length(all_stat_lines[[i]]))
{
if(length(all_stat_lines[[i]]) > 0)
{
if ((i == rec_list_row[[l]]) | (pole1 == 1))
{
if ((j == rec_list_column[[l]]) & (pole2 == 1))
{
pole1 <- 1
pole2 <- 0
}
else if (pole2 == 0)
{
if ((all_stat_lines[[i]][j] == "(o)") | (all_stat_lines[[i]][j] == "(r)") | (all_stat_lines[[i]][j] == "(s)") |
(all_stat_lines[[i]][j] == end_keyword))
{
rec_position <- c(rec_position, x2)
pole2 <- 1
pole1 <- 0
i <- i - 1
if (l < length(rec_list_column))
{
l <- l + 1
}
}
else
{
recommendations[x] <- all_stat_lines[[i]][j]
x2 <- x2 + 1
}
}
x <- x + 1
}
}
}
i <- i + 1
}

Figure 9: While loop to iterate over the document to save the recommendations into an empty list.
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3.1.6. Exporting Dataframe to Microsoft Excel and Data Testing
The final step of the data mining is exporting the list of observations and recommendations
to a Microsoft Excel spreadsheet. First, the list observations is row bound to another variable. That
variable is converted into a data frame. By converting it to a data frame, it is easier to view the
findings, and R®️ allows data frames to be exported to Microsoft Excel and not lists. The data frame
is transposed so that each character is in one row but a different column. Using obs_position from
the previous section, a for loop is created to combine individual observations. Instead of each word
being in a different column, they are now in one column. A matrix is created, and the column
names are labeled as Observations. The same is done for recommendations. This can be viewed in
Figure 11.
list_observations <- rbind(observations)
df_observation <- do.call("rbind", lapply(list_observations, as.data.frame))
df2_observation <- as.data.frame(t(df_observation))
df_all_obs_final <- list()
initial_position <- 1
for (i in 1:length(obs_position))
{
df_observation_final <- unite(df2_observation, "Observation",
initial_position:obs_position[[i]], sep = " ")
df_all_obs_final[i] <- subset(df_observation_final, select=Observation)
initial_position <- obs_position[[i]] + 1
}
data1 <- data.frame(matrix(unlist(df_all_obs_final),
nrow=length(df_all_obs_final)))
colnames(data1) <- "Observations"
Figure 10: Section of code that converted the list of observations into a dataframe.
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list_recommendations <- rbind(recommendations)
df_recommendations <- do.call("rbind", lapply(list_recommendations, as.data.frame))
df2_recommendations <- as.data.frame(t(df_recommendations))
df_all_rec_final <- list()
initial_position <- 1
for (i in 1:length(rec_position))
{
df_recommendations_final <- unite(df2_recommendations, "Recommendation",
initial_position:rec_position[[i]], sep = " ")
df_all_rec_final[i] <- subset(df_recommendations_final,
select=Recommendation)
initial_position <- rec_position[[i]] + 1
}
data2 <- data.frame(matrix(unlist(df_all_rec_final), nrow=length(df_all_rec_final)))
colnames(data2) <- "Recommendations"
Figure 11: Section of code that converted the list of recommendations into a dataframe.

Subsequently, since both data frames of observations and recommendations have been
compiled, they are combined into a list with two elements. The first being observations and the
second being recommendations. Then the user is prompted one final time to enter what name they
would like the Microsoft Excel spreadsheet to be called. They must put .xlsx at the end of the title.
Then all is exported to Microsoft Excel, and the code is shown in Figure 12. The final result can
be seen in the Results section.
list_of_datasets <- list("Observations" = data1, "Recommendations" = data2)
Excel <- readline(prompt = "Enter Excel Spreadsheet Name (followed by .xlsx): ")
write.xlsx(list_of_datasets, Excel)
Figure 12: Exporting the data frame to a Microsoft Excel Spreadsheet.
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3.2. Data Visualization
Once all data mining is completed, the visualization of repeat observations and
recommendations is shown. There is a small amount of visualization now, but there will be more
in the future. Since the given documents were unclassified, much of the visualization is subject to
only unclassified information. Classified documents might vary much to the format of the PDFs
and Microsoft Word documents are given at present. The visualization forthwith is of the
frequency of words found in observations and recommendations for one document. This document
was chosen because it had the best format, and the solution could be seen. The final graph can be
viewed in the next section and the coding in Figure 13.
corpus = Corpus(VectorSource(data1))
corpus = tm_map(corpus, removePunctuation)
corpus = tm_map(corpus, removeWords, c("cloth", stopwords("english")))
corpus = tm_map(corpus, stemDocument)
doc_mat <- TermDocumentMatrix(corpus)
m <- as.matrix(doc_mat)
v <- sort(rowSums(m), decreasing = TRUE)
d_Rcran <- data.frame(word = names(v), freq = v)
head(d_Rcran, 5)
barplot(d_Rcran[1:25,]$freq,
las = 2,
names.arg = d_Rcran[1:25,]$word,
col = brewer.pal(n = 10, name = "GnBu"),
main ="Most Frequent Words in Observations",
ylab = "Word Count")
Figure 13: Code to create a visualization of frequency of observations.

The vector of the data from observations is saved into a variable corpus. Then the
punctuation and common words are removed from corpus. Therefore, the frequency will skip over
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words such as “the,” “a,” and “and” so that the issues that were observed are graphed. Then a bar
graph is created. The same is done for recommendations, but the graph is a different color. The
coding of this is seen in Figure 14.
corpus = Corpus(VectorSource(data2))
corpus = tm_map(corpus, removePunctuation)
corpus = tm_map(corpus, removeWords, c("cloth", stopwords("english")))
corpus = tm_map(corpus, stemDocument)
doc_mat <- TermDocumentMatrix(corpus)
m <- as.matrix(doc_mat)
v <- sort(rowSums(m), decreasing = TRUE)
d_Rcran <- data.frame(word = names(v), freq = v)
head(d_Rcran, 5)
barplot(d_Rcran[1:25,]$freq,
las = 2,
names.arg = d_Rcran[1:25,]$word,
#col="#69b3a2",
col = brewer.pal(n = 10, name = "PuBu"),
main ="Most Frequent Words in Recommendations",
ylab = "Word Count")
Figure 14: Code to create a visualization of frequency of recommendations.

After the application was complete, the results were analyzed to see if an improvement
could be made. The results from the data mining and data visualization were viewed and compared
to the original After Action Report. Continuing onto the Results and Analysis section, one can see
what was found after the application is run.
4.

Results and Analysis
The results from exporting the data frame to Microsoft Excel are shown in Figure 15.

However, observations and recommendations are on separate sheets. These results are from the
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PDF that can be seen in Figures 17 through 19. In the PDFs, observations were started with (O),
recommendations started with (R), and another keyword was (S), which stood for successes. There
were five observations and four recommendations found in the After Action Report. The issue that
will be corrected in the future is that the following number for the next keyword is included at the
end of the previous keyword. For now, they are included so that the program will work universally.
If it were to remove the last character, it might remove important characters from other documents.
The output from the data visualization can be seen in Figure 16.

Figure 15: Microsoft Excel Spreadsheet of observations and recommendations found in an After Action
Report.
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Figure 16: Visualization of frequency of observations found in an After Action Report.

From observations, participation, plan, and part were the most frequent words found
throughout all observations. The frequency skipped over words such as “the,” “a,” and “and” so
that the issues that were observed are not taking into account common phrases that are of no use.
By viewing Figure 16, most issues found in the After Action Report dealt with participation and
planning. Since the exercise involved the R19 group, one can ignore the frequency of r19 and
move onto mission. The main three issues that R19 had were participation, planning, and missions.
In recommendations, the most common words were process, custom, and operation.
Therefore, the main recommendations for future exercises similar to this one deal with processing,
customs, and operations. To further understand the main observations and recommendations, the
user will need to consult the Microsoft Excel Spreadsheet and search these keywords.
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Figure 16: Visualization of frequency of observations found in an After Action Report.

5.

Conclusion
An issue that persists in USAFE is the non-uniform After Action Reports that are produced

following the multiple exercises hosted in the European Theater. After Action Reports are
compiled to include observations and recommendations that are seen during exercises. Their
purpose is to inform the USAFE leadership of things that need their attention and provide
recommendations on how to resolve the issue that was observed. This project was designed to
filter through After Action Reports and to output the observations and recommendations found
throughout each one. To do this, a computer application was created in R®️ code, a powerful
programming language for data mining and data visualization, in order to determine what the most
common observations were seen throughout all exercises performed by the Air Force. The data
was mined to find specific keywords and remove any information that was not needed. After the
data was filtered, it was exported to an Excel format to view the findings more efficiently. The
graphical representation of the data was extracted from the data mining using visual guides like
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graphs, charts, and maps. It helps to visualize and analyze massive amounts of information. The
results of this application were tested and were presented to the USAFE sponsor and the product
met all the needs of the Command for the unclassified version.
6.

Future Work
The results of this project are being presented to USAFE leadership on May 20, 2021. Since

this project was created only around unclassified documents, the program will be expanded upon
by USAFE personnel to be implemented with classified documents. A position within USAFE has
already been created for a cadet from the US Air Force Academy to continue with the application
this summer. Therefore, this application will be given to the cadet so that they may expand it for
use with classified documents. An alteration to the application can be made to allow for more than
one document to be read by it at a time. Since more than one document will be read, a correlation
can be observed to compare the common observations and recommendations across exercises.
Further expansion of the visualization capabilities will show how the observations and
recommendations found can be correlated with other observations and recommendations from
other After Action Reports. The visualizations will be in a bar chart form to be easily visualized
by USAFE, or can be expanded into other types of visualization products.
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Appendix

Figure 17: Photo of After Action Report, page 1.
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Figure 18: Photo of After Action Report, page 2.
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Figure 19: Photo of After Action Report, page 3

Figure 19: Photo of After Action Report, page 3.
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Figure 20: Photo of another After Action Report.

