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Abstract—One of the key parameters in estimation activities 
(effort, costs) is the size. This important parameter can be 
expressed in terms of function points or lines of codes. The 
major advantage of software functional size measurement is the 
fact that it can be performed very early in the life cycle of the 
software (analysis or design). Despite significant improvement 
observed these last years (efforts in standardization for 
example), software functional size measurement remains a non-
obvious activity, especially when applying measurement 
methods. A proper expertise for each method is needed. The 
implementation of existing software functional size 
measurement systems in the industry has to deal with two 
major technical difficulties: the difficulty of applying 
measurement methods (which makes the task of the measurer 
tiresome and requires sometimes the help of one or several 
experts, unfortunately not always available) [6], the lack of 
support tools to help measurers in their task. Relatively to this 
last point, Sue Black & David Wigg [5] noticed that "The 
software industry needs software measurement tools which can 
be used to compute measures across several platforms and 
languages to provide flexibility and usability". Today, many 
research laboratories are working on the development of 
measurement tools for software functional size measurement 
[10][9][22]. The design of such tools is necessarily based on: (1) 
the identification of all the concepts handled in a method’s 
measurement procedure, as well as the relationships between 
these concepts (domain ontology); (2) the identification of all 
the tasks associated with a method’s measurement procedure, 
as well as the links between these tasks (tasks ontology). This 
paper adresses an ontological perception of a method’s 
measurement procedure (a software functional size 
measurement method’s application process). The emphasis is 
put on domain and tasks ontologies associated with the 
procedure. The first two papers on this topic [2][3] looked at 
COSMIC-FFP and MkII-FPA’s measurement procedures 
respectively as case study. This one concentrates on the FPA’s 
measurement procedure. 
 
Index Terms—Measurement method, measurement 
procedure, ontology, software functional size. 
 
I. INTRODUCTION 
stimation activities (effort, costs) at the beginning of any 
project are very important tasks for projects managers. 
One of the key parameters in these activities is the size. In 
general, the size can be expressed in terms of function points 
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or lines of codes. The major advantage of software 
functional size measurement is the fact that it can be 
performed very early in the life cycle of the software 
(analysis or design). However, the software being an 
intellectual product, an "abstract object" [19], measuring its 
size in general and its functional size in particular, is not an 
obvious task [20]. The lack of support tools to help 
measurers in their task makes the task even more difficult. 
Today, many research laboratories are working on the 
development of measurement tools for software functional 
size measurement [10][9][22]. To design such tools the 
following aspects should be taken into account: (1) the 
identification of all the concepts handled in a method’s 
measurement procedure, as well as the relationships between 
these concepts (domain ontology); (2) the identification of 
all the tasks associated with a method’s measurement 
procedure, as well as the links between these tasks (tasks 
ontology). The existence of such ontologies in simple, 
expressive, clear and precise formalisms, would save much 
time to designers of measurement tools; it would also be 
helpful for a better comprehension of related method’s 
measurement procedure, and serve as a consensual platform 
or rather solid basis for representation, exchange and 
interpretation of information, "things" ("concepts") related 
to a measurement procedure and measurement in general. 
They can be seen as the foundations for a body of 
knowledge associated with each method’s measurement 
procedure. 
What is the exact content of such ontologies? That’s one 
of the key questions this paper will try to answer by 
proposing some examples. An overview on the place of 
ontologies in a method’s measurement procedure is provided 
in section 2. The question of the formalism to use for these 
ontologies is examined in section 3. Finally an example of a 
domain ontology associated with the FPA’s measurement 
procedure is presented, as well as an example of a tasks 
ontology associated with the same procedure. 
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II. ONTOLOGIES VS A METHOD’S MEASUREMENT 
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Figure 1 : An abstraction of a method’s measurement 
procedure (Adapted from [11]) 
It clearly appears from figure 1 that a method’s 
measurement procedure has two (2) main phases: an 
"identification and modeling" phase (identification of the 
relevant elements relatively to measurement and 
construction of a software model, in accordance with the 
selected measurement method), and a "measurement" phase 
(assignment/association of numerical values to some 
elements of the previously built model and aggregation of 
these numerical values to derive the functional size of the 
software). Each of these phases consists of a series of 
specific measurement tasks [9], described in measurement 
handbooks in natural language (English, French ...). Each 
measurement task has data, information or control data as 
input and produces data, information or control data as 
output. It would be advisable to gather these tasks in a real 
tasks ontology (according to Mizoguci’s definition of tasks 
ontology [16][17]), presented in a simple and expressive 
formalism, with a clear and precise description of tasks. This 
would constitute a good step towards the complete or partial 
automation of these tasks, as well as contributing to a better 
comprehension of a method’s measurement procedure. 
A method’s measurement procedure is based on two key 
elements: A software functional size measurement method 
(concepts, measurement tasks & measurement rules) and the 
specifications of the software to be measured (specifications 
or design documents...). The first task of a "measurer" when 
applying a software functional size measurement method 
consists in producing a description of the being measured 
software from specifications documents, using concepts of a 
language related to the measurement method: Only elements 
of the software which are relevant relatively to measurement 
are selected. He thus obtains a software model relatively to 
the considered measurement method. Such a model is just an 
instantiation of what is commonly called the "meta-model" 
(“static model” [4], “generic software model” or ”context 
model” [1]) of the considered measurement method, from 
specification documents of the software being measured. 
The “static model” of a measurement method should 
correspond to the domain ontology (« explicit formal 
specifications of the terms in the domain and relations 
among them » [14]) related to the method’s measurement 
procedure. Very often (if not almost always) in measurement 
handbooks, the static models appear in the form of a lexicon 
(list of concepts with their respective definitions). The 
relationships between concepts are not always clarified. A 
“measurer” thus does not have for each method’s 
measurement procedure (the current ones), a real domain 
ontology (according to Mizoguci’s definition of domain 
ontology [16][17]), presented in a simple and expressive 
formalism. In fact, only part of such an ontology is available. 
All things considered, the existence of a domain ontology 
and tasks ontology related to a method’s measurement 
procedure, presented in an adequate formalism, with tasks 
and concepts clearly and precisely described, would save 
much time to designers of measurement tools, and contribute 
to a better comprehension of the measurement procedure as 
well. It would also serve as consensual rallying points to 
structure, represent, exchange and interpret information, 
"things" ("concepts") related to measurement procedure and 
measurement in general. These ontologies make explicit the 
necessary semantic structures related to each method’s 
measurement procedure. In the next section we examine the 
question of the formalism to use for such ontologies. 
 
III. FORMALISMS TO PRESENT ONTOLOGIES RELATED TO 
A METHOD’S MEASUREMENT PROCEDURE  
In measurement handbooks for current software functional 
size measurement methods, natural language is the language 
used to present some elements of ontologies related to any 
method’s measurement procedure. Consequently it often 
results in a poor uniformity in interpretations, especially 
among non-experts. A more formal and less ambiguous 
language would be helpful. Presently, when designing 
measurement tools, measurement handbooks are not 
sufficient; the help of some experts of the considered method 
is needed, in particular for some significant elements which 
are not explicit in handbooks (some measurement rules, 
some relationships between measurement concepts...). Clear 
ontologies may help to reduce such a strong dependence. 
Several formalisms exist in the literature for knowledge 
representation within the framework of ontologies. Some of 
them are well known, namely: relational formalisms [object–
oriented types (or frames) or semantic networks types (or 
conceptual graphs)] and logic based formalisms [predicates 
based logic, fuzzy logic, etc.]. Formal languages are 
appropriate for automation while a good expressivity and 
simplicity characterize relational languages. In general, one 
needs to find a good compromise between expressivity, 
simplicity and efficiency. Object-oriented formalism (UML 
class diagram, UML component diagram [6]) was selected 
for domain ontologies and tasks hierarchy. The simplicity, 
expressivity and popularity of this formalism guided the 
choice (the fact that it is independent of any implementation 
tool was also taken into account). In future work this 
formalism will be combined with Standford certitude theory 
to take into account uncertainty associated with some aspects 
of measurement. Tasks and concepts description is inspired 
from CommonKADS methodology [21].  
CommonKADS is a methodology developed by a number 
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of industry-university consortia over the past decade and 
nowadays in use worldwide by companies and educational 
institutions. According to their authors [Schreiber et al. 99], 
it offers a structured approach, covering the complete route 
from corporate knowledge management to knowledge 
analysis and engineering, all the way to “knowledge-
intensive” systems design and implementation, in an 
integrated fashion. Their way of describing concepts and 
tasks was exploited in this paper. 
The next section is dedicated to some examples of 
ontology associated with the FPA’s measurement procedure. 
FPA [15] is one of the three (3) functional size measurement 
methods approved as an International Standard (ISO) at this 
date. FPA is older than the two odther methods. It is one of 
the few functional size measurement method to be widely 
used in the industry, especially in north America. 
 
IV. EXAMPLES OF ONTOLOGY RELATED TO A METHOD’S 
MEASUREMENT PROCEDURE  
A. Domain ontology related to FPA’s measurement 
procedure 
FPA measurement manual v4.1 [15] was necessary to 
produce this ontology. An analysis of the FPA measurement 
procedure was performed. All relevant concepts related to 
the procedure were identified and their respective definition 
extracted from the measurement manual. Relationships 
between identified concepts were then examined. The 
concepts and relationships between them were then 
represented using the chosen formalism (Object-oriented 
formalism [UML class diagram] [6]). In order to document 
this representation, the CommonKADS methodology was 
put to contribution in describing represented concepts and 
relationships between them. The help of FPA experts is still 
needed to refine and strengthen this work. 
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Figure 2 : Domain ontology associated with FPA’s 
measurement procedure Adapted from [4] 
 
Below are descriptions of concepts appearing in Figure 2. 
NB: All the definitions have been taken from the FPA 
Measurement Manual, v4.1 [15].  
1) Internal Logical Files (ILF) 
Definition: 
An Internal Logical File (ILF) is a user identifiable group 
of logically related data or control information maintained 
within the boundary of the application. The primary intent 
of an ILF is to hold data maintained through one or more 
elementary processes of the application being counted. 
Properties: 
• Name: {String}; 
• Description: {String}; 
• Weight: {int}; 
• IdentificationRules: {IdRule} 
• CountingRules: {CntRule} 
Concept: IdRule 
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 Condition: {logical expression} 
 Action: {procedure} 
Concept: CntRule 
 Condition: {logical expression} 
 Action: {procedure} 
2) External Interface Files (EIF) 
Definition: 
An External Interface File (EIF) is a user identifiable 
group of logically related data or control information 
referenced by the application, but maintained within the 
boundary of of another application. The primary intent of 
an EIF is to hold data referenced through one or more 
elementary processes within the boundary of the application 
being counted. This means that an EIF counted for an 
application must be an ILF in another application. 
Properties: 
• Name: {String}; 
• Description: {String}; 
• Weight: {int}; 
• IdentificationRules: {IdRule} 
• CountingRules: {CntRule} 
Concept: IdRule 
 Condition: {logical expression} 
 Action: {procedure} 
Concept: CntRule 
 Condition: {logical expression} 
 Action: {procedure} 
NB: All other concepts are described at the following 
address: 
http://www.labunix.uqam.ca/~bevo/FPA/ontologies.htm 
 
Details of relationships between concepts appearing in 
Figure 2 are presented below. 
1) Piece_Of_Software - Elementary_Process 
Description: 
The elementary processes identified in a piece of software. 
Arguments:  
Piece_Of_Software 
Roles: The number of pieces of software related to 
a given elementary process. [A given 
elementary may be identified in one and 
only one version of a piece of software.] 
Cardinality: min 1; max 1; 
Elementary process 
Roles: The umber of elementary processes 
identified in a given piece of software. [A 
given version of a piece of software can 
contain many elementary processes.] 
Cardinality: min 1; max n; 
NB: All other relationships between concepts are described 
at the following address:  
http://www.labunix.uqam.ca/~bevo/FPA/ontologies.htm 
 
The next section is devoted to task ontology. 
 
A. Tasks ontology related to FPA’s measurement 
procedure  
Personal measurement experience and the FFA 
Measurement Manual v4.1 [15] were necessary to produce 
this ontology. An analysis of the FPA measurement 
procedure was performed. All relevant tasks related to the 
procedure were identified. Relationships between the 
identified tasks were then examined to produce a task 
hierarchy. The tasks and the relationships between them 
were then represented using the chosen formalism (Object-
Oriented formalism [UML component diagram] [6]). In 
order to document this representation, the CommonKADS 
methodology was used to describe the tasks represented and 
the relationships between them. The help of FPA experts is 
still needed to refine and strengthen this work. 
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Figure 3 : Tasks ontology related to FPA’s measurement 
procedure (Based on [15]) 
 
Below are descriptions of the tasks appearing in Figure 3. 
1) Application Functional Size Measurement 
Definition:  
Goal: Given a user view (formal description of the 
user’s business functions in the user’s language) 
related to a piece of software (an application) and 
a counting boundary, the task should produce a 
FPA model for the piece of software, determine the 
related adjustment factors values and calculate its 
functional size in FPA Functional Size Units. It is a 
composition of three (3) complementary tasks: 
“Building Application Model”, “Determining 
Adjustment Factors Values” and “Calculating 
Application Functional size”. 
Inputs: User view, Counting boundary, Set of 
mapping results 
Outputs: FPA model for the piece of software, 
functional size of the piece of software, [global 
precision/certainty of the measurement] 
Body: 
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Type: composition 
Sub-Tasks: “Building Application Model”, 
“Determining Adjustment Factors 
Values” and “Calculating Application 
Functional size” 
Control loop: execute sequentially: 
• Building_Application_Model 
(+User_View, +Counting_Boundary, 
+Set_Of_Mapping_Results, -
FPA_model_for_the_piece_of_software), 
• Determining_Adjustment_Factors_Values 
(+User_View, +Project_Characteristics, - 
Adjustment_Factors_Values[]), 
• Calculate_Application_Functional_Size 
(+FPA_model_for_the_piece_of_software
, +Adjustment_Factors_Values[], -
functional_size_of_the_piece_of_software, 
-
global_precision/certainty_of_the_measur
ement)  
NB: All other tasks are described at the following 
address:  
http://www.labunix.uqam.ca/~bevo/FPA/ontologies.htm 
 
V. RESEARCH PERSPECTIVES 
An XML, then XMI translation of the presented 
ontologies is to be produced, using adequate tools [12][8]. It 
could be very useful for measurement results analysis & 
documentation tools, and some aspects of measurement 
results validation. XML being appropriate for documents 
exchange, historical databases on projects could be extended 
to store more detailed data related to projects functional size 
measurement. For example, if we consider the ISBSG1 
system used to collect historical data on projects, rather than 
storing textual descriptions of projects and/or numerical 
values representing functional size for each project, ISBSG 
could store in XML or XMI format, data on projects (data 
related to functional size measurement). This work can also 
be helpful for data exchange between different functional 
size measurement tools (in the case of many measurement 
tools for the same functional size measurement method).  
An ontology-oriented approach will be introduced for the 
complete or partial automation of a method’s measurement 
procedure. In fact, the automation work is based on the 
implementation of ontologies. One of the common uses of 
ontologies is separating the domain knowledge from the 
operational knowledge. This is also one of the main 
advantages of the ontology-oriented approach to be 
introduced for the complete or partial automation of a 
method’s measurement procedure. With this approach, it is 
possible to formally determine in advance (without building 
prealably a tool), whether the procedure is currently 
completely automatable or not, and if not, what are the 
automatable tasks and the non-automatable ones. It also 
ensures that measurement results produced by an automating 
tool are in an exportable format, thus exploitable by other 
 
1
 International Software Benchmarking Standards Group 
measurement tools. To illustrate this approach, a prototype 
is currently under development in LRGL (Software 
Engineering Research Laboratory), for COSMIC-FFP’s 
application process automation, given specifications 
produced with some object CASE tools (Together, 
Objecteering and possibly Rational Rose). The possibility of 
extending the prototype to any CASE tool producing UML 
specifications is also considered (the principle of "parser" 
will be exploited). A first version of the prototype should be 
available by fall 2003.  
A new approach to address the question of inter-methods 
measurement convertibility is to be introduced. This 
approach will also be ontology based: links should be 
established between domain ontologies related to different 
methods’ measurement procedures. Current research work 
on ontology mapping [16] will be exploited. This work is 
already in process. COSMIC-FFP and MK II FPA are 
selected methods for tests. Then the COSMIC-FFP and FPA 
case will be examined. 
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