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Povzetek 
 
Pri inženirskih analizah pride mnogokrat do znatnega zajemanja merilnih rezultatov, ki jih 
ustvarijo mikrokrmilniško podprte naprave. Tu se ustvari potreba po shranjevanju podatkov na 
zunanje medije, saj mikrokrmilniki ne omogočajo shranjevanje zadostne količine podatkov. 
Diplomska naloga obravnava razvoj vmesnika, ki omogoča shranjevanje podatkov na zunanji 
medij v formatu, ki je združljiv z datotečnim sistemom operacijskih sistemov, ki tečejo na 
osebnih računalnikih. 
V prvem delu naloge opišemo SD kartico, ki je izbran medij za shranjevanje podatkov. 
Raziščemo možnosti, ki jih ponuja za komunikacijo ter razvijemo električne sheme za povezavo 
z mikrokrmilnikom. 
Drugi del naloge opisuje izbran format, in sicer datotečni sistem FAT32. Podrobno opišemo 
strukturo datotečnega sistema, hierarhijo shranjevanja podatkov in pravila poimenovanja 
map/datotek. 
V zadnjem delu naloge opišemo razvite programe, ki so zaradi lažje obravnave in razumevanja 
ter možnosti poznejše nadgradnje  razdeljeni v tri knjižne datoteke. 
 
 
Ključne besede: mikrokrmilnik, PIC32, SPI, FAT32, SD kartica, shranjevanje podatkov
Abstract 
 
When it comes to engineering analysis we are frequently faced with substantial amount of data 
that is created by microcontroller based systems. Microcontrollers lack the space for storing large 
amount of data which creates the need for saving data on external media. 
The thesis focuses on development of an interface that allows storing data on an external media 
in a format compatible with operating systems running on personal computers.  
In the first part we describe the chosen external media for storing data, the SD card. Then we 
describe different possibilities for communication with the SD card and develop an electrical 
scheme that connects the SD card with a microcontroller.  
The second part of the thesis focuses on the chosen format, the data system FAT32. We describe 
in detail the structure of the data system, the data storing hierarchy and the rules for naming 
folders/files.  
The last part of the thesis describes the developed program, which is divided into three header 
files for ease of reading, understanding and the possibility of subsequent upgrades. 
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Inženirsko delo je tesno povezano z merjenjem. Mnogo inženirskih analiz zahteva zajem znatne 
količine merilnih rezultatov večjega števila spremljanih veličin in celo njihovih časovnih trendov. 
Nakazano zajemanje podatkov ustvari veliko količino le-teh, ki jih je potrebno shraniti za 
nadaljnjo obdelavo ali arhivirati. Zajem podatkov običajno temelji na mikrokrmilniško podprtih 
napravah, pri čemer uporabljeni mikrokrmilnik ne omogoča shranjevanja zadostne količine 
podatkov v svojem pomnilniku. Ker je sprotno shranjevanje zajetih podatkov na osebni 
računalnik v mnogih primerih nepraktično ali celo nemogoče, se pojavi potreba po razširitvi 
pomnilniških kapacitet mikrokrmilniškega sistema. Rešitev nam ponujajo zunanji pomnilniški 
moduli in naprave. 
Diplomsko delo se posveča vmesniku med zunanjim pomnilniškim modulom in 
mikrokrmilnikom PIC32 ter programskemu vmesniku v jeziku C za shranjevanje podatkov v 
primernem formatu. Obstaja več vrst pomnilniških modulov in naprav, od katerih so zlasti 
razširjeni: Compact Flash, Secure Digital, Memory Stick in USB ključ [1]. Naštete naprave imajo 
dobre in slabe lastnosti, saj je bila vsaka izmed njih zasnovana za drugačen namen uporabe. Za 
naše potrebe smo izbrali Secure-Digital kartico (SD kartico), in sicer zaradi naslednjih lastnosti: 
zadostna velikost pomnilnika, primerna oblika in velikost za vgradnjo v mikrokrmilniški sistem, 
število potrebnih vhodov/izhodov za fizični vmesnik, in enostaven način komunikacije z 
mikrokrmilnikom. Ta kartica je danes ena najpogosteje uporabljenih naprav za shranjevanje 
podatkov v fotoaparatih, telefonih, tablicah in podobnih napravah. Poznamo jo v treh oblikah, in 
sicer: micro SD, mini SD ter SD (Slika 1). Električno pasivni adapterji omogočajo micro SD 
kartici, da se prilagodi in deluje v napravah, zgrajenih za ostali velikosti. 
 
Slika 1: SD kartice [4] 
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2. SD kartica 
 
Poglavje je povzeto po virih [1], [2], [3] , [4], [7] in [12]. 
SD kartice so verjetno danes najbolj pogosto uporabljane spominske kartice. Leta 2000 so jih 
razvili Matsushita, SanDisk in Toshiba. SD kartice danes uporabljajo v številnih prenosnih 
napravah, kot so digitalni fotoaparati, mobilni telefoni, dlančniki, video snemalniki, GPS 
sprejemniki, video igralne konzole in tako naprej. Obstajajo tri glavne vrste SD spominskih 
kartic: SDSC (Standard Capacity), SDHC (High Capacity) in SDXC (Extended Capacity). SDSC 
kartice so na voljo s kapacitetami od 4 MB do 2 GB, SDHC s kapacitetami od 2 do 32 GB ter 
SDXC s kapacitetami od 64 GB do 2 TB. SDSC kartice privzeto uporabljajo datotečni sistem 
FAT12 in FAT16 (kartice, ki imajo vsaj 32 MB lahko formatiramo v datotečni sistem FAT32), 
medtem ko SDHC FAT32, SDXC pa exFAT.  SD kartice temeljijo na MMC karticah, vendar se 
v marsičem razlikujejo (slika 2). SD kartice so fizično debelejše od MMC kartic in jih za razliko 
od le-teh ni možno vstaviti v režo za MMC kartico. Razlika je tudi v asimetrični obliki, ki 
prepreči napačno vstavljanje v režo. Poleg tega se razlikujejo po strukturi notranjih registrov. 
Posamezne razlike in lastnosti SD kartic so navedene v tabeli 1. 
 
Lastnosti SD miniSD microSD 
Širina 24 mm 20 mm 11 mm 
Dolžina 32 mm 21,5 mm 15 mm 
Debelina 2,1 mm 1,4 mm 1 mm 
Teža 2 g 1 g 0,5 g 
Delovna napetost 2,7–3,36 V 2,7–3,36 V 2,7–3,36 V 
Št. sponk 9 11 8 
 




Slika 2: MMC-SD-miniSD-microSD kartice [4] 
 
2.1. SD vmesnik 
 
SD kartice podpirajo tri protokole, ki jih razdelimo v dva razreda. Prvi razred razdelimo na dva 
protokola, ki sta originalna SD/MMC standarda.  
SD 1-bitni protokol je sinhroni serijski protokol z eno podatkovno linijo (DAT0), ki se uporablja 
za prenose podatkov, en urni takt za sinhronizacijo (CLK - Clock) in eno ukazno vrstico (CMD – 
Command Line), ki se uporablja za pošiljanje ukazov. Ta protokol podpira souporabo 
podatkovne linije. Preprost sistem z dodatno sponko (CD – Card Detect) omogoča, da si več SD 
kartic deli en urni takt in podatkovno linijo.  
SD 4-bitni protokol je skoraj identičen SD 1-bitnemu protokolu. Glavna razlika je v širini 
podatkovne linije, pri slednjem imamo štiri podatkovne linije. S pravilnim načrtovanjem ima 
protokol možnost do štirikratne zmogljivosti v primerjavi z 1-bitnim protokolom. Tako SD 1-
bitni kot 4-bitni protokol zahteva CRC zaščito za prenos podatkov. CRC ali ciklično redundantno 
preverjanje je preprosta metoda za odkrivanje prisotnosti napak v poslanih podatkovnih blokih. V 
SD 4-bitnem načinu so vhodni podatki multipleksirani med štirimi podatkovnimi linijami. CRC 
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je 16-biten in se izračuna neodvisno za vsako izmed štirih linij. Zaradi zapletenosti programskega 
računanja hitro pride do zmanjšanja hitrosti prenosa podatkov, zato je bolj primerno strojno 
računanje CRC-ja.  
Tretji podprti protokol je SPI protokol, ki je splošno znan podatkovni protokol, za razliko od 1-
bitnega in 4-bitnega SD protokola. SPI je sinhroni serijski protokol, ki je zelo priljubljen za 
povezovanje zunanjih naprav z mikrokrmilnikom. Za delovanje potrebuje štiri sponke, dve za 
komunikacijo (DO in DI), en urni takt za sinhronizacijo (CLK) in en za izbiro naprave (CS), ki 
omogoča povezavo večjega števila naprav na isto vodilo. Večina sodobnih mikrokrmilnikov, 
vključno s PIC32MX, podpira SPI protokol z relativno visoko hitrostjo prenosa podatkov. Ta 
podpira samo del celotnega SD protokola, vendar je večina od nepodprtih ukaznih nizov 
nepotrebna v SPI načinu, saj je možna popolna funkcionalna izvedba z le-tem. Tabela 2 prikazuje 








SD protokol 1 
bitni 
SD protokol 4 
bitni 
SPI protokol 
1 1 2 CD DAT3 CS  
2 2 3 CMD CMD DI 
3 3  VSS VSS VSS 
4 4 4 VDD VDD VDD 
5 5 5 CLK CLK CLK 
6 6 6 VSS VSS VSS 
7 7 7 DAT0 DAT0 DO 
8 8 8 NC DAT1 NC 
9 9 1 NC DAT2 NC 
 10  NC NC NC 
 11  NC NC NC 
 
Tabela 2: Razporedba sponk SD kartice [4] 
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Preden uporabimo SD kartico v elektronskem vezju, je potrebno poznati njene nivoje signalov. 
Tabela 3 prikazuje vhodno-izhodne napetostne nivoje standardnih SD kartic pri VDD = 3,3 V. 
 
 Simbol Minimum Maksimum 
Logična 1 – izhodna napetost VOH 0,75 x VDD  
Logična 0 – izhodna napetost VOL  0,125 x VDD 
Logična 1 – vhodna napetost VIH 0,625 x VDD VDD + 0,3 V 
Logična 0 – vhodna napetost VIL VSS – 0,3 V 0,25 x VDD 
 
Tabela 3: Vhodno-izhodni napetostni nivoji SD kartice [1] 
 
Tabela 4 prikazuje napetostne nivoje mikrokrmilnika družine PIC32MX pri napajalni napetosti 
3,3 V. 
 Simbol Minimum Maksimum 
Logična 1 – izhodna napetost VOH 2,4 V  
Logična 0 – izhodna napetost VOL  0,125 x VDD 
Logična 1 – vhodna napetost VIH 0,65 x VDD VDD 
Logična 0 – vhodna napetost VIL VSS 0,2 x VDD 
 
Tabela 4: Vhodno-izhodni napetostni nivoji PIC32MX mikrokrmilnikov [3] 
 
Pri primerjavi vhodno-izhodnih napetostnih vrednosti ugotovimo, da sta SD kartica in družina 
PIC32MX kompatibilni in ni potrebno višati ali nižati nivojev napetosti. Slika 3 prikazuje 
vmesnik med SD kartico in mikrokrmilnikom. Specifikacija SD kartice zahteva uporabo uporov 
za dvigovanje nivoja napetosti, ki morajo biti prisotni tudi pri neizkoriščenih sponkah, kar je 
prikazano na sliki 3. Kot je razvidno ima vmesnik 13 sponk, zadnje 4 sponke so dodatne sponke 
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vmesnika, ki poskrbijo za zaznavanje prisotnosti kartice (CD – Card Detect) in zaščito pred 
pisanjem (WD - Write Protect). 
 
Slika 3: Vmesnik med SD kartico in mikrokrmilnikom 
 
2.2. SPI protokol SD kartice 
 
Komunikacijo med mikrokrmilnikom in kartico nadzoruje mikrokrmilnik in je sestavljena iz 
ukaza, ki mu vsakič sledi odgovor. Kartica vedno začne v SD protokolnem načinu. Če želimo 
preiti v SPI način, je potrebno CS sponko dati na logično 0 in poslati ukaz za ponastavitev stanja.  
Edini način, da spet preidemo v SD način, je izklop in ponovni vklop napajanja. Ko preidemo v 
SPI način, je kartica v nezaščitenem načinu, kar pomeni, da se CRC ne preverja (CRC 
preverjanje je mogoče vklopiti/izklopiti s pošiljanjem ukaza CRC_ON_OFF, z ukazom CMD59).  
 7 
 
Ukazi so sledeče oblike "CMDXX" ali "ACMDXX", kjer je CMD splošni ukaz, medtem ko je 
ACDM specifični aplikacijski ukaz, XX predstavlja število ukaza. Ukazi se pošiljajo v paketu, 
dolgem 6 bajtov. Ukaz se vedno začne z dvema bitoma "01", ki jima sledi 6-bitni ukaz. Sledi mu 
4-bajtni argument od najpomembnejšega bita (MSB) do najmanj pomembnega bita (LSB). Nato 
mu sledi 7-bitni CRC z zadnjim bitom, ki je vedno 1. Upoštevati je potrebno, da je CRC v SPI 
načinu izklopljen, torej njegova vrednost ni pomembna. Tabela 5 prikazuje najbolj pomembne 
ukaze SD kartice. 
 
Ukaz Argument Odgovor Opis 
CMD0 Vseeno R1 Ponastavitev stanja  SD kartice. 
CMD8 [31:12] rezervirani biti 
[11:8] napajalna napetost 
[7:0] vzorec 
R7 Povprašujemo po pogojih glede 
napajalne napetosti. 
CMD17 Naslov R1 Preberemo 1 sektor. 
CMD24 Naslov R1 Pišemo 1 sektor. 
CMD55 Vseeno R1 Vedno pred aplikacijskemu ukazu. 
ACMD41 [31] rezervirani biti 
[30] HCS 
[29:0] rezervirani biti 
R1 Aplikacijski ukaz. 
CMD58 Vseeno R3 Preberemo CRC register. 
CMD59 [31:1] vseeno 
[0:0] CRC izbira 
R1 Izberemo če je CRC vključen ali 
izključen. 
 
Tabela 5: Pomembni SD ukazi [4] 
 
SD kartice zahtevajo specifično zaporedje inicializacije, ki se začne z določitvijo urnega takta 
SPI-ja in ne sme presegati 400 kHz. Nato je potrebno poslati vsaj 74 urnih taktov, preden 
nadaljujemo z inicializacijo. To omogoča kartici inicializacijo vseh notranjih registrov pred 
nadaljevanjem. Sledi ukaz CMD0, medtem ko CS sponko postavimo na logično vrednost nič. 
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Ukaz ponastavi stanje  kartice (kartica preide v stanje mirovanja) in poskrbi za prehod v SPI 
način. Čeprav je v SPI načinu CRC izključen, je pri prvem ukazu potrebno poslati njegovo 
veljavno vrednost. Izjema je ukaz CMD8, ki ima vedno omogočeno preverjanje CRC-ja. Pri 
ukazu CMD0 z argumentom nič je CRC konstantna 0x95[2]. Zaradi poenostavitve je CRC vedno 
poslan.  
Ko kartica preide v SPI način, odgovori z R1 odgovorno obliko. Vrsta odgovorne oblike je 
odvisna od ukaza in ne od argumenta. Za SPI poznamo različne odgovorne oblike: R1, R1b, R2, 
R3, R4, R5 in R7. Odgovor R1 je dolg 1 bajt in je prikazan v tabeli 6. Potrebno je preveriti, da v 
R1 odgovoru ni sprožen noben bit, ki predstavlja napako, ampak da je kartica v mirovanju (bit 0 
je enak 1).  
 
Bajt Bit  
1 7 Začetni bit, vedno 0. 
6 Napaka parametra. 
5 Napaka naslova. 
4 Izbris zaporedne napake. 
3 CRC napaka. 
2 Nelegalen ukaz. 
1 Izbrisan reset. 
0 V stanju mirovanja. 
 
Tabela 6: R1 odgovorna oblika [2] 
 
Naslednji ukaz, ki ga pošljemo je CMD8. Ukaz ima dvojno nalogo. Izbere napajalno napetost 
(nekatere novejše SD kartice imajo poleg napajalne napetosti 3,3 V možnost preiti na 1,8 V) in 
omogoči razširitev obstoječih ukazov in odzivov (slednje je nujno potrebno pred ukazom 






Bit 47 46 [45:40] [39:20] [19:16] [15:8] [7:1] 0 
Velikost [biti] 1 1 6 20 4 8 7 1 









Vzorec CRC7 Končni 
bit 
 
Vrednost Opis vrednosti 
0000b Nedefinirano 
0001b 2,7 – 3,6 V 





Tabela 7: Oblika ukaza CMD8 [2] 
 
Napajalna napetost je določena med 2,7 in 3,6 V, zato izberemo argument z binarno vrednostjo 
0001. Vzorcu, s katerim preverimo pravilno pošiljanje podatkov, izberemo vrednost 0xAA. 
CRC7 vrednost danega ukaza je 0x43. Ukaz CMD8 dobi odgovor oblike R7, ki je predstavljen v 
tabeli 8. Pri starejših SDSC karticah (Ver1.X) dobimo odgovor, da je ukaz nelegalen (bit 2 od R1 
ima logično vrednost 1), medtem ko pri ostalih (Ver2.00 in poznejših) ima pravilen odgovor 
vrednost 0x01000001AA, iz katerega razberemo, da je kartica v stanju mirovanja, da ji ustreza 






Bit [39:32] [31:28] [27:12] [11:8] [7:0] 
Velikost [biti] 8 4 16 4 8 













Tabela 8: R7 odgovorna oblika [2] 
 
Inicializacija se v obeh primerih nadaljuje z ukazom CMD55 z argumentom 0 in ACMD41 z 
argumentom 0x40000000. SDSC kartice prezrejo vrednost argumenta (HCS - host capacity 
support bi lahko bil 0), medtem ko pri SDHC in SDXC mora biti HCS enak 1, sicer ni možno, da 
preide kartica v stanje pripravljenosti (R1 odgovor je enak 0). Ukaza ponavljamo, dokler ne 
dobimo odgovora, da je kartica inicializirana (pripravljena) ali da presežemo določeno število 
ponovitev.  
V primeru legalnega odgovora CMD8 sledi ukaz CMD58 z vrednostjo argumenta 0. Odgovor, ki 
sledi ukazu, je oblike R3 in je sestavljen iz odgovora R1, ki mu sledi 32 bitni OCR register, ki je 
predstavljen v tabeli 9. V OCR registru nas zanimata samo dva bita, in sicer CCS in bit stanja 
zagona kartice. Če ima CCS vrednost 0, sledi, da je kartica SDSC, ki jo bitno naslavljamo; če ima 
vrednost 1, je SDHC ali SDXC, ki ju bajtno naslavljamo. Vrednost CCS je veljavna samo, če je 
bit stanja zagona enak 1. Če je bil pri CMD8 odgovor nelegalen in je kartica v stanju 
pripravljenosti, sledi, da je vrste SDSC, ki jo bitno naslavljamo. Slika 4 prikazuje postopek 








OCR bit Opis 
[0:23] VDD napetostne lastnosti 
24 Prehod na 1,8 V odobren 
[25:28] Rezervirani 
29 UHS-II stanje 
30 CCS (Card  Capacity  Status) 
31 Stanje zagona kartice 
 
Tabela 9: OCR register [2] 
 
Slika 4: Postopek inicializacije SD kartice[2] 
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3. Datotečni sistem FAT32 
 
Datotečni sistem FAT32 je preprost in robusten sistem, vendar se ne more kosati z zmogljivostjo, 
zanesljivostjo in razširljivostjo sodobnih datotečnih sistemov. Kljub temu je široko podprt na 
skoraj vseh operacijskih sistemih na osebnih računalnikih, zato je zelo primeren format za 
izmenjavo podatkov med računalniki in zunanjimi pomnilniškimi moduli in napravami [6]. 
Mediji za shranjevanje podatkov so sestavljeni iz številnih sektorjev. Naslov sektorja označujemo 
z LBA (logical block addressing). Sektorji so oštevilčeni zaporedno, od naslova 0 naprej. 
Največji možni naslov  je 232–1. Običajna velikost sektorja je 512 bajtov. Iz tega sledi, da je 
največja možna velikost medija 2TB–1B (Windowsi formatirajo po sistemu FAT32 medije do 
velikosti 32GB) [5, 6 in 8]. Slika 5 prikazuje strukturo FAT32 sistema. 
 
 







Prvi sektor medija se imenuje MBR (Master Boot Record). Dosegljiv je na naslovu LBA = 0. To 
je prvi del kode, ki jo računalnik/mikrokrmilnik prebere, ko odpre medij. Če pride do okvare 
prvega sektorja, je medij neuporaben. MBR vsebuje tri elemente: območje izvršljive kode 
programa, tabelo razdelkov in zagonski podpis. Prvih 446 bajtov MBR-ja predstavljajo izvršljivo 
kodo pri zagonu osebnega računalnika, ki nas ne zanima. Temu sledi tabela razdelkov velikosti 
64 bajtov, ter zagonski podpis, ki predstavlja dva bajta z vrednostnima 0x55 in 0xAA, ki ju je 
dobro preventivno pregledati, da je MBR nepoškodovan.  
Tabela razdelkov ima le štiri razdelke; sicer obstaja možnost razširitve na večje število, ki ni 
relevantna za potrebe te naloge. Najbolj pogost scenarij pri SD karticah je, da jo sestavlja 1 
razdelek, zato bomo preverjali samo tega (naslov razdelka je 0xBE). Vsak razdelek sestavlja 16 
bajtov, kot je razvidno v tabeli 10. Od opisanih bajtov nas zanimajo samo določeni, in sicer: peti 
bajt nam pove tip datotečnega sistema (vrednosti za FAT32: 0x0B ali 0x0C), deveti do dvanajsti  
predstavljajo LBA naslov, kjer se prične razdelek, ter trinajsti do šestnajsti, ki nam povejo število 
vseh sektorjev v razdelku (enak podatek lahko pridobimo v zagonskem sektorju) [7]. 
 
Odmik Opis Velikost [biti] 
0 Zagonski pokazatelj: 0x00 - pasiven, 0x80 - aktiven 8 
1 Začetek razdelka glave 8 
2 Začetek razdelka sektorja/cilindra 16 
4 Tip datotečnega sistema 8 
5 Konec razdelka glave 8 
6 Konec razdelka sektorja/cilindra 16 
8 LBA naslov začetka razdelka 32 
12 Št. sektorjev v razdelku 32 
 
Tabela 10: Vrednosti tabele razdelkov [7] 
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3.2. Zagonski sektor - Volume ID 
 
Prvi korak k branju FAT32 datotečnega sistema predstavlja branje zagonskega sektorja, naslov 
katerega smo pridobili iz MBR-ja. V tem sektorju najdemo vse potrebne informacije, da 
ugotovimo fizično postavitev FAT32 datotečnega sistema. Za potrebe programiranja nas večji del 
512-ih bajtov podatkov ne zanima. Podatki, ki nas zanimajo, so predstavljeni v tabeli 11. 
 
Polje Odmik Velikost [biti] 
Št. bajtov na sektor 0x0B 16 
Št. sektorjev na gručo 0x0D 8 
Št. rezerviranih sektorjev 0x0E 16 
Št. FAT tabel 0x10 8 
Št. sektorjev v razdelku 0x20 32 
Št. sektorjev v FAT tabeli 0x24 32 
Začetek korenske gruče 0x2C 32 
Podpis – zaključek sektorja 0xFE 16 
 
Tabela 11: Vrednosti zagonskega sektorja [5] 
 
Preveriti moramo, če sistem res uporablja 512 bajtov na sektor, nato preverimo število FAT tabel 
(običajno 2) ter če se sektor pravilno zaključi (0xAA55). Eden od pomembnih podatkov je 
velikost gruče, to je skupina zaporednih sektorjev. Ta je velikosti od 1 do 128 sektorjev (vrednost 
je enaka potenci števila 2). Število sektorjev na gručo je določeno ob formatiranju medija 
samodejno ali jo določi uporabnik in je dejanska najmanjša enota medija, kar pomeni, da v 
primeru, ko shranimo datoteko velikosti nekaj bajtov, bo ta vseeno zasedla vrednost ene gruče.  
Naslednja vrednost, ki jo potrebujemo, je naslov prve FAT tabele, ki ga dobimo s seštevanjem 
naslova zagonskega sektorja in števila rezerviranih sektorjev. Naslednji podatek, ki ga 
potrebujemo, je naslov začetka gruče. Tega pridobimo tako, da seštejemo naslov prve FAT tabele 
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s številom FAT tabel pomnoženo s številom sektorjev za posamezno FAT tabelo. Zadnja 
informacija, ki jo še potrebujemo, je začetek korenske gruče v FAT tabeli. Ta podatek nam pove, 
kje se nahajajo podatki o posameznih datotekah in mapah [7], [8] in [10]. 
 
3.3. FAT tabela 
 
FAT tabela je niz 32-bitnih števil. Vsak element tabele predstavlja eno gručo podatkov. Če je 
gruča prazna in na voljo, vnos v tabeli vsebuje vrednost 0x00000000. Če je gruča v uporabi in 
vsebuje celotno datoteko, je vpis v tabeli enak vrednosti 0x0FFFFFFFF. V primeru, da je 
datoteka večja od ene gruče, se ustvari veriga gruč. Vsak element vsebuje indeks naslednje gruče 
v verigi. Zadnji v verigi bo imel vrednost 0x0FFFFFFFF (možne so vrednosti od 0x0FFFFFF8 do 
0x0FFFFFFF, vendar je v praksi vedno 0x0FFFFFFF). Poleg že omenjenih vrednosti poznamo še 
nekaj posebnih, kot so rezervirana gruča (0x00000001) in slaba gruča (0x0FFFFFF7). Ker je 
vrednostma 0x00000000 in 0x00000001 dodeljen poseben pomen (prosta in rezervirana gruča), 
pričnemo šteti  gruče z indeksom 2, kar pomeni, da sta v FAT tabeli prva dva vpisa rezervirana. 
Zaradi razdrobljenosti je lahko datoteka razdeljena na več delov, za katere ni nujno, da si sledijo.  
Slika 6 prikazuje primer štirih majhnih datotek in korenskega imenika. Čeprav je v tem primeru 
korenski imenik velik 5 gruč, je to zelo majhna verjetnost za samo 4 datoteke. Ideja je, da 
prikažemo, kako sledimo gruči verige. Seveda se z večjo količino datotek korenski imenik 
poveča. V tem primeru korenski imenik začne na vrednosti 2, ki jo pridobimo iz zagonskega 
sektorja.  Ker ima indeks 2 vrednost 9, vemo, da se gruča nadaljuje na indeksu 9, ki mu sledita A, 
B in 11 (vrednosti so šestnajstiške). Število na poziciji 11 ima vrednost 0x0FFFFFFF, kar nam 
pove, da je to zadnja gruča v verigi. Podobno velja za ostale datoteke. FAT tabela ne navaja, 
katera gruča je prva, to moramo pridobiti iz korenskega imenika, nato uporabimo FAT tabelo za 
dostop do nadaljnjih gruč, če je ta sestavljena iz več gruč. Število dodeljenih gruč datoteki mora 






Slika 6: Primer FAT32 sektorja 
 
3.4. Korenski imenik 
 
Vloga FAT tabele je spremljati, kje so podatki shranjeni. Tabela ne vsebuje informacije o vrsti 
datoteke. Za ta namen imamo še eno strukturo, in sicer korenski imenik (root directory), ki se 
nahaja v predelu medija, ki je namenjen podatkom. V imeniku najdemo podatke o naslovu prve 
gruče,  imenu datotek/mape, velikosti, datumu, času in številne druge lastnosti. Podatki v imeniku  
so organizirani v 32-ih bajtih, iz tega sledi, da ima vsak sektor 16 zapisov. Poznamo štiri vrste 
zapisov: 
• navaden zapis s kratkim imenom, 
• dolga imena datoteke, 
• neuporabljen imenik (prvi bajt je 0xE5) in 
• konec imenika (prvi bajt je 0). 
Neizkoriščeni imeniki so posledica brisanja datotek. Prvi bajt je prekrit z 0xE5 in kasneje, ko 
ustvarimo novo datoteko, lahko imenik ponovno uporabimo. Na koncu imenika je zapis, ki se 
začne z ničlo. Vsi drugi zapisi imajo prvi bajt različen od 0, tako da je enostavno ugotoviti, kdaj 








0 8 Kratko ime (8 črk), samo velike črke. 
8 3 Končnica, največ 3 črke. 
11 1 Lastnosti datoteke. 
12 1 Opiše vrsto črk v imenu. 
13 1 Čas, ko je bila datoteka ustvarjena [ms]. 
14 2 Čas, ko je bila datoteka ustvarjena. 
16 2 Datum, ko je bila datoteka ustvarjena. 
18 2 Datum, ko je bila datoteka zadnjič odprta. 
20 2 MSB bit naslova gruče. 
22 2 Čas, ko je bila datoteka spremenjena. 
24 2 Datum, ko je bila datoteka spremenjena. 
26 2 LSB bit naslova gruče. 
28 4 Velikost datoteke v bajtih. 
 
Tabela 12: Struktura korena datoteke [6] 
 
Ime in končnica sta očitne oblike, če poznamo starejše operacijske sisteme Microsoft, ki so 
uporabljali format 8:3. Če je ime krajše od osmih črk, mu dodamo presledke (ASCII 0x20), 
enako velja za končnico. Vse črke morajo biti velike. V posameznem imeniku morajo biti imena 
datotek edinstvena, seveda lahko imajo datoteke v različnih mapah enako ime. Omeniti je 
potrebno, da ne razlikujemo med malimi in velikimi črkami. Primera "MojeIme.Txt" in 
"mojeime.txt" bosta oba shranjena kot "MOJEIME.TXT" in ju sistem upošteva kot eno datoteko. 
Določeni simboli so prepovedani ali nezaželeni kot sestavni del imena, in sicer: /, \, ?, %, *, :, |, ", 
<, >, . in presledek [9].  V primeru, da je ime datoteke daljše od osmih črk ali če je kombinacija 
velikih in malih črk, se doda eden ali več zapisov. Slika 7 prikazuje primer zapisa v korenski 
imenik za datoteko z naslovom "The quick brown.fox". Kot je opazno, ima spodnjih 32 bajtov 
(Short Entry) vse podatke o datoteki, medtem ko zgornji bajti (1st and 2nd Long Entry) vsebujejo 




Slika 7: Dolgo ime FAT datotečni sistem [11] 
 
Naslednje polje predstavlja lastnosti datoteke in je prikazano v tabeli 10. Ta določi, če smemo 
spreminjati datoteko ali če je namenjena samo za branje ter če je datoteka podmapa. Nato mu 
sledi polje, ki določa velikost črk: velike (0x10), male (0x18) ali kombinacija obojega (0x00). 
Deset bajtov je namenjenih za opis časovnih lastnosti datoteke (nastanek, odprt, spremenjen), ki 
so razporejeni, kot prikazuje tabela 13. Naslov, kjer se nahaja prva gruča datoteke, je sestavljen iz 
4-ih bajtov, ki so razdeljeni na MSB in LSB bajta. Zadnji štirje bajti predstavljajo velikost 









0 Samo za branje 
1 Skrit 
2 Sistemski 
3 Ime razdelka oz. medija (lahko je samo eden na razdelek) 
4 Podmapa 
5 Arhiv 
6 Vedno 0 
7 Vedno 0 
 









4. Programski vmesnik 
 
Programski vmesnik smo razvili v programskem jeziku C in je namenjen mikrokrmilniku družine 
PIC32MX. Za razvoj vmesnika smo uporabili razvojno okolje MPLAB X IDE (v3.30) ter XC32 
(v1.42) prevajalnik programske kode. Programski vmesnik smo zaradi lažje obravnave, 
razumevanja in možnosti poznejše nadgradnje razdelili na tri dele. Posamezni del programa se 
ukvarja s specifičnim sklopom problemov. Posamezni sklopi so sestavljeni iz več delov, ki so 
zaradi preglednosti razdeljeni v funkcije. Za klic posamezne funkcije je potrebno vključiti 
posamezno knjižno datoteko, kjer so shranjene deklaracije funkcij. Vsaki knjižni funkciji pripada 
še datoteka z istim imenom s končnico c, v kateri so pripadajoče funkcije implementirane.  
Prvi sklop programskega vmesnika, ki je shranjen v knjižni datoteki "SD.h", je zadolžen za 
nadzor in uporabo strojne opreme. Njegova naloga je, da vzpostavi ter nadzira komunikacijo med 
mikrokrmilnikom in SD kartico ter uporabo posameznih funkcij mikrokrmilnika.  
Drugi sklop, ki je shranjen v knjižni datoteki "fileio.h", je zadolžen za algoritem in podatkovno 
strukturo, ki sta potrebna za pravilno shranjevanje podatkov v datotečnem sistemu FAT32 na SD 
kartico.   
Tretji del ima nalogo komunikacije z glavnim programom ter klic posameznih funkcij ostalih 
dveh sklopov. Tretji sklop ima samo eno funkcijo, ki je shranjena v knjižni datoteki "interface.h". 
 
4.1. SD.h knjižna datoteka 
 
Knjižna datoteka "SD.h" je sestavljena iz 7 funkcij, kot prikazuje slika 8. Poleg funkcij so v njej 
deklarirane konstante, ki jih funkcije potrebujejo za delovanje in pripomorejo k lažjemu 
razumevanju programa. Deklariran imamo nov tip spremenljivke z imenom LBA, velikosti 32 




Slika 8: Knjižna datoteka SD.h 
 
Sestavni del knjižne datoteke je tudi datoteka "SD.c", v kateri so definirane zgoraj omenjene  
funkcije. Poleg omenjenih funkcij imamo definirane dodatne 4 funkcije, ki jih osnovnih 7 funkcij 
kliče za delovanje. V datoteki imamo vključeni dve knjižnici, in sicer knjižnico "SD.h", ki nam 
služi za klic funkcij ter definicijo konstant, in knjižnico "p32xxxx.h", ki nam omogoči, da 
dostopamo do registrov mikrokrmilnika po imenu. V definicijo konstante FPB je potrebno vpisati 
frekvenco perifernega vodila (v našem primeru 20 MHz). Za lažje prilagajanje programa 
različnim mikrokrmilnikom družine PIC32MX in različno uporabo vhodov/izhodov smo 
definirali vhod za zaščito pred pisanjem (SDWP), vhod za zaznavanje prisotnosti kartice (SDCD) 
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in izhod mikrokrmilnika za omogočanje kartice (SDCS) kot konstanto, tako da s spremembo te 
definicije, ne da bi posegali v posamezne funkcije, določimo, kateri vhod/izhod mikrokrmilnika 
je uporabljen v posameznem primeru, kar je prikazano na sliki 9. 
 
 
Slika 9: SD.c pred procesorske definicije 
 
4.1.1. Funkcija InitSD 
 
Funkcija InitSD poskrbi za konfiguracijo SPI podatkovnega protokola mikrokrmilnika, ki je 
prikazana na sliki 10. Prva dva ukaza poskrbita, da definiramo SDCS (v našem primeru register 
RA0) kot izhod, in da ima logično stanje ena, kar onemogoči kartico.  
Naslednja dva ukaza sta potrebna samo pri mikrokrmilnikih družine PIC32MX 1XX in 2XX.  Ti 
dve seriji predstavljata mikrokrmilnike z manjšim številom vhodno-izhodnih priključkov. Da bi 
bili seriji čim bolj splošno uporabni, s čim večjim naborom perifernih funkcij, je potrebno 
zmanjšati konflikt med posameznimi funkcijami na priključkih. V aplikaciji, v kateri je potrebno 
več funkcij dodeliti istemu priključku, pride do neugodnih rešitev oziroma se pojavi potreba po 
ponovni konfiguraciji načrta. Periferna izbira priključkov (Peripheral pin select) predstavlja 




Slika 10: InitSD funkcija 
 
Prvi ukaz (RPA1R = 0x03) opredeli, da je register A1 dodeljen kot izhod prvega serijskega 
priključka. Poleg A1 imamo na izbiro celo vrsto registrov, ki jih najdemo v podatkovnem listu 
teh dveh družin. Število 0x03 predstavlja izbiro periferne funkcije, kar je v našem primeru izhod 
prvega serijskega priključka (SDO1). Drugi ukaz (SDI1R=0x01) ima podobno funkcijo kot prvi, 
in sicer opredeli, kateri register bo služil kot vhod prvega serijskega priključka (SDI1). Število v 
ukazu opredeli, kateri register je to, kot je prikazano v tabeli 14. Pri ostalih serijah 
mikrokrmilnikov družine PIC32MX ima posamezni SPI modul (število SPI modulov se razlikuje 
med posameznimi mikrokrmilniki) že opredeljeno, kateri priključek bo izhod ali vhod, kar ni 




0000 0001 0010 0011 0100 0101 0110 0111 Ostale 
vrednosti 
Register A2 B6 A4 B13 B2 C6 C1 C3 Rezervirane 
 
Tabela 14: Registri SDI1 [4] 
 
Ukaz, ki sledi (SPI1CON = 0x8120), nastavi register SPI-ja. Register je sestavljen iz 32-ih bitov, 
od katerih spodnjih 16 bitov (LSB) predstavlja osnovne lastnosti, medtem ko zgornjih 16 (MSB) 
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predstavlja napredne lastnosti, ki jih v našem primeru ne potrebujemo. Pomeni posameznih bitov 
so predstavljeni na sliki 11. 
 
 
Slika 11: SPIxCON register (LSB) [4] 
 
V SPI1CON registru moramo nastaviti, da modul SPI deluje v gospodarnem načinu (master 
mode), s pravilno polariteto urnega takta in začetno frekvenco, ter velikostjo premičnega registra 
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(shift register) 8 bitov. Izhodni urni takt (SCK) mora biti omogočen in imeti logično vrednost nič, 
ko miruje. Frekvenca je nadzorovana s pomočjo SPI generatorja prenosa hitrosti (SPI1BRG), ki 
deli periferno frekvenco ure (Tpb). Po vklopu in do trenutka, ko SD kartica ni pravilno 
inicializirana, moramo ohraniti frekvenco SPI ure na varnem nivoju pod 400 kHz. V našem 
primeru smo se odločili za frekvenco 250 kHz, zato smo uporabili nastavitve TPB / 80 ( v našem 
primeru je periferna frekvenca enaka 20 Mhz). Za izračun vrednosti SPI1BRG smo uporabili 






Enačba 1: Formula za določitev frekvenco SPI-ja [13] 
 
Če vstavimo vse podatke v enačbo, dobimo vrednost za SPI1BRG enako 39. Ob drugačni 
vrednosti periferne frekvence je potrebno prilagoditi vrednost registra SPI1BRG [13]. 
 
4.1.2. Funkcija writeSPI 
 
Funkcija writeSPI, ki je prikazana na sliki 13, je ena od 4-ih funkcij, ki jo lahko kličejo samo 
deklarirane funkcije v knjižni datoteki "SD.h". Preden funkcijo kličemo, moramo postaviti CS 
linijo na logični nivo 0. Funkcija writeSPI je dvosmerna prenosna funkcija. V SPI načinu 
pošljemo ukaze SD kartici v paketu šestih bajtov, medtem ko je odgovor kartice sestavljen iz 
različno dolgih paketov. Vse, kar potrebujemo za komunikacijo s pomnilniško kartico, je torej 
osnovna SPI rutina za pošiljanje enega bajta naenkrat.  
Prvi ukaz (SPI1BUF = b) pošlje znak (argument funkcije) v medpomnilnik in potem vstopi v 
zanko, kjer počakamo na postavitev bita 0 (SPIRBF) registra SPI1STAT na logično vrednost 1, 
kar pomeni, da je prenos končan in da smo prejeli odgovor od SD kartice. Prejeti odgovor se nato 
vrne kot vrednost funkcije. Ko komuniciramo s kartico, lahko pride do trenutka, ko je ukaz 
poslan, vendar ni takojšnjega odziva. Pride tudi do primera, ko beremo odgovore s kartice, 
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vendar ni potrebno pošiljati nadaljnjih ukazov. V prvem primeru (primer ukaza piši) lahko 
vrnjene vrednosti funkcije preprosto prezremo. V drugem primeru (primer ukaza beri) lahko 
pošljemo slepe vrednosti, medtem ko beremo podatke iz naprave. Slika 12 prikazuje primer 
časovnega zaporedja SPI komunikacije. 
 
 
Slika 12: SPI komunikacija med nadrejeno in podrejeno enoto [10] 
 
Za lažjo berljivost in priročnost programa bomo opredelili dva makroja, da bosta maskirala 
funkcijo (writeSPI()) kot bralno funkcijo (readSPI()) oziroma kot izhodno urno funkcijo 
(clockSPI ()). Oba makroja bosta poslala slepi bajt podatkov (0xFF).  
 
 




4.1.3. Funkcije sendSDCmd, sendSDCmdR3, sendSDCmdR7 
 
Funkcije sendSDCmd, sendSDCmdR3 in sendSDCmdR7 so še preostale tri funkcije, ki jih lahko 
pokličejo samo funkcije deklarirane v knjižni datoteki "SD.h". Funkcija sendSDCmd je prikazana 
na sliki 14. Funkcija je namenjena ukazom, ki vrnejo R1 odgovorno obliko. Za pošiljanje ukaza 
SD kartici moramo najprej SDCS dati na logično 0, kar naredimo z makrojem enableSD() in nato 
pošljemo preko SPI vrat paket, ki je sestavljen iz treh delov: 
 prvi del je ukazni indeks dolžine enega bajta (ukazni indeksi so definirani kot konstante in 
so prikazani na sliki 8 ter opisani v tabeli 5); 
 ukaznemu indeksu sledi 32-bitni LBA naslov (najprej pošljemo MSB bit); 
 ukazni paket zaključimo z enim bajtom, ki predstavlja CRC. 
Po ukazu CMD0, ko preide kartica v SPI način, je CRC onemogočen (izjema je ukaz CMD8). Od 
tega trenutka dalje kartica predpostavlja, da je na voljo neposredna in zanesljiva povezava z 
gostiteljem. Z izkoriščanjem tega privzetega vedenja lahko poenostavimo kodo z eno samo 
vrednostjo, in to je CRC koda ukaza CMD0 (0x95). 
Po končanem pošiljanju 6 bajtov na kartico je potrebno počakati na odgovor. Pomembno je, da 
stalno pošiljamo slepe podatke na SPI vrata. Odgovor, ki ga dobimo, je enak 0xFF. V bistvu bo 
SDI linija imela logično vrednost 1, dokler ni kartica pripravljena zagotoviti ustrezni odgovor. 
Specifikacije kažejo [2], da je potrebno do 64 urnih taktov ali 8 bajtov, preden prejmemo ustrezen 






Slika 14: Funkcija sendSDCmd 
 
Če prejmemo odgovor (odgovorna oblika R1), bo vsak bit, ki ima vrednost 1, opozoril na 
specifično težavo (glej tabelo 6). Iz programa lahko razberemo, da smo funkcijo zapustili, ne da 
bi SD kartico onemogočili (logična vrednost SDCS je enaka 0), saj se tako funkcije za pisanje in 
branje, ki zahtevajo dodatne podatke, ki jih pošljemo ali prejmemo od SD kartice, lahko 
nadaljujejo. Pri vseh drugih ukazih, ki ne zahtevajo dodatnega prenosa podatkov, je potrebno 
onemogočiti kartico (logična vrednost SDCS je enaka 1). To naredimo z makrojem disableSD(), 
ki je prikazan na sliki 14. Z upoštevanjem slednjega pravila lahko SPI vrata delimo z drugimi 
zunanjimi napravami. 
Funkcija sendSDCmdR3 se od funkcije sendSDCmd razlikuje le v delu, ko dobi odgovor od 





Slika 15: Del funkcije sendSDCmdR3 
 
Opazno je, da od petih bajtov, ki predstavljajo odgovor, potrebujemo samo dva bajta (prvi bajt, ki 
predstavlja odgovor R1 in drugi bajt, kjer je CCS in bit stanja zagonske kartice), ostale bajte 
preberemo, vendar jih ne shranimo. Funkcija je namenjena ukazu CMD58, saj drugih ukazov z 
odgovorno obliko R3 ne potrebujemo v programu. 
Zadnja od treh funkcij je sendSDCmdR7, ki je namenjena ukazu CMD8, saj je to edini ukaz z 
odgovorno obliko R7. Razlikuje se od prejšnjih funkcij v dveh stvareh, in sicer v vrednosti 
CRC-ja, ki mora biti pravilna, saj je pri ukazu CMD8 CRC vedno omogočen in v delu odgovora 
SD kartice, kar je prikazano na sliki 16. Odgovor je dolg 5 bajtov, od katerih so potrebni trije, ki 
jih tudi shranimo in sicer prvi bajt, ki predstavlja odgovor R1, četrti, ki nam pove, če je napetost 
sprejeta, in peti, s katerim preverimo zanesljivost povezave [2]. 
 
 




4.1.4. Funkcija initMedia 
 
Funkcija initMedia inicializira SD kartico. Postopek inicializacije je že opisan v poglavju 2.2 in 
je razviden na sliki 4. Omeniti je potrebno, da funkcija vrne celoštevilčno vrednost, ki nam pove, 
če je prišlo do napake ali če je inicializacija uspešna. Definirane imamo tri različne napake in 
sicer: 
 ni potrjena ponastavitev kartice (odgovor ukaza CMD0 javi napako); 
 ni bilo mogoče inicializirati kartice (odgovor ukaza ACMD41 je različen od 0); 
 napaka pri branju OCR registra. 
V primeru uspešne inicializacije nam vrnjen parameter pove način naslavljanja SD kartice. Po 
končani inicializaciji je hitrost urnega takta povečana (v našem primeru je registru SPI1BRG 
dodeljena vrednost 0, tako da je urni takt enak 20 MHz). 
 
4.1.5. Funkcija readSECTOR 
 
Funkcija readSector je prikazana na sliki 17. Signal za branje (CMD17) je vse, kar potrebujemo 
za začetek prenosa enega sektorja iz določenega naslova v pomnilniku. Argument ukaza je 
32-bitni naslov, ki smo ga že definirali kot LBA naslov. Prvi korak je, da opredelimo način 
naslavljanja. V primeru, da je argument funkcije CSS enak 0, imamo bitno naslavljanje, torej 
moramo LBA naslov pomnožiti s 512, kar naredimo tako, da binarno vrednost premaknemo za 
devet mest v levo.  
Nato pošljemo signal za branje in v primeru, da ne pride do napake, počakamo, da se kartica 
odzove s posebno vrednostjo (DATA_START). Ta vrednost nam pove, da je kartica pripravljena 
za pošiljanje podatkov. Ker kartica potrebuje nekaj časa, da poišče sektor, je pomembno, da 
uvedemo časovno omejitev. Uvedemo jo v obliki zanke, kjer kličemo makro readSPI(), ki pošlje 
in prejme en bajt vsakič, dokler ne dobimo primeren odgovor ali presežemo število ponovitev 
zanke (časovna omejitev je definirana kot R_TIMEOUT in ima vrednost 25000). Ko dobimo 
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primeren odgovor, lahko v hitrem zaporedju beremo vseh 512 bajtov podatkov s kartice, ki jim 
sledi 16-bitna vrednost CRC-ja (pri branju in pisanju sektorjev je CRC 16-biten), ki jo 
preberemo, ampak ne upoštevamo. Nakar onemogočimo kartico in vrnemo 1 v primeru 
pravilnega delovanja funkcije (0 v primeru napake) [10]. 
 
 






4.1.6. Funkciji getCD in getWD 
 
Funkcija getCD je namenjena preverjanju prisotnosti SD kartice. Ko je kartica vstavljena, je CD 
priključek sklenjen in je na SDCD vhodu logična vrednost 0. Funkcija vrne ena v primeru 
prisotnosti kartice in nič, če ni kartice. Podobno je pri funkciji  getWD, ki nam pove, če je kartica 
namenjena samo branju ali tudi pisanju. V primeru, ko funkcije vrne ena, je na vhodnem 
priključku SDWD logična vrednost 1 in vemo, da je kartica zaklenjena in da lahko z nje samo 
beremo, medtem ko pri vrnjeni vrednost 0 lahko tudi pišemo.  
Potrebno je omeniti, da jeziček za zaklepanje kartice samo prikazuje, da ni zaželeno, da se piše na 
kartico, kar je naloga programerja, da to upošteva, saj jeziček sam po sebi ne onemogoči pisanja.  
Seveda predpogoj, da funkcija getWD pravilno deluje, je prisotnost kartice. Obe funkciji sta 
prikazani na sliki 18 [10]. 
 
 
Slika 18: Funkciji getCD in getWD 
 
4.1.7. Funkcija writeSECTOR 
 
Kot samo ime pove, je funkcija writeSECTOR namenjena pisanju na SD kartico. Prikazana je na 
sliki 19. Enako kot pri funkciji za branje je prvi korak, da določimo način naslavljanja glede na 
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vrednost argumenta CSS. Nadaljnji korak je, da pošljemo ukaz za pisanje (CMD24) in se 
prepričamo, da je ukaz sprejet brez napak. Nato pošljemo vrednost 0xFE za začetek pisanja 
(DATA_START), ki mu sledi zanka za pošiljanje 512-ih bajtov. Naslednji korak je, da pošljemo 
16-bitni CRC (pri branju in pisanju sektorjev je CRC 16-biten ), katerega vrednost ni pomembna, 
saj je CRC v SPI načinu onemogočen. 
 
 




Potrebno je preveriti odgovor kartice, če je enak vrednosti 0x05 (DATA_ACCEPT), ki nam 
pove, da je sprejetih vseh 512 bajtov in da se je operacija pisanja pričela. Potrebno je počakati, da 
se zaključi postopek pisanja. Medtem ko je kartica zasedena s pisanjem, bo na izhodnem 
priključku kartice logična vrednost 0 in šele ko konča z operacijo, bo logična vrednost 1. Enako 
kot pri funkciji branja je potrebno uvesti časovno omejitev v obliki zanke (časovna omejitev je 
definirana kot W_TIMEOUT in ima vrednost 250 000). Ker SD kartice temeljijo na flash 
tehnologiji, lahko pričakujemo, da bo čas pisanja bistveno daljši od časa branja. Šele v tem 
trenutku lahko kartico onemogočimo in vrnemo 1 v primeru, da ni prišlo do napake, ali 0 v 
primeru napake. 
 
4.1.8. Funkcija Delay 
 
Funkcija Delay je zadnja funkcija knjižne datoteke in je prikazana na sliki 20. Predstavlja 
enostavno funkcijo za zakasnitev, ki uporablja časovnik mikrokrmilnika. Prvi stavek funkcije 
določi lastnosti časovnika s pisanjem v T1CON register, in sicer vključimo časovnik (bit 15 je 
enak 1) z delilnikom 1:1 (bita 5 in 4 sta enaka 0) ter da uporablja notranjo periferno uro (bit 1 je 
enak 0). Sledi zanka, kjer je število ponovitev odvisnih od argumenta funkcije. Znotraj zanke 
opredelimo vrednost časovnika na 0 (TMR1=0) , ki mu sledi zanka, ki je dolga natanko 1 ms, saj 
časovnik šteje od 0 do FPB/1000, kjer je FPB frekvenca perifernega vodila. Z določanjem 
argumenta funkcije dejansko določamo, koliko milisekund bo trajala zakasnitev.  
 
 
Slika 20: Funkcija Delay 
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4.2. Fileio.h knjižna datoteka 
 
Naslednja knjižna datoteka, ki jo bomo predstavili, je "fileio.h". Sestavljena je iz 12 funkcij in 
dveh struktur, ki služita shranjevanju podatkov o kartici (struct MEDIA) ter shranjevanju 
podatkov o datoteki (struct MFILE), kar je prikazano na sliki 21. Poleg naštetega imamo 
definirana dva makroja, ki služita pridobivanju dveh (ReadW) ali štirih (ReadL) zaporednih 
bajtov iz polja. Datoteka ima definirano zunanjo spremenljivko (FError), ki nam služi kot predal 
za poročanje o napakah. Vrste napak so deklarirane kot konstante, kar nam omogoča hitro 
prepoznavanje napake. Deklarirani imamo še dve skupini konstant. Prva skupina služi za 
definicijo lastnosti datotek; druga skupina pa predstavlja možne vrnjene vrednosti funkcije. 
Tako kot pri prejšnji knjižni datoteki je sestavni del le-te datoteka "fileio.c", v kateri so definirane 
zgoraj omenjene  funkcije. V datoteki imamo vključenih pet knjižnic:  
 knjižnico "fileio.h",  ki smo jo ravnokar opisali;  
 knjižnico "SD.h", katere funkcije nam služijo za komunikacijo med kartico in 
mikrokrmilnikom; 
 "stdlib.h", od katere koristimo funkcije za dodelitev pomnilnika (malloc, free);  
 knjižnico "string.h", ki je namenjena manipulaciji nizov;  
 knjižnica "ctype.h", od katere potrebujemo funkcijo toupper, ki spremeni male črke v 
velike črke.  
Poleg naštetih knjižnic imamo definirane tudi štiri skupine konstant: 
 naslovi, kjer se nahajajo podatki v MBR sektorju; 
 naslovi, kjer se nahajajo podatki zagonskega sektorja; 
 posebne vrednosti, ki so dodeljene v FAT tabeli; 
 zamiki, kjer se nahajajo podatki datoteke ter možne vrednosti podatkov. 
Kot zadnje imamo definirane še tri globalne spremenljivke, in sicer FError (tipa char), ki služi kot 
predal za napake, *D (tipa MEDIA), ki služi za shranjevanje podatkov o kartici in spremenljivka 
rep (tipa char), ki služi kot varovalka, ki poskrbi, da samo enkrat rezerviramo prostor za strukturo 




Slika 21: Knjižna datoteka fileio.h 
 
4.2.1. Funkciji mount in unmount 
 
Funkcija mount je namenjena inicializaciji SD kartice ter pridobivanje podatkov le-te, kar shrani 
v strukturo MEDIA, ki je vrnjena vrednost. V prvem koraku pripravimo mikrokrmilnik za 
komunikacijo v SPI načinu, in sicer s klicem funkcije initSD. Sledi preverjanje prisotnosti kartice 
s klicem funkcije getCD, ki v primeru neprisotnosti javi napako. Sledi mu inicializacija kartice s 
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klicem funkcije initMedia, ki nam vrne vrednost CSS-ja, če ni prišlo do napake. V primeru 
napake končamo funkcijo mount in javimo napako.  
V naslednjih dveh korakih s klicem funkcije malloc rezerviramo prostor v pomnilniku, in sicer za 
strukturo MEDIA (ime spremenljivke je D), v katero bomo shranili podatke, ki jih bomo pridobili 
skozi funkcijo, ter za polje velikosti 512 bajtov (ime spremenljivke je buffer), kamor bomo 
nalagali prebran sektor. Za uspešno uporabo funkcije malloc je nujno potrebno obvestiti MPLAB 
C32 prevajalnik programske kode, da rezervira nekaj RAM-a (v našem primeru 2 kB). Nadaljnji 
korak je, da naložimo sektor 0, ki predstavlja MBR, s pomočjo funkcije readSECTOR. Skozi 
celotni program vsakič, ko kličemo funkcije, ki ima možnost javljanja napake v primeru le-te, 




Slika 22: Primer branja sektorja 
 
V primeru uspešnega nalaganja sektorja preverimo, če je pravilno zaključen, v nasprotnem 
primeru enako kot na sliki 22 zaključimo s funkcijo. Nadaljnji korak preveri, če je uporabljen 
datotečni sistem FAT32 (vrednosti za FAT32 sta 0x0b in 0x0c) in v nasprotnem primeru zaključi 
s funkcijo. Zadnji podatek, ki ga potrebujemo iz MBR-ja, je naslov zagonskega sektorja, katerega 
pridobimo z makrojem ReadL, saj so podatki, ki so daljši od enega bajta, shranjeni, tako da je 
prvi bajt LSB vrednost, medtem ko zadnji bajt predstavlja MSB vrednost.  
Ko pridobimo naslov, naložimo zagonski sektor, iz katerega pridobimo še preostale podatke (ti so 
omenjeni v tabeli 11), ki jih shranimo v strukturo MEDIA. Preden zapustimo funkcijo, sprostimo 




4.2.2. Funkciji fat in root 
 
Funkcija fat nam vrne število zaporednih členov v verigi, ki se nahajajo v FAT tabeli. Pri tem je 
argument funkcije indeks prvega člena. Dodatna naloga funkcije je, da preveri, ali je prišlo do 
kake napake v verigi ter ali je v verigi kakšna slaba gruča. V primeru napake shrani v predal za 
napake vrsto napake in zaključi funkcijo. 
Funkcija root je neposredno povezana s funkcijo fat, saj ima ta nalogo, da najde naslove  
posamezne gruče v verigi pri tem, da je argument funkcije indeks prvega naslova gruče ter število 
členov v verigi. Funkcija vrne naslove in ne indekse, ki so shranjeni v FAT tabeli. Za izračun 
indeksa iz naslova in obratno uporabimo enačbo 2. 
 
𝑖𝑛𝑑𝑒𝑘𝑠 =
naslov − naslov začeteka korenske gruče
število sektorjev v gruči
+ 2 
 
Enačba 2: Izračun naslova iz indeksa 
 
4.2.3. Funkciji ffindM in fcloseM 
 
Funkcija ffindM je namenjena iskanju datoteke na SD kartici, kjer argument predstavlja pot in 
ime datoteke (primer "mapa/1/faks.txt "), ter pridobljene informacije shrani v strukturo MFILE. 
Glede argumenta so definirana pravila, in sicer da imenu mape sledi znak "/". Čeprav je možnost, 
da so imena daljša od osmih znakov, funkcija tega ne podpira. Argument vedno konča z imenom 
datoteke, kateremu sledi pika ter končnica datoteke. Velikost črk ni pomembna. V primeru, da 
bomo mape/datoteko ustvarjali, bo ime vedno prikazano z velikimi črkami, ne glede na to, kako 
je podan v argumentu. Prvi korak funkcije je, da rezervira pomnilnik za strukturo MFILE, s tem 
da imamo tu varovalko, da opravilo naredi samo prvič. Sledi del programa, ki preveri število 
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map, kar shranimo v MFILE in število obravnavane mape. Poleg tega shranimo v MFILE 
strukturo MEDIA, tako da imamo vse podatke na enem mestu.  
Sledi zanka, ki preverja obstoj posamezne mape/datoteke na SD kartici. Znotraj zanke ločimo dve 
možnosti, in sicer da iščemo mapo ali datoteko. Pri obeh je zaradi lažjega iskanja potrebno 
spremeniti ime mape/datoteke v enako obliko, kot je shranjena na SD kartici. Ime mape/datoteke 
je lahko dolgo 8 znakov. Imenu sledijo presledki, dokler ne zapolnimo 11 znakov, kar je za 
primer mape razvidno na sliki 23. Za datoteko je podobno kot za mapo z razliko, da pri zadnjih 
treh znakih ne vpišemo presledkov, ampak končnico datoteke. Ker so v FAT32 formatu vsa 
imena datotek/map shranjena z velikimi črkami, spremenimo vse male črke v velike.  
 
 
Slika 23: Del funkcije, ki prilagodi ime mape. 
 
Ker preverjamo vsako mapo/datoteko posebej, je potrebno shraniti položaj znotraj argumenta 
funkcije. Nadaljnji korak je, da pokličemo funkcijo findDIR, ki nam pove, če mapa/datoteka 
obstaja; v primeru obstoja shranimo podatke o mapi/datoteki v MFILE. Naslov oziroma indeks 
naslova, kjer iščemo prvo mapo, je shranjen v MEDIA strukturi, in sicer spremenljivka z imenom 
firstrootclu, ki predstavlja indeks korenskega imenika.  
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Zanka se ponavlja do zadnje obstoječe mape ali datoteke v SD kartici. Imamo torej dva možna 
izida, da datoteka obstaja in funkcija vrne MFILE z vsemi potrebnimi podatki ali da 
mape/datoteke ne obstajajo. V drugem primeru funkcija vrne MFILE s podatki zadnje obstoječe 
mape. Funkcija fcloseM, ki je prikazana na sliki 24, je enostavna funkcija, ki služi sprostitvi 
pomnilnika, ki smo ga rezervirali za strukturo MFILE. 
 
 
Slika 24: Funkcija fcloseM 
 
4.2.4. Funkcija findDIR 
 
Funkcije findDIR je povezana s funkcijo ffindM, saj jo ta kliče za iskanje mape/datoteke. 
Argumenta funkcije sta prilagojeno ime mape/datoteke in MFILE struktura, iz katere pridobimo 
podatke in kamor vnesemo novo ugotovljene podatke, kot so naslov, velikost, lastnost itd ... 
Funkcija vrne tri različne vrednosti, in sicer:  
- da je prišlo do napake (konstanta FAIL);  
- da ni bila najdena mapa/datoteka (konstanta NOT_FOUND);  
- da je bila mapa/datoteka najdena (konstanta FOUND).  
V prvem delu funkcije s pomočjo funkcij fat in root ugotovimo možne naslove, kjer so shranjeni 
podatki na kartici. Nadaljnji korak je, da preverimo v posamezni sektor (vsak sektor ima 16 
zapisov), če obstaja mapa/datoteka s tem imenom, dokler je ne najdemo ali pridemo do praznega 
polja ali do konca verige. To pomeni, da smo prišli do zadnjega zapisa in da mapa/datoteka s tem 
imenom ne obstaja. Potrebno je omeniti izjemo, in sicer da se v korenski imenik vpiše tudi ime 
SD kartice podobno kot ime mape in da je potrebno preveriti lastnost tega zapisa (ime kartice 
označimo z 0x08), da jo izločimo, saj ne predstavlja mape. 
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4.2.5. Funkcija newFAT 
 
Funkcija newFAT opravlja nalogo iskanja prazne gruče znotraj FAT tabele. Funkcija vrne dve 
možni vrednosti, in sicer da je naloga opravljena (konstanta DONE_T) ali da je prišlo do napake 
(konstanta FAIL). Tudi v primeru polne kartica vrne napako. Argumenta funkcije sta MFILE 
struktura, kamor shranimo pridobljen naslov prazne gruče in indeks, ki nam pove, ali novo gručo 
dodajamo že obstoječi verigi, kjer argument predstavlja indeks zadnjega člena v verigi ali da bo 
samostojna gruča, kar predstavlja vrednost argument 0.  
Ko najdemo prazno polje v FAT tabeli, spremenimo vrednost polja iz 0 v 0x0fffffff, kar pomeni, 
da je polje zasedeno. Ker imamo dve FAT tabeli, moramo spremembo vnesti v obe. Gručo, na 
katero kaže polje, počistimo, tako da vnesemo same 0. Če je argument različen od 0, program 
izvrši še del, kjer zadnjemu členu v verigi spremeni v FAT tabeli vrednost iz 0x0fffffff v novo 
pridobljeni indeks prazne gruče in s tem podaljša verigo za eno gručo. Preden zapustimo funkcijo 
vnesemo spremembe v MFILE. 
 
4.2.6. Funkcija newDIR 
 
Funkcija newDIR je namenjena iskanju prostega mesta znotraj imenikov, kjer bomo ustvarili 
mapo/datoteko. Enako kot prejšnja funkcija vrne dve možnosti. Argument funkcije je MFILE. V 
prvem delu funkcije najdemo naslove vseh členov verige indeksa naslova, ki je shranjen v 
MFILE-u (address). Na teh naslovih bomo namreč iskali prosti zapis, kjer nameravamo ustvariti 
mapo/datoteko. Znotraj teh naslovov iščemo prosti zapis (vrednost zapisa je enaka 0) ali izbrisan 
zapis (prva vrednost zapisa je enaka 0xe5). Če ga ne najdemo, pomeni, da so vsi zapisi zasedeni 
in je potrebno podaljšati verigo, kar naredimo s klicem funkcije newFAT. Preden zapustimo 
funkcijo, se v MFILE shrani indeks prvega naslova gruče (address), sektor znotraj gruče (sector) 




4.2.7. Funkcija newfile 
 
Funkcija newfile je neposredno povezana s funkcijo newDIR, saj slednja najde naslov, kamor bo 
funkcija newfile ustvarila novo mapo/datoteko. Funkciji vrneta enako vrednost, s tem da ima 
funkcija newfile dva dodatna argumenta, ki predstavljata datum in uro. Prvi korak funkcije je, da 
naložimo sektor, kamor kaže MFILE (naslov indeksa address + sector ), v katerem bomo ustvarili 
novo mapo/datoteko.  
Nato začnemo shranjevati posamezne vrednosti v zapis, kamor kaže MFILE (location), tako kot 
je prikazano v tabeli 12. Tu je seveda razlika, če shranjujemo mapo ali datoteko. Razlike so v 
bajtu, ki predstavlja lastnosti, kjer za mapo zapišemo vrednost 0x10, medtem ko za datoteko 
vrednost 0. Druga razlika je še v bajtih, ki predstavljajo velikost datoteke, saj je v primeru mape 
tu vedno vrednost 0. Ker pa smo datoteko šele ustvarili, ima seveda tudi ta velikost 0 bajtov.  
Argumenta za čas in datum morata biti točno določene oblike, kot je prikazano v tabeli 15 in 16. 
Naslednji korak je, da najdemo prosto gručo s pomočjo funkcije newFAT, kjer se bodo 
shranjevali podatki datoteke ali v primeru mape njena vsebina in vnesemo indeks gruče v zapis. 
Ker v tem primeru funkcija newFAT spremeni določene vrednosti MFILE-a v napačne, smo le-te 
predhodno shranili in jih po končani funkciji povrnemo v predhodno stanje.  
 
Biti Opis (vrednosti) 
15-9 Leto (0 = 1980, 36 = 2016 ) 
8-5 Mesec (1 - 12) 
4-0 Dan (0 - 31) 
 
Tabela 15: Zapis datuma [6] 
 
Biti Opis (vrednosti) 
15-11 Ura (0 – 23) 
10-5 Minute (0 – 59) 
4-0 Sekunde/2 (0 - 29) 
 
Tabela 16: Zapis časa [6] 
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V primeru, da smo ustvarili mapo, imamo dodatni korak, saj moramo v najdeno prosto gručo 
vnesti dva zapisa. Zapisa sta podobna zapisu za mapo. Razlikujeta se v imenu, kjer je v prvem 
zapisu namesto imena vrednost 0x2e, ki mu sledi 10 presledkov, medtem ko je v drugem zapisu 
tudi druga vrednost enaka 0x2e namesto presledka. Drugi zapis se razlikuje še po tem, da ima 
naslov gruče enak nič [5, 6]. 
 
4.2.8. Funkcija  ffileDEL 
 
Zaradi potrebe po brisanju podatkov obstoječih datotekah smo razvili funkcijo ffileDEL. 
Funkcija ima za argument MFILE, iz katerega pridobimo potrebne podatke o datoteki. Funkcija 
vrne vrednost, da je naloga opravljena (konstanta DONE_T) ali da je prišlo do napake (konstanta 
FAIL). Prvi korak je, da preverimo, če je datoteka namenjena samo za branje, kar onemogoči 
možnost brisanja podatkov datoteke in takoj zaključimo s funkcijo. Funkcijo zaključimo tudi, če 
je velikost datoteke 0. Če datoteka ni prazna in ni namenjena samo za branje, najdemo naslove, 
kjer ima datoteka shranjene podatke (to naredimo s pomočjo funkcij fat in root), ter v obeh FAT 
tabelah prvemu naslovu dodelimo vrednost 0x0fffffff, ostalim pa vrednost 0. Nadaljnji korak je, 
da v zapis vnesemo novo velikost, ki je seveda 0. Tu ni potrebno brisati dejanskih podatkov 
datoteke [5, 6]. Zadnji korak je, da vnesemo spremembe v MFILE (size = 0). Čeprav funkcija 
spreminja datoteko, ne vnesemo spremembo datuma in ure, saj funkcija pripravlja datoteko za 
funkcijo fwriteM, ki bo to vnesla. 
 
4.2.9. Funkcija fwriteM 
 
Zadnja funkcija knjižne datoteke je funkcija fwriteM, ki ima nalogo vpisa podatkov v datoteko. 
Funkcija ima pet argumentov, in sicer:  
- MFILE, iz katerega pridobimo podatke o datoteki;  
- spremenljivko, v kateri so podatki za vpis v datoteko;  
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- argument, ki nam pove velikost podatkov v bajtih, ki jih bomo vpisali;  
- zadnja dva argumenta predstavljata trenutni datum in čas.  
Vrnjena vrednost je enaka kot pri prejšnji funkciji. Najprej, kot pri prejšnji funkciji, preverimo,  
če je namenjena samo branju. Sledi neskončna zanka, znotraj katere določimo različna možna 
stanja datoteke, in sicer: 
 vsi sektorji datoteke so zasedeni; 
 datoteka je prazna in nima opredeljenega naslova; 
 datoteka je prazna in ima opredeljen naslov;  
 datoteka ima že podatke, niso pa vsi sektorji zasedeni. 
Glede na stanje datoteke se izvršijo različni deli programa, ki pripravijo datoteko za vnos novih 
podatkov. V primeru, da so vsi sektorji zasedeni, moramo verigi dodati novo prazno gručo s 
pomočjo funkcij fat, root in newFAT ter pripraviti naslov, kamor bomo vpisovali podatke.  
V drugem primeru, ko datoteka nima opredeljenega naslova, podobno kot v prvem stanju, 
uporabimo funkcijo newFAT, da ji opredelimo naslov. Tak slučaj se zgodi, ko v operacijskem 
sistemu ustvarimo datoteko in vanjo ničesar ne vpišemo. V primeru, da smo mi ustvarili datoteko, 
ima ta že opredeljen naslov. Tudi tu je potrebno pripraviti naslov, kamor bomo vpisovali podatke. 
Pri zadnji možnosti moramo pripraviti samo naslov, saj je v obeh primerih prostor za dodajanje 
podatkov.  
Temu sledi del programa, ki vpisuje podatke v prazne sektorje gruče. V primeru, da vpišemo vse 
podatke, preden zmanjka prostora v gruči, vnesemo novo velikost v zapis ter spremenimo datum 
in čas zadnje spremembe ter datum zadnjega dostopa. Seveda po opravljenem vpisu podatkov 
zapustimo funkcijo. Velikost posodobimo tudi v MFILE-u. V nasprotnem primeru vnesemo 
spremembe glede velikosti v zapis in v MFILE ter se nato vrnemo na začetek zanke, kjer je sedaj 
stanje datoteke spremenjeno, in sicer so vsi sektorji zasedeni. Zanka se ponavlja, dokler ne 





4.3. Interface.h knjižna datoteka 
 
Še zadnja knjižna datoteka  je "Interface.h", ki je prikazana na sliki 25. Ta vsebuje samo funkcijo, 
ki do sedaj omenjene funkcije združi v celoto in izvrši nalogo pisanja na SD kartico. Poleg 
funkcije imamo deklarirane štiri konstante.  
 
 
Slika 25: Knjižna datoteka Interface.h 
 
Kot v prejšnjih knjižnih datotekah pripada zraven še c datoteka, kjer je definirana omenjena 
funkcija. Poleg te imamo definirane štiri knjižnice in konstanto, ki predstavlja izhodni register, na 
katerega priklopimo diodo, ki prikazuje, kdaj pišemo na SD kartico. 
 
4.3.1. Funkcija writeSD 
 
Funkcija writeSD, kot že omenjeno, združuje do sedaj omenjene funkcije v celoto, ki omogoča 
pisanje na SD kartico. Funkcija ima 7 argumentov, iz katerih pridobimo vse informacije za 
pisanje na SD kartico. Prvi argument predstavlja pot do datoteke in njeno ime. Drugi argument je 
spremenljivka, v kateri so podatki, ki jih želimo vpisati na kartico; medtem ko tretji predstavlja 
velikost podatkov v bajtih. Naslednja dva argumenta predstavljata trenutni datum in čas, katerih 
oblika je razložena v poglavju 4.2.7. Predzadnji argument predstavlja spremenljivko, ki določi, 
ali bomo v datoteko dodajali (konstanta ADD) podatke ali izbrisali njeno vsebino (konstanta 
DELETE) in šele nato vnesli podatke. Zadnji argument predstavlja spremenljivko, ki določi, ali 
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smo že inicializirali kartico ali ne. Vrnjena vrednost funkcije je enaka kot v predhodno opisanih 
funkcijah, tako da sporoči glavnemu programu, če je bila naloga uspešno opravljena. 
Prvi korak funkcije je, da aktiviramo izhod, ki vklopi diodo. Tako sporočimo, da pišemo na SD 
kartico. Tu preverimo, če smo že predhodno poklicali funkcijo mount. Potrebno je omeniti, da 
mora uporabnik v glavnem programu preverjati, če je bila kartica iztaknjena; saj ko jo ponovno 
vstavimo, moramo spet izvesti funkcijo mount. Temu sledi preverjanje prisotnosti kartice s 
funkcijo getCD. Funkcija je v zanki, tako da se ne zaključi, dokler ne zazna kartice. Ker ne 
dovolimo zapustiti funkcije, dokler ni zaznana kartica, bi bilo smiselno za določene primere 
vnesti časovno omejitev. Nato sledi funkcija Delay, ki vnese zakasnitev ene sekunde in poskrbi, 
da ne pride do motenj (contact bouncing), če smo ravnokar vstavili kartico. Po potrebi lahko del 
funkcije, ki preverja prisotnost kartice in vnese zakasnitev, izpustimo, saj ni ključnega pomena za 
funkcijo. Vseeno je bila vnesena za primer razvijanja vmesnika. Nadaljnji program namreč 
ponovno preveri prisotnost kartice. Sledi funkcija mount, ki poskrbi za inicializacijo kartice in 
pridobi podatke o le-tej. 
Naslednji korak je zanka, znotraj katere preverjamo, če datoteka obstaja. To naredimo s funkcijo 
ffindM. V primeru, da najdemo datoteko, nadaljujemo s programom; v nasprotnem primeru  
ustvarimo manjkajoče mape in datoteko s pomočjo funkcij newDIR in newfile. Če je vrednost 
predzadnjega argumenta enaka konstanti DELETE, je naslednji korak brisanje podatkov 
datoteke. V primeru, da je datoteka samo za branje, se podatki ne izbrišejo. Zadnji del programa 
je klic funkcije fwriteM, ki podatke iz drugega argumenta vpiše v datoteko. Sledi klic funkcije 
fcloseM, ki sprosti pomnilnik strukture MFILE. Tudi v primeru napake vsakič sprostimo 












Zasnovali in razvili smo vmesnik, ki omogoča  shranjevanje podatkov na SD kartico. Programska 
koda je razvita v jeziku C in skrbi za pravilno delovanje mikrokrmilnika družine Microchip 
PIC32MX, ki komunicira s SD kartico preko SPI protokola.  
Podatki so shranjeni v formatu FAT32, ki je združljiv z datotečnim sistemom operacijskih 
sistemov na osebnih računalnikih. Vmesnik omogoča shranjevanje datotek v podmape in brisanje 
le-teh. 
Program je razdeljen v tri knjižne datoteke za lažjo obravnavo in možnost poznejše nadgradnje 
ter prilagoditvi posameznemu primeru. Za nadaljnji razvoj bi bilo potrebno vmesnik testirati v 
realnih aplikacijah, da bi lahko ugotovili, katere sklope bi morali dodatno optimizirati in 
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