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Existen diferentes herramientas que ayudan a crear libros, presentaciones o
memorias de proyectos. Sin embargo, pocas ayudan en la tarea de creacio´n
de fo´rmulas matema´ticas.
Maths for More S.L. junto a su producto MathType proporciona una herra-
mienta para la creacio´n de fo´rmulas matema´ticas haciendo uso de esta´ndares
muy populares en el mercado como MathML o LATEX y an˜adiendo facilidad
de uso para su edicio´n.
Los u´ltimos an˜os la compan˜´ıa ha ido expandie´ndose a plataformas como la
suite de Microsoft Office o la plataforma de aprendizaje online Moodle. Por
ello, han seguido buscando nuevos ecosistemas donde expandirse y, despue´s
de un estudio de mercado, se ha detectado una necesidad de expansio´n hacia
la plataforma iOS.
Este proyecto es la expansio´n de MathType en dicha plataforma, integrando
el producto en este nuevo ecosistema, mejorando la experiencia de uso y
sobretodo proponiendo una arquitectura pensada desde el punto de vista de
la mantenibilidad y reusabilidad.
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Resum
Existeixen diferents eines que ajuden a crear llibres, presentacions o memo`ries
de projectes. Pero`, poques ajuden a la tasca de creacio´ de fo`rmules ma-
tema`tiques.
Maths for More S.L. junt al seu producte MathType proporciona una eina
per a la creacio´ de fo`rmules matema`tiques fent u´s d’esta`ndards molt populars
dins del mercat com MathML o LATEX i afegint facilitats d’u´s per a la seva
edicio´.
Els u´ltims anys, la companyia ha anat expandint-se a plataformes com la
suite de Microsoft Office o la plataforma d’aprenentatje Moodle. Degut a
aixo`, han anat cercant nous ecosistemes on integrar-se i, despre´s d’un estudi
de mercat, s’ha detectat una necessitat d’expansio´ cap a la plataforma iOS.
Aquest projecte es la expansio´ de MathType dins d’aquesta plataforma, in-
tegrant el producte, millorant l’experie`ncia d’u´s i sobretot proposant una
arquitectura raonada des del punt de vista de la mantenibilitat i reusabilitat.
2
Abstract
Nowadays, there are a lot of tools to help people in tasks like the writing
process of books, presentations or theses. However, only some of these tools
help to write mathematical formulas.
Maths for More S.L. with its product MathType provides a tool for the crea-
tion of mathematical formulas using popular standards as MathML or LATEX
and adding facilities of use.
The last years the company has been expanding its business to third plat-
forms like Microsoft Office or the learning management platform Moodle.
Due to that, they have been searching new ecosystems until a necessity of
this kind of software in iOS has been found.
This project is the expansion of MathType to iOS. Integrating the product
in this new ecosystem improving user experience and specially considering
the architecture from the point of view of maintainability and reusability.
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Este proyecto es un Trabajo de Final de Grado (TFG) de la especialidad de
Ingenier´ıa del Software de la Facultat d’Informa`tica de Barcelona (Universi-
tat Polite`cnica de Barcelona) en modalidad B. Concretamente se trabajara´
en la empresa Maths for More S.L. .
Maths for More S.L. es una empresa dentro del sector de las matema´ticas y
la educacio´n. Desarrollan productos bajo el nombre de WIRIS y MathType
para grandes plataformas LMS (Learning Management System) como Moodle
y distintos editores web.[31]
Actualmente, uno de sus productos principales es MathType, un editor de
fo´rmulas matema´ticas dirigido a profesores, alumnos y editores generales de
documentos matema´ticos que permite la edicio´n de fo´rmulas tanto usando
una barra de herramientas como de forma manuscrita (handwriting).
MathType destaca por su integracio´n en plataformas de terceros muy popula-
res como Google Docs [23], Moodle[37] o Microsoft Office[32] y tambie´n por la
facilidad de integracio´n en nuevas plataformas. Debido a esto, se ha decidido
empezar su expansio´n a otros sistemas operativos de escritorio y mo´vil. Este
TFG pretende ser la expansio´n de MathType a iOS y lo hara´ bajo el nombre
de MathType for iOS.
1.1. Actores implicados
Este proyecto tiene distintos actores que se ven afectados por su desarrollo.
En las siguientes secciones se detallara´n y se explicara´n.
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1.1.1. Maths for More S.L.
Empresa donde se realiza el proyecto. El proyecto afecta a toda la empresa
debido a que es una inversio´n por parte de e´sta para expandir su producto en
el mercado. Por ello, tambie´n se ven afectados todos los departamentos como
el comercial, el de soporte u otros departamentos te´cnicos de la empresa.
1.1.2. Equipo de desarrollo y evaluador del TFG
Es el equipo que tendra´ en cuenta que el proyecto sera´ evaluado como TFG,
aportara´n diferentes puntos de vista y lo desarrollara´n.
Por un lado estara´ Diego Lao Tebar, el estudiante responsable que trabaja en
Maths for More S.L. y que realizara´ el proyecto tomando las decisiones para
terminarlo de la mejor forma posible. Y por otro lado esta´n: Juan Lao Tebar,
el director del proyecto; y Cristina Go´mez Seoane, la ponente del proyecto.
Su cometido es el de guiar y supervisar el TFG.
1.1.3. Los usuarios
Los usuarios a los que va destinado MathType son principalmente alumnos,
profesores y editores que trabajan con fo´rmulas matema´ticas y necesitan
una herramienta para editar y visualizar dichas fo´rmulas matema´ticas. Este
proyecto les ofrece esas funcionalidades desde dispositivos iOS.
1.1.4. Los usuarios clientes de Maths for More S.L.
Ya hay usuarios que son clientes que utilizan el editor de fo´rmulas matema´ti-
cas MathType. Este proyecto complementara´ la versio´n de escritorio o web
y les permitira´ el uso de MathType en el sistema operativo iOS, pudiendo
realizar el trabajo que hacen desde dispositivos mo´viles iOS.
1.1.5. Usuarios “validadores”
Los usuarios “validadores” son aquellos usuarios que se escogen para reali-
zarles pruebas de validacio´n del producto. Reportan posibles problemas del
producto para as´ı poder revisar cambios que ayuden a mejorar.
1.1.6. Otros stakeholders
Existen otros actores implicados como por ejemplo programadores u otros
sistemas de la competencia iguales o parecidos. El co´digo de las integraciones
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de MathType es de co´digo abierto, por lo que puede ser revisado por e´stos
actores con el fin de aprender o copiar el co´digo.
1.2. Estado del arte
Dentro del mundo de la edicio´n de fo´rmulas matema´ticas, existen diferentes
esta´ndares para la representacio´n de fo´rmulas. Los principales son MathML[7]
y LATEX[36]. Estos esta´ndares han provocado que los sistemas de edicio´n de
fo´rmulas sean heteroge´neos y que no puedan comunicarse entre s´ı de forma
sencilla, ya que cada uno implementa su propio esta´ndar o elige uno ya exis-
tente de forma arbitraria. Sin embargo, han facilitado que dos editores que
hayan implementado el mismo esta´ndar puedan comunicarse entre s´ı.
Este problema de heterogeneidad ha provocado que el exportar fo´rmulas sea
tambie´n complicado debido a que hay que responder a la pregunta de “¿En
que´ formato exportar?”. La solucio´n por parte de algunos de los editores
ha sido no dejar exportar, exportar a diferentes esta´ndares o simplemente
exportar en un formato gene´rico aceptado por casi todos, una imagen.
Insertar en un editor de texto una imagen es algo trivial hoy en d´ıa. Por lo que
es una de las soluciones que mejor funcionan en aquellos editores de fo´rmulas
que buscan exportar sus fo´rmulas a otros programas, con la seguridad de que
podra´n ser utilizadas.
A parte del problema de heterogeneidad comentado, ha existido otro pro-
blema cr´ıtico, la creacio´n de un sistema simple para editar las fo´rmulas. Los
esta´ndares de representacio´n de fo´rmulas matema´ticas son muy extensos y
esto se traduce en que una interfaz de usuario no puede ensen˜ar tanta infor-
macio´n a la vez. Por ello, muchos de los editores existentes en el mercado
tienen interfaces poco usables y adema´s muy diferentes entre s´ı.
Actualmente existe un programa software llamado MathType que intenta so-
lucionar estos problemas mediante el uso del esta´ndar MathML y el soporte
del esta´ndar LATEX. De esta forma puede ser compatible con la mayor canti-
dad de productos del mercado.
Adema´s, ha invertido recursos en la creacio´n de distintas formas de crea-
cio´n de fo´rmulas, ya sea de forma manuscrita o con ayuda de una barra de
herramientas. Por lo que la comunidad ha agradecido este avance.
Finalmente, ha creado un ecosistema de aplicaciones de escritorio y web don-
de se utilizan ima´genes como elementos gene´ricos para exportar sus fo´rmulas.
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1.2.1. Comparativa de productos similares
Por lo tanto, MathType no es el u´nico software que permite crear y editar
fo´rmulas matema´ticas, pero s´ı que es uno de los ma´s completos y hay motivos
que justifican la creacio´n de un software que extienda de e´l.
Primero de todo tenemos el ecosistema de MathType. MathType ofrece ya dos
versiones de su editor: una versio´n desktop y una versio´n web, por lo cual
crear una versio´n para la plataforma iOS ampl´ıa el ecosistema ya existente.
El segundo motivo es que no existen aplicaciones en iOS que permitan crear
y editar fo´rmulas manuscritas.
El tercer motivo es que no existen aplicaciones pensadas para crear y editar
fo´rmulas y exportar a otras aplicaciones la imagen resultante con facilidad.
Esto limita al usuario si quiere utilizar un editor en particular y complemen-
tarlo con un software externo.
El cuarto motivo es que en general los editores de ecuaciones existentes en
iOS no son co´modos y/o no aprovechan caracter´ısticas del sistema y del
dispositivo. No esta´n pensados para dividir la pantalla en dos y utilizar dos
aplicaciones a la vez. Por otra parte las funcionalidades ta´ctiles que podr´ıan
ser u´tiles, como insertar fo´rmulas manuscritas, son inexistentes.
De los motivos explicados se han extra´ıdo caracter´ısticas que se creen rele-
vantes para los usuarios y se ha realizado una tabla comparativa entre los
diferentes programas existentes en el mercado. Adema´s, se muestran las ca-
racter´ısticas que deber´ıa cumplir MathType for iOS una vez terminado el
proyecto.[31][35][26][54][4]
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Tabla 1.1: Comparativa de productos.
Microsoft Word y iWork pese a no ser programas pensados desde un inicio
para la insercio´n de fo´rmulas matema´ticas han ganado buena fama exten-
diendo sus funcionalidades. Sin embargo, ofrecen herramientas muy simples
o a veces inco´modas de usar cuando se quiere introducir una fo´rmula comple-
ja. Todo esto debido a que tienes que navegar por demasiados menu´s. Pese
a ello, se sigue trabajando y en las u´ltimas versiones de Microsoft Word [34]
se esta´n realizando avances para soportar esta´ndares como LATEX.
En cuanto a MathPad, es un editor de documentos centrado en poder escribir
texto con la capacidad de insertar tambie´n fo´rmulas. Funciona realmente
bien para crear fo´rmulas complejas pero no aprovecha las capacidades del
sistema como es la multiventana. Adema´s esta´ muy limitado debido a que
esta´ pensado para trabajar en e´l y no para ser el complemento de otros
programas, por lo que no cuenta con el soporte de formatos como MathML
o LATEX.
Finalmente, MathMagic es el programa ma´s parecido a MathType en su ver-
sio´n de escritorio. Debido a esto tiene grandes contras como el de no tener
soporte para plataformas mo´viles y estar restringido a ser utilizado como
complemento de programas espec´ıficos como Microsoft Word o Adobe InDe-
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sign y no como identidad propia o complemento gene´rico.
1.3. Formulacio´n del problema
1.3.1. Problema
Actualmente hay muchos usuarios en iOS que editan documentos desde su
iPad -y segu´n las estad´ısticas de uso internas de MathType seguira´ creciendo.
Sin embargo, cuando necesitan insertar fo´rmulas matema´ticas es dif´ıcil crear-
las y editarlas debido a que no hay editores matema´ticos para el programa
espec´ıfico o tienes que usar editores alternativos.
En cuanto a cambiar de editor, hay muchas empresas que trabajan con he-
rramientas como Microsoft Word [35] y no esta´n dispuestas a cambiar de
software solamente porque en uno se pueda o sea ma´s fa´cil insertar fo´rmulas
matema´ticas. Entonces acaban por recurrir a tener documentos en distin-
tos editores, separados entre s´ı o sencillamente no insertar todo lo que les
gustar´ıa insertar.
Adema´s, es habitual que los editores de fo´rmulas matema´ticas presenten in-
terfaces inco´modas que no se adaptan a la pantalla ta´ctil de estos dispositivos.
Tampoco existe la posibilidad de trabajar en modo multiventana (tambie´n
se le puede llamar “ventana partida”) debido a las mismas carencias en la
interfaz de usuario.
1.3.2. Objetivos
Debido a esto, este proyecto busca crear una aplicacio´n para el sistema ope-
rativo iOS. Esta aplicacio´n debe permitir la creacio´n y edicio´n de fo´rmulas,
que permita una vez creadas poder exportar la imagen a otra aplicacio´n de
edicio´n de texto, como por ejemplo Microsoft Office.
Adema´s, debe tener una interfaz adaptada a las caracter´ısticas que ofrece
tanto el sistema operativo iOS como las capacidades del dispositivo. Es decir,
hacer uso de la capacidad multiventana y tener una interfaz usable teniendo
en cuenta que es un dispositivo ta´ctil y con dimensiones ma´s reducidas que




Este proyecto busca extender el ecosistema de MathType al sistema operativo
iOS, para su uso principal en iPad, pero dando soporte tambie´n a iPhone. De
esta manera, los usuarios contara´n con una herramienta para poder trabajar
en la edicio´n de fo´rmulas matema´ticas desde dispositivos iOS.
El resultado del proyecto debe ser una aplicacio´n iOS que contenga todas
las funcionalidades de MathType Web, compartiendo su co´digo por temas
de mantenimiento y aplica´ndole los elementos necesarios para extender sus
funcionalidades y as´ı ser ma´s co´modo y u´til en iOS.
Los elementos que extendera´n dichas funcionalidades de MathType son ele-
mentos de pantalla para mejorar el copia y pega de las fo´rmulas, ajustes de
imagen y herramientas, una seccio´n de “fo´rmulas recientes”, la posibilidad
de exportar e importar ima´genes de las fo´rmulas generadas mediante el uso
de Drag&Drop y por u´ltimo, extender el estilo del editor para poder ser utili-
zado en pantalla dividida junto a otra aplicacio´n. Esta u´ltima caracter´ıstica,
solamente podra´ ser utilizada en dispositivos iPad debido a que son los u´nicos
dispositivos con la funcionalidad de multiventana.
2.1. Posibles riesgos y soluciones
En el transcurso del desarrollo del proyecto pueden surgir diferentes proble-
mas. Los ma´s relevantes son los siguientes:
1. Tiempo insuficiente. El tiempo del que se dispone para la realizacio´n
es limitado. Durante la planificacio´n del proyecto se tendra´ en cuenta de
manera constante. Una de las soluciones es hacer un sistema modular
donde una vez realizada la integracio´n de MathType Web en iOS cada
funcionalidad sea un mo´dulo independiente. De esta forma, en caso de
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no tener el tiempo suficiente, es posible no implementar ciertos mo´dulos
y au´n as´ı todo el proyecto puede seguir en funcionamiento.
2. Problemas al conectar diferentes lenguajes de programacio´n
entre s´ı. Este proyecto hace uso de diferentes lenguajes de programa-
cio´n que pueden llegar a realizar tareas complejas, pero se podr´ıan ver
limitados en la comunicacio´n entre s´ı. Una solucio´n es desacoplar los
diferentes mo´dulos de la aplicacio´n para que as´ı la comunicacio´n sea lo
ma´s simple posible. Cada mo´dulo debera´ trabajar de forma indepen-
diente y comunicar u´nicamente los resultados.
3. Ignorancia en la tema´tica de disen˜o. Durante la carrera no hay
una gran ensen˜anza del disen˜o de interfaces y por lo tanto podr´ıa pro-
vocar que la aplicacio´n no fuera tan fa´cil de usar como se quiere o que
se gaste demasiado tiempo en ello. Una solucio´n es aprovechar los re-
cursos humanos de la empresa Maths for More S.L. , ya que existe un
departamento espec´ıfico de documentacio´n y disen˜o.
4. Aprendizaje de nuevas tecnolog´ıas. No se tiene una gran experien-
cia en el lenguaje de programacio´n. En caso de tener problemas, existen
muchos recursos en Internet y habra´ que invertir tiempo del proyecto
para investigar. Se tendra´ entonces en cuenta este tiempo extra durante
la planificacio´n temporal del proyecto.
2.2. Metodolog´ıa y rigor
Durante la carrera se han explicado diferentes metodolog´ıas para afrontar
proyectos, entre las cuales las ma´s destacadas han sido Waterfall [47] y Agi-
le[48].
Como se nos ha explicado en asignaturas como GPS (Gestio´n de Proyectos
Software), para saber cua´l escoger hace falta observar la naturaleza del pro-
yecto. E´ste es un proyecto con los requisitos bien definidos pero que puede
presentar muchas variaciones en el tiempo de ejecucio´n debido al uso de tec-
nolog´ıas nuevas para el desarrollador y tambie´n el cambio de interfaz a una
interfaz mo´vil.
Adema´s y debido a la limitacio´n de recursos al haber un so´lo desarrollador,
se necesita tener el sistema funcionando lo antes posible para recibir feedback
y cambiar las cosas que sean necesarias.
Por estos motivos, y siguiendo los principios del Manifiesto Agile[2] de dar
ma´s valor al software funcionando respecto a la documentacio´n exhaustiva y
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la respuesta ante el cambio sobre seguir el plan, se ha decidido escoger Agile
como la metodolog´ıa para este proyecto.
2.2.1. Me´todo de trabajo
Una vez se ha decidido la metodolog´ıa de trabajo hace falta especificar que´
me´todo se acabara´ utilizando.
Existen diferentes implementaciones de la metodolog´ıa Agile, pero en este
proyecto se utilizara´ SCRUM [42] ya que es el que utiliza MathType y se
cree conveniente que el proyecto se sincronice desde un principio con la l´ınea
general de productos de la empresa.
SCRUM lo que propone a grandes rasgos es definir bloques temporales lla-
mados sprints o iteraciones donde al final de cada bloque hay una entrega
parcial. Una entrega parcial ser´ıa una mejora del producto que ayuda a estar
ma´s cerca del objetivo del proyecto, pero que no tiene por que´ conseguir que
se cumpla el objetivo en so´lo esa entrega.
SCRUM [43] permite definir sprints ma´ximos de 4 semanas, que es el que
utiliza MathType y por lo tanto el que usara´ este proyecto. Dentro de cada
sprint se puede dividir principalmente en las siguientes fases:
Planificacio´n del sprint. Se realiza al principio de cada sprint.
• Seleccio´n de los requisitos a cumplir en el sprint.
• Planificacio´n de las tareas a realizar para alcanzar los requisitos
propuestos.
Daily Meetings. Reuniones que se hacen idealmente cada d´ıa, pero
que en el caso de este proyecto se hara´ de forma semanal mediante email
para mantener informado tanto al ponente como al director del proyec-
to. Y, debido al cara´cter semanal, durante el transcurso del proyecto
se llamara´n a este tipo de reuniones Weekly Meetings.
Refinamiento. Durante todo el sprint se realiza un ana´lisis del tiempo
y esfuerzo dedicado a cada una de las tareas y se vuelven a aclarar los
requisitos si hiciera falta.
Revisio´n del sprint. Reunio´n al final del sprint donde se muestra
a toda la empresa el desarrollo que se ha llevado a cabo durante la
iteracio´n y a poder ser va acompan˜ado de una demostracio´n en vivo.
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Retrospectiva. Se realiza al final del sprint y se analiza que´ se ha
hecho mal, que´ se ha hecho bien y que´ inconvenientes se han encontrado
que no han permitido avanzar como se hab´ıa planificado en un inicio.
2.2.2. Herramientas de seguimiento
Existen muchas herramientas de seguimiento para un proyecto, para este en
espec´ıfico se han escogido varias dependiendo del contexto.
A nivel de co´digo se realizara´ un seguimiento utilizando Git [9], una tecnolog´ıa
que permite separar el co´digo en las llamadas “ramas” para as´ı mantener los
desarrollos nuevos independientes de la parte estable del sistema. Adema´s
permite llevar un control de los cambios del co´digo.
A nivel de planificacio´n de tareas se hara´ uso de Trello[52], una plataforma
web que permite la creacio´n de tareas y llevar un control del estado de las
mismas.
Finalmente, a nivel temporal se utilizara´ la herramienta Microsoft Project [33],
que permite llevar un seguimiento de las tareas en las diferentes fases del
proyecto junto a los recursos utilizados. Tambie´n permite la creacio´n de ar-
tefactos como pueden ser los diagramas de Gantt.
2.2.3. Me´todo de validacio´n
SCRUM plantea el uso de tests como me´todo de validacio´n del co´digo gene-
rado[44][45]. Cada incremento del co´digo que se genera por cada tarea tiene
su conjunto de tests asociado. Estos tests tendra´n que pasar correctamente
antes de la entrega final. De esta manera es posible validar que los requisi-
tos se cumplen y que no se ha dado el caso de poder haber hecho que otro
requisito que antes se cumpl´ıa ahora no se cumpliera.
Para el caso de las validaciones que no puedan llevarse a cabo con tests, como
por ejemplo “que la interfaz sea bonita”, se realizara´ una validacio´n durante
las reuniones finales de revisio´n del sprint y retrospectiva.
Y finalmente, se informara´ de manera semanal en los Weekly Meetings al
director y al ponente del proyecto TFG para que opinen sobre el estado del
proyecto. No obstante, tambie´n se realizara´n reuniones esponta´neas en caso




El ana´lisis de requisitos es una de las partes ma´s importantes de un proyecto
software. Esto es debido a su impacto directo en la eleccio´n de las caracter´ısti-
cas que debe tener el sistema a construir y que con las cuales se cumplira´n
dichos requisitos, alcanzando as´ı los objetivos propuestos.
Existen diferentes definiciones de que´ es un requisito software, como por ejem-
plo la que contiene el Glosario IEEE de Te´rminos de Ingenier´ıa del Software
y la definicio´n que se encuentra en La Gu´ıa SWEBOK.
El Glosario IEEE de Te´rminos de Ingenier´ıa del Software[12] define requisito
software como:
Condicio´n o capacidad requerida por un usuario para solu-
cionar un problema o conseguir un objetivo.
Condicio´n o capacidad que tiene que ser cumplida por un
sistema o un component de un sistema para satisfacer un
contrato, esta´ndar, especificacio´n o cualquier otro documen-
to formal.
Representacio´n documentada sobre una condicio´n o capaci-
dad como 1 o 2.
Por otra parte, La Gu´ıa SWEBOK define requisito software como:
Un requisito software es la propiedad que un software desarrollado
o adaptado debe tener para resolver un problema concreto.[19]
Adema´s, los requisitos se pueden categorizar en requisitos funcionales y en
requisitos no funcionales.
La Gu´ıa SWEBOK define los requisitos funcionales como:
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Un requisito funcional especifica una funcio´n que un sistema o
componente de un sistema debe ser capaz de llevar a cabo.[20]
Mientras que define los requisitos no funcionales como:
Los requisitos no funcionales son aquellos que especifican aspectos
te´cnicos que debe incluir el sistema, y que pueden clasificarse en
restricciones y calidades.[20]
Entonces, debido a la importancia de dichos requisitos, en las siguientes dos
secciones se mostrara´n los diferentes requisitos de la aplicacio´n MathType
for iOS as´ı como la justificacio´n de cada requisito.
3.1. Requisitos funcionales
En esta seccio´n se expondra´n los diferentes requisitos funcionales que requiere
MathType for iOS. En cada uno de los requisitos se les dara´ una enumeracio´n
junto a un nombre. Posteriormente se hara´ una descripcio´n detallada del caso
de uso junto a una justificacio´n del porque´ es necesario dicho caso de uso.
Finalmente, se explicara´ el criterio de satisfaccio´n que se debe cumplir para
poder dar por satisfecho el caso de uso.
Requisito funcional 001: Creacio´n/Edicio´n de ima´genes de fo´rmu-
las matema´ticas.
Descripcio´n: MathType for iOS permitira´ la creacio´n y edicio´n de fo´rmulas
matema´ticas en el sistema operativo iOS.
Justificacio´n: Los usuarios usan MathType for iOS para crear y/o editar
fo´rmulas matema´ticas, por lo que poder utilizar MathType dentro de la apli-
cacio´n pueden hacerlo.
Criterio de satisfaccio´n: Los usuarios pueden utilizar todas las funciona-
lidades que ofrece MathType para webs.
Requisito funcional 002: Exportar fo´rmulas desde MathType for
iOS a otra aplicacio´n.
Descripcio´n: MathType for iOS podra´ exportar las fo´rmulas creadas como
ima´genes a otras aplicaciones que permitan insertar ima´genes.
Justificacio´n: Los usuarios de MathType for iOS quieren crear fo´rmulas pa-
ra insertarlas en otras aplicaciones. Por lo tanto, este caso de uso les permite
exportar las formulas que han creado.
Criterio de satisfaccio´n: El usuario puede exportar de MathType for iOS
a una aplicacio´n diferente que acepta ima´genes de terceras aplicaciones.
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Requisito funcional 003: Importar desde otra aplicacio´n a MathTy-
pe for iOS.
Descripcio´n: MathType for iOS permitira´ importar ima´genes con fo´rmulas
de otras aplicaciones para editarlas.
Justificacio´n: Los usuarios de MathType for iOS crean fo´rmulas para in-
sertarlas en otras aplicaciones. Por lo tanto, este requisito permite al usuario
importar esas fo´rmulas de nuevo para as´ı editarlas y no tener que crearla
desde cero.
Criterio de satisfaccio´n: El usuario puede importar desde MathType for
iOS una fo´rmula desde una aplicacio´n diferente.
Requisito funcional 004: Cambio de formato de imagen 1.
Descripcio´n: MathType for iOS permitira´ la eleccio´n del formato de imagen
(PNG o SVG) de las fo´rmulas creadas.
Justificacio´n: Las diferentes aplicaciones existentes no soportan cualquier
tipo de formato de imagen. Permitir elegir entre los dos formatos ma´s uti-
lizados y con mejores caracter´ısticas te´cnicas ayuda al usuario a obtener el
mejor resultado posible dependiendo de que´ formato de imagen soporte el
software al que quiere exportar las ima´genes.
Criterio de satisfaccio´n: El usuario puede obtener ima´genes ya sea en
formato PNG o SVG.
Requisito funcional 005: Deteccio´n de fo´rmula en imagen.
Descripcio´n: MathType for iOS permitira´ tomar una fotograf´ıa con la ca´ma-
ra del mo´vil o desde la biblioteca de fotos del mismo mo´vil y reconocer la
fo´rmula para posteriormente poder visualizarla y/o editarla.
Justificacio´n: Muchas veces los usuarios son profesores que utilizan libros
f´ısicos de matema´ticas donde encuentran fo´rmulas que les gustar´ıa utilizar
en sus papers o en los tests para sus alumnos. Esta funcionalidad les da una
facilidad extra a la hora de hacerlo.
Criterio de satisfaccio´n: El usuario puede realizar o seleccionar una ima-
gen con una fo´rmula no manuscrita para ser procesada y obtener as´ı la fo´rmu-
la para ser editada en MathType for iOS.
Requisito funcional 006: Mostrar fo´rmulas recientes.
Descripcio´n: MathType for iOS permitira´ consultar las u´ltimas fo´rmulas
creadas y/o editadas.
1El requisito funcional estaba contemplado durante el disen˜o y la toma de requisitos
de la aplicacio´n. Sin embargo, debido a limitaciones del sistema, se ha eliminado. En los
cap´ıtulos de implementacio´n y planificacio´n se explica con ma´s detalles el porque´ de su
eliminacio´n.
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Justificacio´n: Hay veces que los usuarios quieren editar una fo´rmula que han
creado recientemente pero debido a que la han borrado tienen que volver a
crear la fo´rmula desde cero. Para mejorar la experiencia de uso se pueden
mostrar las fo´rmulas recientes y permitir as´ı editar desde su u´ltima edicio´n.
Criterio de satisfaccio´n: El usuario puede crear una fo´rmula, borrar la
fo´rmula, crear otra nueva y entonces poder seleccionar la fo´rmula antigua
para ser editada de nuevo desde el u´ltimo momento antes de borrarla.
Requisito funcional 007: Seleccionar fo´rmula reciente.
Descripcio´n: MathType for iOS permitira´ editar una fo´rmula creada re-
cientemente.
Justificacio´n: El usuario habitualmente quiere volver a editar una fo´rmula
creada recientemente para modificarla y as´ı ahorrar tiempo al no tener que
crearla de nuevo desde el principio.
Criterio de satisfaccio´n: El sistema puede enviar notificaciones informa-
tivas al usuario.
Requisito funcional 008: Recibir notificaciones informativas.
Descripcio´n: MathType for iOS permitira´ la creacio´n de dia´logos informa-
tivos al usuario para explicar errores que hayan podido surgir durante su
ejecucio´n.
Justificacio´n: Existen situaciones donde hay que mantener informado al
usuario del estado del sistema. Por ejemplo, si ha habido un error.
Criterio de satisfaccio´n: El sistema puede enviar notificaciones informa-
tivas al usuario.
Requisito funcional 009: Cambio de toolbar.
Descripcio´n: MathType for iOS permitira´ escoger que´ barra de herramien-
tas se muestra en el editor de entre las ya ofrecidas por MathType Web:
normal, simple y chemistry.
Justificacio´n: Cada barra de herramientas hace que ciertas herramientas
sean ma´s accesibles, dependiendo de que´ fo´rmulas realice el usuario le con-
viene una u otra para ir ma´s ra´pido.
Criterio de satisfaccio´n: El usuario puede escoger una barra de herramien-
tas y el sistema es capaz de cambiarla.
Requisito funcional 010: Cambio de idioma.
Descripcio´n: MathType for iOS permitira´ escoger en que´ idioma esta´ la
aplicacio´n.
Justificacio´n: El usuario se siente ma´s co´modo usando la lengua que e´l
prefiere o entiende.
Criterio de satisfaccio´n: El usuario puede escoger en que´ lengua esta´ el
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sistema y el sistema es capaz de adaptarse a dicha eleccio´n cambiando los
textos al idioma elegido.
3.2. Requisitos no funcionales
Para terminar, detallaremos los requisitos no funcionales de MathType for
iOS. Para este tipo de definicio´n se ha utilizado una plantilla que separa los
diferentes requisitos no funcionales por categor´ıas explicando el nombre del
requisito, la categor´ıa que se le asigna dentro de The Volere Requirements
Specification Template[41], la descripcio´n detallada de cada requisito, la jus-
tificacio´n de por que´ es necesario dicho requisito y finalmente la condicio´n de
satisfaccio´n que se tiene que cumplir para dar por alcanzado el requisito.
3.2.1. Requisitos de interfaz “Look And Feel”
Requisito no funcional 001: Disen˜o atractivo
Segu´n Volere: 10a
Descripcio´n: El sistema tiene que ser atractivo para los usuarios.
Justificacio´n: Un disen˜o que gusta hace crecer el nu´mero de usuarios.
Condicio´n de satisfaccio´n: Se toman personas independientes al proyecto
y se hace una prueba de la aplicacio´n. Si el 70 % o ma´s de las valoraciones
son positivas, se considera que el requisito ha sido satisfecho.
Requisito no funcional 002: Estilo autoritario
Segu´n Volere: 10b
Descripcio´n: El sistema tiene que seguir los estilos de disen˜o adecuados por
los cuales dar una sensacio´n de fiabilidad al ser utilizada.
Justificacio´n: Hace falta obtener un disen˜o por el cual los usuarios no se
sientan obligados a buscar otras aplicaciones debido al mal disen˜o de esta.
Condicio´n de satisfaccio´n: Se toman personas independientes al proyecto
y se hace una prueba de la aplicacio´n. Si el 70 % o ma´s de las valoraciones
son positivas, se considera que el requisito ha sido satisfecho.
3.2.2. Requisitos de usabilidad y humanidad
Requisito no funcional 003: Usabilidad
Segu´n Volere: 11a
Descripcio´n: El sistema tiene que ser intuitivo.
Justificacio´n: El sistema tiene que seguir los esta´ndares de disen˜o a los que
los usuarios esta´n acostumbrados con tal de permitir que sea fa´cil para ellos
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utilizar el sistema.
Condicio´n de satisfaccio´n: Se toman personas independientes al proyecto
y se hace una prueba de la aplicacio´n. Si el 70 % o ma´s de las valoraciones
son positivas, se considera que el requisito ha sido satisfecho.
Requisito no funcional 004: Lengua
Segu´n Volere: 11b
Descripcio´n: El sistema tiene que permitir visualizar la informacio´n de la
aplicacio´n en el idioma del dispositivo. Si el idioma no estuviera disponible,
por defecto se usa el ingle´s.
Justificacio´n: La adaptacio´n a diferentes lenguas provoca que ma´s usuarios
puedan utilizar el sistema.
Condicio´n de satisfaccio´n: El sistema muestra la informacio´n en el idioma
del dispositivo.
Requisito no funcional 005: Aprendizaje
Segu´n Volere: 11c
Descripcio´n: El sistema tiene que permitir que los usuarios utilicen el sis-
tema sin tener formacio´n previa.
Justificacio´n: Saber utilizar el sistema sin formacio´n previa provoca que el
usuario empiece a utilizar el sistema ma´s ra´pido y que cometa menos errores.
Condicio´n de satisfaccio´n: Se toman personas independientes al proyec-
to y se hace una prueba de la aplicacio´n. Si los usuarios pueden crear una
fo´rmula y arrastrarla a otra aplicacio´n en menos de 5min, se considera que
el requisito ha sido satisfecho.
3.2.3. Requisitos de rendimiento
Requisito no funcional 006: Velocidad y latencia
Segu´n Volere: 12a
Descripcio´n: El sistema tiene que invertir la menor cantidad de tiempo en
la comunicacio´n con los servicios externos.
Justificacio´n: Un gasto menor en la cantidad de tiempo que lleva la co-
municacio´n con servicios externos genera una sensacio´n de eficiencia hacia el
usuario debido a que el tiempo de respuesta disminuye.
Condicio´n de satisfaccio´n: Se realizan 10 pruebas de escritura (handwri-





prueba sobrepasa los 10s, se da por satisfecho el requisito.
Requisito no funcional 007: Disponibilidad
Segu´n Volere: 12d
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Descripcio´n: El sistema tiene que estar disponible y funcional el mayor
tiempo posible.
Justificacio´n: Mantener un sistema funcionando en todo momento aumenta
la confianza del usuario hacia el sistema.
Condicio´n de satisfaccio´n: El sistema en ningu´n momento puede estar
ma´s de 24h inutilizado.
3.2.4. Requisitos operacionales y de entorno
Requisito no funcional 008: Sistemas Adyacentes
Segu´n Volere: 13c
Descripcio´n: El sistema tiene que poder trabajar correctamente con dife-
rentes servicios adyacentes.
Justificacio´n: El sistema integra MathType, software que depende direc-
tamente de servicios externos. Si el sistema no logra comunicarse de forma
correcta con los servicios externos quedara´ inutilizado.
Condicio´n de satisfaccio´n: Es posible crear la imagen de una fo´rmula
introducida.
3.2.5. Requisitos de mantenimiento y soporte
Requisito no funcional 009: Mantenimiento
Segu´n Volere: 14a
Descripcio´n: El sistema tiene que poder actualizarse dependiendo del feed-
back de los usuarios, los bugs encontrados o posibles nuevas funcionalidades.
Justificacio´n: El sistema integra MathType, un software en cont´ınuo desa-
rrollo con actualizaciones mensuales. Adema´s, el sistema operativa para el
que se esta´ desarrollando, iOS, tambie´n esta´ en cont´ınuo desarrollo.
Esto provoca que el sistema tenga que actualizarse cada cierto tiempo para
adaptarse a los nuevos cambios de sus dependencias.
Condicio´n de satisfaccio´n: Se pueden implementar nuevas features o arre-
glar bugs encontrados en un tiempo igual o menos a un mes.
Adema´s, debe contar con un build y tests automatizados haciendo uso del
software Jenkins.
Requisito no funcional 010: Adaptabilidad
Segu´n Volere: 14c
Descripcio´n: El sistema tiene que poder ser ejecutado y ser 100 % funcional
en dispositivos iPad con una versio´n 12 de iOS como mı´nimo y ser compilado
con Xcode 10 o posterior.
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Justificacio´n: La ejecucio´n del sistema en dispositivos con las u´ltimas ver-
siones del sistema operativo iOS aumenta el nu´mero ma´ximo de potenciales
usuarios.
Condicio´n de satisfaccio´n: La aplicacio´n es compatible y 100 % funcional




En ingenier´ıa del software, se utilizan diferentes artefactos para capturar
y llevar la informacio´n del proyecto. Estos artefactos ayudan a cumplir los
objetivos del proyecto modelando sus diferentes partes, como por ejemplo los
requisitos que tiene que cumplir el software, el comportamiento de e´ste en
situaciones espec´ıficas o tambie´n el co´mo interpreta el sistema la realidad.
A continuacio´n se expondra´n en las diferentes secciones los artefactos de este
trabajo, donde se ha escogido el uso de casos de uso para la especificacio´n de
que´ acciones tiene que realizar el sistema MathType for iOS.
4.1. Diagrama de los casos de uso
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Figura 4.1: Diagrama de casos de uso.
1
1Como se ha comentado en los cap´ıtulos anteriores, el cambio de formato de imagen
estaba contemplado durante el disen˜o y la toma de requisitos de la aplicacio´n. Sin embargo,
debido a limitaciones del sistema, se ha eliminado.
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4.2. Especificacio´n de los casos de uso
Para la especificacio´n de los siguientes casos de uso, se ha utilizado una
plantilla por la cual mostrar el nombre del caso de uso, el actor principal que
se ve afectado, las precondiciones (si hubiese), el disparador que provoca la
ejecucio´n de dicho caso de uso, el escenario de e´xito comu´n y las extensiones
(flujos de ejecucio´n alternativos al escenario principal).
Caso de uso 001: Creacio´n/Edicio´n de ima´genes de fo´rmulas matema´ticas.
Actor principal: Usuario
Precondicio´n: Ninguna.
Disparador: El usuario tiene MathType for iOS en primer plano.
Escenario principal de e´xito
1. En cualquier momento se puede ir a la [Extensio´n 1] o [Extensio´n 2].
2. El usuario puede escribir y/o editar en cualquier momento una fo´rmula
matema´tica.
3. El usuario obtiene dicha fo´rmula como imagen cada vez que inserta una
fo´rmula.
Extensiones
1. Cierre total de la aplicacio´n.
1.1. El usuario indica que quiere acabar el caso de uso.
1.2. El sistema acaba el caso de uso.
2. No es posible crear la imagen de la fo´rmula.
2.1. El sistema va al [Caso de uso 007] e informa al usuario que no ha
sido posible crear la fo´rmula.
Caso de uso 002: Exportar fo´rmulas desde MathType for iOS a otra apli-
cacio´n.
Actor principal: Usuario
Precondicio´n: La aplicacio´n distinta a MathType for iOS tiene permite im-
portar ima´genes.
Disparador: El usuario quiere exportar una fo´rmula a otra aplicacio´n
Escenario principal de e´xito
1. En cualquier momento se puede ir a la [Extensio´n 1].
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2. El usuario exporta una fo´rmula creada en MathType for iOS.
3. El usuario importa la fo´rmula exportada desde MathType for iOS a la
otra aplicacio´n abierta.
4. La fo´rmula queda insertada en la aplicacio´n distinta a MathType for
iOS.
Extensiones
1. Cierre total de la aplicacio´n.
1.1. El usuario indica que quiere acabar el caso de uso.
1.2. El sistema acaba el caso de uso.
Caso de uso 003: Importar desde otra aplicacio´n a MathType for iOS.
Actor principal: Usuario
Precondicio´n: La aplicacio´n distinta a MathType for iOS permite exportar
ima´genes.
Disparador: El usuario quiere importar una fo´rmula en MathType for iOS
Escenario principal de e´xito
1. En cualquier momento se puede ir a la [Extensio´n 1].
2. El usuario exporta la imagen de la fo´rmula en la aplicacio´n distinta a
MathType for iOS.
3. El usuario importa la fo´rmula exportada de la segunda aplicacio´n a
MathType for iOS.
4. MathType for iOS muestra la fo´rmula arrastrada y permite su edicio´n.
Extensiones
1. Cierre total de la aplicacio´n.
1.1. El usuario indica que quiere acabar el caso de uso.
1.2. El sistema acaba el caso de uso.
Caso de uso 004: Deteccio´n de fo´rmula en imagen.
Actor principal: Usuario
Precondicio´n: Ninguna.
Disparador: El usuario quiere detectar una fo´rmula en una fotograf´ıa.
Escenario principal de e´xito
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1. En cualquier momento se puede ir a [Extensio´n 1].
2. MathType for iOS permite escoger entre hacer una foto o escoger una
de la biblioteca de fotos del propio dispositivo.
2.1. Si escoge hacer una foto, se ejecuta la [Extensio´n 2].
2.2. Si no, se ejecuta la [Extensio´n 3].
3. El sistema reconoce la fo´rmula en la imagen y permite editarla. Puede
ejecutarse la [Extensio´n 4].
Extensiones
1. Cierre total de la aplicacio´n.
1.1. El usuario indica que quiere acabar el caso de uso.
1.2. El sistema acaba el caso de uso.
2. Se escoge hacer una fotograf´ıa.
2.1. El usuario puede volver en cualquier momento al principio del caso
de uso.
2.2. MathType for iOS permite al usuario hacer una fotograf´ıa con el
dispositivo.
2.3. El usuario realiza la fotograf´ıa.
2.4. MathType for iOS guarda la fotograf´ıa en la biblioteca de fotos
del dispositivo
3. Se escoge acceder a la biblioteca de fotos para seleccionar una imagen.
3.1. El usuario puede volver en cualquier momento al principio del caso
de uso.
3.2. MathType for iOS abre la biblioteca de fotos y espera a que el
usuario seleccione una imagen.
4. No se ha podido detectar la fo´rmula matema´tica dentro de la imagen
proporcionada.
4.1. El sistema no muestra ninguna fo´rmula matema´tica.
4.2. El sistema informa al usuario de que no ha podido detectar nin-
guna fo´rmula en la imagen proporcionada ejecutando as´ı el [Caso
de uso 007].
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Caso de uso 005: Mostrar fo´rmulas recientes.
Actor principal: Usuario
Precondicio´n: Ninguna.
Disparador: El usuario tiene MathType for iOS en primer plano.
Escenario principal de e´xito
1. En cualquier momento se puede ir a [Extensio´n 1].
2. El sistema muestra las fo´rmulas creadas y/o editadas previamente. Pue-
de saltar la [Extensio´n 2]
Extensiones
1. Cierre total de la aplicacio´n.
1.1. El usuario indica que quiere acabar el caso de uso.
1.2. El sistema acaba el caso de uso.
2. Anteriormente no se han creado ni editado fo´rmulas.
2.1. El sistema no muestra ninguna fo´rmula creada/editada previa-
mente.
Caso de uso 006: Seleccionar fo´rmula reciente.
Actor principal: Usuario
Precondicio´n: Ninguna.
Disparador: El usuario selecciona una fo´rmula reciente.
Escenario principal de e´xito
1. En cualquier momento se puede ir a [Extensio´n 1].
2. El sistema permite editar la fo´rmula seleccionada.
Extensiones
1. Cierre total de la aplicacio´n.
1.1. El usuario indica que quiere acabar el caso de uso.
1.2. El sistema acaba el caso de uso.
Caso de uso 007: Recibir notificaciones informativas.
Actor principal: Usuario
Precondicio´n: Ninguna.
Disparador: El sistema quiere informar al usuario.
Escenario principal de e´xito
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1. El sistema env´ıa una notificacion con informacio´n al usuario.
Caso de uso 008: Cambio de toolbar.
Actor principal: Usuario
Precondicio´n: Ninguna.
Disparador: El sistema pregunta al usuario que´ toolbar, entre las que ofrece,
quiere el usuario que sea mostrada en el editor.
Escenario principal de e´xito
1. En cualquier momento se puede ir a [Extensio´n 1].
2. El usuario selecciona una de las toolbars ofrecidas por el sistema.
3. El editor cambiar su toolbar por la seleccionada.
Extensiones
1. Cierre total de la aplicacio´n.
1.1. El usuario indica que quiere acabar el caso de uso.
1.2. El sistema acaba el caso de uso.
Caso de uso 009: Cambio de idioma.
Actor principal: Usuario
Precondicio´n: Ninguna.
Disparador: El sistema pregunta al usuario en que´ idioma, entre los ofreci-
dos, quiere que este´ MathType for iOS.
Escenario principal de e´xito
1. En cualquier momento se puede ir a [Extensio´n 1].
2. El usuario selecciona uno de los idiomas ofrecidos por el sistema.
3. MathType for iOS pone todos sus textos en el idioma especificado.
Extensiones
1. Cierre total de la aplicacio´n.
1.1. El usuario indica que quiere acabar el caso de uso.
1.2. El sistema acaba el caso de uso.
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4.3. Esquema conceptual.
Figura 4.2: Esquema conceptual de los controladores del sistema.
Para terminar de hablar de la especificacio´n del sistema, la figura anterior
muestra el esquema conceptual del mismo.
Debido a que MathType for iOS es una integracio´n de un software ya exis-
tente, pero adaptado para ser utilizado en iOS, el esquema se encuentra muy
simplificado. La importancia recae durante la implementacio´n en el diagrama
lo´gico de la capa de presentacio´n, es decir, la forma en la que se muestran
los datos y se interaccionan con ellos.
Desde un punto de vista global, el esquema conceptual de la aplicacio´n es un
editor que puede tener o no una fo´rmula creada y que tiene una toolbar de
herramientas.
Entrando ya en detalles espec´ıficos de cada clase, los atributos de la clase
Formula son dos: src hace referencia a la url de la imagen desde donde se
buscara´ para ser cargada. Por otro lado el atr´ıbuto mml hace referencia a la
representacio´n segu´n el esta´ndar MathML de dicha fo´rmula.
En cuanto a la clase Toolbar, contiene el atributo type que puede tomar un
valor entre las tres opciones ofrecidas por el enumeration ToolbarType. Estas
tres opciones, han sido elegidas de manera arbitraria y son los nombres que
se le han dado a las toolbars ma´s utilizadas por los clientes de Maths for
More S.L. .
Finalmente, la clase Editor contiene el atributo handwritingMode con un
valor booleano que es verdadero cuando se encuentra en este modo o falso




En este cap´ıtulo se tratara´ la justificacio´n del disen˜o de MathType for iOS.
Se entiende como disen˜o el paso previo a la implementacio´n donde se detalla
co´mo tiene que ser ser el sistema y que provocara´ como consecuencia que se
satisfagan los requisitos previamente descritos.
El disen˜o engloba diferentes aspectos que se ira´n tratando durante el cap´ıtulo,
debido a que requisitos como el de la importancia de la interfaz de usuario
requieren un estudio a priori del disen˜o externo.
Por otro lado, tambie´n existe un disen˜o arquitecto´nico o disen˜o interno desde
el punto de vista del co´digo para que e´ste cumpla con caracter´ısticas como
la mantenibilidad y reusabilidad.
Finalmente, se hablara´ tambie´n del disen˜o f´ısico de la aplicacio´n para explicar
do´nde se ejecuta cada parte del conjunto software.
5.1. Disen˜o externo
Para el disen˜o de la interfaz se ha realizado un prototipo de la aplicacio´n por
la cual poder navegar entre las diferentes pantallas.
En el caso de MathType for iOS se ha tenido en cuenta diferentes criterios
para el disen˜o. Por ejemplo, el nu´mero de elementos que se muestran al usua-
rio. Estos han sido ordenados de mayor a menor importancia dependiendo
de la frecuencia de uso.
Editor de fo´rmulas matema´ticas con toolbar de herramientas
Editor de fo´rmulas matema´ticas en modo handwriting
Fo´rmulas recientes
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Deteccio´n de fo´rmulas en una imagen
Ajustes
Adema´s, durante esta parte del disen˜o se han tenido en cuenta de los siguien-
tes requisitos:
Requisito no funcional 001: Disen˜o atractivo
Requisito no funcional 002: Estilo autoritario
Requisito no funcional 003: Usabilidad
Requisito no funcional 005: Aprendizaje
Pero tambie´n ha sido importante la interaccio´n con estos elementos. Por
ejemplo, el co´mo se quiere poder ejecutar la aplicacio´n y co´mo se quiere
importar/exportar una fo´rmula.
En cuanto a la ejecucio´n, se sabe de antemano que iOS permite los modos
conocidos como Split View y Slide Over. Estos lo que hacen es mostrar en
pantalla varias aplicaciones al mismo tiempo, con la diferencia de que Split
View divide en dos la pantalla para mostrar a cada lado una aplicacio´n
diferente y Slide Over superpone la vista de una de las aplicaciones sobre
otra.
Esto de cara al uso de MathType for iOS es una buena forma de mejorar la
productividad debido a que e´sta no tiene sentido de existencia por s´ı misma,
sino que es una herramienta que complementa a otras aplicaciones.
Por la parte de importar/exportar una fo´rmula tambie´n se ha realizado un
estudio previo y se sabe que iOS permite implementar la funcionalidad
Drag&Drop. E´sta ayuda a eliminar elementos en pantalla que sugieran el
importar o exportar, como an˜adir un boto´n, para as´ı agarrar la imagen pre-
visualizada y moverla a donde se quiere tener.
Un primer disen˜o final, sin tener en cuenta colores ni la gu´ıa de estilos del
sistema operativo iOS ha sido el de la siguiente figura. En el ape´ndice A se
pueden observar las capturas restantes de la aplicacio´n.
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Figura 5.1: Pantalla principal de MathType for iOS.
Los motivos del uso de este layout para la aplicacio´n son varios:
Primero de todo y como se ha comentado anteriormente es el uso que el usua-
rio hace de la funcionalidad. Los usuarios de MathType for iOS utilizan el
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modo manuscrito para la creacio´n de fo´rmulas. Por lo tanto, que la pantalla
inicial sea el modo handwriting del editor genera un aumento de la producti-
vidad y adema´s reduce la curva de aprendizaje para utilizar la caracter´ıstica
principal. Y como se puede ver en relacio´n al Drag&Drop, la previsualizacio´n
en este modo se espera que pueda ser arrastrada a otras aplicaciones.
Por otra parte nos encontramos que la edicio´n de fo´rmulas, sobretodo las
manuscritas, requiere de una superf´ıcie grande para sentirse co´modo, por lo
que hay que optimizar el espacio. Adema´s, hay que tener en cuenta que si se
activa el modo Split View o Slide Over la superf´ıcie disminuye hasta un 70 %.
Esto provoca que haya que aprovechar al ma´ximo el espacio de trabajo.
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Figura 5.2: MathType for iOS en modo Split View.
Para resolver este problema, se ha decidido tener un menu´ que en principio
no es visible hasta que el usuario lo necesita y lo activa mediante un gesto o
posiblemente mediante un boto´n en una Navigation bar en la parte superior
de la pantalla.
Finalmente, se ha decidido mantener el menu´ de ajustes lo ma´s escondido
posible debido a que un usuario no suele editar para cada fo´rmula los ajustes
de la aplicacio´n. Mantener estas opciones menos accesibles nos ayuda en
puntos como: reducir la curva de aprendizaje, ya que el usuario no tiene
constancia hasta ma´s tarde que esas opciones existen; ofrecer flexibilidad,
so´lo si se requiere; y a mantener el menu´ lo ma´s claro posible para que se
puedan visualizar las “Fo´rmulas recientes”.
Figura 5.3: Menu´ de MathType for iOS con las fo´rmulas recientes, el acceso
a ajustes y ca´mara.
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5.2. Disen˜o interno
5.2.1. Complejidad del disen˜o
Las funcionalidades que quiere llegar a ofrecer MathType for iOS pueden ser
sencillas a simple vista, sin embargo existe una complejidad escondida debido
a diferentes factores como: el uso de distintos lenguajes de programacio´n, la
comunicacio´n entre e´stos o la inclusio´n de MathType for iOS en el ciclo de
desarrollo y testeo de la empresa Maths for More S.L. que condicionan la
arquitectura de la aplicacio´n.
Modularidad
Para este proyecto, y como se explica en la planificacio´n, existe un riesgo a la
hora de estimar el nu´mero de horas. Con esto en mente es necesario ofrecer
una solucio´n que permita satisfacer los plazos de entrega de un producto
terminado. Para ello se requiere pensar en tener un producto u´til lo ma´s
pronto posible y despue´s basarse en la idea de construccio´n modular para
an˜adir a la aplicacio´n todas aquellas funcionalidades extras que mejoren el
producto pero que no sean necesarias en s´ı mismas.
Esto hace que la arquitectura requiera un bajo nivel de acoplamiento entre
las diferentes componentes y as´ı sea sencillo desactivar las que no den tiempo
a terminar y que el producto siga en funcionamiento.
Limitaciones del sistema iOS
El sistema operativo donde se desarrolla la aplicacio´n presenta limitaciones
que afectan a la arquitectura del programa.
Primero de todo la gestio´n de la memoria por parte del garbage collector[27]
se hace mediante las llamadas referencias fuertes y referencias de´biles. Esto
genera que la creacio´n de las vistas tengan que guardar en algunos casos
referencias fuertes para no perder el acceso.
Por otro lado, el sistema tambie´n se encuentra limitado en algunas funciones
como las de comunicacio´n entre aplicaciones. iOS separa la informacio´n entre
aplicaciones por seguridad y eso genera una dificultad an˜adida para compartir
informacio´n, que en el caso de MathType for iOS ser´ıa exportar e importar
las fo´rmulas entre aplicaciones. Sin embargo, se permite usar ciertas clases
como las de tipo Imagen para sortear esta dificultad.
Au´n as´ı, esto u´ltimo supone un cambio en la forma de tratar la importacio´n
y exportacio´n de fo´rmulas que ya realiza MathType Web. Dicha estrategia
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lo que hace es mantener atributos con informacio´n relativa a la fo´rmula en
formato MathML para as´ı saber en todo momento que´ formula se muestra en
la imagen. Pero en este caso no es posible, ya que no esta´ permitido compartir
atributos adicionales ni en para´metros opcionales ni en la propia imagen dado
que el sistema tambie´n elimina los campos de metadatos que puedan haber.
Simplicidad para cambiar las vistas
Actualmente la empresa Maths for More S.L. esta´ trabajando en una nueva
versio´n mayor de su editor MathType Web. Dicha versio´n implementara´ im-
portantes cambios de interfaz, por lo que la arquitectura se ve condicionada
de forma que debe aislar cada una de las vistas que presenta al usuario y
facilitar su cambio en caso de ser necesario. De esta forma, ante un cambio
repentino de interfaz es posible cambiar la vista asociada de manera simple
y ra´pida.
Comunicacio´n entre Swift y JavaScript
Los dos lenguajes que utiliza MathType for iOS son Swift[22] y JavaScript[15].
Swift es el idioma principal que se utiliza para el desarrollo nativo de la apli-
cacio´n. Sin embargo, debido a que uno de los requisitos es la integracio´n y
extensio´n de MathType Web es necesario usar JavaScript para ello.
Esta decisio´n requiere entonces del uso de un sistema de comunicacio´n entre
ambos lenguajes para transferir la informacio´n entre el editor de fo´rmulas y
la aplicacio´n. Adema´s del aprendizaje vinculado a ambos lenguajes.
5.2.2. Arquitectura interna
Patro´n MVC
Figura 5.4: Diagrama de funcionamiento del patro´n MVC.
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Debido a la complejidad de la que se ha hablado anteriormente, el patro´n de
disen˜o escogido es el de Modelo-Vista-Controlador, abreviado como MVC[8].
Dicho patro´n mejora la extensibilidad y mantenibilidad. Sus principales ven-
tajas para este proyecto son:
La implementacio´n se realiza de forma modular. Esto ayuda
al desarrollo modular comentado anteriormente. Dicha caracter´ıstica
es una de las ma´s importantes debido a que gracias a ella es posible
an˜adir y quitar funcionalidades ra´pidamente y que el proyecto pueda
seguir en funcionamiento, por lo que se hace interesante de cara al TFG,
por si la falta de tiempo sugiere que ciertas funcionalidades deben ser
eliminadas; y de cara a Maths for More S.L. por si requieren de lanzar
versiones de prueba donde observar si una nueva funcionalidad es u´til
para sus usuarios o no. En las siguientes secciones se explica con ma´s
detalles el co´mo se consigue.
La modificacio´n de las vistas no afecta al modelo del dominio.
Esto hace que la vista tenga un acoplamiento bajo respecto al modelo
y por lo tanto es ma´s sencillo cambiar la vista por otra en caso de ser
necesario, es decir, solamente la representacio´n de los datos var´ıa y no
los datos.
La modificacio´n del modelo solamente afecta a e´ste. Esto im-
plica que en caso de cambio en el modelo bastar´ıa con modificar las
interfaces que puedan haber.
A cambio, nos supondr´ıa tener las siguientes desventajas:
Mayor tiempo inicial de desarrollo. La implementacio´n del MVC es
costosa al principio, provocando que los tiempos de desarrollo iniciales
aumenten. Esto afecta de manera directa a la planificacio´n del proyecto
del Cap´ıtulo 8.
Requiere de un mecanismo de eventos. Dichos eventos sera´n uti-
lizados para responder de manera espec´ıfica ante situaciones concretas.
El nu´mero de clases e interfaces es mayor. En otros patrones
no son necesarias grandes cantidades de clases, esto a la larga podr´ıa
llegar a provocar problemas de gestio´n de archivos para contener dichas
clases y/o repeticio´n de co´digo si no se sabe de la existencia de todas
las clases del sistema.
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Disen˜o esta´tico del patro´n MVC
A continuacio´n se explican los detalles ma´s importantes del disen˜o esta´tico del
patro´n MVC. Cada pa´rrafo explica uno de los componentes (Modelo, Vista
o Controlador) y muestra de manera aislada el diagrama lo´gico asociado a
dicho componente. Para ver el diagrama lo´gico global del sistema, hay que ir
al Ape´ndice C.
Como aclaracio´n previa, aquellas clases que contienen prefijos “NS”, “UI” o
“WK” son clases de Swift y por lo tanto no se han especificado sus atributos
y/o me´todos, solamente se ha hecho una referencia a ellos.
Modelo
Figura 5.5: Diagrama lo´gico del modelo.
El sistema a implementar por MathType for iOS no requiere de la gestio´n
de ninguna base de datos. Sin embargo, el modelo se ocupara´ de crear la
estructura interna de los objetos que se utilizan en el modelado conceptual.
Esto quiere decir que en e´l estara´n todas las clases que requieran de una
sema´ntica, como las fo´rmulas o el propio editor.
El motivo de hacer esto es para crear una capa de abstraccio´n y estandari-
zacio´n de las estructuras durante la comunicacio´n entre capas. Si se pasaran
primitivas se podr´ıa dar el problema de tener funciones con muchos para´me-
tros; y si se pasaran objetos ba´sicos (clase de la que heredan todas las clases)
el mantenimiento del co´digo se reduce ya que o bien se documenta que´ propie-
dades y atributos tiene que cumplir dicho objeto, o se generan inconsistencias
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como acceder a una propiedad inexistente. Adema´s, esto permite tratar los
datos si as´ı se requiere solamente cambiando el valor de retorno de estas
clases.
Finalmente, tanto las vistas como los controladores acceden al modelo y lo
utilizan en sus propias llamadas, por lo que se crean relaciones de dependencia





MathType for iOS utiliza las llamadas “vistas” para darle una representacio´n
a los datos que sera´n visualizados.
Una de las preocupaciones ma´s grandes con dichas vistas es la mejora de su
reusabilidad y modularidad. Para ello se llevan a cabo una serie de restriccio-
nes, algunas se reflejan en el diagrama lo´gico en forma de clases o relaciones
y otras son restricciones textuales que afectan sobretodo al diagrama de se-
cuencia de algunas de las acciones.
Las restricciones que se han llevado a cabo son las siguientes:
Solamente una vista puede decidir que´ y co´mo representar
informacio´n al usuario. Ya que como se ha dicho antes, se delega el
trabajo de representacio´n de los datos a esta capa.
Las vistas tienen referencias a interfaces en vez de a sus pro-
pios controladores. Debido a que una vista tiene un potencial de
cambio mayor que el de un controlador, se requiere una capa de abs-
traccio´n como lo puede ser una interfaz para disminuir el acoplamiento.
Los l´ımites de la vista los define la vista padre. Esto quiere decir
que una vista le proporciona un espacio visual a la subvista donde tiene
permitido renderizarse. De otra manera, podr´ıamos encontrar proble-
mas de solapamiento de vistas y contencio´n de las mismas. Por ejemplo
si dos subvistas deciden ocupar la mitad del espacio, ya que en este ca-
so habr´ıa que ir a cada subvista y configurarlas para ocupar so´lo la
mitad. En cambio, si ocupan todo el espacio de renderizado y el padre
es el encargado de decidir que quiere la mitad para cada una, otra vista
que tenga esas mismas subvistas puede ponerlas en la distribucio´n que
le apetezca sin crear una subclase de dichas subvistas para cambiar la
configuracio´n de cua´nto espacio van a ocupar. Por lo tanto se mejora
la mantenibilidad y reusabilidad del co´digo.
Cada vista solamente puede comunicarse con su propio con-
trolador. Esto aumenta la cantidad de co´digo ya que muchas veces
se crean largas cadenas de llamadas. Por ejemplo, si Vista A realiza
una accio´n que afecta a la vista B, se crea la cadena “Vista A llama a
Controlador A - Controlador A llama a Controlador B - Controlador
B llama a Vista B”. Sin embargo, se crean menos dependencias entre
vistas y/o controladores, por lo que con ello se consigue aislar funcio-
nalidades. De esta manera, es posible mantener el sistema por mo´dulos
donde, desactivando un controlador de una funcionalidad espec´ıfica en
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la clase principal, se puede eliminar dicha funcionalidad. Ana´logamen-
te, si activamos un controlador nuevo y an˜adimos su vista, es posible
an˜adir una nueva funcionalidad.
En cuanto al segundo punto, afecta de manera directa al diagrama lo´gico tal
y como se ve con la clase HomeView. Cada vista tiene una relacio´n con su
propia interfaz delegada que sigue el patro´n de nombre “[NombreDeLaVis-
ta]Delegate”, cosa que le permite obtener vistas gene´ricas del tipo ViewBase
para ser an˜adidas. De esta forma, se desacoplan las subvistas y el delegado
(el controlador que implementa dicha interfaz) es quien se ocupa de la lo´gica.
En cuanto a los dema´s puntos, se tratan de restricciones textuales y dependen
de manera directa del programador, que es responsable de no incumplirlas





Dentro de la aplicacio´n, los controladores tienen el rol de recibir los cambios
del modelo y viceversa. Adema´s, adquieren tambie´n la tarea de configuracio´n
y coordinacio´n de eventos. Esto quiere decir que son los encargados de llamar
a los otros controladores o su propia vista para entregar dichos eventos, con
los cuales es posible administrar el ciclo de vida de la aplicacio´n.
Para ello, se hace uso de clases o interfaces apodadas Delegate. Dichos ele-
mentos son utilizados para desacoplar de los controladores las referencias a
otros objetos en los que se “delegan” el tratamiento de sus propios eventos.
Sin embargo, debido a la estructura de la aplicacio´n en la que hay una cla-
se (HomeController) que representa la “pantalla principal”, e´sta s´ı necesita
conocer el estado global de la aplicacio´n y las funciones de los otros contro-
ladores, por lo que queda fuertemente acoplada con las dema´s clases. Pero,
al ser la encargada de instanciar los dema´s controladores y comunicar los
cambios que puedan provocar entre ellos, como consecuencia de sus acciones,
se ve justificado. Por u´ltimo, se cree improbable tener cambios en los even-
tos del sistema, as´ı que tambie´n es improbable tener consecuencias debido al
nivel de acoplamiento.
Disen˜o dina´mico del patro´n MVC
Aqu´ı, se explican los detalles referentes al disen˜o dina´mico de la implemen-
tacio´n realizada del patro´n MVC. La motivacio´n de este apartado es explicar
algunas de las restricciones de desarrollo que se quieren imponer en la crea-
cio´n y uso de los componentes Vista y Controlador.
Vista. Como se ha hablado durante el disen˜o esta´tico la Vista, se han in-
cluido restricciones para mejorar la reusabilidad y mantenibilidad del co´digo.
Entre e´stas, la restriccio´n de Los l´ımites de la vista los define la vista padre
y Cada vista solamente puede comunicarse con su propio controlador tienen
consecuencias en el “que´ se espera del desarrollador a la hora de crear y
mantener MathType for iOS”.
As´ı pues, el siguiente diagrama muestra una consecuencia directa de estas
restricciones en la forma de actuar del sistema. Sin embargo, hay que tener
en cuenta que no se incluyen los diagramas de las subvistas, ya que ser´ıa
un ejemplo ana´logo y por lo tanto no es relevante para esta demostracio´n.
Adema´s, se han obviado los diagramas de llamadas como addSubView por
tener nombres autoexplicativos.
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Figura 5.6: Diagrama de secuencia de la vista HomeView.
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La secuencia muestra como la vista padre HomeView utiliza una llamada a
la referencia de la interfaz que implementa su controlador. A partir de aqu´ı
el controlador se hace cargo de la lo´gica de saber a que´ otros controladores
debe llamar y e´stos en devolver la vista correcta.
Esta vista, como se puede ver en el diagrama lo´gico, es de la superclase
ViewBase. Esto se hace para ocultar el tipo espec´ıfico que finalmente la vista
HomeView inserta, desacoplando as´ı las subvistas espec´ıficas tanto de los
controladores que actu´an de intermediario durante la cadena de llamadas
como de las vistas padre.
A su vez y como se comentaban en las restricciones que se han impuesto
anteriormente, la vista padre en ningu´n momento modifica su zona de ren-
derizado, sino que solamente tiene permitido modificar las de las subvistas
propias (momento en el que llama a la funcio´n addConstraints(...)) dentro
del espacio asignado para s´ı misma.
Finalmente, tambie´n hay que comentar la llamada a render(). Esta llamada
permite a las vistas tener el poder de decisio´n de cua´ndo la subvista va a ser
inicializada. Esto se debe a que hay momentos en el que no interesa cargar
una vista hasta un cierto momento y es mejor esperar a que el elemento vaya
a ser utilizado.
Controlador. Para terminar de explicar el disen˜o dina´mico de MathType
for iOS a continuacio´n se muestra el comportamiento que existe cuando se
da un evento y e´ste se propaga por las diferentes clases del sistema gracias a
los eventos manejados por los controladores. En concreto, el caso de uso en
el que hay que actualizar las fo´rmulas recientes debido a que el usuario ha


























Aquí se produce el cambio de
contexto de lenguaje de
programación Swift -> JavaScript.
Lo ma´s destacable de esta secuencia es, que debido a que los eventos se pro-
vocan en el WebView, es e´ste quien avisa a la vista. Una vez hecho esto
la vista delega la responsabilidad de tratar el evento a su delegado, que en
este caso ser´ıa BrowserController (que ha implementado la interfaz Brow-
serViewDelegate). Entonces, e´ste notifica al controlador de la vista padre el
evento.
Llegados a este punto, HomeController decide que dicho evento requiere ser
redirigido al controlador MenuController, el cual aplica la decisio´n que ante
dicho evento es necesario actualizar las fo´rmulas recientes que son mostradas
en su vista.
Puente de comunicacio´n Swift-JavaScript
Como se explica en el alcance de MathType for iOS, por temas de reusabilidad
y mantenibilidad de co´digo se quiere integrar la versio´n web de su editor en
el sistema. La versio´n web de MathType (o MathType Web) se ejecuta en el
lenguaje JavaScript.
El sistema operativo iOS permite an˜adir una vista llamada WebView [6] con
la que visualizar contenido web como si de un navegador se tratara. MathType
for iOS incluye esta vista para as´ı tener la posibilidad de crear un contexto
donde ejecutar MathType Web.
Este contexto de ejecucio´n es donde se encuentra una instancia de Editor
y adema´s proporciona un me´todo de comunicacio´n entre Swift y JavaScript
mediante inyeccio´n de co´digo.
Para la comunicacio´n se establece la interfaz JavascriptCommunicationPro-
tocol, tal y como se muestra en el diagrama lo´gico, que la vista contenedora
del WebView tiene que implementar. Dicha interfaz establece un protocolo
para gestionar la inyeccio´n de co´digo y objetos en el contexto de JavaScript,
permitiendo as´ı evaluar co´digo JavaScript desde Swift y crear objetos JavaS-
cript que invoquen co´digo de Swift.
Para acabar, el co´digo JavaScript gestiona su ciclo de vida mediante eventos,
que son llamadas a partes espec´ıficas del co´digo cuando ocurren situacio-
nes concretas como un cambio en los estilos mostrados o un click sobre un
elemento[13]. Dichos eventos son lanzados tanto por los cambios que se pro-
ducen en el contexto de ejecucio´n de JavaScript como en el de Swift. Varios
ejemplos de eventos son: a nivel de JavaScript, la comunicacio´n hacia Swift
de que una nueva fo´rmula ha sido creada y por lo tanto debe insertar la que
hab´ıa anteriormente como “fo´rmula reciente”; y a nivel de Swift, la eleccio´n
por parte del usuario de una toolbar espec´ıfica para el editor.
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El principal motivo que justifica el uso de los eventos como me´todo de gestio´n
del ciclo de vida en JavaScript es la naturaleza de esta tecnolog´ıa, que gira
entorno al uso de eventos. Existen eventos de muchos tipos que permiten
ejecutar partes de co´digo de manera paralela con relativa facilidad. Por lo
tanto, disminuye los errores y aumenta la simplicidad del co´digo, cosa que
implica un aumento de la mantenibilidad.
Uso del patro´n estrategia en las opciones de configuracio´n
Debido a que las opciones de configuracio´n son presentadas en una tabla
donde el usuario puede escoger un valor, existe un comportamiento comu´n.
Por un lado siempre hay un texto descriptivo de la opcio´n que se quiere
cambiar y por otro lado un elemento de input para permitir al usuario insertar
datos, que puede ser de diferentes tipos.
Para mejorar la reutilizacio´n del co´digo, se ha implementado un patro´n es-
trategia[16] en la clase ConfigurationOption devolviendo una clase comu´n al
tipo de elemento que se quiere mostrar y que es propia del sistema en iOS
(UIViewController). E´ste permite variar el tipo de elemento utilizado pa-
ra que el usuario inserte informacio´n. Por ejemplo, en el caso del idioma el
elemento adquiere la forma de una lista donde le es posible seleccionar que´
idioma quiere. Mientras que en una opcio´n como la resolucio´n de imagen que
se quiere, podr´ıa ser una casilla donde insertar un valor nume´rico entre 0 y
100.
Adema´s, tambie´n se ha utilizado la clase ConfigurationOption para aplicar el
patro´n factor´ıa[17]. Permitiendo facilitar la instanciacio´n de los objetos sin
la necesidad de exponer la lo´gica de su creacio´n.
Finalmente, como comentario, hay que destacar el atributo esta´tico keepPic-
kersViews de ConfigurationOption que se puede ver en el disen˜o lo´gico. Este
atributo permie solucionar un problema presente en iOS referente al uso del
patro´n factor´ıa. Ya que la creacio´n de instancias haciendo uso de este patro´n
genera referencias de´biles de los objetos creados, por lo que son borrados por
el garbage collector a pesar de estar siendo usados. Dicha variable mantiene
en memoria los objetos.
5.3. Disen˜o f´ısico
Terminando ya de explicar el disen˜o de MathType for iOS, falta detallar el
disen˜o f´ısico que utiliza.
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MathType for iOS es una aplicacio´n que se ejecuta de manera local, sin
embargo, realiza llamadas externas a servicios de Maths for More S.L.. Esto
se debe a que funcionalidades como el reconocimiento de fo´rmulas o el propio
archivo que contiene el editor MathType Web que se quiere integrar en este
trabajo son dependencias que se obtienen a trave´s de llamadas externas.
Debido a ello y a que solamente se comunica con un servidor, el disen˜o f´ısico
coincide con la arquitectura cliente-servidor [50].
Este tipo de arquitectura realiza un procesamiento cooperativo donde cada
uno de los componentes pide servicios a otro.
Figura 5.7: Diagrama f´ısico de MathType for iOS.
Como se puede ver en la figura anterior, la aplicacio´n realiza peticiones al
servidor. De esta forma delega el trabajo ma´s complejo y que requiere de
mayor poder de co´mputo y recibe un resultado que posteriormente trata.
Las principales ventajas de utilizar este sistema son: delegar un trabajo de
co´mputo pesado a una ma´quina con mayor potencia y as´ı acelerar las ope-
raciones y la escalabilidad, ya que se puede aumentar tanto la capacidad del
cliente como la del servidor por separado.
Sin embargo, supone a su vez tener desventajas, como la dependencia de
un servicio externo por el cual es obligatorio tener una conexio´n a Internet;
tambie´n los problemas de latencia de la red, que pueden perjudicar a la
velocidad de respuesta; y por u´ltimo la sobresaturacio´n de los servidores, en




Implementacio´n y puesta en
produccio´n
Debido a que el disen˜o puede contener errores o no ser del todo exhaustivo,
existe la posibilidad que durante la implementacio´n del software se encuen-
tren ma´s limitaciones de las esperadas y por lo tanto problemas que no se
hab´ıan tenido en cuenta previamente, por este motivo este cap´ıtulo explica
los problemas que han ido apareciendo a lo largo del proyecto.
Adema´s, tambie´n se explica la automatizacio´n implementada para MathType
for iOS. E´sta, genera los paquetes finales que sera´n distribuidos a los clientes,
verifica su calidad y se alinea la produccio´n con los dema´s proyectos de la
compan˜´ıa Maths for More S.L. haciendo uso de los mismos esta´ndares.
Y por u´ltimo, es posible acceder al co´digo software de MathType for iOS del
cual se hace referencia aqu´ı.
6.1. Dificultades encontradas
6.1.1. Cambios en el disen˜o visual
Durante la etapa de disen˜o se explica el co´mo tiene que ser visualmente
MathType for iOS. Sin embargo, no se ha tenido totalmente en cuenta la
accesibilidad de algunas interacciones ni los colores corporativos entre otras
cosas, por lo que ha sufrido una serie de cambios de cara a la implementacio´n.
Los cambios principales que se han realizado despue´s de probar la navegacio´n
han sido: an˜adir una barra de navegacio´n en la parte superior de la aplicacio´n,
para as´ı mostrar al usuario que existe una interaccio´n, dado que en dicha
barra hay un boto´n que al ser pulsado despliega el menu´; y la incorporacio´n
de los colores corporativos.
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Por otra parte, tambie´n hay cambio de estilos a nivel de JavaScript. Los esti-
los propios que se muestran en el WebView permiten que el editor modifique
su taman˜o para adaptarse a la interfaz y as´ı poder permitir los modos Split
View y Slide Over. Adema´s, tambie´n permiten mostrar las fo´rmulas realiza-
das en el modo de handwriting ampliadas, para que de esta forma sea ma´s
fa´cil seleccionarlas y arrastrarlas donde sea necesario.
Figura 6.1: MathType for iOS en modo handwriting y a la derecha la misma
pantalla con el menu´ desplegado. En el ape´ndice B se pueden observar mas
ima´genes.
6.1.2. Constraints visuales
Uno de los requisitos es que MathType for iOS sea compatible con mu´ltiples
dispositivos, ya que iOS es ejecutado por varios. Dichos dispositivos presen-
tan diferencias que afectan al desarrollo visual, principalmente el taman˜o de
pantalla.
Dependiendo del taman˜o pueden haber elementos que no son visualizados
correctamente. Sin embargo, el ana´lisis no tiene en cuenta la forma correcta de
posicionar los elementos de la interfaz para adaptarse al taman˜o de pantalla.
Esto ha supuesto que durante la implementacio´n se ha tenido que estudiar el
co´mo hacer esto. Al principio se usaron taman˜os esta´ticos dependiendo del
taman˜o inicial, provocando que el co´digo empezara a ser poco mantenible
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dado que existen diferentes dispositivos y el desarrollo crec´ıa de forma lineal
con el nu´mero de estos.
Tras aprender ma´s del lenguaje de desarrollo Swift se descubrieron nuevas
formas de posicionar los elementos de la interfaz para poder refactorizar el
co´digo. A partir de entonces se implementan constraints.
Las constraints son condiciones que se aplican sobre la vista y que son relati-
vas a elementos de la misma. Estas condiciones cumplen operadores relacio-
nales (igualdad, mayor que, menor que... etc) y son gestionadas y actualizadas
en todo momento por el sistema. Por lo tanto su uso hace que el co´digo se
reduzca y sea ma´s mantenible.
En la siguiente figura se muestran las diferentes constraints en color naranja,
que son insertadas en los elementos del menu´ para hacerle saber al sistema
do´nde se tienen que ubicar.
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Figura 6.2: Constraints de los elementos del menu´
6.1.3. Conexio´n con los servicios de MathType
Para la implementacio´n se utilizo´ al principio un proyecto realizado en el
pasado por el estudiante del TFG, que consist´ıa en un framework mediante
el cual poder tener los servicios del editor MathType en oﬄine para iOS.
De esta manera se quer´ıa poder eliminar la dependencia de Internet. Sin
embargo, en un ana´lisis posterior se vio la necesidad de utilizar los servicios
externos de MathType, por lo que se prefirio´ no usar dicho framework y
realizar todo online para as´ı que la aplicacio´n tuviera menos peso y siempre
estuviera actualizada.
Sin embargo, la conexio´n con los servicios online plantean dos problemas:
existe una seguridad en el editor online que no permite usarlo en un entorno
que no sea un servidor web, por lo tanto no es posible cargar un archivo html
en local desde el WebView y hay que evadir dicha seguridad; por otro lado
y debido a que algunos de los servicios que utiliza MathType for iOS au´n
esta´n en fase de desarrollo, hay un problema con la seguridad CORS[53] que
tambie´n hay que solucionar.
Para el primer problema, se utiliza un servidor que actu´a como bypass para
obtener un archivo html con una direccio´n aceptada por el editor. Una vez
esto, se borra el contenido que hubiera podido quedar antes de ser mostrado
en el WebView y se carga el editor MathType Web. De esta forma, el editor
detecta que esta´ siendo ejecutado en un entorno autorizado y permite ser
utilizado.
Para el segundo problema se realiza un proceso similar mediante otro bypass.
Para acceder a los servicios de terceros es necesario que el servidor en cuestio´n
nos retorne en la cabecera un argumento mediante el cual autorizarnos a
consumir dicho contenido (si no, saltar´ıa un error de CORS). Por lo que se
utiliza un servidor externo al cual realizar la peticio´n. Este servidor a su vez
redirige la peticio´n al servidor que queremos acceder, recoge la respuesta,
le an˜ade las cabeceras necesarias (access-control-allow-origin) y devuelve la
respuesta a MathType for iOS.
Finalmente, hay que recordar que estas dos decisiones son consideradas malas
pra´cticas. Sin embargo, debido a que es fa´cil refactorizar el co´digo y el estado




Como se comentaba en la seccio´n de disen˜o, existen limitaciones en iOS que
afectan a la hora de importar las ima´genes generadas.
El proceso interno de crear una imagen que ejecuta MathType se resume en
los siguientes pasos:
1. Crear la fo´rmula con las herramientas que proporciona el edi-
tor. Esto lo que hace es mostrar de manera visual al usuario la fo´rmula,
mientras que por debajo se encuentra una representacio´n en formato
MathML de dicha fo´rmula.
2. Creacio´n de la imagen de la fo´rmula. Se crea la imagen a partir
del MathML anterior.
3. Insercio´n de atributos de estilo. Se pueden an˜adir atributos css
para el tipo de fuente, altura, anchura... etc.
4. Insercio´n de atributos de control. Se an˜aden atributos que permi-
ten tener control de la fo´rmula. Por el momento u´nicamente se utilizan
dos: data-custom-editor, que permite an˜adir informacio´n sobre la tool-
bar que se quiere mostrar al usuario durante la reedicio´n de la fo´rmula;
y data-mathml, que permite mantener la informacio´n del MathML que
representa la fo´rmula.
El u´ltimo paso, concretamente el an˜adir el atributo data-mathml, es el que
se busco´ implementar en MathType for iOS. Sin embargo, iOS consta de una
limitacio´n en el WebView que no se tuvo en cuenta.
El elemento WebView tiene implementado un comportamiento predetermi-
nado para los eventos Drag&Drop, pero dicho comportamiento provoca que
puedan exportarse las ima´genes a otras aplicaciones utilizando la clase Ima-
gen del sistema. Esta accio´n a su vez causa que se pierdan los atributos
insertados en la imagen y por lo tanto no es posible saber a que´ MathML
hace referencia dicha imagen.
Debido a esto no es posible importar fo´rmulas directamente a MathType for
iOS. Pero pese a ello, se ha querido aportar una forma alternativa.
Para ello se ha utilizado el servicio de reconocimiento de fo´rmulas de MathTy-
pe. Las ima´genes que son llevadas a MathType for iOS son capturadas y en-
viadas a dicho servicio para as´ı, una vez con informacio´n de la fo´rmula que
se ha detectado, poder importarse. El uso de este servicio pese a que suele
funcionar bien no es del todo correcto, por lo que algunas fo´rmulas no son
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importadas totalmente y contienen fallos. Adema´s, la llamada a un servicio
externo supone un aumento del tiempo de respuesta de cara al usuario. Por
otra parte, esto permite no so´lo editar fo´rmulas creadas por MathType, sino
que tambie´n fo´rmulas de ima´genes que provengan de otras fuentes.
6.1.5. Ima´genes pesadas
En cuanto al uso del sistema externo de reconocimiento de fo´rmulas, se ha
realizado un reescalado de las ima´genes que se env´ıan.
Actualmente los distintos dispositivos que ejecutan el sistema iOS pueden
llegar a realizar fotograf´ıas con una calidad de hasta 4k. Esto en cuanto a la
visualizacio´n es una gran mejora ya que se obtiene ma´s detalles en la imagen,
sin embargo a la hora de realizar la llamada al sistema externo ocurren dos
problemas: se tarda ma´s en realizar la peticio´n y el buffer de informacio´n
puede llegar a desbordarse provocando un error en el sistema.
Para evitar este tipo de problemas, las ima´genes son reescaladas si superan el
taman˜o de 400 p´ıxeles de anchura hasta este taman˜o. Durante el escalado se
rebaja la calidad de imagen y por lo tanto el taman˜o de e´sta queda reducido,
evitando los posibles errores comentados anteriormente.
6.1.6. Referencias de´biles
Durante la implementacio´n se ha tenido que tratar numerosos errores como
el de las referencias de´biles comentados en el disen˜o de MathType for iOS.
Como se ve en el esquema conceptual, hay clases como ConfigurationOption
que son enumerations que implementan el patro´n factor´ıa. Sin embargo, des-
pue´s de un tiempo de debug de la aplicacio´n se ha hecho evidente de que iOS
utiliza referencia de´biles en las vistas que instancia dicho enumeration. Esto
afecta de forma directa al comportamiento de la aplicacio´n ya que cuando
una vista que esta´ siendo mostrada es liberada de memoria su comporta-
miento es imprevisible, aunque en la mayor´ıa de casos tiende a no aparecer
o a aparecer con ciertos errores de visualizacio´n.
Para evitar los problemas de dicha referencia de´bil, se ha creado una es-
tructura que guarda en memoria referencias fuertes de las vistas creadas por
dicha factor´ıa.
6.1.7. Bugs de iOS
En la implementacio´n de MathType for iOS se han encontrado bugs en dis-
tintos elementos de la interfaz. Estos han afectado principalmente al dia´logo
65
para elegir entre si se quiere hacer una fotograf´ıa o elegir una imagen tomada
anteriormente, para reconocer en ella una fo´rmula.
Parece ser que es algo reportado a Apple pero que au´n no tiene solucio´n
oficial. Dicho dia´logo permite ser mostrado con estilos distintos, desde un
pop-up normal a una ventana que se extiende desde la parte inferior de
la pantalla. Sin embargo esta u´ltima provoca un error en las constraints
presentes. La solucio´n ha sido no utilizar el u´ltimo estilo comentado y mostrar
el pop-up normal.
6.1.8. Cambio de formato de imagen
Durante el disen˜o no se tuvo en consideracio´n si el sistema era capaz de
utilizar diferentes formatos de imagen. Esto ha provocado que a la hora de
implementar dicha feature se haya descubierto que iOS no permite el uso
de su clase Imagen en formato SVG como se quer´ıa, por lo que esta feature
queda descartada.
El formato SVG proporciona una mejor calidad en las fo´rmulas renderizadas
que el formato PNG. Sin embargo, para minimizar el impacto se ha decidido
aumentar la calidad de las ima´genes PNG de 90dpi a 400dpi, ya que despue´s
de varias pruebas se ha visto que el impacto en el tiempo de respuesta de la
aplicacio´n no es apreciable por el usuario.
6.2. Automatizacio´n de procesos
6.2.1. Herramientas utilizadas
Actualmente, Maths for More S.L. se encuentra realizando un esfuerzo para
mejorar la mantenibilidad de sus proyectos respecto al proceso de distribu-
cio´n. Dicho esfuerzo se basa en invertir recursos en la automatizacio´n de
algunas de las etapas, como por ejemplo la generacio´n de los paquetes soft-
ware finales que sera´n distribuidos a los clientes y tambie´n la verificacio´n
de la calidad o testing. Adema´s de aprovechar todo ello para configurar un
entorno donde poder aplicar el concepto de integracio´n continua[30].
Se entiende como integracio´n la compilacio´n y ejecucio´n de tests para com-
probar el buen funcionamiento del proyecto. Y de este concepto nace la idea
de integracio´n continua como el acto de hacer integraciones automatizadas
de forma perio´dica, normalmente cuando hay un cambio en el proyecto. De
esta manera, es posible detectar posibles fallos ra´pidamente.
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MathType for iOS no es la excepcio´n y se le pide el mismo nivel de com-
promiso para mejorar la mantenibilidad, intentando utilizar las herramientas
que ya se utilizan en los dema´s proyectos internos.
Por lo tanto, el estudiante del TFG tiene que aprender a utilizar dichas
herramientas. Cada una tiene una finalidad distinta dependiendo de la etapa
que se quiera automatizar y son las siguientes:
Git[9]. Existen varios motivos para utilizar esta herramienta. Primero
de todo permite llevar un historial de los cambios en el co´digo, por
lo que resulta sencillo deshacer cambios y llevar un control de quie´n
ha modificado algo. Por otra parte, es utilizado ampliamente haciendo
uso de un servidor interno o externo donde se suben los cambios que
puedan haberse hecho de manera local, para as´ı propagarlos a todas
las dema´s personas que trabajen con el mismo repositorio.
Apache Ant[3]. Esta es una herramienta de automatizacio´n de pro-
cesos de compilacio´n. A pesar de haber ma´s y mejores en el mercado se
ha escogido debido a que los dema´s proyectos de Maths for More S.L.
la utilizan.
Appium[28]. Framework open source para la automatizacio´n de tests
en aplicaciones mo´viles. Esta es la u´nica herramienta nueva que utiliza
este proyecto respecto a los dema´s de Maths for More S.L.. Esto se
debe a que es la primera aplicacio´n mo´vil y no se cuenta con ninguna
herramienta previa.
Jenkins[29]. Esta herramienta es un servidor que permite ser confi-
gurado para implementar el modelo de integracio´n cont´ınua explicado
anteriormente.
6.2.2. Automatizacio´n de la compilacio´n
Una de las partes a automatizar de un proyecto es la compilacio´n. Esto ayuda
a generar los paquetes que podra´n ser distribuidos a los clientes con facilidad.
Adema´s, ayuda al mantenimiento de un proyecto gracias a que el script de
automatizado hace que quede constancia del co´mo hay que hacerse, por lo
que en caso de que la persona que sab´ıa compilar el proyecto se marche,
e´ste podra´ ser continuado por otra sin que la primera haya tenido que dejar
documentacio´n previa.
67
Figura 6.3: Logo de Apache Ant.
Como se comento´ anteriormente, Apache Ant ayuda a la automatizacio´n
de procesos de compilacio´n, por lo que sera´ utilizada para este fin. Dicha
herramienta tiene multitud de acciones gene´ricas mediante las cuales puede
llevarse a cabo esta tarea: crear directorios, ejecutar scripts por l´ınea de
comandos, copiar archivos... etc.
En el caso de este proyecto, la automatizacio´n se ha realizado a nivel de
proyecto de XCode, la interfaz de desarrollo que proporciona Apple para
programar en iOS.
Cuando se dice “nivel de proyecto” se refiere a que no existen recursos co-
munes a otros proyectos internos de Maths for More S.L.. Ya que, en caso
de que hubieran recursos comunes, como por ejemplo ima´genes corporativas
susceptibles de cambios, habr´ıa que mantener dichos recursos a parte y que
los proyectos que los usaran los copiaran. De esta forma, en caso de cambio de
un recurso, bastar´ıa con hacer un cambio en el recurso y todos los proyectos
que dependen de e´l descargar´ıan el nuevo con los cambios.
Entonces, para automatizar el proyecto, primero ha habido un periodo de
autoaprendizaje de Apache Ant y las herramientas de desarrollo de XCode,
adema´s de la lectura de documentacio´n para saber que´ acciones pueden llevar
a cabo. Despue´s de ello, se ha creado en la ra´ız del proyecto un archivo
build.xml en el cual, utilizando lenguaje XML se pueden definir las tareas que
se quieren ejecutar en Apache Ant, como el que se puede ver a continuacio´n.
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Figura 6.4: Documento XML de Apache Ant.
En el caso de este TFG, las tareas han consistido en usar el entorno de
l´ıneas de comandos de XCode y crear las propiedades necesarias, como la
localizacio´n del paquete resultante, para facilitar el desarrollo durante la
automatizacio´n de tests.
Una vez terminado, el proyecto esta´ listo para compilarse con una l´ınea de
co´digo: ant build.
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6.2.3. Automatizacio´n de los tests
En cuanto a la automatizacio´n de tests, va ı´ntimamente ligada a la automa-
tizacio´n de la compilacio´n, ya que depende de que exista un paquete previo
donde poder ejecutarse.
Figura 6.5: Logo de Appium.
Como se explicaba al principio, se ha escogido Appium como herramienta de
automatizacio´n de tests, e´sta requiere de dos servicios propios corriendo en la
ma´quina destinada al testeo, pero que se ha obviado su automatizacio´n dado
que forma parte de la configuracio´n de cada ma´quina y una vez configurados
no hay que volver a hacer nada.
Dicha herramienta aporta un framework implementado en el lenguaje Java
donde se permiten crear tests de JUnit [51]. Adema´s, como se puede ver en
la siguiente figura, tiene un inspector para mejorar la tarea de debug de la
aplicacio´n y tambie´n la propia creacio´n de tests, ya que permite entre otras
cosas crear comandos sobre los elementos de la interfaz.
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Figura 6.6: Webinspector de Appium.
Por este motivo, el archivo build.xml comentado en la seccio´n anterior ha sido
ampliado para an˜adir una nueva tarea que se ejecute con un ant test, que
pasa los tests. Esta tarea no esta´ incluida en el comando ant build comentado
anteriormente para que, como desarrollador, sea posible elegir hace lo uno o
lo otro.
Llegados aqu´ı, el archivo build.xml tiene los dos comandos: ant build y ant
test, que adema´s pueden ejecutarse uno detra´s de otro con un ant build test.
Figura 6.7: Test de JUnit en Appium.
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Como comentarios adicionales, cabe destacar que para la creacio´n de las
tareas, se ha decidido mantener dos repositorios para el proyecto de MathType
for iOS : uno contiene el desarrollo de la aplicacio´n y otro el sistema de testing.
Cuando el desarrollador realiza un ant test se descarga todo el sistema de
tests y se ejecutan para comprobar la calidad del software. De esta manera,
siempre se mantienen actualizados todos los tests.
6.2.4. Integracio´n cont´ınua
Figura 6.8: Logo de Jenkins.
Para terminar, se hablara´ de la u´ltima parte de la automatizacio´n, la ma´qui-
na que ejecutara´ el proceso de integracio´n cont´ınua. Para ello, se utiliza la
herramienta Jenkins.
Jenkins es una aplicacio´n que se ejecuta en un servidor. E´sta ofrece un servicio
de “nodos”, que son ma´quinas (a veces tambie´n llamadas slaves) que pueden
conectarse a dicho servidor para que e´ste descargue en ellas los repositorios de
los proyectos que interesan y se ejecuten las tareas de compilacio´n y testeo. De
esta forma, se pueden mantener ma´quina independientes con caracter´ısticas
espec´ıficas que comprueban el buen estado de todos los proyectos en sus
respectivos repositorios de Git.
Para hacer esto, se ha creado un nuevo archivo en la ra´ız del proyecto llamado
Jenkinsfile. Este archivo guarda la configuracio´n que debe tener respecto al
proyecto el servidor Jenkins cuando e´ste quiera hacer pruebas del repositorio
en cuestio´n.
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En este archivo entonces, se ha definido dos cosas principalmente: el nodo
(ma´quina) en el cual tiene que ejecutarse la compilacio´n y testeo; y las fases
(o stages) que se llevara´n a cabo.
En el caso de MathType for iOS solamente hay dos fases: Build y Test. En
cada una se ejecutan los comandos ana´logos de ant definidos previamente.
Sin embargo, en un futuro se espera aumentar dichas fases para an˜adir pasos
extra como la automatizacio´n que publique directamente el paquete en la
AppStore de Apple cuando los procesos hayan finalizado con e´xito.
Una vez terminado todo este trabajo de configuracio´n, el resultado se puede
ver en la siguiente figura. Se muestran cada una de las pruebas que se han
pasado.
Adema´s, dichas pruebas han sido configuradas a conciencia para que sean
ejecutadas cada vez que existe un cambio en el repositorio de Git principal.
Por lo que con cada cambio de co´digo se podra´n tener avisos de si existen o
no errores.
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Figura 6.9: Resultados de los tests de MathType for iOS en Jenkins.
6.2.5. Diagrama de desarrollo
Terminando de explicar, falta detallar el diagrama de desarrollo que repre-
senta la puesta en produccio´n.
Cuando se habla de diagrama de desarrollo se hace referencia a do´nde se
ejecuta cada pieza del conjunto software, ya que puede ser contenido en una
o en diferentes ma´quinas que se comunican entre s´ı.
En el caso de MathType for iOS se utiliza una arquitectura a la que se le ha
dado el nombre de ASA (Aplicacio´n, Servicios y Automatizacio´n), debido a
que el co´digo se ejecuta en las primeras dos partes, mientras que a la tercera
se la hace responsable de la automatizacio´n del paquete a distribuir y el
testing del mismo.
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En la siguiente figura, se puede observar el diagrama de desarrollo del sistema.
Figura 6.10: Diagrama de desarrollo de MathType for iOS.
Aplicacio´n La aplicacio´n es el elemento en el cual se ejecuta el progra-
ma. En el caso de MathType for iOS se hablar´ıa del dispositivo iOS con la
aplicacio´n instalada que es abierta por el usuario.
Dicho elemento contiene la aplicacio´n MathType for iOS y es el responsable
directo de la interaccio´n con el usuario que quiere utilizar el sistema.
Servicios Sin embargo existe parte de la lo´gica del sistema, como el reco-
nocimiento de una fo´rmula a partir de una imagen, que no es posible que se
ejecute en el propio dispositivo debido a que se escapa del dominio del TFG.
Entonces, para suplir esta necesidad se utilizan servicios externos ya creados
por Maths for More S.L..
Estos servicios externos son ejecutados en el servidor de la empresa y rea-
lizan de forma independiente el trabajo de co´mputo del resultado, que sera´
devuelto a la aplicacio´n.
Automatizacio´n Finalmente, debido a que una de las metas que se per-
siguen es la entrega de un software de calidad, debe existir un elemento
f´ısico del sistema que se encargue de realizar las tareas de comprobacio´n de
MathType for iOS.
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Para ello, dicho elemento f´ısico genera de manera automa´tica los paquetes
que se distribuira´n y a su vez genera contextos ana´logos a los que se tienen
en produccio´n. En estos contextos se ejecuta una simulacio´n de un disposi-
tivo con el sistema iOS y se pasan los tests explicados anteriormente con la




Como parte esencial del proyecto existe la validacio´n, fase que permite saber
si los tests del paquete generado han pasado y si los requisitos analizados en
un principio han cumplido sus criterios de satisfaccio´n con la calidad esperada
o mayor.
Para ello, primero de todo se utiliza el entorno de testing realizado durante
la implementacio´n del proyecto, para observar si los tests que comprueban
aspectos espec´ıficos de la aplicacio´n pasan correctamente.
En cuanto a los requisitos funcionales, todos han sido cumplidos menos el ya
explicado a lo largo del proyecto sobre el cambio de formato de imagen. Sin
embargo, esta parte no requiere extenderse ma´s debido a que dichos requisi-
tos plantean funcionalidades que deben ser implementadas y que solamente
existen dos respuestas: s´ı, ha sido implementada; o no, no ha sido imple-
mentada. Adema´s, todas ellas son explicadas a lo largo del trabajo de una
manera ma´s profunda.
Por otra parte, algunos de los requisitos no funcionales s´ı que necesitan una
explicacio´n ma´s extensa por dos motivos: se han realizado entrevistas en las
cuales se ha podido conseguir feedback de personas reales y tambie´n porque
los criterios de satisfaccio´n son criterios subjetivos, como por ejemplo si la
aplicacio´n es bonita o no, y cuya respuesta puede ser ma´s elaborada que un
s´ı o un no.
7.1. Proceso de las entrevistas
Para intentar obtener datos representativos y fiables, se ha querido docu-
mentar el proceso llevado a cabo durante las entrevistas. De esta forma, es
posible detectar en trabajos futuros errores o mejoras que se podr´ıan hacer
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respecto a la entrevista o tambie´n detectar si realmente eran va´lidas para el
objetivo que se quer´ıa.
Primero de todo el objetivo de las entrevistas ha sido el de saber si los
requisitos no funcionales han sido cumplidos. Muchos de ellos hacen uso de
la valoracio´n subjetiva de diferentes personas que, para este caso, hemos
escogido de los departamentos de la empresa Maths for More S.L..
Como primera aproximacio´n, y que se espera mejorar en un futuro, se han
escogido a un total de 5 personas donde: dos personas formaban parte del
equipo de integracio´n del producto MathType en plataformas de terceros,
dos del equipo que elabora el editor MathType y uno que es el director del
proyecto.
El proceso que se ha llevado a cabo en todas las entrevistas ha sido el de
seguir los siguientes casos de uso en un dispositivo iPad Pro 2018 11”.
1. Crear una fo´rmula en modo handwriting, exportarla a otra aplicacio´n,
importarla de nuevo y editarla.
2. Escoger una imagen donde poder reconocer una fo´rmula.
3. Crear una fo´rmula en el modo con toolbar de herramientas.
7.2. Resultado de las entrevistas
De las entrevistas se ha obtenido un resultado y a continuacio´n se dividen
por pa´rrafos los diferentes requisitos no funcionales y se comenta el com-
portamiento que han tenido las diferentes personas mientras hac´ıan uso de
MathType for iOS.
Requisito no funcional 001: Disen˜o atractivo. Este requisito ha sido
el ma´s comentado a lo largo de las entrevistas, algo que se ve justificado
debido a que es donde menos experiencia tiene el estudiante. A pesar de que
4 de las 5 personas han dado su visto bueno, el director de proyecto no se ha
mostrado del todo conforme. El co´mo se muestran las fo´rmulas recientes en
el menu´ lateral no ha terminado de convencer debido a que si se abre el menu´
existe un gran hueco vacio´ en la esquina inferior izquierda si no se han creado
fo´rmulas recientemente. Sin embargo, en general el disen˜o se ve simple, claro
y suficiente.
Requisito no funcional 002: Estilo autoritario. Todos los entrevista-
dos se han mostrado conformes con los resultados.
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Requisito no funcional 003: Usabilidad. En cuanto a este requisito
todos se han mostrado relativamente conformes y so´lo han criticado los estilos
del propio editor MathType y que por ello se escapan del dominio de este
proyecto. La principal queja ha sido la toolbar de herramientas parece ser
demasiado pequen˜a y dificulta seleccionar las opciones si se va muy ra´pido.
Requisito no funcional 004: Lengua. Todos los entrevistados se han
mostrado satisfechos con los idiomas que se pueden escoger (ingle´s y espan˜ol).
Sin embargo, se ha comentado que debido a la muestra de poblacio´n en la que
se realiza la entrevista esto no siempre es as´ı. La muestra utilizan esos dos
idiomas en su d´ıa a d´ıa, sin embargo si se decidiera publicar en el mercado
MathType for iOS posiblemente har´ıa falta tener ma´s idiomas. Esto, a pesar
de ser cierto, no es un problema para este proyecto dado que la arquitectura
permite hacer un cambio de idioma de forma sencilla.
Requisito no funcional 005: Aprendizaje. Para terminar, este u´ltimo
requisito ha sido el mejor valorado. Todos los entrevistados han sentido que
es muy fa´cil de aprender a utilizar y se les hace intuitivo, sobretodo por




La planificacio´n de un proyecto es parte esencial de la gestio´n del mismo.
Una buena planificacio´n puede ser decisiva para lograr acabar dentro de los
plazos necesarios y por lo tanto cumplir los objetivos planteados.
Este proyecto TFG tiene una duracio´n de 540h, siguiendo as´ı la normativa
acade´mica aprobada en 2015[14]. De las cuales 75h son de la asignatura de
GEP y las 465h restantes quedan para realizar el proyecto de forma total-
mente auto´noma. El inicio tiene fecha 18/01/2019 y la fecha ma´xima es la de
su defensa, en junio o julio del mismo an˜o, aunque se ha estimado que para
el 05/05/2019 ya estara´ acabado.
La finalidad de este cap´ıtulo es la de explicar las diferentes fases que se
esperan realizar y las tareas asociadas. Adema´s de aproximar el gasto de
recursos en cada tarea y definir la hoja de ruta a seguir.
8.1. Recursos necesarios
En esta seccio´n se muestran los recursos asignados al desarrollo de cada una
de las siete fases en las que queda dividido el proyecto y sus tareas asociadas.
Cabe destacar que recursos como el espacio de trabajo y mobiliario han sido
obviados dado que su uso es continuo a lo largo de todo el proyecto.
8.1.1. Descripcio´n de fases y tareas
Asignatura GEP
La siguiente fase consta de la elaboracio´n de los entregables de la asignatura
GEP, que ayudan a contextualizar, planificar y explicar el proyecto. Adema´s
se tiene en cuenta las sesiones presenciales y la presentacio´n final que hay que
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realizar. El tiempo de esta fase se ha estimado segu´n el global de horas de la
asignatura (75h) y una estimacio´n personal despue´s de realizar el primer y
segundo entregable. Hay que destacar que esta fase provoca una pausa en el
proyecto empezado ya en enero.
Ana´lisis
En esta fase del proyecto se realiza el ana´lisis te´cnico de la aplicacio´n desde el
punto de vista de la ingenier´ıa de software para su posterior implementacio´n.
Por ello, las principales tareas que se tienen que realizar son la toma de
requisitos, el disen˜o y especificacio´n de la arquitectura y el ana´lisis del disen˜o
de la interfaz.
Preparacio´n del entorno de trabajo
Otra fase del proyecto es preparar el entorno de trabajo. Esta fase tiene en
cuenta la instalacio´n y configuracio´n del entorno de trabajo necesario para
empezar a desarrollar tanto en local como en los servidores de integracio´n
continua de la empresa Maths for More S.L. . Las principales tareas por lo
tanto son: la preparacio´n del ordenador de desarrollo y la preparacio´n de los
servidores de integracio´n continua.
Pruebas de concepto y automatizacio´n
Para el buen desarrollo del proyecto es necesario realizar diferentes pruebas
de concepto de las cuales elegir las mejores para implementar en el proyecto
final. Todo ello ocupa una fase del proyecto enfocada al aprendizaje, pruebas
y automatizacio´n. Por lo tanto las tareas relacionadas son: el autoaprendi-
zaje de las diferentes tecnolog´ıas a utilizar; las pruebas de concepto para as´ı
asentar los conocimientos adquiridos y ver co´mo adaptar la tecnolog´ıa a la
especificacio´n del proyecto; y la automatizacio´n del compilado y testeo de los
proyectos de la tecnolog´ıa utilizada.
Desarrollo de MathType for iOS
Esta fase es la ma´s grande de todas, es la parte principal del proyecto y la
que genera el producto MathType for iOS que la empresa precisa.
Primero de todo se encuentra la tarea de creacio´n de la aplicacio´n base para
iOS. De ella se obtiene la integracio´n del editor MathType Web en iOS.
A ra´ız de ello, se realizan una serie de tareas que extienden una a una las
funcionalidades que se ofrecen, para as´ı cumplir aquellos objetivos planteados
en la formulacio´n del problema.
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Concretamente ser´ıan: el importar y exportar fo´rmulas mediante el uso de
Drag&Drop, la reedicio´n de fo´rmulas creadas, la visualizacio´n de fo´rmulas
recientes, el cambio de tipo de imagen, el uso de la ca´mara para detectar
fo´rmulas y el soporte a distintos idiomas.
Las tareas que extienden las funcionalidades de la aplicacio´n son completa-
mente independientes y pueden realizarse en paralelo o en el orden que se
considere oportuno. El orden de realizacio´n de e´stas es el que se puede ob-
servar en la Tabla 8.1. Este orden ha sido escogido segu´n las preferencias de
la empresa.
Documentacio´n
Una de las fases finales del proyecto es la documentacio´n. Esta fase es la
encargada de generar toda la documentacio´n de usuario, para que as´ı las
personas que utilizan MathType for iOS puedan consultar co´mo utilizar el
programa en detalle.
Memoria y presentacio´n
En esta fase se terminara´ la memoria del proyecto que se ha ido haciendo
durante la asignatura de GEP y se revisara´. Finalmente, se preparara´ la
presentacio´n de la defensa del proyecto.
La memoria del proyecto incluira´ la documentacio´n realizada a lo largo de la
asignatura de GEP, la fase de ana´lisis y la fase de documentacio´n.
8.1.2. Estimacio´n de horas y recursos
Con la explicacio´n de cada fase realizada anteriormente, la estimacio´n de
tiempo y recursos es la siguiente.
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Tabla 8.1: Planificacio´n temporal de fases, tareas y recursos.
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8.2. Diagrama de Gantt
En el siguiente diagrama de Gantt, correspondiente a la planificacio´n del
proyecto, se incluyen todas las fases y tareas especificadas anteriormente.
Este diagrama muestra los tiempos y tambie´n los o´rdenes de realizacio´n de las
diferentes tareas durante el proyecto teniendo en cuenta un trabajo semanal
de 35h.
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Figura 8.1: Diagrama de Gantt.
Figura 8.2: Continuacio´n diagrama de Gantt.
8.3. Posibles desviaciones y plan de accio´n
Como se comento´ en otros cap´ıtulos, los riesgos de este proyecto se deben a
la tecnolog´ıa. Se hace uso de diferentes tecnolog´ıas donde el integrador del
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proyecto no es experto. Adema´s existen tareas como la de documentacio´n o
disen˜o que se salen del a´mbito de trabajo del estudiante.
Todo esto provoca un riesgo de generar una desviacio´n de tiempo, aumen-
tando as´ı los tiempos de realizacio´n de las tareas. Este riesgo se ha estimado
con una probabilidad de un 30 % por lo explicado anteriormente y tambie´n
porque el estudiante tiene experiencia integrando MathType en otras pla-
taformas. Entonces, a pesar de tardar ma´s en tareas como el disen˜o de la
interfaz, tambie´n puede ocurrir el efecto contrario en otras como la integra-
cio´n de MathType en iOS.
El plan de accio´n de este proyecto esta´ basado principalmente en el control
de situaciones de riesgo. Por ello, durante la realizacio´n del proyecto hay un
seguimiento constante del trabajo realizado y del tiempo restante.
Para dicho seguimiento se han establecido dos protocolos de accio´n en caso
de detectar una falta de tiempo.
Por una parte, todas las tareas han sido sobreestimadas en un 15 % para
tener margen de maniobra en caso de haber estimado el tiempo por debajo
de la realidad.
Por otra parte, esta´ planteada tambie´n la posibilidad de aumentar el nu´mero
de horas dedicadas al proyecto. Actualmente se realizan 5h diarias, podr´ıa
llegar a subirse hasta en 7h diarias.
En caso de que lo anterior fallara, se tomar´ıa como medida de urgencia eli-
minar tareas de la fase de Desarrollo de MathType for iOS. Ya que el soporte
de idiomas, el elegir el tipo de imagen y tambie´n la seccio´n de “fo´rmulas
recientes” no son necesarios para el correcto funcionamiento de la aplicacio´n.
Por lo tanto, se puede prescindir de ellas y que la aplicacio´n siga siendo u´til
y funcional para el usuario.
Estas decisiones propuestas permitir´ıan la entrega del proyecto en el plazo
establecido. Sin embargo, el costo de recursos humanos se incrementar´ıa un
40 % por hora desde el momento en el que se aumentaran las horas diarias.
Y por otro lado, la aplicacio´n de la medida de urgencia, pese a funcionar,
disminuir´ıa la calidad del producto final.
8.4. Desviaciones durante el proyecto
Durante la implementacio´n del TFG, se han sufrido cambios en la planifica-
cio´n de las tareas debido a que e´sta era una mera aproximacio´n y, en general,
las tareas han necesitado un mayor tiempo de desarrollo que el estimado en
un primer momento.
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Dichas desviaciones se han producido sobretodo en las partes donde el estu-
diante del TFG es menos experto. Un ejemplo de ello son las tareas relacio-
nadas con el disen˜o de la aplicacio´n y tambie´n aquellas que tienen que ver
con la documentacio´n de la memoria.
Adema´s, la exigencia en cuanto a la carga de trabajo junto a las responsabi-
lidades diarias del estudiante, han terminado por volverlo ineficiente, por lo
que se ha decidido bajar la carga de trabajo a 25h semanales en vez de las
35h.
Esta decisio´n ha provocado un retraso en la fecha de finalizacio´n, pero ha
podido ser asumido gracias al margen de tiempo dejado como medida de
contingencia. Por este motivo, ninguna tarea ha tenido que ser eliminada
para poder alcanzar la deadline propuesta por la facultad en cuanto a la
entrega del proyecto.
8.4.1. Cambios respecto al inicio del proyecto
En el trascurso del proyecto, han habido distintas desviaciones temporales.
Una de las causas principales ha sido la inversio´n de tiempo en el autoapren-
dizaje de las distintas tecnolog´ıas. Al tratarse de una integracio´n entre varios
sistemas la complejidad de saber el funcionamiento de e´stos ha sido mayor
de lo esperado.
Primero de todo, se ha tenido que aprender a usar con soltura y con buenas
pra´cticas los lenguajes de programacio´n Swift y JavaScript, aunque debido
a que el estudiante tiene ya experiencia en este u´ltimo ha podido reducir
el nu´mero de horas. Para ello, se ha le´ıdo documentacio´n y se han creado
distintas aplicaciones para saber aplicar la teor´ıa aprendida.
Despue´s, se ha tenido que aprender de la misma forma lo relativo a la parte
de administracio´n de sistemas para automatizar el proceso de build y testing
utilizando tecnolog´ıas como Ant o Jenkins junto a las instrucciones propias
del sistema Windows que se utiliza en Maths for More S.L. .
Adema´s, durante el desarrollo se han encontrado con limitaciones del sistema
que han puesto en duda la viabilidad del proyecto debido a que han afectado
directamente a las funcionalidades de reedicio´n de fo´rmulas y el cambio de
tipo de imagen.
En cuanto a la limitacio´n del cambio de tipo de imagen se quer´ıa ofrecer la
posibilidad de elegir entre PNG o SVG, ya que este u´ltimo a pesar de tener un
mayor peso y calidad no es aceptado por todas las aplicaciones. Sin embargo,
iOS solamente permite el uso de ima´genes PNG para ser exportadas a otras
aplicaciones dentro del mismo sistema.
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Despue´s de investigar durante un tiempo, no se han encontrado alternativas,
por lo que se ha decidido aceptar que no es posible realizar dicha tarea
y se ha pasado a minimizar las consecuencias. Para ello, se ha aumentado
la calidad de las ima´genes creadas por el editor al ma´ximo posible. Dicho
ma´ximo ha sido encontrado incrementando la calidad hasta que el usuario
nota un aumento del tiempo de respuesta del sistema debido al peso de la
imagen.
Adema´s, debido a la rapidez con la que se detecto´ y se aplico´ la solucio´n,
se crearon dos nuevas tareas para permitir cambiar la barra de herramientas
mostrada por el editor y tambie´n para insertar elementos que mejoraran el
uso de la interfaz. De esta u´ltima se creo´ un boto´n, para facilitar el copiado de
una fo´rmula; y el incremento de las fo´rmulas que aparecen en el editor, para
que fuera ma´s fa´cil agarrar una fo´rmula creada y utilizar la funcionalidad de
Drag&Drop.
Por otra parte el problema de la reedicio´n de fo´rmulas provoca que, al no
poder insertar informacio´n extra en la fo´rmula, MathType for iOS no puede
saber a que´ representacio´n en formato MathML hace referencia la imagen en
el caso de uso de exportar una imagen y volverla a importar.
Se encontraron dos alternativas para insertar informacio´n en las ima´genes:
aplicar estaganograf´ıa en las ima´genes exportadas, para despue´s poder ser
le´ıdas; o utilizar un nuevo servicio de reconocimiento de fo´rmulas de MathTy-
pe, que es capaz de reconocer a partir de ima´genes de fo´rmulas el MathML
que las forma.
Dado que el reconocimiento puede fallar, se investigo´ la primera opcio´n. Sin
embargo, tras ver que las ima´genes eran transformadas tambie´n por el sistema
durante la exportacio´n, se decidio´ que la segunda opcio´n era ma´s factible.
La justificacio´n de ello es el riesgo que supon´ıa tener que invertir ma´s tiempo
sin saber siquiera si pod´ıa encontrarse una solucio´n viable. La solucio´n de la
esteganograf´ıa pod´ıa tener tanto peso como un TFG, dado que no es trivial
hallar una forma de insertar informacio´n en ima´genes y que los datos no se
vean afectados por transformaciones como la rotacio´n o escalado.
Otro cambio que ha sufrido la planificacio´n ha sido el movimiento de la tarea
de automatizacio´n del build y testeo de MathType for iOS hacia el final de la
fase de desarrollo, debido a los cambios continuos de la interfaz del proyecto
durante toda la implementacio´n, ya que cada cambio hubiera provocado que
los tests hubieran tenido que ser rehechos.
Y ya para terminar, se ha decidido cambiar una de las tareas finales del
proyecto de Documentacio´n de usuario de MathType for iOS por la tarea
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de Documentacio´n de desarrollo de MathType for iOS, ya que se considera
ma´s u´til explicar de forma breve co´mo hay que desarrollar dentro del sistema
creado para realizar tareas de mantenimiento sin romper la arquitectura de
la aplicacio´n.
Y ahora, se muestra la tabla con la planificacio´n y el diagrama de Gantt
actualizado con los cambios comentados.
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Reedición de fórmulas 40
Mostrar fórmulas recientes 30
Cambio en el tipo de 
imagen 15
Elementos de interfaz para 
mejorar la usabilidad en la 
exportación de fórmulas
4
Configuración de la toolbar 
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Presentación del proyecto 8
TOTAL 553
Tabla 8.2: Estimacio´n de las tareas despue´s de los desv´ıos.
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Tabla 8.3: Primera parte del diagrama de Gantt.
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Tabla 8.4: Segunda parte del diagrama de Gantt.
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8.4.2. Impacto en los objetivos o desarrollo del proyec-
to
El impacto de los cambios comentados anteriormente han sido menores gra-
cias a que no han sido problemas complejos o se ha conseguido encontrar una
alternativa para minimizar el impacto.
Por una parte, el cambio de la documentacio´n de usuario por la de developers
se preve´ que aumente el nu´mero de horas totales del proyecto.
Por otra parte, la redistribucio´n de las tareas de automatizacio´n y testing,
as´ı como su uso en ma´quinas configuradas para ello ha provocado que el
proyecto no pudiera aplicar buenas pra´cticas de desarrollo como lo son la
integracio´n continua y que los tests se hayan pasado manualmente despue´s
de cada tarea terminada. Sin embargo, se cree que ha ahorrado tiempo por no
tener que mantener los supuestos tests automa´ticos que se tendr´ıan debido
a los cambios continuos sobre la interfaz.
Finalmente, el impacto de la limitacio´n del sistema que ha provocado que no
se pudieran cambiar de formato las ima´genes ni an˜adir informacio´n extra ha
provocado un ligero retraso debido a la replanificacio´n de tareas para que el




Una vez realizada la planificacio´n temporal existen datos suficientes como pa-
ra desarrollar el presupuesto del proyecto. E´ste justifica la viabilidad econo´mi-
ca de cara a la empresa Maths for More S.L. .
9.1. Identificacio´n y estimacio´n de costes
La identificacio´n de costes es el paso previo a la elaboracio´n del presupuesto.
Esta seccio´n analiza desde el punto de vista econo´mico los diferentes tipos
de recursos del proyecto, definidos previamente durante la planificacio´n.
9.1.1. Costes directos
Recursos humanos. Este proyecto esta´ realizado ı´ntegramente por el es-
tudiante del TFG, asumiendo cada uno de los roles correspondientes durante
la realizacio´n de cada tarea.
El salario bruto de cada rol ha sido extra´ıdo de la Gu´ıa del mercado laboral
2019 [24] de la empresa Hays, una de las empresas de recursos humanos ma´s
grandes del mundo, y webs reconocidas como PayScale[40] e Indeed [25]. Los
precios se han calculado en base a un trabajo anual de 2008h y un nivel de
experiencia equivalente a “junior”, es decir, entre 0 y 2 an˜os de experiencia.
Una vez extra´ıdo el salario bruto de cada empleado se ha realizado una
aproximacio´n del costo que supone para la empresa tener a dicho trabajador,
ya que existen ma´s costes como el de la Seguridad Social o formacio´n. La
fo´rmula utilizada es la siguiente:
CosteEmpleadoEmpresa = SueldoBrutoEmpleado · 1, 35 (9.1)
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De esta investigacio´n, se ha obtenido la siguiente tabla con los costes por
tarea, fase y rol.
Tabla 9.1: Coste de RRHH por rol, fases y tareas.
Recursos hardware y software. Por otro lado, tambie´n existe un gasto
en los recursos hardware y software desde el inicio del proyecto.
Las amortizaciones se han calculado en base a una vida u´til que en ningu´n
caso supera a los an˜os ma´ximos que propone la Agencia Tributaria[1]. Se ha
extra´ıdo el precio amortizado por hora y se ha calculado el importe del gasto
del proyecto teniendo en cuenta que e´ste utiliza dichos recursos durante 540h.
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Los costes se pueden observar en la siguiente tabla. No han sido incluidos
recursos gratuitos.
Tabla 9.2: Coste de recursos materiales y software.
9.1.2. Costes indirectos
Durante el desarrollo existen costes indirectos como consecuencia de las ac-
tividades que se realizan. Dado que el TFG se realiza en una empresa, es el
coste de recursos generales (agua, oficina, Internet... etc).
Las amortizaciones se han calculado de la misma forma que en el apartado
anterior. Sin embargo, en la columna “Vida u´til” hay algunas filas sin datos
debido a que son consumibles y han sido calculados de diferentes formas.
Los servicios, la conexio´n a Internet y el local (200m2 en el centro de Bar-
celona) han sido calculados a partir de las facturas mensuales de gasto de la
empresa y estimando que el proyecto cuesta 4 meses de alquiler, ya que no
existe la posibilidad de pagar en unidades menores al mes. El resultado se
divide en partes iguales entre los 32 trabajadores de la oficina. En cambio,
los snacks han sido calculados en base al gasto individual del estudiante de
6e cada 40h de trabajo.
Los costes indirectos por lo tanto son los siguientes:
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Tabla 9.3: Costes indirectos.
9.1.3. Contingencias
Como todo proyecto, existe un riesgo de necesitar un presupuesto mayor al
elaborado debido a los sucesos inesperados. Por ello existe una partida des-
tinada a contener esas posibles desviaciones. Para este proyecto se utilizara´
un fondo de contingencias del 10 %, una cifra encontrada de manera emp´ırica
y que en asignaturas como GPS se nos ha impulsado a utilizar por su buen
resultado.
9.1.4. Coste de incidentes
Finalmente se presenta el coste de los incidentes que pueden surgir en el
proyecto.
Para ello, se tiene en cuenta el caso pesimista de los problemas presentados
en el plan de accio´n de la planificacio´n, donde se habla del incremento de
horas de trabajo. Este aumento de horas probablemente se dar´ıa a la mitad
del proyecto, durante la fase de Desarrollo de MathType for iOS. Debido a
eso se ha calculado un coste asumiendo que el aumento de horas empieza en
la tarea “Cambio en el tipo de imagen” hasta la finalizacio´n del proyecto.
Por otra parte, se ha tenido en cuenta la pe´rdida del Mac Mini, la herramienta
de desarrollo principal. Cuyo coste, gracias a que la entrega podr´ıa ser el
mismo d´ıa y que el estudiante tiene horario flexible, se limitar´ıa a un coste
material.
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Tabla 9.4: Costes de incidentes.
9.2. Coste total
De las secciones anteriores, se puede extraer la siguiente tabla con el presu-
puesto del proyecto.
Tabla 9.5: Coste total.
9.3. Control de gestio´n
Para el control econo´mico del proyecto se hace uso de indicadores de control.
Concretamente de cumplimiento y eficiencia.
El primer indicador es el de finalizacio´n de tareas. Dicho indicador tiene que
ver con la conclusio´n de las tareas del proyecto llevando una cuenta de las
ya completadas. De esta manera, es posible medir el nivel de realizacio´n del
TFG.
El segundo indicador permite medir el nivel de ejecucio´n de las tareas segu´n
los recursos utilizados. Al finalizar cada tarea se anotan las horas y recursos
invertidos reales y, dichos datos, se comparan con las estimaciones realizadas
haciendo uso de las siguientes fo´rmulas presentadas durante la asignatura de
GEP[11].
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Desvi´oEnCoste = (CE − CR) · CHR
Desvi´oEnConsumo = (CHE − CHR) · CE (9.2)
Donde: CE=Coste Estimado; CR=Coste Real; CHR=Consumo de Horas
Real; CHE=Consumo de Horas Estimado.
Todo ello permite saber el estado del proyecto respecto al consumo de re-
cursos y tambie´n conocer las posibles desviaciones, para as´ı calcular si el
proyecto puede soportarlas haciendo uso de la partida de contingencias.
9.4. Desviaciones durante el proyecto
Como se ha comentado y justificado en el cap´ıtulo de la planificacio´n, durante
el proyecto han aparecido un conjunto de desviaciones que ha provocado una
replanificacio´n de las tareas.
Esto, ha afectado de forma directa tanto en el tiempo como en el coste del
proyecto. Han aumentado en los costes de mano de obra 532,6e debido al
aumento de las horas que se pensaban destinar al proyecto de manera inicial.
De esta manera, ha aumentado la cantidad de horas a pagar al jefe de proyecto
y tambie´n al desarrollador software.
Para terminar, las siguientes tablas muestran en detalle el aumento del coste
total. Como dato a comentar, los costes materiales y los costes indirectos
tambie´n han aumentado dado que para el ca´lculo del primero se ha tenido en
cuenta las amortizaciones y para el segundo el precio de los servicios aumenta
en funcio´n de las horas de uso.
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Coste en €/hora 33,62 € 24,20 € 33,62 € 20,17 € 20,17 € 12,57 € 21,88 €
Asignatura GEP 75 2.521,2 € 2.521,2 €
Clase de presentación 
inicial 2 67,2 € 67,2 €
Entregable 1 25 840,4 € 840,4 €
Entregable 2 12 403,4 € 403,4 €
Entregable 3 12 403,4 € 403,4 €
Entregable 4 20 672,3 € 672,3 €
Ensayo de presentación 
final 2 67,2 € 67,2 €
Clase de presentación final 2 67,2 € 67,2 €
Análisis 70 726,1 € 504,2 € 504,2 € 1.734,6 €
Toma de requisitos 30 726,1 € 726,1 €
Diseño y especificación 
software 15 504,2 € 504,2 €
Diseño de la interfaz 25 504,2 € 504,2 €
Preparación del entorno de 
trabajo 50 1.008,5 € 1.008,5 €
Autoaprendizaje 20 403,4 €
Instalación y configuración 
del ordenador de desarrollo 15 302,5 € 302,5 €
Instalación y configuración 
de los servidores de 
integración continua
15 302,5 € 302,5 €
Pruebas de concepto y 
automatización 70 1.411,9 € 1.411,9 €
Autoaprendizaje 30 605,1 € 605,1 €
Pruebas de concepto 40 806,8 € 806,8 €
Desarrollo de MathType for 
iOS 200 3.973,4 € 37,7 € 4.011,1 €
Integrar MathType en iOS 20 403,4 € 403,4 €
Importar/Exportar imágenes 20 403,4 € 403,4 €
Reedición de fórmulas 40 806,8 € 806,8 €
Mostrar fórmulas recientes 30 605,1 € 605,1 €
Cambio en el tipo de 
imagen 15 302,5 € 302,5 €
Elementos de interfaz para 
mejorar la usabilidad en la 
exportación de fórmulas
4 80,7 €
Configuración de la toolbar 
del editor 5 100,8 €
Uso de la cámara para la 
detección de fórmulas 30 605,1 € 605,1 €
Soporte para diferentes 
idiomas 6 [1] 60,5 € 37,7 € 98,2 €
Automatización del build y 
testeo de aplicaciones 30 605,1 € 605,1 €
Documentación 25 100,8 € 437,5 € 538,4 €
Documentación de 
desarrollo de MathType for 
iOS
25 [2] 100,8 € 437,5 € 538,4 €
Memoria y presentación 63 2.117,8 € 2.117,8 €
Memoria del proyecto 55 1.848,9 € 1.848,9 €
Presentación del proyecto 8 268,9 € 268,9 €
TOTAL 553 4.638,9 € 726,1 € 504,2 € 504,2 € 6.494,5 € 37,7 € 437,5 € 13.343,3 €
Tabla 9.6: Costes de mano de obra recalculados.
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Hardware 701,7 € 4 48,3 €
Ordenador 
sobremesa Mac 
Mini i5 3GHz 
8GB RAM 
256GB SSD
Hardware 1.032,2 € 4 71,1 €
iPad Pro 2018 
11" 64GB Hardware 726,4 € 4 50,0 €
Windows10 Software 119,8 € 2 16,5 €
Total 2.580,2 € 185,9 €
Tabla 9.7: Costes recalculados de los recursos hardware y software.
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105,38 € - 105,38 €
Conexión a 
Internet 22,38 € - 22,38 €
Silla de oficina 119,99 € 10 3,30 €
Mesa de oficina 179,95 € 10 4,96 €
Snacks 82,95 € - 80,00 €
Local 325,00 € - 325,00 €
Tabla 9.8: Costes indirectos recalculados.
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Concepto Coste
Costes directos 13.529,2 €
Costes indirectos 541,0 €
Contingencias (10%) 1.407,0 €
Costes de Incidentes 443,0 €
TOTAL SIN IVA 15.920,1 €
TOTAL CON IVA 19.263,4 €





Para identificar la sostenibilidad del proyecto, se evalu´a el impacto de tres
aspectos del mismo: econo´mico, ambiental y social. A continuacio´n se explica
cada aspecto en el contexto del TFG.
10.1. Dimensio´n econo´mica
Se ha realizado un ana´lisis de costes preciso para el proyecto teniendo en
cuenta todo tipo de costes: directos, indirectos, contingencias y costes debido
a incidentes. Adema´s, dicho ana´lisis se ha realizado respecto a las fases y
tareas, por lo que su seguimiento y control es ma´s preciso al ser un intervalo
de tiempo y conjunto de recursos ma´s acotado. Por esto mismo, se considera
que la estimacio´n de costes ha sido razonable.
Por otra parte, este proyecto se ve respaldado con cifras internas de la em-
presa Maths for More S.L. . Dichas cifras preve´n que ma´s de 500 licencias
del producto sera´n vendidas a usuarios activos de MathType for iOS. Por lo
tanto, con un coste por licencia de aproximadamente 50e se obtiene que la
cifra de retorno es de 25.000e antes de impuestos, superando as´ı el presu-
puesto del proyecto. Tambie´n hay que tener en cuenta que la suscripcio´n sera´
pagada ma´s de una vez ya que es anual, por lo que el ingreso au´n sera´ mayor.
Sin embargo, dicha previsio´n se espera de aqu´ı a 1-2 an˜os, por lo que Maths
for More S.L. ha decidido destinar los recursos de una sola persona para el
desarrollo.
En cuanto a otras soluciones alternativas, existen problemas debido a una
falta de recursos. Son pequen˜as empresas, que se dedican solamente a la
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edicio´n de fo´rmulas matema´ticas; o grandes empresas, donde la edicio´n de
fo´rmulas matema´ticas es solamente una funcionalidad ma´s de su programa
y por lo tanto destinan una cantidad de recursos muy limitada. En ambos
casos la estimacio´n de recursos se realiza en funcio´n de los recursos humanos
necesarios y orden de importancia.
A diferencia de estas, Maths for More S.L. y su producto MathType se dedica
espec´ıficamente a la edicio´n de fo´rmulas matema´ticas y tiene los recursos su-
ficientes para desarrollar varios proyectos al mismo tiempo, pudiendo reducir
el coste material reutilizando gran parte de los recursos.
Tambie´n hace falta recordar el bajo riesgo que existe en la dimensio´n econo´mi-
ca debido a que, como ya se ve en la planificacio´n, los costes por incidentes
y sus respectivas probabilidades son muy bajos.
Y ya para terminar, se quiere calcular el coste de vida u´til del producto
asumiendo que para darle mantenimiento se aplica un 10 % de los costes
indirectos que se tienen durante todo un an˜o. La justificacio´n de por que´
un 10 % es que la automatizacio´n de MathType for iOS hace que el tiempo
de los desarrolladores para su mantenimiento se reduzca considerablemente.
Adema´s, tambie´n durante el tiempo que se le da mantenimiento se esta´ rea-
lizando un esfuerzo en la produccio´n de otros productos de Maths for More
S.L.. Por lo tanto queda que de los 541,01e de los costes indirectos cada 4
meses, se gastar´ıan 162,303e al an˜o.
10.2. Dimensio´n ambiental
Durante el proyecto, se ha tenido en cuenta la reutilizacio´n de recursos. Un
ejemplo ha sido el ordenador porta´til o el iPad Pro, utilizados en diferentes
proyectos. Sin embargo, no se ha podido hacer lo mismo para el caso del Mac
Mini y la electricidad consumida.
Se preve´ que la electricidad consumida por estos equipos[5][10][39][38] sea de
37,5kW·h de media. Por otro lado, no se tiene en cuenta los gastos generales.
Adema´s, la solucio´n proporcionada mejora entre otras cosas la rapidez res-
pecto a otras soluciones similares. Esto provoca una reduccio´n del consumo,
ya que los usuarios utilizan menos tiempo su dispositivo al haber terminado
antes el trabajo. Una reduccio´n del tiempo de uso de los usuarios de un 15 %
supone una disminucio´n de energ´ıa consumida en el iPad Pro de 11,5kW·h a
9,775kW·h (Sin tener en cuenta pe´rdidas).
Las soluciones alternativas no tienen en cuenta la eficiencia energe´tica y la
interfaz que presentan, con colores vivos y ma´s lentas de utilizar, gastan ma´s
105
energ´ıa.
Tabla 10.1: Energ´ıa ele´ctrica consumida.
Adema´s, dichos costes ambientales tienen un riesgo de aumentar un 15 %
debido a que es el porcentaje ma´ximo de desviacio´n del proyecto calculado
durante la planificacio´n.
Y ya para acabar, se ha utilizado en el ca´lculo de la huella ambiental durante
la vida u´til de la misma forma que en la dimensio´n econo´mica, el 10 % de
gasto realizado durante la realizacio´n del proyecto en un an˜o. Por ello, si se
consumen 37,54kW·h cada 4 meses, el resultado es que durante la vida u´til
se gastar´ıa 11,262kW·h por an˜o.
10.3. Dimensio´n social
No existe ningu´n editor espec´ıfico de fo´rmulas matema´ticas en iOS, pero
segu´n estad´ısticas internas existen usuarios de MathType que les gustar´ıa
poder trabajar en dicha plataforma. Esta solucio´n aporta en el a´mbito social
una mejora en el trabajo de las personas que necesiten insertar o editar
fo´rmulas matema´ticas.
Las alternativas ofrecen una mala experiencia de usuario mientras que e´sta
tiene una mejor interfaz, provocando que el proceso de insertar o editar una
fo´rmula sea menos tedioso y ma´s ra´pido. Por lo tanto los usuarios sera´n ma´s
eficientes y disminuira´n el tiempo dedicado a un trabajo poco gratificante.
Adema´s, este proyecto aporta experiencia al estudiante. Tiene la posibilidad
de aplicar sus conocimientos en un entorno nuevo para e´l y gracias a que es
un proyecto open source, puede mostrarlo como ejemplo de su buen trabajo
a empresas que piensen contratarle.
Finalmente, los riesgos que pueden suponer un efecto negativo no existen.
U´nicamente se podr´ıa dar el caso en el que la competencia mejorara lo ya
creado por este proyecto y por lo tanto que MathType for iOS no fuera
utilizado.
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10.4. Matriz de sostenibilidad
Finalmente, se obtiene la siguiente matriz de sostenibilidad. E´sta muestra los
valores en las unidades correspondientes de los apartados PPP y vida u´til.
Por otra parte, tambie´n se le asigna una puntuacio´n de 0 a 10 en el caso de
la dimensio´n social. La justificacio´n de los valores se explican con detalle en
los apartados anteriores.
Tabla 10.2: Matriz de sostenibilidad.
PPP Vida u´til Riesgos
Econo´mica 19.263,4e 162,303e/an˜o
30 % costo mano de obra
5 % rotura de material
Ambiental 37,54kW·h 11,262/an˜o 15 %




Como cap´ıtulo final, se encuentra la conclusio´n del proyecto. Dicha conclusio´n
se observa desde diferentes puntos de vista que se ira´n explicando en las
siguientes secciones y que ayudan a tener una visio´n global de co´mo ha ido
el proyecto, que´ ha fallado, que´ se ha aprendido y de cara a un futuro que´ se
podr´ıa hacer.
11.1. Valoracio´n personal
En general, siento que la aplicacio´n ha quedado y no ha quedado bien.
Desde el punto de vista de la empresa y la validacio´n, todos los requisitos
han quedado cumplidos y el objetivo del proyecto ha sido alcanzado. Pe-
ro por otra parte a nivel personal el resultado visual no ha terminado de
convencerme. Simplemente hace falta ver otras aplicaciones como Facebook,
Uber o Twitter y es evidente que tienen un mejor disen˜o debido a que poseen
recursos suficientes para tener a disen˜adores e ingenieros de UX.
Sin embargo, ha sido un proyecto que a nivel de arquitectura propuesta ha
sido muy divertido. He aplicado muchos de los conceptos aprendidos durante
la carrera y tambie´n de mi experiencia como programador para cumplir los
requisitos previamente analizados.
Adema´s, la empresa Maths for More S.L. me ha dado la suficiente libertad
como para dirigir el proyecto. Eso ha tenido sus cosas buenas y malas, me
ha permitido ser creativo con la solucio´n pero por otra parte en cosas como
el disen˜o me ha supuesto una dificultad el no tener ya un estudio previo por
su parte que me dijera que´ quer´ıan.
A su vez, me ha permitido aprender nuevas tecnolog´ıas muy demandadas
actualmente como las relacionadas con la integracio´n continua y las de auto-
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matizacio´n del building y testing, ensen˜a´ndome a hacer el co´digo ma´s man-
tenible.
Por una parte me ayuda en la deteccio´n de errores y me libra de tener que
gastar mis recursos en trabajos repetitivos, pero por otra parte tambie´n me
ayuda a que de cara a un futuro el sistema pueda ser mantenido por otra
persona sin tener que crear ma´s documentacio´n extra, ya que la implementa-
cio´n de la automatizacio´n se encuentra escrita en un lenguaje comprensible
el cual podr´ıa ser le´ıdo por la nueva persona que me sustituyera.
11.2. Conocimientos aplicados
Durante todo el transcurso del TFG se han aplicado conocimientos de muchas
de las asignaturas cursadas durante la carrera. Algunas de e´stas son:
Enginyeria de Requisits (ER). Esta asignatura ha ayudado al pro-
yecto a hacer la toma y ana´lisis de los requisitos necesarios para cumplir
los objetivos propuestos por Maths for More S.L..
Gestio´ de Projectes Software (GPS). Se han aplicado muchos de
los conocimientos de gestio´n de proyectos y tambie´n las reglas de las
metodolog´ıas a´giles que fueron propuestas a lo largo de la asignatura.
Arquitectura del Software (AS). El conocimiento de esta asigna-
tura ha sido el ma´s utilizado. Gracias a ella han podido usarse en este
proyecto patrones de disen˜o y tambie´n a tener en cuenta el nivel de
acoplamiento entre clases para cumplir objetivos principales como la
facilidad de cambio de las vistas de la aplicacio´n.
Introduccio´ a l’Enginyeria del Software (IES). Esta asignatura
supone el paso previo a la aplicacio´n de los conocimientos de la ante-
rior asignatura. Gracias a ella se ha logrado documentar el proyecto
desde un punto de vista esta´tico con los diagramas conceptuales y lo´gi-
cos; y tambie´n desde el punto de vista dina´mico con los diagramas de
secuencia.
11.3. Competencias te´cnicas
Segu´n la normativa acade´mica, cada proyecto de TFG tiene asociado una
serie de competencias te´cnicas que sera´n evaluadas en la defensa del mismo.
Este proyecto tiene las siguientes competencias:
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CES1.1. Desarrollar, mantener y evaluar sistemas software complejos
y/o cr´ıticos. [Un poco]
CES1.2. Dar una solucio´n a problemas de integracio´n en funcio´n de
las estrategias, esta´ndares y de las tecnolog´ıas disponibles. [En profun-
didad]
CES1.3. Identificar, evaluar y gestionar los riesgos potenciales asocia-
dos a la construccio´n del software que se puedan presentar. [Bastante]
CES1.7. Controlar la calidad y disen˜ar pruebas en la produccio´n de
software. [Bastante]
CES2.1. Definir y gestionar los requisitos de un sistema software. [Bas-
tante]
CES2.2. Disen˜ar soluciones apropiadas en uno o ma´s dominios de apli-
cacio´n, utilizando me´todos de ingenier´ıa del software que integren as-
pectos e´ticos, sociales, legales y econo´micos. [Un poco]
En cuanto a la competencia CES1.1 , se ve justificada que tenga poco peso
dentro del proyecto debido a que a pesar de ser un sistema que tiene que
comunicarse con servicios externos, en este caso con algunos de los servicios de
reconocimiento de MathType, no es un sistema en el que el no funcionamiento
de manera temporal suponga una consecuencia cr´ıtica.
Por lo que tiene que ver a la competencia CES1.2 , s´ı que tiene un peso muy
grande dentro del proyecto. Esto se debe a que se trata de una integracio´n
en una tercera plataforma como es iOS. Esto supone que se tengan que
comunicar entre s´ı diferentes tecnolog´ıas, teniendo en cuenta que cada una
presenta sus propias limitaciones. Adema´s, tambie´n existen esta´ndares de
uso por parte de todos los proyectos internos de Maths for More S.L. que
hay que cumplir, como en el caso de la automatizacio´n de la compilacio´n y
testing.
A su vez, el uso de esta gran cantidad de tecnolog´ıas justifica la competencia
CES1.3 debido a que se ha tenido que realizar un ana´lisis a priori para
intentar detectar todas las posibles limitaciones de cada tecnolog´ıa.
La competencia CES1.7 va ı´ntimamente ligada a la idea de produccio´n de
un co´digo de calidad y el uso de buenas pra´cticas de desarrollo. Durante
el proyecto se ha realizado un sistema de testing para MathType for iOS y
su posterior automatizacio´n, todo ello para asegurar la calidad del co´digo.
Adema´s, para cada tecnolog´ıa se ha realizado una fase de autoaprendizaje
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con la intencio´n de aprender a co´mo usarla y tambie´n a conocer cua´les son las
buenas pra´cticas, que posteriormente se han seguido durante este desarrollo.
Siguiendo con la competencia CES2.1 , se ve justificada en el ana´lisis de
requisitos realizado en el cap´ıtulo correspondiente.
Para terminar, la competencia CES2.2 se ve justificada gracias al ana´lisis
econo´mico, ambiental y social realizado durante la planificacio´n del proyecto
y tambie´n en la explicacio´n de las desviaciones que ha sufrido el trabajo
durante su realizacio´n.
11.4. Trabajo futuro
Como trabajo a mejorar de cara al futuro, existen diferentes aspectos de la
aplicacio´n que no han terminado de encajar a lo largo del desarrollo, ya sea
por limitaciones, el tiempo o simplemente por la inexperiencia del estudiante.
Primero de todo la interfaz gra´fica. Durante las entrevistas han habido diver-
sidad de opiniones sobre si era bonita y sencilla de utilizar debido a que para
algunos de los entrevistados existen grandes espacios vac´ıos en el menu´ late-
ral. Por lo tanto esto plantea la idea de un cambio de interfaz, cosa que ser´ıa
sencillo de realizar dado que a arquitectura disen˜ada lo permite; y tambie´n
la idea de realizar un mayor nu´mero de entrevistas, ya que se han realiza-
do u´nicamente cinco y aumentar este nu´mero permitir´ıa obtener un feedback
ma´s fiable.
Por otra parte, hay que hablar tambie´n de las funcionalidades que han queda-
do descartadas por limitaciones del sistema. De ellas la ma´s destacable es la
insercio´n de informacio´n necesaria en las ima´genes generadas para as´ı poder
importarlas y obtener las fo´rmulas en el esta´ndar MathML y no un recono-
cimiento que puede no ser correcto. Para ello, y como se comenta durante
el trabajo, podr´ıa ser investigar la manera de implementar un algoritmo de
esteganograf´ıa que resista transformaciones como la rotacio´n o el escalado.
Por u´ltimo comentar que el proyecto esta´ utilizando servicios au´n en desarro-
llo de MathType, por lo que es necesario una vez terminado dicho desarrollo
cambiar a los servicios de produccio´n. A su vez, tambie´n habr´ıa que elimi-
nar el uso del proxy que se utiliza para saltar la seguridad de que el editor
MathType solamente puede ser utilizado en pa´ginas web en l´ınea.
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Ape´ndice A
Capturas de disen˜o de
MathType for iOS
Figura A.1: Pantalla en modo handwriting y en modo toolbar de MathType
for iOS.
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Figura A.2: Menu´ de MathType for iOS con las fo´rmulas recientes, el acceso
a ajustes y ca´mara.
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Figura A.3: MathType for iOS en modo Split View.
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Ape´ndice B
Capturas de MathType for iOS
Figura B.1: MathType for iOS en modo handwriting y a la derecha la misma
pantalla con el menu´ desplegado.
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Figura B.2: Menu´ de configuracio´n y a la derecha usando el modo Split View.
Figura B.3: MathType for iOS en iPhone SE.
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Ape´ndice C





































































































































+ resizeWith(percetage: CGFloat): UIImage
































+ canHandle(interaction: UIDropInteraction): Bool


















+ short(view: UIView, message: String)






























































































































bypass Forma de esquivar un sistema de seguridad informa´tico; tambie´n,
un enfoque distinto para solucionar un problema informa´tico.
desktop Tipo de aplicacio´n que se instala en el ordenador del usuario y que
es ejecutada directamente por el sistema operativo.
LMS Paquete software usado para administrar uno o ma´s cursos para uno
o ma´s alumnos. Normalmente un LMS esta´ basado en una tecnolog´ıa
web que permite a los alumnos autenticarse, registrarse en cursos y
completar dichos cursos realizando evaluaciones.
MathType MathType es una aplicacio´n software creada por la empresa
Design Science que permite la creacio´n de notacio´n matema´tica tanto
en aplicaciones desktop como en aplicaciones web.
MFI Siglas que se refieren a MathType for iOS, software desarrollado en el
transcurso de este TFG.
mock Son piezas de co´digo que conforman la especificacio´n de co´mo se es-
pera que se reciban llamadas espec´ıficas. Su uso es el de verificar el
comportamiento de los objetos.
referencias fuertes Son aquellas referencias hacia objetos que provocan
que el sistema no tenga permiso para liberar memoria de dichos objetos.
slide over Modo de visualizacio´n en el sistema operativo iOS que permite el
multitasking superponiendo una ventana de una aplicacio´n sobre otra
aplicacio´n y as´ı poder interactuar con ambas a la vez si as´ı se quiere.
split view Modo de visualizacio´n en el sistema operativo iOS que permite
el multitasking dividiendo la pantalla en dos partes donde ejecutar
aplicaciones diferentes pudiendo as´ı interactuar con ambas a la vez si
as´ı se quiere.
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stub Son piezas de co´digo que proporcionan respuestas predefinidas a cier-
tas llamadas durante los tests, sin responder a otra cosa para la que
no hayan sido programados. Su uso es el de verificar el estado de los
objetos.
testing Fase en la cual se realizan pruebas del trabajo realizado con la in-
tencio´n de saber si existe algu´n tipo de error.
TFG Son las siglas de “Trabajo de Fin de Grado”. En el contexto de l’Universitat
Polite`cnica de Catalunya el TFG es el trabajo obligatorio que todo estu-
diante debe realizar en la u´ltima parte de la carrera para demostrar los
conocimientos adquiridos a lo largo de su estudio en dicha universidad.
Este trabajo puede realizarse bajo ciertas modalidades y condiciones.
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