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1 INLEDNING 
Webben är inte längre endast ett nätverk av statiska dokument utan den har utvecklats 
till en egen applikationsplatform. Webbens historia som en plattform för statiska doku-
ment har hämtat med sig ballast och försvårat modern applikationsutveckling på web-
ben. Under åren har flera olika programmeringsparadigmer och designmönster prövats 
på webben, men eftersom DOM modellen inte ursprungligen är gjord för dynamiskt in-
nehåll och avancerade användargränssnitt har ingen av dem skapat en långlivad trend. 
 
Asynkron programmering blir lätt svårt eftersom det snabbt uppstår komplicerade bero-
endesamband mellan olika komponenter och delar av koden. Eftersom användargräns-
snitt måste ta emot inmatning av människor är användargränssnitt i grund och botten 
asynkrona. 
1.1 Syfte och mål 
Syftet med arbetet är att undersöka vad FRP är, dess nyttor och hur det kan implemente-
ras på webben. Sedan kommer arbetet att gå in på hur man kan använda FRP för att 
skapa ett effektivt ramverk för webbapplikationer. 
 
Målet är att ge läsaren en klar bild av FRP och Flux-inspirerade designmönstret som 
bygger på enkelriktat dataflöde, samt motivera varför detta är ett produktivt sätt att ut-
veckla användargränssnitt på webben. 
1.2 Metodik 
Jag har under senaste året varit med och jobbat på en avancerad webbapplikation som är 
byggd på dessa principer och teknologier. Arbetet bygger på mina erfarenheter från 
detta projekt och argumenten kommer att stödas m.h.a. kod exempel, teknisk doku-
mentation och vetenskaplig litteratur. Eftersom koden till webbapplikationen ägs av ett 
företag kommer jag inte att behandla dess detaljer utan istället koncentrera mig på de 
utnyttjade principerna och teknologierna.  
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1.3 Avgränsning 
Eftersom arbetet kommer att innehålla kod exempel kommer jag att använda mig av 
vissa JavaScript bibliotek i exemplen. Vissa teknologier och delar av biblioteken kom-
mer att behandlas så att läsaren kan förstå kod exemplen, men fokusen ligger inte på 
enskilda biblioteken. De flesta av de behandlade biblioteken har konkurrenter och kunde 
lätt ersättas med någon av dem. 
 
Huvudvikten i arbetet kommer att ligga på att markera problemen och svårigheterna i 
utveckling av användargränssnitt på webben samt beskriva hur FRP kan hjälpa lösa 
dessa. 
2 DOCUMENT OBJECT MODEL (DOM) 
DOM (Document Object Model) är ett gränssnitt som möjliggör interaktion med objekt 
i XML och HTML dokument (Document Object Model 2016). Webbläsarna använder 
DOM som gränssnitt mellan webbläsarens inre representation av en nätsida och Java-
Script. Via DOM gränssnittet kan JavaScript kod läsa och manipulera strukturen av 
DOM trädet, vilket möjliggör utveckling av dynamiska webbsidor. Ett vanligt mönster 
är att först återge en representation av vyn i en applikation i DOM, och sedan manipu-
lera strukturen i respons till användarens interaktion (visa och gömma element, ändra 
textinnehåll, skapa nya element osv). Biblioteket jQuery underlättar denna manipulat-
ion, men principen är ändå den samma (jQuery 2016).  
2.1 Problem med DOM 
Det finns vissa problem med denna modell då det kommer till mer avancerade gräns-
snitt. Moderna JavaScript motorer som V8 och Chakra har utvecklats till mycket 
snabba, men DOM manipulation är i jämförelse väldigt långsamt och är ofta flaskhalsen 
i en webbapplikations prestanda (Zakas 2010). 
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Ett annat problem är att DOM baserar sig helt och hållet på mutabelt tillstånd. Detta gör 
det svårt att beskriva användargränssnitt deklarativt, och leder till en hel del kod som 
måste hålla reda på tillståndet. 
2.2 Exempel: Användargränssnitt för en musikdatabas 
Låt oss ta undersöka ett mycket enkelt exempel för att demonstrera problemet med mu-
tabelt tillstånd. Vår påhittade applikation ska visa en tabell på populära musikalbum. 
 
Först vill vi visa albumen i en tabell: 
 
 
Figur 1. Imperativ musikdatabas del 1 
 
Koden i figur 1 bygger den tidigare nämnda första representationen av vyn. Till nästa 
vill vi göra det möjligt för användaren att ta bort ett album från listan: 
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Figur 2. Imperativ musikdatabas del 2 
 
Hittills är exemplet mycket enkelt, men också orealistiskt. På riktigt skulle data antagli-
gen fås och manipuleras via förfrågan till en server. Till nästa vill vi simulera att remo-
veAlbum funktionen gör en förfrågan till en server för att ta bort albumet från listan. Vi 
låter användargränssnittet göra en optimistisk uppdatering, dvs. albumet tas bort från 
listan före servern har svarat. Då förfrågan misslyckas måste listan uppdateras så att al-
bumet läggs tillbaka till sin ursprungliga position. 
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Figur 3. Imperativ musikdatabas del 3 
 
På första intrycket kan koden i figur 3 verka fungerande, men det finns flera problem 
med den. Då vi tar bort ett element från listan, sparar vi med samma en referens till 
elementet under den så att då uppdateringen misslyckas kan elementet lätt läggas till-
baka på dess gamla plats. Men vad händer då vi försöker ta bort sista elementet i listan?  
Vi kunde lätt ta hand om detta specialfall, men det finns en mycket seriösare brist med 
exemplet: det kan finnas flera asynkrona förfrågan till servern i gång samtidigt.  Vad 
händer ifall vi tar bort två på varandra följande element från listan? Då kommer den 
första inte att kunna placeras tillbaka i listan eftersom den berodde på elementet under 
sig. 
Det tredje problemet är att då vi tar bort och lägger tillbaka ett element, kommer inte ”ta 
bort” knappen att fungera eftersom dess event listener också togs bort. Detta kunde åt-
gärdas genom att ta hand om knapparnas events högre upp i DOM hierarkin, men det är 
ändå en bugg som inte är alldeles självklar. 
Poängen här är att då man håller på med sådan här DOM manipulering är det lätt att or-
saka buggar som inte visar sig genast. I vårt exempel kunde vi försöka bygga någon 
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sorts register som håller reda på halvfärdiga förfrågan och logik som placerar elementen 
tillbaka på rätt plats. Men låt oss istället pröva något enklare. 
Låt oss modifiera removeAlbum funktionen så att den inte tar bort element före servern 
har svarat. Istället kan vi först gömma elementet med CSS först och ta bort den helt och 
hållet då servern svarar.  
 
Figur 4. Imperativ musikdatabas del 4 
 
Nu borde annuleringsmekansismen fungera rätt även ifall man tar bort flera element i 
följd. Men vad om vi använde CSS för att skapa ränder i listan så att radernas färg alter-
nerade mellan två olika färger? Isåfall skulle ränderna gå sönder medan vi väntar på 
svar från servern och elementet mellan två rader med samma färg göms.  
Vi kunde fixa detta genom att lägga en temporär rad bredvid den gömda raden, men det 
vidare öka mängden kod och skulle fortsätta göra vår vy-logik mer komplex. Det upp-
står ett klart mönster av växande komplexitet som följd av manuell DOM manipulation. 
Låt oss försöka lägga till en sista funktionalitet i vårt exempel: en numerisk indexering 
för varje rad.  
 
12 
 
 
Figur 5. Imperativ musikdatabas del 5  
 
Ifall vi nu tar bort en rad från tabellen kommer numreringen att bli osynkroniserad. Att 
lägga till logik för att ta hand om detta skulle åter leda till mer komplexitet i vårt exem-
pel.  
Finns det någon lösning till problemen vi hittills stött på? Det verkar som om vårt ex-
empel fungerar riktigt fint för att skapa den första representationen av tabellen, men le-
der till problem genast då vi börjar modifiera DOM strukturen.  
Vad om vi istället för inkrementella uppdateringar istället byggde hela tabellen på nytt 
varje gång något ändras? Då skulle tabellen vara i ett perfekt tillstånd som första repre-
sentationen hittills varit, hela tiden.
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Figur 6. Imperativ musikdatabas del 6 
 
  
14 
I koden i figur 6 gör vi inte längre någon manuell DOM manipulering, utan vi bygger en 
helt ny DOM struktur vid varje förändring. Denna strategi löser alla problem vi stött på 
hittills. Vi behöver inte längre skriva kod vars enda uppgift är att hålla datat och vyn 
synkroniserade, eftersom vyn alltid byggs som en funktion av det uppdaterade datat. 
Det finns dock ett problem med denna strategi: Som det nämndes i början av kapitlet är 
DOM manipulering mycket långsamt i jämförelse med tolkning av JavaScript. Att 
bygga hela vyn på nytt vid varje förändring blir snabbt för långsamt då man går vidare 
från små exempel till riktiga applikationer.  
Men vad om det var möjligt att automatiskt göra den minsta mängden DOM manipulat-
ion som krävs för att bygga om vyn? Detta är exakt var JavaScript biblioteket React gör. 
3 REACT 
React är ett JavaScript bibliotek med öppen källkod som utvecklats av Facebook. React 
började som ett internt projekt hos Facebook och publicerades till allmänheten första 
gången år 2013. Sen dess har React blivit ett av de populäraste JavaScript biblioteken 
och används av företag som Facebook, Instagram, Netflix, Imgur och Airbnb (React.js 
2016). 
 
React är ett deklarativt vy-bibliotek som låter programmeraren definiera hur applikat-
ionen ska se ut under en punkt i tiden, medan React sköter om att användargränssnittet 
automatiskt uppdateras då det underliggande datat förändras. Till skillnad från ramverk 
sköter React endast vy-delen av applikationen, och tar inte ställning till hur resten av 
applikationen struktureras. Det har dock dykt upp flera populära sätt att strukturera Re-
act applikationer varav många bygger på arkitekturmönstret Flux som används och ut-
vecklades av Facebook (Flux 2016). 
 
De grundläggande idéerna bakom React är Virtual DOM och komponenter. Låt oss gå 
noggrannare in på hur dessa används i biblioteket. 
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3.1 Virtual DOM 
I förra kapitlet granskades imperativ DOM manipulering och dess problem. Slutsatsen 
var att många problem kunde undvikas ifall vi byggde om hela vyn varje gång datamo-
dellen uppdaterades. Problemet med denna strategi var dock att även om JavaScript mo-
torer nuförtiden är mycket snabba är DOM manipulering i kontrast mycket långsamt. 
 
React löser detta problem m.h.a virtuell DOM (VDOM). VDOM är en representation av 
DOM hierarkin i minnet. Tack vare JavaScript motorernas snabbhet kan denna repre-
sentation manipuleras mycket effektivt. Efter att VDOM har uppdaterats i respons till 
nytt data, körs sedan en algoritm som räknar ut skillnaden mellan den nya representat-
ionen och riktiga DOM, och bestämmer den minsta mängden DOM manipulation som 
krävs för att synkronisera DOM med den virtuella representationen (React.js 2016). 
 
Tack vare VDOM kan programmeraren beskriva en vy deklarativt, som om den bygg-
des från början vid varje uppdatering, och låta diffing algoritmen sköta om att föränd-
ringarna görs effektivt. Programmeraren behöver inte längre hålla reda på att en kom-
ponents abstrakta representation och dess manifestation i DOM hålls synkroniserade. 
Detta tar bort behovet för fel benägen tillståndsmanipulering som programmeraren an-
nars måste sköta om. 
 
3.2 Komponenter 
React applikationer struktureras som en hierarki av React-komponenter. En React-
komponent är en självstående och återanvändbar komponent som innehåller all logik 
om hur den ska se ut med given inmatning. 
 
Den viktigaste delen av en komponent är dess render metod. render metoden är en 
ren funktion från state och props till VDOM, dvs. med samma state och props 
returnerar funktionen alltid samma VDOM. En komponents render metod körs auto-
matiskt varje gång komponentens props eller state ändras. 
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Figur 7. En "Like knapp" React komponent 
 
I exemplet ovan returnerar komponentens render metod JSX, en XML liknande syntax 
som transformeras till kapslade funktionsanrop till React biblioteket. JSX snutten i ex-
emplet ovan transformeras till följande funktionsanrop: 
 
Figur 8. Omvandlad JSX 
 
JSX är valfritt att använda men är populärt eftersom det hjälper visualisera hierarkin 
bland elementen. 
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3.3 Lifecycle metoder 
Förutom den obligatoriska render metoden har en React komponent ett antal speciella 
metoder som körs under specifika tider under komponentens livslängd (React.js 2016): 
 
• getInitialState körs en gång före komponenten monteras i DOM och re-
turnerar det första state objektet. 
• componentWillMount körs en gång före första körningen av render meto-
den. 
• componentDidMount körs då komponenten har monterats i DOM. I denna me-
tod har man tillgång till komponentens DOM element. 
• componentWillReceiveProps körs varje gång komponenten mottar ett nytt 
props objekt från sin förälder komponent. Funktionen får som parameter det 
nya props objektet. 
• componentWillUpdate körs varje gång komponenten mottar ett nytt state- 
eller props objekt. Funktionen får som parameter de nya objekten. 
• componentDidUpdate körs genast efter uppdateringar har spolats till DOM. 
• componentWillUnmount körs strax före komponenten tas bort från DOM. 
 
M.h.a lifecycle metoderna kan programmeraren få fast viktiga skeden i kompo-
nentens livslängd och se till att viss kod körs rätt tid. T.ex. så måste man i com-
ponentWillUnmount metoden se till att man ”städar undan” eventuella DOM 
element, event listeners eller annan initialisering som gjorts i componentDid-
Mount. 
 
Trots att lifecycle metoder ger programmeraren noggrann kontroll över kompo-
nentens livslängd så består speciellt mindre komponenter ofta endast av en ren-
der metod. Komponenter som endast består av en render metod kallas ”rena” 
komponenter eftersom de är rena funktioner från data till VDOM. Det är nyttigt 
att försöka hålla sig till rena komponenter så mycket som möjligt eftersom de är 
enkla att förstå, debugga och testa. 
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4 FUNKTIONELL REAKTIV PROGRAMMERING 
FRP är en programmeringsparadigm som beskriver asynkrona händelser och värden 
som ändar med tiden deklarativt och på hög nivå (Wan, Hudak 2000). FRP bygger på 
EventStreams som representerar en sekvens av värden över tid. EventStreams kan 
manipuleras med funktioner som map och filter, och kombineras med kombinatorer 
för att skapa nya EventStreams. EventStreams är observerbara, dvs. det är möjligt 
att lyssna på en EventStream och reagera till nya värden. 
 
På samma sätt som funktionell programmering lyfter nivån av abstraktion från impera-
tiv iteration över en samling av värden till högre nivås funktioner som map, filter och 
reduce så gör FRP samma för Events. Istället för att behandla enskilda Events job-
bar man i FRP på en högre abstraktionsnivå m.h.a EventStreams. 
4.1 Bacon.js 
Bacon.js är ett populärt FRP bibliotek för JavaScript vars starka sidor är liten storlek 
och fokus på korrekt kör ordning av beräkningar (Bacon.js 2016). Bacon.js är utvecklad 
av min kollega Juha Paananen från Reaktor. 
 
Bacon.js hämtar med sig två typer av Observable: EventStream och Property.  
4.1.1 EventStream 
EventStreams nämndes i början av detta kapitel, och Bacon.js EventStreams upp-
fyller denna specifikation. Det är alltså frågan om en representation av en sekvens av 
diskreta värden över tid, som man kan koppla en eller flera Subscribers till. En 
Subscriber-funktion körs för varje nytt värde i strömmen. Ifall en EventStream inte 
har en enda lyssnare försvinner dess värden i cyberrymden.  
 
En Property är exakt som en EventStream förutom en viktig skillnad: den har ett nu-
varande värde. Medan en EventStream består av en sekvens diskreta värden över tid 
beskriver en Property ett värde som ändrar med tiden. Detta betyder att ifall man läg-
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ger en lyssnare på en Property får lyssnaren genast det nuvarande värdet, istället för 
att först få nästa värde.  
4.1.2 Viktiga metoder 
Under finns en kort beskrivning på de viktigaste metoderna i Bacon.js. 
 
Figur 9. Bacon map 
map – returnerar en ny Observable som är resultatet av att applicera en funktion f på 
varje värde i den ursprungliga Observable. 
 
 
Figur 10. Bacon filter 
filter – returnerar en ny Observable som består av alla värden i den ursprungliga 
Observable som predikatfunktionen f returnerar sanna värden för. 
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Figur 11. Bacon merge 
merge – en kombinator som returnerar en EventStream som innehåller värden från 
både den ursprungliga Observable och den som getts som parameter åt merge. 
 
 
Figur 12. Bacon combineWith 
combineWith – en kombinator som returnerar en ny Observable som består av resul-
tatet av att applicera en funktion f över senaste värde i två eller flera Observable. 
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Figur 13. Bacon combineTemplate 
combineTemplate – är en kombinator som tar ett JavaScript objekt bestående av två 
eller flera nyckel-värde par, där värden är Observable. Returnerar en Property vars 
värden är JavaScript objekt som innehåller det nyaste värdet för varje Observable som 
gavs åt metoden. 
 
 
Figur 14. Bacon flatMap 
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flatMap – applicerar en funktion f som returnerar en ny Observable - för varje 
värde i den ursprungliga Observable. Returnerar en Observable som innehåller alla 
värden i de enskilda Observable som f skapat.  
4.2 Exempel: BMI kalkylator 
I detta exempel används JavaScript biblioteket Bacon.js för att implementera en BMI- 
kalkylator användes FRP principer. 
 
 
Figur 15. Funktionell reaktiv BMI-kalkylator 
 
Bacon.js lägger till asEventStream metoden på jQuery objektet. Metoden returnerar 
en EventStream som får ett nytt värde för varje Event av den specificerade sorten på 
ifrågavarande DOM element. Sedan används map för att få själva siffervärdet från 
Event objektet. 
 
Kombinatorfunktionen combineWith tar som parameter en funktion f och n antal 
EventStreams, och returnerar en ny EventStream vars värden är resultatet av att 
applicera f på värdena från strömmarna. Genom att kombinera heightStream och 
weightStream med BMI-funktionen får vi bmiStream som innehåller BMI värdet för 
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nuvarande värdena av längd och vikt sliders. Till slut appliceras en funktion från BMI 
värde till viktkategori för varje nya BMI värde och resultatet skrivs i DOM. 
 
Koden i exemplet har ett några egenskaper värda att nämna: 
• Den beskriver ett asynkront system på ett deklarativt sätt 
• Det sker ingen explicit tillståndsmanipulering 
• Data flöder i en riktning 
• Koden är på hög abstraktionsnivå vilket leder till koncishet 
Dessa egenskaper gör FRP kod lätt att resonera om även i större och mer avancerade 
program.  
5 FLUX-INSPIRERAD FRONT-END ARKITEKTUR 
Eftersom React endast sköter om vy-delen av en applikation är det upp till användaren 
att bestämma hur hon vill sköta resten av logiken. Då Facebook började använda React 
internt kom de på ett arkitekturmönster som de började kalla Flux (Flux 2016). Flux ba-
serar sig på enkelriktat dataflöde och dess huvudmål är att skapa enkla, förståbara och 
testbara användargränssnitt.  
 
Då Facebook publicerade Flux ledde det till flera alternativa implementationer, varav 
flera kombinerar React med ett FRP bibliotek som Bacon, Kefir eller Rx.js. Jag kommer 
att använda Bacon i kommande exempel. 
5.1 Översikt 
Arkitekturmönstret består på hög nivå av tre delar: View, Dispatcher och Store. 
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Figur 16. Flux arkitekturdiagram 
5.1.1 View 
View delen i vår arkitektur består av React komponenter vars uppgift är att bygga om 
användargränssnittet i respons till ändringar i applikationsdata och att meddela använda-
rens aktioner till Dispatcher komponenten. 
5.1.2 Dispatcher 
Dispatcher komponenten tar användarens aktioner från View komponenten och ex-
ponerar EventStreams bestående av dem. 
 
 
Figur 17. Dispatcher komponent 
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Alla användarens aktioner går via dispatch metoden. Utanför Dispatcher kompo-
nenten kallar man sedan på actionStreamByAction metoden för att få en Event-
Stream bestående av specifika aktioner. 
5.1.3 Store 
I Store modulen komponeras användarens aktioner och asynkron data från olika källor 
till applikationens tillstånd. Denna modul innehåller största delen av applikationslogiken 
i form av Observables som kombineras med och härleds från varandra med olika kal-
kylationer. Utåt exponeras Observables som innehåller det senaste tillståndet för en 
viss bit data. React komponenterna kan sedan lyssna på dessa och automatiskt bygga om 
vyn då datat ändras. 
5.2 Exempel: Musikdatabas användes FRP 
I första kapitlet diskuterades problemen med imperativ tillståndsmanipulering i DOM 
med hjälp av en exempelapplikation. Låt oss nu bygga om exemplet användes de tek-
nologier och principer som tagits upp hittills. 
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Figur 18. View komponent 
 
Figur 18 är React klass som fungerar som View komponenten i vårt exempel. Kompo-
nenten lyssnar på albumsDataProperty som alltid innehåller det senaste informat-
ionen om albumen som ska visas. Märk takeWhile metoden på albumData-
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Property som ser till att lyssnaren inte blir kvar då komponenten avmonteras från 
DOM. 
 
I komponentens render metod finns två hjälpfunktioner varav renderAlbumsList 
returnerar VDOM strukturen för albumtabellen och renderSpinner returnerar 
VDOM för en laddningsindikator. I slutet av render metoden kallas endera av dessa 
hjälpfunktioner beroende på om albumdata existerar. Varje gång albumsData-
Property får ett nytt värde uppdateras komponentens state objekt som leder till att 
render metoden körs om och vyn uppdateras med nyaste data. 
 
Varje album i listan har en knapp för att ta bort albumet från listan. Då en sådan knapp 
trycks kallas Dispatcher komponentens dispatch metod med albumets id som pa-
rameter. 
 
Det finns några saker värda att notera i figur 18. En viktig poäng är att koden är mycket 
enkel och deklarativ. Det finns ingen tillståndshanteringskod i hela komponenten, utan 
koden endast beskriver hur vyn ska se ut med given applikationsdata. Eftersom hela 
komponenten i essens omvandlar applikationsdata till VDOM är koden lätt att förstå 
och resonera om, och har ett klart avgränsat ansvarsområde. Detta minskar programme-
rarens kognitiva belastning och låter henne koncentrera sig på själva problemet. En an-
nan viktig poäng är att data flöder i en riktning: data flöder in från albumStore och ut i 
form av användarens aktioner via Dispatcher. 
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Figur 19. Store komponent 
 
I figur 19 ser vi Store-komponenten som innehåller den huvudsakliga applikationslogi-
ken. albumRemovedStream lyssnar på removeAlbum aktioner via Dispatcher-
komponenten och gör en förfrågan till servern för att ta bort ett album. albumRemo-
vedStream får ett värde ifall förfrågan lyckas med http kod 200. 
albumDataProperty ber album-data från servern en gång då sidan laddas och varje 
gång ett album tagits bort. Detta leder till att albumDataProperty alltid innehåller 
senaste album-data. Notera att koden än en gång är funktionell och deklarativ utan nå-
gon imperativ tillståndshantering. 
5.3 Sammanfattning 
Denna applikationsarkitektur är inte endast enkel utan också mycket komponerbar. An-
vändargränssnittet kan byggas med isolerade och återanvändbara React-komponenter 
och applikationslogiken kan delas in i flera Store komponenter varav varje har ett klart 
domänbundet ansvarsområde. Varje View komponent lyssnar på ändringar i data som 
angår den. Data flöder alltid i en riktning vilket gör att koden är lätt att förstå och testa. 
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Dessutom är detta mönster oberoende av de enskilda biblioteken: varje bibliotek kan 
bytas ut mot en motsvarande utan större ändringar i applikationslogiken. 
6 SLUTSATSER 
Webben har blivit en applikationsplattform och då webbapplikationer blivit större och 
mer komplicerade har teknologierna varit tvungna att anpassa sig. Imperativ vy-
manipulering är ett dåligt verktyg för att bygga användargränssnitt i avancerade appli-
kationer med mycket asynkrona händelser. React och VDOM har möjliggjort reaktiv 
programmering på webben vilket är ett stort framsteg som underlättar skapandet av 
avancerade användargränssnitt på denna plattform. Arkitekturmönstret som presentera-
des i senaste kapitlet har möjliggjorts av dessa framsteg. 
 
Målet med arbetet var att presentera detta arkitekturmönster samt ge läsaren en förstå-
else om vad som gör FRP ett effektivt sätt att skapa användargränssnitt. Mina person-
liga erfarenheter med denna arkitektur har visat att en applikation byggd med dessa 
principer kan öka i storlek utan att öka i komplexitet. 
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