




























As  aplicações  de  simulação  gráfica  em  tempo  real  podem  apresentar  um  fraco 
desempenho  devido  à  elevada  complexidade  de  ambientes  virtuais  de  muito  grandes 
dimensões.  Um  exemplo  é  a  simulação  de  condução  em  ambientes  urbanos  onde  se 
utilizam cenas extensas com densidade de geometria  tipicamente muito elevada. Nesta 
perspectiva,  o  desenvolvimento  de  métodos  que  permitem  a  selecção  apenas  da 
geometria visível, eliminado toda a restante, é de  importância crucial pois  irá diminuir a 
quantidade  de  trabalho  a  realizar  pelo  hardware  gráfico  na  geração  da  imagem  final 




usam Hardware Occlusion Queries,  tornou  atractiva  a determinação de  visibilidade  em 







níveis  de  complexidade.  Estas  directivas  são  suportadas  por  resultados  experimentais 














important  because  it  will  reduce  the  amount  of  work  performed  by  the  graphics 
hardware  in  the  rendering  of  the  final  image  presented  to  the  user.  In  this  group  of 
methods, that determine de visibility of the geometry based on the point of view into the 
scene,  there  are  some whose  purpose  is  to  determine whether  a  given  object  in  the 
virtual  environment  is  occluded  by  other(s),  thus,  not  visible.  These  type  of  occlusion 
culling algorithms, in particular those using the Hardware Occlusion Queries mechanism, 
made  real  time  visibility  computation  attractive  because  it  avoids  extensive  pre‐
processing  calculations. This  thesis deals with  the  influence  in  the overall performance 
that hierarchical occlusion culling algorithms have in the simulation of very large complex 
virtual  environments.  To  prove  this  analysis  in  practice,  an  application was  developed 
using the features that the OpenSceneGraph API provides for the rendering of the scene 
and  to  determine  visibility.  Several  guidelines  are  proposed  to  be  taken  into  account 
when  applying  occlusion  culling  methods  to  hierarchical  structures  of  scenes  with 
different  levels  of  complexity.  These  directives  are  supported  by  experimental  results 










raison  de  la  grande  complexité  des  larges  environnements  virtuels. Un  exemple  est  la 
simulation  de  conduite  dans  les  milieux  urbains  où  existent  des  endroits  dont  la 
géométrie  représente  une  densité  typiquement  très  élevée.  En  conséquence,  le 
développement  de  méthodes  pour  sélectionner  uniquement  la  géométrie  visible,  en 
éliminant  toutes  les  autres,  est  crucial  car  elle  diminuerait  la  quantité  de  travail 
nécessaire  pour  le  hardware  graphique  pour  générer  l'image  finale  présentée  à 
l'utilisateur. Dans cet ensemble de méthodes pour déterminer la visibilité de la géométrie 
par une vision de la scène, il existe un ensemble dont le but est de déterminer si un objet 
donné dans  l'environnement  virtuel est obstrué par d'autres, donc pas  visible. Ce  type 
d'algorithmes de  suppression de  l'occlusion,  en particulier  ceux utilisant des Hardware 
Occlusion Queries, est devenue attractive pour déterminer la visibilité en temps réel, sans 
nécessiter des calculs détaillés sur prétraitement. Dans cette dissertation, nous analysons 
l'influence  que  la  demande  de  retrait  de  l'occlusion  hiérarchique  a  sur  la  simulation 
d’environnements  virtuels  complexes  et  très  grands.  Pour  passer  de  l'analyse  à  la 
pratique, nous avons développé une application en utilisant  les  fonctionnalités de  l'API 
OpenSceneGraph que prévoit le render de la scène et détermine la visibilité. Elle propose 
un ensemble de directives à prendre en compte lors de la mise en œuvre la suppression 


























































































































































































No  âmbito  da  computação  gráfica,  a  crescente  necessidade  de  modelos  3D  mais 
detalhados em aplicações de simulação visual nem sempre é acompanhada pela evolução 
das capacidades do hardware gráfico. A elevada densidade de geometria acompanhada 
pelo  elevado  detalhe  dos  modelos  que  se  estendem  por  vários  quilómetros  poderá 







define  a  sua  dimensão.  A  geração  de  imagens  de  uma  cena  a  um  ritmo  que  permita 
interactividade  apresenta  desafios  em  cenas  com  elevada  complexidade  e  de  muito 
grandes  dimensões.  Neste  contexto,  o  desenvolvimento  de  técnicas  que  permitam 




vista  actual,  ou  seja,  toda  a  geometria  que  não  contribui  para  a  imagem  final.  Neste 
conjunto  de  geometria  pode  ser  incluída  a  que  se  encontra  fora  do  volume  de 
visualização (view‐frustum), faces escondidas de objectos visíveis e geometria oclusa por 






sintéticas  suficientemente  depressa  num  computador  para  que  o  utilizador  possa 
interagir com um ambiente virtual. O processo de converter a  informação 3D em píxeis 
que formam as imagens apresentadas ao utilizador é chamado de rendering. O processo 
de  interacção e  rendering acontece a um  ritmo suficientemente  rápido de  forma que o 
utilizador não vê imagens individuais, em vez disso fica imerso num processo dinâmico. A 
taxa a que as imagens são mostradas é tipicamente medida em frames por segundo (fps). 
Normalmente, os sistemas computacionais delegam as  tarefas  finais do  rendering a um 
hardware dedicado, o acelerador gráfico. Este hardware gráfico contém um GPU que é 
responsável por gerar a imagem que mostra o conjunto de geometria que a aplicação, no 





Para  conseguir  taxas  interactivas  quando  se  simulam  ambientes  virtuais  complexos, 
usualmente  as  aplicações  computacionais,  recorrem  a  técnicas que permitem  remover 
geometria que não contribui para a  imagem apresentada ao utilizador. Esta operação é 
chamada de culling. Do conjunto de toda a geometria que constitui um ambiente virtual 
(uma  cena),  para  encontrar  aquela  que  deve  ser  removida,  podem  ser  aplicados 
algoritmos que determinam a visibilidade mediante o actual ponto de vista sobre a cena. 
Considere‐se o exemplo de um percurso feito nas ruas de uma cena urbana. Do ponto de 
vista  do  utilizador,  grande  parte  dos  edifícios  situados  atrás  dos  edifícios  visíveis 




Para  lidar  com  o  problema  da  visibilidade  foram  propostos  ao  longo  dos  anos  vários 
algoritmos.  Os  algoritmos  de  remoção  por  oclusão,  em  particular,  destinam‐se  a 
identificar  geometria  que  apesar  de  presente  no  view‐frustum  não  contribui  para  a 
imagem final por se encontrar oclusa. Este grupo de algoritmos evoluiu significativamente 
com  a  introdução  e  desenvolvimento  de  uma  extensão  do  OpenGL,  genericamente 
designada  por  Hardware  Occlusion  Query.  Este  mecanismo  permite  questionar  o 
hardware  gráfico  relativamente  à  visibilidade  de  uma  dada  geometria  face  a  outra(s) 
previamente desenhada(s). Apesar de na sua essência ser um mecanismo simples, o seu 
uso  para  obter  um  ganho  significativo  no  desempenho  em  simulações  em  tempo  real 
ainda apresenta desafios. A latência existente entre o teste por hardware à geometria e o 
retorno do  resultado à aplicação pode  influenciar negativamente o desempenho desta. 
Por  exemplo,  quando  comparado  com  a  aplicação  do  simples  view‐frustum  culling 
[BIT04].  Diversos  algoritmos  que  usam  este  mecanismo,  analisados  no  Capítulo  4, 
propõem  estratégias  para  minimizar  este  problema  onde  o  denominador  comum  é  a 








vista,  rapidamente  determinar  o  conjunto  de  geometria  visível,  i.e.,  o  conjunto  de 
objectos que potencialmente contribuem para a  imagem final. Estes objectos são então 




oclusão.  Uma  estratégia  promissora  parece  ser  a  exploração  da  organização  espacial 
hierárquica  de  cenas  no  processo  de  remoção  deste  tipo  de  geometria.  Em  cenas 
organizadas  hierarquicamente  (e.g.,  grafo  de  cena),  a  aplicação  do  mecanismo  das 




a  si  serão  removidos  (árvore  filha).  Nesta  situação  são  expectáveis  ganhos  devidos  à 
geometria não processada e testes não realizados. 
O principal objectivo a que este trabalho se propõe é analisar a influência que a remoção 
por  oclusão  tem  quando  aplicada  a  diferentes  níveis  hierárquicos  de  uma  cena  com 
elevada complexidade de geometria e de muito grandes dimensões. Diversas simulações 
serão  realizadas  para  identificar  as  vantagens  e  fraquezas  da  remoção  deste  tipo  de 




parte  dos  algoritmos  mais  recentemente  apresentados  que  abordam  o  problema  da 
remoção por oclusão assistida por hardware. Um objectivo adicional deste  trabalho é a 








com  a  criação  das  cenas  3D  constituíram  as  tarefas  que  precederam  a  realização  do 
primeiro  conjunto  de  simulações.  Estas  visaram  o  estudo  da  influência  da  remoção 
hierárquica  de  geometria  oclusa  no  desempenho  da  aplicação.  Em  seguida,  e  com  os 
conhecimentos adquiridos na primeira fase do trabalho, realizou‐se um segundo conjunto 







A  estrutura  da  dissertação  encontra‐se  dividida  em  7  capítulos. O  primeiro  capítulo,  o 










mecanismo  de  OpenGL  apresentados  nos  mais  recentes  anos.  No  Capítulo  5,  é 
apresentado o projecto OpenSceneGraph cuja API é usada na aplicação desenvolvida para 
este  trabalho  e  que  fornece  as  funcionalidades  base  de  rendering  e  organização 
hierárquica  da  informação  espacial. Neste  capítulo  é  também  analisado  em  detalhe  o 
algoritmo de remoção por oclusão implementado por esta API. No Capítulo 6 é analisada 
a  influência  da  hierarquia  na  remoção  por  oclusão,  descritas  as  cenas  3D  criadas  e 
apresentada  a  aplicação  desenvolvida.  São  também  apresentados  e  analisados  os 
resultados  experimentais  obtidos  nas  diferentes  simulações.  No  final  do  capítulo  é 
testado  um  método  de  remoção  por  oclusão  alternativo  ao  implementado  pelo 













geralmente  triângulos  (as  palavras  primitiva  e  polígono  são  também  usadas  para 
identificar  estes  blocos  elementares  de  construção).  Assumindo  que  uma  face  é 
representada como um triângulo, esta pode ser completamente definida através de três 
pontos  no  espaço  tridimensional,  os  vértices.  Na  realidade,  mais  informação  é 
normalmente guardada, tal como a cor da face, a normal à face, coordenadas de textura, 












oclusão,  detecção  de  colisões,  ray  tracing,  etc.  As  estruturas  hierárquicas  são 
particularmente adequadas à determinação de visibilidade porque quando uma porção 
da  cena  é  determinada  como  não  visível,  toda  a  geometria  a  ela  associada  em  níveis 









subdividido  e  incluído  na  estrutura  de  dados.  Por  exemplo,  a  união  dos  espaços 
representados nos nós folha da árvore deverá perfazer o espaço total da cena. As árvores 
BSP  são  irregulares,  o  que  significa  que  o  espaço  pode  ser  subdividido  de  forma mais 
arbitrária. As octrees são regulares, o que significa que a divisão do espaço é realizada de 
uma forma uniforme. Apesar de mais restritivas, esta uniformidade pode ser uma fonte 
de  eficiência.  As  Hierarquias  de  Volumes  Envolventes,  por  outro  lado,  não  são  uma 








simples  que  a  geometria  por  si  envolvida.  Desta  forma,  realizar  operações  com  estes 










árvore  filha a si  ligada, daí o nome de Hierarquia de Volumes Envolventes.  Isto significa 
que  o  nó  raiz  tem  um  volume  envolvente  que  contém  toda  a  cena,  um  exemplo  é 
apresentado na Figura 3. 
Este tipo de estrutura também pode ser usado para cenas com objectos dinâmicos. Neste 
caso,  uma  possível  estratégia  é  remover  o  objecto  do  volume  envolvente  do  seu  pai 













determinado  critério de paragem  tenha  sido atingido. A  subdivisão pode parar quando 
tenha sido atingida uma determinada profundidade no processo recursivo ou quando o 
número de primitivas numa caixa perfaça um valor predefinido.  
A  estrutura  resultante  deste  processo  aplicado  em  2D  denomina‐se  de  quadtree.  A 








a  que  houvesse  a  necessidade  de  fundir  caixas  quase  vazias  ou  dividir  caixas  que  se 
tenham  tornado  demasiado  ocupadas.  Estas  operações  são  potencialmente  custosas  e 
devem ser evitadas. No entanto, sendo a octree uma estrutura hierárquica, proporciona a 
seguinte  grande  vantagem.  No  caso  de  um  nó  num  nível  superior  da  árvore  for 
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determinado como não visível,  todos os seus nós  filhos podem ser  removidos. Este é o 
princípio  fundamental  que  torna  as  estruturas  de  dados  hierárquicas  adequadas  à 
determinação de visibilidade. 
Árvore BSP 
Uma  árvore  BSP  (Binary  Space  Partitioning)  [BEN75]  é  criada  de  forma  semelhante  à 
octree.  Tal  como  numa  octree  o  processo  inicia‐se  com  a  determinação  da  caixa 
envolvente mínima alinhada com os eixos que envolve toda a cena, mas ao contrário da 
octree  esta  não  necessita  de  ser  cúbica. A  principal  característica  da  árvore  BSP  é  ser 
binária.  Em  cada  subdivisão  o  espaço  é  dividido  em  dois  através  de  um  plano,  o  que 
origina  que  cada  nó  terá  sempre  ou  zero  ou  dois  filhos.  Este  processo  é  aplicado 
recursivamente. Enquanto na octree a árvore é construída dividindo de  forma regular o 









Existem  duas  variantes  deste método,  a  anteriormente  descrita,  denominada  de  axis‐
aligned BSP  (ou kD‐tree) que é a variante mais usada, e a polygon‐aligned BSP. Ambas 
implicam  processos  de  construção  morosos  devido  à  dificuldade  de  encontrar  “bons” 
planos  para  dividir  a  cena,  devido  a  isto,  são  usualmente  construídas  em  pré‐
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processamento  e  guardadas  para  futuro  uso.  Assim,  são  mais  indicadas  para  cenas 
estáticas  sendo  usadas  em  vários  algoritmos  modernos  [AIL04,  BIT04].  Além  disso, 





informação  de  cenas  3D.  Em  contraste  com  as  Hierarquias  de  Volumes  Envolventes, 
octrees e árvores BSP que estão vocacionadas apenas para guardar geometria, os grafos 
de cena são enriquecidos com texturas, transformações (e.g., rotação, translação), níveis 





























de  cena  a  árvore  é  varrida  recursivamente  em  profundidade  para  actualizar  os  nós  e 
recolher informação necessária ao seu render. Se um nó for visível e possuir geometria é 
enviado  para  o  subsistema  responsável  pelo  render  da  geometria.  Usualmente  estas 






aplicações  gráficas  empregue  algum  tipo  de  grafo  de  cena.  Para  desenvolver  estas 
aplicações existem  várias bibliotecas: Open  Inventor  [WER94],  IRIS Performer  [ROH94], 
OpenSG [OpSG], OpenSceneGraph [OSG], entre muitas outras. Apesar das diferenças das 
diversas bibliotecas  (e.g.,  linguagem de programação, estruturas de dados, arquitectura 
de  software,  técnicas de  varrimento)  todas usam OpenGL  [WOO97] ou Direct3D  [D3D] 
para  o  rendering  da  geometria.  No  desenvolvimento  da  aplicação  de  suporte  a  esta 






todas  as  frames.  Para  actualizar  dinamicamente  a  geometria,  remover  objectos  não 
visíveis,  ordenar  e  realizar  um  rendering  eficiente,  entre  outras  tarefas,  existem 
tipicamente três etapas no rendering de grafos de cena: 
 Actualização: nesta etapa é realizada a actualização do estado e da geometria, o 
que permite  cenas dinâmicas. As  actualizações  são  realizadas directamente nos 
nós ou através do mecanismo de Callbacks onde são atribuídas funções aos nós do 
grafo de cena a actualizar. A aplicação usa a etapa de actualização para modificar, 
por  exemplo,  a  posição  de  um  avião  num  simulador  de  voo  ou  para  permitir 
modificações  devido  à  interacção  com  o  utilizador  através  de  mecanismos  de 
entrada. 
 Remoção  (ou  Culling):  depois  da  etapa  de Actualização  é  realizada  a  Remoção. 
Nesta etapa a árvore de objectos é percorrida para seleccionar que partes da cena 
são  visíveis  na  frame  actual.  Desta  forma,  é  realizada  a  determinação  de 
visibilidade da cena 3D mediante o ponto de vista actualizado na etapa anterior. 
Se  um  objecto  for  considerado  visível  é  adicionado  ao  conjunto  de  objectos  a 
desenhar durante o processo de visualização. Desta etapa resulta uma estrutura 
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situações  é  necessário  gerar  várias  vistas  simultâneas  sobre  a  mesma  cena  (e.g., 






factor  importante,  o  sistema  não  deverá  utilizar  demasiado  tempo  no  cálculo  da 
visibilidade de  forma a manter uma cadência de  imagens que permita uma experiência 
interactiva.  A  principal  ideia  subjacente  aos  algoritmos  de  visibilidade  é  de  encontrar 





















mais próximo do ponto de  vista.  Se o processamento  for  realizado da  frente para  trás 
toda a geometria é enviada para o hardware gráfico, apesar de na  imagem apenas  ser 
visível o cubo mais próximo da câmara. Neste caso, o mecanismo de visibilidade exacta 
do  hardware  gráfico  (apresentado  no  Capítulo  3)  faz  com  que  apenas  o  cubo  mais 
próximo  do  ponto  de  vista  seja  desenhado.  No  entanto,  se  com  a  mesma  ordem  de 
processamento  for possível detectar objectos oclusos na  etapa de Remoção,  apenas o 
cubo mais próximo do ponto de vista será enviado para o hardware e desenhado.  
O algoritmo de visibilidade  ideal enviaria apenas o conjunto exacto de primitivas visíveis 
para  rendering.  Uma  estrutura  de  dados  que  permite  a  remoção  ideal  é  o  grafo  de 











Por  view‐frustum  entende‐se  o  volume  de  cena  visível  pelo  utilizador.  Este  volume, 
devido  à  projecção  em  perspectiva,  assume  a  forma  de  uma  pirâmide.  Para  definir 
completamente o view‐frustum é necessário considerar mais dois planos que irão formar 










do  volume  de  visualização  pela  sua  designação  anglo‐saxónica  devido  a  ser  um  termo 
amplamente conhecido no seio da computação gráfica. 




















contribuem  para  a  imagem  final  por  se  encontrarem  obstruídos  da  vista  por  outra 
geometria  mais  próxima  do  ponto  de  vista  actual  (Figura  10).  Estes  objectos  oclusos, 
quando identificados podem ser removidos do processo de rendering. Uma remoção por 
oclusão óptima implicaria que apenas os objectos visíveis que se encontram mais próximo 





Numa  cena  3D  com  objectos  opacos  é  fácil  de  perceber que  as  faces  não  visíveis  dos 









os dois  vectores,  se  este  for  inferior  a  zero  a  face  encontra‐se  escondida. A  Figura  10 
mostra a aplicação da remoção de faces escondidas no contexto das restantes técnicas de 
visibilidade  analisadas. A  Figura 11  ilustra o  teste  a diversas  faces de objectos  visíveis. 
Neste caso, as faces B e C são visíveis enquanto a face A, com um ângulo superior a 90º, é 
identificada como escondida.  


















objectos  que  não  contribuem  para  a  imagem  final  possibilitando  a  remoção  dessa 











O  termo  “conjunto  potencialmente  visível”  é  usado  para  designar  o  conjunto  de 
geometria  identificada  por  um  algoritmo  de  visibilidade  conservador.  Estes  algoritmos 
para garantirem uma imagem final correcta sobrestimam a quantidade geometria visível 
pelo  que  o  conjunto  potencialmente  visível  irá  conter  geometria  visível  e  alguma  não 
visível. 
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Existem  também  algoritmos  que  optam  por  uma  abordagem  mais  agressiva.  Estes 
algoritmos  de  visibilidade  aproximada  subestimam  o  conjunto  potencialmente  visível, 
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2.3.3. COERÊNCIA 
A  exploração  da  coerência  é  um  factor  bastante  importante  para  um  algoritmo  de 
visibilidade.  Três  tipos  de  coerência  são  de  especial  interesse:  espaço  dos  objectos, 
espaço  das  imagens  e  temporal  (Figura  12).  Outros  tipos  de  coerência  encontram‐se 
identificados em [GRO95]. 
A coerência no espaço dos objectos  (espacial) é baseada nas relações entre os objectos 
ou  partes  de  objectos  que  se  encontram  próximos  no  espaço  3D  da  cena.  Assim,  um 
cálculo  realizado  para  um  grupo  de  objectos  pode  ser  aplicado  aos  objectos 







ponto de vista. Na  imagem  criada de uma  cena 3D, píxeis que  se encontram próximos 
muitas  vezes  representam  o  mesmo  objecto  o  que  possibilita  a  determinação  da 
visibilidade para uma  região  com uma única operação. Este  tipo de  coerência  também 




Se o ponto de  vista  sobre a  cena  for estático ou  se mover muito  lentamente,  cálculos 
efectuados para a frame actual podem continuar a ser válidos para as frames seguintes. 
Esta  é  a  ideia  subjacente  à  coerência  temporal.  Em  termos  de  determinação  de 
visibilidade, um exemplo seria assumir que um objecto que foi  identificado como ocluso 
na  frame actual, provavelmente continuará ocluso nas  frames  seguintes. No entanto, a 
exploração da coerência temporal é complexa em grande parte porque é difícil de prever 




cena  deve  estar  organizada  espacialmente.  As  estruturas  de  organização  de  dados 
hierárquicas  proporcionam  os  benefícios  das  estruturas  em  árvore.  Por  exemplo,  a 
remoção de um nó  implica a  remoção de  toda a sua árvore  filha. Neste capítulo  foram 
apresentadas  algumas  dessas  estruturas  hierárquicas,  em  particular  as  que  serão 
referenciadas  e  usadas  em  algoritmos  de  remoção  por  oclusão  descritos  nos  capítulos 
seguintes.  Destaca‐se  também  o  grafo  de  cena  que  é  a  estrutura  de  organização 
hierárquica usada nas cenas desenvolvidas no âmbito desta dissertação.  
O problema da visibilidade em  cenas 3D é  suficientemente  complicado para não haver 
uma  única  solução  algorítmica.  Desta  forma,  a  abordagem  típica  é  a  aplicação  de 
sucessivas  técnicas  que  resolvem  a  visibilidade  de  geometria  que  se  enquadra  em 
diferentes  categorias.  Idealmente,  apenas o objecto que  se  encontra mais próximo  do 
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ponto de vista deveria ser desenhado em cada pixel da imagem final. Esta diminuição da 
complexidade  em  profundidade  é  uma  das  qualidades  desejáveis  num  algoritmo  que 
determina  a  visibilidade.  Para  aumentar  a  eficiência,  os  algoritmos  de  visibilidade 
procuram explorar as vantagens da aplicação de diversos tipos de coerência. Desta forma, 
um  único  cálculo  para  determinar  a  visibilidade  é  usado  em  vários  locais  da  cena 
amortizando  o  seu  custo  ao  ser  aplicado  a  vários  objectos  (coerência  no  espaço  dos 
objectos) ou píxeis (coerência no espaço das imagens). O custo de cálculos de visibilidade 










acontece  com  o  view‐frustum  culling  e  a  remoção  de  faces  escondidas.  Estas  duas 











bloqueado  da  vista  do  utilizador  por  um  ou  mais  objectos  é  um  objecto  ocluso.  A 
Figura 13 apresenta objectos que se enquadram nas duas situações descritas. 
Num algoritmo de remoção por oclusão conservador é aceitável usar uma representação 
mais  simples  de  um  objecto  (e.g.,  o  seu  volume  envolvente)  durante  o  processo  de 





de  conservação  é  compensado  pelo  facto  de  ser  usualmente  mais  fácil  testar  a 




como  oclusor.  Neste  caso  a  correcção  da  imagem  final  apresentada  ao  utilizador  é 









A  combinação  de  vários  objectos  presentes  numa  cena  pode  oferecer  um  poder  de 
oclusão  superior  caso  fossem  considerados  como  oclusores  individuais.  Um  exemplo 
elucidativo  é  uma  floresta.  Uma  árvore  isolada  não  oferece  grande  poder  de  oclusão 




























Uma  das  desvantagens  da  técnica  do  Z‐Buffer  é  a  de  usar  como  informação  para 
determinar  a  visibilidade,  primitivas  que  se  encontram  praticamente  processadas  e 
prontas para serem desenhadas. Em cenas com elevada complexidade em profundidade, 
muitos  píxeis  serão  processados  e  a  sua  profundidade  comparada  sem  que  no  final 
contribuam para  a  imagem  final. Outro  aspecto  advém da  ausência de  retorno para  a 
aplicação do  resultado do  teste de profundidade.  Isto  significa que  todas  as primitivas 
têm que  ser enviadas para poderem  ser  testadas. Este problema é  resolvido no actual 






que persiste desde os  inícios da  computação gráfica, a determinação de  visibilidade. A 




















células  (divisões) e  interligadas por portais  (portas,  janelas). O algoritmo de visibilidade 
pré  determina  se  outras  células  são  visíveis  apenas  através  dos  portais.  Algumas 
considerações podem ser feitas relativamente a esta abordagem: 
 O conjunto potencialmente visível encontrado é apenas válido para a configuração 




interior  de  uma  célula,  é  demasiadamente  conservador.  Situação  ilustrada  na 
Figura 18; 
 Fazer  a  sua  determinação  para  todas  as  células  representa  uma  tarefa 
computacionalmente  dispendiosa,  realizada  em  pré‐processamento  significa 
longos períodos de inicialização da aplicação. 







a  informação de visibilidade  sempre que o ponto de vista  se move, na  realidade, estes 
algoritmos determinam a visibilidade todas as frames. Exemplos deste tipo de algoritmos 









cálculos  necessários  com  as  coordenadas  3D  originais  dos  objectos  para  obterem  o 
conjunto de polígonos visíveis ou oclusos. Os métodos que usam o espaço das  imagens, 
por  outro  lado,  operam  na  representação  discreta  (píxeis)  dos  objectos  resultante  do 
processo  de  rasterização  (conversão  da  informação  vectorial  dos  objectos  em  píxeis 
realizada  pelo  hardware  gráfico).  Estes  métodos  usam  os  valores  projectados  das 
coordenadas 3D originais dos objectos. A vantagem do espaço das  imagens  resulta das 




No  âmbito  desta  dissertação  apenas  se  consideram  algoritmos  que  determinam  a 
visibilidade a partir de um ponto, durante o cálculo de uma frame. A Figura 19 apresenta 
um pseudo‐código para este  tipo de algoritmo de  remoção por oclusão onde a  função 
estaOcluso(),  geralmente  chamada  de  teste  de  visibilidade  ou  teste  de  oclusão, 
verifica se um objecto se encontra ocluso. A variável G representa o conjunto de objectos 
a desenhar durante uma frame. 
    AlgoritmoRemocaoOclusao(G) 
    para cada objecto g  G  
    { 
        se ( não estaOcluso(g,G)) 
            desenha(g) 
    } 
Figura 19 ‐ Pseudo‐código para um algoritmo de Remoção por Oclusão genérico (1ª versão). 
Em cada  frame, depois de aplicadas outras  técnicas de visibilidade  já discutidas, resulta 
um conjunto de objectos que deverão ser desenhados, G. Cada objecto (g) desse grupo é 
testado  relativamente  a  todos  os  objectos  em  G,  potenciais  oclusores.  Se  o  teste 
determinar que o objecto g não se encontra ocluso a função desenha()é executada. 
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O  algoritmo  genérico  apresentado  apenas  considera  o  poder  oclusor  de  cada  objecto 
individualmente para além de que o número de testes aumenta de forma quadrática com 




forma,  todos  os  objectos  que  são  considerados  visíveis  são  usados  como  potenciais 
oclusores  de  próximos  objectos  a  testar.  O  algoritmo  apresentado  na  Figura  20 
demonstra este funcionamento. 
    AlgoritmoRemocaoOclusao(G) 
    OR = vazio 
    para cada objecto g  G  
    { 
        se ( não estaOcluso(g,OR)) 
        { 
            desenha(g) 
            adiciona(g,OR) 
        } 
    } 
Figura 20 ‐ Pseudo‐código para um algoritmo de Remoção por Oclusão genérico (2ª versão). 
A ordenação da frente para trás dos objectos g, relativamente ao ponto de vista, permite 
que  a  função  estaOcluso()determine  a  visibilidade  por  ordem  crescente  de 
probabilidade de se encontrarem oclusos. Se um objecto g for determinado como ocluso 
é  removido  de  posteriores  processamentos.  A  partir  deste momento  sabe‐se  que  não 
contribuirá para a imagem final nem para ocludir outros objectos. Caso se determine que 
o  objecto  se  encontra  visível  este  é  desenhado,  contribuindo  provavelmente  para  a 





então  o  motor  (provavelmente)  será  determinado  como  ocluso.  Por  outro  lado,  se  o 
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motor  for  desenhado  primeiro,  não  contribuirá  para  a  imagem  final mas  será  enviado 
para o hardware  gráfico,  visto que não  foi possível  identifica‐lo  como ocluso. Assim, o 











distâncias  à  câmara,  profundidade,  dos  polígonos  desenhados  no  ecrã.  A  base  da 
pirâmide  é  o  nível  de maior  resolução. Os  restantes  níveis  contêm  o  valor  de  Z mais 














valor  de  Z  mais  próximo  do  volume  envolvente  e  comparado  com  a  Z‐Pyramid, 
começando pelo topo. Se o valor no topo da Z‐Pyramid se encontrar mais próximo que o 
valor  de  Z  da  nó  em  teste,  então  este  encontra‐se  ocluso.  Este  teste  continua 
recursivamente ao  longo da pirâmide até que se saiba que o volume envolvente do nó 
está  ocluso,  ou  até  se  atingir  o  nível  de maior  resolução  (base)  da  pirâmide,  onde  se 




Neste  algoritmo  a  coerência  temporal  é  explorada  através  do  uso  de  uma  lista  que 
consiste  nos  nós  da  octree  determinados  como  visíveis  na  frame  anterior.  Os  nós 
presentes nesta  lista são  inicialmente desenhados sem que  lhes seja aplicado o teste de 
visibilidade, fornecendo assim uma fonte inicial de dados para a construção da Z‐Pyramid. 
Em seguida o algoritmo percorre a octree evitando os nós  já desenhados. Este segundo 





em  hardware,  entre  outros,  pela  ATI  com  a  denominação  de HyperZ  [PAB02].  A  base 
desta tecnologia é uma Z‐Pyramid de três níveis com regiões de 8x8 píxeis.  
Conceptualmente  o  algoritmo HZB  apresenta  bastante  potencial  ao  aplicar‐se  a  cenas 
genéricas e permitir a fusão de oclusores, a exploração da coerência temporal, espacial e 








oclusores  indicia que este  algoritmo não é  adequado para  cenas dinâmicas. Depois de 
encontrado este conjunto de oclusores, estes são desenhados sem que lhes seja realizado 
qualquer teste de oclusão. Em seguida é processada a restante cena onde é realizado um 
teste  para  determinar  a  visibilidade  de  cada  objecto.  O  algoritmo  divide  o  teste  de 
visibilidade em duas partes: um teste de profundidade unidimensional na direcção Z e um 
teste de sobreposição bidimensional no plano XY, i.e., no espaço da imagem.  
Para  o  teste  de  sobreposição  bidimensional,  em  cada  frame,  um  subconjunto  de 




oclusão.  Tal  como  no  algoritmo  HZB,  uma  vantagem  desta  operação  é  que  vários 
pequenos oclusores podem ser combinados num oclusor maior. Nesta fase é lido o frame 
buffer e  construída uma pirâmide de  imagens onde  cada nível é  constituído pelo valor 
resultante da média de quadrados  de  2x2 píxeis do nível  de  resolução  imediatamente 
superior.  A  pirâmide  resultante  é  denominada  de  mapa  de  oclusão  hierárquico.  O 
processo é semelhante ao do algoritmo HZB, neste caso a pirâmide é construída com base 
na média dos quadrados e não no valor máximo. Esta operação pode  ser  realizada em 









A  Figura  22  apresenta  um  exemplo  de  um mapa  de  oclusão  hierárquico. O  quadrado 
saliente denota a relação entre os píxeis do nível de maior resolução (nível 0) e os píxeis 
dos restantes níveis.  
O  teste de  sobreposição no  espaço da  imagem  é  realizado de  forma  semelhante  à do 







potenciais  oclusores.  Para manter  a  informação  de  profundidade  necessária  para  este 
teste uma segunda estrutura de dados é usada, o depth estimation buffer. Esta estrutura 
de dados em software guarda os valores de profundidade mais afastados dos oclusores e 
tem  normalmente  uma  resolução  inferior  à  do  frame  buffer. O  teste  de  profundidade 












buffer  para  a  realização  do  teste  de  sobreposição  introduz  uma  latência  significativa. 
Como vantagem este algoritmo realiza a fusão de oclusores. 
Mais recentemente, Aila e Miettinen [AIL00, AIL04] apresentaram um algoritmo derivado 









se  um  determinado  objecto  irá  contribuir  para  a  imagem  final  caso  seja  desenhado. 
Actualmente, esta questão pode ser colocada directamente ao hardware através de um 
mecanismo  chamado  genericamente  de  Hardware  Occlusion  Query,  doravante 
denominado  por  teste  de  oclusão  por  hardware.  A  ideia  de  acelerar  o  processo  de 
determinação de visibilidade recorrendo a hardware dedicado em algoritmos que operam 
no espaço das  imagens  foi  sugerida por Greene  et al.  [GRE93]. Mais  tarde Bartz  et al. 
[BAR98] propôs uma implementação detalhada deste mecanismo.   
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De  uma  forma  simples,  com  os  testes  de  oclusão  por  hardware,  a  aplicação  pode 
questionar o hardware gráfico para  saber  se um determinado  conjunto de polígonos é 
visível  quando  comparados  com  o  conteúdo  actual  do  Z‐Buffer.  Esses  polígonos  são 
frequentemente  os  volumes  envolventes  de  um  objecto  mais  complexo.  Se  nenhum 
desses  polígonos  for  visível,  então  o  objecto  pode  ser  removido  de  posteriores 
processamentos. A implementação em hardware realiza a rasterização dos polígonos e se 
durante este processo for despoletada uma escrita no Z‐Buffer significa que pelo menos 









VISUALIZE  fx  da  Hewlett‐Packard  [SCO98]  que  disponibilizava  a  extensão  de  OpenGL 
GL_HP_occlusion_test  [HP97]. Mais  tarde, em 2002,  foi  introduzida pela NVIDIA  com  a 
placa  aceleradora  gráfica  GeForce3  uma  extensão  mais  evoluída  denominada  de 
GL_NV_occlusion_query [NV01]. Actualmente também existe como uma extensão oficial 
ARB [ARB03]. 
O  teste  de  oclusão  por  hardware  introduzido  pela  Hewlett‐Packard  apresenta  duas 
grandes  limitações  [AKE08]. Em primeiro  lugar apenas  retorna verdadeiro ou  falso para 
indicar  a  visibilidade  do  objecto  questionado.  Este  resultado  binário  impede  que  um 
objecto que apenas contribua com alguns píxeis para a imagem final possa ser removido 
na  sua  totalidade  se  for  considerado  que  a  imagem  final  não  é  significativamente 
prejudicada. Em segundo  lugar, a extensão GL_HP_occlusion_test é  implementada como 
um mecanismo de pára‐e‐espera, a aplicação deverá suspender a sua execução enquanto 
espera  pelo  resultado  do  teste.  Esta  característica  impede  que  os  testes  sejam 
serializados o que condiciona a exploração do paralelismo entre CPU e GPU.  
A introdução da extensão pela NVIDIA veio resolver as limitações da extensão da Hewlett‐
Packard.  Com  a GL_NV_occlusion_query  é  possível  realizar  testes  em  série  e  obter  os 
respectivos  resultados numa  fase posterior. Assim o CPU  fica  livre para  realizar outros 
processamentos necessários à aplicação. A GL_NV_occlusion_query também retorna um 
número  inteiro  que  indica  quantos  píxeis  passaram  no  teste  de  profundidade,  i.e.,  a 
quantidade de píxeis  visíveis.  Se  esse número  for  inferior  a um determinado  limite de 
píxeis,  então  algumas  aplicações  podem  decidir  não  realizar  o  rendering  dos  objectos 






do  resultado.  Esta  latência  decorre  do  atraso  no  processamento  do  teste  em  longas 
pipelines  de  rendering,  o  tempo  de  processamento  do  teste  e  o  custo  de  devolver  o 
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resultado ao CPU. Esta  situação  causa dois problemas quando os  testes  são usados de 
forma sequencial [BIT04]: CPU stalls e GPU starvation. 
Após a emissão de um  teste o CPU  fica à espera do  seu  resultado e não  fornece mais 
dados  ao  GPU  para  processamento.  Quando  o  resultado  fica  finalmente  disponível,  a 
pipeline do GPU poderá já estar vazia. Como consequência, o GPU terá que esperar que o 
CPU processe o resultado do teste antes que este lhe envie mais trabalho. Para evitar os 
CPU  stalls,  a  melhor  estratégia  é  preencher  os  tempos  de  latência  com  outros 
processamentos  necessários  à  aplicação,  incluindo  a  realização  de  novos  testes  de 
oclusão  por  hardware.  Como  estes  podem  ser  realizados  simultaneamente,  não  é 
necessário  esperar  pelo  resultado  antes  de  realizar  novo  teste,  sendo  o  seu  resultado 
usado posteriormente quando disponível [KOV05]. 
A  Figura  24  ilustra  dois  esquemas  diferentes  de  gestão  de  testes  de  oclusão  por 
hardware. As tarefas Dn, Tn e Rn representam o rendering, teste de oclusão por hardware 
e remoção por oclusão para cada nó n processado. O esquema 2 apresenta um possível 
escalonamento de  tarefas para preencher os  tempos de  latência usando os  resultados 




Apesar  dos  problemas  descritos,  o  uso  dos  testes  de  oclusão  por  hardware  como 
















algoritmos  que  usam  testes  de  oclusão  por  hardware  tentam  minimizar  o  seu  uso 
recorrendo  a  várias  técnicas,  incluindo  a  coerência  temporal. O  desempenho  também 
pode ser melhorado através do uso de volumes envolventes mais  justos, como descrito 
em [BAR05].  
A  ordem  de  processamento  dos  objectos  da  frente  para  trás  também  é  crítica  para  o 
desempenho dos algoritmos que usam testes de oclusão por hardware. No entanto, nas 
aplicações gráficas actuais existem outros factores a ter em consideração no momento de 












No  presente  capítulo  foi  apresentada  a  visibilidade  exacta  que  permite  resolver  o 
problema  da  oclusão  numa  fase  e  a  um  nível  em  que  os  algoritmos  de  remoção  por 
oclusão não operam. Neste sentido o Z‐Buffer é, em última  instância, o mecanismo que 
permite  que  a  imagem  apresentada  ao  utilizador  seja  correcta  desde  que  todas  as 
primitivas que contribuem para a  imagem sejam enviadas para o hardware gráfico. Por 
outro  lado,  os  algoritmos  de  remoção  por  oclusão  procuram  reduzir  a  quantidade  de 












4. USO  DE  TESTES  DE  OCLUSÃO 
POR HARDWARE 
O presente capítulo destina‐se a descrever algoritmos que  fazem uso do mecanismo de 
teste  de  oclusão  por  hardware  para  obterem  informação  relativamente  ao  estado  de 
visibilidade dos objectos a desenhar. Comum a todos os algoritmos, é a preocupação em 
minimizar os efeitos introduzidos pela latência que existe entre a realização do teste e a 





algoritmo  Prioritized‐Layered  Projection  (PLP).  O  algoritmo  PLP  [KLO00],  dos  mesmos 
autores, é apresentado em primeiro lugar.  
O algoritmo PLP é baseado em software e tenta fazer o render da cena utilizando apenas 
uma  quantidade  pré‐definida  de  polígonos.  Apesar  de  organizar  a  cena  numa  octree 
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outras  estruturas  de  dados  podem  ser  usadas.  No  entanto,  é  necessário  ter  em 
consideração  que  no  interior  do  view‐frustum  o  algoritmo  não  funciona  de  forma 






de  nós  provavelmente  visíveis.  A  prioridade  de  um  nó,  deste modo  reflecte  a  solidez 
acumulada  dos  nós  que  se  encontram  entre  ele  próprio  e  o  ponto  de  vista.  Se  uma 
elevada  solidez  foi  acumulada,  é  provável  que  esse  nó  se  encontre  ocluso  e 
consequentemente é  lhe dada uma baixa prioridade. Este algoritmo não é conservador 
pois  o  rendering  dos  nós  presentes  na  lista  termina  quando  um  limite  definido  de 
polígonos é atingido. 
Outra heurística para definir a prioridade de um nó seria atribuir a prioridade de ‐1 ao nó 
que  contém  o  ponto  de  vista,  ‐2  aos  seus  vizinhos,  ‐3  aos  vizinhos  destes  e  assim 
sucessivamente.  Isto  fará  com que  as prioridades  atribuídas  aos nós  se propaguem de 
uma  forma  regular  à  medida  que  se  afastam  do  ponto  de  vista  do  utilizador.  Esta 
heurística é fácil de implementar e proporciona resultados relativamente bons [COR02]. 
Quando  o  algoritmo  PLP  termina  o  render  de  uma  frame  por  ter  atingido  o  limite  de 
polígonos, o Z‐Buffer contém os valores de Z da geometria desenhada e a fila contém os 
nós  que  o  algoritmo  teria  processado  caso  não  houvesse  limite.  Como  descrito  em 
[KLO01], a versão conservadora do algoritmo PLP é conseguida através da aplicação de 
testes de oclusão por hardware aos nós ainda presentes na fila o que permite desenhar 
os  restantes nós  visíveis. A principal  limitação deste  algoritmo  reside na etapa de pré‐
processamento que limita o seu uso a cenas estáticas. 
4.2. FAST AND SIMPLE OCCLUSION CULLING 
Hillesland  et  al.  [HIL02]  apresentou  um  algoritmo  denominado  de  Fast  and  Simple 
Occlusion Culling (FSOC). Este algoritmo é um dos primeiros a usar a extensão da NVIDIA 
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e divide  a  cena usando uma estrutura em  grelha  regular. Na  altura do  render de uma 





Os  resultados das  simulações  realizadas  comparam o desempenho do FSOC  com o uso 
apenas do view‐frustum culling e revelam uma melhoria na performance. No entanto, a 
estrutura de dados em grelha não se aplica a cenas onde a densidade de geometria varia 
e  existem  paramentos  que  necessitam  de  ser  ajustados manualmente  para  cada  caso 




2004  explora  a  coerência  espacial  e  temporal  para minimizar  os  efeitos  dos  testes  de 
oclusão por hardware. Em  cada  frame, o  varrimento da estrutura de dados em árvore 





frame  anterior  tende  a  permanecer  visível  na  frame  actual.  Do  conjunto  de  nós 
terminadores,  se um nó  se encontrava  visível na  frame anterior é  realizado o  teste de 
oclusão por hardware e prossegue‐se imediatamente para o render da geometria. Se um 
nó  se  encontrava  ocluso,  é  realizado  o  teste  de  oclusão  por  hardware  adiando  o 
processamento da árvore filha para quando o resultado se encontrar disponível. 
Se  o  estado  de  visibilidade  de  um  nó  se modifica  na  frame  actual  o  conjunto  de  nós 
terminadores é actualizado através de um método de propagação de visibilidade, onde o 
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estado  de  um  nó  pai  é  alterado  de  acordo  com  o  estado  de  visibilidade  dos  seus  nós 
filhos. Desta forma não é necessário manter um registo explícito dos conjuntos Oi e Ti. 
A Figura 25 ilustra a alteração de visibilidade para uma hierarquia exemplo. Na frame 0, à 
esquerda,  são  representados  os  nós  terminadores  aos  quais  será  aplicado  o  teste  de 
oclusão  por  hardware  na  frame  1.  Nesta  frame,  à  direita,  todos  os  nós  aos  quais  foi 
aplicado  o  teste  de  oclusão  por  hardware  são  representados  por  um  contorno  a 








O  algoritmo  CHC  reduz  o  número  de  testes  de  oclusão  por  hardware  necessários  ao 
explorar a coerência espacial. Como resultado da propagação do estado de visibilidade, 
todo  o  nó  terminador  ocluso  tem  sempre  um  pai  visível.  Isto  significa  que  as  partes 
oclusas  da  cena  são  representadas  com  um  número  mínimo  de  nós.  É  a  estes  nós 
terminadores que o  algoritmo  realiza os  testes de oclusão por hardware e  assim evita 
processar  as  correspondentes  árvores  filhas. Assim, o número de  testes  realizados é o 
mínimo possível. A coerência temporal é também explorada através da não realização de 
testes de oclusão por hardware aos nós abertos  (anteriormente visíveis), o que  implica 
uma  redução  no  número  de  testes  por  um  factor  de  1/k,  onde  k  é  um  parâmetro 
relacionado com a ramificação da hierarquia [BIT04]. 
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nós  depois  de  testados.  Esta  fila  é  monitorizada  continuamente  para  verificar  se  o 
resultado  do  teste  relativo  ao  nó  que  se  encontra  no  inicio  da  fila  já  se  encontra 





culling.  Sem  necessidade  de  pré‐processamento  ou  afinação  para  cenas  específicas,  o 
algoritmo  CHC  é  adequado  para  todo  o  tipo  de  cenas  e  a  sua  implementação  não  é 
complexa. Como desvantagens, salienta‐se a  realização de alguns  testes de oclusão por 




testes  a  objectos  que  são  decididamente  visíveis.  Este método  usa  diversos  testes  em 
software  (e.g., Mapa de Ocupação) para manter um mapeamento das zonas do ecrã  já 
desenhadas.  No  entanto,  o  custo  destes  testes  em  software  é  na  maioria  das  vezes 
superior ao custo do teste de oclusão por hardware [GUT06]. 
Outra  situação  ocorre  nos  nós  internos  removidos  por  se  encontrarem  fora  do  view‐
frustum na frame anterior. Neste caso, para actualizar a hierarquia é necessário realizar 
um  teste  de  oclusão  por  hardware  a  todos  os  nós  folhas  que  estavam  fora  do  view‐
frustum na frame anterior. Este comportamento levará certamente à realização de testes 
desnecessários [GUT06]. O algoritmo também apresenta  limitações em cenas altamente 
dinâmicas  e  com  rápidos movimentos  do  ponto  de  vista  porque  os  nós  terminadores 













algoritmo baseia‐se na aplicação de uma  função custo/benefício a  todos os nós que  se 
encontram no  view‐frustum. O  teste de oclusão por hardware é  realizado  se  a  função 
retornar que o custo associado à realização do teste é menor que o benefício esperado ou 
se o nó estiver  identificado como previamente ocluso. No cálculo do custo da realização 
de  um  teste  de  oclusão  por  hardware  para  um  nó  é  também  tido  em  consideração  o 
custo de realizar testes separados aos seus filhos. Por exemplo a um nó com dois filhos, 




directamente o  render de um nó Hi em comparação com o  tempo de  realização de um 
teste de oclusão por hardware, mais o tempo que levaria a fazer o render caso o nó fosse 
determinado como visível. De forma semelhante ao algoritmo CHC, são sempre realizados 
testes  aos  nós  classificados  como  oclusos  na  frame  anterior.  A  um  nó  anteriormente 
visível o  teste é  realizado  se, depois de desenhado durante n  frames  sem  lhe  ter  sido 
aplicado o teste de oclusão por hardware, o custo C(Hi) da realização do teste for menor 
que o benefício nB(Hi) de uma possível oclusão. 
O  custo  C(Hi)  é  calculado  para  cada  nível  hierárquico  separadamente  enquanto  o 












hardware.  A  probabilidade  p0  é  determinada  com  base  na  porção  do  ecrã  que  já  foi 
desenhada por nós anteriores  (localizados à  frente do nó actual dado o varrimento  ser 
realizado da frente para trás) e na dimensão do nó actualmente em processamento. De 
forma  resumida,  a  probabilidade  de  oclusão  é  considerada  alta  se muita  geometria  já 










necessidade  de  uma  longa  etapa  de  pré‐processamento  onde  são  medidos  diversos 








de  testes  de  oclusão  por  hardware  realizados,  diminuir  a  probabilidade  de  CPU  stalls, 
redução  da  quantidade  de  geometria  desenhada  e  a  fácil  integração  em  motores  de 
jogos. 
Para  reduzir  as  mudanças  de  estado,  o  algoritmo  usa  um  mecanismo  que  permite 
efectuar conjuntos de testes de oclusão por hardware em vez de os realizar isoladamente 
a cada nó à medida que assim o seja decidido pelo algoritmo. Desta forma, o estado de 




em  seguida  prosseguia‐se  com  o  render  da  geometria  sem  esperar pelo  resultado  dos 
testes. Da mesma forma, o CHC++ também efectua o render dos nós determinados como 













de  oclusão  por  hardware  que  engloba  vários  nós  oclusos,  ao  qual  é  dado  o  nome  de 
multiquery.  Se  uma  parte  da  cena  previamente  oclusa  mantém  o  seu  estado  de 
visibilidade na frame actual, um único teste para essa parte será necessário. Este teste é 
realizado usando um  volume envolvente que engloba  todos os objectos em  causa. No 
entanto, se o teste de oclusão por hardware revelar que esta parte da cena se encontra 
visível são realizados novos testes para todos os nós do grupo inserindo‐os novamente na 
fila‐i.  Para  encontrar  grupos  de  objectos  candidatos  a  constituírem  uma  mesma 
multiquery é usada uma função custo/benefício. 
Uma das parcelas usadas no cálculo do custo é a probabilidade (pkeep) de um nó manter o 
seu  estado  de  visibilidade  na  frame  seguinte.  Experiências  realizadas  pelos  autores 
demonstram uma  forte  correlação entre esta probabilidade e o histórico do nó,  i.e., o 
número de frames que o nó manteve o mesmo estado de visibilidade. A  isto os autores 
dão o nome de persistência de visibilidade  (i). No entanto, a aplicação deste método é 
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situação  pode  ser  problemática  se  muitos  nós  ficarem  visíveis  na  mesma  frame.  Por 
exemplo quando, numa cena urbana, se sobe ao topo de um edifício. Para minimizar este 





todas  as  situações.  De  todas  as  alterações  implementadas,  a  realização  de  testes  em 
conjunto foi a que produziu maior aumento relativo de desempenho. No entanto, o facto 
de ser necessário aguardar que um número pré‐definido de nós esteja disponível nas filas 
para  realizar os  testes  leva a um atraso na disponibilidade dos  resultados.  Isto  significa 
que alterações na visibilidade podem ser detectadas mais  tarde do que seria desejável. 
Além  do mais,  na  situação  de  um  nó  continuar  a  ser  considerado  ocluso, mais  testes 
seriam  realizados  sobre  ele  o  que  aumentaria  ainda  mais  a  latência.  As  multiqueries 
permitem reduzir o número de testes de forma equivalente ao número total de objectos 






simples.  É  realizado  um  teste.  Se  este  falhar,  a  geometria  pode  ser  removida  de 
posteriores processamentos. O principal problema a ter em consideração no seu uso é a 
latência entre a realização do teste e a disponibilidade do resultado. Se esta latência não 
existisse,  os  testes  de  oclusão  por  hardware  seriam  o método  ideal  para  solucionar  o 
problema da remoção por oclusão. 
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de  ser  testados em  cada  frame, aplicar o princípio da  coerência  temporal, aumentar  a 
geometria usada em cada  teste ou aplicar uma  função custo/benefício que se adapta a 
diferentes  condições da  cena. Assim, o objectivo  comum a  todas estas  técnicas é o de 





































































































































































grafos  de  cena  e  de  rendering  usadas  na  aplicação  desenvolvida  no  contexto  desta 
dissertação. É também apresentada e analisada a sua actual implementação do algoritmo 
de  remoção que usa  testes de oclusão por hardware, o qual  será a base do algoritmo 
proposto no capítulo seguinte. 
O  OpenSceneGraph  (OSG)  é  um  projecto  open  source  com  o  objectivo  de  criar  um 
conjunto  de  ferramentas  para  o  desenvolvimento  de  aplicações  gráficas  de  alto 
desempenho  multi‐plataforma  [OSG].  A  iniciativa  remonta  aos  finais  dos  anos  90  e 
actualmente conta com uma vasta comunidade de utilizadores e programadores bastante 
activa. Em  [MAR07] é  feita a  introdução histórica, descrição da arquitectura, principais 
características  e  funcionalidades  do  OSG.  Disponível  gratuitamente  na  sua  versão 
electrónica,  este  livro  é  um  bom  ponto  de  partida  para  quem  pretenda  começar  a 
desenvolver aplicações baseadas no OSG.  






dos grafos de  cena a  todo o  tipo de utilizadores, empresariais e particulares. O OSG é 
middleware, situando‐se na camada  intermédia acima da API de baixo nível e abaixo da 




interface  de  programação  para  o  desenvolvimento  de  aplicações  gráficas  de  alto 
desempenho. O OSG é também concebido para ser flexível e extensível o que permite um 








funcionalidades  tanto  à  aplicação  como  aos  NodeKits.  Em  conjunto,  as  bibliotecas  do 
núcleo  e  os  NodeKits  constituem  a  API  do  OSG.  As  bibliotecas  nucleares  fornecem 
funcionalidades  essenciais  de  grafos  de  cena  e  de  rendering,  para  além  de 











geometria  e  especificações  de  estado  para  o  rendering.  Outras  classes  da 
biblioteca fornecem funcionalidades que tipicamente as aplicações 3D necessitam 
tais como análise de argumentos, animações e comunicação de erros e avisos. 
 osgUtil — contém classes e  funções para  realizar operações no grafo de cena e 
seu conteúdo, recolha de estatísticas, optimização do grafo de cena e criação do 




3D  bem  como  uma  classe  para  aceder  a  esses  Plug‐ins.  O  database  pager  da 
biblioteca  suporta  o  carregamento  e  descarregamento  dinâmico  de  grandes 
segmentos da base de dados da cena 3D.  
 osgViewer — esta biblioteca contém classes que gerem vistas sobre a cena e que 
permitem a  integração do OSG com uma  larga variedade de sistemas de  janelas. 
Também  disponibiliza  classes  de  suporte  para  recolha  de  estatísticas  e 







Das bibliotecas mencionadas, a mais  relevante no  contexto da  criação de um grafo de 
cena  é  a  biblioteca  osg  que  fornece  as  classes  que  definem  os  nós  elementares  que 
constituem um grafo. Todas as classes dos diferentes tipos de nós são derivadas da classe 
osg::Node  apesar  de  conceptualmente,  nós  raiz,  grupo  e  folha  serem  tipos  de  nós 
distintos.  Com  esta  abordagem  orientada  aos  objectos,  o  OSG  disponibiliza  uma 
variedade  de  tipos  de  nós  onde  a  sua  habilidade  na  organização  espacial  permite 
capacidades de armazenamento de informação que não estão disponíveis nas tradicionais 
APIs  de  baixo  nível.  Todos  os  nós  partilham  a  classe  comum  (osg::Node)  com  as 












objectos  da  cena  sejam  rodados,  transladados,  escalados,  projectados,  entre 
outras operações. 
Esta é uma lista incompleta dos tipos de nós suportados pelo OSG, existem outros como o 
osg::Switch  ,  osg::Sequence,  osg::Transform,  osg::LightSource,  osg::Billboard  e 











teste de oclusão por hardware  (Secção 3.6) a  todos os  seus nós  filhos. Para  isso usa o 
correspondente  volume  envolvente  e  disponibiliza  posteriormente  o  estado  de 





















como  pai  do  nó  em  causa.  Neste  caso,  o  custo  de  desenhar  a  geometria  quando 


















limite  de  visibilidade  para  o  nó  em  questão.  Neste  caso,  o  processamento 
prossegue para os nós filhos. O nó também é considerado visível se o actual ponto 
de  vista  se  encontrar  dentro  da  sua  esfera  envolvente.  Para  actualizar  a 
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Quando  comparado  com  alguns  dos  algoritmos  apresentados  no  capítulo  anterior,  o 
algoritmo  de  remoção por  oclusão  implementado  na  actual  versão  do OSG  é  de  certa 
forma mais simples. Durante o varrimento de Remoção, os nós OQ são processados de 
forma  semelhante,  sejam  estes  identificados  como  oclusos  ou  como  visíveis  na  frame 





A  abordagem  de  realizar  um  novo  teste  de  oclusão  por  hardware  apenas  quando  um 
intervalo predefinido de frames (configurável para cada nó OQ) tenha decorrido, origina 




Por  outro  lado,  este  intervalo  de  frames  implica  que  a  informação  para  a  correcta 
determinação  de  visibilidade  possa  estar  desactualizada  na  frame  actual.  Como 
consequência,  a  variação  deste  intervalo  de  frames  terá  uma  enorme  influência  na 
geometria desenhada: 
 Para grandes intervalos os aspectos negativos dos testes de oclusão por hardware 
têm  menor  influência  na  aplicação  o  que  permite,  em  princípio,  um  melhor 





não  foi  desenhado  por  continuar  a  ser  erradamente  considerado  ocluso.  Esta 
situação é elucidativa de que nem sempre a diminuição da frequência de testes de 
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oclusão  por  hardware  implica  uma  diminuição  da  geometria  desenhada  e 
consequentemente um melhor desempenho. 
 Para  pequenos  intervalos,  a  disponibilidade  de  informação  actualizada  para 
determinar  correctamente  a  visibilidade  permite  diminuir  a  quantidade  de 
geometria  erradamente  desenhada. O  pior  caso  será  a  realização  de  testes  em 
todas as  frames. No entanto, o aumento da  frequência de testes de oclusão por 
hardware pode  levar  a uma degradação no desempenho da  aplicação devido  à 
acumulação do custo associado a cada teste.  
Outro  problema  que  advém  do  intervalo  pré‐definido  de  frames  é  o  alinhamento 
temporal  de  novos  testes  de  oclusão  por  hardware.  Enquanto  no  algoritmo  CHC  esse 
alinhamento ocorre nos testes realizados aos nós visíveis, neste caso, também acontece 
nos  testes  aplicados  aos  nós  oclusos.  Esta  situação  é  mais  penalizadora  quando  uma 
grande  quantidade  de  nós  se  torna  visível/ocluso  num  curto  espaço  de  tempo.  Em 






do  algoritmo  na  determinação  do  conjunto  potencialmente  visível.  Pequenos  valores 
significam  uma  abordagem  mais  conservadora  onde  geometria  que  na  realidade  se 
encontra oclusa é considerada visível devido à natureza dos volumes envolventes. 
Os dois parâmetros descritos podem ser ajustados de forma individual para cada nó OQ. 
Isto  permite  que  a  aplicação  ajuste  os  valores  para  resolver  situações  particulares  ou 







O  projecto OpenSceneGraph  apresentado  neste  capítulo  disponibiliza  ferramentas  que 
permitem o desenvolvimento de aplicações gráficas de alto desempenho. Das bibliotecas 
que constituem o núcleo da API destaca‐se a que define as classes que implementam os 
nós  que  são  usados  para  criar  grafos  de  cena,  a  biblioteca  osg.  Um  dos  vários  nós 
disponíveis,  o  osg::OcclusionQueryNode,  permite  realizar  o  teste  de  oclusão  por 
hardware  à  sua  árvore  filha. Os  parâmetros  configuráveis  deste  tipo  de  nó  permitem 
adoptar  uma  abordagem  mais  conservadora  ou  mais  agressiva  na  determinação  de 
visibilidade. O  algoritmo  de  remoção  por  oclusão  implementado  pelo OSG  é  de  certa 
forma  mais  simples  que  os  algoritmos  apresentados  no  Capítulo  4.  No  entanto,  este 
algoritmo constitui uma boa base de trabalho para o estudo da influência que a aplicação 





6. REMOÇÃO  HIERÁRQUICA  POR 
OCLUSÃO 
Nos  capítulos  anteriores  foram  introduzidos  conceitos  e  apresentadas  algumas  das 
técnicas actualmente adoptadas na determinação de visibilidade com incidência nas que 
se destinam a remover geometria por oclusão. Estas  técnicas quando aplicadas a cenas 





No  presente  capítulo  propõe‐se  uma  alternativa  de  implementação  de  remoção  por 
oclusão no OSG que  tira partido da organização hierárquica dos  testes de oclusão por 
hardware  e  da  coerência  temporal.  Apresentam‐se  também  os  resultados  de  diversas 
simulações  onde  o  teste  de  oclusão  por  hardware  foi  aplicado  em  diferentes  níveis 
hierárquicos do grafo de cena. Os resultados são analisados na perspectiva de analisar em 
que medida  os  testes  influenciam  o  desempenho  da  aplicação. Nas  simulações  foram 
usadas  cenas  de  muito  grandes  dimensões  com  diferentes  níveis  de  complexidade 
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as  cenas  e  ao  aplicarem  os  testes  de  oclusão  por  hardware  usufruem  das  vantagens 









seja  para  actualizar  e  recolher  informação  ou  realizar  qualquer  outro  tipo  de 
processamento, como o view‐frustum culling. Uma cena pode ser representada por vários 









No  caso da  Figura  30,  o  grafo de  cena mais  adequado  é o da direita pois  incorpora  a 
coerência no espaço dos objectos o que permite uma remoção mais eficiente. Além desta 
situação, para que o grafo de cena esteja afinado para a operação de remoção cada nó 
não deverá  ter nem muitos nem poucos nós  filho,  i.e., não deverá  ser nem demasiado 







profunda o que  significa menos passos para varrer a árvore, mas  também  requer mais 
processamento em cada nó. 





é  desenhada  a  correspondente  geometria.  Se  o  nó  for  considerado  visível,  os  seus 
descendentes  são  testados  para  apurar  o  conjunto  de  nós  visíveis.  Assim,  a  remoção 
hierárquica por oclusão deverá representar ganhos devido a evitar testes de oclusão por 




folha  (geometria),  o  uso  de  vários  níveis  hierárquicos  implica  que  cada  um  dos  nós 
internos tem menos filhos. Desta forma, a quantidade de geometria abrangida por cada 





Para  determinar  a  visibilidade  dos  nós  da  estrutura  hierárquica  plana  apresentada  à 
esquerda na Figura 31, considere a aplicação do algoritmo de remoção apenas ao nó raiz. 
O  volume  que  envolve  todos  os  nós  filhos  é  usado  como  geometria  para  o  teste  de 
oclusão  por  hardware. Nesta  situação,  se  o  teste  revelar  que  o  volume  envolvente  se 














teste  de  volumes  envolventes  que  abrangem  zonas  mais  pequenas  da  cena.  Isto 
assumindo que o grafo de cena  tem em consideração a  localização espacial, agrupando 
objectos  que  se  encontram  próximos.  Ao  usar  volumes  envolventes  menores,  a 
probabilidade de  estes  se  encontrarem oclusos  aumenta o que permite  a  remoção de 
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toda a sua árvore filha. Em cenas de muito grandes dimensões, a realização de testes a 
nós  grupo  intermédios  permite  remover  grandes  quantidades  de  geometria  com  um 
único  teste.  No  entanto  se  estes  falharem,  testes  aos  nós  folha  permitem  resolver  o 
problema  da  visibilidade  dos  objectos  individualmente.  No  exemplo  da  figura,  para 





1. A  realização de  testes de oclusão por hardware ao nível da geometria aumenta 
significativamente  o  número  de  testes  realizados  mesmo  quando  usados  em 
conjunto com testes nos níveis hierárquicos superiores. 
2. O  uso  de  testes  de  oclusão  por  hardware  apenas  em  níveis  superiores  da 
hierárquica implica que muita geometria será desenhada mesmo que oclusa pela 














dos  testes  de  oclusão  por  hardware.  O  custo  acumulado  dos  testes  pode  não 
compensar o ganho obtido quando a geometria é determinada como oclusa. 
7. Em  cenas de grandes dimensões e elevada densidade a aplicação de  testes aos 
nós  internos  em  conjunto  com  o  teste  ao  nível  da  geometria  permite  uma 




visível determinado em  cada  frame para um particular ponto de  vista  sobre  a  cena. A 
dimensão do volume envolvente face à densidade de geometria na cena é preponderante 
para a eficiência do algoritmo de remoção por oclusão. A selecção do número de filhos de 
cada  nó  e  a  forma  como  a  geometria  é  organizada  no  grafo  de  cena,  devem  ter  em 




utilização  mais  eficiente  foi  desenvolvida  uma  aplicação  para  realizar  as  simulações 
necessárias. A aplicação 3D  foi  implementada em C++  fazendo uso da API do OSG. Para 
além da estrutura e funcionalidades base necessárias a simulações visuais em tempo real, 
a aplicação  inclui  funcionalidades específicas para o  trabalho em causa. Algumas destas 
funcionalidades  implicaram  a  modificação  da  própria  API  do  OSG.  Uma  destas 
modificações  foi  a  edição  das  classes  de  alguns  tipos  de  nós  para  permitir  a 
implementação  de  uma  abordagem  alternativa  ao  algoritmo  original  de  remoção  por 
oclusão do OSG. Com a actual distribuição do OSG, é  fornecida uma grande quantidade 
de  aplicações  exemplo  que  ilustram  conceitos  de  programação  e  técnicas  usadas  no 
desenvolvimento de aplicações OSG. Alguns destes exemplos revelaram‐se bastante úteis 




A  classe  Viewer  da  biblioteca  osgViewer  é  usada  para  criar  a  janela  da  aplicação  e  o 
contexto  gráfico  com base nas  capacidades do  sistema  gráfico em uso.  Esta  classe em 
conjunto com a classe ReadFile da biblioteca osgDB, permite criar uma aplicação simples 
que  lê  geometria  a  partir  de  ficheiros  de  modelos  3D  e  a  apresenta  numa  janela. 
Dependendo dos Plug‐ins disponíveis é possível utilizar uma variada gama de formatos de 






argumentos de  linha de  comando, gestão de eventos  (teclado e  rato), manipulador da 
câmara genérico,  captura de  imagens do ecrã,  visualização da posição da  câmara e de 
estatísticas no ecrã, entre outras. Para atingir os objectivos a que se destina a aplicação 
foram implementadas funcionalidades específicas: 























posição  e  orientação  são  lidos  e  usados  por  um  manipulador  da  câmara 
desenvolvido especificamente para este efeito. 
 Recolha  de  estatísticas:  como  mencionado  anteriormente,  o  OSG  permite  a 
apresentação de diversas estatísticas da simulação no ecrã. No entanto, medidas 
específicas  para  analisar  o  desempenho,  no  caso  particular  da  remoção 
hierárquica  por  oclusão,  não  são  recolhidas  pela  implementação  da  API.  Os 
valores recolhidos são guardados em ficheiro para posterior análise. Exemplos de 
estatísticas  recolhidas,  adicionais  às  do OSG,  são  a  duração  de  cálculo  de  cada 












seguinte,  revelou‐se  necessário  modificar  a  API.  Estas  alterações  incidem 
maioritariamente  nas  classes  osg::OcclusionQueryNode  e  osgUtil::CullVisitor.  As  três 
modificações mais relevantes são apresentadas e justificadas. 
 Como descrito na Secção 5.2 o algoritmo de remoção por oclusão do OSG usa um 





correctamente  se o  intervalo entre  testes de oclusão por hardware  for definido 
em  frames. O  decréscimo  nas  frames  por  segundo  implica  uma  diminuição  do 
número de testes de oclusão por hardware, nesta situação uma maior quantidade 
de geometria é erradamente ou desnecessariamente desenhada o que afecta o 
desempenho. A mesma  situação ocorre em  simulações  realizadas  sem  limite de 
frames por segundo  (free run), onde a  flutuação do número de  imagens geradas 
por  segundo  irá  também  afectar  o  número  de  testes  de  oclusão  por  hardware 
realizados. 
 A  segunda  alteração  à API  consiste  em  detectar  quando  um  nó OQ  reentra  no 
view‐frustum.  Este  procedimento  permite  testar  e  reiniciar  o  contador  de 
tempo/frames do nó OQ desde o último teste de oclusão por hardware. Na versão 
actual,  a  um  nó  OQ  que  transite  para  o  view‐frustum,  o  teste  de  oclusão  por 
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hardware  só  lhe  é  aplicado  depois  de  excedido  o  intervalo  de  tempo/frames 
iniciado  antes  de  sair  do  view‐frustum.  Por  outras  palavras,  um  nó  pode  sair  e 
entrar no view‐frustum em diferentes situações de visibilidade sem que  lhe seja 










Uma  implicação directa da duração do  intervalo de  tempo entre  testes de oclusão por 
hardware é a quantidade de resultados disponíveis para determinar a visibilidade. O uso 
de  um  intervalo  entre  testes  visa  diminuir  a  influência  negativa  que  estes  têm  no 
desempenho  da  aplicação.  No  entanto,  a  ausência  de  informação  para  determinar  a 
visibilidade  correctamente  em  cada  frame  pode  ter  um  efeito mais  penalizador  que  a 
realização de testes com maior frequência, como abordado na Secção 5.2.1. 
O OSG, ao aplicar a coerência temporal a nós anteriormente oclusos está a assumir que 
estes  tendem  a  permanecer  oclusos  durante  um  período  de  tempo.  Se  durante  este 
período a geometria se  torna visível, como ainda é considera oclusa, não é desenhada. 
Esta  situação  tem  consequências  directas  na  correcção  da  imagem  gerada  ao  não 
apresentar ao utilizador objectos que na realidade se encontram visíveis. Esta perda de 
objectos visíveis  implica que esta geometria não será usada como oclusora. Neste caso, 
será  desenhada  geometria  que  poderia  ser  identificada  como  oclusa  caso  todos  os 





















probabilidade  de  assim  continuar  é  elevada. Desta  forma,  a  aplicação  de  testes  ao  nó 
visível pode ser feita mais espaçadamente com o avançar do tempo o que significa menos 
despesa  na  realização  de  testes  de  oclusão  por  hardware.  Esta  ideia  foi  mais  tarde 
incorporada por Mattausch et al. no algoritmo CHC++ [MAT08]. 
As  alterações  introduzidas  no  algoritmo  do  OSG  para  realizar  testes  de  oclusão  por 
hardware com um  intervalo dependente do historial do nó visível  são apresentadas na 
Figura 33. O intervalo de tempo entre testes é calculado pela função: 















































































Para  testar  como  a  realização  de  testes  de  oclusão  por  hardware  em  vários  níveis 
hierárquicos da descrição de uma cena afecta o desempenho da aplicação, foram usadas 
duas cenas estáticas de muito grandes dimensões com diferentes níveis de densidade de 
geometria.  As  cenas  criadas  são  do  tipo  ambiente  urbano  onde  os  objectos  são 




De  uma  forma  genérica,  todas  as  cenas  foram  criadas  distribuindo  aleatoriamente 
objectos  num  plano.  Estes  objectos  constituem  os  nós  folha.  A  estrutura  hierárquica 
compreende 4 níveis: nó raiz, dois níveis de nós grupo e nós folha. Para atribuir nós folha 
aos  nós  grupo  imediatamente  acima  na  hierarquia  são  inseridos  objectos,  em  número 
configurável, em áreas quadradas no plano. Estas áreas dividem o plano uniformemente e 
são de dimensão e em quantidade configuráveis. O nível hierárquico de nós grupo, pais 
































nós  folha. Estes nós grupo  são, por  sua vez, agrupados em conjuntos de 4x4 pelos nós 
grupo do nível acima. A quantidade de áreas usada ocupa uma  superfície quadrada de 
8,6 kms de lado. 
As  cenas  são  constituídas  por  dois  tipos  de  objectos:  edifícios  e  pequenos  objectos. A 
existência  de  edifícios  proporciona  boa  oclusão  mas  simultaneamente  são  estes  os 
objectos  que  interessa  remover  visto  serem  os  que  representam  um  maior  custo  na 
geração  da  imagem  final  pela  sua  quantidade  e  contribuição  em  termos  de  área  a 
desenhar. Os pequenos objectos usados não são bons oclusores. Encontram‐se dispersos 


















na  Cena  1  ocupam  aproximadamente  2%  da  área  do  plano  enquanto  os  da  Cena  2 




  #edifícios  #outros  #vértices  #primitivas 
Cena 1  2 028  4 056  14 920 409  5 165 020 
Cena 2  25 426  10 862  160 950 781  45 527 127 
6.4. SIMULAÇÕES 
A  realização de  testes de oclusão por hardware numa aplicação que usa a API do OSG 
requer  o  uso  de  nós  OQ.  Para  analisar  como  a  realização  de  testes  de  oclusão  por 
hardware em vários níveis hierárquicos  influência o desempenho da aplicação, em cada 
simulação,  foram  introduzidos nas  cenas  criadas nós OQ  com diferentes  configurações. 
Uma  configuração  representa  o  conjunto  de  níveis  hierárquicos  ao  qual  é  aplicado  o 
algoritmo  de  remoção  por  oclusão.  Cada  simulação  consiste  em  usar  uma  das 





O  processo  de  inserção  de  nós  OQ  realiza‐se  substituindo  nos  níveis  intermédios  da 
hierarquia os nós grupo por nós OQ e ao nível da geometria adicionar nós OQ como pais 
dos nós folha que contêm a geometria.  









 Configuração  C7:  são  inseridos  nós  OQ  em  todos  os  níveis  hierárquicos  com 
excepção do nó raiz. 
Do  conjunto  de  configurações  de  nós  OQ  possível  não  é  usada  a  configuração  que 
realizaria  testes  de  oclusão  por  hardware  apenas  no  nível  hierárquico  1.  Tal  como 
enunciado  na  Secção  6.1,  a  realização  de  testes  apenas  no  nível  hierárquico  superior 
implicaria que muita geometria fosse enviada para o hardware gráfico mesmo que oclusa. 




A  principal métrica  adoptada  para  avaliar  o  desempenho  da  aplicação  é  a  duração  de 





proposta  o  número  de  testes  realizados  decai  o  que  afecta  a  determinação  de 
visibilidade. Este problema  foi contornado com a alteração para um  intervalo de tempo 
entre testes de oclusão por hardware, descrita na Secção 6.2.2. O valor usado foi de 0,167 
segundos o qual  representa um período equivalente a um  intervalo de 5  frames  (valor 
padrão  usado  pelo  OSG)  numa  simulação  realizada  a  30  fps  constantes.  O  restante 
parâmetro  configurável,  o  número  de  píxeis  a  partir  do  qual  um  volume  envolvente 
testado é considerado visível, foi definido de forma conservadora com o valor de 1 píxel. 
A  recolha de dados das  simulações decorre durante um percurso previamente gravado 



















Os  resultados das  simulações a apresentar na  secção  seguinte  foram obtidos usando o 







Por  fim,  todas  as  simulações  realizadas no  âmbito desta dissertação  foram  conduzidas 




Nesta  secção  são  apresentados os  resultados das  simulações  realizadas para estudar  a 
influência que a complexidade da cena e a aplicação hierárquica dos testes de oclusão por 










A Figura 38 apresenta o  resultado de quatro  simulações onde  cada  curva  representa a 
aplicação do algoritmo de remoção por oclusão do OSG  relativamente às configurações 









Durante este período  inicial,  as  configurações que envolvem  a  aplicação dos  testes de 
oclusão por hardware aos nós grupo no nível 2 da hierarquia  (C3 e C4), apresentam o 














































geometria  não  é  compensado  pelo  ganho  de  não  desenhar  a  pouca  geometria 
determinada como oclusa. No  início do percurso, as configurações C3 e C4 apresentam 
um  comportamento  semelhante,  mas  com  o  avançar  das  simulações  verifica‐se  uma 
divergência no impacto que estas configurações têm no desempenho da aplicação. Com a 
configuração C4, os testes apenas são aplicados ao nível 2 da hierarquia. Assim, quando a 




















































Na  globalidade  verifica‐se  o  mesmo  comportamento  que  nas  simulações  analisadas 
anteriormente. Nos primeiros 50 segundos as configurações que usam testes de oclusão 
por hardware originam um melhor desempenho que o view‐frustum culling, o que após 
este período  inicial deixa de  se  verificar. Das  várias  configurações destaca‐se  a C6 que 








Com  base  nos  valores  apresentados  na  Figura  40,  a  configuração  C1  proporciona 
globalmente o melhor desempenho ao apresentar o menor valor da duração média de 
cálculo  de  frames.  No  entanto,  das  configurações  que  usam  testes  de  oclusão  por 
hardware, a C3 e a C7 apresentam desempenhos próximos o que salienta que a existência 






































Os  resultados  das  simulações  anteriores  evidenciam  tendências,  com  resultados 
promissores  em  zonas  da  cena  de  maior  densidade  de  geometria,  mas  não  são 








 A aplicação não hierárquica dos  testes de oclusão por hardware  (C2) apresenta 
um  ganho modesto  face  a  C1. Na  zona  inicial  do  percurso  de maior  densidade 
consegue  remover  por  oclusão  alguma  geometria,  mas  à  medida  que  a 
complexidade diminui o desempenho aproxima‐se do puro view‐frustum culling. A 














































geometria), neste  caso,  com a  realização de um único  teste é possível  remover 
todos  os  nós  de  geometria  abrangidos  por  um  nó  grupo.  A  densidade  de 
geometria  usada  nesta  cena  permite  que  existam  permanentemente  bastantes 
grupos  oclusos  o  que  se  reflecte  no  desempenho  ao  evitar  desenhar  todos  os 
objectos de um grupo com um único teste de oclusão por hardware. 
 A principal diferença entre as configurações C3 e C4 localiza‐se na zona de menor 
complexidade,  a  partir  dos  72  segundos  sensivelmente.  Enquanto  ambas  as 
configurações  conseguem  remover  grupos  inteiramente  oclusos,  com  C3  é 
possível remover por oclusão nós de geometria numa situação onde C4 terá que 
desenhar  todos  esses  nós.  Nas  zonas  de  menor  densidade  menos  grupos  são 
determinados como oclusos, com C3 o estado de visibilidade é refinado ao testar 




















































ao  nível  hierárquico  1.  A  inclusão  deste  nível  nos  testes  não  proporciona  ganhos 
relativamente  a  C3  e  C4  na  mesma  ordem  de  grandeza  que  estes  evidenciam 
relativamente  a  C1.  Apesar  disso,  demonstram  uma  melhoria  no  desempenho 
proporcionada  pela  remoção,  mesmo  que  momentânea,  de  elevadas  quantidades  de 
objectos.  Como  verificado  nas  simulações  com  a  Cena  1,  este  comportamento  só  é 












































médios  de  cálculo  de  frames.  Ambas  as  configurações  aplicam  os  testes  ao  nível 
hierárquico 2. Com a configuração C6, o nível 2 não é usado nos  testes de oclusão por 
hardware o que se reflecte na duração média das frames. Neste caso, o tempo por frame 
sobe para  valores  superiores  a qualquer uma das  configurações  (C3, C4, C5  e C7) que 
usam os testes no nível hierárquico 2, acima da geometria. Como mencionado na Secção 
6.1,  a  realização  de  testes  em  níveis  hierárquicos  não  adjacentes  implica  uma  grande 
oscilação  na  performance  verificável  na  Figura  43  e  pelo  valor  do  desvio  padrão 
apresentado pela configuração C6. 
Como resultado da aplicação dos  testes em  todos os níveis hierárquicos e beneficiando 
das  vantagens  de  cada  um,  a  configuração  C7  apresenta  o melhor  e mais  equilibrado 
desempenho  durante  a  simulação  com  a  Cena  2.  O  desempenho  de  todas  as 
configurações que usam testes no nível 2, quando comparado com as configurações C1, 
C2  e  C6,  demonstram  que  este  é  o  nível  hierárquico  mais  importante  a  testar.  Esta 
melhoria  no  desempenho  é  explicada  pela  capacidade  que  estes  nós  grupo  têm  em 
remover bastantes objectos em  conjunto  com  a  sua  relativa pequena dimensão o que 











Outra  forma  de  analisar  a  influência  das  diferentes  configurações  na  aplicação  3D  é  a 








tempo  de  cada  frame.  Esta  situação  é  mais  evidente  quando  são  realizados  grandes 
quantidades de testes, o que ocorre nas configurações C2 e C6. Também se verifica que 
as configurações C3, C6 e C7 são as que apresentam os valores de vértices por frame mais 
reduzidos,  o  que  indicia  que  para  obter  o  conjunto  potencialmente  visível  menos 
sobrestimado  a  combinação  de  níveis  hierárquicos  a  usar  nos  testes  de  oclusão  por 
hardware  deve  incluir  o  nível  da  geometria  em  conjunto  com  pelo  menos  um  nível 
hierárquico superior que permita remover grupos de objectos. 
6.5.3. EFEITOS DO USO DA COERÊNCIA TEMPORAL 















































em  que  a  informação  para  determinar  o  estado  de  visibilidade  não  é  continuamente 
actualizada. Nas  frames  que  decorrem  entre  novos  testes  de  oclusão  por  hardware  o 
algoritmo  baseia  a  sua  decisão  no  último  resultado  existente.  Este  funcionamento 
significa que grandes quantidades de objectos podem transitar entre visíveis/oclusos no 
momento em que existem novos resultados do teste de oclusão por hardware. 







remover  mais  geometria  oclusa.  O  balanceamento  entre  estes  factores  depende  da 
densidade  de  geometria  da  cena,  velocidade  de  deslocação  do  ponto  de  vista  e 
quantidade de geometria erradamente desenhada admissível na imagem final. 
Outro factor que contribui para as oscilações das respostas, também resultante do uso de 
um  intervalo  fixo  entre  testes,  é  o  alinhamento  temporal  de  grandes  quantidades  de 
testes de oclusão por hardware. O uso de um  intervalo fixo entre testes de oclusão por 
hardware em conjunto com a visibilidade simultânea de uma grande quantidade de nós 







Uma  forma  de  reduzir  este  efeito  é  proposta  pelo  algoritmo  CHC++  (Secção  4.5)  pela 




entre  testes  de  oclusão  por  hardware,  seguindo  a  abordagem  original  do OSG.  Como 
anteriormente discutido  (Secção 6.2.3), esta abordagem  tem consequências directas na 
quantidade  de  geometria  erradamente  não  desenhada.  Em  particular,  quando  a 
coerência  temporal  é  aplicada  a  nós  anteriormente  oclusos  onde  a  perda  de  objectos 
visíveis  é  mais  evidente  em  movimentos  rápidos  da  câmara  e  agravada  por  grandes 
intervalos entre  testes. Neste  sentido, o algoritmo de  remoção por oclusão do OSG  foi 
modificado  para  realizar  testes  de  oclusão  por  hardware  em  todas  as  frames  a  nós 






















O  algoritmo  de  remoção  por  oclusão  alternativo  ao  do OSG  proposto  na  Secção  6.2.3 
também  aborda  o  problema  da  realização  de  testes  de  oclusão  por  hardware  a  nós 
visíveis. Este algoritmo  inclui algumas das  ideias propostas em  [KOV05] e  [MAT08]. Em 
alternativa a  realizar o  teste a nós visíveis com um  intervalo  fixo, este método permite 
variar o  intervalo de  tempo usado  com base no historial de visibilidade dos nós. Desta 
forma,  nós  que  são  sucessivamente  determinados  como  visíveis  são  sujeitos  a menos 
testes de visibilidade com o decorrer da simulação. O teste é aplicado em todas as frames 
aos nós oclusos. A função novo_intervalo_de_tempo é usada no algoritmo para actualizar 
o  intervalo  de  tempo  entre  testes,  com  base  no  número  de  testes  de  oclusão  por 
hardware consecutivos que classificaram um nó como visível. Além deste valor, a função 
também necessita de um parâmetro (TEMPO_BASE) que estabelece a gama de intervalos 













































Cena  2  (configuração  C7),  muitos  edifícios  transitam  entre  estados  de  visibilidade 
frequentemente. Assim, a probabilidade de um nó rapidamente mudar o seu estado de 
visibilidade é elevada o que leva a que a sua visibilidade deva ser testada com frequência. 







































A  Tabela  3  compara  alguns  dados  referentes  aos  vários  métodos  de  remoção  de 
geometria  usados  ao  longo  do  presente  capítulo. As  colunas  da  tabela  referem‐se,  da 
esquerda para a direita, à aplicação apenas do view‐frustum culling, aplicação do princípio 
da  coerência  temporal  a  nós  visíveis  e  oclusos  (com  intervalo  fixo  entre  testes),  à 
remoção por oclusão com intervalo fixo a nós visíveis e em todas as frames a nós oclusos 
e, por fim, ao algoritmo alternativo que usa um intervalo de tempo variável entre testes 















(segundos)  0,1361  0,0096  0,0113  0,0111 
Média de vértices 


































correcta.  Os  dois  métodos  apresentados  nesta  secção,  alternativos  ao  algoritmo  de 
remoção  por  oclusão  original  do  OSG,  exibem  um  desempenho  bastante  semelhante. 
Ambos conseguem uma redução no número de vértices desenhados à custa do aumento 
do  número  de  testes  de  oclusão  por  hardware  sem  que  o  tempo  por  frame  sofra 
significativamente  em  relação  o  método  do  OSG.  O  problema  das  oscilações  que  se 
verifica nas curvas das repostas das simulações que usam um intervalo entre nós oclusos 
também é eliminado com os dois métodos apresentados nesta secção. 
A  Figura  49  apresenta  as  respostas  de  duas  simulações  com  a  Cena  2  (C7).  Com  o 
algoritmo alternativo que usa o  intervalo variável nos testes a nós visíveis, as oscilações 
de  alta  frequência  diminuem  significativamente  devido  à  geometria  oclusa  ser 




































No  início  do  capítulo  são  apresentadas  várias  directivas  a  ter  em  consideração  na 




Em  ambientes  virtuais  com  baixa  densidade  de  objectos,  a  aplicação  da  remoção  por 
oclusão nunca provou ser consistentemente melhor que o simples view‐frustum culling. O 
espaçamento  entre  oclusores  não  permite  que  os  volumes  envolventes  de  nós  que 
















considerado  válido  varia  com  a  natureza  da  cena  em  questão,  o  que  torna  difícil 
generalizar estes valores. O método de remoção por oclusão proposto, alternativo ao do 
OSG, demonstra um desempenho  temporal  semelhante  a este mas evita  as perdas de 






Esta  dissertação  apresenta  uma  introdução  aos  aspectos  relacionados  com  a 
determinação de visibilidade de objectos usados em cenas 3D, em particular, a detecção 
e  remoção  de  objectos  oclusos  que  não  contribuem  para  a  imagem  apresentada  ao 




aplicados  a  cenas  3D  organizadas  numa  estrutura  de  dados  hierárquica  permitem 
remover  grandes  quantidades  de  geometria  oclusa  com  uma  única  operação.  Para 
estudar  como  a  aplicação  dos  testes  à  estrutura  hierárquica  influencia  o  desempenho 
global da aplicação, foram realizadas várias simulações com diferentes cenas 3D. 
Mesmo  recorrendo  ao  algoritmo  de  remoção  por  oclusão  do  OSG,  com  as  limitações 
identificadas, os ganhos obtidos no desempenho da aplicação são bastante consideráveis 
especialmente quando comparados com o uso apenas do view‐frustum culling. A rapidez 






Estes  resultados  evidenciam  a  importância  da  aplicação  dos  testes  de  oclusão  por 
hardware em vários níveis hierárquicos de cenas com diferentes níveis de complexidade. 
Em  cenas  de  grandes  dimensões  com  elevada  densidade  geométrica,  a  vantagem  da 
aplicação  dos  testes  revela‐se  ao  eliminar  grandes  quantidades  de  geometria  com  um 
único  teste, aproveitando a estrutura hierárquica do grafo de cena. Esta exploração da 
remoção  hierárquica  de  geometria  por  oclusão  em  cenas  com  bom  poder  oclusor 
permitiu os ganhos observados nas simulações. 
Foi  também  proposto  nesta  dissertação  um  algoritmo  de  remoção  por  oclusão  que 
explora  a  coerência  temporal  de  forma  alternativa  ao  algoritmo  original  do OSG.  Este 
algoritmo  gere  o  número  de  testes  de  oclusão  por  hardware  realizados  aos  nós 
considerados  visíveis e  realiza  testes em  todas  as  frames a nós oclusos. Esta  forma de 




As  conclusões  aqui  apresentadas  são  baseadas  em  grafos  de  cenas. No  entanto,  estas 
podem ser generalizadas para outras estruturas hierárquicas de organização de cenas 3D.  
7.1. MODIFICAÇÕES SUGERIDAS AO OPENSCENEGRAPH 






 Detectar  quando  um  nó OQ  entra  no  view‐frustum  antes  do  final  do  intervalo 
entre testes de oclusão por hardware; 
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 Definir  intervalos  entre  testes  de  oclusão  por  hardware  diferentes  para  nós 
oclusos e nós visíveis. 
Qualquer  uma  das  modificações  sugeridas  pode  ser  incluída  independentemente  das 
restantes  e  incidem  maioritariamente  nas  classes  osg::OcclusionQueryNode  e 




de  não  ter  sido  o  principal  objectivo  da  dissertação  desenvolver  um  algoritmo  de 
remoção por oclusão, o usado pelo OSG pode ser melhorado, por exemplo, incorporando 










realização de  testes  sobre as  cenas 3D utilizadas em alguns dos  trabalhos descritos no 
Capítulo 4. 
Está  ainda  prevista  a  aplicação  das  ideias  de  organização  da  cena  resultantes  deste 
trabalho ao simulador de condução Dris [LEI97]. 
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