In this paper we show how semantic technologies can be exploited, with the help of user friendly interfaces, to identify and structure the knowledge embedded in literary texts. The proposed approach, that we have called Content Elicitation, supports the experts in defining hierarchical and associative relationships between semantically annotated chunks of text denoting relevant entities, allowing visual structuring of knowledge, which can be edited by different experts in a collaborative way. This knowledge, formally coded as an ontology, can then be used by scholars and students as a guide for the analysis of the text and for the discovery of potential novel interpretations. We are testing and evaluating this approach on the Babylonian Talmud, due to its historical, linguistic, semantic and structural richness.
Introduction
The association of specific chunks of text with the concepts they denote, together with the underlying ontologies that formally describe the concepts, aims at enabling intelligent software agents to search documents in a more meaningful way, comparing to the traditional keyword-based search, and to discover desired information/knowledge. On one hand, over the past few years, a considerable number of ontology-based semantic annotation approaches have been developed. While differing in many aspects, they all attempt to enhance the accessibility to documents by adding an additional, semantic layer containing conceptualized semantic descriptions (i.e., ontological concepts) that refer to actual documents. On the other hand, semantic browsers [1, 2, 3] can be used to browse arbitrary Semantic Web information in much the same fashion as a Web browser can be used to navigate the Web.
We here propose an approach, called "Content Elicitation" (CE) , that provides a way to build a domain ontology representing the set of the most relevant entities and their relations as they appear inside a chosen text of reference. Once a certain part of the text is extracted and structured according to its content, this textual part can be exploited to navigate the text on a semantic basis, enriching the textual understanding and interpretation of both scholars and students. Graphical representations often constitute an easier way to understand complex data in comparison of pure text based descriptions. Data visualization techniques can give to scholars a more direct access to the discovery and extraction of relevant entities of the text, their semantic relationships, and the contexts they appear in. For this reason, we believe the graphical user interface (GUI) should play a crucial role in the context of CE.
To test the described approach we are developing a prototypical system. The editor component, devoted to the ontology construction, allows the definition of both hierarchical and associative relations among annotated entities and the related portions of text, representing their linguistic descriptors. Each relation is stored as a node in the RDF repository representing, as a graph, the domain ontology. To emphasize the strict interrelation between the text and the formalization of its content we here introduce the notion of text ontology as a specific kind of domain ontology [4] .
The text ontology can be explored by users in many ways, for example to find out all the relations that hold between an entity, represented in the text by a specific linguistic descriptor, and the rest of the ontology. The advantage of visual data exploration is that the user is directly involved in the discovery or extraction of relevant information. The basic idea of visual data exploration is to present the data in some visual form, allowing the human to get insight into the data, make searches, draw conclusions, and directly interact with the data. Visual techniques have proven to have a high potential for exploring large databases [5] . Visual data exploration is especially useful when little is known about the data and the exploration goals are vague. The CE approach will be illustrated by means of the Babylonian Talmud case study, highlighting its characteristics and discussing about its applicability to other typologies of texts. The rest of the paper is organized as follows. Section 2 presents our approach describing how it can be applied to various typologies of texts, and Section 3 discusses about related works. Section 4 is related to the knowledge representation task. Section 5 introduces the technologies we have chosen to implement our prototype CE tool. Section 6 presents the Babylonian Talmud case study, by means of which we show an example of use of our tool. Finally, section 7 draws conclusions and outlines future development and research.
The Approach
The schema in Figure 1 represents the nature of Content Elicitation approach. It has two-fold stages. In the first step, we propose a visual interface for the collaborative construction of the ontology (see Figure 1(a) ). In reference to the taxonomical classification of ontologies, as introduced by Guarino [4] , we here introduce the notion of text ontology as a subtype of domain ontology. A text ontology is conceived to formally represent all the entities and relations related to the content of a specific text. While a text ontology extracted from a biology book would more or less coincide with a part of the domain ontology of biology, in case of a literary text, for example a sci-fi novel, the relative text ontology would describe the imaginary world where the story takes place. In this sense, a text ontology can be considered as a particular kind of domain ontology.
In general, there are two main approaches to ontology construction. The first approach helps manual ontology engineering. It involves interviewing experts, transcribing into text, and manually analyzing the text to identify objectattribute pairs that can be incorporated in the ontology. The second approach relies on machine learning and automated language processing techniques to extract concepts and ontological relations from structured and unstructured data such as databases and text.
In this work, we assume that specialists have manually, thoroughly analyzed the text of reference by creating a vocabulary that describes the entities populating the ontology, in order to produce a set of data input as depicted in Figure 1 . Our approach allows to construct the ontology by:
• developing formal descriptions of the terms in that vocabulary (T Box creation);
• characterizing the terms denoting entities belonging to certain classes and the semantic relations holding between them (ABox creation).
If data input is generated by a pre-processing system to extract key terms and their relationships automatically, our tool can be used to refine the learned ontology. Following the Content Elicitation phase, the chosen text can be conceptually navigated in a visual way by expanding and/or collapsing the relationships of each entity belonging to the Text Ontology (TO) (see Figure 1(b) ). One of the advantages of the visual exploration approach is to allow users to discover information related to a specific, initial, entity of interest by navigating the ontology following the relationships holding between each node. Besides, each entity appearing inside the TO is linked to each of its linguistic descriptors, allowing to go back and forth between the entities and their occurrences inside the text. In this way, users can perform more in-depth and sophisticated queries, possibly, to discover new elements of knowledge.
Related Work
We grouped related works with respect to our two-fold intents. On the one hand, we examined all the most prominent features implemented in the state of the art free ontology development tools, in order to develop the first version of our CE system; on the other hand, we took into account works concerning text exploration that, to the best of our knowledge, are highly related to ours.
From the technical point of view, in the following we present a comparative summary of free ontology development tools with respect to their features and we show how our tool satisfies many of ones, as shown in Table 1 [6] . The Ontolingua server [7] was created by the Knowledge Systems Laboratory at Stanford University. The main features of Ontolingua are distributive and collaborative editing, browsing and creating ontologies. The Ontolingua includes Webster, Open Knowledge Base Connectivity (OKBC) Server and Ontology merging tool. Ontosaurus [8] has been developed by the Information Sciences Institute (ISI) at the University of South California. It consists of two components: ontology editor and browser. Ontology editor allows user to implement ontologies in LOOM ontology language. The browser module generates HTML pages dynamically for the existing ontologies. These HTML pages allows the user to search and browse the ontologies. OntoSaurus provides HTML forms to edit ontologies. It can also translate ontologies from LOOM to Ontolingua, KIF, KRSS and C++. OILEd [9, 10] has been developed by the University of Manchester. The main functionalities of OILEd are creation and editing of large scale ontologies. WebOnto [11] is one of the popular ontology editing tools. It has been developed by the Knowledge Media Institute (KMI) of the Open University, England. Its main features are collaborative browsing, creation of new ontologies, management of ontologies using a graphical interface, automatic generation of instance editing forms and consistency checking. Protégé [12] is a very popular and well known ontology construction tool. It has been devel-oped at Stanford University. It provides a user friendly, java based, graphical user interface to create and edit ontologies. Protégé has a number of plug-ins to provide many functionalities such as multimedia support, querying and reasoning engines, problem solving methods, etc. It can be extended with those pluggable components to provide additional services. Protégé allows users for creation, visualization, and manipulation of ontologies in various representation formats such as RDF/XML, OWL/XML. SWOOP stands for SemanticWeb Ontology Overview and Perusal [13] . It is a simple and scalable OWL ontology browser and editor written in Java. Its main features are creation, editing, comparison and merging of ontologies. SWOOP can import ontologies from OWL, XML, RDF and text formats. WebODE [14] has been developed by the Ontological Engineering Group from the Artificial Intelligence Department of the Computer Science of University of Madrid. WebODE provides support to most of the activities involved in the ontology development process such as ontology edition, navigation, documentation, merging, reasoning, and so on. OntoEdit [15] is an ontology engineering environment. It was developed by the Knowledge Management Group of the AIFB Institute at the University of Karlsruhe. It allows users to create, browse, maintain and manage ontologies. The environment supports the collaborative development of ontologies. Neon Toolkit [16] is an open source, multi-platform ontology engineering environment. It provides: a complete support for the ontology engineering life-cycle; an extensive set of plug-ins for Annotation and Documentation ontology matching, Reasoning, and interface and reuse. NeOn toolkit can be extended with its powerful plug-ins to enhance its functionality.
Finally, as Table 1 shows, there are some features that are already partially implemented or that are planned to be realized in the next versions. Nevertheless, all the analyzed tools do not provide a graphical paradigm of the knowledge construction process, which is instead a key feature implemented in our tool.
Concerning text exploration, in [17] the authors extracted a multidimensional social network using the dialog relation (i.e. who talks to whom) and several ontology relations (i.e. topological and political information of the characters). These relations were extracted from a manually annotated XML version of the Dante's Inferno. In this case, our tool would support and ease the process of both constructing information about the speaking characters, and retrieving their dialog using the social, political, historical, mythological and linguistic contexts, by exploiting the power of ontology inference. [18] proposes a semantic visualization and navigation approach for offering to users three search modes: precise search, connotative search and thematic search. From the navigation paradigm point of view, this work fits exactly with our intent but the relationships link texts within a corpus and not text entities within a specific text. The work proposed in [19] provides users with several reading temporal tracks between temporal adverbial units contained in a text or in a group of texts. Temporal tracks are based on the specification of navigation operations which make it possible to go from a source unit to a target unit. Our approach is more general and it is not limited to temporal relations only. Furthermore, with respect to [19] we provide a visual way to traverse among text units. Finally, [20] presents an approach fitting with ours, but oriented to Wikis; authors present an elaborate conceptual model for semantic annotations, introduce a unique and rich Wiki syntax for these annotations, and discuss how to best formally represent the augmented Wiki content. They improve existing navigation techniques to automatically construct faceted browsing for semistructured data.
The Knowledge Representation Model
Domain experts produce the TO by organizing identified concepts of text and their relations among each other. In order to represent this knowledge, the Simple Knowledge Organization Systems (SKOS) [21] has been used. It is promoted by the W3C initiative for its use in the semantic Web environment [22] . SKOS provides a rich, machine readable language that is very useful to encompass all types of schemes for organizing information and promoting knowledge management; it is based on a generic RDF schema for thesauri, developed in the LIMBER project [23] .
SKOS consists of a set of concepts (labelled as skos:concept) that are grouped by a concept scheme (skos:conceptScheme), as shown in Figure 2 .
To distinguish between different models provided, the skos:conceptScheme contains a URI that identifies it, but to describe the model content to humans, metadata following the Dublin Core standard also can be added. The relation of the concept scheme with the concepts of the SKOS is done through the skos:hasTopConcept relation. This relation points at the most general concepts of the SKOS (top concepts), which are used as entry points to the SKOS structure. In our case each type of identified concept is a skos:conceptScheme, and each identified concept is a skos:concept. In SKOS, each concept consists of a URI and a set of properties and relations to other concepts. Among the properties, skos:preflabel and skos:altLabel provide labels for a concept in different languages. The first one is used to show the label that better identifies the identified concept. The second one is an alternative label that contains synonyms or spelling variations, or different languages of the preferred label (it is used to redirect to the preferred label of the concept). The SKOS concepts also can contain a property called skos:definition to represent the definition of the identified concept. The property skos:subject indexes all portions of the text the identified concept comes into. With respect to the relations, each concept indicates, by means of the skos:inScheme relation, in which concept scheme it is contained. The skos:broader and the skos:narrower relations are used to model the generalization and specialization characteristics. skos:broader relates to more general concepts, and skos:narrower to Table 1 . Comparison of ontology development tool [6] . "yes" indicates a supported feature in the language, "no" indicates unsupported features, and "yes/no" indicates features that need further explanation. more specific ones. The skos:related relation describes associative relationships between concepts, both in the same skos:conceptScheme and in different ones, indicating that two concepts are related in some way.
System Requirements and Technologies
In order to develop an intuitive and easy-to-use Content Elicitation system (i.e. supporting the definition of concepts and relationships constituting the Text Ontology), we identified the following basic requirements:
1. Ease of use: the system should, as a rule, hide technical complexities related to markup languages and language formalities, ontologies, and other technology related issues from its users. Typically, this means hiding URIs and SKOS syntax from the experts, as well as directly editing any form of XML-like files, which over the past few years turned out to be error prone and difficult to read, especially for big knowledge bases and/or richly annotated texts.
2. Visual editing: as a direct consequence of the previous requirement, and because of the natural expressiveness of a graphic user interface, editing should be accomplished through direct pictorial manipulation. For example, if an ontology is represented as a graph, then we should be able to translate an editing operation that is naturally performed on a graph to the corresponding editing operation on the ontology (such as moving a relationship holding between two concepts by dragging the corresponding arrow from an endpoint to another).
3. Collaborativeness: the system should support collaborative distributed editing, where the whole process can be shared and divided among several experts at different locations. This indeed leads towards the adoption of a web platform, which is the nowadays most used technology for such a goal.
Interchangeability:
It is important for the editor to require that the model integrates state of the art international standards for knowledge representation (see section 4). Moreover, the ability to import or export data in the most used standards guarantees that all the needed and articulated features describing an ontology may be represented and correctly mapped to/from our system.
5.
Responsiveness: the system should be as responsive as possible, maintaining its internal representation upto-date in real time while operating changes, in order to keep data efficiently aligned. Responsiveness has proven to be a fundamental success key in user interactive environments, and in our case may lead to a better exploitation of the ontology.
6. Perspective: there should be multiple ways to view data and perform queries on the ontology, depending on the users perspective and the types of modifications they wish to make.
In order to achieve all the goals listed above, we started a long research process, which involved many complex technological aspects and limitation. First, there was the need for finding and adopting a suitable programming language. Java turned out to be a good choice in order to start developing a prototype, especially because of its being strongtyped, very spread, easy to program with and very well known in scientific environments. After finding the right programming language to use, it was necessary to find a good framework it might run into. We adopted Java EE 6, being one of the most suitable and web-capable environment for collaborative work, combined with one of its better framework implementations, JBoss AS 7.1. In this environment annotated text is collected by the object-oriented relational abstraction layer, which in turn stores data in a convenient format to the ORDBMS at lower layers. Efficiency (reached by using different techniques, from redundancy, to indexing, and caching) and data representation, were the primary goals during this step of the development of our tool. Domain experts can define relations between entities by simply drawing a link between two objects (the instances of the ABox, each belonging to a specific class of the T Box). While they do so by using the GUI (see Figure 3 ), the remote system (the server) changes the underlying explicit information, and infers implicit data by running the reasoning engine asynchronously with respect to each edit of the TO. On the other end, users (scholars and students) may use the same system, opened as "read-only", to browse the TO prepared by the experts and inferred by the reasoner, conveniently represented in a graphical way, in real time, and by different perspectives.
The Talmud Case Study
For several methodological reasons, the Babylonian Talmud (BT) seemed to us the most suitable text on which to test our experimental approach of Content Elicitation. Alongside the Bible, the BT represents the text that has mostly influenced Jewish life. It has been thought over the last two millennia and constitutes an important literary product in the history of Humanity. Believed to gather together the Oral Law revealed on Sinai by God, the BT is a comprehensive literary creation, which went through an intricate process of oral and written transmission and was expanded in every generations before its final redaction and has been the object of rabbinic explanatory commentaries and reflections from the Medieval Era onwards. In its long history of formulation, interpretation, transmission and study, the BT reflects inner developments within Jewish tradition as well as the interactions between Judaism and the cultures with which the Jews came into contact. The BT preserves different literary strata, spanning several centuries and originating in various sociocultural environments. The text of the BT, structured in an alternation of normative (halakhah) and narrative (aggadah) sections, shields, intertwined in its folios, an intricate network (web) of concepts, names, places and images. For this particular nature, characterized by innate "hypertextuality" 1 the BT represents a remarkable starting point for verifying the reliability of our approach. The literary, religious and historical richness of the BT offers, in fact, an exceptional domain, which can be explored and disentangled through the CE approach we here introduce.
With the case study that we present in the next paragraphs, we do not claim to provide definitive results in the field of Jewish Studies. We merely wish to offer an explicative model of the application we are developing, which is still work in progress. Nevertheless, the case study presented here offers a glimpse of the potentiality of our approach and of the extent to which it will be able to satisfy some of the needs of scholars and students.
Data Description
Our domain expert has semantically annotated the text by identifying interesting concepts, on the basis of an initial set of 15 predefined semantic classes, such as Person, Plant, Part of the Human Body, Concept, Dream, and so on. In our vision, an annotation attaches some data to some other data and establishes, within some context, a relationship between the annotated data and the annotating data. We can model it as a quadruple: < A s , A p , A o , A c >, where A s is the subject of the annotation, i.e., the annotated data, A o is the object of the annotation, i.e., the annotating data, A p is the predicate, i.e., the annotation relation, that defines the type of relationship between A s and A o , and A c is the context in which the annotation is made. The annotation subject is formally defined by using a pointer such as a URI to point to the string containing the subject. The type of the annotation is formally defined by a pointer to an instance of the TO. The annotation object is a fragment of text. The annotation context is the set of URIs of the strings where A s appears in. The context also indicates when the annotation was made and by whom (provenance). Potentially, it could indicate within what scope the annotation is deemed valid, for example in a temporal scope (it is only valid in a certain period) or in a spatial scope (it is only valid in a specific location).
The whole text has been split into pericopes each one having an arbitrary length. The contexts of a semantic annotation are URIs of pericopes. In this way each expert can add groups of portions of text (pericopes) according Figure 3 . GUI for TO construction and browsing relative to the "Tractate of the Dreams". Note that, for each concept, only the interested relations are expanded.
to semantic criteria, as described in the next section. Concerning the example we are going to show, the resulting TO contains 40 semantic relations linking about 500 instances.
A Visual Example: "The Tractate of the Dreams" in the Babylonian Talmud
We chose to test our tool on the first tractate of the BT, the Tractate of Benedictions (Berakhot). Particularly, we selected a specific block of Berakhot, corresponding to the folios 55a-57b in the tractate, the so called Masseket haHalomot (Tractate of Dreams) or Perek ha-Halomot (The Chapter of Dreams). The Tractate of Dreams includes an extensive rabbinic discussion on the nature of dreams and on the practices related to dreams and dreaming; in addition, it provides a sort of rabbinic manual of dream interpretation. This specific textual section has been studied by many scholars for the exceptionality of the topics dealt with and is regarded, by a part of the academic world, as an independent unit incorporated in the BT during its final redaction 2 . Starting from the unit block (sughia) Tractate of Dreams, we simulated in our demonstrative example some textual explorations, which allowed us to gain the knowledge fragment shown in the Figure 3 . In our example, the experts added content type units (Theoretical unit, Narrative unit, Semiotic unit) to the structure described in section 6.1. Thanks to our approach, students and scholars can instantly visualize in the studied text useful semantic relations and links between related concepts, which are not explicitly stated in the text. Obviously, it depends on both the depth of details with which the experts of the domain build the knowledge base and the reasoning capabilities of the system. As it is shown in the example, the knowledge fragment is built to answer different queries posed by scholars, thus suggesting new textual interpretations. For each node it is possible to retrieve the text snippets containing the annotation the node refers to. For instance, these are some of the possible queries, to which the knowledge fragment depicted in Figure 3 The answer is expressed by the relations is about, has P art, seen in a dream, (sees in a dream) −1 , binding the Dream node to the Bar Qappara node. Q 3 . Which is the interpretation of the dream about a nose dreamed by Bar Qappara?
The answer is expressed by the relations is about, has P art, seen in a dream, has interpretation, binding the Dream node to the Interpretation of a Dream of Bar Qappara node.
Asking for the related text, our tool returns "Fierce anger has been removed from you" (" ‫מ‬ ‫מ‬ ‫נסתלק‬ ‫א‬ ‫)"חרו‬ . Q 4 . Which is the unit block in which Rabbi interprets dreams dreamed by Bar Qappara?
The answer is expressed by the relations say to, interprets a dream, (seen in a dream) −1 , (has P art) −1 , (is about) −1 , (has related entity) −1 , binding the Bar Qappara node to the Semiotic unit node.
Conclusion and Future Work
Semantic technologies are nowadays mature enough to be applied to literary computing and to textual scholarship. In this paper we introduce an approach, called Content Elicitation, integrating semantic annotation, knowledge representation and data visualization techniques, the latter as a key element to overcome the technological obstacles that scholars often encounters when approaching computational tools. We also propose the notion of text ontology as a kind of domain ontology representing the formalization of the content of a specific text. To provide a starting point to test and evaluate the Content Elicitation paradigm, we have chosen the Babylonian Talmud as a case study. We developed a first version of a strongly visually oriented system for the construction of the Text Ontology, its navigation, and the relative exploration of the text.
As to future works, we will first complete the development of our CE system: as our initial experiments have shown, the visual metaphor is crucial to provide a more attractive, interactive and easier approach for scholars and students to the analysis and interpretations of texts on a semantic-base, especially if compared with classic "pen and paper" or XML solutions. We will also test the approach on different typologies of texts, starting from the Dante's Divina Commedia. Last but not least, we plan to explore more expressive knowledge representation formalisms, like description logics, to allow more complex queries and a deeper use of inference engines. Besides, as a positive collateral result of the development of the CE system, we will be able to release one of its component as a free stand-alone Web-based and graphical collaborative ontology construction tool.
