In this paper, an Application Service Providing framework for the provision of real world scheduling applications as services, named SchedSP, is presented. The main assumption of this paper is that the main business tendency is for distant users to have relatively small computational capabilities with web access being the main remaining capability. Since scheduling applications are computationally intensive and the demand for such applications is growing, it appears that a platform as SchedSP will be a good model for the computer applications environment of the future. The architecture of SchedSP is presented and analyzed. Its interaction with GRID resources and basic scheduling applications background is also presented.
INTRODUCTION
Real world scheduling applications require powerful computers due to their combinatorial nature and the immense set of possibilities that need to be examined for every given situation. The initial installation, maintenance and upgrading of the various software and hardware components is only possible for very large corporations with significant IT staff. In order for these tools to be utilized by smaller enterprises, which might indeed be quite distributed, a new computational model is needed. This requirement together with the fact that the Internet has expanded in quality and popularity led to the creation of the Application Service Providing computational model in order to allow the distant user to have access to powerful applications without the need of heavily investing in hardware, software and human resources. The Application Service Provider (ASP) offers applications over the Internet to its clients for use on its computational resources using a flexible licensing, credit and/or payment scheme. The goal of the ASP approach is to reduce the computer requirements of the clients to just a web browser.
In this paper, a software framework for use as an Application Service Provider that emphasizes in real world scheduling solutions, named SchedSP, is presented. For the computational needs of SchedSP, local computational resources organized in a GRID manner are utilized, and when this is not enough, GRID resources of another organization can be utilized, in the model of Computational Infrastructure Service Provisioning (CISP) [1] . SchedSP is designed to allow the system to grow both in terms of concurrent user support and in terms of the addition of new scheduling applications. The modular design of the architecture provides support for the creation and modification of input data, and view of the results of the scheduling solutions provided in a manner similar to the traditional use of a scheduling application that resides on a local computer system. Initially, the plan is for SchedSP to provide the scheduling applications, which have been developed over the years in the Computer Systems Laboratory of the University of Patras, as application services over the Internet. These applications include several particular domains of real world scheduling problems, like university timetabling [2] , high school timetabling [3, 4] , personnel scheduling [5] , bus driver scheduling [6] , and airline personnel scheduling [7, 8, 9, 10] .
Several published papers discuss various methodologies for the organization and architecture of a service provisioning framework. In Vinci [11] , a service-oriented architecture for supporting the development of web applications is proposed, using XML [12] document exchange, which is in several ways similar to the SchedSP philosophy. Middleware for Method Management presents a web based system for the sharing of statistical computing modules [13, 14, 15] . The use of XML for invocation of remote procedures has been proposed in several documents, reports and standards like the XML RPC [16] and the XML Web Services stack of SOAP [17] , WSDL [18] and UDDI [19] . Products that utilize the XML Web Services specifications include Microsoft .NET framework [20] and the Sun ONE [21] architecture.
After a quick introduction on scheduling applications, the CISP concept is presented. In the following section, detailed requirements of the basic SchedSP characteristics are presented, followed by an extensive discussion of the Service Providing Components architecture of SchedSP.
A QUICK INTRODUCTION TO SCHEDULING APPLICATIONS
A real-world scheduling application takes in most cases input files with resources that need to be matched with other resources, which are in most cases humans and machines, in an optimal manner and obeying a set of rules and constraints. The human resources can be for example teachers in the case of school timetabling, or personnel in the case of more general personnel scheduling. The other resources in the above examples would be classes and classrooms or work shifts. The main characteristic of the problems solved by most scheduling applications is the complexity of the solution process which is of exponential order of the problem size. This complexity is referred to as combinatorial explosion and for this reason the results obtained from most real-world scheduling problems are near optimal. A mathematical expression that evaluates the quality of the present allocations of the various resources, often referred to as the objective function, is repeatedly calculated during the solution process. Many aspects of the overall quality of the result are directly dependent on the expressions that constitute the objective function.
From this discussion, it is obvious that the scheduling problem is transformed to a mathematical model that is solved used various optimization techniques. A common need of these techniques involves the solution of linear or integer optimization problems with constraints. For this problem, several libraries and tools can be utilized. If the scheduling application depends on such tools, they need to be installed on the host computer. In addition, scheduling applications typically require considerable computational and memory resources. These computational necessities along with the fact that such scheduling applications in many instances are not used every day in order to justify the maintenance and support of private solutions qualifies these applications as good candidates for use through the newly developed application service providing deployment scheme.
GRID-ENABLED COMPUTATIONAL INFRASTRUCTURE SERVICE PROVISIONING
Computational Infrastructure Service Provider (CISP) is a special application service provider case whose purpose is to deliver at a fee its computational resources to various interested parties, over the Internet. The CISP concept is further illustrated in Figure 1 . The Application Service Provider on the middle of the figure might have its own resources for serving its customers, but for various reasons the additional computational power of a CISP can be also utilized. The benefits of the CISP concept are that the CISP approach often results in an organization structure that best utilizes the computational resources by making them seamlessly available to larger set of users. In addition, this model appears to be less demanding in terms of system administration requirements. It appears easier for an ASP to cooperate with a CISP in order to share risk and minimize the required investment. A prototype system that uses of the CISP concept tightly linked with the GRID type organization of computational resources has been recently developed under the name of "PLEIADES" [1, 22] . An overview of PLEIADES is shown in Figure 2 . The cornerstone functionality of PLEIADES was to provide an iNOW over a Web-based interface and a Computer-to-Computer Interface. iNOW stands for Internet-based Networks-OfWorkstations, which is a more generalized view of a local area network based NOW [23] . In the iNOW situation processors located around the globe can be utilized and form such a virtual parallel/distributed machine with the only requirement being their continuous connection to the Internet. The iNOW functionality of PLEIADES is based on the voluntary donation of machines concept. If the users would like to share their resources in the exchange of the right to use other resources when they need them, resources in volumes that it could be impossible to have on their own can be attained. The CISP part of PLEIADES is an XML-based interface where messages are transferred over the HTTP protocol. The CISP interface is capable of serving most of the functionality that is available through the PLEIADES Web GUI. Since the ASP is able to create directories, files and applications in the PLEIADES file space.
The PLEIADES system provides the services shown in Figure 3 . The first three services of Figure 3 include the submission of a job to PLEIADES for execution and monitoring. In order to store the input and output files of the job, the file management service is used. The Cross compile is a service that creates executables for any of the PLEIADES available platforms. 
SCHEDSP REQUIREMENTS AND FEATURES
The main goal that initiated the SchedSP project was the design and implementation of a framework for the generation of real-world scheduling solutions as application services over the Internet. Having this as the primary goal of this work all the requirements and application features of this paper should follow. SchedSP will act as a special type of middleware between the computational resources that compute real-world scheduling solutions and their corresponding client interfaces. The particular client interfaces should be based on the thin client idea in the sense that most of the computational work should be planned for execution on the server side. SchedSP should provide the ability to seamlessly execute remote scheduling applications using a set of input and output files. In addition, it also should be able to create a terminal emulation environment in order to control the application, as a user would do using the keyboard, and gather its output from the screen. More over, since scheduling applications require significant processing and memory resources, it appears reasonable to utilize GRID based computational resources in order to provide and sustain a satisfactory service level for its users. SchedSP must be able to utilize the CISP services of the PLEIADES system.
The SchedSP interface that a thin client sees must be kept simple in order to facilitate the creation of new clients and complete scheduling services. A well-defined programmatic interface using open standards that are both widely adopted and programming language-neutral is required. The transfer of message requests and responses is carried out by HTTP. The choice of the HTTP has been made because it is the only protocol able to overcome firewalls and proxies. The client use SchedSP is not very different in concept from the interaction of a user with a web-based application, and that denotes that when HTTP activity is allowed or denied, SchedSP activity should be treated the same way. The messages transferred using HTTP should be easily understood and modified by any language without any compatibility problems. Compatibility on the data format level between different platforms can be accomplished either by the use of special libraries like XDR or by the use of Java for the whole application. Another technique that guarantees compatibility that appears to gain momentum in recent years assumes that the XML data format standard is used for all interactions among the various components of the overall SchedSP application. The use of the new XML based SOAP standard [17] will be examined in the future although it appears that XML alone is sufficient for the particular application.
Since scheduling applications require the use of input and output files, a method for supplying such sets of files to the applications is needed. A virtual file space service should be provided by SchedSP in order for the users to create and edit the necessary files. It is a strict requirement of the SchedSP that the inputs and outputs files of a particular problem solution remain connected for future reference and consultation. This is achieved by having these sets of files stored in the same directory. The transfer of the whole files and directory structures over the Internet would be redundant, and a way of adding, deleting and modifying specific portions of the files, is required. To resolve this problem, the files should be stored in XML format, and SchedSP should provide services for partial modifications of these files. The XML format also ensures that the files are not corrupted during the transfer, and conform to the specifications of the applications.
SCHEDSP SERVICES AND ARCHITECTURE
The services required to perform the previously described functionalities of SchedSP are shown in Figure 4 . The Execute and Monitor services allow the use of a real world scheduling software on the solution of a particular real world problem and the monitoring of its progress. The file space service allows various operations on the files stored in the SchedSP environment. The XML transformations service allows for operations on the content of the XML files stored in the virtual file space. The Executive service is the control service of SchedSP because it performs user authentication, authorization, and service selection and organization. The MultiServe service provides the means to automatically perform multiple requests between the clients and SchedSP. The 3-layer communication stack as presented in Figure 5 provides the interface between SchedSP and its clients. For the lower layer the HTTP protocol is used. The SchedSP layer, which follows the XML standard, is responsible for user authentication and session handling. The SchedSP Service Provisioning layer contains the particular application domain knowledge and through this layer the actual scheduling services are provided to the SchedSP clients and their users. An abstract overview of the basic SchedSP architecture and its components is shown in Figure 6 . The requests are transferred between the SchedSP clients and the core of SchedSP using HTTP through the Gateway and Executive components. The set of components shown on the right of the figure are called Service Provisioning Components (SPC) and their role is to serve the Service Provisioning layer requests of the SchedSP clients. The Executive analyzes these requests and directs them to the appropriate SPC component. The SPC components respond to the clients, in the opposite direction, using an application standard XML response. All the SPC components have a common programmer interface, and they are accessed via COM [24] in the current SchedSP prototype. The Gateway component implements the HTTP layer of the communication stack, the Executive is responsible for the SchedSP layer and the SPC components serve the Service Provision layer requests. Special SPC components are used for the communication between the SchedSP and the GRID substrate, which hosts the required scheduling applications. This will further elaborated in Figure 7 , where the overall view of SchedSP and its interaction with the PLEIADES GRID is shown. A short presentation of all of the components and the other architectural and implementation issues are presented in the remaining of this section. The SchedSP Gateway component is responsible for the lowest layer of the ShedSP communication stack, which as mentioned before is the HTTP protocol. In this component web server security techniques could be applied. Gateway has been implemented as a Microsoft ActiveServer Pages [25] script, and it utilizes several external COM components including the SchedSP Executive.
The role of the Executive component is central in ESP in terms of organization. Its role is to implement the SchedSP layer of the communication stack, authenticate and authorize the users using a session management approach, and then select the appropriate service provisioning components that will serve the requests. For the authorization to resources, an Access Control List approach is used, as described below in this section.
Both the Executive and the SPC components use a set of helper components in order to provide uniform behavior in common operations. For the current prototype, they are the SchedSP-Settings and the Access Control List. The SchedSP-Settings helps the sharing of common information between the Executive and the SPC components. Its role is to retrieve and provide to the various SchedSP components the needed customization settings, like paths, details for database connections, URLs. It also maintains information that is derived when a user logs on, like his personal details, session ids and other. Besides these, the SchedSPSettings component provides some uniform methods for translating resources from the aliases used by the SchedSP clients to the appropriate resources. The access control mechanism to these resources is provided by the Access Control List component. When an SPC or the Executive needs to access a resource, it asks this component first and depending on its response it continues the operation or halts because of access denial. This component conforms to the SPC specifications and is accessible from the SchedSP clients for its services, but its main use is internal in the SchedSP core.
The Filespace SPC component provides space in the disks of the SchedSP host machine mainly for storing inputs and results from the scheduling solvers. The files and directories that appear in this service are actual files on the host. File operations include creating and deleting directories, creating and deleting files, viewing the contents or storing new ones in a file, and validating an XML file. There are no operations to modify the content of the existing files provided by this SPC, since similar operations are more easily performed by the use of the XML transformations service.
The XML transformations SPC allows most of the transformations that could be needed for an XML file. These transformations include the use of the Extensible Stylesheet Language Transformations (XSLT) filters [26] . The remaining modifications of an XML file include the addition, removal and exchange of an element, an attribute and an XML sub tree. The element that needs to be modified in all of the above cases is expressed using the XPath syntax [27], a standard used for addressing parts of XML documents. The XML transformations SPC component allows multiple transformations to be applied at once, but the whole operation will success only and only if the resulting XML file is valid, or well-formed in case there is no corresponding schema. This SPC helps applications to avoid uploading the input files at whole but only the portions that have changed.
The Execute and Monitor SPC components allow the execution of scheduling applications on the computational resources that are available to SchedSP. Execute can use either the PLEIADES CISP GRID services or utilize local GRID facility managed by the Condor Resource Manager for Microsoft Windows NT / 2000 [28, 29, 30] . A required extension to this service involves the creation of a load balancing strategy that would utilize the local GRID resources of SchedSP when they can guarantee a minimum quality of service otherwise would utilize the PLEIADES or some other GRID Resources. Since some scheduling applications have special requirements like the existence of certain libraries or special components on the host computer, the Execute SPC has knowledge on what is required and how to express these constraints to the CISP or to the Condor Resource Manager.
The MultiServe SPC component allows for the automatic execution of several functionalities in a single request to the SchedSP core from a SchedSP client. Since the main part of the MultiServe component is also a part of the Executive, this common functionality has been placed for reusability and support purposes in a separate component. MultiServe uses an XML based scripting language to coordinate the whole process that the client defines. In case of errors, they can be ignored or there can be specified the appropriate rollback procedures. The benefits from the use of the MultiServe service arise from the fact that combined actions are performed in a safe and efficient manner.
CONCLUSIONS -FURTHER WORK
In this paper, the possibility of utilizing existing scheduling software for real world problems as application services available over the Internet is presented. The goal is to allow distant and possibly computationally disadvantaged users to utilize both the software and the hardware capabilities of an Application Service Provider type service provided either by a private enterprise or by a central computational center of the particular application domain. Ease of use and support for these scheduling applications is one of our primary driving goals.
In order to achieve this, an architecture based on Service Provisioning Components is proposed and implemented. The architecture is designed such as to allow for growth both in terms of users using a particular application as well as for the addition of new scheduling application service. The SPC components and their capabilities were designed so that the user can create input data, change previously entered data and view the results in a manner similar to a traditional local system configuration. Our goal is to maintain the essence of such applications although the distant user is required to only maintain a light computer with minimal web browser capabilities.
If the interaction between the user interface and the core of a particular application is not continuous and there are significant computational steps that take place, the SchedSP framework should be capable to handle them. More experiments in this direction will be performed in the future.
Another central weakness of the service providing concept that needs to be further examined and elaborated involves the security risks of the whole process. Many researchers all over the world are presently tackling these issues and it appears that we will all have a safer Internet interaction possible in the near future.
The use of the XML Web Services protocols, SOAP, WSDL and UDDI will also be investigated although it appears that for this class of applications that requires special purpose local clients the XML protocol suffices. However, if SchedSP was to fully adopt the XML Web Services specifications, the development of new application specific SchedSP clients would be further simplified.
