We present a framework for implementing collaborative network agents. Agents are assembled dynamically from components into a structure described by a multi-plane state machine model. This organization lends itself to an elegant implementations of remote control, collaboration, checkpointing and mobility, defining features of an agent system. It supports techniques, like agent surgery difficult to reproduce with other approaches.
INTRODUCTION
The field of agents is witnessing the convergence of researchers from several fields. Some see agents as a natural extension of the object-oriented programming paradigm, [3] . Contemporary work on the theory of behavior provides the foundations for theoretical models of agents [4] . Interface agents are considered the next evolutionary step in the development of visual interfaces. The field of robotics is using agents to model the behavior of their artifacts. This diversity of views as well as the wide range of applications of agents leads to numerous programming paradigms, languages, communication methods, and design concepts. When implementing an agent framework for developers with different backgrounds and applications, the goal should be to maximize the flexibility and provide a rich palette of options. The agent model presented in this paper ensures flexibility in the choice of programming paradigms, languages, communication models, and operating modes for the agent.
Our design has unique features, direct consequences of our philosophy to represent the behavior of the agent as a multiplane state machine: (a) behavior embedded into a data structure, (b) explicit concurrency, (c) dynamic agent modification, agent surgery, (d) integration of heterogeneous behavior models, (e) possibility of automated programming.
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STRUCTURE OF AGENTS
In our model an agent consists of a group of active objects linked together by a data structure. The four major components of an agent are: the model, the agenda, the state machines, and strategies.
The model of the world is a container object which contains the information the agent has about its environment. There is no restriction of the format of this information: it can be a knowledge base or ontology composed of logical facts and predicates, a pre-trained neural network, a collection of meta-objects or different forms of handles of external objects (file handles, sockets, etc), or typically, a heterogeneous collection of all these.
The agenda object defines the goal of the agent. The agenda implements a boolean function and a distance function on the model. The agenda acts as a termination condition for the agents, except for agents with a continuous agenda where their goal is to maintain the agenda as being satisfied. The structural component of the agent is described in the bluepr±nt language, interpreted by an agent factory. This also allows us to describe runtime changes in the structure of the agent ("surgical operations").
USAGE SCENARIOS 3.1 Implementing facets of behavior
A full-featured agent may exhibit several facets like reactive behavior (ability to immediately react to external events), active behavior (pursuing the agenta autonomously), reasoning, planning, interaction using visual or speech interfaces, etc. In most cases, a separation of these facets is possible, and the relative independence of the facets justifies their separate treatment. We argue that the multi-plane state machine structure provides an elegant way to express the multifaceted behavior of an agent, every plane expresses a facet of the behavior of the agent.
All Bond agents use the multi-plane structure to implement the facets of the agent behavior. For example our stockmarket watcher agent contains a communication plane for gathering data from online quote services, a Jess-based reasoning plane for processing the information and a visual interface plane to present the information to the user.
Figure 1: Splitting agents
Two of the simplest surgical operations on agents are the joining and splitting. When joining two agents, the multiplane state machine of the new agent contains all the planes of the two agents and the model of the resulting agent is created by merging the models of the two agents. The agenda of the new agent is a logical function (usually an "and" or an "or") on the agendas of the individual agents.
In case of agent splitting we obtain two agents, the union of their planes gives the planes of the original agent ( Figure  1 ). The splitting need not be disjoint, some planes (e.g error handling) may be replicated in both agents. Both agents inherit the full model of the original agent, but the models may be reduced using the techniques presented in section 3.3. The agendas of the new agents are derived from the agenda of the original agent.
There are several cases when joining or splitting agents are useful: (a) Joining control agents from several sources, to provide a unified control, (b) Joining agents to reduce the memory footprint by eliminating replicated planes, (c) Joining agents to speed up communication, (d) Migrating only part of an agent, (e) Splitting to apply different priorities to parts of the agent. Joining and splitting of agents is used by our implementation of agents implementing workflow computing.
Trimming agents
The state machines describing the planes of an agent may contain states and transitions unreachable from the current state. These states may represent execution branches not chosen for the current run, or states already traversed and not to be entered again. The semantics of the agent does not allow some states to be entered again, e.g. the initialization code of art agent is entered only once. All these considerations allow us to perform the "trimming" of agents, for any given state to replace the agent with a different, smaller agent. Both the multi-plane state machine, the model and the agenda can be simplified. The default migration implementation in the Bond system is using trimming to reduce the amount of data transferred in the migration process, and before checkpointing.
CONCLUSIONS
The reference implementation for our model, the Bond agent system is in active development at the Bond distributed systems lab at the Computer Science department of Purdue University. The agent framework is distributed under an open source license (LGPL) and can be downloaded from http ://bond. cs. purdue, edu.
The Bond agent framework system proved its utility for a number of applications: multi-agent system for solving partial differential applications [2] , agent-based system for negotiating the bandwidth for an MPEG video stream, dynamic workflow management, resource discovery agent, collaborative whiteboard application, real-time stock market watcher.
