Numberjack is a modelling package written in Python for embedding constraint programming and combinatorial optimisation into larger applications. It has been designed to seamlessly and efficiently support a number of underlying combinatorial solvers. This paper illustrates many of the features of Numberjack through the use of several combinatorial optimisation problems.
Introduction
We present Numberjack 1 , a Python-based constraint programming system. Numberjack brings the power of combinatorial optimisation to Python programmers by supporting the specification of complex problem models and specifying how these should be solved. Numberjack provides a common API for constraint programming, mixedinteger programming and satisfiability solvers. Currently supported are: the CP solvers Mistral and Gecode; a native Python CP solver; the MIP solver SCIP; and the satisfiability solver MiniSat 2 . Users of Numberjack can write their problems once and then specify which solver should be used. Users can incorporate combinatorial optimisation capabilities into any Python application they build, with all the benefits that it brings.
Modelling in Numberjack
Numberjack is provided as a Python module. To use Numberjack one must import all Numberjack's classes, using the command: from Numberjack import * . Similarly, one needs to import the modules corresponding to the solvers that will be invoked in the program, for instance: import Mistral or import Gecode. The Numberjack module essentially provides a class Model whereas the solver modules provide a class Solver, which are built from a Model. The structure of a typical Numberjack program is presented in Figure 1 . Notice that it is possible to use several types of solver to solve the same model by explicitly invoking the modules. To solve a model, the various methods implemented in the back-end solvers can be invoked through Python. It is possible to define classes of objects to help write concise models. For instance, the objects VarArray and Matrix are syntactic sugars for one-dimensional and twodimensional arrays of Numberjack expressions, respectively. The Matrix object allows us to reference the rows, the columns, and a flattened version of the matrix using .row, .col and .flat, respectively. The overloaded bracket ([]) operator tied to the Python object method getitem. The operator takes one argument representing the index of the object to be returned. For VarArray and Matrix objects this argument can either be a Numberjack expression or an integer. The bracket operator of the Matrix object returns the VarArray object representing the row at the given index. When the index argument is itself a Numberjack expression, the result is interpreted as an Element constraint. Objective functions are also expressions.
Some Example Models
Costas Array. A Costas array 3 is an arrangement of N points on a N ×N checkerboard, such that each column or row contains only one point, and that all of the N (N − 1)/2 vectors defined by these points are distinct. We model this problem in Figure 2 as follows: for each row, we introduce a variable whose value represents the column at which a point is placed in this row. To ensure that no two points share the same column, we post an AllDiff constraint on the rows (Line 4). To each value y ∈ [1..N − 2], we can map a set of vectors whose vertical displacements are equal, i.e., the vectors defined by the points (row[i], i) and (row[i + y], i + y). To ensure that these vectors are distinct, we use another AllDiff constraint.
Golomb Ruler. In the Golomb ruler problem the goal is to minimise the position of the last mark on a ruler such that the distance between each pair of marks is different. The Numberjack model is shown in Figure 3 .
