Abstract. We consider the one-colour triangle avoidance game. Using a high performance computing network, we showed that the first player can win the game on 16 vertices.
Introduction
In this note, we consider the one-colour graph avoidance game. Let G be a fixed graph on n 0 vertices, and let n ≥ n 0 be an integer. The game between two players, first and second, starts with n isolated vertices. In each turn, a player draws a new edge. Players alternate turns, starting with the first player. We deal with simple graphs only so it is forbidden to create parallel edges and loops. Both players have the same goal, namely to try to avoid creating G as a subgraph. Since n ≥ n 0 = |V (G)|, it is unavoidable and eventually one player is forced to create a copy of G and loses the game. Since this is a twoperson, full information game with no ties, either the first player or the second player has a winning strategy (namely, the strategy to achieve a maximal G-free graph, that is, a G-free graph with the property that the addition of any edge creates a copy of G).
A well-known, interesting, and highly nontrivial game is when the players try to avoid creating a triangle (see [2] for more details on this and other variations). The outcomes for n ≤ 9 were reported by Seress [6] . For several years only two more values were known (namely, for n = 10 and n = 11) and it was conjectured that the first player wins if, and only if, n ≡ 2 (mod 4). However, Cater, Harary, and Robinson [1] managed to show, using computer support, that the conjecture fails for n = 12. The second author of this note, showed that the first player wins the game on 13, 14, and 15 vertices [5] . The total computational requirements to solve the triangle avoidance game for n = 15 were estimated to be 1,440 CPU hours (2 months) on a 2.2GHz computer. The other results noted were easier to obtain.
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It remains an open problem to show who has a winning strategy for any n. On the other hand, it has been shown that the first player wins the connected variant of the game if, and only if, n is even [6] . In this short note we report that the first player wins the game on 16 vertices, which supports the conjecture that this is the case for each n ≥ 12.
(We do admit that the conjecture is rather bold; the only reason to do so, beyond the values in Table 1 , is that almost all combinatorial games are first player win [7] .) The total computational requirements to analyze the game for n = 16 we estimate to be 12,500 CPU hours (≈ 1.46 years). (Two independent experiments have been done so, in fact, the process took roughly 25,000 CPU hours.) Generating all triangle-free graphs and the preparation process took us roughly 2,200 CPU hours (≈ 90 days). The number of triangle-free graphs on 17 vertices is about 3 · 10 13 and generating them all would take about one year on a 4GHz computer [4] . Since the generating process takes a tiny fraction of all time required to solve the problem, it seems that there is no hope to solve the game by exhaustive computation for n ≥ 17. We estimate the total computational time required to analyze the game for n = 17 to be 47 CPU years. Moreover, there would be a problem with disk space. During the process of solving the game for n = 16, disk space of approximately 20TB was needed. The game for n = 17 would require much more disk space.
Tools used to obtain the result
In order to obtain this result, we generated a family H of all nonisomorphic triangle-free graphs on n vertices using Brendan McKay's nauty software package [3] for computing automorphism groups of graphs and digraphs. Let h(n) = |{G : G ∈ H}| denote the number of such graphs and let e(n) = max{|E(G)| : G ∈ H} be the number of edges in the densest graph in this family. Let us note that e(n) = n 2 /4 by Mantel's theorem (an upper bound follows from Turán's theorem; for a lower bound consider the complete bipartite graph K n/2 , n/2 ). It is clear that all graphs with e(n) edges have the property that the next player to move loses the game. We call those graphs previous player wins graphs, and denote corresponding subfamily by P e(n) . Now, we partition the set of all graphs on e(n) − 1 edges into previous player wins graphs (P e(n)−1 ) and next players wins ones (N e(n)−1 ). In order for a graph G to be in N e(n)−1 , it is required that there is an edge e / ∈ E(G) such that after adding e to G we get a graph which is in P e(n) . (The next player should draw e to force the opponent to give up.) Since this is also a sufficient condition, N e(n)−1 = {G ∈ H : G = H \ {e} for some H ∈ P e(n) and e ∈ E(H)} P e(n)−1 = {G ∈ H : |E(G)| = e(n) − 1} \ N e(n)−1 .
Those operations can be done easily with the support of the nauty software package to compute a canonical labeling for each trianglefree graph encountered, so that only one isomorphic copy of each is explored in the game tree. Now, we can determine the families P i and N i (i = e(n) − 2, e(n) − 3, . . . , 0) recursively. If the only graph with no edge in H (the empty graph) is in N 0 , then the first player wins the game (we put w(n) = 1); otherwise the second player has a winning strategy (w(n) = 2). A UNIX script used to solve the problem can be found in [8] . Below we present the results of our program (Table 1 and  Table 2 in the Appendix section).
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