Sub-pixel motion estimation takes a significant amount of time in motion estimation of the H.264 encoder. A few fast schemes have been proposed. Most of them are based on the analysis of the neighboring blocks. In this paper, we propose a new approach of fast sub-pixel motion estimation. This algorithm uses the statistical information, which features the motion activities of the blocks in the previous frame, to predict the characteristics of the motion activities of the blocks in the current frame. Both intermediate results of sub-pixel motion estimation of the current block and motion vectors of Macro Blocks (MB) in the previous frame are considered. With this prior knowledge, we can skip some of the candidate checking points and make a decision on early termination before quarter-pixel motion estimation. Extensive experimental work has been done, results of which show that our approach could save 83.64% of the computational time over that of the Full Position sub-pixel motion estimation algorithm in JM, with a negligible degradation in peak signal-to-noise ratio (PSNR)and Bits performance.
Introduction
Motion estimation is used to reduce the temporal redundancy among frames in video coding. The efficiency of a motion estimation algorithm is highly related with the coding speed, the compression ratio and the image quality of decoded video. A motion estimation algorithm can include only the integer-pixel motion estimation part, or both the integer motion estimation and sub-pixel motion estimation parts. The traditional motion estimation algorithms contain only the integer-pixel part [1] [2] [3] [4] [5] [6] [7] [8] [9] [10] [11] . Theoretically, there are generally 4 reasons we need sub-pixel refinement in motion estimation (See Section 2.1). According to our experimental results of making use of 18 standard test sequences, the compression ratio and the peak signal-to-noise ratio (PSNR) of decoded video are 67 and 36.76dB for the encoding process using motion estimation algorithm with only integer-pixel search, while they are 102 and 36.93dB for the encoding process using both integer-pixel search and sub-pixel refinement. Sub-pixel refinement can greatly improve the performance of motion estimation on both compression ratio and decoded image quality. However, the ratio between the time spent on our fast integer-pixel search and Full position sub-pixel refinement is nearly 1:56. The cost on computational time makes the sub-pixel refinement unacceptable. Some fast sub-pixel motion estimation algorithms are available in literature. A possible method is to perform an interpolation free sub-pixel motion estimation algorithm [12] [13] , while another possible way is to do a candidate reduction sub-pixel motion estimation algorithm [14] . The interpolation free sub-pixel motion estimation algorithms use the motion estimation cost of neighboring integer-pixel positions and a parabolic model to form the distortion surface of sub-pixel resolution positions, from which the best-match sub-pixel position could be found without image interpolation. In the candidate reduction sub-pixel motion estimation algorithms, the motion estimation cost of neighboring integer-pixel points is used to generate the error surface, then, the sub-pixel candidate positions will be checked selectively. The accuracy of the interpolation free sub-pixel motion estimation is very close to Full position sub-pixel motion estimation algorithm, but it costs 16 times in computational time comparing with integer-pixel motion estimation. On the other hand, the increase of bits of the candidate reduction sub-pixel motion estimation algorithm is much more obvious, although its speed is faster. It is normal that the faster algorithm has larger degradation without using additional prior knowledge about the video sequence being coded. In the paper, Faster Motion Estimation Algorithm with Directional Search Strategies [3] , we have suggested the concept of block classification, which confirms that whether or not the block belongs to the same moving object with its neighboring blocks, provides a noticeable improvement in the integer-pixel motion estimation algorithm. In this paper, we analyze the reason we need sub-pixel motion estimation, the relationship among candidate positions of half-pixel motion estimation, the relationship between half-pixel motion estimation result and quarter-pixel motion estimation result. The analysis shows that both the directional information obtained in the sub-pixel motion estimation procedure and the block classification result are reliable. We then propose a fast sub-pixel motion estimation algorithm to skip some of the candidate checking points and make a decision on early termination before quarter-pixel motion estimation make using of the directional information and the block classification result. The proposed approach reduces the computational time required by the traditional Full position sub-pixel motion estimation algorithm significantly, while it has little cost on the PSNR and bits performance.
Analyses

Why do we need sub-pixel motion estimation?
There are many reasons that sub-pixel motion estimation can enhance the performance of motion estimation by eliminating the temporal redundancy. The light on an object may change no mater the object is moving or stationary. In this case, the best match for the current block is probably to be found to on a sub-pixel precision position since the light change may be slight. According to our experimental results of 18 standard test sequences, the compress ratio and the peak signal-to-noise ratio (PSNR) of the decoded videos are 67 and 36.76dB for the encoding process using motion estimation algorithm with only integer-pixel search, while they are 102 and 36.93dB for the encoding process with both integer-pixel search and sub-pixel refinement.
Sub-pixel refinement can greatly improve the performance of motion estimation in terms of both compression ratio and decoded image quality. The distances between candidate half-pixel positions (point "1" to "8") and the best integer-pixel position (point "0") are not the same, as shown in fig. 1 . Points "1" to "4" are near neighbors since they are closer to the best integer-pixel position comparing with point "5" to "8" which are far neighbors. Each far neighbor point is on the perpendicular bisector of two near neighbor points. Is there any relationship between the search result of near neighbors and search result of far neighbors? Should we firstly check the near neighbors? Is the risk of missing the best match point tolerable to skip some of the far neighbors selectively according the search result of near neighbors? Although the error surface of integer pixel positions is not unimodal due to the large search window and complexity of video contents, the fluctuation effect is not that serious on the error surface of sub-pixel positions. The matching error should usually decrease monotonically as the search point moves closer to the global minimum [14] . So it is reasonable to believe that the search results of near neighbors have high correlation with the search result of all half-pixel positions.
We have done some experiments to show the correlation. In the experimental work, we checked the four near neighbors, collected the result, and then checked the four far neighbors, counted the number of half-pixel motion estimation in counter1. If the best near neighbor point is "3", the best far neighbor is "7" or "8", we counted the number of contradiction in counter2, which means that the number of times we got a half-pixel motion vector which has opposite direction with the search result of near neighbors. The total number of half-pixel motion estimation and the number of contradiction are shown in column (2) and column (3) of Table 1 , respectively. The ratio between column (3) and column (2) are shown in column (4), which indicates the directional information obtained from the search result of near neighbor points is reliable.
Relationship between half-pixel and quarter-pixel motion estimation result
Half pixel motion estimation and quarter-pixel motion estimation are usually used to refine the integer-pixel motion estimation result. Half-pixel refinement is conducted on the neighbor points surrounding the best integer-pixel point. And the best half-pixel point will be the center of quarter-pixel refinement, which may not be the same point with the center of half-pixel refinement. Hence the quarter-pixel motion vector cannot be predicted from only half-pixel motion vector. In Faster Motion Estimation Algorithm with Directional Search Strategies [3] , we found the block classification could imply whether or not the block belongs to the same moving object with its neighboring blocks. It provides a noticeable improvement in the integer-pixel motion estimation algorithm. Is it possible to combine the block classification result of previous frame and half-pixel motion estimation result to make early termination before quarter-pixel motion estimation? According to the block classification, we can prejudge the current MB as an ordinary block or a special block. If we prejudge it as an ordinary block, it indicates that the current MB probably belongs to the same moving object with its neighboring MBs. The blocks belonging to the same moving object should have same motion vector. The motion of moving object within various frames should be consistent.
Hence we suppose if the current block is a prejudged ordinary block, its co-located block has a zero motion vector, and the motion vector of the current block after half-pixel refinement is also zero, then the current block is most likely to be a stationary block and it will also get a zero motion vector after quarter-pixel refinement.
In our experimental work, we calculated the chances we have a zero vector or none zero vector after quarter-pixel refinement when the condition to predict the current block as a stationary block is true. The data listed in Table 2 could verify that our assumption is true, which means the chance of missing a valid quarter-pixel motion vector is low. half-pixel refinement and quarter-pixel refinement. In which, half-pixel refinement needs to examine all the 8 half-pixel checking points surrounding the best integer point, and quarter-pixel refinement needs to examine 8 quarter-pixel checking points surrounding the best half-pixel point. It has to calculate the SAD of sub-pixel points for 16 times. The additional time required by this algorithm is 56 times compared with the time spent on our fast integer-pixel search procedure, which has been observed from our experimental work. The relationship among candidate positions of half-pixel motion estimation shows that we can rely on the directional information obtained from the search result of near neighbor points to skip some of the far neighbor points before we examine them (see section 2.2). The fast half-pixel refinement is shown in fig 2. There are 9 integer-pixel points, and there are eight half pixel points, i.e. points "1", "2", "3", "4", "5", "6", "7", "8".
Step1: We need to examine the 4 near neighbor points surrounding the best integer-pixel point,"1","2", "3", "4"; keep the minimum SAD value as reference.
Step2: If one of the four near neighbor points is better than the best integer-pixel point, we examine the 2 far neighbor points beside the best near neighbor point. For example, if the best near neighbor point is point "2", then, points "6" and "8" will be examined. If a smaller SAD is found, store it as the minimum SAD and set this point as the best half-pixel point. Note: The two points with circle of dashed line will not be examined in this fast refinement. The candidate rejection strategy is also applied for quarter-pixel refinement in our algorithm.
Identification of the block belonging to the same moving object with its neighbourhood
In this part, the relationship between half-pixel and quarter-pixel motion estimation result will be combined with the priory knowledge of the video to form an early termination strategy to accelerate the sub-pixel motion estimation algorithm.
Let us consider our process of making motion estimation, which is divided into three stages, namely the Motion Vector Prediction Stage, the Integer-pixel Pattern Search Stage and Sub-pixel Refinement Stage. In the first stage, the motion vectors of the neighboring blocks in the current and previous frame are used to predict the motion vector of the current block. Then, the point corresponding to the best predicted motion vector is set as the initial point of the pattern search stage. If a better match point is found in the pattern search stage, the motion vector of the current block is different from the predicted motion vector, which means that the current block does not probably belong to the same moving object with its neighboring blocks. These blocks are classified into the special block group (Group S), whereas the other blocks are classified into ordinary block group (Group O).
Since the motion of a moving object is continuous in successive frames, the special blocks and the ordinary blocks of the current frame can be "prejudged" according to the block classification of the previous frame. On the other hand, there may be more or less a displacement between the position of the moving object in the current and previous frame. In order to assure a block within a moving object to be included into the prejudged special block group, we set the co-located special block positions of the previous frame and their surrounding 8 blocks as the prejudged special blocks of the current frame, and set the other blocks as prejudged ordinary block. Our experimental work also shows that there is a higher probability for a block in the prejudged special block group to have a motion vector different from its neighboring blocks than a block in the prejudged ordinary block.
Once we found the current block is a prejudged ordinary block, the motion vector of its co-located block is a zero vector; we may assume that the current block belongs to the same stationary object with its neighboring blocks. If the motion vector of the current block is a zero vector after half-pixel refinement (early termination condition is true), it is more confident that the current block will have a zero motion vector after quarter-pixel refinement. Hence we consider skipping the quarter-pixel refinement of the current block.
Overall structure of the algorithm
There are three stages in our fast motion estimation algorithm: the Motion Vector Prediction Stage, the Integer-pixel Pattern Search Stage and Sub-pixel Refinement Stage, as shown in fig.3 . The fast sub-pixel motion estimation algorithm proposed in this paper is done in the third stage. Let us look through the whole structure of our fast motion estimation algorithm and then concentrate on the third stage. Before search, blocks in a frame have to be classified into prejudged special block group and prejudged ordinary block group, and a new centre of the search window could be obtained by checking points corresponding to the predicted motion vectors. The predicted motion vectors include the motion vectors of the left, top and top-right blocks in the current frame, the medium vector of these three motion vectors, a zero vector, and the motion vectors of the co-located block and its right-bottom block in the previous frame. A directional diamond shaped search pattern is used for motion search in the second stage which starts from the point given by the best predicted motion vector [3] . The block classification of the current block will be verified and stored for use in the next frame. If the motion vector is not equal to the best predicted motion vector, the current block is classified into the special block group. Otherwise, it is an ordinary block. Then, Sub-Pixel Refinement will be carried out surrounding the best integer-pixel point obtained in the Pattern Search Stage. The Sub-pixel Refinement procedure can be done in two parts: half-pixel refinement and quarter-pixel refinement. For both half and quarter-pixel refinements, we check the 4 near neighbor points, then check the 2 far neighbor points beside the best near neighbor point. Before quarter-pixel refinement, we will make a decision on early termination. The conditions for early termination are that the current block is a prejudged ordinary block, the motion vector of its co-located block is a zero vector, and the motion vector of the current block is a zero vector after half-pixel refinement. After all the blocks in the current frame are processed, the statistical motion information is obtained for uses in next frame.
Experimental results
For performance comparison, let us use four sub-pixel motion estimation algorithms in quarter-pixel precision: Full Position sub-pixel motion estimation algorithm, the proposed fast sub-pixel motion estimation algorithm, Interpolation Free Sub-pixel motion estimation algorithm [12] , and Fast Fractional Pel motion estimation algorithm [14] . Besides the quarter-pixel precision algorithms, the result of the proposed fast motion estimation algorithm in integer-pixel precision is also taken into consideration. The PSNR (PSNR) listed in the Table 3 is the average PSNR value of the luminance component of the decoded frames.
The word "Bits" stands for the size of the coded bit stream while the frame number to be coded is set to 150 for all the sequence. ME Time is the average time spent on motion estimation module. The software was Jm12.2 encoder. We used an IBM Notebook with Inter(R) Core (TM) 2 Duo CPU T7300 2.0G and 2GB RAM. A large number of sequences with the CIF format were tested. The search range was 32. The QP was set to 28. The block size was fixed to 16x16. The RDOptimization option was set to 1, which is a high complexity mode. Results of 18 sequences are arranged from low, medium to high motion activities as shown in Table 3 .
From Table 3 , both Interpolation Free algorithm and Fast Fractional Pel algorithm are faster than Full Position algorithm on ME Time, while their PSNR is 0.06dB and 0.05dB lower, and the increase of Bits are 2.29% and 12.77% respectively. The proposed algorithm has a speed up of 6.11 and nearly the same PSNR and Bits performance as compared with Full Position algorithm.
Conclusion
We have given an analysis on relationship among candidate positions of half-pixel motion estimation and relationship between half-pixel and quarter-pixel motion estimation result. We have found that we can make use of the intermediate result of sub-pixel motion estimation to eliminate some candidate checking points. We have also done substantial work on an analysis of the statistical result of motion information of successive frames, which leads us to find the existence of the chance to make early termination with little cost on the search result. The proposed new method transplants the motion direction and block classification theory into sub-pixel motion estimation.
Results of performance comparison show that our approach has saved 83.64% of the computational time with negligible cost on PSNR and Bits. This approach should also work well on variable block size motion estimation. Further work is being done on its further analysis and computation reduction for variable block size motion estimation, and to the extension to fast approach with multi-reference frame motion estimation. 
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