Content caching in small base stations (SBSs) or wireless infostations is considered as a suitable approach to improve the efficiency in wireless content delivery. Due to storage limitations, placing the optimal content into local caches is crucial. Cache content placement is challenging since it requires knowledge about the content popularity distribution, which is often not available in advance. Moreover, content popularity is subject to fluctuations as mobile users with different interests connect to the caching entity over time. In this paper, we propose a novel algorithm for context-aware proactive cache content placement. By regularly observing context information of connected users, updating the cache content accordingly and observing the demands for cache content subsequently, the algorithm learns contextspecific content popularity online over time. We derive a sub-linear regret bound, which characterizes the learning speed and proves that our algorithm asymptotically maximizes the average number of cache hits. Furthermore, our algorithm supports service differentiation by allowing operators of caching entities to prioritize groups of customers. Our numerical results confirm that by exploiting contextual information, our algorithm outperforms state-of-the-art algorithms in a real world data set, with an increase in the number of cache hits of at least 14%.
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I. INTRODUCTION
Nowadays, more than half of the consumer Internet traffic is video traffic, whose growth is foreseen to continue both within wired and wireless networks [1], [2] . In response to the requirements imposed by the growing demand for content of various types, which has to be delivered to a large number of end users, Content Delivery Networks (CDNs) were developed to serve data traffic [3] - [5] . Already today, more than half of the Internet video traffic is delivered by CDNs and this trend is expected to increase to 72% by 2019 [1] . One of the major components of CDNs is content caching. Its basic idea is to bring content closer to the end user. For this purpose, servers for content storage are placed across the network and users are served from the most suitable server that stores the requested content. Caching content and serving users from nearby servers alleviates both the traffic load in the network and the latency for the end user.
Wireless networks have been experiencing a steep increase in data traffic in recent years [2] .
Fueled by the emergence of smart mobile devices with advanced multimedia capabilities and the trend towards high data rate applications such as video streaming, especially mobile video traffic is foreseen to account for the majority of mobile data traffic in a few years [2] . However, despite recent advancements in cellular mobile radio networks, these networks cannot keep up with the massive growth of mobile data traffic [6] . As in its wired counterpart, content caching is envisioned to improve the throughput in wireless content delivery. This is not only due to decreasing disk storage prices, but also due to the fact that typically only a small number of very popular contents account for the majority of data traffic [7] .
Within wireless networks, caching at the edge has been extensively studied [8] - [22] . At the radio access network level, current approaches comprise two different types of local caching entities. The first type of caching entities are macro base stations (MBSs) as well as small base stations (SBSs) in wireless small cell networks that dispose of limited storage capacities and are typically owned by the mobile network operator (MNO). The second type of caching entities are wireless infostations that provide high bandwidth local data communication [23] . Cachingenabled infostations could be owned by content providers (CPs) to provide their end users with higher quality of experience or alternatively, third parties could offer caching at infostations as a service to CPs or their end users [19] . For both types of local caching entities, a fraction of available popular content, such as popular videos, is stored at the caching entities in a placement phase to serve end users' requests in their vicinity directly via localized communication in a delivery phase.
Since due to the vast amount of content available in multimedia platforms, not all available content can be stored in local caches, intelligent algorithms for cache content placement are required. Many challenges of cache content placement concern content popularity. Firstly, optimal cache content placement primarily depends on the content popularity distribution, but when caching content at a particular point in time, it is unknown which exact content will be requested in future and even an estimation of the content popularity distribution might not be at hand, but has to be learned by the local caching entity itself [15] - [22] . This assumption is not only legitimate from an overhead point of view, since else a periodic coordination with the global multimedia application would be required. More importantly, content popularity at a local caching entity might not even replicate global content popularity as monitored by the global multimedia application [24] - [26] . Hence, local caching entities should learn local content popularity for proactive cache content placement. Secondly, due to the mobility of users in the vicinity of a wireless caching entity, the local content popularity is in general not fixed, but may change according to the interests of fluctuating mobile users. The users' interests may depend on various factors, such as their personal characteristics, their devices' characteristics [27] or environmental conditions [26] . Hence, cache content placement should be context-aware by exploiting information that influences the users' interests. Thirdly, while the typical goal of cache content placement might lie in the maximization of the number of cache hits, cache content placement should take into account the operator's specific objective. In particular, appropriate caching algorithms should be capable of incorporating business models of operators to offer service differentiation to their customers, e.g., by optimizing cache content according to different prioritization levels [28] , [29] .
In this paper, we propose a novel context-aware proactive caching algorithm. Instead of assuming a priori knowledge about content popularity, which might be externally given or estimated in a separate training phase, our algorithm learns context-specific content popularity online over time by observing users' requests for content. By taking into account the users' context information, the algorithm learns context-specific content popularity, instead of an averaged content popularity over all possible users. The context information can include personal characteristics about the user and his equipment as well as environmental conditions. Our algorithm learns online the best caching strategy to maximize the number of cache hits at the local caching entity. Moreover, the algorithm allows for operator-specific service differentiation by prioritizing different types of customers. The contributions of this paper are as follows:
• We present a context-aware proactive caching algorithm based on contextual multi-armed bandit optimization which supports service differentiation by prioritization. Our algorithm learns optimal cache content placement online over time in order to maximize the number of cache hits while exploiting the users' context information.
• We theoretically bound the loss of the algorithm compared to the optimal benchmark, which assumes a priori knowledge about content popularity. By deriving a sub-linear regret bound, we characterize the speed of convergence and prove that our algorithm asymptotically maximizes the average number of cache hits.
• We present additional extensions of our approach, such as its combination with multicast transmissions and the incorporation of rating-based caching decisions.
• We numerically evaluate the context-aware proactive caching algorithm based on a real world data set. A comparison shows that by exploiting contextual information, our algorithm outperforms reference algorithms.
The remainder of the paper is organized as follows. Section II gives an overview of related works. In Section III, we describe the system model, including an architecture and a formal problem formulation for context-aware proactive caching. In Section IV, we propose a contextaware proactive caching algorithm. Theoretical analysis of regret and memory requirements are provided in Sections V and VI, respectively. In Section VII, we present some extensions of the algorithm. Numerical results of the learning algorithm are presented in Section VIII. Section IX concludes the paper.
II. RELATED WORK
In this paper, we consider cache content placement for a caching problem with two phases, given by a placement phase and a delivery phase. However, practical caching systems often still use simple cache replacement algorithms that update the cache continuously during the delivery phase. Common examples of cache replacement algorithms are Least Recently Used (LRU) or Least Frequently Used (LFU) (for a survey, see [30] ). While these simple cache [31] .
In our overview given below, we focus on research on cache content placement for wireless caching problems with a placement phase and a delivery phase. We start by discussing related work that assumes a priori knowledge about content popularity. Reference [9] calculates information-theoretic gains achieved by combining cache content placement at end user devices with a coded multicast transmission in the content delivery phase. The proposed coded caching approach is optimal up to a constant factor. Reference [10] combines content caching at end devices with collaborative device-to-device communication to increase the efficiency of content delivery. In [11] , an approximation algorithm is given for uncoded caching among cache-enabled SBSs which minimizes the average delay experienced by users that can be connected to several SBSs simultaneously. Additionally, it is proven that the problem is efficiently solvable in the coded caching case. Building upon the same caching architecture, in [12] , an approximation algorithm is presented for minimizing the probability that moving users have to request parts of content from the MBS instead of the SBSs in distributed coded cache content placement.
In [13] , a multicast-aware caching scheme is proposed for minimizing the energy consumption in a small cell network, in which both the MBS as well as the SBSs can perform multicast transmissions. Reference [14] analytically calculates the outage probability and average content delivery rate in a network of SBSs equipped with caches.
Next, we discuss related work on cache content placement without prior knowledge about content popularity. A comparison of the characteristics of our proposed algorithm with related work of this type is given in Table I . Driven by a proactive caching paradigm, [15] , [16] propose a cache content placement algorithm for small cell networks based on collaborative filtering. Fixed global content popularity is estimated using a training set and then exploited for caching decisions to maximize the average user request satisfaction based on their required rates of content delivery. While their approach requires a training set of known content popularities and only learns during a training phase, our proposed algorithm does not need a training phase, but learns content popularity online over time, thus also adapting to varying content popularities.
In [17] , using a multi-armed bandit algorithm, an SBS learns a fixed content popularity online by refreshing its cache content and observing instantaneous demands for cached files over time. In this way, the cache content placement at an SBS is optimized over time to maximize the traffic that can be served by the SBS. The authors extend their framework for a wireless infostation network in [18] , [19] , where they additionally take into account the costs for adding new files to the cache. Moreover, they provide theoretical sub-linear regret bounds for their algorithms. A different extension of the multi-armed bandit framework is given in [20] , which by incorporating coded cache content placement exploits the topology of users' connections to the SBSs. The approach in [20] assumes a specific model of content popularity distribution. Since in practice the content popularity distribution is unknown a priori, such an assumption is restrictive. In contrast, our proposed algorithm is model-free since it does not assume a specific content popularity distribution. Moreover, in [17] - [20] , the optimal caching strategy is learned over time based only on previous observations of instantaneous demands. In contrast, our proposed algorithm additionally exploits users' context information, such that diversity of content popularity within the user population is taken into account. Diversity in content popularity among different users is for example taken into account in [21] , but again without considering the users' contexts.
Users are clustered into groups of similar interests by a spectral clustering algorithm based on their requested contents in a training phase. Each user group is assigned to an SBS which then learns the content popularity of its fixed user group over time. Hence, each SBS learns a fixed content popularity under the assumption of a stable user population, whereas our approach allows reacting to arbitrary arrivals of users with content popularity depending on their contexts.
In our previous work [22] , we presented a learning algorithm for smart caching at SBSs based on the contextual multi-armed bandit problem [32] , [33] , an extension of the standard multi-armed bandit problem [34] . Our proposed algorithm in [22] was inspired by the distributed contextual learning algorithm presented in [33] , which considers a general multi-agent learning setting. While several learners select one action each at a time in [33] , we considered the case of one learner taking multiple actions at a time, since the sBS has to select multiple files to cache.
Our algorithm in [22] took only aggregated context information of connected users into account.
In this paper, we extend our approach from [22] in order to take into account context information at a single user level, which enables more fine-grained learning. Additionally, we incorporate service differentiation. Moreover, we present extensions to multicast transmission and ratingbased caching decisions, provide a sophisticated regret analysis and evaluate our algorithm with a real world data set.
III. SYSTEM MODEL

A. Wireless Caching Entity
We consider a wireless caching entity that can either be a caching-enabled SBS in a small cell network or a wireless infostation. The caching entity is characterized by a limited storage capacity and a reliable backhaul link to the core network. In its cache memory, the caching entity can store up to m files from a finite content library F containing |F | files, where we assume for simplicity that all files are of the same size. To inform users in its vicinity about available files, the caching entity broadcasts the information about currently cached files periodically [17] - [19] .
If a user is interested in a file that the caching entity stored in its cache, he requests the file from the caching entity and is served via localized communication. In this case, no additional load is put on neither the macro cellular network nor the backhaul network. If the file is not stored in the caching entity, the user does not request the file from the caching entity. Instead, the user requests the file from the macro cellular network by connecting to an MBS. The MBS downloads the file from the core network via its backhaul connection, such that in this case, load is put on both the macro cellular as well as the backhaul network. In this way, the caching entity cannot observe the requests for files that it has not cached, but at the same time, it is not congested by such requests [17] - [19] . Figure 1 shows an illustration of the considered system model. Within this architecture, the caching entity can only observe the requests for cached files, i.e., cache hits, but it cannot observe the requests for non-cached files, i.e., cache misses. In order to reduce the load on the macro 
B. Customer-Specific Service Differentiation
Maximization of the number of cache hits as the goal of cache content placement might be adequate in case of an MNO operating an SBS, one reason being limitations imposed by net neutrality restrictions. However, for an operator of an infostation, e.g. a CP or third party operator, the goal might not simply be to cache the most popular content given a set of users.
In contrast, according to his business model, the operator may want to provide differentiated services to his customers (that can be both end users and CPs), e.g., by offering different service types corresponding to different prioritization levels. These service types could refer to end users and for instance concern the pricing policy, e.g., a paying user might be prioritized compared to a user with free access to the cache content. This could mean that popular content among paying users is cached preferably. Another possibility is to differentiate end users by interest intensity, weights v s can be of monetary nature or correspond to some virtual value, depending on the purpose of service differentiation. For example, the weight of a service type might be related to the pricing policy applied to that service type, a priority factor for the influence of the service type in terms of advertisement or for the reputation of the operator, or describe a trade-off between experimental and conservative users. The goal of the operator for cache content placement then becomes the maximization of the number of weighted cache hits.
A second service differentiation can be applied in case of a third party operator whose customers are different CPs which buy caching at the wireless infostation as a service. The operator may want to prioritize content of certain CPs according to his business model. More general, the operator could prioritize specific content according to its value for the operator. In The case without any service differentiation, where the goal of cache content placement is the pure maximization of the number of cache hits, is a special case of the scenario described above, in which there is only one service type s with weight v s = 1 and the prioritization weights satisfy w f = 1 for all f ∈ F . While we will refer to the more general case in the subsequent sections, this special case is naturally contained in our analysis.
C. Context-Specific Content Popularity
Content popularity is in general not static, but depends on a user's preferences. From a user's point of view, his personal preferences for content may depend on various factors. We refer to such factors as context dimensions and categorize them in the following classes as summarized in In this subsection, we describe the architecture for context-aware proactive caching, which is designed similarly to an architecture for popularity-driven cache content replacement presented in [31] . An illustration of the context-aware proactive caching architecture is given in Figure 2 . Then it retrieves the requested file from the local cache and serves the request.
• Periodic Learning 
E. Formal Problem Formulation
Next, we give a formal problem formulation for context-aware proactive caching at the caching entity. As described above, the caching system operates in discrete time slots t = 1, 2, ..., T , where T denotes the finite time horizon. Each time slot t consists of the following sequence of events: (i) The context of currently connected users and their service types are monitored and collected. Let U t be the number of users currently connected to the caching entity. We assume that 1 ≤ U t ≤ U max , where U max is the maximum number of users that can be connected simultaneously. Let D be the number of monitored context dimensions per user. We denote the D-dimensional context space by X . It is assumed to be bounded and can hence be set to Their requests are served. The demands d c t,j (x t,i , t) of each user i = 1, ..., U t for all cached files c t,j ∈ C t in this time slot are observed, i.e., the number of requests for each single file currently stored in the cache is monitored. Then, the total sum of (weighted) cache hits in this time slot can be calculated.
The number of times a user with context vector x ∈ X requests a file f ∈ F within one time slot is a random variable with unknown distribution. We denote this random demand by d f (x) and its expected value by µ f (x). The random demand is assumed to take values in [0, R max ], where R max is the maximum number of possible requests a user can submit within one time slot. This explicitly incorporates that a user can request the same file several times within one time slot. In time slot t, the random variables d f (x t,i ), i = 1, .., U t , are assumed to be independent, i.e., given a set of currently connected users, their requests for content are independent of one another.
This allows to learn for each of the users' contexts separately. Moreover, each random variable d f (x t,i ) is assumed to be independent of past caching decisions and previous demands. Note that compared to our formulation in [22] , where the context space contained context dimensions based on averaged information over all currently connected user, here, we define the context space on a per-user level. Hence, in our new formulation, cache content placement takes the distribution of user contexts into account instead of averaging the context information over all currently connected users, which makes the cache content placement more accurate.
The goal of the caching entity is to optimize the cache content to maximize the total number of (weighted) cache hits up to the finite time horizon T . Suppose that for each context vector
x ∈ X , the expected demand µ f (x) of all files f ∈ F would be known. Then, in each time slot t, given the context x t = (x t,i ) i=1,...,Ut and the service types s t = (s t,i ) i=1,...,Ut , the optimal solution would be to cache the m files with highest expected (weighted) demands given the users' contexts and service types. This can be formalized as follows. For contexts x t ∈ Ut i=1 X and service types s t , we define the top-m files for the pair (x t , s t ) as the following m files
. . .
Then, an optimal choice of files to cache given contexts x t and service types s t is given by the set
However, we assume that the expected demands are unknown a priori. In this case, the caching entity has to learn the expected demands over time. The optimal solution given in (2) then serves as a benchmark to evaluate the loss of learning the expected demands instead of knowing them a priori. Below, a formal definition of this loss is given, known as the regret of learning. Under the assumption that the context-specific expected demands are unknown a priori, the caching entity has to learn these expected demands over time. For this purpose, the caching entity has to find a trade-off between caching files about which little information is available (exploration) and files of which it believes that they will yield the highest demands (exploitation). In each time slot, the choice of files to be cached depends on the history of choices in the past and the corresponding observed demands. An algorithm which maps the history to the choices of files to cache is called a learning algorithm.
The regret of learning with respect to the optimal benchmark solution is then given by
where d c t,j (x t,i , t) denotes the random demand for the cached file c t,j ∈ C t of user i with context vector x t,i at time t. Here, the expectation is taken with respect to the choices made by the learning algorithm and the distributions of the demands.
IV. A CONTEXT-AWARE PROACTIVE CACHING ALGORITHM
To optimally select which files to cache given the context information about currently connected users, the caching entity should learn context-specific content popularity. The basic idea of our algorithm for context-aware proactive caching is based on the assumption that users with similar context information will more likely request similar files. If this natural assumption holds true, the users' context information together with their requests for cached files can be exploited to learn for future caching decisions. For this purpose, our algorithm partitions the context space uniformly into smaller sets. Then, the caching entity learns the expected demands for files independently in each of the sets, by estimating the expected demands for files based on the observed demands of users whose contexts belonged to that set. In the algorithm, a time slot t can either be an exploration or an exploitation phase. In exploration phases, the caching entity chooses a random set of files to cache. Theses phases are needed to update the estimated demands for files which have not been cached often before. In exploitation phases, the caching entity ranks the files according to their estimated demands and caches the ones with the highest estimated demands.
The algorithm for selecting m files is called Context-Aware Proactive Caching with Cache Size m (m-CAC) and its pseudocode is given in Figure 3 . Next, we describe the algorithm in more detail. In its initialization phase, m-CAC creates a partition P T of the context space X = [0, 1] D into (h T ) D sets, that are given by D-dimensional hypercubes of identical size 1 h T × . . . Observe number U t of currently connected users 7: Observe user contexts x t = (x t,i ) i=1,...,Ut and service types s t = (s t,i ) i=1,...,Ut
8:
Find the sets p t,i ∈ P T such that x t,i ∈ p t,i , set p t = (p t,i ) i=1,...,Ut
9:
Compute the set of under-explored files F ue p t (t) in (4) 10:
if F ue p t (t) = ∅ then 11:
if u ≥ m then 13:
Select c t,1 , ..., c t,m randomly from F ue p t (t) 14 : Select c t,1 , ..., c t,m as the m filesf 1,p t ,s t (t), ...,f m,p t ,s t (t) from (6) 20:
end if 21: Observe user demands (d j,i ) i=1,...,Ut for each file c t,j , j = 1, ..., m 22: for i = 1, ..., U t do 23: for j = 1, ..., m do 
..,Ut and the service types s t = (s t,i ) i=1,...,Ut . For each user context vector x t,i m-CAC determines the set p t,i ∈ P T , to which the context vector belongs, i.e., such that
x t,i ∈ p t,i holds. The collection of all these sets is given by p t = (p t,1 , ..., p t,Ut ) . Then, the algorithm can be in one of the two phases mentioned above, in an exploration phase or in an exploitation phase. In order to determine the correct phase for the current time slot, the algorithm checks if there are files that have not been explored sufficiently often. For this purpose, the set
where K(t) is a deterministic, monotonically increasing control function, which is an input to the algorithm. The control function has to be set adequately to balance the trade-off between exploration and exploitation. In Section V, we will select a control function that guarantees a good balance in terms of this trade-off.
If the set of under-explored files is non-empty, m-CAC enters the exploration phase. Let u(t) be the size of the set of under-explored files. If the set of under-explored files contains at least m elements, i.e., u(t) ≥ m, the algorithm randomly selects m files from F ue p t (t) to cache. If the set of under-explored files contains less than m elements, u(t) < m, it selects all u(t) files from F ue p t (t) to cache. Since the cache is not fully filled by u(t) < m files, additionally (m−u(t)) other files can be cached. In order to exploit knowledge obtained so far, m-CAC selects (m − u(t)) files from F \ F ue p t (t) based on a file ranking according to the estimated weighted demands, as defined by the filesf 1,p t ,s t (t), ...,f m−u(t),p t ,s t (t) ∈ F \ F ue p t (t), which satisfy:
for j = 1, ..., m − u(t), where 0 k=1 {f k,p t ,s t (t)} = ∅. If the set of files defined by (5) is not unique, ties are broken arbitrarily. Note that by this procedure, even in exploration phases, the algorithm additionally exploits, whenever the number of under-explored files is smaller than the cache size.
If the set of under-explored files F ue p t (t) is empty, m-CAC enters the exploitation phase. It selects m files from F based on a file ranking according to the estimated weighted demands, as defined by the filesf 1,p t ,s t (t), ...,f m,p t ,s t (t) ∈ F , which satisfy:
for j = 1, ..., m. If the set of files defined by (6) is not unique, again ties are broken arbitrarily.
After selecting the files to be cached, the user demands for these files in this time slot are observed. Then, the estimated demands and the counters for cached files are updated.
V. ANALYSIS OF THE REGRET
In this section, we give an upper bound on the regret R(T ) of the learning algorithm m-CAC as given in (3).
The regret bound is based on the natural assumption that expected demands for files are similar for similar contexts. For example, at a similar time of day and for users with similar characteristics, the requests for files will also be similar. Such an assumption is crucial to learn from previous observations and can be captured by the following Hölder condition.
Assumption 1. There exists L > 0, α > 0 such that for all f ∈ F and for all x, y ∈ X , it holds that
where || · || denotes the Euclidian norm in R D .
The Hölder condition allows us to derive a regret bound. Assumption 1 is needed for the analysis of the regret, but it should be noted that m-CAC can even be applied when this assumption does not hold true. However, in such a more general setting, a regret bound might not be guaranteed.
Next, we state our main theorem which shows that the regret of m-CAC is sublinear in the time horizon T , i.e., R(T ) = O(T γ ) with γ < 1. This bound on the regret guarantees that the algorithm has an asymptotically optimal performance, since then lim T →∞
This means, that asymptotically the average number of weighted cache hits is maximized with respect to the benchmark solution given by (2). In detail, the regret of m-CAC can be bounded as follows for any finite time horizon T .
Theorem 1 (Bound for R(T )). Let K(t) = t 2α 3α+D log(t) and h T = T 1 3α+D . If m-CAC is run with these parameters and Assumption 1 holds true, the leading order of the regret is
The proof can be found in our online appendix [35] .
The regret bound given in Theorem 1 is sublinear in the time horizon T , proving that m-CAC asymptotically maximizes the average number of weighted cache hits. Additionally, Theorem 1 is applicable for any finite time horizon T , such that it provides a bound on the loss incurred by m-CAC for any finite number of cache replacement phases. Thus, Theorem 1 provides a characterization of the speed of convergence of the algorithm. Furthermore, from Theorem 1 it can be seen that the regret is a constant multiple of the regret bound for the special case without service differentiation, in which v max = 1 and w max = 1. Hence, also for the case of pure maximization of the number of cache hits, the order of the regret is O(T 2α+D 3α+D log(T )).
VI. MEMORY REQUIREMENTS
The memory requirements of m-CAC are mainly determined by the counters that the algorithm keeps during its runtime. For each set p in the partition P T and each file f , the algorithm keeps the counters N f,p andd f,p . The number of files is |F |. If m-CAC is run with the parameters from Theorem 1, the number of sets in P T is upper bounded by
Hence, the required memory is upper bounded by |F |2 D T D 3α+D and thus sublinear in the time horizon T . This means, that for T → ∞, the algorithm would need infinite memory. However, for practical approaches, only the counters of such sets p have to be kept to which at least one of the connected users' context vectors has already belonged to. Hence, depending on the heterogeneity in the connecting users' context vectors, the required number of counters that have to be kept can be much smaller than given by the upper bound above. 20 
VII. EXTENSIONS
A. Exploiting the Multicast Gain
So far, we assumed that in the delivery phase of each time slot t, upon each content request, the requesting user is served with a file immediately. However, our algorithm can be extended to profit from the broadcast nature of the wireless medium by multicasting, which has been shown to be beneficial for caching in small cell networks [13] . For this purpose, each time slot t is divided into a number of intervals. Within each of the intervals, user requests are monitored and accumulated. Then, after a short waiting time, the user requests that were monitored in the meanwhile are served. By such multicast transmissions, the traffic needed for data transmission is reduced. To exploit knowledge about content popularity learned so far, user requests for files with low estimated demand could, however, still be served immediately. In this way, unnecessary delays are prevented in cases in which another user request and thus a multicast transmission is not expected. Moreover, service differentiation could be taken into account. For example, high-priority users or high-priority content could be served immediately, such that their delay is not increased due to waiting times for multicast transmissions.
B. Rating-Based Context-Aware Proactive Caching
In the previous sections, we assumed that the caching entity performs cache content placement with respect to the demands of the contents, i.e., the number d f (x) of requests, to maximize the number of (weighted) cache hits. However, in case of a CP operating an infostation, his goal might be to cache not only the content that is requested often, but also receives high ratings from his end users. Consider the case that end users rate contents after their consumption in a range [r min , r max ] ⊂ R + . For a context x, let r f (x) be the random variable describing the rating of a user with context x if he requests file f and makes a rating thereafter. 4 Then, we define the random variable
which instead of counting the number of requests, represents the rating of users with context
x if they request a content. By carefully designing the range of possible ratings, the CP can trade-off ratings and cache hits to a greater or lesser extend. With this definition, we can apply the algorithm from Section IV. In this case, m-CAC not only relies on observing the number of achieved cache hits after placing new content into the cache, but additionally, the users' ratings have to be observed in order to learn content popularity in terms of ratings. If the users' ratings are always available, the regret bound from Theorem 1 applies.
However, users might not always reveal a rating after consumption of a content. When the rating of a user is missing, we assume that m-CAC does not update the counters based on this user's request. Hence, if no user within one time slot rates his requested content, m-CAC does not update its counters at all in this time slot. This results in a higher required number of exploration phases. Hence, the regret of the learning algorithm is influenced by the users' willingness to reveal ratings for requested contents. Let q ∈ (0, 1) be the probability that a user reveals his rating after requesting a content. Then, the regret of the learning algorithm is bounded as given below.
Theorem 2 (Bound for R(T ) with missing ratings). Let K(t) = t 2α 3α+D log(t) and h T = T 1 3α+D .
If m-CAC is run with these parameters, Assumption 1 holds true and a user reveals his rating with probability q, the leading order of the regret is O 1 q v max w max mU max R max |F |T 2α+D 3α+D log(T ) .
Comparing Theorem 2 with the result from Theorem 1, the regret of m-CAC is scaled up by a factor 1 q > 1 in case of rating-based context-aware proactive caching with missing ratings. This factor corresponds to the expected number of user requests until the caching entity receives one rating. However, the time order of the regret remains the same. Hence, the algorithm is robust under missing ratings in the sense that if some users refuse to rate requested contents, the algorithm is still asymptotically optimal.
C. Asynchronous User Arrival
So far, we assumed that in one time slot, exactly those users connected to the local caching entity when the user context is monitored, will request files within that time slot after the cache content is updated. However, if users connect to the local caching entity asynchronously, our proposed algorithm should be adapted. If a user directly disconnects after the context monitoring and does not request any file, even though he was considered for cache content placement, it should be taken into account that his vanishing demand results from disconnection, i.e., he should be neglected when updating estimated demands. Hence, in m-CAC, the counters are not updated for disconnecting users. If a user connects to the local caching entity after cache content placement, his context was not considered in the caching decision. However, his requests can be used to learn faster by updating the estimated demands based on his requests. Hence, in m-CAC, the counters are updated based on these requests.
VIII. NUMERICAL RESULTS
In this section, we numerically evaluate the proposed learning algorithm m-CAC by comparing its solution for a real world data set to several reference algorithms.
A. Description of the Data Set
We use a data set from MovieLens to evaluate our presented algorithm. MovieLens is an and 5) and a timestamp. Additionally, demographic information about the users is given: Their gender, age (in 7 categories), occupation (in 20 categories) as well as their Zip-code. For our numerical evaluations, we assume that the movie rating process in the data set corresponds to a content request process of users connected to a local caching entity (see [31] for a similar approach). Hence, a user rating a movie at a certain time in the data set for us corresponds to a request to either the local caching entity (in case the movie is cached at the local caching entity) or to the macro cellular network (in case the movie is not cached at the local caching entity).
This approach is reasonable since users rate movies typically after they watched them.
In our simulations, we use only the data gathered within the first year of the data set, since around 94% of the user ratings were provided within this timeframe, while only very few ratings were made after this first year. Then, we divide a year's time into 8760 time slots of one hour each (T = 8760), assuming that the caching entity updates its cache content at an hourly basis, and assign the user requests to the time slots according to their timestamps. Figure 4 shows that the corresponding content request process is bursty and flattens out towards the end. As context dimensions, we select the dimensions gender and age. 5
B. Reference Algorithms
We compare the performance of m-CAC with five reference algorithms. The first algorithm is the optimum oracle. This algorithm works under the assumption of foresight, i.e., complete knowledge about user demands within the coming time slot. The optimum oracle selects the m files that will yield the highest number of requests within this time slot. 6 The second reference algorithm is called m-UCB, which consists of a variant of the UCB algorithm. UCB is a classical learning algorithm for multi-armed bandit problems [34] , which has logarithmic regret order. However, it does not take into account context information, i.e., the logarithmic regret is with respect to the average expected demand over the whole context space.
While in classical UCB, one action is taken in each period, we modify UCB to take m actions at a time, which corresponds to selecting m files. 5 We neglect the occupation as context dimension since by mapping them to a [0,1] variable, we would have to classify which occupations are more similar to each other than others. 6 Note that the optimum oracle based on foresight yields even better results than the benchmark used to define the regret in (3) . In the definition of regret, the benchmark solution exploits only complete knowledge about expected content demands, instead of foresight of exact future demands. Since we use a data set with unknown expected content demands, we compare here to the optimum oracle.
The third reference algorithm is the m--Greedy. This is a variant of the simple -Greedy [34] algorithm, which does not consider context information. The m--Greedy caches a random set of m files with probability ∈ (0, 1). With probability (1 − ), the algorithm caches the m files with highest to m-th highest estimated demands. These estimated demands are calculated based on previous demands for cached files.
The forth reference algorithm is called m-Myopic. This is an algorithm taken from [17] , which is investigated since it is comparable to the well known Least Recently Used algorithm (LRU) for caching. m-Myopic learns only from one period in the past. It starts with a random set of files and in each of the following periods discards all files that have not been requested in the previous period. Then it replaces the discarded files randomly by other files.
The fifth reference algorithm is called Random. It is a lower bound for the other algorithms, since it caches a random subset of files in each period.
C. Performance Measures
The following performance measures are used in our analysis. The evolution of per-time slot or aggregated number of cache hits allows comparing the absolute performance of the algorithms.
A relative performance measure is given by the cache efficiency, which is defined as the ratio of cache hits compared to the overall demand, i.e., cache efficiency in % = cache hits cache hits + cache misses · 100.
The cache efficiency describes the percentage of user requests which can be served by the files cached at the caching entity. Note that in general, even the optimum oracle cannot serve all user requests because of the limited cache size.
D. Results
In our simulations, we set = 0.09 in m--Greedy, which is the value at which heuristically the algorithm on average performed best. In m-CAC, we set the control function to K(t) = Next, we investigate the impact of the cache size m by varying it between 50 and 400 files.
This range of cache sizes corresponds to about 1.3% to 10.1% of the overall number of files, which is a realistic assumption. All remaining parameters are kept as in the first scenario. Figure 7 shows the overall cache efficiency at the end of the time horizon T as a function of cache size, i.e., the total number of cache hits at T is normalized by the total number of requests. For Now we consider a case of service differentiation, in which two different service types 1 and 2 exist with weights v 1 = 5 and v 2 = 1. Hence, service type 1 should be prioritized due to the higher value it represents. We randomly assign 10% of the users to service type 1 and classify all remaining users as service type 2. Then we adjust all algorithms to take into account service differentiation by incorporating the weights according to the service types. Figure 8 A comparison with Figure 6 shows that the behaviour of the algorithms is similar to the case without service differentiation.
Finally, we investigate the extension of the algorithm to rating-based context-aware proactive caching. We use the same data set as above, but while we neglected the user ratings from the original data set so far by only counting every rating in the original data set as a content request, here, we take the users' ratings into account as defined in (7) . We do not consider service differentiation, but it could be applied here as well. Figure 9 shows the aggregated ratings achieved by all algorithms for a cache size of m = 200 movies as a function of time. The long-term behavior shows that m-CAC outperforms m-UCB and m--Greedy, while m-Myopic and Random perform again much worse.
IX. CONCLUSION
In this paper, we presented a context-aware proactive caching algorithm based on contextual multi-armed bandits for cache content placement at a local caching entity in a wireless network.
To cope with unknown and fluctuating content popularity among the permanently changing local user population, the algorithm regularly observes context information of connected users, updates the cache content and observes the demands for cached content. Thereby, the algorithm learns context-specific content popularity online over time, which allows for a proactive adaptation of cache content according to fluctuating local content popularity. We derived a sub-linear regret bound, which characterizes how fast the algorithm converges to optimal cache content placement and proves that our proposed algorithm asymptotically maximizes the average number of cache hits. Moreover, the algorithm supports customer prioritization. Additionally, the algorithm can be combined with multicast transmissions and it can be extended to allow rating-based caching decisions. Numerical studies showed that by exploiting contextual information, our algorithm outperforms state-of-the-art algorithms in a real world data set.
