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1 Einfu¨hrung
Immer mehr Unternehmen setzen zur Steuerung, Verwaltung und ¨Uberwachung ihrer be-
trieblichen Abla¨ufe ein Prozess–Management–System (PMS) ein. Eine wichtige Voraus-
setzung fu¨r den sinnvollen Einsatz eines PMS ist, dass es die Eigenschaft der Adaptivita¨t
besitzt [RRD04a, SMO00]: Es muss ¨Anderungen der hinterlegten Prozessvorlagen – wir
sprechen hierbei von Schemaevolution – und der sich in Ausfu¨hrung befindlichen Prozesse
zur Laufzeit zulassen, damit die Unternehmen in der Lage sind, flexibel und schnell auf
neue Anforderungen zu reagieren. Prozessoptimierungen, ¨Anderungen der innerbetriebli-
chen Organisation, wie z. B. Auslagern der Produktion ins Ausland, oder neue gesetzliche
Bestimmungen machen Modifikationen der Prozessvorlage notwendig. ¨Anderungen von
Instanzen sind notwendig, um unvorhersehbaren Situationen (z. B. Ausfall von Maschi-
nen) begegnen oder um spa¨te Kundenwu¨nsche noch beru¨cksichtigen zu ko¨nnen.
Adaptivita¨t stellt jedoch hohe Anspru¨che an das PMS: Effiziente Algorithmen mu¨ssen
dafu¨r sorgen, dass die ¨Anderungen nicht zu inkonsistenten Zusta¨nden von Prozessvorlagen
und -instanzen fu¨hren. Modifikationen der Prozessvorlagen mu¨ssen, wo vom Ausfu¨hrungs-
zustand her mo¨glich, auch auf die darauf basierenden Prozessinstanzen propagiert werden
ko¨nnen. Bei verzerrten Instanzen — das sind Instanzen, die sich aufgrund von Adhoc–
¨Anderungen in ihrer Ablaufsstruktur gegenu¨ber der Original–Vorlage unterscheiden —
mu¨ssen zusa¨tzlich Probleme, die sich bei der Migration auf die neue Version aus u¨berlap-
penden Vorlagen- und Instanza¨nderungen ergeben, erkannt und gehandhabt werden. Dabei
du¨rfen die anderen, parallel ablaufenden Funktionen des PMS nicht beeintra¨chtigt wer-
den, selbst wenn in realen Anwendungen tausende von Instanzen migriert werden mu¨ssen.
Hinzu kommt, dass dem PMS fu¨r diese Aufgaben nur eingeschra¨nkt Ressourcen, wie z. B.
Speicher, zur Verfu¨gung stehen. Alle diese Anforderungen verlangen nach einer flexiblen
und ressourcensparenden Architektur sowie nach einer effizienten Implementierung.
Die auf dem Markt erha¨ltlichen Produkte bieten entweder gar keine oder nur eingeschra¨nk-
te ¨Anderungsmo¨glichkeiten zur Laufzeit oder erfu¨llen die angesprochenen Anforderungen
nur unzureichend. Wir entwickeln in unserem Projekt ADEPT ein PMS der na¨chsten Ge-
neration, welches ¨Anderungen zur Laufzeit vollsta¨ndig unterstu¨tzt. Die formalen Grundla-
gen hierfu¨r haben wir in fru¨heren Vero¨ffentlichungen beschrieben [RRD03, RRD04b]. In
diesem Beitrag stellen wir einen ersten Architekturansatz vor, der ¨Anderungen von Instan-
zen und Prozessvorlagen ermo¨glicht, wie z. B. das Einfu¨gen und Lo¨schen von Aktivita¨ten,
Sync-Kanten und Datenelementen, der die Migration effizient unterstu¨tzt und der einen ge-
ringen Speicherbedarf aufweist. Er wurde von uns in einem neuen Prototyp implementiert,
der auf dem Workshop ebenfalls demonstriert werden soll.
2 Schema- und Instanzobjekte in adaptiven PMS
Ein in der Literatur (vgl. [We01]) vorgeschlagener Implementierungsansatz von Prozess-

































Abbildung 1: Die Repra¨sentation von Instanzen eines Prozess-Typs
(u. a. Kontroll- und Datenfluss) in einem Objekt, der Prozessvorlage, gekapselt, das den
Prozesstyp repra¨sentiert. Die Instanz–Objekte, welche Prozessinstanzen repra¨sentieren,
enthalten selbst nur Laufzeitinformationen, wie den Ausfu¨hrungsstatus von Aktivita¨ten
und logisch, nicht unbedingt physisch, den Inhalt der Datenelemente. Die Typzugeho¨rig-
keit wird durch eine Referenz auf das entsprechende Prozessvorlagen–Objekt ausgedru¨ckt.
Alle Instanzen eines Prozesstyps referenzieren das gleiche Vorlagen–Objekt. Dieser An-
satz soll als Ausgangsbasis dienen. Gegenu¨ber der Variante, fu¨r jede Instanz die jeweilige
Prozessbeschreibung redundant zu speichern, resultiert ein erheblich geringerer Speicher-
platzbedarf bei großer Instanzzahl. Ein weiterer Vorteil ist, dass sich damit auch signifikant
Rechenzeit einsparen la¨sst, da strukturvera¨ndernde Operationen bei einer Schemaevoluti-
on nur einmal auf die Prozessvorlage angewendet werden mu¨ssen, bei der anderen Variante
dagegen auf jede einzelne Prozessinstanz.
Bei dieser Implementierung darf allerdings die Schemaa¨nderung nicht direkt auf dem
Vorlagen–Objekt ausgefu¨hrt werden, welches die aktuelle Version repra¨sentiert. Die Pro-
pagation der Schemaa¨nderungen auf Instanzen wu¨rde zwar damit in einem Vorgang erfol-
gen, aber dann ko¨nnten auch Instanzen fa¨lschlicherweise migriert werden, die fu¨r diese
¨Anderungen zu weit fortgeschritten sind. In Abb. 2 laufen Instanzen I1 und I2 auf der-
selben Vorlage S1, wobei I1 weiter fortgeschritten ist als I2. Da die Aktivita¨t A2 bei I1
schon ausgefu¨hrt worden ist, ist I1 unvertra¨glich mit der neuen Version von S1, bei der
vor A2 die Aktivita¨t A12 eingefu¨gt wird. Wird nun die ¨Anderung direkt auf S1 ausgefu¨hrt,
so migriert zwar I2 ordnungsgema¨ß, aber Instanz I1 folgt verbotenerweise ebenfalls dem
neuen Schema, da sie weiterhin S1 referenziert. Eine Inkonsistenz ist die Folge: A2 von I1
wurde abgearbeitet, bevor die Vorga¨ngeraktivita¨t A12 ausgefu¨hrt worden ist.
Die Koexistenz von Instanzen neuer und alter Form kann sichergestellt werden, indem eine
Kopie des Vorlagen–Objekts angelegt wird, daran die Modifikationen ausgefu¨hrt werden











































Vor der Migration Nach der Migration
Abbildung 2: Unerlaubte Migration der Instanz I1 bei der direkten Aba¨nderung der Vorlage S1
besteht der Migrationsvorgang aus dem “Umbiegen” der Referenz auf die neue Version.
2.1 Repra¨sentationsvariante fu¨r verzerrte Instanzen
Wie lassen sich mit obigen Implementierungsvorschlag instanzbezogene Adhoc–Modi-
fikationen abbilden? Eine Mo¨glichkeit ist es, eine Kopie des entsprechenden Vorlagen–
Objekts anzufertigen, die ¨Anderungen darauf anzuwenden und dann die Instanz auf dieses
Schema umzubiegen. Von Nachteil ist, dass damit die urspru¨ngliche Prozesstyp–Zugeho¨-
rigkeit verloren geht: Die verzerrte Instanz referenziert nicht mehr das urspru¨ngliche Vor-
lagen-Objekt S1, obwohl sie noch von dem durch dieses Objekt beschriebenen Prozesstyp
abstammt. Ohne zusa¨tzliche Vorkehrungen wird die Instanz bei einer spa¨teren Schemaevo-
lution nicht mehr beru¨cksichtigt. Hinzu kommt, dass dieser Ansatz zu der anfangs erwa¨hn-
ten Lo¨sung, bei der in jeder Instanz der gesamte Prozessablauf hinterlegt ist, degeneriert,
wenn mehr und mehr Instanzen individuell abgea¨ndert werden. Beru¨cksichtigt man aber,
dass bei Instanza¨nderungen i. A. nur ein kleiner Teil des urspru¨nglichen Prozessschemas
angepasst wird, so la¨sst sich eine alternative Strategie zur Repra¨sentation verzerrter Instan-
zen anwenden: Man speichert bei jeder modifizierten Instanz nur die Abweichungen vom
urspru¨nglichen Schema. Diese ko¨nnen auf zweierlei Arten repra¨sentiert werden, entweder
durch die ¨Anderungsoperationen selbst oder durch eine Delta–Schicht. Aus Platzgru¨nden
wenden wir uns gleich dem aus unserer Sicht besseren Konzept zu: der Delta-Schicht.
Abb. 3 verdeutlicht das Konzept der Delta–Schicht. Sie wird durch ein Objekt repra¨sen-
tiert, das die gleichen Schnittstellen wie das Prozessvorlagen–Objekt besitzt und daher
nach außen hin die gleichen Operationen anbietet. Der Unterschied zum eigentlichen
Vorlagen–Objekt besteht darin, dass es nicht den gesamten Prozess–Graphen wiedergibt,
sondern nur die Ausschnitte, die durch instanzbezogene Modifikationen gea¨ndert wurden.
Zusammen mit dem Original–Vorlagen–Objekt, das den Prozesstyp der Instanz bestimmt,
repra¨sentiert das Delta–Schicht–Objekt das gegenu¨ber der Prozessvorlage abgea¨nderte
Laufzeitschema der modifizierten Instanz. Das Instanz–Objekt, das die gea¨nderte Instanz
repra¨sentiert, referenziert dann nicht mehr, wie in Abb. 3 anhand von I1 gezeigt, das ent-
sprechende Vorlagen–Objekt, sondern das Delta–Schicht–Objekt. Erst das Delta–Schicht–




























Abbildung 3: Das Konzept der Delta-Schicht
Typzugeho¨rigkeit von I1 zum Prozesstyp S1. Die unvera¨nderten Instanzen (z. B. Instanz
I2) referenzieren das originale Prozessvorlagen–Objekt weiterhin direkt. Bei modifizierten
Instanzen werden deshalb Anfragen, wie
”
Gib mir alle direkten Nachfolgeaktivita¨ten von
Aktivita¨t Z!“, zuerst an die Zwischenschicht gerichtet, bei unvera¨nderten dagegen direkt
an das originale Vorlagen–Objekt.
Wie die Delta–Schicht realisiert werden kann, ha¨ngt von der Repra¨sentation der Kno-
ten und Kanten des Prozess–Graphen ab. In unserer Implementierung existieren keine
Kanten–Objekte. Wir speichern zu jeder Aktivita¨t die IDs der Vorga¨nger- und Nachfol-
geraktivita¨ten und stellen dadurch implizit den Kontrollfluss her. Vor einer dynamischen
¨Anderung werden alle Aktivita¨ten–Objekte automatisch in die Delta–Schicht kopiert, die
von der ¨Anderung betroffen sind. Diese wird dann auf den Kopien durchgefu¨hrt. Um z. B.
die Aktivita¨t A23 sequentiell zwischen die Nachbaraktivita¨ten A2 und A3 einzufu¨gen,
werden zuerst die Aktivita¨ten–Objekte A2 und A3 komplett, inklusive der ID, kopiert und
als A2* und A3* in die Delta–Schicht eingefu¨gt1. A2 und A3 mu¨ssen kopiert werden, da
sich ihre Nachfolger- bzw. Vorga¨ngermengen a¨ndern. Danach wird das Aktivita¨ten–Objekt
A23 in der Delta–Schicht angelegt. Schließlich wird A23 sequentiell zwischen A2* und
A3* eingereiht, indem die Vorga¨nger- und Nachfolgerlisten von A2*, A3* und A23 ent-
sprechend angepasst werden. In einer Implementierung mit Kanten–Objekten mu¨ssen fu¨r
die Einfu¨ge–Operation nicht A2 und A3 in die Delta–Schicht kopiert werden. Es werden
nur A23 und die Kantenobjekte fu¨r die Verbindungen A2→A23 und A23→A3 angelegt.
Zusa¨tzlich muss A2→A3 noch als gelo¨scht markiert werden.
Zur Beantwortung der obigen Anfrage
”
Gib mir alle direkten Nachfolgeaktivita¨ten von
Aktivita¨t Z!“ sieht die Delta–Schicht bei der Implementierung ohne Kanten–Objekte zu-
erst nach, ob sie ein Aktivita¨ten–Objekt mit entsprechender ID gespeichert hat. Wenn ja, so
gibt sie dessen Nachfolgerliste zuru¨ck. Ansonsten leitet sie die Anfrage an das referenzier-
te Prozessvorlagen–Objekt weiter. Im Falle der Implementierung mit Kanten–Objekten
holt sich die Delta–Schicht erst einmal alle Kanten–Objekte von der Prozessvorlage, in
denen die Aktivita¨t Z als Quelle verzeichnet ist. Dann entfernt sie aus dieser Menge alle
als gelo¨scht markierten Kanten und vereinigt sie mit der Menge der durch die Adhoc–
Modifikationen neu hinzugekommenen Kanten mit Z als Quelle. Die Menge entha¨lt nun
1Der Stern soll nur zum besseren Versta¨ndnis beitragen.
2.2 Migration verzerrter Instanzen
Wie la¨sst sich nun eine verzerrte Instanz auf eine neue Version der zugrunde liegenden
Vorlage migrieren, wenn sich die Schema- und Instanz- ¨Anderungen nicht u¨berlappen?
Ein Ansatz ist es, die Referenz auf das Vorlagen–Objekt in der Delta–Schicht auf die neue
Version “umzubiegen”. Dies kann aber bei der Implementierungsvariante ohne Kanten–
Objekte zu Problemen fu¨hren: A1, A2 und A3 seien drei sequentielle Aktivita¨ten. Das
Einfu¨gen eines Knoten A23 zwischen A2 und A3 auf Instanz–Ebene fu¨hrt dazu, das eine
Kopie A2* von A2 in der Delta-Schicht angelegt und darin die ID von A23 anstelle der
ID von A3 in die Nachfolgerliste aufgenommen wird. Durch Einfu¨gen der Aktivita¨t A12
zwischen A1 und A2 auf Schema–Ebene wird die ID von A1 durch die ID von A12 in
der Vorga¨ngerliste von A2 ersetzt. Die Anfrage
”
Gib mir die direkten Vorga¨nger von A2“
liefert jedoch weiterhin A1 als Vorga¨nger, da die Delta–Schicht die Vorga¨ngerliste von
A2* zuru¨ckgibt, die aber durch die Schemaevolution nicht angepasst wurde und deshalb





















Abbildung 4: Migration von verzerrten Instanzen bei Implementierungen ohne Kantenobjekte
Eine Lo¨sung dieses Problems besteht darin, auf das Vorlagen–Objekt, das die neue Version
des Schemas repra¨sentiert, ein leeres Delta–Schicht–Objekt aufzusetzen, darauf dann die
gleichen dynamischen ¨Anderungen anzuwenden und es schließlich von dem entsprechen-
den Instanz–Objekt zu referenzieren. Da bei dieser Vorgehensweise das Einfu¨gen von A12
vor dem Einfu¨gen von A23 erfolgt, weist A2 schon vor dem Kopieren in die Delta–Schicht
A12 als seinen Vorga¨nger aus. Nach dem Kopieren gilt daher das Gleiche fu¨r die Kopie
A2* von A2. Die Anfrage wird somit korrekt beantwortet. Die Abfolge der auf Instanz-
und Typebene vorgenommenen ¨Anderungen zu vertauschen war zula¨ssig, da vorausgesetzt
wurde, dass sich die ¨Anderungen nicht u¨berlappen.
Bei der Implementierung mit Kantenobjekten tritt das Problem des “vergessenen” Vor-
ga¨ngers nicht auf: Die Delta–Schicht entha¨lt hier durch das dynamische Einfu¨gen von
A23 — abgesehen vom Aktivita¨ten–Objekt fu¨r A23 — nur die neuen Kanten A2→A23
und A23→A3. A2→A3 wird dagegen als aufgehoben markiert. Auf Schema–Ebene wer-
den beim Einfu¨gen von A12 die Kante A1→A2 komplett entfernt und dafu¨r A1→A12 und
A12→A2 eingefu¨gt. Zur Bearbeitung der obigen Anfrage holt sich die Delta–Schicht erst
alle Kanten mit A2 als Ziel von der Prozessvorlage. Das Vorlagen–Objekt gibt in diesem
Beispiel nur A12→A2 an die Delta–Schicht zuru¨ck. Da die Kante in der Delta–Schicht
nicht als gelo¨scht markiert ist und dort keine weiteren Kanten mit A2 als Ziel vermerkt
sind, liefert die Delta–Schicht schließlich A12 als Vorga¨ngeraktivita¨t von A2. Die Variante
mit den Kanten–Objekten hat jedoch den Nachteil, dass immer ein Zugriff auf das zugrun-
deliegende Vorlagen–Objekt notwendig ist, um die ein- oder ausgehenden Kanten einer
Aktivita¨t zu bestimmen. Bei der anderen Variante entfa¨llt dieser Zugriff auf das Vorlagen–
Objekt, wenn die entsprechende Aktivita¨t bereits in der Delta–Schicht vorhanden ist.
3 Zusammenfassung und Ausblicke
Mit dem skizzierten Ansatz liegt eine u¨bersichtliche interne Repra¨sentation von Prozess-
vorlagen und Instanzen vor, mit der sich die Migration von unvera¨nderten und sogar dy-
namisch abgea¨nderten Instanzen einfach realisieren la¨sst. Der Migrationsvorgang ist auch
schnell und effizient, da er bei diesem Ansatz meistens nur aus dem Umha¨ngen von Re-
ferenzen besteht. Außerdem konnte der Speicherbedarf gegenu¨ber anderen Ansa¨tzen stark
reduziert werden, da auf Wiederverwendung gesetzt wurde — dasselbe Prozessvorlagen–
Objekt wird z. B. von mehren Instanzen referenziert — und da die Delta-Schicht nur
abgea¨nderte Abschnitte des Prozessgraphen speichert. Diese Eigenschaften sprechen fu¨r
einen Einsatz in der Praxis. Der Delta-Schicht-Ansatz zur Repra¨sentation der Abwei-
chung eines Instanzschemas gegenu¨ber der Vorlage und der vorgestellte Migrationsablauf
ko¨nnen prinzipiell uneingeschra¨nkt auf andere Workflow-Modelle u¨bertragen werden. Da
aber nur Instanzen migriert werden du¨rfen, bei denen die ¨Anderungen mit dem bisheri-
gen Prozessablauf vereinbar sind, mu¨ssen Informationen sowohl u¨ber den momentanen
Ausfu¨hrungsstand als auch u¨ber den bisherigen Verlauf vorliegen. Damit ist die ¨Ubertra-
gung nur auf Workflow-Modelle sinnvoll, die entsprechende Informationen bereitstellen
(siehe z. B. [RRD04a]). Der pra¨sentierte Ansatz muss jedoch noch erweitert werden, um
weitere Anforderungen, die ein Einsatz in Produktivsystemen mit sich bringt, zu erfu¨llen.
Es mu¨ssen u. a. darauf abgestimmte Sperrverfahren entwickelt werden, um den nebenla¨ufi-
gen Zugriff sowohl auf Prozessvorlagen als auch auf Instanzen zu koordinieren. Beispiels-
weise muss abgefangen werden, dass ein Benutzer eine Instanz zu modifizieren beginnt,
die gerade im Begriff ist zu migrieren. Auch muss untersucht werden, wie eine Migration
durchgefu¨hrt wird, wenn eine Instanz partitioniert von mehreren Prozess–Engines aus-
gefu¨hrt wird. Außerdem haben wir bisher bei der Migration von verzerrten Instanzen die
Einschra¨nkung gemacht, dass sich die Schema- und die Instanza¨nderungen nicht u¨berlap-
pen du¨rfen. An diesen und weiteren Aspekten arbeiten wir derzeit sehr intensiv.
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