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Naslov: Mobilna aplikacija za oceno telesne zmogljivosti
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V diplomskem delu smo želeli z mobilno aplikacijo na priročen način upo-
rabniku približati izvajanje testa telesne zmogljivosti. Telesna zmogljivost
je mera za izražanje dosega najvǐsje meje fizičnega napora pri posamezniku.
Izrazimo jo s količino V O2max. Normativne vrednosti V O2max se razliku-
jejo glede na starost in spol osebe. Nižja kot je vrednost, večje je tveganje za
nastanek kroničnih bolezni. Najzanesljiveǰse meritve telesne zmogljivosti so
izvedene v laboratorijih pod strokovnim nadzorom. Uporabniku natančneǰso
obliko izračuna ocene V O2max trenutno predstavljajo športne ure, ki im-
plementirajo poseben algoritem. Omogočajo testiranje s statičnimi testi (na
ergometru) ali s testi na prostem. V okviru diplomskega dela smo implemen-
tirali algoritem za izračun količine V O2max v programskem jeziku Matlab in
aplikacijo za mobilno platformo Android v Javi. Pri tem smo se zgledovali po
patentu algoritma, ki ga implementirajo športne ure proizvajalcev Garmin in
Suunto. Poleg tega smo v teoretičnem delu želeli bralcu približati podroben
postopek, ki je potreben za izvedbo testa telesne zmogljivosti.
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The goal of this diploma thesis is to bring the ability of testing their fitness
level closer to regular users by implementing a mobile application. Physical
fitness V O2max is a measure for reaching the highest physical strain of a
testee. Normative values V O2max differentiate depending on person’s age
and gender. The lower this value, the higher the risk for chronic illnesses.
The most reliable measurements of V O2max are held in laboratories under
professional surveillance. A more user-friendly and accurate form of calcu-
lating the V O2max estimate are sports watches, which implement a special
algorithm. They offer testing of a person’s fitness with static tests (on an
ergometer) or with outdoor tests. Within the thesis, we implemented an algo-
rithm for calculating V O2max in the Matlab programming language and an
application for the Android platform in Java. In doing so, we were inspired
by the patented algorithm implemented by sports watches from Garmin and
Suunto brands. In the theoretical part of the thesis, we wanted to bring the
reader closer to the detailed procedure required to perform a fitness test.




Količina V O2max določa največji volumen (V ) kisika (O2), ki ga je posa-
meznik sposoben izkoristiti med vadbo. Izraženo drugače, določa največjo
kapaciteto opravljenega aerobnega dela med intenzivnim in maksimalnim
naporom. V O2max predstavlja standardno mero za aerobni kondicijski nivo
osebe [20] in izraža doseg najvǐsje meje fizičnega napora pri posamezniku.
Vpliva tudi na njegovo zdravje in kvaliteto življenja. Zanjo lahko zasledimo
izraze, kot so maksimalna poraba kisika, maksimalna aerobna kapaciteta ali
maksimalna aerobna moč. Povezana je s funkcionalno kapaciteto srca, pljuč,
ožilja in mǐsic. Vǐsjo vrednost V O2max kot posameznik doseže, bolǰse je
za njegovo zdravje. Lahko bi ga označili tudi kot napovedovalca tveganja
za nastanek kroničnih bolezni. V tabeli 1.1 smo našteli nekaj primerov ak-
tivnosti z zahtevanim VO2. Osnovne aktivnosti, kot sta spanje in sedenje,
zahtevajo nižje vrednosti, medtem ko hiter tek zahteva vǐsjo vrednost VO2
in posledično bolǰso fizično pripravljenost posameznika.
V zadnjih letih je količina V O2max postala prepoznavna tudi med ama-
terskimi športniki, predvsem na račun pametnih ur vǐsjega cenovnega ra-
zreda, ki so preplavile tržǐsče. Kljub temu, da te naprave uporabniku vrnejo
končni izračun, so uporabniki pogosto prepuščeni sami sebi v raziskovanju
pomena dobljenega rezultata. To predstavlja dodatni izziv za naše diplomsko
delo, saj uporabniku ne želimo ponuditi zgolj orodja za merjenje rezultata,
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ampak tudi predstaviti, kaj rezultat pomeni. To nam podaja motivacijo, da
podrobneje razǐsčemo to področje in ponudimo poglobljen opis količine in
njenega izračuna.
Telesna aktivnost Zahtevani VO2
Spanje 3
Sedeče delo za računalnikom 6
Hoja 11
Hoja po stopnicah 16
Tek [9 km/h] 31
Tek [15 km/h] 51
Tabela 1.1: VO2 [mL/(kg · min)] za posamezne telesne aktivnosti [20].
Enota za relativno izražanje V O2max so mililitri kisika na kilogram te-
lesne teže na minuto ( mL
kg·min). Pri absolutnem načinu izražanja je kriterij
za merjenje zmogljivosti največja količina porabljenega kisika na časovno
enoto ( L
min
). Vrednosti V O2max se razlikujejo od človeka do človeka, saj
smo različno športno aktivni in vsak ima svojo sliko zdravstvenega stanja.
Okvirno te vrednosti znašajo med 10 mL
kg·min (pri srčnih bolnikih) in 90
mL
kg·min
(pri vrhunskih športnikih). Telesna zmogljivost s starostjo povečini upada.
Količina V O2max velja za najbolj natančno na področju ocenjevanja in-
tenzivnosti aerobne aktivnosti [19]. V O2max in srčni utrip imata med sabo
dobro vzpostavljen odnos. Srčni utrip osebe izmerimo na lahek in varen
način. Uporaben je pri posrednih ocenah V O2max.
Vrednost V O2max neposredno izračunamo z nadzorovanimi obremenil-
nimi kardiorespiratornimi testi. Učinkovitost vadbe je odvisna od celostnega
fiziološkega in funkcionalnega stanja respiratornega, kardiovaskularnega in
mǐsično-skeletnega sistema. Izbira tipa vadbe lahko vpliva na rezultat in
končno oceno V O2max [24]. Kardiorespiratorni testi potekajo v laboratori-
jih na ergometru (tekaška steza ali stacionarno kolo).
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Bistvo kardiorespiratornega testa je postopno povečevanje intenzivnosti
vadbe. Obenem potekajo meritve pretoka plinov in koncentracije kisika ter
ogljikovega dioksida v vdihanem in izdihanem zraku. Tako testiranje je
varno, kadar so upoštevani pregled testiranca in napotki za testiranje ter
kadar je prisotno usposobljeno osebje [24]. Pred začetkom izvajanja je po-
trebno kraǰse ogrevanje. Intenzivnost testa se nato povečuje, dokler posame-
znik lahko vzdrži. Ko ne more več nadaljevati, je dosegel točko izčrpanosti.
Na tej točki se test ustavi. V primeru, da testiranec ne doseže svojega ma-
ksimuma, prave vrednosti V O2max ne moremo izračunati.
Primer stopnjevalnega testa je Conconi test za kolesarje [10]. Preden se
test začne, vsak posameznik izvede 10 minutno lahko ogrevanje. Pri stareǰsih
mladincih in članih se test začne pri obremenitvi 100 W in nadaljuje s posto-
pnim dvigom obremenitve 20 W na minuto, brez prekinitev. Pri mladinkah
in mlaǰsih mladincih se obremenitev začne s 60 W in se stopnjuje 15 W vsako
minuto. Po koncu testa sledi 5 minutno ohlajanje pri obremenitvi 25 W.
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1.1 Motivacija in cilji
Motivacija za diplomsko delo je omogočiti testiranje kondicijske zmogljivo-
sti V O2max s pomočjo pametnega telefona z operacijskim sistemom An-
droid in športnega traku za merjenje srčnega utripa. Trenutno posamezniku
poleg laboratorijskih testov dobro alternativo predstavljajo različne športne
ure proizvajalcev, kot sta Garmin in Suunto. Te vsebujejo algoritem, ki na
osnovi premikanja človeka in njegovega srčnega utripa s pomočjo segmen-
tacije podatkov izračuna približno oceno V O2max. Take športne ure si ne
more privoščiti vsak, saj znaša cena nove ure približno 500 EUR. Zato smo
se lotili implementacije preprostega testa za izračun V O2max v Matlabu in
implementacije testa v Android aplikaciji. Ta preprost test je uporaben za
rekreativne športnike in trenerje v klubih z nizkim proračunom. Osnovni na-
men našega testa je testirancu podati njegovo oceno telesne zmogljivosti, ta
pa je odvisna od starosti. Normativne vrednosti V O2max so predstavljene v
tabeli 1.2 za moške in v tabeli 1.3 za ženske.
Starost
Ocena 18-25 26-35 36-45 46-55 56-65 65+
odlično > 60 > 56 > 51 > 45 > 41 > 37
dobro 52-60 49-56 43-51 39-45 36-41 33-37
nad povprečjem 47-51 43-48 39-42 36-38 32-35 29-32
povprečno 42-46 40-42 35-38 32-35 30-31 26-28
pod povprečjem 37-41 35-39 31-34 29-31 26-29 22-25
slabo 30-36 30-34 26-30 25-28 22-25 20-21
zelo slabo < 30 < 30 < 26 < 25 < 22 < 20
Tabela 1.2: Normativne vrednosti V O2max za moške
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Starost
Ocena 18-25 26-35 36-45 46-55 56-65 65+
odlično > 56 > 52 > 45 > 40 > 37 > 32
dobro 47-56 45-52 38-45 34-40 32-37 28-32
nad povprečjem 42-46 39-44 34-37 31-33 28-31 25-27
povprečno 38-41 35-38 31-33 28-30 25-27 22-24
pod povprrečjem 33-37 31-34 27-30 25-27 22-24 19-21
slabo 28-32 26-30 22-26 20-24 18-21 17-18
zelo slabo < 28 < 26 < 22 < 20 < 18 < 17
Tabela 1.3: Normativne vrednosti V O2max za ženske
Glavni cilj naloge je izdelava mobilne aplikacije za testiranje telesne zmo-
gljivosti s povratno informacijo o telesni zmogljivosti uporabnika. Ta mu je
lahko v pomoč pri nadaljnji izbiri rekreacije. Test bo lahko ponovil večkrat
in na različne načine ter tako spremljal svoj kondicijski napredek. Podatke
o poteku testa in končni rezultat si bo na koncu lahko shranil na telefon.
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Poglavje 2
Pregled testov za oceno telesne
zmogljivosti
V tem poglavju se seznanimo s patentom aplikacije Firstbeat Technologies,
obstoječimi protokoli testiranja in enačbami za izračun telesne zmogljivosti.
V veliko pomoč so nam različni članki, saj vsebujejo informacije o poteku
testiranja tako pri splošni populaciji, kot tudi specifično pri stareǰsih ljudeh.
Prav tako naredimo analizo obstoječih aplikacij na trgu.
2.1 Test Firstbeat Technologies
V preteklosti se je test ocenjevanja posameznikove telesne zmogljivosti večino-
ma izvajal v nadzorovanem okolju in z drago opremo [28]. Podjetje First-
beat Technologies je s patentom aplikacije naredilo velik korak naprej in test
približalo širši populaciji. Algoritem njihovega patenta pomaga oceniti po-
sameznikovo telesno sposobnost. Sedaj ga implementira več vrst športnih ur
različnih proizvajalcev.
Protokol opravljanja testa je preprost, v ozadju pa se izvedejo komple-
ksni izračuni in postopki. Pred začetkom testa si uporabnik izbere način
vadbe (hoja, tek, kolesarjenje ...), se ogreje in nato samostojno izvede test.
Algoritem patenta usklajuje meritve srčnega utripa in hitrosti med trenin-
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gom. Za oceno zmogljivosti zadostujejo že natančni podatki meritev enega
opravljenega testa.
Postopek izračuna V O2max, ki ga izvaja algoritem patenta [28]:
1. Uporabnik vnese svoje osebne podatke (npr. starost in maksimalni
srčni utrip).
2. Nato začne izvajati test na ergometru. Med postopkom aplikacija pri-
dobiva podatke o srčnem utripu, naklonu, moči in hitrosti.
3. S pomočjo enačb, ki jih določa združenje ACSM (American College of
Sports Medicine) [24], aplikacija po končanem testu iz hitrosti, naklona
in moči oceni vrednost VO2.
4. Sledi postopek segmentacije, kjer algoritem zbrane podatke uvrsti v
različna območja srčnega utripa glede na vhodne podatke in zanesljivost
različnih podatkovnih segmentov.
5. Za izračun V O2max algoritem uporabi najzanesljiveǰse segmente. Z
linearno regresijo nato določi odvisnost med srčnim utripom in VO2.
2.1.1 Algoritem v športnih urah
Skupina znanstvenikov z univerze Southern Illinois Edwardsville je leta 2017
ocenila natančnost izračuna V O2max športnih ur Garmin [30] s pomočjo
laboratorijskega testa V O2max pri tekačicah in tekačih. Testiranci so nato
z uporabo športnih ur izračunali V O2max v 10-minutnem prostem teku.
Ugotovili so, da sta uri Garmin Forerunner 230MAX in 235MAX izme-
rili V O2max znotraj intervala −0.3 ± 3.4 mLkg·min , p = 0.02 (230MAX) in
−1.1 ± 4.0 mL
kg·min , p = 0.026 (235MAX) za tekačice in −1.1 ± 3.4
mL
kg·min , p =
0.149 (230MAX) in −3.2±4.2 mL
kg·min , p = 0.002 (235MAX) za tekače. Čeprav
je znotraj moške skupine večja variabilnost, so naprave pri napovedovanju
vrednosti V O2max precej natančne in se lahko uporabljajo za oceno V O2max
izven laboratorija.
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2.2 Enačbe za napoved V O2max pri teku
Količina VO2 je odvisna od trenutne hitrosti v (v km/h), trenutnega naklona
terena θ (v stopinjah), trenutne moči P (v Wattih) in telesne teže m (v kg)
[24, 17]. Obstaja kar nekaj različnih enačb za oceno te vrednosti, ki so prila-
gojene za različne športne aktivnosti. Nekatere je objavilo združenje ACSM.
Za nas je posebej zanimiva enačba za oceno VO2 pri teku po razgibanem
terenu:
VO2 = 3.33 · v + 15 · tan(θ) · v + 3.5. (2.1)
Pojavljati so se začela vprašanja o točnosti enačb za posredno oceno tele-
sne zmogljivosti. V ta namen je bilo narejenih nekaj raziskav, ki so prǐsle
do ključnih ugotovitev. V študiji [17] so avtorji primerjali enačbe za po-
sredno oceno V O2max (s strani ACSM) z neposredno izmerjeno vrednostjo
V O2max. Glavna ugotovitev te študije je, da posredna ocena preceni vre-
dnost V O2max in je ta bistveno večja od dejansko izmerjene vrednosti za
14.6 % (p < 0.05). Avtorji tako zaključijo, da je testiranje s kardiorespira-
tornim testom edini način neposredne ocene V O2max. Kljub temu je ocena
zmogljivosti na podlagi enačb nedvomno uporabna zaradi nizkih stroškov.
Leta 2017 so opravili študijo [16] in tudi s to dokazali, da enačbe s strani
ACSM vodijo k precenjenosti VO2, zlasti pri vǐsjih stopnjah napora. V delu
so avtorji z merjenjem funkcionalne prostornine pljuč ocenili največji vnos
kisika (V O2max) pri 7983 navidez zdravih osebah. Nato so za identifikacijo
najpomembneǰsih spremenljivk in oblikovanje bolǰsega napovednega modela
za V O2max uporabili linearno regresijo z več spremenljivkami. Tako so iz
napovednega modela oblikovali novo enačbo za oceno VO2, ki prav tako
upošteva hitrost v (km/h) in naklon θ (stopinje):
VO2 = 2.833 · v + 13.667 · tan(θ) · v + 3.5. (2.2)
Napaka napovedi V O2max z uporabo enačbe 2.2 je 5.1±18.3% in je štirikrat
manǰsa od napake, ki je povezana z enačbo 2.1 (21.4 ± 24.9 %)).
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2.3 Preprosti testi za napoved V O2max
Za neposredno merjenje V O2max potrebujemo laboratorij, drago opremo,
čas in prisotnost strokovnjakov ter visoko motiviranost testirancev. Labora-
torijske meritve postanejo nepraktične, če želimo testirati večje skupine ljudi.
V ta namen so razvili različne teste za oceno telesne zmogljivosti. Združenje
ACSM [24] je pripravilo nekaj testov na prostem:
1. Test hoje/teka v dolžini 2400 m: testiranec poskuša v najkraǰsem
možnem času prehoditi ali preteči (lahko tudi kombinira) razdaljo 2400
m po ravnem terenu z utrjeno podlago. V O2max na osnovi tega testa
izračunamo po naslednji enačbi:
V O2max = 3.5 + 483/t (2.3)
kjer t pomeni dosežen čas v minutah:
2. Cooperjev test: testiranec poskuša v 12 minutah preteči ali prehoditi
(lahko tudi kombinira) čim večjo razdaljo po ravnem terenu z utrjeno
podlago. V O2max na osnovi tega testa izračunamo po naslednji enačbi:
V O2max = (d− 504.9)/44.73 (2.4)
kjer d pomeni doseženo razdaljo v metrih.
3. Rockportov test: testiranec poskuša prehoditi (ne sme teči) razdaljo
1600 m v čim kraǰsem času, na ravni in utrjeni podlagi. Pri tem testu
testiranec uporablja napravo za merjenje srčnega utripa. V O2max na
osnovi tega testa izračunamo po naslednji enačbi:
V O2max = 1332.853 − (0.1692 ·m) − (0.3877 · h)+
(6.315 · S) − (3.2649 · t) − (0.1565 ·HR)
(2.5)
pri čemer je
• m: telesna teža testiranca v kg,
• h: starost testiranca v letih,
• S: spol testiranca, kjer je S = 0 za ženske in S = 1 za moške,
• t: dosežen čas v minutah,
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• HR: povprečen srčni utrip v zadnji minuti testa.
2.4 Ocenjevanje V O2max pri stareǰsih
Dobra telesna zmogljivost je pomembna za kvalitetno življenje vsakega po-
sameznika, v vseh njegovih starostnih obdobjih. Vrednosti V O2max pa s
starostjo upadajo. Da bi lahko prǐsli do ocene te vrednosti tudi pri stareǰsi
populaciji, so se lotili priprave posebnih protokolov za testiranje in oceni-
tvenih enačb. V članku [21] raziskujejo natančnost in pristranskost enačb
za ocenjevanje V O2max pri stareǰsih. Za primer so vzeli enačbo s strani
združenja ACSM 2.6 in Fosterjevo enačbo 2.7. Želeli so ugotoviti, katere
spremenljivke vplivajo na kondicijsko pripravljenost stareǰse populacije, ki se
ne rekreira redno. V raziskavi je sodelovalo 171 posameznikov, starih med 65
in 78 let. Za izvedbo testa so uporabili prilagojen protokol in tekaško stezo.
Prva uporabljena napovedna enačba je bila enačba za hojo, s strani
združenja ACSM:
V O2max = (0.1 · v) + (1.8 · v · d) + 3.5 (2.6)
kjer d predstavlja naklon steze in v hitrost (km/h).
Nato je Foster v raziskovanju bolj primerne rešitve za stareǰso populacijo
s sodelavci razvil drugačno in prilagojeno napovedno enačbo. Ta dopušča
testirancem, da se med izvajanjem testa z rokami lahko oprejo na držala ob
strani steze.
V O2max = 0.694 · ((0.1 · v) + (1.8 · v · d) + 3.5) + 3.33 (2.7)
kjer d predstavlja naklon steze in v hitrost (km/h).
Rezultati so pokazali, da enačba po ACSM pri vǐsjih kondicijskih nivojih
precenjuje vrednosti V O2max. Fosterjeva enačba na drugi strani niti ne
precenjuje niti podcenjuje V O2max pri nobenem spolu. Slednja enačba je
bolj zanesljiv napovedovalec ocene V O2max pri stareǰsi populaciji.
Glede na število priporočenih testov pri stareǰsih ljudeh je pomembno,
da ima medicina preverjene ocene vrednosti V O2max. Na ta način lahko
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tudi v prihodnje podajajo prave informacije in nasvete posameznikom glede
zdravstvenega stanja.
2.4.1 Test hoje na 400 m za stareǰse
Primer preprostega, praktičnega in cenovno ugodnega testa predstavlja test
hoje na 400 m. Pripomore k pridobitvi objektivne informacije o osnovni
telesni sposobnosti stareǰsih ljudi. Namenjen je predvsem ljudem, stareǰsim
od 60 let, ki nimajo mobilnih ovir in kroničnih bolezni. Testiranja se je v
obdobju 12 mesecev udeležilo 56 moških in 46 žensk, starih med 60 in 91
let. Namen je bil preveriti veljavnost kriterijev testa in na podlagi rezultatov
razviti enačbo za ocenjevanje V O2max pri stareǰsih posameznikih [6]. V
tem obdobju so opravili tako maksimalni obremenitveni test (s prilagojenim
protokolom) na tekaški stezi, kot tudi prosti test hoje na 400 m.
Test poteka na 20 metrski progi. Udeleženci se na začetku v dveh minutah
s hojo ogrejejo, nato pa 400 m prehodijo najhitreje kot zmorejo. Pred in
po testu so kandidatom izmerili srčni utrip in sistolični krvni pritisk (sila
v arterijah med utripanjem srca). Izmerili so jim tudi težo in vǐsino. Kot
del rezultatov testa so pridobili še informacije o njihovem nivoju aktivnosti,
zaznanem trudu med testom in dolžini koraka. Pridobljene ugotovitve iz
testa na 400 m so primerjali z rezultati maksimalnega obremenitvenega testa
in ocenili, da pripomore k veljavni oceni V O2max.
2.5 Analiza obstoječih aplikacij
Na spletni strani Google Play Store [9] smo naredili pregled obstoječih apli-
kacij za testiranje telesne zmogljivosti. Na trgu prevladujejo implementacije
Beep testa. Zasledili smo tudi aplikacije, ki implementirajo Cooperjev test,
vendar nobena aplikacija ne implementira naprednega algoritma za prosto
izvajanje testa telesne zmogljivosti.
Beep test je tek na 20 m, ki obsega več težavnostnih nivojev. Testiranci ob
znaku piska (ponavadi je ta oznanjen po zvočniku) tečejo od prve označevalne
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črte do druge in ob naslednjem pisku nazaj [14]. To ponavljajo, dokler jim
uspe na drugo stran priteči pred naslednjim piskom. Čas med začetnima
piskoma je 9 s. Vsako minuto so piski pogosteǰsi.
Za primer smo vzeli naslednje aplikacije:
• Fitness Test [7]
Aplikacija implementira beep test in končni izračun ocene V O2max.
Med testiranjem uporabnika vodi zvočni signal piska. Na ekranu je
prikazana pričakovana hitrost v trenutni stopnji testa in odštevalnik
časa. Uporabnik ima tako občutek, kako hitro mora preteči 20 m.
• Beep Test [3]
Aplikacija implementira beep test, a ne podpira lociranja preko GPS.
Uporabnik lahko izbere dolžino odseka (15 ali 20 m) in med tekom vidi
čas do naslednjega piska ter že pretečeno razdaljo. Za zvočni signal si
lahko poleg piska izbere poljubno zvonjenje. Po testu dobi povratno
informacijo o porabi kalorij in izračun ocene V O2max.
Obstaja tudi različica iste aplikacije z dodatnimi funkcionalnostmi, kot
je na primer izris rezultatov v grafu.
• 12 Minute V O2max Run Test [27]
Aplikacija vsebuje 12 minutni test hoje/teka. Podpira večje število
uporabnǐskih profilov, izračun ocene V O2max in deljenje rezultata ter




Pri implementaciji smo uporabili razvojno okolje Android Studio, mobilno
platformo Android, programska jezika Matlab in Java ter tehnologijo BLE.
3.1 Programski jezik Matlab
Programski jezik Matlab ponavadi uporabljajo za reševanje znanstvenih pro-
blemov in izražanje računske matematike [22]. Njegova sintaksa temelji na
matrikah. S pomočjo vgrajene grafike lahko nazorno prikažemo podatke, ki
jih obdelujemo. Njegova knjižnica obsega nabor pripomočkov, s katerimi
si lahko pomagamo hitreje priti do rezultatov. Z njim lahko rešujemo iz-
zive, ki jih najdemo v strojnem učenju, pri procesiranju signalov in slik, v
računalnǐskem vidu, robotiki itn. Možna je tudi integracija Matlab kode z
drugimi programskimi jeziki.
3.2 Android Studio
Android Studio je uradno integrirano razvojno okolje (IDE) [23] za razvoj
Android aplikacij. Zgrajen je na osnovi IntelliJ IDEA [11], ki je prav tako
posebno programsko okolje. Namenjen je razvoju kode v programskih jezikih
Java in Kotlin. Poleg dobrega urejevalnika kode in razvojnih orodij Android
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Studio ponuja značilnosti, ki še dodatno povečajo produktivnost med progra-
miranjem aplikacij. Nekaj izmed teh so prilagodljiv sistem za gradnjo kode,
hiter emulator in takoǰsen zagon, ki uvede nove spremembe v že pognani
aplikaciji.
3.3 Mobilna platforma Android
Android je mobilna platforma oz. mobilni operacijski sistem, ki ga je raz-
vil Google [1, 2]. Narejen je na osnovi spremenjene različice jedra Linux
in drugih odprtokodnih programskih rešitev. Razvili so ga za uporabo na
telefonih na dotik in tabličnih računalnikih. Pri razvoju Android aplikacij
prevladujeta jezika Java in Kotlin. Google je razvil uporabnǐske vmesnike
za različne vrste naprav. Najdemo jih tako na telefonih, urah (Wear OS),
televizijah (Android TV) kot tudi v avtomobilih (Android Auto). Androidu
dodano vrednost prinašajo Googlove mobilne storitve (GMS). To je zbirka
Googlovih aplikacij in APIjev, ki podpirajo razne funkcionalnosti na napra-
vah. Skupaj zagotavljajo dobro uporabnǐsko izkušnjo. Svojo aplikacijo lahko
enostavno integriramo z iskalnikom Google, zemljevidi Google, predvajalni-
kom YouTube itn.
3.4 Programski jezik Java
Java je objektno orientiran programski jezik [13, 12]. Je tipiziran jezik, zato
pred uporabo spremenljivk zahteva njihovo deklaracijo. Njena struktura se
začne s paketi (ang. package), ki predstavljajo mehanizem za imenski prostor
(ang. namespace). Znotraj paketa se nahajajo razredi, znotraj teh pa me-
tode, spremenljivke, konstante ipd. Modularnost jezika nam omogoča, da se
kodo lahko razdeli na module, kjer vsak modul implementira in izvaja svojo
funkcionalnost ter predstavlja del celote. Razvijalcem omogoča stil progra-
miranja WORA (Write Once, Run Anywhere) [35] - prevedeno kodo, ki je
spisana v Javi, se s pomočjo javanskega navideznega stroja brez ponovnega
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prevajanja požene na vseh obstoječih platformah, ki podpirajo Javo. Ta stil
programiranja dosežemo s prevajanjem programa Java v vmesni/posredni
jezik, imenovan bitna koda (ang. bytecode). Javanski navidezni stroj (JVM)
uporabljamo za pogon te bitne kode na katerikoli platformi.
3.5 Tehnologija Bluetooth Low Energy
Bluetooth Low Energy (BLE) je visoko optimizirana brezžična tehnologija,
ki so jo predstavili v sklopu specifikacije protokola Bluetooth 4.0 [33]. Stan-
darda za komunikacijo Bluetooth in BLE imata različen namen in nista ne-
posredno združljiva. Naprava mora podpirati vsaj Bluetooth verzijo 4.0, da
lahko komunicira z napravami, ki podpirajo BLE. Velja za odprt, zanesljiv in
varen standard, ki brezžičnim aplikacijam zagotavlja nizko porabo baterije
in hitro povezovanje [32]. Povezava deluje na frekvenci 2,4 GHz, pri čemer
njen doseg za prenos podatkov znaša približno 10 m. Standard BLE v te-
oriji zagotavlja zgornjo mejo zmogljivosti s konstantnim 1 Mb/s. V realnih
primerih to mejo nižajo dejavniki, kot so omejitve centralne procesne enote
in radija, umetne omejitve programske opreme itn.
Pri razvoju standarda BLE so inženirji mislili na dalǰso življenjsko dobo
enocelične baterije, ki zagotavlja vzdržjivost naprave [15, 5]. Že na začetku
so snovali radijski standard s čim manǰso porabo energije in optimizacijo za
nizko porabo, pasovno širino, energijo in zahtevnost. Naprave bi bile tako
uporabne več mesecev ali let. Eden izmed ključnih faktorjev za uspeh stan-
darda je ta, da BLE služi kot razširljivo ogrodje za izmenjavo podatkov.
Proizvajalci pametnih telefonov razumejo vrednosti protokola in njegove la-
stnosti, zato razvijalcem zagotavljajo svobodo s prilagodljivimi APIji.
Vgrajena podpora platforme za BLE v centralni vlogi je prvič predsta-
vljena v Android verziji 4.3 (API level 18) [4]. Aplikacijam za uporabo zago-
tavlja APIje za odkrivanje naprav, poizvedovanje po storitvah in prenašanje
informacij (med bližnjimi napravami).
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Da bi razumeli osnovni koncept prenašanja podatkov med dvema napra-
vama, najprej razložimo nekaj osnovnih pojmov, ki so ključni pri komunika-
ciji med napravama:
• GATT (splošen profil atributov) označuje profil splošne specifikacije za
pošiljanje in prejemanje ’atributov’ (kraǰsih kosov podatkov) preko po-
vezave BLE,
• ATT (protokol atributov) je optimiziran, da teče na napravah BLE in
uporablja čim manj prostora. Vsak atribut identificira lastni UUID. To
je standardiziran 128-bitni format za ID v obliki niza, ki je uporabljen
za splošno identificiranje informacije,
• značilnost vsebuje eno samo vrednost ter med 0 in n deskriptorjev, ki
opisujejo to vrednost,
• deskriptor(ji) so definirani atributi, ki opisujejo vrednost značilnosti.
Navaja npr. človeku berljiv opis ali sprejet obseg vrednosti značilnosti,
• storitev predstavlja zbirko značilnosti. Za primer vzemimo nadzornik
srčnega utripa, ki vsebuje meritve srčnega utripa.
Pri komunikaciji naprave Android z napravo BLE obstajata dva tipa od-
nosov med vlogami:
1. centralni - obrobni tip odnosa se nanaša na samo povezavo BLE. Na-
prava s centralno vlogo ǐsče oglaševanje. Obrobna naprava oglašuje
podatke. Za vzpostavitev povezave BLE morata imeti napravi, ki ju
želimo povezati, različni vlogi - ena mora imeti centralno, druga ob-
robno.
2. strežnik GATT - odjemalec GATT tip odnosa določa, kako se dve na-
pravi po vzpostavitvi povezave pogovarjata med seboj. Ena naprava
pošilja podatke, druga jih sprejema in obdeluje. Napravi, ki ju želimo
povezati, morata imeti tudi v tem primeru različni vlogi - ena mora biti
v vlogi strežnika, druga v vlogi odjemalca.
Komunikacija med napravama z istima vlogama ni mogoča.
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3.5.1 Profil srčnega utripa
Športne aplikacije ponavadi implementirajo prikazovanje srčnega utripa med
izvajanjem treninga. To lahko storijo le v primeru, ko ta podatek prejmejo.
Na tem mestu igra ključno vlogo profil srčnega utripa (ang. Heart Rate Pro-
file) [32]. Zbiratelju srčnega utripa (ang. Heart Rate Collector) omogoča
povezovanje in izmenjavo podatkov s senzorjem srčnega utripa (ang. Heart
Rate Sensor). Senzor srčnega utripa ima vlogo strežnika GATT. Meri
vrednosti srčnega utripa in jih izpostavlja preko storitve (ang. Heart Rate
Service). Zbiratelj srčnega utripa ima vlogo odjemalca GATT. Dostopa
do informacij, ki jih pošilja senzor. Nato jih prikaže uporabniku ali pa jih
shrani v pomnilnik za kasneǰso analizo. Pri tem atributi obsegajo konstantne
podatke in spreminjajoče se podatke (ti so dobljeni preko senzorjev). Zato
so atributi shranjeni v kombinaciji trajnega pomnilnika (ang. non-volatile
memory) in RAM-a [33].
Slika 3.1: Vloge profila srčnega utripa (iz [32])
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Zahteve za vzpostavitev povezave
Za (ne)seznanjene naprave in za postopek ob izgubi povezave so prvih 30 s
veljavni parametri oz. vrednosti oglašanja med 20 in 30 ms, nato med 1000
in 2500 ms.
Pri načinu povezovanja z neseznanjenimi napravami (naprave, ki prvič
navezujejo stik) senzor srčnega utripa sprejme eno izmed zgoraj omenjenih
veljavnih vrednosti za interval povezave in latenco suženjstva. Te vrednosti
nastavi zbiratelj, dokler ne odkrije storitve ali ne začne postopka seznanjenja
in/ali enkripcije. Šele po tem lahko senzor zahteva spremembo parametrov
povezave. Senzor zapusti način povezovanja GAP (ang. GAP Connecta-
ble mode), če povezava znotraj določenega časovnega okvira ni bila vzpo-
stavljena. V kolikor pa je bila povezava uspešna, si senzor zapǐse naslov
zbiratelja in nastavi pravilo filtriranja. Prednost pri skeniranju in povezova-
nju imajo predhodno shranjene seznanjene naprave (na določenem seznamu).
Senzor prekine povezavo, ko v določenem časovnem okviru ne sprejme več
podatkov o srčnem utripu. Kadar ni povezan z zbirateljem, preide v postopek
povezovanja in se je pripravljen povezati.
Pri načinu povezovanja z že seznanjenimi napravami je postopek po-
doben. Senzor uporablja splošno iskanje GAP (GAP General discoverable
mode). Med tem uporablja oglaševalne dogodke (advertisement events), ki
so neusmerjeni in zmožni povezovanja. V prvih desetih sekundah se lahko
povežejo le naprave s seznama, kjer so shranjene že seznanjene naprave. Sen-
zor srčnega utripa sprejme eno izmed omenjenih veljavnih vrednosti za inter-
val povezave in latenco suženjstva. Te vrednosti nastavi zbiratelj, dokler ne
odkrije storitve ali ne začne postopka seznanjenja in/ali enkripcije. Šele po
tem lahko senzor zahteva spremembo parametrov povezave. Senzor zapusti
način povezovanja GAP, če povezava znotraj določenega časovnega okvira ni
bila vzpostavljena. Tudi v tem načinu povezovanja senzor prekine povezavo
in preide v postopek povezovanja, kadar dlje časa ne prejme novega podatka.
Ob izgubi povezave se senzor poskusi ponovno povezati z zbirateljem tako,
da vstopi v povezovalni način GAP.
Poglavje 4
Izračun ocene V O2max v
Matlabu
Najprej smo se lotili implementacije v jeziku Matlab. Zgledovali smo se po
objavljeni psevdokodi patenta podjetja Firstbeat Technologies. Vsako dato-
teko smo ustrezno prebrali in si shranili vse potrebne podatke v sezname.
Tem smo nato odstranili šume in zgladili signale. Dodali smo postopek se-
gmentacije, kjer smo izločili ustrezne segmente in jih uporabili za določitev
vrednosti VO2. S pomočjo najzanesljiveǰsih segmentov smo izvedli linearno
regresijo in tako prǐsli do izračuna ocene V O2max. Tekom celotnega po-
stopka so nam bile v pomoč vgrajene funkcije iz knjižnic jezika Matlab.
4.1 Zajem in filtriranje podatkov
Kot je to razvidno v izpisu kode 4.1, iz datoteke, ki hrani zapis podrobno-
sti o teku, preberemo podatke o hitrosti (v), vǐsini (alti), razdalji (dist)
ter srčnem utripu (HR) in jih shranimo v vektorje. Ti vektorji predstavljajo
signale. Pri branju izvzamemo prvih deset minut podatkov o treningu, saj
ta čas privzamemo za čas ogrevanja pred testom. Ti podatki za nas niso
relevantni, saj niso zanesljivi.
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1 % READ INPUT DATA:
2 % Read data into a table:
3
4 infile = sprintf(’%s.txt ’, filename);
5
6 T = readtable(infile, ’HeaderLines ’, 60); % Skips the first 10 min data
7 vT = T(:,6);
8 altiT = T(:,5); % Altitude in meters
9 distT = T(:,8); % Distance in kilometers
10 HRTT = T(:,9);
11
12 % Convert tables to arrays:
13 v = table2array(vT);
14 alti = table2array(altiT);
15 dist = table2array(distT);
16 HR = table2array(HRTT);
Izpis 4.1: Branje podatkov iz vhodne datoteke
Po branju podatkov je le-te potrebno filtrirati. Najprej odstranimo t.i.
salt-and-pepper šum. Šum predstavljajo vse nenadne, izstopajoče špice. Od-
stranjevanje šuma je potrebno, da nam pozneǰse filtriranje z nizkoprepustnim
filtrom ne bi teh špic v signalih (najbolj očitne so pri vǐsini) vključilo v signal.
Za filtriranje salt-and-pepper šuma uporabimo median filter (medfilt1, izpis
4.2) [31]. Na sliki 4.1 vidimo stanje pred in po odstranitvi šuma.
1 % FILTER OUT SALT -AND -PEPPER NOISE:
2
3 % Filter out salt -and -pepper noise with median filtering:
4 v_mf = medfilt1(v,9);
5 alti_mf = medfilt1(alti,5);
6 dist_mf = medfilt1(dist,5);
7 HR_mf = medfilt1(HR,5);
8
9 % MOVING AVERAGE FILTER (SMOOTHING):
10
11 % Smooth data with moving average filter:
12 vf = smoothdata(v_mf,’movmean ’,19);
13 altif = smoothdata(alti,’movmean ’,7);
14 distf = smoothdata(dist,’movmean ’,7);
15 HRf = smoothdata(HR,’movmean ’,7);
Izpis 4.2: Filtriranje vhodnih signalov
Po odstranjevanju šuma signale zgladimo s filtrom za povprečenje. Gre
za nizkoprepustni filter, ki odstrani visokofrekvenčne komponente [29]. To
storimo s pomočjo funkcije smoothdata (izpis 4.2). Na sliki 4.2 vidimo stanje
pred in po glajenju signalov s povprečenjem.
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(a) Razdalja (b) Hitrost
(c) Vǐsina (d) Srčni utrip
Slika 4.1: Odstranjevanje salt-and-pepper šuma iz vhodnih signalov.
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(a) Razdalja (b) Hitrost
(c) Vǐsina (d) Srčni utrip
Slika 4.2: Glajenje vhodnih signalov.
4.2 Računanje naklona
Pri računanju naklona si pomagamo s podatki o razdalji in nadmorski vǐsini.
Naredimo dva nova seznama podatkov, kjer v enega shranimo razlike v raz-
daljah med dvema točkama in v drugega razlike v nadmorski vǐsini med
dvema točkama. Oba seznama s podatki nato sfiltriramo in zgladimo, da
ni večjih odstopanj. Na koncu ustvarimo seznam, kamor shranimo naklon.
Izračunamo ga tako, da vrednosti iz seznama z nadmorskimi vǐsinami delimo
z vrednostmi iz seznama z razdaljami.
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1 % CALCULATE GRADE:
2
3 % Calculate altitude differences
4 altiD = zeros(length(alti_mf),1);
5 altiD(2:end,1) = alti_mf(2:end,1) - alti_mf(1:end -1,1);
6 % Remove salt -and -pepper from altitude difference
7 altiD_mf = medfilt1(altiD,9);
8 % Smooth altitude difference
9 altiDf = smoothdata(altiD_mf,’movmean ’,9);
10
11 % Calculate distance differences
12 distD = zeros(length(dist_mf),1);
13 distD(2:end,1) = (dist_mf(2:end,1).*1000 - dist_mf(1:end -1,1).*1000 ); % Distance difference in
meters
14 % Remove salt -and -pepper from distance difference
15 distDf = medfilt1(distD,5);
16 % Smooth altitude difference
17 distDf = smoothdata(dist_mf,’movmean ’,5);
18
19 % Calculate grade:
20 grade = altiDf ./ distDf;
21 % Remove salt -and -pepper from grade
22 grade_mf = medfilt1(grade,3);
23 % Smooth grade
24 gradef = smoothdata(grade_mf,’movmean ’,5);
Izpis 4.3: Računaje naklona
4.3 Predikcija VO2
Glede na podatke o hitrosti in naklonu izračunamo predvidene vrednosti VO2
v vsaki točki. Tu si pomagamo z enačbo s strani združenja ACSM 2.1.
1 % PREDICT VO2 USING THE ACSM EQUATION:
2 % Predict VO2 for each data point using ACSM equation: VO2 = 0.2 v[m/min] + 0.9 v[m/min]*grade +
3.5
3 % 1 km/h = 16.666667 m/min
4 % 0.2 m/min = 3.33 km/h
5 % 0.9 m/min = 15 km/h
6
7 VO2predict = 3.33.*vf + ((15.* gradef).* vf) + 3.5; % ACSM equation
8
9 % Remove salt -and -pepper from VO2predict
10 VO2_mf = medfilt1(VO2predict,23);
11 % Smooth VO2predict
12 VO2f = smoothdata(VO2_mf,’movmean ’,9);
Izpis 4.4: Predikcija VO2
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4.4 Segmentacija
Namen segmentacije je določiti cone srčnega utripa v testu ter nato izločiti
segmente z zanesljivimi podatki in te uporabiti za določitev vrednosti VO2 in
V O2max. Cone srčnega utripa določimo glede na maksimalni dosežen srčni
utrip na testu. Določimo 10 con srčnega utripa:
• Z1: 51% − 55% HRmax,
• Z2: 56% − 60% HRmax,
• Z3: 61% − 65% HRmax,
• Z4: 66% − 70% HRmax,
• . . .,
• Z9: 91% − 95% HRmax in
• Z10: 96% − 100% HRmax.
Nato izločimo vse podatke, pri katerih:
1. je hitrost manǰsa od 3.6 km/h,
2. je naklon negativen,
3. je srčni utrip prenizek,
4. so nenadni in preveliki skoki v vǐsini in
5. je predvideni VO2 manǰsi od 10 ali večji od 65.
Segmentacijo opravljamo tako, da se sprehajamo vzdolž podatkov in z oknom
dolžine najmanj w ǐsčemo segment, ki vsebuje uporabne podatke za določeno
cono srčnega utripa. Segment vsebuje uporabne podatke, če ima najmanj
pHR točk znotraj okna največje dovoljeno odstopanje v srčnem utripu
max HR variation. Tak segment je dovolj dolg in ima dovolj stabilen srčni
utrip. Ko najdemo tak segment, preverimo, ali je to prvi najdeni segment
za določeno cono srčnega utripa. Če je to prvi najdeni segment, izračunamo
srednji vrednosti in standardni deviaciji za srčni utrip in predvideni VO2 v
tem segmentu. Če ima segment zadosti majhno standardno deviacijo, ga do-
damo v seznam najdenih segmentov. Če segment ni prvi najdeni za določeno
cono srčnega utripa, preverimo, ali slučajno vsebuje podatke iz preǰsnjega
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segmenta. Če se segmenta prekrivata v najmanj enem podatku, potem pre-
verimo, ali je možno preǰsnji segment razširiti s tem novim segmentom in mu
na ta način povečati dolžino. Segment razširimo samo, če mu po razširitvi
standardna deviacija srčnega utripa ali VO2 ne preseže dovoljene meje. Če
nam segment uspe razširiti z novimi podatki, le-temu ponovno izračunamo
standardni deviaciji in mu v seznamu izbranih segmentov popravimo dolžino
in indekse vsebovanih podatkov.
Če z najdenim segmentom ni možno razširiti preǰsnjega segmenta, potem
je to novi najdeni segment. Za tak segment izračunamo standardni deviaciji
in ga dodamo na seznam najdenih segmentov. Ko v podatkih najdemo vse
možne segmente za neko cono srčnega utripa, uredimo te segmente po stan-
dardni deviaciji srčnega utripa in VO2.
1 % FIND HR SEGMENTS:
2 for i=1:length(HR)
3 % Check HR zone for the current t
4 for j=1:NZONES
5
6 % Select only accetable indeces:
7 t = intersect(accepted_inds, (i-w(j)):(i+w(j)));
8
9 % Does this segment correspond to the current HR zone?:
10 Zone_segment = find( HRf(t) >= ZONES(j)-max_HR_variation & HRf(t) <= ZONES(j+1)+
max_HR_variation );
11
12 % Zone j segments should last for n(j)
13 if (length(t) >= w(j) & length(Zone_segment) >= pHR*length(t))
14
15 % Is this the first segment for the current HR zone?
16 if(zone_segments(j) == 0)
17 % Is the std deviation of the first segment acceptable?
18 HR_average = mean(HRf(t));
19 VO2_average = mean(VO2f(t));
20 HR_std = std(HRf(t));
21
22 if (HR_std < HRstdMAX)
23 % Add the first segment:
24 segments(j).start(1) = t(1);
25 segments(j).stop(1) = t(end);
26 segments(j).nelem(1) = length(t);
27 segments(j).data(1).elements = t;
28 segments(j).vo2avg(1) = VO2_average;
29 segments(j).hravg(1) = HR_average;
30 segments(j).stdevsHR(1) = HR_std;
31 segments(j).stdevsVO2(1) = std(VO2f(t));
32 zone_segments(j) = zone_segments(j)+1;
33 ind = union(ind,t);
34 end;
35
36 else % Not the first segment
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38 % Does this segment overlap with the previous one:
39 seg_intersection = intersect(segments(j).data(zone_segments(j)).elements,t);
40
41 if (length(seg_intersection) > 0)
42 % Is the std deviation of the extended segment acceptable?
43 HR_std = std( VO2f(union(segments(j).data(zone_segments(j)).elements,t)));
44
45 % Extend segment if following criteria are met:
46 % 1. std deviation does not increase significantly
47
48 if (HR_std < HRstdMAX)
49 ind = union(ind,t);
50 % Just extend the segment with new elements
51 segments(j).data(zone_segments(j)).elements = union(segments(j).data(
zone_segments(j)).elements,t);
52 segments(j).stop(zone_segments(j)) = t(end);
53 segments(j).nelem(zone_segments(j)) = segments(j).nelem(zone_segments(j))
+ length(seg_intersection);
54 % Update vo2avg and HRavg for this segment
55 segments(j).hravg(zone_segments(j)) = mean(HRf(segments(j).data(
zone_segments(j)).elements));
56 segments(j).vo2avg(zone_segments(j)) = mean(VO2f(segments(j).data(
zone_segments(j)).elements));
57 % Update std deviations for this segment:
58 segments(j).stdevsHR(zone_segments(j)) = HR_std;





63 % This is a new segment
64 % Is the std deviation of this segment acceptable?
65 HR_std = std( HRf(t) );
66 VO2_average = mean(VO2f(t));
67 HR_average = mean(HRf(t));
68
69 if (HR_std < HRstdMAX)
70 ind = union(ind,t);
71 zone_segments(j) = zone_segments(j)+1;
72 segments(j).data(zone_segments(j)).elements = t;
73 segments(j).start(zone_segments(j)) = t(1);
74 segments(j).stop(zone_segments(j)) = t(end);
75 segments(j).nelem(zone_segments(j)) = length(t);
76 segments(j).vo2avg(zone_segments(j)) = VO2_average;
77 segments(j).hravg(zone_segments(j)) = HR_average;
78 segments(j).stdevsHR(zone_segments(j)) = HR_std;






85 segments(j).nsegments = zone_segments(j);
86
87 % Sort HR standard deviations of segments in ascending order
88 % stdevsHR_sorted : array of sorted elements
89 % idxHR_after_sorting: describes the arrangement of the elements of stdevsHR into
stdevsHR_sorted
90 if segments(j).nsegments > 0
91 [segments(j).stdevsHR_sorted,segments(j).idxHR_after_sorting] = sort(segments(j).
stdevsHR);
92 % Mark the segment with min HR std :




96 % Sort VO2 standard deviations of segments in ascending order
97 % stdevsVO2_sorted : array of sorted elements
98 % idxVO2_after_sorting: describes the arrangement of the elements of stdevsVO2 into
stdevsVO2_sorted
99 if segments(j).nsegments > 0
100 [segments(j).stdevsVO2_sorted,segments(j).idxVO2_after_sorting] = sort(segments(j).
stdevsVO2);
101 % Mark the segment with min VO2 std :





4.5 Izbira najzanesljiveǰsih segmentov
Po zaključeni segmentaciji po vseh izbranih conah srčnega utripa za vsako
posamezno cono izberemo največ dva segmenta, ki ustrezata nekemu krite-
riju. En možen kriterij je, da izberemo dva segmenta z najmanǰso standardno
deviacijo VO2. Takim segmentom rečemo zanesljivi segmenti in jih upora-
bimo pri regresiji. Na sliki 4.3 vidimo nekaj primerov izbranih zanesljivih
segmentov za različne cone.
1 % Create list of segment indices with minimal HR std deviation
2 for (k = 1:NZONES)
3 if segments(k).nsegments > 0
4 for (kk = 1: min(N_SELECTED_SEGMENTS, segments(k).nsegments))






10 % Create list of segment indices with minimal VO2 std deviation
11 for (k = 1:NZONES)
12 if segments(k).nsegments > 0
13 for (kk = 1: min(N_SELECTED_SEGMENTS, segments(k).nsegments))






19 % Select what to use in linear regression; segments with min VO2 stdev
20 ind_for_lin_regression = ind_minstdevVO2;
Izpis 4.6: Izbira najzanesljiveǰsih segmentov
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(a) Izbrani segmenti za cono Z7. (b) Izbrani segmenti za cono Z8.
(c) Izbrani segmenti za cono Z9. (d) Izbrani segmenti za cono Z10.
Slika 4.3: Izbira najzanesljiveǰsih segmentov po conah srčnega utripa.
4.6 Linearna regresija in izračun VO2
Linearna regresija predstavlja pomemben korak pri izračunu V O2max. Iz-
vedemo jo z izbranimi zanesljivimi segmenti. Z njo poǐsčemo odvisnost med
srčnim utripom in VO2. Nato v enačbo premice, ki jo vrne linearna regre-
sija, na mesto vektorja x vstavimo podatek HRmax. Rezultat predstavlja
V O2max.
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1 % Polynomial curve fitting : modeling the relationship between HR and VO2predict
2 % Polynomial p(x) of degree 1
3 [p,stats] = polyfit(HRf(ind_for_lin_regression,:), VO2f(ind_for_lin_regression,:),1);
4
5 % Calculate VO2max and VO2
6 VO2max = HRmax*p(1) + p(2);
7 VO2 = HRf.*p(1) + p(2);




Implementacije mobilne aplikacije smo se lotili po implementaciji že pre-
izkušene kode v jeziku Matlab. Funkcije, ki v knjižnicah jezika Matlab že
obstajajo (medfilt1, smoothdata, mean, smooth), smo spisali za Javo sami.
Implementirali smo tri načine testiranja: 12 minutni test, test na 2,4 km in
prosti test na podlagi patenta Firstbeat Technologies. Prvi in drugi test sta
preprosteǰsa in za sam izračun V O2max potrebujemo le nekaj podatkov. Za
prosti test pa je postopek zahtevneǰsi. V aplikaciji podatke zajemamo sproti.
Na koncu naredimo izračun V O2max in uporabniku izpǐsemo to vrednost in
kondicijski razred, v katerega se je uvrstil.
5.1 Funkcionalnosti
Aplikacija vsebuje:
• povezovanje s športnim trakom in branje srčnega utripa,
• izračun telesne zmogljivosti (V O2max),
• izpis rezultatov in umestitev v kategorijo telesne zmogljivosti ter




Aplikacija ob zagonu uporabnika seznani s potrebno opremo za izvajanje
testa, tj. športni trak za merjenje srčnega utripa. Pred začetkom testa mora
uporabnik vnesti svoje podatke o spolu in starosti (slika 5.1) ter povezati trak
s telefonom (slika 5.2). Uporabnik nato lahko izbira med tremi različnimi
načini testiranja (slika 5.3). Pred testiranjem je priporočeno kraǰse 5 do 10
minutno ogrevanje. Med izvajanjem testa se na ekranu izpisujejo trenutni
podatki o pretečenem času in razdalji ter podatki o srčnem utripu (slika 5.4).
Po končanem testiranju dobi uporabnik povratno informacijo - izračunano
oceno V O2max in uvrstitev v razred glede na trenutno izračunano telesno
zmogljivost. Razredi so razporejeni od odličnega do zelo slabega.





Slika 5.3: Izbor testov Slika 5.4: Prikaz podatkov
5.3 Povezovanje telefona s športnim trakom
Za povezovanje z aplikacijo na telefonu smo uporabljali športni trak Polar
H10 [25], ki je združljiv tako s tehnologijo Bluetooth kot tudi z ANT+.
Med komunikacijo dveh pametnih naprav ima telefon centralno vlogo [4].
Športni trak za merjenje srčnega utripa ima kot sledilnik aktivnosti obrobno
vlogo. Ko napravi vzpostavita povezavo, začneta druga drugi pošiljati me-
tapodatke GATT. Športni trak pošilja podatke o srčnem utripu, zato ima
vlogo strežnika GATT, medtem ko je aplikacija na telefonu s sprejemanjem
informacij v vlogi odjemalca GATT.
Za uspešno komunikacijo preko protokola Bluetooth moramo v aplikaciji
omogočiti značilke Bluetooth (ang. features). V datoteki manifesta aplika-
cije (izpis 5.1) deklariramo dovoljenja BLUETOOTH [4]. To je korak, ki
je vselej potreben, kadar izvajamo eno izmed možnih komunikacij Bluetooth
- zahteva za povezavo ali sprejemanje povezave in prenašanje podatkov.
Za sprožitev odkrivanja naprav moramo deklarirati tudi dovoljenje BLUE-
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TOOTH ADMIN. Signali LE so pogosto povezani z lokacijo, zato dekla-






Izpis 5.1: Del kode v datoteki manifesta aplikacije
V primeru, ko naprava podpira protokol BLE, a je ta onemogočen, uporab-
niku ponudimo možnost aktivacije v okviru aplikacije [4]. Naredimo nasle-
dnje:
• uporabimo BluetoothAdapter (v izpisu 5.2): zahtevajo ga vse aktiv-
nosti Bluetooth. Predstavlja en lasten adapter naprave, ki služi celo-
tnemu sistemu. Aplikacija lahko komunicira z njim preko tega objekta.
1 private BluetoothManager bluetoothManager;




6 bluetoothManager = (BluetoothManager)
7 getSystemService(Context.BLUETOOTH_SERVICE);
8
9 if (bluetoothManager != null) {
10 bluetoothAdapter = bluetoothManager.getAdapter ();
11 }
Izpis 5.2: Inicializacija adapterja Bluetooth
• omogočimo Bluetooth (v izpisu 5.3):
1 if (bluetoothAdapter == null || !bluetoothAdapter.isEnabled ()) {




Izpis 5.3: Preverjanje, ali je Bluetooth omogočen
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S klikom na gumb za začetek iskanja naprav sprožimo funkcijo start-
Scanning(), ki skenira okolico in ǐsče naprave BLE. Primer kode je v izpisu
5.4. Iskanje naprav je energijsko potratno, zato je čas iskanja SCAN PERIOD
nastavljen na največ 3 sekunde. Izberemo indeks naprave, s katero se želimo
povezati, in začnemo povezavo s klikom na gumb za začetek funkcije connect-
ToDeviceSelected().
1 void startScanning () {
2 btScanning = true;
3 btScanner.startScan(leScanCallback);
4
5 // Po SCAN_PERIOD sekundah se skeniranje ustavi; za komunikacijo o trajanju uporabimo razred
Handler
6 mHandler.postDelayed(new Runnable () {
7 @Override






14 ScanCallback leScanCallback = new ScanCallback () {
15 onScanResult(int callbackType, ScanResult result) {
16
17 if(! peripheralTextView.getText ().toString ()
18 .contains(result.getDevice ().getName ())) {
19
20 peripheralTextView.append (" Device Name: " +




25 if (! devicesDiscovered.contains(result.getDevice ())








34 void connectToDeviceSelected () {
35 deviceSelected = Integer.parseInt(deviceIndexInput.getText ().toString ());
36
37 Intent startIntent = new Intent(this, BLEService.class);
38 startIntent.setAction (" CONNECT ");
39 startIntent.putExtra (" selectedDevice", deviceSelected);




44 bluetoothGatt = devicesDiscovered.get(deviceSelected).connectGatt(this, false,
btleGattCallback);
45 }
Izpis 5.4: Iskanje naprav
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5.4 Test hoje/teka na 2400 m
Uporabnik mora preteči oz. prehoditi razdaljo 2400 m v najkraǰsem možnem
času. V aplikaciji s klikom na gumb ’Začetek’ sproži začetek merjenja časa.
Na zaslonu se tekom testa izpisujejo: čas, trenutna razdalja in hitrost ter
trenutni srčni utrip. Po 2400 m se test zaključi. Aplikacija nato izračuna
V O2max s pomočjo enačbe 2.3 s strani združenja ACSM in uporabnikovega
doseženega časa v minutah. Na koncu izpǐse vrednost V O2max in oceno
telesne zmogljivosti, ki sovpada z vrednostjo V O2max. Vrednost pridobi iz
tabele 1.2 za moške oz. iz tabele 1.3 za ženske.
5.5 12 minutni test hoje/teka
Uporabnik mora v 12 minutah preteči oz. prehoditi čim večjo razdaljo. V
aplikaciji s klikom na gumb ’Začetek’ sproži začetek merjenja časa. Na za-
slonu se tekom testa izpisujejo: čas, trenutna razdalja in hitrost ter trenutni
srčni utrip. Po 12 min se test zaključi. Aplikacija nato izračuna V O2max
s pomočjo enačbe 2.4 s strani združenja ACSM in uporabnikove dosežene
razdalje v metrih. Na koncu izpǐse vrednost V O2max in oceno telesne zmo-
gljivosti, ki sovpada z vrednostjo V O2max. Vrednost pridobi iz tabele 1.2 za
moške oz. iz tabele 1.3 za ženske.
5.6 Prosti test hoje/teka - Test V O2max
Uporabnik s klikom na gumb ’Začetek’ sproži začetek merjenja časa. Po-
ljubno lahko hodi, teče ali kombinira oboje. Na zaslonu se tekom testa
izpisujejo čas, trenutna razdalja in hitrost ter trenutni srčni utrip. Opis
postopka sledi v podpoglavjih. Na koncu izpǐse vrednost V O2max in oceno
telesne zmogljivosti, ki sovpada z vrednostjo V O2max. Vrednost pridobi iz
tabele 1.2 za moške oz. iz tabele 1.3 za ženske.
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5.6.1 Zajem in filtriranje podatkov
Podatke zajemamo tekom izvajanja testa - izpis 5.5. Na vsaki dve sekundi
shranimo srčni utrip, razdaljo, hitrost in nadmorsko vǐsino, vsak podatek v
svoj pripadajoč seznam.
1 private void broadcastUpdate(final String action, final BluetoothGattCharacteristic
characteristic) {
2 final Intent intentHR = new Intent(action);
3
4 if (UUID_HEART_RATE_MEASUREMENT.equals(characteristic.getUuid ())) {
5 if (testing) {
6 int flag = characteristic.getProperties ();
7 int format = -1;
8 if ((flag & 0x01) != 0) {
9 format = BluetoothGattCharacteristic.FORMAT_UINT16;
10 } else {
11 format = BluetoothGattCharacteristic.FORMAT_UINT8;
12 }
13 heartRate = characteristic.getIntValue(format, 1);
14
15 runOnUiThread(new Runnable () {
16 @Override
17 public void run() {
18 // Display heart rate value on screen




23 if (heartRate > maxHRint) {
24 maxHRint = heartRate;
25 }
26
27 if (duration % 2 == 0) {





33 // Append data for possible file saving







Izpis 5.5: Zajem podatkov
5.6.2 Funkcija medianFilter
Za filtriranje podatkov smo implementirali funkcijo medianFilter (izpis 5.6),
kjer podatke v seznamu (filteredList) filtriramo glede na okolico sosedov
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v velikosti okna w. Naredimo naslednje: obravnavan seznam kloniramo, shra-
nimo v novega (tmpList) ter ga na začetku in na koncu podalǰsamo za dolžino
w/2 z vrednostmi 0. To navidezno podalǰsamo zato, da pridobimo za prvih
in zadnjih w/2 podatkov v seznamu sosede oz. okolico. Nato se sprehodimo
čez celoten seznam tmpList v kosih (podseznami), ki so velikosti okna w in
predstavljajo okolico trenutnega podatka v seznamu filteredList. Za vsak
podatek v seznamu filteredList vzamemo podseznam, ga razvrstimo po
vrednostih naraščajoče in poǐsčemo mediano oz. sredinsko vrednost. To vre-
dnost nato vstavimo na trenutno mesto idx v seznamu filteredList.
1 public ArrayList <Double > medianFilter(ArrayList <Double > array, int w) {
2 ArrayList <Double > filteredList = (ArrayList <Double >) array.clone ();
3 ArrayList <Double > tmpList = new ArrayList <Double >();










14 int dim = w;
15 int idx = 0;
16 for (int i = 0; (i + w - 1) < array.size(); i++) {
17 ArrayList <Double > subArray = new ArrayList <Double >( tmpList.subList(i, dim));
18 Collections.sort(subArray);
19








Izpis 5.6: Filtriranje podatkov
5.6.3 Funkcija smoothData
Podatke zgladimo s funkcijo smoothData (izpis 5.7), ki vsak podatek v se-
znamu zamenja s povprečno vrednostjo njegove okolice v velikosti okna w.
V funkciji na začetku ustvarimo nov, prazen seznam smoothData. Nato se
sprehodimo čez celoten prvotni seznam array in za vsak podatek izračunamo
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povprečno vrednost podatka in njegovih w/2 sosedov v levo in w/2 sosedov
v desno. Na začetku in na koncu vzamemo le w/2 sosedov in tako soraz-
merno naprej. Povprečno vrednost na vsakem koraku nato dodamo v seznam
smoothData.
1 public ArrayList <Double > smoothData(ArrayList <Double > array, int w) {
2 ArrayList <Double > smoothList = new ArrayList <Double >();
3 int counter = 0;
4 int len = array.size();
5
6 for (int i = 0; i < len; i++) {
7 int start = counter - w / 2;
8 if (start < 0) {
9 start = 0;
10 }
11 int end = counter + w / 2;
12 if (end > (len - 1)) {
13 end = len - 1;
14 }
15
16 double mean = 0.0;
17 for (int j = start; j <= end; j++) {
18 mean += array.get(j);
19 }








Izpis 5.7: Glajenje podatkov
5.6.4 Segmentacija in pomožne funkcije
V Javi smo implementirali pomožne funkcije za postopek segmentacije po-
datkov:
1. intersectOfSegments, izpis 5.8, nam pomaga izračunati dolžino pre-
seka dveh intervalov. Uporabljamo jo za izračun dolžine preseka se-
gmenta s trenutnim oknom.
2. unionOfIndices, izpis 5.9, nam pomaga poiskati začetni in končni in-
deks unije dveh intervalov. V primeru, da se intervala ne sekata, vrne
začetek in konec intervala, ki je definiran med [z1, k2]. V tem primeru
je indeks z1 začetek prvega intervala in k2 konec drugega intervala.
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3. mean, izpis 5.10, nam pomaga izračunati povprečno vrednost v se-
znamu.
4. calculateStandardDev, izpis 5.11, nam pomaga izračunati standar-







(xi − µ)2 (5.1)
Kjer:
• N : dolžina seznama,
• xi: trenutna vrednost v seznamu,
• µ: povprečna vrednost seznama.
1 public static int intersectOfSegments(int start1, int stop1, int start2, int stop2) {




6 int min = Math.max(start1, start2);
7 int max = Math.min(stop1, stop2);
8
9 if (min < max) {





Izpis 5.8: Izračun preseka segmentov
1 public static int[] unionOfIndices(int min, int max, int start, int stop) {
2 if (min == 0 && max == 0) {
3 return new int[]{start, stop};
4 }
5
6 int min = Math.min(min, start);
7 int max = Math.max(max, stop);
8
9 return new int[]{min, max};
10 }
Izpis 5.9: Izračun unije
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1 public static double mean(ArrayList <Double > array) {
2 double sum = 0;
3 for (int i = 0; i < array.size(); i++) {
4 sum += array.get(i);
5 }
6 return sum / array.size();
7 }
Izpis 5.10: Izračun povprečja
1 public static double calculateStandardDeviation(ArrayList <Double > array, double mean) {
2 double standardDeviation = 0.0;
3 int length = array.size();
4
5 for(double num: array) {





Izpis 5.11: Izračun standardne deviacije
Pred začetkom postopka segmentacije določimo velikost okna w. Vse podatke
v seznamih sfiltriramo in zgladimo ter si pripravimo cone srčnih utripov in
cone vrednosti VO2. Podatke v seznamih primerno pretvorimo v razliko vre-
dnosti dveh sosedov (npr. v seznamu razdalj to pomeni, koliko je znašala
pretečena razdalja na vsaki 2 sekundi; na koncu mora biti seštevek vseh
polj enak končni pretečeni razdalji). V tem sklopu poračunamo tudi naklon
(podatke v končnem seznamu tudi sfiltriramo in zgladimo) in predvidene
vrednosti VO2. Tudi slednje sfiltriramo in zgladimo. Sledi izračun indeksov
sprejemljivih, čim manj izstopajočih podatkov (acceptedIndices). Ustva-
rimo si nove sezname (vsi seznami s ključno besedo accepted), kamor shra-
nimo samo tiste podatke iz preǰsnjih seznamov (vsi seznami s ključno besedo
smooth), ki se nahajajo na indeksih iz seznama acceptedIndices.
Za lažjo implementacijo smo ustvarili razred Zone (izpis 5.12), ki vsebuje
število segmentov, začetne in končne indekse segmentov, števila elementov
posameznih segmentov, standardne deviacije srčnega utripa in VO2 posame-
znih segmentov (ter pripadajoče urejene sezname in sezname pripadajočih
indeksov po sortiranju), podatke segmentov, povprečne vrednosti VO2 in
srčnega utripa segmentov ter indeksa segmenta z najmanǰso standardno de-
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viacijo srčnega utripa in segmenta z najmanǰso standardno deviacijo VO2.
1 public class Zone {
2 public int[] start;
3 public int[] stop;
4 public int[] numOfElements;
5 public int nSegments;
6 public double[] stdevsHR;
7 public double[] stdevsVO2;
8 public double[] stdevsHR_sorted;
9 public Integer[] idxHR_after_sorting;
10 public double[] stdevsVO2_sorted;
11 public Integer[] idxVO2_after_sorting;
12 public Data[] data;
13 public double[] vo2avg;
14 public double[] hravg;
15 public int MINstdHR_idx; // Index of segment with min HR stdev
16 public int MINstdVO2_idx; // Index of segment with min VO2 stdev
17
18 public Zone(int maxSegments) {
19 start = new int[maxSegments];
20 stop = new int[maxSegments];
21 numOfElements = new int[maxSegments];
22 stdevsHR = new double[maxSegments];
23 stdevsVO2 = new double[maxSegments];
24 stdevsHR_sorted = new double[maxSegments];
25 idxHR_after_sorting = new Integer[maxSegments];
26 stdevsVO2_sorted = new double[maxSegments];
27 idxVO2_after_sorting = new Integer[maxSegments];
28 data = new Data[maxSegments];
29 vo2avg = new double[maxSegments];
30 hravg = new double[maxSegments];
31
32 nSegments = 0;
33 MINstdHR_idx = 0;
34 MINstdVO2_idx = 0;
35
36 start[0] = 0;
37 stop[0] = 0;
38 numOfElements[0] = 0;
39 }
40 }
Izpis 5.12: Razred Zone
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Izpis 5.13 prikazuje postopek segmentacije, ki smo ga opisali v poglavju
4.4, in izračun V O2max.
1 public double calculateFitness(ArrayList <Double > pace, ArrayList <Double > distance,
2 ArrayList <Double > altitude, ArrayList <Double > hr) {
3 int w = n/2;
4 double vo2max;
5
6 ArrayList <Double > altitudeDiff = new ArrayList <>();
7 altitudeDiff.add(0.0);
8 ArrayList <Double > distanceDiff = new ArrayList <>();
9 distanceDiff.add(0.0);
10 ArrayList <Double > grade = new ArrayList <>();
11 ArrayList <Double > VO2predict = new ArrayList <>();
12
13 // Filter data in arrays
14 ArrayList <Double > paceFilt = medianFilter(pace, 9);
15 ArrayList <Double > altitudeFilt = medianFilter(altitude,5);
16 ArrayList <Double > distanceFilt = medianFilter(distance, 5);
17 ArrayList <Double > filtHR = medianFilter(hr, 5);
18
19 // Smooth data in arrays
20 ArrayList <Double > paceSmooth = smoothData(paceFilt, 19);
21 ArrayList <Double > altitudeSmooth = smoothData(altitudeFilt, 7);
22 ArrayList <Double > distanceSmooth = smoothData(distanceFilt, 7);
23 ArrayList <Double > smoothHR = smoothData(filtHR, 7);
24
25 double HRmax_run = Collections.max(filtHR);
26
27 // Define VO2 zones
28 double VO2Z1L = Math.round((51-37)/0.64) * VO2MAX_POSSIBLE;
29 double VO2Z1U = Math.round((56-37)/0.64) * VO2MAX_POSSIBLE;
30 double VO2Z2U = Math.round((61-37)/0.64) * VO2MAX_POSSIBLE;
31 double VO2Z3U = Math.round((66-37)/0.64) * VO2MAX_POSSIBLE;
32 double VO2Z4U = Math.round((71-37)/0.64) * VO2MAX_POSSIBLE;
33 double VO2Z5U = Math.round((76-37)/0.64) * VO2MAX_POSSIBLE;
34 double VO2Z6U = Math.round((81-37)/0.64) * VO2MAX_POSSIBLE;
35 double VO2Z7U = Math.round((86-37)/0.64) * VO2MAX_POSSIBLE;
36 double VO2Z8U = Math.round((91-37)/0.64) * VO2MAX_POSSIBLE;
37 double VO2Z9U = Math.round((96-37)/0.64) * VO2MAX_POSSIBLE;
38
39 // Define heart rate zones
40 double HRZ1L = Math.round(0.51*HRmax_run);
41 double HRZ1U = Math.round(0.56*HRmax_run);
42 double HRZ2U = Math.round(0.61*HRmax_run);
43 double HRZ3U = Math.round(0.66*HRmax_run);
44 double HRZ4U = Math.round(0.71*HRmax_run);
45 double HRZ5U = Math.round(0.76*HRmax_run);
46 double HRZ6U = Math.round(0.81*HRmax_run);
47 double HRZ7U = Math.round(0.86*HRmax_run);
48 double HRZ8U = Math.round(0.91*HRmax_run);
49 double HRZ9U = Math.round(0.96*HRmax_run);
50
51 ArrayList <Integer > acceptedIndices = new ArrayList <>();
52 double[] zonesHR = {HRZ1L, HRZ1U, HRZ2U, HRZ3U, HRZ4U, HRZ5U, HRZ6U,
53 HRZ7U, HRZ8U, HRZ9U, 300};
54 int[] zoneSegments = {0, 0, 0, 0, 0, 0, 0, 0, 0, 0}; // Number of segments in each zone
55
56 for (int i = 1; i < altitudeFilt.size(); i++) {
57 altitudeDiff.add(altitudeFilt.get(i) - altitudeFilt.get(i - 1));
58 }
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59 ArrayList <Double > altitudeDiffFilt= medianFilter(altitudeDiff, 9);
60 ArrayList <Double > altitudeDiffSmooth = smoothData(altitudeDiffFilt, 9);
61
62 for (int i = 1; i < distanceFilt.size(); i++) {
63 distanceDiff.add(distanceFilt.get(i) - distanceFilt.get(i - 1));
64 }
65 ArrayList <Double > distanceDiffFilt= medianFilter(distanceDiff, 5);
66 ArrayList <Double > distanceDiffSmooth = smoothData(distanceDiffFilt, 5);
67
68 // Calculate grade from altitude and distance
69 for (int i = 0; i < distanceDiff.size(); i++) {
70 grade.add(altitudeDiffSmooth.get(i) / distanceDiffSmooth.get(i));
71 }
72 ArrayList <Double > gradeFilt= medianFilter(grade, 3);
73 ArrayList <Double > gradeSmooth = smoothData(gradeFilt, 5);
74
75
76 for (int i = 0; i < gradeSmooth.size(); i++) {
77 // ACSM equation




81 ArrayList <Double > VO2Filt= medianFilter(VO2predict, 23);
82 ArrayList <Double > VO2Smooth = smoothData(VO2Filt, 9);
83
84 // Find indices of acceptable data
85 for (int i = 0; i < smoothHR.size(); i++) {
86 if (smoothHR.get(i) != null && VO2Smooth.get(i) != null && smoothHR.get(i) > HRZ2U
87 && VO2Smooth.get(i) > 10 && VO2Smooth.get(i) < VO2MAX_POSSIBLE
88 && paceSmooth.get(i) > 3.6 && altitudeSmooth.get(i) >= 0
89 && altitudeSmooth.get(i) < 4 && distanceSmooth.get(i) >= 0) {
90 if (!(VO2predict.get(i) > VO2Z1L && smoothHR.get(i) < HRZ1L) &&
91 !(VO2predict.get(i) > VO2Z1U && smoothHR.get(i) < HRZ1U) &&
92 !(VO2predict.get(i) > VO2Z2U && smoothHR.get(i) < HRZ2U) &&
93 !(VO2predict.get(i) > VO2Z3U && smoothHR.get(i) < HRZ3U) &&
94 !(VO2predict.get(i) > VO2Z4U && smoothHR.get(i) < HRZ4U) &&
95 !(VO2predict.get(i) > VO2Z5U && smoothHR.get(i) < HRZ5U) &&
96 !(VO2predict.get(i) > VO2Z6U && smoothHR.get(i) < HRZ6U) &&
97 !(VO2predict.get(i) > VO2Z7U && smoothHR.get(i) < HRZ7U) &&
98 !(VO2predict.get(i) > VO2Z8U && smoothHR.get(i) < HRZ8U) &&







106 ArrayList <Double > altitudeAccepted= new ArrayList <>();
107 ArrayList <Double > distanceAccepted= new ArrayList <>();
108 ArrayList <Double > paceAccepted= new ArrayList <>();
109 ArrayList <Double > gradeAccepted= new ArrayList <>();
110 ArrayList <Double > acceptedHR= new ArrayList <>();
111 ArrayList <Double > acceptedVO2 = new ArrayList <>();
112










122 Zone[] zones = new Zone[NUM_HR_ZONES];
123 int indMin = 0, indMax = 0;
124
125 for (int i = 0; i < zones.length; i++) {
126 zones[i] = new Zone(999);
127 }
128
129 int counter = 0;
130 int len = acceptedIndices.size();
131 for (int i = 0; i < acceptedIndices.size(); i++) {
132 int start = counter - w;
133 if (start < 0) {
134 start = 0;
135 }
136
137 int end = counter + w;
138 if (end > (len - 1)) {





144 for (int j = 0; j < NUM_HR_ZONES; j++) {
145 int numGoodElements = 0;
146 for (int k = start; k < end; k++) {
147 boolean isInZone = (acceptedHR.get(k) >= zonesHR[j] - MAX_HR_VARIATION)
148 && (acceptedHR.get(k) <= zonesHR[j+1] + MAX_HR_VARIATION);
149
150 if (isInZone) numGoodElements ++;
151 }
152
153 int accIdcLen = end - start; // Length of accepted indices
154 if (accIdcLen >= w && numGoodElements >= P_HR * accIdcLen) {
155 if (zoneSegments[j] == 0) {
156 ArrayList <Double > subListHR = new ArrayList <Double >( acceptedHR.subList(start,
end));
157 ArrayList <Double > subListVO2 = new ArrayList <Double >( acceptedVO2.subList(
start, end));
158 double averageHR = mean(subListHR);
159 double averageVO2 = mean(subListVO2);
160 double stdHR = calculateStd(subListHR, averageHR);
161
162 if (stdHR < HR_STD_MAX) {
163 zones[j].start[0] = start;
164 zones[j].stop[0] = end;
165 zones[j].numOfElements[0] = accIdcLen;
166 zones[j].vo2avg[0] = averageVO2;
167 zones[j].hravg[0] = averageHR;
168 zones[j].stdevsHR[0] = stdHR;
169 zones[j].stdevsVO2[0] = calculateStd(subListVO2, averageVO2);
170 zoneSegments[j] += 1;
171 int[] union = unionOfInd(indMin, indMax, start, end);
172 indMin = union[0];
173 indMax = union[1];
174 }
175 } else {
176 int startOfTmpSeg = zones[j].start[zoneSegments[j] - 1];
177 int stopOfTmpSeg = zones[j].stop[zoneSegments[j] - 1];
178
179 int intersetionLen = intersectOfSegments(startOfTmpSeg, stopOfTmpSeg, start,
end);
180
181 if (intersetionLen > 0) {
182 int[] unionOfElem = unionOfInd(startOfTmpSeg, stopOfTmpSeg, start, end);
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183 ArrayList <Double > subList = new ArrayList <Double >( acceptedVO2.subList(
unionOfElem[0], unionOfElem[1]));
184 double stdHR = calculateStd(subList, mean(subList));
185
186 if (stdHR < HR_STD_MAX) {
187 int[] union = unionOfInd(indMin, indMax, start, end);
188 indMin = union[0];
189 indMax = union[1];
190 ArrayList <Double > subListHR = new ArrayList <Double >( acceptedHR.
subList(zones[j].start[zoneSegments[j] - 1],
191 zones[j].stop[zoneSegments[j] - 1]));
192 ArrayList <Double > subListVO2 = new ArrayList <Double >( acceptedVO2.
subList(zones[j].start[zoneSegments[j] - 1],
193 zones[j].stop[zoneSegments[j] - 1]));
194
195 zones[j].stop[zoneSegments[j] - 1] = end;
196 zones[j].numOfElements[zoneSegments[j] - 1] += intersetionLen;
197 zones[j].hravg[zoneSegments[j] - 1] = mean(subListHR);
198 zones[j].vo2avg[zoneSegments[j] - 1] = mean(subListVO2);
199 zones[j].stdevsHR[zoneSegments[j] - 1] = stdHR;
200 zones[j].stdevsVO2[zoneSegments[j] - 1] = calculateStd(subListVO2,
mean(subListVO2));
201 }
202 } else {
203 ArrayList <Double > subListHR = new ArrayList <Double >( acceptedHR.subList(
start, end));
204 ArrayList <Double > subListVO2 = new ArrayList <Double >( acceptedVO2.subList(
start, end));
205 double averageHR = mean(subListHR);
206 double stdHR = calculateStd(subListHR, averageHR);
207 double averageVO2 = mean(subListVO2);
208
209 if (stdHR < HR_STD_MAX) {
210 int[] union = unionOfInd(indMin, indMax, start, end);
211 indMin = union[0];
212 indMax = union[1];
213 zoneSegments[j] += 1;
214 zones[j].start[zoneSegments[j] - 1] = start;
215 zones[j].stop[zoneSegments[j] - 1] = end;
216 zones[j].numOfElements[zoneSegments[j] - 1] = accIdcLen;
217 zones[j].hravg[zoneSegments[j] - 1] = averageHR;
218 zones[j].vo2avg[zoneSegments[j] - 1] = averageVO2;
219 zones[j].stdevsHR[zoneSegments[j] - 1] = stdHR;







226 zones[j].nSegments = zoneSegments[j];
227
228 // Sort HR standard deviations of segments in ascending order
229 // Sort VO2 standard deviations of segments in ascending order
230 if (zones[j].nSegments > 0) {
231 double[] stdevsHR = new double[zones[j].nSegments];
232 double[] stdevsVO2 = new double[zones[j].nSegments];
233
234 for (int idx = 0; idx < zones[j].nSegments; idx ++) {
235 stdevsHR[idx] = zones[j].stdevsHR[idx];
236 stdevsVO2[idx] = zones[j].stdevsVO2[idx];
237 }
238
239 ArrayComparator arrayComparatorHR = new ArrayComparator(stdevsHR);
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240 ArrayComparator arrayComparatorVO2 = new ArrayComparator(stdevsVO2);
241
242 Integer[] sortedIdcsHRstd = arrayComparatorHR.createIndexArray ();





248 zones[j].idxHR_after_sorting = sortedIdcsHRstd;





254 ArrayList <Double > linRegressionHR = new ArrayList <>(); // Only indices from indMinStdHR
255 ArrayList <Double > linRegressionVO2 = new ArrayList <>(); // Only indices from indMinStdVO2
256
257 for (int i = 0; i < NUM_HR_ZONES; i++) {
258 int segmentsNum = zones[i].nSegments;
259 ArrayList <Integer > indMinStdHR = new ArrayList <Integer >();
260 ArrayList <Integer > indMinStdVO2 = new ArrayList <Integer >();
261
262 if (segmentsNum > 0) {





268 for (int j : indMinStdVO2) {
269 ArrayList <Double > subListHR = new ArrayList <Double >( acceptedHR.subList(zones[i].
start[j],
270 zones[i].stop[j]));















285 double[] coeff = polyfit(linRegressionHR, linRegressionVO2);




Izpis 5.13: Izračun V O2max
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5.6.5 Linearna regresija in izračun VO2
Linearna regresija je metoda za iskanje premice, ki najbolje ponazarja določeno
množico točk glede na izbran kriterij ujemanja [26].
Za našo implementacijo smo izbrali linearno metodo ujemanja najmanǰsih
kvadratov - sistem enačb 5.2, ki je najbolj uporabljana oblika linearne re-
gresije [18]. Metoda deluje na način, da ǐsče tako premico, kjer je vsota
kvadratov razdalj med posamezno točko do premice minimalna.
Iskana premica bo imela obliko enačbe 5.3. Koeficienta a in b dobimo




















yi = xi · b+ a (5.3)
V Javi smo spisali funkcijo polyfit, izpis 5.14, kjer uporabimo Gaussovo
eliminacijo. Metoda se uporablja za reševanje sistemov enačb oblike A ·x = b
[8]. Z njo rešimo opisani sistem linearnih enačb 5.2. V našem primeru pred-
stavlja vektor x seznam srčnih utripov (HR) in vektor y seznam podatkov
VO2. Funkcija vrne koeficienta, s katerima na koncu izračunamo vrednost
V O2max (vrstica 284 v izpisu 5.13).
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1 public static double[] polyfit(ArrayList <Double > dataHR,
2 ArrayList <Double > dataVO2) {
3
4 int N = dataHR.size();
5 double[][] X = new double[2][2];
6 double[] Y = new double[2];
7 double[] a = new double[2];
8
9 double x = 0;
10 double x2 = 0;
11 double y = 0;
12 double xy = 0;
13 for (int i = 0; i < N; i++) {
14 double tmpHR = dataHR.get(i);
15 double vo2theor = dataVO2.get(i);
16 x += tmpHR;
17 x2 += Math.pow(tmpHR, 2);
18 y += vo2theor;
19 xy += tmpHR * vo2theor;
20 }
21
22 X[0][0] = N;
23 X[0][1] = x;
24 X[1][0] = x;
25 X[1][1] = x2;
26
27 Y[0] = y;
28 Y[1] = xy;
29
30 double k1 = - x/N;
31 X[1][0] += X[0][0] * k1;
32 X[1][1] += X[0][1] * k1;
33 Y[1] += Y[0] * k1;
34
35 a[1] = Y[1] / X[1][1];








V sklopu testiranja smo se osredotočili na prosti test izvajanja hoje oz. teka.
Naš nabor testnih podatkov zajema petnajst tekov in vse je opravila ena
testirana oseba. Vsak tek je potekal po razgibanem terenu na prostem in z
različno intenziteto. Neposredna izmerjena količina V O2max testiranca je
53 mL
kg·min , kar je bilo naše izhodǐsče za primerjavo.
Testiranec je pretekel poljubno razdaljo v poljubnem času. Aplikacija je iz
danega nabora podatkov vsakič uspela izračunati oceno V O2max. Rezultati
so pričakovano razgibani, saj je za čim bolj približno oceno V O2max potrebno
doseči maksimalni srčni utrip in držati intenziteto treninga. Maksimalni srčni
utrip ni bil vedno dosežen. Nekateri teki so zagotovili bolǰsi približek dejanski
oceni kot drugi, na kar je vplivalo več dejavnikov.
Rezultate tekov smo predstavili spodaj. Tabele prikazujejo cone srčnega
utripa, ki jih je aplikacija izračunala na podlagi pridobljenih podatkov o
maksimalnem srčnem utripu za vsak tek (razdelitev v cone smo razložili v
poglavju 4.4). Prav tako smo pri vsakem testu navedli maksimalni dosežen
srčni utrip med tekom in izračunano oceno V O2max.
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Rezultati in podatki o tekih:
1. tek:
Cone srčnega utripa:
1. 2. 3. 4. 5. 6. 7. 8. 9. 10.
100 110 120 129 139 149 159 169 178 188
Maksimalni dosežen srčni utrip: 196
Izračunana ocena V O2max: 46.32
2. tek:
Cone srčnega utripa:
1. 2. 3. 4. 5. 6. 7. 8. 9. 10.
100 110 120 130 140 150 160 169 179 189
Maksimalni dosežen srčni utrip: 197
Izračunana ocena V O2max: 48.84
3. tek:
Cone srčnega utripa:
1. 2. 3. 4. 5. 6. 7. 8. 9. 10.
104 114 124 134 144 154 164 175 185 195
Maksimalni dosežen srčni utrip: 203
Izračunana ocena V O2max: 45.8
Primer teka, kjer je v naboru vseh tekov dosežen najvǐsji srčni utrip, a je
ocena dosti nižja od pričakovane. Razlog za to je lahko premalo zanesljivih




1. 2. 3. 4. 5. 6. 7. 8. 9. 10.
94 104 113 122 131 141 150 159 168 178
Maksimalni dosežen srčni utrip: 185
Izračunana ocena V O2max: 36.53
Primer teka, kjer najvǐsji možni srčni utrip ni bil dosežen in trening ni
bil dovolj zahteven, da bi lahko dobili dobro oceno V O2max.
5. tek:
Cone srčnega utripa:
1. 2. 3. 4. 5. 6. 7. 8. 9. 10.
96 106 115 125 134 144 153 163 172 181
Maksimalni dosežen srčni utrip: 189
Izračunana ocena V O2max: 44.17
6. tek:
Cone srčnega utripa:
1. 2. 3. 4. 5. 6. 7. 8. 9. 10.
88 96 105 114 122 131 139 148 157 165
Maksimalni dosežen srčni utrip: 172




1. 2. 3. 4. 5. 6. 7. 8. 9. 10.
88 96 105 114 122 131 139 148 157 165
Maksimalni dosežen srčni utrip: 172
Izračunana ocena V O2max: 45.49
8. tek:
Cone srčnega utripa:
1. 2. 3. 4. 5. 6. 7. 8. 9. 10.
93 102 112 121 130 139 148 157 167 176
Maksimalni dosežen srčni utrip: 183
Izračunana ocena V O2max: 57.85
9. tek:
Cone srčnega utripa:
1. 2. 3. 4. 5. 6. 7. 8. 9. 10.
90 99 108 117 126 135 143 152 161 170
Maksimalni dosežen srčni utrip: 177
Izračunana ocena V O2max: 69.26
Zgornja dva teka sta primera, ko maksimum srčnega utripa ni bil dosežen
v nobenem primeru. Tudi tu lahko sklepamo, da smo dobili premalo zane-




1. 2. 3. 4. 5. 6. 7. 8. 9. 10.
99 109 118 128 138 147 157 167 177 186
Maksimalni dosežen srčni utrip: 194
Izračunana ocena V O2max: 44.83
11. tek:
Cone srčnega utripa:
1. 2. 3. 4. 5. 6. 7. 8. 9. 10.
98 108 118 127 137 147 156 166 176 185
Maksimalni dosežen srčni utrip: 193
Izračunana ocena V O2max: 44.08
12. tek:
Cone srčnega utripa:
1. 2. 3. 4. 5. 6. 7. 8. 9. 10.
93 102 112 121 130 139 148 157 167 176
Maksimalni dosežen srčni utrip: 183
Izračunana ocena V O2max: 40.32
13. tek:
Cone srčnega utripa:
1. 2. 3. 4. 5. 6. 7. 8. 9. 10.
96 106 115 125 134 144 153 163 172 181
Maksimalni dosežen srčni utrip: 189
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Izračunana ocena V O2max: 40.8
14. tek:
Cone srčnega utripa:
1. 2. 3. 4. 5. 6. 7. 8. 9. 10.
87 95 104 112 121 129 138 146 155 163
Maksimalni dosežen srčni utrip: 170
Izračunana ocena V O2max: 52.43
15. tek:
Cone srčnega utripa:
1. 2. 3. 4. 5. 6. 7. 8. 9. 10.
87 95 104 112 121 129 138 146 155 163
Maksimalni dosežen srčni utrip: 170
Izračunana ocena V O2max: 36.88
Poglavje 7
Zaključek
Diplomska naloga nam da vpogled v ozadje testiranja telesne zmogljivosti, ki
ga redno opravljajo večinoma profesionalni športniki. Dobro bi bilo, da bi ga
opravljal tudi vsak posameznik za osebno ali zdravstveno evidenco. Tak test
je lahko pokazatelj določenih bolezni in z rednim sledenjem bi lahko marsi-
katero bolezen tudi preprečili. Za implementacijo aplikacije smo se odločili,
da bi več ljudem omogočili dostop do testiranja. Na ta način uporabimo na-
predno tehnologijo in sisteme, ki so dandanes prisotni že v večini pametnih
naprav.
Tekom izdelave diplomskega dela smo ugotovili, da je za implementacijo
takega algoritma za testiranje potrebno opraviti temeljito in strokovno raz-
iskavo področja. Zagotoviti smo si morali strokovno literaturo in članke, iz
katerih smo pridobili čim bolj natančne informacije o poteku testa, postop-
kih izračuna in enačbah, s katerimi izračunamo oceno V O2max. Prav tako
smo ugotovili, da primeren protokol testiranja igra veliko vlogo pri celotnem
postopku, saj smo v različnih starostnih obdobjih različno fizično sposobni.
Ključno je izbrati pravi protokol za določeno starostno obdobje testiranca.
Prav tako se moramo držati nasvetov in pravil glede ogrevanja pred testom
in ohlajanja po testu.
Postopek segmentacije in izbira najbolj zanesljivih segmentov sta zahte-
vala veliko natančnosti. Podatke smo morali čim bolj smiselno obdelati, da
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smo iz njih lahko izčrpali čim več koristnih informacij. Ti pa so nam na
koncu pomagali priti do ocene telesne zmogljivosti.
Aplikaciji se v prihodnje lahko doda teste za izvajanje na ergometrih (sta-
cionarno kolo, naprava za veslanje, ...) in zamenja katero izmed uporabljenih
napovednih enačb, v kolikor bi strokovnjaki v prihodnje odkrili bolj natančno.
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