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ABSTRACT
Concept Mapping has long been used in academic settings for various purposes but has been underutilized for assessment. Creating the concept map task
and scoring the maps have been barriers to their widespread acceptance, but these
difficulties are mitigated with automation and simple tools for the teacher to use.
The aim of this work is to show that concept maps can be used effectively as
computer science assessments in secondary schools. Ultimately, they can be used
to measure student knowledge and to complement other forms of classroom assessments. We used the Code.org CS Discoveries Units 1-3 Curriculum taught
in two newly trained and one veteran computer science teachers’ classrooms to
demonstrate that a concept map task could be used to achieve similar results to
more traditional forms of assessment. The concept maps were collected using a
web browser-based program and scored by another computer program using eight
different scoring schemes created by the researchers. We compared these scores to
assessments created by the teacher and an assessment created by the researchers
that aligns with the objectives of the curriculum. The tools and concept map assessment method are appropriate for distance learning, and we found they offer an
assessment alternative comparable to and complementary to existing methods.
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CHAPTER 1
Introduction
1.1

Assessment
Computer Science Assessment is a difficult task. Normally, educators are ex-

perts and make their own formative and summative assessments. However, with
the push for primary and secondary school educators to be teaching computer
science, they are freshly trained (or not!) and don’t have the expertise or experience to create effective assessments. Since assessment is a critical component of
teaching, there is a need for quality assessment at the primary and secondary level.
According to a 2016 survey study of computer science teachers in K - 12 in the US,
“the lack of access to quality computer science assessment tools makes it difficult
for them to accurately gauge what students are learning” [1]. Some of the teachers
in the study reported that a book or resource with effective questions about topics
or concepts, such as looping or if-statements, would be very helpful. It is not easy
for new and inexperienced teachers to create their own assessments.
An effective assessment must measure what is intended to be measured, have
results that can be interpreted, and also must be reasonable to administer [2]. The
concept map task outlined in this study meets these criteria for the CS Discoveries
secondary school computer science curriculum.
1.2

CS Discoveries
The Code.org CS Discoveries (CSD) curriculum launched around 2017 and is

geared toward students in grades 6-10. It provides excellent resources and guidance
and links the learning objectives back to both the Computer Science Teachers’ Association and the K-12 Framework for Computer Science [3, 4, 5]. The curriculum
has projects and meaningful checkpoints for informal and formative assessments,

1

but when it was first introduced, did not provide summative assessments beyond
the projects [5]. The data for this study were collected at that time, the pilot year.
Since then, Code.org has added a summative assessment to the end of the units.
Every year the Discoveries curriculum has been revised and updated based
on the feedback from teachers and students using it. The following is a brief
description of the first three units in the six unit total curriculum, as these units
were the ones used in the study.
1.3

CS Discoveries Unit 1
The first unit is an introduction to the problem solving process. Code.org uses

a general four step procedure to identify a problem, formulate possible solutions,
try one and then assess the outcome of the trial. If it is unsuccessful, then the
process is repeated, changing or refining the approach until a suitable solution
is found. Students work in small groups to practice the problem solving process
with hands on puzzles, challenges and real world scenarios in class. One of the
ways the curriculum has grown has been to add alternative puzzles and challenges,
giving educators more options for the hands on lessons. Next, students learn the
how computers input, output, store and process information to help people solve
problems. The names and a brief summary of the lessons taken from the Code.org
Curriculum Guide can be found in Table 1 for reference. Note that for simplicity
the alternative lessons have been left out of this table.
1.4

CS Discoveries Unit 2
The second unit of the Code.org Discoveries Curriculum invites students to

create and share their own web pages. There are three major ideas in the unit.
First that web pages can be a useful medium for self-expression and sharing ideas.
Second, the unit presents an excellent opportunity for students to think carefully

2

Table 1. Summary of Lessons in Unit 1 of Code.org Discoveries Curriculum for
academic year 2021-2022 as presented in the Curriculum Guide.
Unit 1
Chapter 1
Lesson 1

Lesson 2
Lesson 3

Chapter 2

Problem Solving and Computing
The Problem Solving Process
Intro to Problem Solving

Work in groups to design aluminum
foil boats to support as many pennies as possible.
Problem Solving Process
Formal problem solving process: Define - Prepare - Try - Reflect.
Exploring Problem Solving Apply the problem solving process
to three different problems.
Computers & Problem Solving

Lesson 4

What is a Computer?

Lesson 5

Input and Output

Lesson 6

Processing

Lesson 7

Storage

Lesson 8

Propose an App

Develop a preliminary definition of a
computer.
Consider how computers get and
give information.
Introduce four types of processing to
make output from input.
Storage is introduced and the computer model is fully presented.
Propose apps designed to solve real
world problems.
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about what information they are sharing with the world, and the importance
of privacy. They can see how easy it can be to unintentionally share private
information. They also think about proper attribution for media items such as
pictures or music clips. The third major point is the actual construction of the
web pages themselves, learning HTML tags and how to properly use them in
concert with CSS is programming. Creating the desired web page without error is
a chance to put the problem solving process from Unit 1 into immediate practice.
The names and brief summary of the lessons in Unit 2 are listed in Table 2 for
reference. Code.org has built a tool called Web-Lab that runs in a web-browser
and allows users to type HTML and CSS tags into files in one window frame and
see the results in another window frame. Though not necessary to use the lessons,
it is freely available.
1.5

CS Discoveries Unit 3
CSD Unit 3 is about drawing with the computer, programming interactive

animations and creating games. It is divided into two chapters, the first introduces drawing and simple animation, laying the groundwork for the games that
are discussed in the second chapter. The names of the lessons in each chapter and
a brief description can be found in the summary of the unit in Table 3 and Table 4.
The Game Lab is a Code.org built program that turns a web-browser into an
interactive drawing program to aid in teaching coding. The Game Lab is divided
into two panels, one for the code and a second that displays the results of the
code’s execution. The students do the actual coding using a subset of javascript.
Three different schools took part in our study, with one classroom educator
from each. Each school had different schedules and time allotted for the CS Discoveries curriculum, so depending on the timing and the perceived level of the
students, the educators chose to teach different units. School A covered Units 1

4

Table 2. Summary of Lessons in Unit 2 of Code.org Discoveries Curriculum in the
2021-2022 academic year as presented in the Curriculum Guide.
Unit 2

Web Development

Lesson 1

Exploring Websites

Lesson 2

Lesson 3
Lesson 4
Lesson 5
Lesson 6
Lesson 7
Lesson 8
Lesson 9
Lesson 10
Lesson 11
Lesson 12
Lesson 13
Lesson 14
Lesson 15
Lesson 16
Lesson
Lesson
Lesson
Lesson

17
18
19
20

Lesson 21

The purposes a web page might
serve.
Intro to HTML
HTML to communicate content and
structure of a website to a computer.
Headings
HTML tags: headings.
HTML Web Page
Create personal web pages.
Digital Footprint
Talk about personal information
people share digitally.
Styling Text with CSS
Introduces CSS to style elements.
Your Personal Style
Create your own styled web pages.
Intellectual Property
Explore the purpose and role of
copyright.
Using Images
Legally and properly using the
<img> tag.
Websites for Expression
Websites as a means of personal expression.
Styling Elements with CSS
Continue introduction to CSS style
properties.
Your Web Page - Prepare
Decide elements and style of your
web page.
Project - Personal Web Page Create the pages you have planned.
Websites for a Purpose
Explore different reasons to make
websites.
Team Problem Solving
Teams brainstorm their websites.
Sources and Research
How to find relevant and trustworthy information online.
CSS Classes
Introduce CSS classes.
Planning a Multi-Page Site
Plan out the final web sites.
Linking Pages
Learn how to create Links.
Website for a Purpose
Code the pages they have been
planning.
Peer Review & Final Touches Self and Peer feedback.
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Table 3. Summary of the lessons found in CS Discoveries Unit 3, Chapter 1, a
secondary school curriculum provided for free by Code.org, during its pilot year.
Unit 3
Chapter 1
Lesson 1

Lesson 2
Lesson 3
Lesson 4

Lesson 5
Lesson 6
Lesson 7

Lesson 8

Lesson 9
Lesson 10

Programming - Interactive Games and Animations
Shapes and Animations
Drawing in Game Lab

Static Drawing using the coordinate system and primitives
Draw Loop and Randomization
Repeated drawings create animation, like a flip book
Variables Unplugged
Activity away from the computer to introduce variables
Variables and Animation
Using variables in the animations; ‘counter-pattern’ ie
x := x + 1
Sprites and Properties
Introducing Sprite Objects to
improve drawing
Sprites and Images
Continuing with Sprites,
adding mouse input
Booleans and Conditionals
Introduction to Boolean
Logic
and
Conditional
Statements
Conditionals and Keyboard Input Using Boolean variables in
combination with keyboard
input to trigger events and
changes in the animations
Complex Conditionals
Nesting If statements and
else clauses are introduced
Project: Interactive Card
A project to put together everything in the first chapter
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Table 4. Summary of the lessons found in CS Discoveries Unit 3, Chapter 2, a
secondary school curriculum provided for free by Code.org, during its pilot year.
Chapter 2

Building Games

Lesson 11

Velocity

Lesson 12

Collision Detection

Lesson 13

Complex Sprite Movement

Lesson 14

Collisions

Lesson 15

Functions

Lesson 16

The Game Design Process

Lesson 17

Platform Jumper

Lesson 18

Project - Design a Game

7

the Velocity property is introduced;
starting to build a game
isTouching() block is introduced; improve game
putting together the counter pattern,
collision detection, keyboard input
and so on
More about collisions, possible results of a collision
the idea of a function as a logical,
repeated block of code is introduced
Using an existing game as a starting point, students are introduced to
planning, and work together to think
of improvements and changes
A structured walk-through to build
a platform style game. The problem
solving process from Unit 1 is used
to help students think through what
they want to achieve and how they
might do it
Putting everything together in a culminating project

and 2. School B covered Unit 2 and school C covered only the first chapter of
Unit 3. It was appropriate for a summative assessment at these points (the ends
of Units 1 and 2 and after Chapter 1 of Unit 3) and the number of concepts would
be large, but manageable. More details of the study methodology are provided in
Section 3.
When the CSD curriculum was first released, for Unit 3, it provided a survey
about the unit. Code.org added a nine question objective test to be given after the
Unit 3 project, using multiple choice, matching and short answer questions. This
test was introduced for the school year 2019-2020, after the data used in the current
study was collected. For the current research objective tests using multiple choice,
matching and code fill in style questions were created, borrowing heavily from the
curriculum itself. More details about the objective tests appear in Section 3.
The contributions of this work are to address the possibility of an alternative
and complementary assessment, specifically for the Computer Science Discoveries
Middle School Curriculum by
1. introducing a computer program for scoring Concept Maps to facilitate their
use as assessment tools, and
2. adding more evidence of correlation of Concept Maps to other, more traditional forms of assessment with a classroom study.
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CHAPTER 2
Background and Related Work
2.1

Background
In early 2016, President Barack Obama announced an initiative called CS for

All that would allocate money and resources to highlight the need for technology
education, specifically computer science in the primary and secondary schools in
the United States. The initiative tapped the National Science Foundation, Corporation for National and Community Service (another government agency) and
private industry to grant money to schools, stakeholders and teachers to increase
the visibility and training and promote computer science in classrooms across the
country.
Cued from the national push for Computer Science in every classroom, Rhode
Island Governor Gina Raimondo responded to the call by launching CS4RI. The
stated goal of this initiative is to teach Computer Science in every classroom at
every school in every grade in Rhode Island.
Victor Fay-Wolfe was tapped in this effort to provide some leadership from
the State University side. One main thrust was to train classroom teachers in
some computer science so they could act as adjuncts to the University. They could
then offer URI CSC 101 in their high school classes. Students taking the course
could earn college credit while in high school. The high schools would fulfill their
mandates to offer computer science courses. The state and federal governments
granted money to pay for this work. The master theses of two other students,
Samantha Armenti [1] and Michael Conti [2], resulted from supporting these efforts
and can be read to better understand some of the work undertaken at the time.
Eventually the Middle School grades would need computer science courses as
well. The current research started as a way to fulfill this requirement. The group
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had already heard of several possible middle school curricula to consider using, or
using for inspiration. These were
• Technology Education and Literacy in School (TEALS), a program built
by Microsoft’s philanthropic arm and aimed mostly at high school students,
pairing them with credentialed professionals.
• Project Lead the Way (PLTW), offering courses in computer science, engineering and biomedicine
• GameSalad for Education, launched in 2010, it provides a framework to build
computer games, but has also expanded to offer courses in an educational
setting
• Robots and 3D printers, this was an ad hoc effort by the Hope School District
Each of these were potential starting places, or indeed, a full curriculum.
After becoming more familiar with each of them, there appeared some deficiencies.
GameSalad was focussed on creating games, and though useful, probably doesn’t
have the breadth of scope necessary for a state-wide curriculum. The Robots and
3D printers are technology applications, and though computer science would be
needed to use them properly, building a curriculum around them would be difficult.
In order to quickly get to the most interesting part, i.e., 3D printing something, you
may have to skip over fundamentals. There isn’t much incentive to revisit those
fundamentals after you’ve already gotten the printing done. And the printouts are
anti-climactic. If you’ve waited weeks and weeks to get that payoff by enduring
the fundamentals, the end product just isn’t adequately satisfying.
There was another group called Code.org, a non-profit started by Ali and
Hardi Partovi, brothers working in the technology space. The non-profit
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• was able to get buy in and funding from several major players including
Google, Amazon, Microsoft, Facebook and Infosys.
• used the money and influence to produce high-quality videos for teaching
and inspiration including recruiting well-known actors and sports figures.
• assembled a solid team of educators and knowledgeable practitioners to build
a curriculum for K-12.
• had a special six unit curriculum named Discoveries designed especially for
Middle School.
The main ideas at Code.org were to use Webpages, HTML and CSS coding
for self-expression and to learn more about actual websites using their Web Lab.
They also adapted javascript to create their own Scratch-like snap together colorful
coding blocks in a web-enabled Game Lab. There is an option to view the code
like bricks or view it like regular text. There was also a unit on Internet of Things
sensors with a so-called ‘maker’ feel to it. The result was a varied curriculum that
could appeal to a broad audience and was accessible. It was also very mature, just
finishing the piloting phase when CS4RI needed it to be ready.
It was an easy choice to make to recommend that Rhode Island go with the
Code.org’s Discoveries. Of course, there were some disadvantages. There is a
video with Cheryl Sandberg where she gives a tour of Facebook to a group of
young women and then guilts them into being interested in working there. There
is a difference between making someone aware of an opportunity, inviting someone
to take part, and trying to make someone feel bad or ungrateful if that person may
choose not to take the opportunity. Another flaw is the insistence that counting
start with zero, and that an array must start with zero because it is some inherent
feature of computer science. In fact, that is a quirky shortcoming of some particular
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programming languages and not a cornerstone of computer science. These are
minor issues when considering the big picture. The curriculum is well-thought out
and has interesting hooks to grab and hold the attention of students.
In order to support the CS4RI initiative we learned as much as possible about
the Discoveries curriculum in order to prepare to train a cohort of teachers in their
summer Professional Development. Then, the initiative supported them as they
delivered this content in their classrooms in various cities and towns across the
state. This included classroom visits, professional community of practice sessions
during the school year and answering issues as needed. The community of practice
included all the teachers in the cohort in regular, optional meetings to discuss what
was working well and what challenges they were facing. The idea was to allow the
teachers to share with their peers their successes and struggles to leverage the
good ideas and mitigate difficulties. The group was also connected on social media
platforms and provided another place to share and take resources. Those teachers
became the first cohort to teach CS Discoveries in Rhode Island the first year after
the pilot. Today the University of Rhode Island is a Code.org Regional Partner
supporting the state.
The initial curriculum offering provided only informal and formative style
assessments. Any summative assessments were left to the classroom teachers.
Serving to fill this gap is a motivating factor for the current study.
The next steps were to research how assessments were being done in Computer
Science and other areas. Details can be found in Section 2.2.1. The curriculum
wasn’t a simple programming class, but the ideals of the Code.org offerings were
much loftier. There were ideas that were to be imparted, clear thinking, problem
solving, persistence, as well as the details of how a computer would transmit and
display a webpage, or how you could create your own game with animations, rules
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and scores.
It seemed that more than a simple quiz, something closer to a knowledge
inventory would be needed. Investigations in how we are able to record the knowledge and understanding of an individual leads to Concept Maps, created by Joseph
Novak and his graduate students. These are discussed further in Section 2.2.3.
2.2 Related Work
2.2.1 Middle School Computer Science Assessment
The following works are representative of recent research published by the
Association for Computing Machinery (ACM) as it relates to computer science
eduction in Middle School. They show that the state of assessment, despite many
years of contributions, is still lacking practicality. Classroom teachers being asked
to teach computer science need useful assistance in developing and understanding
assessments to inform and improve their practice. Academic research does not
address this need, with very few exceptions.
Brennan and Resnick [3] examine interactive media projects written by middle
school aged children. They work to make a definition of computational thinking.
The programs are called interactive media and are centered around Scratch programs. These artifacts are evaluated or assessed in three ways: by counting blocks
used in the program, by interviewing the students and finally by directed interviews
surrounding three design scenarios provided by the researchers. The design scenarios were small programs about which the following questions were asked: explain
what the scenario does, describe how it could be extended, fix a bug deliberately
placed in the scenario and finally how could the project be extended. There are not
new frameworks discussed in the work. All three assessment techniques have been
done and are of questionable utility or not practical. Static code counts are indeed
software metrics but do not yield insight into a programmer’s understanding. The
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ability to hold interviews is arguably the best way to assess a programmer’s understanding, not only of the code written but also the underlying concepts. This
is most likely true for any subject. The difficulty, however, is getting a skilled
interviewer and finding the time for the interviews can be prohibitive.
Gordon et al. [4] take a closer look at students developing scenarios, similar to
the kind of scenarios presented as the third technique of [3]. The contributions of
this paper are to deliver evidence that programming scenarios is a ‘natural’ way for
students to think. The paper uses Scratch and involves students of middle school
age, but rather than presenting any assessment techniques is a qualitative discussion about working with technology. The Gordon work is an excellent illustration
of the importance of subject matter expertise on performance and especially on
instruction.
The research work by Boe et al. [5] introduces an automated process to
gather information about Scratch programs. It does this by performing a static
analysis, that is, it counts the number of instances of particular blocks of Scratch
code. One good point raised in the paper is the inherent difficulty of evaluating
performance based scripts and codes. Though not limited to Scratch, it is a feature
of Scratch that the programs are written in blocks and the way to evaluate the code
is by running the program and exploring the possibly different paths of execution.
Running each script, possibly several times, is a process that can be time consuming
since the action of the script should be witnessed as opposed to output such as
text. Alternatively, if a correct text output existed or even if there existed a static
script solution file, then a line by line file comparison could be easily done1 . A
given Scratch project may not have such a static solution file. The main idea
of the paper is to provide some automatic project evaluation to assist in Scratch
script assessments. Boe et al. admit that their automated assessment framework is
1

For instance, with the use of the standard Unix file comparison program diff.
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meant to supplement the manual scoring of projects. The weakness here is that the
framework is limited to counting the blocks of code written in Scratch. Particular
Scratch elements will need to be present in a script in order for it to be correct,
but how it is used, that is, if it is correctly used is not determined by the tool.
For example, if an assignment requires the use of conditionals then counting the
if-statements would be of some limited use.
The work by Franklin et. al. [6] is a companion paper to the Hairball work [5].
Franklin’s group held a two week summer camp for middle school aged students
to explore coding in Scratch with a cultural theme. The camp was primarily for
outreach and was not intended to teach Scratch as a goal. As such, there was no
initial formal assessment to know if any campers were already proficient in any of
the skills used during the camp. The camp had five projects that used Scratch and
were evaluated for their paper. The campers were paired and were given ample
help from the camp counselors as well as access to Scratch Reference Cards while
making the projects.
The assessment of the projects was based on a score of three levels. (1) The
project is perfect, running without defect, using the computer science concepts
introduced and intended to be present and is complete. (2) The project runs
well, and is complete, but does not utilize the correct computer science concepts.
(3) There is a defect in the execution of the code. The last level is used when the
project is incomplete or absent.
With that rubric in hand, three student-researchers manually scored each
project, and reconciled any difference through discussion. Then as a fourth score,
the Hairball static analyzer was run on the project. The student-researchers also
took notes during the coding time to record how much assistance was given to each
pair of campers.
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The authors also gave a written quiz about a side-scroller project. Without
further details, the results are shown as a percentage of campers who answered the
six questions correctly. The quiz is referred to as a questionnaire and the questions
and answers provided in a table, but it is not reported if it is an open-ended short
answer style assessment or not.
Overall, the paper claims to lay groundwork for evaluating Scratch programs,
but in fact, performs the task manually. The authors report that the static analyzer
they used found the same thing that the team of assessors found. There were 22
paired students, meaning 11 projects for each of five assignments. This work is
interesting to read as a case study, but does not inform a classroom teacher. If a
classroom teacher was working exclusively in Scratch, then the proposed automated
tool could effectively act as a sanity check to bolster manual scoring of assignments.
The ARC Centre of Excellence in Cognition and Its Disorders at Macquarie
University in Sydney, Australia explored young children’s ability to reproduce simple programming ideas [7]. They have two different scenarios, one with a cubeshaped robot named “cubetto” that can be told to move on the floor in various
ways and a second on paper with arrays of colored shapes. There were 18 children
aged between three and five in the robot activity and 30 children aged between
three and six with the array activity.
Firstly, the authors here claim that “we do not yet understand what cognitive
skills children need in order to learn to code.” They go on to try to measure
something they call “cognitive compiling” which they define as the “ability to
formulate mental action plans in natural language.” This seems to be a reasonable
summary of at least some of the requisite skills needed to be a successful coder.
Secondly, the students are extremely young, the majority younger than compulsory school age. Each of the assessments was carried out by two authors and
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a third research assistant over a period of about 45 minutes for each child. The
assessment involves exclusive use of a robot on a one square meter specially marked
floor for part of the time. The results are interesting, but not unexpected. In any
case, the method here is impractical for classroom use. The authors claim to have
developed an assessment protocol, and they have, but not a useful one outside of a
clinical setting. Here is a description of the assessments in some detail to illustrate
their richness for research but impracticality to a classroom.
The “cubetto” robot is a wooden cube reminiscent of an automatic vacuum,
except this robot only moves when colored blocks are applied to its remote control.
For this experiment, only the first four spots in the remote control were available
for the children to use. Each spot could take a different colored command block,
and only three different blocks were used: green to move forward one space, yellow
to make a 90-degree left turn and red to make a 90-degree right turn. The robot
starts out on a colored mat divided into squares on the floor and the tasks are to
get him from his starting square to another specific square.
The second test was done on paper and involved target arrays, or sequences of
shapes with different colors. The children were asked to point to the “third yellow
star” for example. Each array is carefully constructed to contain partially correct
but erroneous answers. Continuing the example, selecting the third object if it is
a yellow star, see Figure 1. More details on both tests are in the paper and an
interested reader is encouraged to refer to that.
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Figure 1. Examples of two target arrays used in the Marinus et al. study. Here
the letter I = Intersective, H = Headset, A = Adjective and C = Correct Solution.
The findings, ultimately, were that cognitive compiling ability predicts coding
performance better than age or nonverbal ability.
Salac et. al. [8] take a closer look at how to assess Scratch code made by
elementary school students. They developed an automated system to search student code and identify candidate code snippets that can be extracted to make
multiple-choice, fill-in-the-blank and open-ended questions using pen and paper.
The main thrust was to see if students did better when asked about generic code
or about code they had written themselves. A goal of this was to study if there
was a difference in understanding the structure versus function of code that was
presented to them or if writing the code themselves made a difference. The authors
hypothesized that knowing what the code does, the function of it, can be known
when others’ code is reused, but understanding how the code works, or its structure is necessary if the student wrote the code himself. The findings were that
when students answered questions about their own code in its original context,
they answered correctly more often than when presented generic code. However,
if their own code was used, but the question put it in a different context than
was originally written, the students performed worse. It seems the students were
remembering what they did more than what the questions were necessarily asking.
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The conclusion was that students were more likely to answer explanation questions
about their own code, but were less thorough with the explanation than those who
had to explain generic code.
The methodology of this study was strong, with more than 300 participants
over two years. However, the assessment questions were “designed by a team of CS
and education researchers and practitioners.” This level of effort is needed for a
study, but does not speak to a classroom teacher who would like an assessment to
use for the class. The other issue is that the kinds of questions, multiple-choice, fillin-the-blank, and open response, or Explain in Plain English, along with interviews,
are the same time-intensive assessment approaches traditionally used. Expertise
and time are needed to form and evaluate sound questions. The contribution of
this work is the automated program that can find candidate code in the student
projects that could be used in a personalized assessment. There is great value
in a personalized assessment, however, it seems that most of the students simply
remember what it is that they wrote rather than have an understanding of how or
why it works.
The paper by Grover [9] is more directly relevant in that she works to develop a
summative assessment for middle school computer science. The idea was to identify
assessment “design patterns” that can be used to generate suitable questions. To
this end, the author developed 22 focal knowledge, skills and abilities (FKSAs)
targeting the needed concepts and computer language constructs. These were also
rated using Bloom’s Taxonomy [10], with some targeting the higher level analysis
and synthesis tasks. An example is number five, “Ability to identify the repeating
pattern within a loop.” When creating the assessment, these FKSAs were taken
into account, and a first draft was iteratively improved after piloting with 200
students, asking the opinion of four teachers and conducting interviews with six
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students who took the draft assessment. There was even a review by an English
Language Learning expert to check that the language used was accessible.
After the review, the improved assessment contained nine multiple-choice and
open response items and is intended to be given in one 45-50 minute class period.
The assessment included a scoring rubric for each question to increase the possibility of consistent scoring. This assessment was then given to 71 students both
before and after the instructional curriculum was taught, with three grade levels:
6, 7 and 8. The rigor involved is what sets this work apart, including Factor analysis performed on all the data as well as calculating the Discrimination Index. The
author reports that one overall factor was measured, with reliability at 82%. The
Discrimination Index showed that those items targeting combinations of concepts
had higher discriminatory power.
Despite the necessary work done here, the assessment remains multiple-choice
and short answer style questions, developed by experts in the education field. The
introduction of the so-called design patterns is an excellent suggestion, but it isn’t
clear how to use these patterns to create another assessment (aside from making
sure each FKSA is addressed, but that is precisely the problem to solve). The
issue of one great assessment persists, should the curriculum change, or even more
harmful, the questions are leaked. The knowledge measurement for the next class
will not be accurate if the students have access to the questions in advance. Making
a new assessment is time and expertise intensive.
Some good points were raised in the paper that bear highlighting. The first
is that it is important to measure introductory programming concepts, and not
necessarily language features or quirks. The second is that the assessment was
shown to be sensitive to instruction, a result that the present work also found.
Thirdly, scoring open-ended questions, despite having a high-quality rubric, is a
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time-consuming process and one where partial credit can be more difficult to standardize. However, Grover argues to keep open-ended questions where students are
asked to write pseudo-code, construct expressions or provide explanations because
it allows for a richer assessment and better evidence of student understanding.
Lastly, and following from the third point, it is vital not to rely on one assessment
to score a student at the end of a course, but rather to use it as one of many varied
forms of assessment.
Overall, the consensus appears to be that Scratch is the de facto standard
for middle school programming, indeed Scratch is synonymous with Middle School
Computer Science. Further, there are not any ideas from the literature about how
to assess CS or programming aside from the traditional methods: expert created
multiple-choice, fill-in, and free-response style questions, interviews with students
and inspection of the artifacts, statically or by executing the code in this case.
These are effective methods of assessment, but they are time intensive and rely on
instructor expertise.
2.2.2

Theoretical Underpinnings for Concept Maps

A thorough discussion of the psychological and educational theory underpinning the justification and workings of concept maps is beyond the scope of the
present work. Furthermore, it has already been undertaken in other places [11, 12]
for instance. This section is limited to an abbreviated discussion to mention the
relevant points.
Novak’s longitudinal study sought in part to take a closer look at the findings
of Jean Piaget. Namely, are the cognitive limitations observed by Piaget the result
of brain development, or at least partly due to the kind of instruction and schooling
the child was given? Could instruction be given to 6 - 8 year old children in science
concepts that will help them later in life when they take formal science instruction?
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Is it possible to observe the changes in a child’s perception of the world, or concepts
held about science and reality over time? Lastly, could the results of this study
be used to support David Ausubel’s learning theory? An ambitious project, and
during this work, the notion of a formal concept map was generated to capture the
knowledge of the children as they progressed.
Jean Piaget showed through experiments with children of varying ages that
certain concepts are elusive to children until a certain age. The ages for each
child vary, but the progressive stages are the same for everyone. For example, the
ability to understand knowledge from someone else’s point of view. A child that
has not attained this ability will assume everyone knows what the child knows
to be true, even if that person had no apparent way of knowing, e.g., knowledge
of an event despite not being present in the room to witness that event. The
demonstrations are convincing and there is likely truth to the brain developing
structures to increase its capacity to know things. The question at hand from
Novak is whether intervention can change this development.
David Ausubel’s learning theory with its emphasis on prior knowledge is similar to the Zone of Proximal Development put forth by Lev Vygotsky. Vygotsky
believed that people learn through interactions with peers and more knowledgeable others, the principal ideas of his Sociocultural Theory. Ausubel stated in his
1968 book [13] “The most important single factor influencing learning is what the
learner already knows. Ascertain this and teach him accordingly.”
Quoting Novak on how assimilation theory precipitated concept maps,
Three ideas from Ausubel’s assimilation theory emerged as central to
our thinking. First, Ausubel sees the development of new meanings
as building on prior relevant concepts and propositions. Second, he
sees cognitive structure as organized hierarchically, with more general,
more inclusive concepts occupying the higher levels in the hierarchy
and more specific, less inclusive concepts subsumed under the more
general concepts. Third, when meaningful learning occurs, relation23

ships between concepts become more explicit, more precise, and better integrated with other concepts and prepositions. The latter involves what Ausubel calls progressive differentiation of conceptual and
propositional meanings, resulting in more precise and/or more elaborate ideas, and integrative reconciliation, or resolution of conflicting or
ambiguous meanings or concepts and propositions. In our discussions,
the idea developed to translate interview transcripts into a hierarchical
structure of concepts and relationships between concepts, i.e., propositions. The ideas developed into the invention of a tool we now call the
concept map.[11]
From here, Novak and his research group met with success in using the concept
map summaries. They had developed a knowledge representation tool.
The different learning theories of Piaget, Vygotsky and Ausubel need not be
mutually exclusive, and indeed, each likely holds true to some degree. We link what
we are learning to something we already know to update our internal knowledge
structure and assimilate the new information. Constructing our own ideas from
experiences and forming conceptions and misconceptions is Constructivism. The
key points are that we construct our own knowledge, hierarchically, and link new
information to older ones. Introspecting about our current state of knowledge
can be difficult, taxing, maybe even painful, but in so doing we can more fully
understand what we know and what we do not. The process of making concept
maps can itself be a constructive task, and it is a ready connection to make that
groups of learners could work together to create a map.
Further support of Ausubel’s assertion that we organize information in a hierarchical fashion may come from the brain structures studied in neuroscience. There
is evidence that our physical brain and nervous system structure is arranged in a
hierarchical manner. The way we think and behave takes advantage of this hierarchy. In fact, what we call “muscle-memory” is really the functioning of these
structures in our nervous system. Muscles do not have the capacity for memory or
remembering. However, our highest brain functions, what we consider reasoning
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has long ago solved basic problems, for example, how to walk. The lower-level
nervous system hierarchy can then handle the details of toe, foot, and leg motions,
and all the attendant small things to navigate us around by walking. You may have
noticed that your body can be more proficient at common tasks if you are not concentrating on them. These are neuroscience articles discussing this phenomenon
and structure, specifically in the visual cortex [14], three more that discuss the
link between the visual and motor system, including higher levels predicting the
behavior of lower levels [15, 16, 17] and finally two classic papers that assert there
is really just one human brain algorithm, for lack of a better word [18, 19]. These
resources are excellent starting points for further study.
The learning theories relevant to assessment is a much larger and richer topic
for which this short summary is only intended to highlight.
2.2.3

Novak’s Concept Maps

Concept Maps are graphical tools to organize and represent knowledge [12].
They consist of concepts and the relationships between concepts. The concepts
are drawn in ellipses and the relationships are drawn as lines linking two concepts
with a word or short phrase. The combination of concept, linking phrase and
concept forms a proposition, which should be a true statement. The concepts
should be arranged in a hierarchy, with general or broad concepts at the top, and
more specific ideas nearer the bottom of the graph. In order to give context to the
concepts, a focus question is provided. An example of a concept map is shown in
Figure 2.
Over the past 40 years, concept maps have shown promise in their ability to
measure someone’s knowledge of a subject and to serve as a form of assessment.
Every decade it seems there is a study with promising results correlating concept
map scores or evaluations with other test scores [20, 21, 22, 23, 24]. Since their
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Figure 2. An example of a concept map illustrating the concepts in ellipses with lines between them forming propositions.
The image is taken from the interface as the student was allowed to draw this concept map on the computer screen. At
the start of the task, the concepts were given and the student was not allowed to add or remove them. The student adds,
removes or edits links and rearranges the concepts as desired.

inception, concept maps have been shown to have solid theoretical foundations [11]
and have repeatedly been shown to be useful in many different academic situations,
including the science classroom [25]. Some work also shows the ability of concept
map scores to predict success in a college natural resources class [26].
Concept maps have successfully been used to summarize complex information
in a compact and efficient way [11, 12], for increasing reading comprehension and
learning, for facilitating note-taking, for acquiring a foreign language2 , and for
summarizing knowledge [27, 28, 29, 30, 31, 32]. Some of the concept maps were
created as a pre-writing activity, something authors did to help them summarize
their knowledge and enhance organizational thinking before beginning to write.
Concept maps have also been studied for use as an assessment tool, chiefly in
science classrooms [33, 34, 22, 21, 35].
Despite these positive studies using concept maps as assessment tools in science classrooms, as [36] points out, there are some barriers to their widespread
adoption. Concept maps need to be shown to be valid assessments, applicable to
the domain being assessed. Showing validity and applicability is made more difficult due to the variations in the concept map task and the consistent and reliable
scoring of the maps. In this work a concept map task means deciding what the
concept map maker is required to do to make a concept map. From an educator’s
point of view, a task typically involves writing a prompt and providing several
concepts and linking words associated with that prompt.
This study responds to the barriers written above. The validity and applicability are addressed by correlating concept map results with traditional assessments
in the classroom. The concept map task is specific to the curriculum being used
and was created with feedback from a pilot study. Similar task creation and con2

specifically to promote higher level thinking, help to organize writing, improving oral skills,
in French in this case
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cept map scoring are handled by automating these jobs. Computer programs ease
the burden on the classroom educator and allow for consistency and reliability in
scoring concept maps.
There is significant literature concerning the evaluation of concept maps [24,
34, 37]. Scoring methods can be divided into three broad categories: holistically,
with emphasis on concept map quality [38, 39], qualitatively [40, 41, 42], and
quantitatively [36, 24, 34, 21]. Many of the quantitative scoring algorithms focus
on the structure and components of the concept map itself. Several computer
programs exist with some automatic assessment tool: Cmapanalysis [43], C-Tools
[44], COMPASS [45] and CRESST [46] or have used a tool to score the maps [47].
Other studies suggest a weighted map, [48], closeness index to some expert map
[49, 42], and hybrid approaches, combining some or all of these techniques to derive
a score.
Indeed, at least one study suggested that the concept maps of students can be
qualitatively evaluated by the teacher and taken as a snapshot of understanding
and used primarily for formative assessment [25, 50], removing the need for scoring
at all. There has even been interest in some interactivity during concept map
construction, either with teachers, peers or the computer. [31, 51, 52, 53]
An approach to automated scoring is discussed in Section 3.
2.2.4

General Traditional Assessment

Traditional forms of assessment here are multiple choice questions, fill-in-theblank, matching terms to predicates and true-false statements. For computer science, the fill-in-the-blank is often interpreted as fill-in-the-code. Indeed, writing
code in the usual setting, on a computer with references available and an Integrated
Development Environment (IDE) or compiler ready to point out possible syntax
errors or other problems, is not always practical for an assessment. An Integrated
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Development Environment consists of a text editor to enter code and an associated compiler to interpret the code and create an executable file. It is integrated
because the multi-step operation of moving from source code to running that code
is simplified to a single button press. Often the text editor itself has other tools
to facilitate code writing. Some examples of these facilities include hiding parts of
the code, or highlighting variables of interest. In order to discover the knowledge a
student has, some limitations on the usual IDE or computer will most likely need
to be set. Therefore, writing code on paper has been the traditional approach,
similar to a long answer or essay question. There can also be a longer form of
true-false questions where existing code is presented, and the student is asked to
correct any errors in syntax or logic that might appear. This involves rearranging
the code, changing, adding or removing lines or characters. The multiple choice
question is a versatile question type as it can measure:
1. knowledge of terminology
2. knowledge of specific facts (who, what, when, where)
3. knowledge of principles
4. knowledge of methods and procedures
If a multiple choice question is written properly it can also measure student ability
to identify the application of facts and principles, to identify cause and effect relationships, and ability to justify methods and procedures. Multiple choice questions
are superior to true-false questions because they can measure what is known by the
student, the questions are less vague and ambiguous than short answer questions
and overall are more reliable. Finally, multiple choice questions make it easier to
diagnose misconceptions based on what students select as their best response.
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The drawbacks to multiple choice questions are primarily the difficulty in
writing good questions. Formulating a proper question, and then disguising a good
distractor consistently is difficult to do. Structural limitations of multiple choice
also exist. The questions cannot measure organizing and presenting information
in a performance based way. These questions are also limited to verbal learning
outcomes.
Students are familiar with these forms of assessment because they have been
popularized and used from the beginning of the student’s formal educational career.
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[25] A. Cañas, J. Novak, and J. Vanhear, “Concept mapping as an assessment
tool in science education,” Proceedings of the Fifth International Conference
on Concept Mapping, 2012.
[26] W. S. Bousquet, An application of Ausubel’s learning theory to environmental
education: A study of concept mapping in a college natural resources management course. The Ohio State University, 1982.
[27] J. M. Schultz, “Mapping and cognitive development in the teaching of foreign
language writing,” French Review, vol. 64, no. 6, pp. 978–88, May 1991.
[28] F. Pieronek, “Using maps to teach note taking and outlining for report writing,” The Social Studies, vol. 85, no. 4, pp. 165–169, August 1994.
[29] H. Cronin, R. Sinatra, and W. F. Barkley, “Combining writing with text
organization in content instruction,” NASSP Bulletin, vol. 76, no. 542, pp. 34–
45, 1992. [Online]. Available: https://doi.org/10.1177/019263659207654207
[30] M. J. Eppler, “A comparison between concept maps, mind maps, conceptual
diagrams, and visual metaphors as complementary tools for knowledge
construction and sharing,” Information Visualization, vol. 5, no. 3, pp.
202–210, 2006. [Online]. Available: http://dx.doi.org/10.1057/palgrave.ivs.
9500131
[31] P.-H. Wu, G.-J. Hwang, M. Milrad, H.-R. Ke, and Y.-M. Huang,
“An innovative concept map approach for improving students’ learning
performance with an instant feedback mechanism,” British Journal of

32

Educational Technology, vol. 43, no. 2, pp. 217–232, 2012. [Online]. Available:
http://dx.doi.org/10.1111/j.1467-8535.2010.01167.x
[32] A. Mühling, “Aggregating concept map data to investigate the knowledge
of beginning cs students,” Computer Science Education, vol. 26, no. 2-3,
pp. 176–191, 2016. [Online]. Available: http://dx.doi.org/10.1080/08993408.
2016.1241340
[33] K. M. Markham, J. J. Mintzes, and M. G. Jones, “The concept map as
a research and evaluation tool: Further evidence of validity,” Journal of
Research in Science Teaching, vol. 31, no. 1, pp. 91–101, 1994. [Online].
Available: http://dx.doi.org/10.1002/tea.3660310109
[34] J. Keppens and D. Hay, “Concept map assessment for teaching computer
programming,” Computer Science Education, vol. 18, no. 1, pp. 31–42, 2008.
[Online]. Available: http://dx.doi.org/10.1080/08993400701864880
[35] D. C. Rice, J. M. Ryan, and S. M. Samson, “Using concept maps to assess
student learning in the science classroom: Must different methods compete?”
Journal of Research in Science teaching, vol. 35, no. 10, pp. 1103–1127, 1998.
[36] M. A. Ruiz-Primo and R. J. Shavelson, “Problems and issues in the use of
concept maps in science assessment,” Journal of Research in Science Teaching,
vol. 33, no. 6, pp. 569–600, 1996.
[37] T. Falke and I. Gurevych, “Bringing structure into summaries: Crowdsourcing
a benchmark corpus of concept maps,” arXiv preprint arXiv:1704.04452, 2017.
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CHAPTER 3
Study Methodology
3.1 Preparation for the Study
3.1.1 Creating an Objective Test
In order to provide the classroom teachers with a ‘traditional style’ assessment,
the researcher created an exam for each unit in the Discoveries Curriculum. The
process used was to closely follow the lessons and ask questions directly related to
the learning objectives presented there.
Tables 5, 6 and 7 show the connections between the researcher created exams
and the lessons in the Code.org Discoveries Curriculum. A brief summary of the
lessons and their titles is given Tables 1, 2 and Tables 3, 4 in the Introduction,
with the curriculum provided online. The researcher created exams can be found in
Appendix A. Tables 5, 6 and 7 briefly characterize the question type as it appears
on the exam and lists which of the CSTA standards are addressed by the question.
The exams were provided to all the teachers in the Pilot Discoveries program
in the CS4RI Initiative cohort in three electronic formats. Unfortunately, it is unclear if the participants in our study used them directly. The most likely scenario
is that the classroom teachers adopted parts of them for their own uses. This is
acceptable as one aim was to provide something useful to the classroom teachers.
The downside for our study is that we don’t have the data to perform a Difficulty
Index, which is the average scores for each question across all participants. Likewise, we do not have the data to find the Discrimination Index, how well a question
differentiates between high and low scorers.
Since the Code.org group has since provided1 their own summative assessment
for use at the end of Unit 3, it may be instructive to compare our exam to theirs.
1

in academic year 2019-2020
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Table 5. Summary of links between researcher created Exam 1 and the 2021-2022
Code.org Curriculum and the CSTA Standards document. MC = Multiple Choice.
Q

Type

Mode

Lesson

Applicable Standard(s)

1
2
3
4
5
6
7
8
9
10
11
12
13
14
15

MC
MC
MC
MC
MC
MC
MC
MC
MC
MC
MC
MC
MC
MC
MC

Text
Text
Text
Text
Text
Text
Text
Text
Text
Text
Text
Text
Text
Text
Text

2
3
3
3
3
2,3
2,3
2,3
2,3
2,3
6
4
4
4
4-8

16
17
18
19

MC
MC
MC
MC

Text
Text
Text
Text

7
5
5
4-8

1B-AP-08, 1B-AP-11
1B-AP-08, 1B-AP-11, 1B-AP-16
1B-AP-08, 1B-AP-11, 1B-AP-16
1B-AP-08, 1B-AP-11, 1B-AP-16
1B-AP-08, 1B-AP-11, 1B-AP-16
1B-AP-08, 1B-AP-11, 1B-AP-16
1B-AP-08, 1B-AP-11, 1B-AP-16
1B-AP-08, 1B-AP-11, 1B-AP-16
1B-AP-08, 1B-AP-11, 1B-AP-16
1B-AP-08, 1B-AP-11, 1B-AP-16
2-AP-10, 2-AP-17, 1B-CS-01, 1B-CS-02
1B-CS-01
1B-CS-01
1B-CS-01
1B-CS-01, 1B-CS-02, 2-AP-10, 2-AP-15, 2-AP-17,
2-AP-18, 2-1C-20, 2-CS-02
2-AP-10, 2-1C-20
1B-CS-01, 1B-CS-02
1B-CS-01, 1B-CS-02
1B-CS-01, 1B-CS-02, 2-AP-10, 2-AP-15, 2-AP-17,
2-AP-18, 2-1C-20, 2-CS-02
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Table 6. Summary of links between researcher created Exam 2 and the 2021-2022
Code.org Curriculum and the CSTA Standards document. MC = Multiple Choice.
Q

Type

Mode

Lesson

Applicable Standard(s)

1
2
3
4
5
6
7
8
9
10
11
12
13
14

MC
MC
Fill In
Fill In
MC
Fill In
Matching
Fill In
Fill In
Fill In
MC
MC
Fill In
Fill In

Text
Text
Text
Text
Text
Text
Text
Text
Text
Text
Text
Text
Text
Text

1
1
2,3
2,3
3
2,3
4
4
4
9
3,7
3,7
3,7
19

15
16

Fill In
MC

Text
Text

6,7,17
7

2-1C-20
2-1C-20
1B-AP-11, 1B-AP-15
1B-AP-11, 1B-AP-15
1B-AP-11, 1B-AP-15
1B-AP-11, 1B-AP-15
1B-AP-11, 1B-AP-12, 1B-AP-15
1B-AP-11, 1B-AP-12, 1B-AP-15
1B-AP-11, 1B-AP-12, 1B-AP-15
2-AP-16, 2-AP-20, 1B-1C-21, 2-1C-23
1B-AP-11, 1B-AP-15, 2-AP-16, 2-AP-19
1B-AP-11, 1B-AP-15, 2-AP-16, 2-AP-19
1B-AP-11, 1B-AP-15, 2-AP-16, 2-AP-19
1B-AP-12, 2-AP-15, 2-AP-16, 2-AP-17, 2-AP19, 1B-1C-21
2-AP-16, 2-AP-17, 2-AP-19
2-AP-16, 2-AP-19
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Table 7. Summary of links between researcher created Exam 3, Chapter 1 and
the 2021-2022 Code.org Curriculum and the CSTA Standards document. MC =
Multiple Choice.
Q

Type

Mode

1
2
3
4
5
6
7
8
9
10
11
12

MC
MC
Fill In
Fill In
Fill In
MC
MC
Fill In
Fill In
Fill In
Fill In
MC

Text
Graphic
Text
Text
Text
Graphic
Text
Text
Text
Text
Text
Graphic

13
14

Fill In
MC

15
16
17
18
19
20
21
22

Fill In
Fill In
Fill In
MC
MC
MC
MC
Fill In

23

Fill In

24

Fill In

Lesson

Applicable Standard(s)

1
3
3,4
3,4
3,4
3,4
3,4
6
5
5
5
7

2-1C-21
2-AP-13, 2-AP-19
2-AP-13, 2-AP-17, 2-AP-19
2-AP-13, 2-AP-17, 2-AP-19
2-AP-13, 2-AP-17, 2-AP-19
2-AP-13, 2-AP-17, 2-AP-19
2-AP-13, 2-AP-17, 2-AP-19
2-AP-11, 2-AP-13, 2-AP-17, 2-AP-19
2-AP-11, 2-AP-13, 2-AP-17, 2-AP-19
2-AP-11, 2-AP-13, 2-AP-17, 2-AP-19
2-AP-11, 2-AP-13, 2-AP-17, 2-AP-19
2-AP-11, 2-AP-13, 2-AP-16, 2-AP-17,
AP-19
Text
7,8
2-AP-11, 2-AP-13, 2-AP-17, 2-AP-19
Graphic 12
2-AP-11, 2-AP-12, 2-AP-13, 2-AP-16,
AP-17, 2-AP-19
Text
7,8
2-AP-11, 2-AP-13, 2-AP-17, 2-AP-19
Text
5
2-AP-11, 2-AP-13, 2-AP-17, 2-AP-19
Text
8
2-AP-11, 2-AP-13, 2-AP-17, 2-AP-19
Text
14
2-AP-12, 2-AP-13, 2-AP-17, 2-AP-19
Text
14
2-AP-12, 2-AP-13, 2-AP-17, 2-AP-19
Text
14
2-AP-12, 2-AP-13, 2-AP-17, 2-AP-19
Text
14
2-AP-12, 2-AP-13, 2-AP-17, 2-AP-19
Text
8,14
2-AP-11, 2-AP-12, 2-AP-13, 2-AP-17,
AP-19
Text
15
2-AP-11, 2-AP-12, 2-AP-16, 2-AP-17,
AP-19
Text
8,12,14,15 2-AP-11, 2-AP-12, 2-AP-13, 2-AP-16,
AP-17, 2-AP-19
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Table 8 shows a summary some key characteristics of the Code.org exam and ours.
Table 8. Some characteristics of the code.org objective examination offered at the
end of Unit 3, and the exam created for this study.
Number of Questions
Test
Source

Total

code.org
this study

9
24

Chapter 1
2
24

Question Type
Multiple
Choice
4
10

Short
Answer
4
0

Matching Fill in
Code
1
0

0
14

Both exams were made independently and for different purposes. Ours was
made specifically for this study, and so was only concerned with the material from
Chapter 1. Some example questions are shown in Figures 3 and 4. Question 9 is
a fill-in-the-blank style question that asks students to provide the missing line of
code. The variables used in line 4 need to be declared, and there are other places
on the test where the syntax of variable declarations can be found (but nowhere
else does it explain that they need to be declared before they are used). Question
18 is a multiple choice type question, allowing for multiple answers and including
the distractor indicating there is no right answer.

Figure 3. Question 9 taken from the Unit 3 objective test created by the researchers
for this study. This is an example of a Fill in the Missing Code type question, where
the student is asked to write code similar to that practiced in the lessons on the
computer. This question links to Chapter 1, Lesson 3.
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Figure 4. Question 18 taken from the Unit 3 objective test created by the researchers for this study. This is an example of a Multiple Choice type question,
a format of questions known well to students. This question links to Chapter 1,
Lesson 7.
The Code.org test asks questions that cover several concepts at once, which
helps to reduce the number of questions. However, incomplete or incorrect answers,
especially to short answer questions can be difficult to score, requiring expertise
and furthermore introducing complexity to measuring student knowledge. That is,
a student may not be able to accurately and clearly convey his level of knowledge
with one concept when it is entangled with another.
3.1.2

Establishing the Concept Map Task

There are many different ways to use concept maps as an assessment tool.
The design of the activity the students are expected to perform is called a concept
map task. Initial tasks have historically been: filling in blanks in concepts or in
links [1]. Other tasks involve having students choose from a bank of concepts [2],
having students segment and structure concepts [3]. In fact 739 possible concept
map tasks were outlined in [4] by varying these parameters.
The concept map task used for this study was established after running several
pilot tasks. A computer summer camp for secondary school age youth operated in
the department and the researcher was able to work there as a counselor. We ran six
total camp sessions, two weeks each of Units 2, 3 and 6. Camp sessions lasted for a
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week. Code.org curriculum materials were used for some of the activities including
the Web Lab, Game Lab, and many of the unplugged activities. For assessment,
we gave a short answer questionnaire to better understand our campers. During
the Unit 2 Web Development weeks, we also gave a short quiz at the halfway point
to assess our progress. Some examples of both of these are shown in Appendix C.
We took this opportunity to establish the concept map task we would use to
collect the data for this study. The first task we tried was to give campers the
ability to create as many concepts as they desired. This gives the most freedom
to allow a mapper to determine what he thinks are the important concepts and
to link them as he sees fit. Nearly all the campers struggled mightily with this,
and getting them to persevere in the task became challenging. During the concept
mapping we gave many suggestions and hints. The blank screen is intimidating.
For the second iteration of the concept map task, we provided a list of concepts
we thought were important, but intentionally kept it brief. The hope we had
was that the campers would start with our suggestions and then add their own
concepts to the maps they were asked to create. Unfortunately, once the campers
incorporated our concepts, they claimed to be finished. Persuading them to add
new concepts was not easy.
Finally, in our last iteration, we provided a complete concept list, that is, as
complete as we felt it could be while still being manageable. We decided against
distractors, all concepts provided are relevant ones. We also had no suggestions nor
limitations on the labels of the edges, the edges were required of course, but labeling
them was optional. Campers were prevented from adding new concepts in this
iteration. We had the best results with this formulation of the concept map task.
The campers started making their maps by already seeing a group of unconnected
concepts and they very naturally could see some connections and would make those
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and rearrange the remaining concepts. Eventually, they would be happy with
their maps and decide to stop. Being present to witness and assist was extremely
informative. The ability to interview the campers as they made their maps allowed
us to better understand their thought process and their understanding. After
gaining some experience and confidence in making concept maps, providing the
concepts was the second most help to the campers.
Selecting the concepts was a matter of reviewing the curriculum and extracting
the most important concepts.
These are the 20 concepts selected from Unit 1:
Computers
Algorithm Programs
Problems
Solutions
Problem Solving Process Storage
Process
Output
Reflect
Poorly-Defined Problems Input
Tests
Persistence Prepare
Well-Defined Problems
Define
Formally Written Try
Apps

For Unit 2, these 34 concepts were selected:
Websites
Webpages
Personal Expression Tags
Red
CSS
Citation
Bug
Maintenance
Navigation
Rule-sets
Green
Trustworthy
Privacy

Content
Headings
Ordered List
Comment
Hyperlink
Information
Blue

HTML
Structure
Text
Images
Unordered List List Element
Indentation
Whitespace
Publish
Style
Search Engines RGB
Colors

After reviewing Chapter 1 from CSD Unit 3, we extracted the following 38
concepts to be used in the concept map task:
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Boredom
Problem
Shape
Rectangle
Stroke
Color
Value
Sprite
Grid
Width
Visible
Draw Loop
True
False
Mouse Input Fill

3.1.3

Computer
Ellipse
Parameter
Properties
Label
Counter Pattern
Else Clause
Boolean

Entertainment
Height
RandomNumber
Location
Size
Debugger
Boolean
Expression

Self-expression
X- Y- coordinates
Variable
Animation
Keyboard Input
Debug
Conditional
Expression

Securing a Collection Website

At about this time, we read about a researcher in Germany who was using
concept maps to measure the knowledge of incoming Computer Science undergraduates [2]. The work involved collecting large numbers of concept maps using
an online tool called CoMapEd created by the researcher, Professor Mühling. The
tool works in modern web browsers and allows an investigator to set the desired parameters of the concept map task. Example parameters include the focus prompt
the students see for the concept map task, if the student has the ability to create
concepts or, if not, the list of concepts to be used. The student is able to create a
concept map and is given a 6-digit hex number identifier that allows the map to
be revisited in another session. We asked Professor Mühling for permission to use
his tool to collect our data and he graciously granted us access.
3.1.4

Recruiting the Classroom Teacher

The most important part of any classroom research is of course the classroom
itself. We were able to approach some teachers who were being trained in the
CSD curriculum as it was being launched. One of them, though new to CSD, was
a veteran middle school computer science educator in a suburban school system.
After the training, this educator was planning to use CSD Unit 3, the details
of which are outlined in Section 1. The educator agreed to use normal grading
practices in addition to the assessment that we created to measure understanding
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of the concepts and learning objectives from CSD Unit 3. The educator would
also administer the Concept Map Task as we laid it out, collecting the maps using
CoMapEd as we configured it. During the second half of the school year, the course
was taught and the Concept Map Task administered. We offered to be present in
the classroom at that time, as we had some experience with student confusion or
reluctance during the summer camp. However, no researcher was present for any
of the assessments. The students also did not see any expert concept maps for the
unit, and though it was recommended, concept maps were not integrated into the
lessons. At the end of the school year, the educator anonymized these data and
shared them with us.
3.1.5

Demographics

In total, there were 221 students in the study, all in the 8th grade, between
13 and 15 years old, 114 girls and 107 boys. We were able to analyze complete
data from 192 of the students, as some of the classroom data or maps had to be
discarded when cleaning the dataset. A complete data set means that we have 3
scores plus the concept map from each student. The 3 scores are: our objective
test score, the educator-made vocabulary test score, and the educator’s assessment
score. The concept maps were taken directly from the CoMapEd website, and were
scored by the researcher. The set of concept maps was scored by the evaluation
program created by the researcher. It takes the concept map description files
created by CoMapEd as input along with a scoring rubric, and creates an output
file consisting of the map identifier and the points scored. More details about the
program are discussed in Section 4.1.
We visited the school to observe some lessons. We also offered to observe and
assist in administering the concept map task. However, we did not witness the
administration of the tasks.
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CHAPTER 4
Concept Map Scoring
4.1

Automating Concept Map Scoring
The set of concept maps was scored by the evaluation program created by

the researcher. It takes the concept map description files created by CoMapEd as
input along with a scoring rubric, and creates an output file consisting of the map
identifier used by CoMapEd and the points scored. The map identifier is a 6-digit
hexadecimal number that uniquely identifies a concept map.
Our concept map scoring method is a form of structural score awarding points
for the propositions the students were able to form according to the concept map
task. Analyzing the presence or absence of a hierarchy and evaluating its validity is
extremely difficult and furthermore, positional data was not available in the .tgf
formatted files that are produced from the concept map tool. Therefore we knew
we could score based solely on a structural pattern, that is the strength of the
propositions. We then identified the relative importance of each of the possible
propositions, and we were left with an important question: how many points
should each be worth? (Indeed, an argument could be made that there wasn’t
enough separation between the relationships, for example, we have chosen five
levels of the relationships quality, but why not ten? We marked a misconception
as simply that, but we could have had a slight misconception, a misconception and
a major misconception, giving three levels of possible misconceptions.) Somewhat
arbitrarily we decided to use five total levels of relationships, but how best to
assign points? The question here is: how much difference would the assignment of
points to the five different levels of relationships make? To answer this question,
we test the possibility of using different point values for the propositions.
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4.1.1

Scoring Schemes and Rubrics

We came up with eight different ‘Scoring Schemes’ which are ways of assigning
points to the elements of concept maps. The points values for each scheme are
indicated in Table 9. Some were inspired by the literature. Scheme 1 was inspired
by Novak and Gowin’s 1984 work [1]. In it, they show a scoring method that grants
1 point for valid relationships, 5 points for a valid hierarchy, and 10 points for
each ‘crosslink’ or proposition constructed of concepts from different hierarchical
branches. They also score 1 point for each example a student correctly lists. In
our work, we don’t allow students to add concepts, and we aren’t able to track
hierarchies. Therefore, we say ‘inspired by’ this scoring method because we grant 1
point for weak and related concepts, and 5 for strong relationships. Scheme 2 and
Scheme 3 were inspired by the work of McClure et al. [2]. They were using concept
maps for science assessment and suggested scoring 3 points for valid links (Scheme
2). They also had the notion of the quality of the linking words, something our
automated scoring could consider in the future. To try and capture a measure
of quality, the strength of the relationship was directly proportional to the points
scored (Scheme 3). An idea of the scoring used by Rice [3] was that students
should be penalized for missing what was important. This lead us to Scheme 4,
where students lose a point for making misconceptions and unrelated connections.
The remaining schemes are variations on these ideas. Scheme 5 carries a small
half-point penalty for misconceptions, and a small, half-point credit for a weak
relationship. Scheme 6 features a penalty for misconceptions, but also a larger
bonus for stronger relationships, with 5 points for related concepts, and 10 for
strongly related concepts. In Scheme 7, 1 point is awarded for weak relationships
and 2 points for any other positive relationship. The idea of Scheme 8 was to simply
award 1 point for any connection made, and this was useful as a link census. The
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score shows how many links were drawn of any quality.
In order to score the concept maps, we created a scoring rubric. The rubric
lists all possible propositions. Each proposition is rated with a numerical relationship level, {−1, 0, 1, 2, 3} and a corresponding label: misconception, unrelated,
weak relation, related or strong relation. When written directly, this process is time
consuming and we propose an alternative way to create the rubric in Section 6.1.
Once all the propositions were rated, we then marked groups of propositions that
belonged together in a related group. Concepts in related group were emphasized in
the lessons as related, i. e. if a student had connected these three or more concepts
explicitly, the student should be awarded bonus points. In Unit 3, we identified
five such related groups. For instance, the smallest related group was about the
drawing grid and consisted of four concepts with three propositions: Grid to Rectangle, Grid to X- Y- Coordinates, and X- Y- Coordinates to Location. For each
member of the related group, bonus points equal to the related group number of
points were added to the overall score of the map (except for Scheme 5, which used
the relationship level 3 strong relation score, and Scheme 8, which had no bonus,
or a bonus of zero). For example, if a student connected Grid to Rectangle only
(a relationship level 2 related connection), the points scored would be 1 point in
Scheme 1, 3 points in Scheme 2, 2 points in Scheme 3, and so on. If that same
student then added a second link, say Grid to X- Y- Coordinates (also a relationship level 2 related connection), points would be scored as usual for a relationship
level 2 related connection, but now also having two members of this related group
would add bonus points. In Scheme 1, the total score for the map is now 4, 1 for
each link, and a bonus 1 point for each of the two concepts in the related group.
Scheme 2 has a total score of 12, Scheme 3 has a total score of 8, Scheme 5 has
a total score of 6, 1 for each link and a bonus of 2 for each of the two members
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of the related group. Finally, Scheme 8 has a total score of 2. At this point, the
scoring rubric has a complete list of all possible propositions, the strength of their
relationships and a set of related groups of propositions with a special relationship.
Table 9. Scoring Schemes used in the rubrics to assign points to the propositions
found in concept maps.
Scheme MisconUnrelatWeak Re- Related, 2 Strong
ception,
ed, 0
lation, 1
Relation,
−1
3
S1
S2
S3
S4
S5
S6
S7
S8

0
0
0
-1
-0.5
-1
0
1

0
0
0
-1
0
0
0
1

1
3
1
1
0.5
1
1
1

1
3
2
1
1
5
2
1

5
3
3
1
2
10
2
1

The evaluation program takes as input the scoring schemes, relationships
rubric and the set of concept map files and produces the 8 different numerical
scores as output.
4.2

Data Acquisition and Initial Cleaning
CoMapEd is the tool used to facilitate concept map creation, storage and

eventual collection. A particular map can be viewed and downloaded from the
backend of the web tool. When viewing a map, it is possible to step through the
stages of its creation as if it were a video. This is possible because a new copy of
the map is periodically created as a student is performing the map task. These
versions of the same map ‘in progress’ allow for a deeper look at the steps taken
to create the map. When downloading the entire data set from the tool, all the
files for a map are stored in a directory before being compressed. The resulting
structure for each concept map when uncompressing the data is therefore a folder
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named with the 6-digit hex number that was randomly assigned, and inside that
directory one or more files ending with .tgf that describe the map. Each file is
named with the date and time it was created. Therefore if a particular student
had spent a long time making many changes, there could be as many as one to
two dozen files in the directory for that map.
Once the data is downloaded and uncompressed, the complete data must then
be cleaned. For this study, we are interested only in the completed maps for each
student. We wrote a script to examine each of the directories and if there were
several .tgf files, the script removes all the files except the one named with the
most recent time stamp. In Algorithm 1 there is an abstract statement on line 4
to read and store the concept maps. In this case, that task entails
1. recursively searching the file structure for files ending in .tgf and then
2. opening those files and storing in an internal record:
(a) the contents of the .tgf file as well as
(b) the filename and complete path and
(c) the 6-digit hex number of the directory
The .tgf files are well structured and an example is included in Appendix D.
The first part of the file lists all the concepts found in the concept map along with
a numeric identifier, one per line. Then, to signal the end of that section, a # is
printed. The second part lists each of the edges in the concept map one per line
by writing the two numeric identifiers and then the text if any for that edge.
4.3

Scoring Algorithm
The algorithm used to score the concept maps is straightforward. The idea

of the main program is given in Algorithm 1 and more details about Score Map,
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the subroutine that does the actual scoring, is given in Algorithm 2. In the main
program, all the possible scoring rubrics are read and stored internally. The same
is done with the concept maps. Then each map is considered in turn. A matching
scoring rubric is found for it, and both are passed to the Score Map procedure to
complete the scoring. In our situation the number of concepts is unique for each
scoring rubric. Therefore, the number of concepts in a concept map can be used
to select which scoring rubric to apply to that map. We are also scoring all the
concept maps from all the units since we received our data at once. In a different
situation using another method will likely be necessary to match the concept map
to the appropriate scoring rubric. As noted in the comments in Algorithm 1 other
methods of selecting a scoring rubric are possible. A teacher will likely be scoring
one set of concept maps at a time with one scoring rubric in a classroom setting,
simplifying the rubric to map matching process. This topic is discussed further in
Section 6.2.
The scoring work in Algorithm 2 directly uses the scoring rubric as a look
up table1 . As each edge in the concept map is processed, the matching edge is
found in the scoring rubric and that is the key to knowing how many points to
award. There are two things that make the algorithm a little more complicated.
The first is that instead of a simple score, there is a vector of scores, one for each
scoring scheme. A number of scores is computed for each scoring scheme, and not
simply one score. The second complicating factor is the idea of the related groups,
as detailed in Section 4.1.1.
1

When the scoring rubric is read in, each concept pair was is also inserted in reverse order,
meaning concept A to B and B to A are both present, guaranteeing edges will match whatever
is in the concept map
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Algorithm 1: ProcessAllMaps
Data: In - A set of Rubrics and a set of Concept Maps
Result: Out - A set of Concept Maps all with scores
1
2

All Rubrics : vector of Rubrics;
All Maps : vector of Maps;

4

All Rubrics ←− read in each of the rubrics to be used;
All Maps ←− read in each of the concept maps to be scored;

5

foreach map in All Maps do

3

6
7
8
9
10
11
12
13
14

15

--locate the correct rubric to use to score this map
--In my implementation, the number of concepts was
--unique, but without loss of generality, there could
--be an identifying number set as a property.
is map scored : boolean := false;
foreach rubric in All Rubrics do
if map.rubric ID = rubric.rubric ID then
Call Score Map (rubric, map);
is map scored := true;
Exit the loop;
end if
end foreach
Raise Exception when not is map scored;
--couldn’t find a rubric to use on this map
end foreach
--now All Maps should contain all scored maps.
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Algorithm 2: ScoreMap
1 Function Score Map(Rubric r, Map m) return Map m is
Data: In - Single Rubric and Single Concept Map as input
Result: Out - A Concept Map scored according to the Rubric
2

3

4
5

6
7
8

--initialize the scores and group counts
m.Scores ←− 0;
--vector with 1 entry for each Scoring Scheme
m.Group Counts ←− 0;
--vector with 1 entry for each group in r
foreach Map Edge := m.edge do
Rubric Edge := Get Edge(r, Map Edge);
--look up this edge in the rubric
foreach SS := r.Scoring Scheme do
m.scores := m.scores + SS.Point Value;
foreach SG := r.Scoring Group do

if Member Of(Map Edge, SG) then
--check to see if this edge is in this group
10
if m.Group Counts[SG] = 0 then
--first group member found
11
m.Group Counts[SG] := m.Group Counts[SG] +1;
12
else if m.Group Counts[SG] = 1 then
--second group member found
13
m.Group Counts[SG] := m.Group Counts[SG] +1;
14
m.scores := m.scores +(2∗ SG.Point Value);
15
else
16
m.Group Counts[SG] := m.Group Counts[SG] +1;
17
m.scores := m.scores + SG.Point Value;
18
end if
--edge not in scoring group, nothing to do
19
end if
20
end foreach
21
end foreach
22 end foreach
--m.scores now stores the total score for this map
23 return m;
24 End Function;
9

53

List of References
[1] D. B. Gowin and J. D. Novak, “Learning how to learn,” USA: Cambridge
University, 1984.
[2] J. R. McClure, B. Sonak, and H. K. Suen, “Concept map assessment of classroom learning: Reliability, validity, and logistical practicality,” Journal of Research in Science Teaching: The Official Journal of the National Association
for Research in Science Teaching, vol. 36, no. 4, pp. 475–492, 1999.
[3] D. C. Rice, J. M. Ryan, and S. M. Samson, “Using concept maps to assess
student learning in the science classroom: Must different methods compete?”
Journal of Research in Science teaching, vol. 35, no. 10, pp. 1103–1127, 1998.

54

CHAPTER 5
Data Analysis and Results
5.1

Data Summary
The two primary analysis methods used are Pearson’s Correlation statisti-

cal test, and Linear Regression’s least squares errors to find the lines of best fit.
Pearson’s Correlation is only meaningful with data that is normally distributed.
There are Quartile-Quartile, or QQ, plots, to show the distribution of each data
set against a normal distribution. On the plot, the more a straight line can be
seen in the points, the nearer the data is to normal. All the data we have in this
study is reasonably normally distributed. Once that is done, the following formula
is used to calculate correlation:
n
(x − x̄)(y − ȳ)
COV (X, Y )
qP
= qP i=1
=
n
n
σX σY
(x
−
x̄)
i=1
i=1 (y − ȳ)

P

ρX,Y

where σx is the standard deviation and x̄ is the mean value of x, the set of observations for the random variable x. The result is a coefficient, denoted by ρ,
indicating the degree of correlation, with −1 and 1 being perfectly negatively and
positively correlated, respectively. Values of 0 indicate no correlation, and small
values reflect a weak linear association. Therefore, Pearson’s Correlation Coefficient is a measure of linear dependence. The population of interest for this study is
the students of middle school age taking assessments in computer science courses.
The data we have gathered represents a sample from that population and we will
not sample it further in order to draw inferences; i.e., we will use all the data
points available. There is also a confidence factor, as with all statistical tests. The
p-value is calculated as the corresponding two-sided p-value for the t-distribution
with n − 2 degrees of freedom,
√
n−2
t=r∗√
1 − r2
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For the t-test result to be statistically significant the p-value, or p.v., should be
less than 0.05.
The statistical program R calculates the Pearson Correlation with this function: cor.test(x, y). It returns both values which are reported here.
We can also use an objective method of best fitting a straight line called the
method of least squares. In short, we want to minimize the sum of squares of
vertical distance from this line to each point in the data set. An equation for this
line is also known as Linear Regression,
ŷ = β̂0 + β̂1 x
where the hats indicate that these are estimated values. The sum of squares of
deviations can be written as
n
X

(yi − β̂0 − β̂1 xi )2

i=1

and is the line of best fit when the sum is minimized. The individual deviations of
the observations yi from the fitted values ŷi are called residuals
êi = yi − β̂0 − β̂1 xi ,

withi = 1, . . . , n

and a property of the least squares fit is that the sum of the residuals is zero. In
the following figures, the lines of best fit are shown as blue dotted lines and are
created with the R function lm(formula, data . . . )
Basic R plotting functions are used to generate the visualizations of the data.
School A covered both Unit 1 and Unit 2. The classroom teacher gave the
researcher-made exam and the concept map task for both units. The scatterplots
for Unit 1 are shown in Figures 5 and 6. The results are numerically shown in
Table 10. It is apparent from this data that there is no correlation between the
concept map task score and the classroom test scores.
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Figure 5. Scatterplots showing each concept map positioned with the combined
classroom teachers score on the x-axis and the concept map score obtained following Scoring Scheme 1, 2, 3 or 4 on the y-axis. This is for School A, Unit 1.
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Figure 6. Scatterplots showing each concept map positioned with the combined
classroom teachers score on the x-axis and the concept map score obtained following Scoring Scheme 5, 6, 7 or 8 on the y-axis. This is for School A, Unit 1.
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Table 10. Summary of the Correlation Statistics for School A, Unit 1, showing the
Classroom Score and a linear correlation to each of the eight Concept Map Scores
is calculated and shown.
Scheme

Test Coefficient

Test P-value

S1
S2
S3
S4
S5
S6
S7
S8

0.11722142
0.02846749
0.03772050
0.01364773
0.05566571
0.05043180
0.01603776
0.03922466

0.1911430
0.7516790
0.6749669
0.8794428
0.5358511
0.5749265
0.8585339
0.6627819

The data for School A, Unit 2 is shown in Figures 7 and 8, and numerically
in Table 11. As before with Unit 1, there is no evidence of a correlation between
the classroom scores and the concept map task scores.
School B taught Unit 2 only. The data they reported included the test scores
from students and also the teacher’s evaluation of the Personal Web Page (PWP)
created by each student in addition to the concept map task scores. The test
scores and PWP are averaged and this value is plotted against the concept map
scores in Figures 9 and 10, and the correlation coefficients are shown numerically
in Table 12. If we consider only the PWP scores versus the concept map task, we
give a much different view of the situation. Instead of averaging test scores and
the PWP scores together we show only PWP scores versus concept map scores in
Figures 11 and 12, and numerically in Table 13.
To evaluate the results of the study, we had the educator’s assessment scores
and the concept map scores from the students. In order to evaluate the appropriateness of the test we created for Unit 3, we compared the scores of the students
on the educator’s assessments to the scores on our test, searching for a correlation.
The Pearson Correlation Coefficient is 0.43 with a p-value of 3.1 × 10−8 . Figure 13
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Figure 7. Scatterplots showing each concept map positioned with the combined
classroom teachers score on the x-axis and the concept map score obtained following Scoring Scheme 1, 2, 3 or 4 on the y-axis. This is for School A, Unit 2.
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Figure 8. Scatterplots showing each concept map positioned with the combined
classroom teachers score on the x-axis and the concept map score obtained following Scoring Scheme 5, 6, 7 or 8 on the y-axis. This is for School A, Unit 2.
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Table 11. Summary of the Correlation Statistics for School A, Unit 2, showing the
Classroom Score and a linear correlation to each of the 8 Concept Map Scores is
calculated and shown.
Scheme

Test Coefficient

Test P-value

S1
S2
S3
S4
S5
S6
S7
S8

0.137422456
0.008587100
0.009243745
0.077242176
0.035821031
0.020346993
−0.022358532
−0.063596530

0.4942699
0.9660928
0.9635016
0.7017619
0.8592094
0.9197621
0.9118586
0.7526557

Table 12. Summary of the Correlation Statistics for School B, Unit 2, showing the
combined Test and Personal Web Page Score and a linear correlation to each of
the eight Concept Map Scores is calculated and shown.
Scheme

Comb. Coefficient

Comb. P-value

S1
S2
S3
S4
S5
S6
S7
S8

0.34921172
0.10439726
0.13879083
0.06816816
0.18833772
0.17852796
0.07945348
0.12367194

0.001726502
0.363025866
0.225568836
0.553170936
0.098674792
0.117852280
0.489264440
0.280697284
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Figure 9. Scatterplots showing each concept map positioned with the combined
classroom teachers score on the x-axis and the concept map score obtained following Scoring Scheme 1, 2, 3 or 4 on the y-axis. This is for School B, Unit 2.
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Figure 10. Scatterplots showing each concept map positioned with the combined
classroom teachers score on the x-axis and the concept map score obtained following Scoring Scheme 5, 6, 7 or 8 on the y-axis. This is for School B, Unit 2.
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Figure 11. Scatterplots showing each concept map positioned with the classroom
teachers’ PWP score on the x-axis and the concept map score obtained following
Scoring Scheme 1, 2, 3 or 4 on the y-axis. This is for School B, Unit 2.
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Figure 12. Scatterplots showing each concept map positioned with the classroom
teachers’ PWP score on the x-axis and the concept map score obtained following
Scoring Scheme 5, 6, 7 or 8 on the y-axis. This is for School B, Unit 2.
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Table 13. Summary of the Correlation Statistics for School B, Unit 2, showing
the Personal Web Page Score and a linear correlation to each of the eight Concept
Map Scores is calculated and shown.
Scheme

PWP Coefficient

PWP P-value

S1
S2
S3
S4
S5
S6
S7
S8

0.4979213
0.4903071
0.5129920
0.4560443
0.5134351
0.5181389
0.5096630
0.4822365

1.48 × 10−4
1.93 × 10−4
0.86 × 10−4
5.99 × 10−4
0.84 × 10−4
0.71 × 10−4
0.97 × 10−4
2.55 × 10−4

shows the scores students earned from the educator’s assessments plotted against
the scores they achieved on our test. There is evidence of correlation here showing
some confidence in the agreement with the traditional assessments.
The educator’s assessments and our test results are averaged together to form
a unified score for the student and this is compared with each of the eight scores
from the student’s concept map. The eight different correlations are shown in
Table 14 and graphically in Figures 14 and 15. In general, the correlation scores
are all slightly less than 0.5 with significant p-values, and show there is evidence to
support a linear correlation between the traditional assessments and concept map
task. The two schemes that were the worst performing were S1 and S8. Scheme 1
was inspired by the Novak scoring scheme but was missing the most important part
of the original scheme, the idea of the hierarchies of concepts and the crosslinks
between them. When that was written, a human scorer was intended. Scheme 8
awards 1 point for any edge drawn on the concept map, regardless of the quality.
It also lacks the idea of scoring extra points for the groups of related concepts
explained in Section 3.
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Figure 13. Scatterplot showing the mean of the combined Educator Made Score
and Vocabulary plotted against the Scores on the Objective Test we provided. The
blue line shows the regressive line of best fit. The Correlation Coefficient is 0.43
with a p-value of 3.1 × 10−8 .
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Table 14. Summary of the Correlation Statistics for Unit 3, where the Teacher
Made Score, Vocabulary Test Score and Test Score are averaged to one Classroom
Score, and a linear correlation to each of the eight Concept Map Scores is calculated
and shown.
Scheme

TMS/V/T Coefficient

TMS/V/T P-value

S1
S2
S3
S4
S5
S6
S7
S8

0.3818025
0.4609776
0.4686323
0.4626977
0.4579999
0.4658237
0.4787273
0.3948565

4.65 × 10−8
1.71 × 10−11
7.12 × 10−12
1.41 × 10−11
2.39 × 10−11
9.86 × 10−12
2.16 × 10−12
1.45 × 10−8

The scatterplots shown in Figures 14 and 15 depict the combined classroom
assessments versus the concept map scores, with one plot for each scheme. As could
be expected, they closely resemble one another. Not shown are the normalcy tests
that confirm the test scores are normally distributed.
5.1.1

Discussion of Results

The results from School A were not as convincing as the other results. For both
the Units 1 and 2 work done in School A, there was no evidence of a correlation.
All the scoring schemes in Tables 10 and 11 are very close to zero. One of the
conclusions that the data support is that the School A instruction quality was not
as high as that found in School B or C. This seems a plausible explanation as
the educator here was not as enthusiastic about the Computer Science curriculum.
Instruction is critically important as students will take cues from their teacher.
This was the first time that the curriculum was being taught at School A and
there is always a learning curve.
A second possible explanation is that School A may have relied entirely on the
researcher-made exams and these might not be as high quality as was intended.
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Figure 14. Scatterplots showing each concept map positioned with the combined
classroom teachers score (average of the test score, vocabulary score and the teacher
made score) on the x-axis and the concept map score obtained following Scoring
Scheme 1, 2, 3 or 4 on the y-axis.
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Figure 15. Scatterplots showing each concept map positioned with the combined
classroom teachers score (average of the test score, vocabulary score and the teacher
made score) on the x-axis and the concept map score obtained following Scoring
Scheme 5, 6, 7 or 8 on the y-axis.

71

The Unit 1 exam in particular makes heavy use of language. The questions are reasonable and can be answered using the curriculum materials, but if the instruction
did not include practice, the students may find the questions confusing.
The results from School B are different. The Personal Web Page project that
features strongly in the Unit 2 classroom’s scores show a significant positive correlation with the concept map task. There are Scoring Schemes that achieve around
0.51 correlation coefficient between the teacher-scored project and the concept map
task. This is a very good sign, and shows the teacher has a good appreciation for
those students who put forward the effort needed to do well on the projects as well
as assessment tasks. Interestingly, when the scores on the exam are added, the
positive correlation evaporates, with a single Scoring Scheme measuring 0.3 which
is not as convincing. One possible interpretation is that the exam is not doing a
good job measuring student knowledge. The exam thoroughly questions specific
knowledge needed to make webpages, but it could be argued that several of these
details could be referenced by someone creating a webpage.
The results from School C have already been discussed, with the important
point being that a significant positive correlation was found between the combined
classroom score and the concept map task.

72

CHAPTER 6
Conclusion
6.1

Discussion
We have shown it is plausible to create a Concept Map Task that performs

comparably to more traditional assessments in middle school computer science
classrooms. To address the problems of ease of use we propose automated concept
map collection and scoring. The students of today are not universally taught how
to create a concept map in the same way that they are taught how to answer a
multiple choice or fill-in-the-blank question. Therefore, educators must invest some
time to train students in creating concept maps. This problem will be overcome
as concept map assessments become more widely adopted and concept mapping
integrated into lessons. Additionally, educators using concept map assessments
can gain valuable insight into the conceptions and misconceptions of students.
Gaining this insight requires going beyond the automated scoring and so would
likely only be feasible in smaller classes. The qualitative information about student
understanding would potentially be invaluable. Consider for example, a pattern
of student misconceptions found by evaluating their concept maps. Traditional
testing could also uncover such a pattern, but assessments would likely need to be
aimed at such potential misunderstandings.
We explored the question of how to assign points to the structures made
by students in their concept maps, using eight different schemes. All of them
performed nearly the same, so educators have wide latitude to put more points
on concepts emphasized in class or otherwise customize this aspect of the scoring
scheme.
Additionally, there are several other benefits to using concept maps as a supplemental or alternative form of assessment:
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Remote learning friendly The onset of the COVID-19 global pandemic restrictions caused schooling to be conducted from remote locations with classrooms
becoming virtual learning spaces. The Code.org curriculum and accompanying ecosystem supports distance learning with the teachers’ ability to assign
sections of the website for students to work through and to be able to check
on their progress. Concept Map Tasks are best administered from a webenabled device, facilitating remote learning.
English language learner adaptable Translating this concept map assessment
task into a foreign language is very easy. It involves translating each of the
concept words and the concept map prompt, which should be a directive
sentence or possibly two. Varying the skill level by providing multiple languages, i.e., subtitles, for the concepts takes a minimal amount of extra work.
The added accessibility is a useful feature.
Good for all language abilities Those students who have difficulty with language do not need to worry about reading complex setups. They understand
the concept but have difficulty articulating it and can instead demonstrate
their understanding by performing the concept map task.
Good for deterring cheating There is some uniqueness in the way students
draw their concept maps. It is more difficult to cheat on the concept map
task because copying can be easily detected. The concept map task itself can
be modified in simple ways to confound potential cheaters by, for example,
adding different concepts and varying these among students.
Varying opportunities for students to show what they know Providing
varied means of allowing students to demonstrate their knowledge is an
excellent practice for an inclusive classroom. One study [1] showed girls
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performing very well on a science class concept map task, an opportunity
that would be welcome in the computer science classroom as well.
6.1.1

Alternative Rubric Construction Method

In order to repeat this concept map task for another unit or section, it is
necessary to write a guiding question and then make a list of the relevant concepts.
We’ve found that having 20 to 30 concepts is the right amount for this task.
Lining up all possible combinations of relationships between the concepts will make
(n ∗ (n − 1))/2 relationships to evaluate. Once they are listed, then the relationship
must be evaluated in light of the guiding question, assigning ‘unrelated’, ‘related’,
‘strongly related’ and so on for each one. Alternatively, it is possible to capture the
same information using another method. The educator could create a concept map,
or concept maps, and use these as ‘expert maps’. The expert maps can determine
those propositions that are related, and if a proposition is in more than one expert
map, it could be upgraded to a stronger relationship level. Any propositions not
connected on the expert maps would then get the value of ‘unrelated’. If there
were some explicitly ‘misconception’ rated propositions, then those are marked
accordingly in the rubric. Using expert maps here can greatly ease the creation of
the scoring rubric.
6.2

Future Work
There are several possible directions to continue this work. It is easy to

envision more systematic experiments to firmly establish the validity of concept
maps as an assessment for computer science. This is itself a large task, but would
be manageable if the scoring systems were first more rigorously codified. Then
certain scoring systems could be validated. A concept map task that is wellaccepted as valid and used more frequently would be helpful to provide another
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form of assessment. In fact, classroom educators could benefit from their other
documented uses, beyond assessment. Specifically linking them to programming
tasks, or using them to help groups plan complex programs would be one interesting
direction to pursue. In the current study, the linking words were ignored, but
another step might be to incorporate them into the relationships for scoring.
Another direction would be a more sophisticated scoring system, one that
is tolerant of student supplied concepts and can understand the meaning of the
linking words used between concepts. Understanding the linking words opens
the door to quality measures for the links themselves. Perhaps a stratified scoring
system would be more generous to students who think of deeper relationships than
simply an ‘is a’ or an ‘is’ between two concepts. There could be more levels of the
relationships between concepts possible. When students are allowed to invent their
own concepts and add them to the maps they create, the scoring system will need
to be changed. Currently every possible combination of propositions is listed,
rated and scored. One way to handle the student-supplied concepts is to maintain
a bank of propositions. While scoring, each concept will first need to be checked
to see if it has been seen before and possibly changed for a synonym. Then every
proposition will need to be searched in the bank of propositions. Matches can be
scored, but any new ones will need expert intervention to be rated and scored.
Since all scoring could be done in a batch, the expert needn’t know anything more
than the proposition itself. It would be a fair process. Over time more propositions
will be entered into the bank, simplifying the process. There may be other issues
that arise, but a more sophisticated scoring system increases the number of concept
map task possibilities.
In taking up this research work again it will be important to have more reliable
‘traditional assessments’. The researcher provided three exams and shown face
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validity for them, but a separate study to improve these specifically is warranted.
To be sure they measure student understanding would be valuable as it is the
measure against which we measure our concept map work. Iteratively improving
these exams by using teacher and student interviews and repeatedly administering
the tests would be the next steps along this line.
Finally, incorporating concept maps formally into the lessons of the curricula
would be beneficial to students. The students would be able to see good concept
maps modeled for them. They could become more comfortable with the process
of making them and using them. This incorporation is not a simple task, however,
because the idea of the concept map task is to understand the thinking of the
student, so if an expert map of the same concept map task is shown to the students
in advance, the task can be confounded with simple memory of the students. This
may not be such a bad situation, but if the goal is to use the concept maps as a
study aid then it should not also be used for assessment.
List of References
[1] S. Gerstner and F. X. Bogner, “Concept map structure, gender and teaching
methods: an investigation of students’ science learning,” Educational Research,
vol. 51, no. 4, pp. 425–438, 2009.
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APPENDIX A
Objective Examinations
These are the three researcher created exams. The links between these and
the lessons in the Discoveries Curriculum and the CSTA are discussed in chapter 3.
The goal was to create assessments with traditional style questions that would be
easy to score. For this reason multiple choice, matching and fill-in style questions
are used over short answers or explanation style questions.
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Answer Key for Exam A
1. How many steps are in the Problem Solving Process we used in class?
(a)

2 - Guess and Check.

(b)

3 - Research, Guess, Check.

(c)

4 - Define, Prepare, Try, Reflect.

(d)

4 - Define, Plan, Execute, Repeat.

(e)

It depends on the problem being solved

2. Your mother tells you to clean your room. You make a plan to pick up
your clothes first, and then to organize them, and finally to vacuum the
floor and dust the furniture. What step of the Problem Solving Process
are you using?
(a)

Try

(b)

Reflect

(c)

Define

(d)

Prepare

(e)

Experiment

3. Alice and Lorenzo are lost in the woods. They aren’t familiar with the
area and suspect it could be dangerous. They would like to get home or
at least to a place they know is safe. In what step of the Problem Solving
Process are they?
(a)

Try

(b)

Reflect

(c)

Define

(d)

Prepare

(e)

Experiment

4. Your friend Tina has a cat that is overweight. She has given her the same
food for the last few years but thinks it is time for another brand of cat
food. Tina has considered two new brands and selected the one that is
less expensive. After one month with the new food, Tina hasn’t seen a
change. In what step of the Problem Solving Process is Tina?
(a)

Try

(b)

Reflect

(c)

Define

(d)

Prepare

(e)

Experiment
1
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5. Liam is driving when he notices his car needs more gas, but he is unfamiliar
with the area. He sees a sign that indicates a shopping mall ahead on the
right, and so decides to turn to go to the mall, thinking a gas station
may be nearby. When he gets there, he doesn’t find a gas station. Liam
decides to keep going down that road because he can see signs for other
shops ahead. In what step of the Problem Solving Process is Liam?
(a)

Try

(b)

Reflect

(c)

Define

(d)

Prepare

(e)

Experiment

6. Which strategy is useful to use in the Prepare step of the Problem Solving
Process?
(a)

Deciding what the Problem will look like when it is solved, determining the goal.

(b)

Thinking about what was already done, and deciding if it is working or not.
Deciding what should be done to solve the problem.

(c)
(d)

Deciding to talk with an adult who has already solved the Problem, or one like it to know what that person thinks.

(e)

Deciding to get feedback from your friends and classmates, to
know what they think of the Problem.

7. Which strategy is useful to use in the Try step of the Problem Solving
Process?
(a)
(b)

Having patience with the plan that was made, and sticking with
it.
Thinking about what was already done, and deciding if it is working or not.

(c)

Deciding what should be done to solve the problem.

(d)

Deciding to talk with an adult who has already solved the Problem, or one like it to know what that person thinks.

(e)

Deciding to get feedback from your friends and classmates, to
know what they think of the Problem.

2
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8. Your little brother is annoying you. You realize that your mood is getting
worse and you want it to get better. How would you apply the Problem
Solving Process to this situation?
(a)

Try to get away from your little brother, stay away as long as
possible.

(b)

Get your parents to understand how badly you feel.

(c)

Define the problem better, work out a possible solution, attempt
that solution, and after seeing it through, check back and see if it
worked, making changes if it didn’t.
Go online and search for solutions to annoying siblings, try out
one or two of them, rate their effectiveness and post somewhere
how good or bad they are.

(d)

(e)

Try to get him to annoy someone else, evaluate the outcome. If
he comes back, repeat this process until it works.

9. Maria doesn’t think she is any good at tennis. She heard that there are
tennis team try-outs in two months and she would like to be on the team.
Is Maria’s problem well-defined?
(a)

yes - it is clear that she would need to improve her tennis game.

(b)

yes - it is clear that she needs to practice and wants to be on the
team.
no - maria needs to know if she really is not good enough to be
on the team before she can make a plan to get better.
no - being on a sports team or not isn’t really a problem.

(c)
(d)

10. Tommy’s parents tell him that he needs to improve his grades. There is
a math test coming up next week. Tommy has asked his teacher what
kind of problems will be on the test, and his teacher showed him problems
from the homework that are similar. Tommy knows he cannot answer
those questions because he did not get them right on the homework. Is
Tommy’s problem well-defined?
(a)

(c)

yes - he knows he needs to finish his homework first, then study
for the test.
yes - he knows the kinds of problems he will have to solve for the
test next week, and that he cannot solve them right now.
no - he is not sure which problems will be on the test.

(d)

no - he does not know how much the test will help his grades.

(b)

3
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11. Which problem will a computer best be able to solve?
(a)

The best Halloween costume wins a cash prize at school, and
Tanya wants to win.

(b)

Invasive goats are threatening the lives of tortoises on Pacific Islands.

(c)

People in neighborhoods near your school want to make a new
park.
(d)
You have a record of all the times Larry had running a 5k and he
wants to know his best time.
12. Which of the following is most likely a computer?
(a)

a traffic light

(b)

a pocket calculator

(c)

a sewing machine

(d)

a pocket lighter

(e)

a flashlight

13. Which of the following is most likely NOT a computer?
(a)

a cell phone

(b)

a television remote

(c)

a heart monitor

(d)

a cash register

(e)

a scale

14. What are the essential parts of a computer?
(a)

binary, keyboard, mouse, screen

(b)

CPU, GPU, RAM

(c)

input, storage, output

(d)

input, storage, processing, output

(e)

algorithms and storage

15. What kind of problems are computers good at solving?
(a)

well-defined information problems

(b)

any information problems

(c)

well-defined social problems

(d)

any social problems

(e)

any problem of any kind really

(f)

any emotional problems

4
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16. No matter what a computer is storing, it does so by encoding it into binary.
(a)

True - all the files on a computer are encoded in binary

(b)

True - but only after the year 2000 because of the Millennium
Bug

(c)

False - some things like letters and numbers are binary, but music
and pictures are not

(d)

False - data is binary, but computer instructions are not

17. An App plays different music at different times of day, and can be customized for the user. What does the App need for inputs?
(a)

the user’s favorite music, the user’s contacts, the user’s school

(b)

the user’s age, if the app will be shared, the camera input

(c)

the time of day, the user’s favorite music, the volume level

(d)

this App does not need input, it can just stream the music

18. An App plays different music at different times of day, and can be customized for the user. What does the App produce for output?
(a)

music

(b)

photos and memories

(c)

it is impossible to know because the user is able to customize the
App

(d)

this App does not produce output

19. Some friends want to make an App that suggests activities they can do
when they are bored. They all live within walking distance and want to
be sure the suggestion is a real possibility. What inputs would this App
need? (Circle all that are necessary)
(a)

each friend’s name

(b)

each friend’s list of favorite activities

(c)

the current weather

(d)

the current time of day

(e)

nearby parks, theaters, stores, and youth centers

(f)

the schedules of nearby parks, theaters, stores, and youth centers

(g)

the cost of nearby parks, theaters, stores, and youth centers

(h)

all of the information listed would be useful

5
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Name: _________________________________________ Date: _________________ Class: ______________
Computer Science: Discoveries
Unit 2 Test
Circle the answer of the best response or write code as indicated.
1. Which of the following are good reasons to visit a website?
a. to get information on a particular topic
b. to communicate with others
c. to play games
d. to buy things
e. to get news stories
f. all of the choices are correct
2. Which of the following are good reasons to create a website?
a. to share pictures with friends and family
b. to keep a journal of a journey to be able to share with friends
c. to share music you've written and performed with the world
d. to raise awareness of something you think is important
e. all of these are good reasons
3. Instructions:
Fix the broken code so that the web page displays correctly
Here is the code:
1 <!DOCTYPE html>
2 <html>
3
<head>
4
<head>
5
<body>
6
<p> This could be a long paragraph
7
but it will display all on one line
8
and not three<p>
9
<body>
10 <html>
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________________________________
________________________________
________________________________
________________________________
________________________________
________________________________
________________________________
________________________________
________________________________
________________________________

4. Instructions:
Fix the broken code so that the web page displays correctly
Here is the code:
1 <!DOCTYPE html>
2 <html>
3 <head>
4 <p> This is the first line of my content. <p>
5 </head>
6 <body>
7
</p> This is the second line of my content.</p>
8 <body>
9 </html>

________________________________
________________________________
________________________________
________________________________
________________________________
________________________________
________________________________
________________________________
________________________________

5. Given this code:
<h5> red </h5>
<h1> violet </h1>
<h3> yellow </h3>
What do you expect will be the output?
a
b
c
d

violet the largest, then red, then yellow
violet the largest, then yellow, then red
red the largest, then yellow, then violet
red the largest, then violet, then yellow

6. Instructions:
Use heading and paragraph tags to code the structure into the page.
Here is the code:
1 <!DOCTYPE html>
2 <html>
3 <head>
4 </head>
5 <body>
6 Some Noble Gases
7
8 The elements in the last group of the
periodic table share special properties.
They are sometimes called inert gases
despite some of them can form compounds
and can be liquified.
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________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________

9
10 Helium
11
12 He
13
14 Helium is an extremely light, inert gas
at room temperature and pressure. The
liquid form of the element is the only
liquid known to man that cannot be
solidified, no matter how low the
temperature drops. Helium is so light it
can escape the atmosphere and bleed away
into space.
15
16 Neon
17
18 Ne
19
20 Neon consists of a mix of three stable
isotopes. The element is used to make
signs and gas lasers and as a refrigerant.
21
22 Argon
23
24 Ar
25
26 Argon in nature is a mixture of three stable
isotopes. Argon is used in lasers and to
provide an inert atmosphere for welding
and chemicals.
27
28 Krypton
29
30 Kr
31
32 Krypton is a dense, colorless, inert gas.
It's used in lasers and lamps.
33
34 Xenon
35
36 Xe
37
38 Xenon in nature consists of a mix of stable
isotopes. The pure element is inert and
non-toxic, but it forms compounds which
may be colored and are toxic because they
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________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________

display strong oxidizing tendencies.

________________________________________
________________________________________
________________________________________
________________________________________

39
40 </body>
41 </html>
7. Instructions:
Match the list to the code that makes it.
Note: some of the HTML lists have errors!
_________________
 half
 quarter
 eighth

a. <ol>
<li>half</li>
quarter
<li>eighth</li>
</ol>

__________________
1. half
2. quarter
3. eighth

b. <ol>
<li>half</li>
<li>quarter</li>
eighth
</ol>

__________________
1. half
2. quarter
eighth

c.<ul>
<li>half</li>
<li>quarter</li>
<li>eighth</li>
</ul>

__________________
 half
quarter
 eighth

d. <ul>
<li>half</li>
quarter
<li>eighth</li>
</ul>

__________________
1. half
quarter
2. eighth

e. <ol>
<li>half</li>
<li>quarter</li>
<li>eighth</li>
</ol>
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8. Use HTML to put the following items in an ordered list: mercury, venus, earth,
mars, jupiter, saturn

9. Instructions:
Fix the broken code so that the web page displays correctly
Here is the code:
1 <!DOCTYPE html>
2 <html>
3 <head>
4 </head>
5 <body>
6 <ul>
7
<li> forest <li>
8
<li> island <li>
9
<li> mountain <li>
10
plain
11
swamp
12 </body>
13 </html>

________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________

10. Instructions:
Fix the broken code so that the image displays properly
Here are the files:
maple.jpg
elm.jpg
index.html
Here is the code (in index.html):
1<!DOCTYPE html>
2<html>
3 <head>
4 </head>

________________________________________
________________________________________
________________________________________
________________________________________
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5 <body>
6 <h1> Trees </h1>
7 <p>Here are pictures of two trees.</p>
8
9 <p>Maple</p>
10
11 <p>Elm</p>
12
13
14 </body>
15 </html>

________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________

11. Why is formatting code important?
a. easier to find and fix bugs
b. makes code display faster
c. clean code makes clean webpages
d. adds style to the webpage
12. What are the ways that code can be formatted?
a. whitespace, indentation, comments
b. non-breaking space, Unicode, ASCII
c. formatting is not important
d. formatting depends on the browser you are using
e. formatting is important for CSS, but not HTML
13. Format the following code by rewriting it
<body><h1>Chore list</h1><ol><li>clean room</li><li>take out
garbage</li></ol></body>
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
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14. Instructions:
complete the navigation bar for the following page by adding two hyperlinks (finish
the tags..)
Here are the files:
index.html
sky.html
ocean.html
Here is the code for index.html:
1 <!DOCTYPE html>
2 <html>
3
<head>
4
</head>
5
<body>
6
<!-- navigation bar -->
7
< >Sky Page< > < >Ocean Page< >
8
9
10
</body>
11 </html>

________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________

15. Instructions:
Add a CSS rule-set to the following page so that it matches all the necessary style
and will display as noted. (Remember: your style should come ONLY from CSS!)
Here is an image of what the final page should look like.
• First title has blue letters, sans-serif
font family and is underlined.
• Second title has red letters, a blue
background and is centered.
• The Image has a red, dashed outline,
and the width is no bigger than 250 pixels.
• The background is skyblue.

Here are some properties you may need:
color, text-align, font-family, font-size, background-color, border-style, bordercolor, width
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Here are the files:
index.html
style.css
Index.html:
1 <!DOCTYPE html>
________________________________________
2 <head>
________________________________________
3
________________________________________
4 </head>
________________________________________
<!-- the whole page should be skyblue -->
5 <body>
________________________________________
<!-- this should be blue, underlined, and font-family of sans-serif-->
6 <h1>Traffic Signs</h1>
________________________________________
7
________________________________________
<!-- this should be red, with a blue background, and centered -->
8 <h2>Stop</h2>
________________________________________
9
________________________________________
<!-- this should have a dashed-line, red border and be no bigger than 250 pixels
across -->
10 <img src="stop-sign.jpg" alt="stop sign">
________________________________________
11
________________________________________
12 </body>
________________________________________
13 </html>
________________________________________
style.css:
h1 {

}

________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
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________________________________________
________________________________________
________________________________________
________________________________________
16. What color does rgb(3,255,4) represent?
a. pure green
b. almost pure green
c. red
d. a mix of red and blue
e. it is impossible to tell
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Name: _________________________________________ Date: _________________ Class: ______________
Computer Science: Discoveries
Unit 3 Chapter 1 Test
Circle the answer of the best response or write code as indicated.
1. Which of the following uses a computer to assist in some way?
a.
b.
c.
d.
e.

music industry to record, arrange, sample music
film industry to record, edit and distribute films
film industry to generate special effects
amusement parks to control rides
all of these are examples of computers in entertainment

2. Which grid shows the result of the following lines of code?
rect(50, 100);
ellipse(100, 50);
a.

b.

c.

d.
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3. Write the code you would need to make the following picture:
(The colors from left to right are green, red and blue.)

________________________________________________________
________________________________________________________
________________________________________________________
________________________________________________________
________________________________________________________
________________________________________________________
4. Write the code you would need to make the following picture:

________________________________________________________
________________________________________________________
________________________________________________________
________________________________________________________
________________________________________________________
________________________________________________________
________________________________________________________
________________________________________________________
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5. Fix the code to make the following picture:
What the code draws now:

rect(175, 175);
fill("orange");
ellipse(150,150);
ellipse(200,150);
ellipse(150,200);
ellipse(200,200);
fill("purple");

What you want the code to draw:

________________________________________________________
________________________________________________________
________________________________________________________
________________________________________________________
________________________________________________________
________________________________________________________
________________________________________________________

6. What picture will the following code draw?
noStroke();
fill("orange");
ellipse(200,200,300,400);
fill("green");
ellipse(200,200,200,150);
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a.

b.

c.

d.

7. The following code draws two squares, one purple and one blue. When the code
is run, however, only one square is visible.
What 1 line of code can be changed to make both squares visible if the code was
run?
1 fill("purple");
2 rect(50,50, 100,100);
3 background("orange");
4 fill("blue");
5 rect(250,250, 100, 100);
a. line 1: move it between line 3 and 4
b. line 2: move it up before line 1
c. line 3: move it up before line 1
d. line 4: move it down after line 5
e. line 5: move it between line 2 and 3
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8. The following code only has the x-coordinate of the ellipse appearing randomly,
change the code so that the y-coordinate is also random. Rewrite the line of code,
use the same range of random values.
noStroke();
background("tomato");
fill("orange");
ellipse(randomNumber(0,400), 200, 50, 50);
________________________________________________________
9. What line of code is needed to make the following code fragment work?
1 ________________________________________
2
3 fill("Crimson");
4 ellipse(200, 200, circleSize, circleSize);
5
10. Using the following program to draw a flower:
// Petals
fill("red");
ellipse(150,200,75,75);
ellipse(200,150,75,75);
ellipse(250,200,75,75);
ellipse(200,250,75,75);
// Flower Center
fill("black");
ellipse(200,200,50,50);
Write code so that the size of each petal will be the same, but randomly chosen
between 68 and 85.
Hint: currently, the petal sizes are 75. You will need to add one line of code, and
change the petals.
________________________________________________________
________________________________________________________
________________________________________________________
________________________________________________________
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________________________________________________________
________________________________________________________
________________________________________________________
________________________________________________________
________________________________________________________
________________________________________________________
________________________________________________________
11. Fix the following code so there are no more errors.
var size of circle = 150;

________________________________________________________

var 1dimension = 100;
var yLocation = 200;

________________________________________________________
________________________________________________________

fill("OrangeRed");
________________________________________________________
ellipse(1dimension, YLocation, size of circle, size of circle);
________________________________________________________
12. When this code is run, where will the sprite mySprite be located?
var mySprite = createSprite(300, 100);
drawSprites();

98

13. Write code to create a sprite called LionSprite and place it at x = 200, y = 200.
Then set its animation to Lion. Set the scale of the LionSprite to 2.0. Finally, make
sure the sprite is drawn to the screen by calling drawSprites().
Hint: This should be at least 4 lines of code, but no more than 6!
________________________________________________________
________________________________________________________
________________________________________________________
________________________________________________________
________________________________________________________
________________________________________________________
14. Given the following code, what do you expect the screen to look like after 10
seconds?
var theBox = createSprite(50,200);
function draw() {
theBox.x = theBox.x + 10;
drawSprites();
}
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a.

b.

c.

d.

15. The following code has been run and this picture drawn:
var turtleSprite = createSprite(100,100);
turtleSprite.setAnimation("turtle_1");
drawSprites();
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What lines of code are needed so the sprite moves through the point (250,400) ?
function draw() {
________________________________
________________________________
________________________________
________________________________
}
16. Consider the following code:
var xPosition = 100
var yPosition = 200
xPosition = xPosition + yPosition
yPosition = yPosition + yPosition
What are the values of the two variables after this program runs?
Ending State:
___________________________________
___________________________________
17. The following code is used to make a partial animation of a clock. Finish the code
by adding a line so the second hand will rotate properly (for this test - do not worry
about how fast or slow it moves, just make animate it in the proper direction and
with the proper motion).
var clockFace = createSprite(200,200);
var secondHand = createSprite(200,200);
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clockFace.setAnimation("clockFace"); // the numbers around the clock
secondHand.setAnimation("secondHand"); // an image of the second hand
function draw() {
background("white");
______________________________
drawSprites();
}
18. For which values will this boolean statement be true? (you may choose more
than 1)
statement: x < 10
a. x = 8
b. x = 9
c. x = 10
d. x = 11
e. none of them are true
19. Here is a sprite:
var mySprite = createSprite();
mySprite.x = 50;
mySprite.y = 100;
mySprite.scale = 0.5;
mySprite.rotation = 120;
Which boolean statements are true about mySprite? (you may choose more than 1)
a. mySprite.x > mySprite.y
b. mySprite.rotation < mySprite.y
c. mySprite.scale == mySprite.x
d. mySprite.y < mySprite.rotation
e. none of them are true
20. What will this program print on the console?
var x = 101;
var y = 100;
if (x < y) {
console.out("yes")
}
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a. yes
b. no
c. true
d. false
e. it will not print anything
21. Given these declarations:
var age = 12;
var size = 15;
To what will this boolean statement evaluate?
age <= size
a. true
b. false
c. it is impossible to tell
22. The following code shows a falling sprite. When the sprite reaches a ycoordinate of 300 or more, the sprite should disappear. (Set .visible to false). Add
code to make this happen.
var rainSprite = createSprite(300,0);
rainSprite.setAnimation("raindrop");
function draw() {
background("white");
rainSprite.y = rainSprite.y - 5;
______________________________________
______________________________________
______________________________________
drawSprites();
}
23. Fix the bugs in the following code:
01 function draw() {
02 //Draw Background
03 background("skyblue");
04
05 // use the arrow keys to move the bug:

________________________________________
________________________________________
________________________________________
________________________________________
________________________________________

103

06 if (keyDown("up")) {
07 bug.setAnimation("bee_up");
08 bug.x = bug.x + 1;
09 }
10 if (keyDown("down")) {
11 bug.setAnimation("bee_down");
12 bug.x = bug.x - 1;
13 }
14 if (keyDown("left")) {
15 bug.setAnimation("bee_left");
16 bug.x = bug.x + 1;
17 }
18 if (keyDown("right")) {
19 bug.setAnimation("bee_right");
20 bug.x = bug.x - 1;
21 }
22
23 drawSprites();
24 }

________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________
________________________________________

24. The following code is the draw loop taken from a program that shows gears
turning.
Add code so that the gears are always turning in one direction, and turn in the
opposite direction when the space bar is pressed. (Hint: fill in the lines)
function draw() {
background("white");
if (keyDown("space")) {
blueGear.rotation = blueGear.rotation - 1;
greenGear.rotation = greenGear.rotation + 1;
redGear.rotation = redGear.rotation + 1;
_________________________________________________
_________________________________________________
_________________________________________________
_________________________________________________
}
drawSprites();
}
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APPENDIX B
CSTA Standards
This is the Computer Science Teachers Association standards document.
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K-12 Computer Science Standards, Revised 2017

This document includes all levels of the 2017 CSTA K-12 Computer Science Standards, which were created by
educators and released at the CSTA Annual Conference in July 2017. These standards are licensed under
a Creative Commons Attribution-NonCommercial-ShareAlike 4.0 International (CC BY-NC-SA 4.0) license.
The K–12 Computer Science Framework, led by the Association for Computing
Machinery, Code.org, Computer Science Teachers Association, Cyber Innovation Center, and National
Math and Science Initiative in partnership with states and districts, informed the development of this work.
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About the CSTA K-12 Computer Science Standards
Computer science and the technologies it enables rest at the heart of our economy and the way we live our lives. To be well-educated
citizens in a computing-intensive world and to be prepared for careers in the 21st century, our students must have a clear
understanding of the principles and practices of computer science. The CSTA K–12 Computer Science Standards delineate a core set
of learning objectives designed to provide the foundation for a complete computer science curriculum and its implementation at the
K–12 level. To this end, the CSTA Standards:
•

Introduce the fundamental concepts of computer science to all students, beginning at the elementary school level.

•

Present computer science at the secondary school level in a way that can fulfill a computer science, math, or science graduation credit.

•

Encourage schools to offer additional secondary-level computer science courses that will allow interested students to study facets of
computer science in more depth and prepare them for entry into the work force or college.

•

Increase the availability of rigorous computer science for all students, especially those who are members of underrepresented groups.

The standards have been written by educators to be coherent and comprehensible to teachers, administrators, and policy makers.
Levels 1A, 1B, 2, and 3A are the computer science standards for ALL students. The Level 3B standards are intended for students who
wish to pursue the study of computer science in high school beyond what is required for all students (specialty or elective courses).

Connection to the K-12 Computer Science Framework

The K–12 Computer Science Framework (k12cs.org) provides overarching, high-level guidance per grade bands, while the standards
provide detailed, measurable student performance expectations. The Framework was considered as a primary input for the standards
development process.
The CSTA Standards Revision Task Force crafted standards by combining concept statements and practices from the Framework. It
also used descriptive material from the Framework when writing examples and clarifying statements to accompany the standards.

Concepts
1.
2.
3.
4.
5.

Computing Systems
Networks and the Internet
Data and Analysis
Algorithms and Programming
Impacts of Computing

Practices
1. Fostering an Inclusive Computing
Culture
2. Collaborating Around Computing
3. Recognizing and Defining
Computational Problems
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4. Developing and Using Abstractions
5. Creating Computational Artifacts
6. Testing and Refining Computational
Artifacts
7. Communicating About Computing

Level 1A: Grades K-2 (Ages 5-7)
Computing Systems
Identifier

Standard and Descriptive Statement

Subconcept

Practice

1A-CS-01

Select and operate appropriate software to perform a variety of tasks, and recognize that
users have different needs and preferences for the technology they use.

Devices

1.1

Hardware &
Software

7.2

Troubleshooting

6.2, 7.2

Cybersecurity

7.3

People use computing devices to perform a variety of tasks accurately and quickly. Students should be able to
select the appropriate app/program to use for tasks they are required to complete. For example, if students
are asked to draw a picture, they should be able to open and use a drawing app/program to complete this
task, or if they are asked to create a presentation, they should be able to open and use presentation software.
In addition, with teacher guidance, students should compare and discuss preferences for software with the
same primary functionality. Students could compare different web browsers or word processing, presentation,
or drawing programs.

1A-CS-02

Use appropriate terminology in identifying and describing the function of common physical
components of computing systems (hardware).
A computing system is composed of hardware and software.Hardware consists of physical
components.Students should be able to identify and describe the function of external hardware, such as
desktop computers, laptop computers, tablet devices, monitors, keyboards, mice, and printers.

1A-CS-03

Describe basic hardware and software problems using accurate terminology.
Problems with computing systems have different causes. Students at this level do not need to understand
those causes, but they should be able to communicate a problem with accurate terminology (e.g., when an
app or program is not working as expected, a device will not turn on, the sound does not work, etc.). Ideally,
students would be able to use simple troubleshooting strategies, including turning a device off and on to
reboot it, closing and reopening an app, turning on speakers, or plugging in headphones. These are,
however, not specified in the standard, because these problems may not occur.

Networks and the Internet
1A-NI-04

Explain what passwords are and why we use them, and use strong passwords to protect
devices and information from unauthorized access.
Learning to protect one's device or information from unwanted use by others is an essential first step in
learning about cybersecurity. Students are not required to use multiple strong passwords. They should
appropriately use and protect the passwords they are required to use.
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Data and Analysis
1A-DA-05

Store, copy, search, retrieve, modify, and delete information using a computing device and
define the information stored as data.

Storage

4.2

Collection
Visualization &
Transformation

7.1, 4.4

Inference &
Models

4.1

Algorithms

4.4

All information stored and processed by a computing device is referred to as data. Data can be images, text
documents, audio files, software programs or apps, video files, etc. As students use software to complete
tasks on a computing device, they will be manipulating data.

1A-DA-06

Collect and present the same data in various visual formats.
The collection and use of data about the world around them is a routine part of life and influences how people
live. Students could collect data on the weather, such as sunny days versus rainy days, the temperature at the
beginning of the school day and end of the school day, or the inches of rain over the course of a storm.
Students could count the number of pieces of each color of candy in a bag of candy, such as Skittles or
M&Ms. Students could create surveys of things that interest them, such as favorite foods, pets, or TV shows,
and collect answers to their surveys from their peers and others. The data collected could then be organized
into two or more visualizations, such as a bar graph, pie chart, or pictograph.

1A-DA-07

Identify and describe patterns in data visualizations, such as charts or graphs, to make
predictions.
Data can be used to make inferences or predictions about the world. Students could analyze a graph or pie
chart of the colors in a bag of candy or the averages for colors in multiple bags of candy, identify the patterns
for which colors are most and least represented, and then make a prediction as to which colors will have most
and least in a new bag of candy. Students could analyze graphs of temperatures taken at the beginning of the
school day and end of the school day, identify the patterns of when temperatures rise and fall, and predict if
they think the temperature will rise or fall at a particular time of the day, based on the pattern observed.

Algorithms and Programming
1A-AP-08

Model daily processes by creating and following algorithms (sets of step-by-step
instructions) to complete tasks.
Composition is the combination of smaller tasks into more complex tasks. Students could create and follow
algorithms for making simple foods, brushing their teeth, getting ready for school, participating in clean-up
time.
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1A-AP-09

Model the way programs store and manipulate data by using numbers or other symbols to
represent information.

Variables

4.4

Control

5.2

Modularity

3.2

Program
Development

5.1, 7.2

Program
Development

7.3

Information in the real world can be represented in computer programs. Students could use thumbs up/down
as representations of yes/no, use arrows when writing algorithms to represent direction, or encode and
decode words using numbers, pictographs, or other symbols to represent letters or words.

1A-AP-10

Develop programs with sequences and simple loops, to express ideas or address a
problem.
Programming is used as a tool to create products that reflect a wide range of interests. Control structures
specify the order in which instructions are executed within a program.
Sequences are the order of instructions in a program. For example, if dialogue is not sequenced correctly
when programming a simple animated story, the story will not make sense. If the commands to program a
robot are not in the correct order, the robot will not complete the task desired.
Loops allow for the repetition of a sequence of code multiple times. For example, in a program to show the
life cycle of a butterfly, a loop could be combined with move commands to allow continual but controlled
movement of the character.

1A-AP-11

Decompose (break down) the steps needed to solve a problem into a precise sequence of
instructions.
Decomposition is the act of breaking down tasks into simpler tasks. Students could break down the steps
needed to make a peanut butter and jelly sandwich, to brush their teeth, to draw a shape, to move a character
across the screen, or to solve a level of a coding app.

1A-AP-12

Develop plans that describe a program’s sequence of events, goals, and expected
outcomes.
Creating a plan for what a program will do clarifies the steps that will be needed to create a program and can
be used to check if a program is correct. Students could create a planning document, such as a story map, a
storyboard, or a sequential graphic organizer, to illustrate what their program will do. Students at this stage
may complete the planning process with help from their teachers.

1A-AP-13

Give attribution when using the ideas and creations of others while developing programs.
Using computers comes with a level of responsibility. Students should credit artifacts that were created by
others, such as pictures, music, and code. Credit could be given orally, if presenting their work to the class, or
in writing or orally, if sharing work on a class blog or website. Proper attribution at this stage does not require
a formal citation, such as in a bibliography or works cited document.
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1A-AP-14

Debug (identify and fix) errors in an algorithm or program that includes sequences and
simple loops.

Program
Development

6.2

Program
Development

7.2

Culture

7

Social
Interactions

2.1

Safety Law &
Ethics

7.3

Algorithms or programs may not always work correctly. Students should be able to use various strategies, such
as changing the sequence of the steps, following the algorithm in a step-by-step manner, or trial and error to
fix problems in algorithms and programs.

1A-AP-15

Using correct terminology, describe steps taken and choices made during the iterative
process of program development.
At this stage, students should be able to talk or write about the goals and expected outcomes of the
programs they create and the choices that they made when creating programs. This could be done using
coding journals, discussions with a teacher, class presentations, or blogs.

Impacts of Computing
1A-IC-16

Compare how people live and work before and after the implementation or adoption of
new computing technology.
Computing technology has positively and negatively changed the way people live and work. In the past, if
students wanted to read about a topic, they needed access to a library to find a book about it. Today,
students can view and read information on the Internet about a topic or they can download e-books about it
directly to a device. Such information may be available in more than one language and could be read to a
student, allowing for great accessibility.

1A-IC-17

Work respectfully and responsibly with others online.
Online communication facilitates positive interactions, such as sharing ideas with many people, but the public
and anonymous nature of online communication also allows intimidating and inappropriate behavior in the
form of cyberbullying. Students could share their work on blogs or in other collaborative spaces online, taking
care to avoid sharing information that is inappropriate or that could personally identify them to others.
Students could provide feedback to others on their work in a kind and respectful manner and could tell an
adult if others are sharing things they should not share or are treating others in an unkind or disrespectful
manner on online collaborative spaces.

1A-IC-18

Keep login information private, and log off of devices appropriately.
People use computing technology in ways that can help or hurt themselves or others. Harmful behaviors, such
as sharing private
information and leaving public devices logged in should be recognized and avoided.

111

Level 1B: Grades 3-5 (Ages 8-11)
Computing Systems
Identifier

Standard and Descriptive Statement

Subconcept

Practice

1B-CS-01

Describe how internal and external parts of computing devices function to form a system.

Devices

7.2

Hardware &
Software

4.4

Troubleshooting

6.2

Computing devices often depend on other devices or components. For example, a robot depends on a
physically attached light sensor to detect changes in brightness, whereas the light sensor depends on the
robot for power. Keyboard input or a mouse click could cause an action to happen or information to be
displayed on a screen; this could only happen because the computer has a processor to evaluate what is
happening externally and produce corresponding responses. Students should describe how devices and
components interact using correct terminology.

1B-CS-02

Model how computer hardware and software work together as a system to accomplish
tasks.
In order for a person to accomplish tasks with a computer, both hardware and software are needed. At this
stage, a model should only include the basic elements of a computer system, such as input, output, processor,
sensors, and storage. Students could draw a model on paper or in a drawing program, program an animation
to demonstrate it, or demonstrate it by acting this out in some way.

1B-CS-03

Determine potential solutions to solve simple hardware and software problems using
common troubleshooting strategies.
Although computing systems may vary, common troubleshooting strategies can be used on all of them.
Students should be able to identify solutions to problems such as the device not responding, no power, no
network, app crashing, no sound, or password entry not working. Should errors occur at school, the goal
would be that students would use various strategies, such as rebooting the device, checking for power,
checking network availability, closing and reopening an app, making sure speakers are turned on or
headphones are plugged in, and making sure that the caps lock key is not on, to solve these problems, when
possible.
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Networks and the Internet
1B-NI-04

Model how information is broken down into smaller pieces, transmitted as packets through
multiple devices over networks and the Internet, and reassembled at the destination.
Information is sent and received over physical or wireless paths. It is broken down into smaller pieces called
packets, which are sent independently and reassembled at the destination. Students should demonstrate their
understanding of this flow of information by, for instance, drawing a model of the way packets are transmitted,
programming an animation to show how packets are transmitted, or demonstrating this through an unplugged
activity which has them act it out in some way.

1B-NI-05

Discuss real-world cybersecurity problems and how personal information can be protected.

Network
Communication
& Organization

4.4

Cybersecurity

3.1

Collection
Visualization &
Transformation

7.1

Inference &
Models

7.1

Just as we protect our personal property offline, we also need to protect our devices and the information
stored on them. Information can be protected using various security measures. These measures can be
physical and/or digital. Students could discuss or use a journaling or blogging activity to explain, orally or in
writing, about topics that relate to personal cybersecurity issues. Discussion topics could be based on current
events related to cybersecurity or topics that are applicable to students, such as the necessity of backing up
data to guard against loss, how to create strong passwords and the importance of not sharing passwords, or
why we should install and keep anti-virus software updated to protect data and systems.

Data and Analysis
1B-DA-06

Organize and present collected data visually to highlight relationships and support a claim.
Raw data has little meaning on its own. Data is often sorted or grouped to provide additional clarity.
Organizing data can make interpreting and communicating it to others easier. Data points can be clustered by
a number of commonalities. The same data could be manipulated in different ways to emphasize particular
aspects or parts of the data set. For example, a data set of sports teams could be sorted by wins, points
scored, or points allowed, and a data set of weather information could be sorted by high temperatures, low
temperatures, or precipitation.

1B-DA-07

Use data to highlight or propose cause-and-effect relationships, predict outcomes, or
communicate an idea.
The accuracy of data analysis is related to how realistically data is represented. Inferences or predictions based
on data are less likely to be accurate if the data is not sufficient or if the data is incorrect in some way.
Students should be able to refer to data when communicating an idea. For example, in order to explore the
relationship between speed, time, and distance, students could operate a robot at uniform speed, and at
increasing time intervals to predict how far the robot travels at that speed. In order to make an accurate
prediction, one or two attempts of differing times would not be enough. The robot may also collect
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temperature data from a sensor, but that data would not be relevant for the task. Students must also make
accurate measurements of the distance the robot travels in order to develop a valid prediction. Students could
record the temperature at noon each day as a basis to show that temperatures are higher in certain months of
the year. If temperatures are not recorded on non-school days or are recorded incorrectly or at different times
of the day, the data would be incomplete and the ideas being communicated could be inaccurate. Students
may also record the day of the week on which the data was collected, but this would have no relevance to
whether temperatures are higher or lower. In order to have sufficient and accurate data on which to
communicate the idea, students might want to use data provided by a governmental weather agency.

Algorithms and Programming
1B-AP-08

Compare and refine multiple algorithms for the same task and determine which is the most
appropriate.

Algorithms

6.3, 3.3

Variables

5.2

Control

5.2

Different algorithms can achieve the same result, though sometimes one algorithm might be most appropriate
for a specific situation. Students should be able to look at different ways to solve the same task and decide
which would be the best solution. For example, students could use a map and plan multiple algorithms to get
from one point to another. They could look at routes suggested by mapping software and change the route to
something that would be better, based on which route is shortest or fastest or would avoid a problem.
Students might compare algorithms that describe how to get ready for school. Another example might be to
write different algorithms to draw a regular polygon and determine which algorithm would be the easiest to
modify or repurpose to draw a different polygon.

1B-AP-09

Create programs that use variables to store and modify data.
Variables are used to store and modify data. At this level, understanding how to use variables is sufficient. For
example, students may use mathematical operations to add to the score of a game or subtract from the
number of lives available in a game. The use of a variable as a countdown timer is another example.

1B-AP-10

Create programs that include sequences, events, loops, and conditionals.
Control structures specify the order (sequence) in which instructions are executed within a program and can be
combined to support the creation of more complex programs. Events allow portions of a program to run
based on a specific action. For example, students could write a program to explain the water cycle and when a
specific component is clicked (event), the program would show information about that part of the water cycle.
Conditionals allow for the execution of a portion of code in a program when a certain condition is true. For
example, students could write a math game that asks multiplication fact questions and then uses a conditional
to check whether or not the answer that was entered is correct. Loops allow for the repetition of a sequence of
code multiple times. For example, in a program that produces an animation about a famous historical
character, students could use a loop to have the character walk across the screen as they introduce
themselves.
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1B-AP-11

Decompose (break down) problems into smaller, manageable subproblems to facilitate the
program development process.

Modularity

3.2

Modularity

5.3

Program
Development

1.1, 5.1

Program
Development

5.2, 7.3

Program
Development

6.1, 6.2

Decomposition is the act of breaking down tasks into simpler tasks. For example, students could create an
animation by separating a story into different scenes. For each scene, they would select a background, place
characters, and program actions.

1B-AP-12

Modify, remix, or incorporate portions of an existing program into one's own work, to
develop something new or add more advanced features.
Programs can be broken down into smaller parts, which can be incorporated into new or existing programs.
For example, students could modify prewritten code from a single-player game to create a two-player game
with slightly different rules, remix and add another scene to an animated story, use code to make a ball
bounce from another program in a new basketball game, or modify an image created by another student.

1B-AP-13

Use an iterative process to plan the development of a program by including others'
perspectives and considering user preferences.
Planning is an important part of the iterative process of program development. Students outline key features,
time and resource constraints, and user expectations. Students should document the plan as, for example, a
storyboard, flowchart, pseudocode, or story map.

1B-AP-14

Observe intellectual property rights and give appropriate attribution when creating or
remixing programs.
Intellectual property rights can vary by country but copyright laws give the creator of a work a set of rights that
prevents others from copying the work and using it in ways that they may not like. Students should identify
instances of remixing, when ideas are borrowed and iterated upon, and credit the original creator. Students
should also consider common licenses that place limitations or restrictions on the use of computational
artifacts, such as images and music downloaded from the Internet. At this stage, attribution should be written
in the format required by the teacher and should always be included on any programs shared online.

1B-AP-15

Test and debug (identify and fix errors) a program or algorithm to ensure it runs as
intended.
As students develop programs they should continuously test those programs to see that they do what was
expected and fix (debug), any errors. Students should also be able to successfully debug simple errors in
programs created by others.
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1B-AP-16

Take on varying roles, with teacher guidance, when collaborating with peers during the
design, implementation, and review stages of program development.

Program
Development

2.2

Program
Development

7.2

Culture

3.1

Culture

1.2

Collaborative computing is the process of performing a computational task by working in pairs or on teams.
Because it involves asking for the contributions and feedback of others, effective collaboration can lead to
better outcomes than working independently. Students should take turns in different roles during program
development, such as note taker, facilitator, program tester, or “driver” of the computer.

1B-AP-17

Describe choices made during program development using code comments, presentations,
and demonstrations.
People communicate about their code to help others understand and use their programs. Another purpose of
communicating one's design choices is to show an understanding of one's work. These explanations could
manifest themselves as in-line code comments for collaborators and assessors, or as part of a summative
presentation, such as a code walk-through or coding journal.

Impacts of Computing
1B-IC-18

Discuss computing technologies that have changed the world, and express how those
technologies influence, and are influenced by, cultural practices.
New computing technology is created and existing technologies are modified for many reasons, including to
increase their benefits, decrease their risks, and meet societal needs. Students, with guidance from their
teacher, should discuss topics that relate to the history of technology and the changes in the world due to
technology. Topics could be based on current news content, such as robotics, wireless Internet, mobile
computing devices, GPS systems, wearable computing, or how social media has influenced social and political
changes.

1B-IC-19

Brainstorm ways to improve the accessibility and usability of technology products for the
diverse needs and wants of users.
The development and modification of computing technology are driven by people’s needs and wants and can
affect groups differently. Anticipating the needs and wants of diverse end users requires students to
purposefully consider potential perspectives of users with different backgrounds, ability levels, points of view,
and disabilities. For example, students may consider using both speech and text when they wish to convey
information in a game. They may also wish to vary the types of programs they create, knowing that not
everyone shares their own tastes.
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1B-IC-20

Seek diverse perspectives for the purpose of improving computational artifacts.
Computing provides the possibility for collaboration and sharing of ideas and allows the benefit of diverse
perspectives. For example, students could seek feedback from other groups in their class or students at
another grade level. Or, with guidance from their teacher, they could use video conferencing tools or other
online collaborative spaces, such as blogs, wikis, forums, or website comments, to gather feedback from
individuals and groups about programming projects.

1B-IC-21

Use public domain or creative commons media, and refrain from copying or using material
created by others without permission.

Social
Interactions

1.1

Safety Law &
Ethics

7.3

Ethical complications arise from the opportunities provided by computing. The ease of sending and receiving
copies of media on the Internet, such as video, photos, and music, creates the opportunity for unauthorized
use, such as online piracy, and disregard of copyrights. Students should consider the licenses on
computational artifacts that they wish to use. For example, the license on a downloaded image or audio file
may have restrictions that prohibit modification, require attribution, or prohibit use entirely.

Level 2: Grades 6-8 (Ages 11-14)
Computing Systems
Identifier

Standard and Descriptive Statement

Subconcept

Practice

2-CS-01

Recommend improvements to the design of computing devices, based on an analysis of
how users interact with the devices.

Devices

3.3

Hardware &
Software

5.1

The study of human–computer interaction (HCI) can improve the design of devices, including both hardware
and software. Students should make recommendations for existing devices (e.g., a laptop, phone, or tablet) or
design their own components or interface (e.g., create their own controllers). Teachers can guide students to
consider usability through several lenses, including accessibility, ergonomics, and learnability. For example,
assistive devices provide capabilities such as scanning written information and converting it to speech.

2-CS-02

Design projects that combine hardware and software components to collect and exchange
data.
Collecting and exchanging data involves input, output, storage, and processing. When possible, students
should select the hardware and software components for their project designs by considering factors such as
functionality, cost, size, speed, accessibility, and aesthetics. For example, components for a mobile app could
include accelerometer, GPS, and speech recognition. The choice of a device that connects wirelessly through
a Bluetooth connection versus a physical USB connection involves a tradeoff between mobility and the need
for an additional power source for the wireless device.
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2-CS-03

Systematically identify and fix problems with computing devices and their components.

Troubleshooting

6.2

Network
Communication
& Organization

4.4

Cybersecurity

7.2

Cybersecurity

4.4

Since a computing device may interact with interconnected devices within a system, problems may not be due
to the specific computing device itself but to devices connected to it. Just as pilots use checklists to
troubleshoot problems with aircraft systems, students should use a similar, structured process to troubleshoot
problems with computing systems and ensure that potential solutions are not overlooked. Examples of
troubleshooting strategies include following a troubleshooting flow diagram, making changes to software to
see if hardware will work, checking connections and settings, and swapping in working components.

Networks and the Internet
2-NI-04

Model the role of protocols in transmitting data across networks and the Internet.
Protocols are rules that define how messages between computers are sent. They determine how quickly and
securely information is transmitted across networks and the Internet, as well as how to handle errors in
transmission. Students should model how data is sent using protocols to choose the fastest path, to deal with
missing information, and to deliver sensitive data securely. For example, students could devise a plan for
resending lost information or for interpreting a picture that has missing pieces. The priority at this grade level
is understanding the purpose of protocols and how they enable secure and errorless communication.
Knowledge of the details of how specific protocols work is not expected.

2-NI-05

Explain how physical and digital security measures protect electronic information.
Information that is stored online is vulnerable to unwanted access. Examples of physical security measures to
protect data include keeping passwords hidden, locking doors, making backup copies on external storage
devices, and erasing a storage device before it is reused. Examples of digital security measures include secure
router admin passwords, firewalls that limit access to private networks, and the use of a protocol such as
HTTPS to ensure secure data transmission.

2-NI-06

Apply multiple methods of encryption to model the secure transmission of information.
Encryption can be as simple as letter substitution or as complicated as modern methods used to secure
networks and the Internet. Students should encode and decode messages using a variety of encryption
methods, and they should understand the different levels of complexity used to hide or secure information.
For example, students could secure messages using methods such as Caesar cyphers or steganography (i.e.,
hiding messages inside a picture or other data). They can also model more complicated methods, such as
public key encryption, through unplugged activities.
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Data and Analysis
2-DA-07

Represent data using multiple encoding schemes.

Storage

4

Collection
Visualization &
Transformation

6.3

Inference &
Models

5.3, 4.4

Algorithms

4.4, 4.1

Data representations occur at multiple levels of abstraction, from the physical storage of bits to the
arrangement of information into organized formats (e.g., tables). Students should represent the same data in
multiple ways. For example, students could represent the same color using binary, RGB values, hex codes
(low-level representations), as well as forms understandable by people, including words, symbols, and digital
displays of the color (high-level representations).

2-DA-08

Collect data using computational tools and transform the data to make it more useful and
reliable.
As students continue to build on their ability to organize and present data visually to support a claim, they will
need to understand when and how to transform data for this purpose. Students should transform data to
remove errors, highlight or expose relationships, and/or make it easier for computers to process. The cleaning
of data is an important transformation for ensuring consistent format and reducing noise and errors (e.g.,
removing irrelevant responses in a survey). An example of a transformation that highlights a relationship is
representing males and females as percentages of a whole instead of as individual counts.

2-DA-09

Refine computational models based on the data they have generated.
A model may be a programmed simulation of events or a representation of how various data is related. In
order to refine a model, students need to consider which data points are relevant, how data points relate to
each other, and if the data is accurate. For example, students may make a prediction about how far a ball will
travel based on a table of data related to the height and angle of a track. The students could then test and
refine their model by comparing predicted versus actual results and considering whether other factors are
relevant (e.g., size and mass of the ball). Additionally, students could refine game mechanics based on test
outcomes in order to make the game more balanced or fair.

Algorithms and Programming
2-AP-10

Use flowcharts and/or pseudocode to address complex problems as algorithms.
Complex problems are problems that would be difficult for students to solve computationally. Students should
use pseudocode and/or flowcharts to organize and sequence an algorithm that addresses a complex problem,
even though they may not actually program the solutions. For example, students might express an algorithm
that produces a recommendation for purchasing sneakers based on inputs such as size, colors, brand, comfort,
and cost. Testing the algorithm with a wide range of inputs and users allows students to refine their
recommendation algorithm and to identify other inputs they may have initially excluded.
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2-AP-11

Create clearly named variables that represent different data types and perform operations
on their values.

Variables

5.1, 5.2

Control

5.1, 5.2

Modularity

3.2

Modularity

4.1, 4.3

A variable is like a container with a name, in which the contents may change, but the name (identifier) does
not. When planning and developing programs, students should decide when and how to declare and name
new variables. Students should use naming conventions to improve program readability. Examples of
operations include adding points to the score, combining user input with words to make a sentence, changing
the size of a picture, or adding a name to a list of people.

2-AP-12

Design and iteratively develop programs that combine control structures, including nested
loops and compound conditionals.
Control structures can be combined in many ways. Nested loops are loops placed within loops. Compound
conditionals combine two or more conditions in a logical relationship (e.g., using AND, OR, and NOT), and
nesting conditionals within one another allows the result of one conditional to lead to another. For example,
when programming an interactive story, students could use a compound conditional within a loop to unlock a
door only if a character has a key AND is touching the door.

2-AP-13

Decompose problems and subproblems into parts to facilitate the design, implementation,
and review of programs.
Students should break down problems into subproblems, which can be further broken down to smaller parts.
Decomposition facilitates aspects of program development by allowing students to focus on one piece at a
time (e.g., getting input from the user, processing the data, and displaying the result to the user).
Decomposition also enables different students to work on different parts at the same time. For example,
animations can be decomposed into multiple scenes, which can be developed independently.

2-AP-14

Create procedures with parameters to organize code and make it easier to reuse.
Students should create procedures and/or functions that are used multiple times within a program to repeat
groups of instructions. These procedures can be generalized by defining parameters that create different
outputs for a wide range of inputs. For example, a procedure to draw a circle involves many instructions, but
all of them can be invoked with one instruction, such as “drawCircle.” By adding a radius parameter, the user
can easily draw circles of different sizes.
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2-AP-15

Seek and incorporate feedback from team members and users to refine a solution that
meets user needs.

Program
Development

2.3, 1.1

Program
Development

4.2, 5.2,
7.3

Program
Development

6.1

Program
Development

2.2

Development teams that employ user-centered design create solutions (e.g., programs and devices) that can
have a large societal impact, such as an app that allows people with speech difficulties to translate hard-tounderstand pronunciation into understandable language. Students should begin to seek diverse perspectives
throughout the design process to improve their computational artifacts. Considerations of the end-user may
include usability, accessibility, age-appropriate content, respectful language, user perspective, pronoun use,
color contrast, and ease of use.

2-AP-16

Incorporate existing code, media, and libraries into original programs, and give attribution.
Building on the work of others enables students to produce more interesting and powerful creations. Students
should use portions of code, algorithms, and/or digital media in their own programs and websites. At this
level, they may also import libraries and connect to web application program interfaces (APIs). For example,
when creating a side-scrolling game, students may incorporate portions of code that create a realistic jump
movement from another person's game, and they may also import Creative Commons-licensed images to use
in the background. Students should give attribution to the original creators to acknowledge their
contributions.

2-AP-17

Systematically test and refine programs using a range of test cases.
Use cases and test cases are created and analyzed to better meet the needs of users and to evaluate whether
programs function as intended. At this level, testing should become a deliberate process that is more iterative,
systematic, and proactive than at lower levels. Students should begin to test programs by considering
potential errors, such as what will happen if a user enters invalid input (e.g., negative numbers and 0 instead of
positive numbers).

2-AP-18

Distribute tasks and maintain a project timeline when collaboratively developing
computational artifacts.
Collaboration is a common and crucial practice in programming development. Often, many individuals and
groups work on the interdependent parts of a project together. Students should assume pre-defined roles
within their teams and manage the project workflow using structured timelines. With teacher guidance, they
will begin to create collective goals, expectations, and equitable workloads. For example, students may divide
the design stage of a game into planning the storyboard, flowchart, and different parts of the game
mechanics. They can then distribute tasks and roles among members of the team and assign deadlines.
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2-AP-19

Document programs in order to make them easier to follow, test, and debug.
Documentation allows creators and others to more easily use and understand a program. Students should
provide documentation for end users that explains their artifacts and how they function. For example, students
could provide a project overview and clear user instructions. They should also incorporate comments in their
product and communicate their process using design documents, flowcharts, and presentations.

Program
Development

7.2

Culture

7.2

Culture

1.2

Social
Interactions

2.4, 5.2

Impacts of Computing
2-IC-20

Compare tradeoffs associated with computing technologies that affect people's everyday
activities and career options.
Advancements in computer technology are neither wholly positive nor negative. However, the ways that
people use computing technologies have tradeoffs. Students should consider current events related to broad
ideas, including privacy, communication, and automation. For example, driverless cars can increase
convenience and reduce accidents, but they are also susceptible to hacking. The emerging industry will
reduce the number of taxi and shared-ride drivers, but will create more software engineering and
cybersecurity jobs.

2-IC-21

Discuss issues of bias and accessibility in the design of existing technologies.
Students should test and discuss the usability of various technology tools (e.g., apps, games, and devices) with
the teacher's guidance. For example, facial recognition software that works better for lighter skin tones was
likely developed with a homogeneous testing group and could be improved by sampling a more diverse
population. When discussing accessibility, students may notice that allowing a user to change font sizes and
colors will not only make an interface usable for people with low vision but also benefits users in various
situations, such as in bright daylight or a dark room.

2-IC-22

Collaborate with many contributors through strategies such as crowdsourcing or surveys
when creating a computational artifact.
Crowdsourcing is gathering services, ideas, or content from a large group of people, especially from the
online community. It can be done at the local level (e.g., classroom or school) or global level (e.g., ageappropriate online communities, like Scratch and Minecraft). For example, a group of students could combine
animations to create a digital community mosaic. They could also solicit feedback from many people though
use of online communities and electronic surveys.
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2-IC-23

Describe tradeoffs between allowing information to be public and keeping information
private and secure.

Safety Law &
Ethics

7.2

Sharing information online can help establish, maintain, and strengthen connections between people. For
example, it allows artists and designers to display their talents and reach a broad audience. However, security
attacks often start with personal information that is publicly available online. Social engineering is based on
tricking people into revealing sensitive information and can be thwarted by being wary of attacks, such as
phishing and spoofing.

Level 3A: Grades 9-10 (Ages 14-16)
Computing Systems
Identifier

Standard and Descriptive Statement

Subconcept

Practice

3A-CS-01

Explain how abstractions hide the underlying implementation details of computing systems
embedded in everyday objects.

Devices

4.1

Hardware &
Software

4.1

Computing devices are often integrated with other systems, including biological, mechanical, and social
systems. A medical device can be embedded inside a person to monitor and regulate his or her health, a
hearing aid (a type of assistive device) can filter out certain frequencies and magnify others, a monitoring
device installed in a motor vehicle can track a person’s driving patterns and habits, and a facial recognition
device can be integrated into a security system to identify a person. The creation of integrated or embedded
systems is not an expectation at this level. Students might select an embedded device such as a car stereo,
identify the types of data (radio station presets, volume level) and procedures (increase volume, store/recall
saved station, mute) it includes, and explain how the implementation details are hidden from the user.

3A-CS-02

Compare levels of abstraction and interactions between application software, system
software, and hardware layers.
At its most basic level, a computer is composed of physical hardware and electrical impulses. Multiple layers
of software are built upon the hardware and interact with the layers above and below them to reduce
complexity. System software manages a computing device’s resources so that software can interact with
hardware. For example, text editing software interacts with the operating system to receive input from the
keyboard, convert the input to bits for storage, and interpret the bits as readable text to display on the
monitor. System software is used on many different types of devices, such as smart TVs, assistive devices,
virtual components, cloud components, and drones. For example, students may explore the progression from
voltage to binary signal to logic gates to adders and so on. Knowledge of specific, advanced terms for
computer architecture, such as BIOS, kernel, or bus, is not expected at this level.
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3A-CS-03

Develop guidelines that convey systematic troubleshooting strategies that others can use to
identify and fix errors.

Troubleshooting

6.2

Network
Communication
Each device is assigned an address that uniquely identifies it on the network. Routers function by comparing IP & Organization

4.1

Give examples to illustrate how sensitive data can be affected by malware and other
attacks.

Network
Communication
& Organization

7.2

Cybersecurity

3.3

Troubleshooting complex problems involves the use of multiple sources when researching, evaluating, and
implementing potential solutions. Troubleshooting also relies on experience, such as when people recognize
that a problem is similar to one they have seen before or adapt solutions that have worked in the past.
Examples of complex troubleshooting strategies include resolving connectivity problems, adjusting system
configurations and settings, ensuring hardware and software compatibility, and transferring data from one
device to another. Students could create a flow chart, a job aid for a help desk employee, or an expert system.

Networks and the Internet
3A-NI-04

Evaluate the scalability and reliability of networks, by describing the relationship between
routers, switches, servers, topology, and addressing.

addresses to determine the pathways packets should take to reach their destination. Switches function by
comparing MAC addresses to determine which computers or network segments will receive frames. Students
could use online network simulators to experiment with these factors.

3A-NI-05

Network security depends on a combination of hardware, software, and practices that control access to data
and systems. The needs of users and the sensitivity of data determine the level of security implemented.
Potential security problems, such as denial-of-service attacks, ransomware, viruses, worms, spyware, and
phishing, present threats to sensitive data. Students might reflect on case studies or current events in which
governments or organizations experienced data leaks or data loss as a result of these types of attacks.

3A-NI-06

Recommend security measures to address various scenarios based on factors such as
efficiency, feasibility, and ethical impacts.
Security measures may include physical security tokens, two-factor authentication, and biometric verification.
Potential security problems, such as denial-of-service attacks, ransomware, viruses, worms, spyware, and
phishing, exemplify why sensitive data should be securely stored and transmitted. The timely and reliable
access to data and information services by authorized users, referred to as availability, is ensured through
adequate bandwidth, backups, and other measures. Students should systematically evaluate the feasibility of
using computational tools to solve given problems or subproblems, such as through a cost-benefit analysis.
Eventually, students should include more factors in their evaluations, such as how efficiency affects feasibility
or whether a proposed approach raises ethical concerns.
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3A-NI-07

Compare various security measures, considering tradeoffs between the usability and
security of a computing system.
Security measures may include physical security tokens, two-factor authentication, and biometric verification,
but choosing security measures involves tradeoffs between the usability and security of the system. The needs
of users and the sensitivity of data determine the level of security implemented. Students might discuss
computer security policies in place at the local level that present a tradeoff between usability and security,
such as a web filter that prevents access to many educational sites but keeps the campus network safe.

3A-NI-08

Explain tradeoffs when selecting and implementing cybersecurity recommendations.

Network
Communication
& Organization

6.3

Cybersecurity

7.2

Storage

4.1

Storage

3.3

Network security depends on a combination of hardware, software, and practices that control access to data
and systems. The needs of users and the sensitivity of data determine the level of security implemented. Every
security measure involves tradeoffs between the accessibility and security of the system. Students should be
able to describe, justify, and document choices they make using terminology appropriate for the intended
audience and purpose. Students could debate issues from the perspective of diverse audiences, including
individuals, corporations, privacy advocates, security experts, and government.

Data and Analysis
3A-DA-09

Translate between different bit representations of real-world phenomena, such as
characters, numbers, and images.
For example, convert hexadecimal color codes to decimal percentages, ASCII/Unicode representation, and
logic gates.

3A-DA-10

Evaluate the tradeoffs in how data elements are organized and where data is stored.
People make choices about how data elements are organized and where data is stored. These choices affect
cost, speed, reliability, accessibility, privacy, and integrity. Students should evaluate whether a chosen solution
is most appropriate for a particular problem. Students might consider the cost, speed, reliability, accessibility,
privacy, and integrity tradeoffs between storing photo data on a mobile device versus in the cloud.
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3A-DA-11

Create interactive data visualizations using software tools to help others better understand
real-world phenomena.
People transform, generalize, simplify, and present large data sets in different ways to influence how other
people interpret and understand the underlying information. Examples include visualization, aggregation,
rearrangement, and application of mathematical operations. People use software tools or programming to
create powerful, interactive data visualizations and perform a range of mathematical operations to transform
and analyze data. Students should model phenomena as systems, with rules governing the interactions within
the system and evaluate these models against real-world observations. For example, flocking behaviors,
queueing, or life cycles. Google Fusion Tables can provide access to data visualization online.

3A-DA-12

Create computational models that represent the relationships among different elements of
data collected from a phenomenon or process.

Collection
Visualization &
Transformation

4.4

Inference &
Models

4.4

Algorithms

5.2

Computational models make predictions about processes or phenomenon based on selected data and
features. The amount, quality, and diversity of data and the features chosen can affect the quality of a model
and ability to understand a system. Predictions or inferences are tested to validate models. Students should
model phenomena as systems, with rules governing the interactions within the system. Students should
analyze and evaluate these models against real-world observations. For example, students might create a
simple producer–consumer ecosystem model using a programming tool. Eventually, they could progress to
creating more complex and realistic interactions between species, such as predation, competition, or
symbiosis, and evaluate the model based on data gathered from nature.

Algorithms and Programming
3A-AP-13

Create prototypes that use algorithms to solve computational problems by leveraging prior
student knowledge and personal interests.
A prototype is a computational artifact that demonstrates the core functionality of a product or process.
Prototypes are useful for getting early feedback in the design process, and can yield insight into the feasibility
of a product. The process of developing computational artifacts embraces both creative expression and the
exploration of ideas to create prototypes and solve computational problems. Students create artifacts that are
personally relevant or beneficial to their community and beyond. Students should develop artifacts in
response to a task or a computational problem that demonstrate the performance, reusability, and ease of
implementation of an algorithm.
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3A-AP-14

Use lists to simplify solutions, generalizing computational problems instead of repeatedly
using simple variables.

Variables

4.1

Control

5.2

Control

5.2

Control

3.2

Students should be able to identify common features in multiple segments of code and substitute a single
segment that uses lists (arrays) to account for the differences.

3A-AP-15

Justify the selection of specific control structures when tradeoffs involve implementation,
readability, and program performance, and explain the benefits and drawbacks of choices
made.
Implementation includes the choice of programming language, which affects the time and effort required to
create a program. Readability refers to how clear the program is to other programmers and can be improved
through documentation. The discussion of performance is limited to a theoretical understanding of execution
time and storage requirements; a quantitative analysis is not expected. Control structures at this level may
include conditional statements, loops, event handlers, and recursion. For example, students might compare
the readability and program performance of iterative and recursive implementations of procedures that
calculate the Fibonacci sequence.

3A-AP-16

Design and iteratively develop computational artifacts for practical intent, personal
expression, or to address a societal issue by using events to initiate instructions.
In this context, relevant computational artifacts include programs, mobile apps, or web apps. Events can be
user-initiated, such as a button press, or system-initiated, such as a timer firing. At previous levels, students
have learned to create and call procedures. Here, students design procedures that are called by events.
Students might create a mobile app that updates a list of nearby points of interest when the device detects
that its location has been changed.

3A-AP-17

Decompose problems into smaller components through systematic analysis, using
constructs such as procedures, modules, and/or objects.
At this level, students should decompose complex problems into manageable subproblems that could
potentially be solved with programs or procedures that already exist. For example, students could create an
app to solve a community problem by connecting to an online database through an application programming
interface (API).
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3A-AP-18

Create artifacts by using procedures within a program, combinations of data and
procedures, or independent but interrelated programs.

Modularity

5.2

Modularity

5.1

Program
Development

7.3

Program
Development

6.3

Computational artifacts can be created by combining and modifying existing artifacts or by developing new
artifacts. Examples of computational artifacts include programs, simulations, visualizations, digital animations,
robotic systems, and apps. Complex programs are designed as systems of interacting modules, each with a
specific role, coordinating for a common overall purpose. Modules allow for better management of complex
tasks. The focus at this level is understanding a program as a system with relationships between modules. The
choice of implementation, such as programming language or paradigm, may vary. Students could incorporate
computer vision libraries to increase the capabilities of a robot or leverage open-source JavaScript libraries to
expand the functionality of a web application.

3A-AP-19

Systematically design and develop programs for broad audiences by incorporating
feedback from users.
Examples of programs could include games, utilities, and mobile applications. Students at lower levels collect
feedback and revise programs. At this level, students should do so through a systematic process that includes
feedback from broad audiences. Students might create a user satisfaction survey and brainstorm distribution
methods that could yield feedback from a diverse audience, documenting the process they took to
incorporate selected feedback in product revisions.

3A-AP-20

Evaluate licenses that limit or restrict use of computational artifacts when using resources
such as libraries.
Examples of software licenses include copyright, freeware, and the many open-source licensing schemes. At
previous levels, students adhered to licensing schemes. At this level, they should consider licensing
implications for their own work, especially when incorporating libraries and other resources. Students might
consider two software libraries that address a similar need, justifying their choice based on the library that has
the least restrictive license.

3A-AP-21

Evaluate and refine computational artifacts to make them more usable and accessible.
Testing and refinement is the deliberate and iterative process of improving a computational artifact. This
process includes debugging (identifying and fixing errors) and comparing actual outcomes to intended
outcomes. Students should respond to the changing needs and expectations of end users and improve the
performance, reliability, usability, and accessibility of artifacts. For example, students could incorporate
feedback from a variety of end users to help guide the size and placement of menus and buttons in a user
interface.
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3A-AP-22

Design and develop computational artifacts working in team roles using collaborative tools.
Collaborative tools could be as complex as source code version control system or as simple as a collaborative
word processor. Team roles in pair programming are driver and navigator but could be more specialized in
larger teams. As programs grow more complex, the choice of resources that aid program development
becomes increasingly important and should be made by the students. Students might work as a team to
develop a mobile application that addresses a problem relevant to the school or community, selecting
appropriate tools to establish and manage the project timeline; design, share, and revise graphical user
interface elements; and track planned, in-progress, and completed components.

3A-AP-23

Document design decisions using text, graphics, presentations, and/or demonstrations in
the development of complex programs.

Program
Development

2.4

Program
Development

7.2

Culture

1.2

Culture

1.2

Complex programs are designed as systems of interacting modules, each with a specific role, coordinating for
a common overall purpose. These modules can be procedures within a program; combinations of data and
procedures; or independent, but interrelated, programs. The development of complex programs is aided by
resources such as libraries and tools to edit and manage parts of the program.

Impacts of Computing
3A-IC-24

Evaluate the ways computing impacts personal, ethical, social, economic, and cultural
practices.
Computing may improve, harm, or maintain practices. Equity deficits, such as minimal exposure to
computing, access to education, and training opportunities, are related to larger, systemic problems in
society. Students should be able to evaluate the accessibility of a product to a broad group of end users, such
as people who lack access to broadband or who have various disabilities. Students should also begin to
identify potential bias during the design process to maximize accessibility in product design.

3A-IC-25

Test and refine computational artifacts to reduce bias and equity deficits.
Biases could include incorrect assumptions developers have made about their user base. Equity deficits
include minimal exposure to computing, access to education, and training opportunities. Students should
begin to identify potential bias during the design process to maximize accessibility in product design and
become aware of professionally accepted accessibility standards to evaluate computational artifacts for
accessibility.
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3A-IC-26

Demonstrate ways a given algorithm applies to problems across disciplines.

Culture

3.1

Social
Interactions

2.4

Safety Law &
Ethics

7.3

Safety Law &
Ethics

7.2

Computation can share features with disciplines such as art and music by algorithmically translating human
intention into an artifact. Students should be able to identify real-world problems that span multiple
disciplines, such as increasing bike safety with new helmet technology, and that can be solved
computationally.

3A-IC-27

Use tools and methods for collaboration on a project to increase connectivity of people in
different cultures and career fields.
Many aspects of society, especially careers, have been affected by the degree of communication afforded by
computing. The increased connectivity between people in different cultures and in different career fields has
changed the nature and content of many careers. Students should explore different collaborative tools and
methods used to solicit input from team members, classmates, and others, such as participation in online
forums or local communities. For example, students could compare ways different social media tools could
help a team become more cohesive.

3A-IC-28

Explain the beneficial and harmful effects that intellectual property laws can have on
innovation.
Laws govern many aspects of computing, such as privacy, data, property, information, and identity. These laws
can have beneficial and harmful effects, such as expediting or delaying advancements in computing and
protecting or infringing upon people’s rights. International differences in laws and ethics have implications for
computing. For examples, laws that mandate the blocking of some file-sharing websites may reduce online
piracy but can restrict the right to access information. Firewalls can be used to block harmful viruses and
malware but can also be used for media censorship. Students should be aware of intellectual property laws
and be able to explain how they are used to protect the interests of innovators and how patent trolls abuse
the laws for financial gain.

3A-IC-29

Explain the privacy concerns related to the collection and generation of data through
automated processes that may not be evident to users.
Data can be collected and aggregated across millions of people, even when they are not actively engaging
with or physically near the data collection devices. This automated and nonevident collection can raise privacy
concerns, such as social media sites mining an account even when the user is not online. Other examples
include surveillance video used in a store to track customers for security or information about purchase habits
or the monitoring of road traffic to change signals in real time to improve road efficiency without drivers being
aware. Methods and devices for collecting data can differ by the amount of storage required, level of detail
collected, and sampling rates.
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3A-IC-30

Evaluate the social and economic implications of privacy in the context of safety, law, or
ethics.

Safety Law &
Ethics

7.3

Laws govern many aspects of computing, such as privacy, data, property, information, and identity.
International differences in laws and ethics have implications for computing. Students might review case
studies or current events which present an ethical dilemma when an individual's right to privacy is at odds with
the safety, security, or wellbeing of a community.

Level 3B: Grades 11-12 (Ages 16-18)
Computing Systems
Identifier

Standard and Descriptive Statement

Subconcept

Practice

3B-CS-01

Categorize the roles of operating system software.

Hardware &
Software

7.2

Troubleshooting

7.2

Network
Communication
& Organization

7.2

Cybersecurity

7.2

Examples of roles could include memory management, data storage/retrieval, processes management, and
access control.

3B-CS-02

Illustrate ways computing systems implement logic, input, and output through hardware
components.
Examples of components could include logic gates and IO pins.

Networks and the Internet
3B-NI-03

Describe the issues that impact network functionality (e.g., bandwidth, load, delay,
topology).
Recommend use of free online network simulators to explore how these issues impact network functionality.

3B-NI-04

Compare ways software developers protect devices and information from unauthorized
access.
Examples of security concerns to consider: encryption and authentication strategies, secure coding, and
safeguarding keys.
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Data and Analysis
3B-DA-05

Use data analysis tools and techniques to identify patterns in data representing complex
systems.
For example, identify trends in a dataset representing social media interactions, movie reviews, or shopping
patterns.

Collection
Visualization &
Transformation

4.1

3B-DA-06

Select data collection tools and techniques to generate data sets that support a claim or
communicate information.

Collection
Visualization &
Transformation

7.2

3B-DA-07

Evaluate the ability of models and simulations to test and support the refinement of
hypotheses.

Inference &
Models

4.4

Algorithms

7.2

Algorithms

5.3

Algorithms

4.2

Algorithms

4.2

Variables

4.2

Control

3.2

Algorithms and Programming
3B-AP-08

Describe how artificial intelligence drives many software and physical systems.
Examples include digital ad delivery, self-driving cars, and credit card fraud detection.

3B-AP-09

Implement an artificial intelligence algorithm to play a game against a human opponent or
solve a problem.
Games do not have to be complex. Simple guessing games, Tic-Tac-Toe, or simple robot commands will be
sufficient.

3B-AP-10

Use and adapt classic algorithms to solve computational problems.
Examples could include sorting and searching.

3B-AP-11

Evaluate algorithms in terms of their efficiency, correctness, and clarity.
Examples could include sorting and searching.

3B-AP-12

Compare and contrast fundamental data structures and their uses.
Examples could include strings, lists, arrays, stacks, and queues.

3B-AP-13

Illustrate the flow of execution of a recursive algorithm.
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3B-AP-14

Construct solutions to problems using student-created components, such as procedures,
modules and/or objects.

Modularity

5.2

Modularity

4.1

Modularity

5.3

Program
Development

5.1

Program
Development

7.2

Program
Development

5.2

Example platforms could include: computer desktop, web, or mobile.

Use version control systems, integrated development environments (IDEs), and
collaborative tools and practices (code documentation) in a group software project.

Program
Development

2.4

Program
Development

6.1

Program
Development

5.3

Object-oriented programming is optional at this level. Problems can be assigned or student-selected.

3B-AP-15

Analyze a large-scale computational problem and identify generalizable patterns that can
be applied to a solution.
As students encounter complex, real-world problems that span multiple disciplines or social systems, they
should decompose complex problems into manageable subproblems that could potentially be solved with
programs or procedures that already exist. For example, students could create an app to solve a community
problem by connecting to an online database through an application programming interface (API).

3B-AP-16

Demonstrate code reuse by creating programming solutions using libraries and APIs.
Libraries and APIs can be student-created or common graphics libraries or maps APIs, for example.

3B-AP-17

Plan and develop programs for broad audiences using a software life cycle process.
Processes could include agile, spiral, or waterfall.

3B-AP-18

Explain security issues that might lead to compromised computer programs.
For example, common issues include lack of bounds checking, poor input validation, and circular references.

3B-AP-19
3B-AP-20

Develop programs for multiple computing platforms.

Group software projects can be assigned or student-selected.

3B-AP-21

Develop and use a series of test cases to verify that a program performs according to its
design specifications.
At this level, students are expected to select their own test cases.

3B-AP-22

Modify an existing program to add additional functionality and discuss intended and
unintended implications (e.g., breaking other functionality).
For instance, changes made to a method or function signature could break invocations of that method
elsewhere in a system.

133

3B-AP-23
3B-AP-24

Evaluate key qualities of a program through a process such as a code review.

Program
Development

6.3

Examples of qualities could include correctness, usability, readability, efficiency, portability and scalability.

Compare multiple programming languages and discuss how their features make them
suitable for solving different types of problems.

Program
Development

7.2

Examples of features include blocks versus text, indentation versus curly braces, and high-level versus lowlevel.

Impacts of Computing
3B-IC-25

Evaluate computational artifacts to maximize their beneficial effects and minimize harmful
effects on society.

Culture

6.1, 1.2

3B-IC-26

Evaluate the impact of equity, access, and influence on the distribution of computing
resources in a global society.

Culture

1.2

3B-IC-27

Predict how computational innovations that have revolutionized aspects of our culture
might evolve.

Culture

7.2

Safety Law &
Ethics

3.3, 7.3

Areas to consider might include education, healthcare, art/entertainment, and energy.

3B-IC-28

Debate laws and regulations that impact the development and use of software.

The CSTA K-12 Computer Science Standards are created and maintained by educator members of
the Computer Science Teachers Association (CSTA). The Association for Computing Machinery
(ACM) founded CSTA as part of its commitment to K-12 computer science education.
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APPENDIX C
Summer Pilot Quizzes
These are some quizzes that were used in the summer pilot study. There
also were several concept map tasks that were presented to campers. During the
campers creating their maps and with interviews afterwards, the researchers used
that feedback to refine the concept map tasks. The final version of the task is the
one that was used in the study.
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APPENDIX D
Example .tgf File
An example of a .tgf file. These are the output from the CoMapEd web
browser collection tool.
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34471
34472
34473
34474
34475
34476
34477
34478
34479
34480
34481
34482
34483
34484
34485
34486
34487
34488
34489
34490
34491
34492
34493
34494
34495
34496
34497
34498
34499
34500
34501
34502
34503
34504
34505
34506
34507
34508
#
34488
34488
34477
34483
34471
34473
34483
34479
34479
34479
34480

Boredom
Problem
Computer
Entertainment
Self-expression
Grid
X- Y- coordinates
Shape
Rectangle
Ellipse
Height
Width
Fill
Stroke
Color
Parameter
RandomNumber
Variable
Label
Value
Sprite
Properties
Location
Animation
Size
Visible
Draw Loop
Counter Pattern
Debugger
Debug
Boolean
True
False
Boolean Expression
Conditional Expression
Else Clause
Keyboard Input
Mouse Input
34490
34489
34476
34478
34474
34474
34485
34481
34478
34482
34478

Assign a value to a variable
Assign a label to a variable
X,y coordinates on a grid
Fill a shape with color
They are opposite
Entertainment can be caused by a computer
You fill with color
There is usually a height to a rectangle
Rectangle is a shape
The is usually a width to a rectangle
Ellipse is a shape
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34483
34483
34480
34479
34493
34485
34473
34487
34502
34473
34500
34495
34494

34479
34480
34484
34484
34477
34475
34472
34477
34503
34495
34473
34472
34473

Fill the rectangle with color
Fill a ellipse with color
You can add a stroke to an ellipse
You can add a stroke to a rectangle
The x and y coordinates have a location
You can express yourself with color
There could be something wrong with your computer
They could have a random number
Opposites
Computers come in different sizes
Debug a computer for viruses
Problem can be big or small
You put a animation on a laptop
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APPENDIX E
Rubric File
These are the first two pages of thirty-two from the rubric used to score Unit
3. There is a rubric for each of the Units.
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38 8 5
Boredom ; Problem ; 2 1.0 3.0 2.0 1.0 1.0 5.0 2.0 1.0 ; 1 1.0 3.0 2.0
1.0 2.0 5.0 2.0 0.0 #
Boredom ; Computer ; 1 1.0 3.0 1.0 1.0 0.5 1.0 1.0 1.0 ; 1 1.0 3.0 2.0
1.0 2.0 5.0 2.0 0.0 #
Boredom ; Entertainment ; 2 1.0 3.0 2.0 1.0 1.0 5.0 2.0 1.0 ; 1 1.0
3.0 2.0 1.0 2.0 5.0 2.0 0.0 #
Boredom ; Self-expression ; 1 1.0 3.0 1.0 1.0 0.5 1.0 1.0 1.0 #
Boredom ; Grid ; 0 0.0 0.0 0.0 -1.0 0.0 0.0 0.0 1.0 #
Boredom ; X- Y- coordinates ; 0 0.0 0.0 0.0 -1.0 0.0 0.0 0.0 1.0 #
Boredom ; Shape ; 0 0.0 0.0 0.0 -1.0 0.0 0.0 0.0 1.0 #
Boredom ; Rectangle ; 0 0.0 0.0 0.0 -1.0 0.0 0.0 0.0 1.0 #
Boredom ; Ellipse ; 0 0.0 0.0 0.0 -1.0 0.0 0.0 0.0 1.0 #
Boredom ; Height ; 0 0.0 0.0 0.0 -1.0 0.0 0.0 0.0 1.0 #
Boredom ; Width ; 0 0.0 0.0 0.0 -1.0 0.0 0.0 0.0 1.0 #
Boredom ; Fill ; 0 0.0 0.0 0.0 -1.0 0.0 0.0 0.0 1.0 #
Boredom ; Stroke ; 0 0.0 0.0 0.0 -1.0 0.0 0.0 0.0 1.0 #
Boredom ; Color ; 0 0.0 0.0 0.0 -1.0 0.0 0.0 0.0 1.0 #
Boredom ; Parameter ; 0 0.0 0.0 0.0 -1.0 0.0 0.0 0.0 1.0 #
Boredom ; RandomNumber ; 0 0.0 0.0 0.0 -1.0 0.0 0.0 0.0 1.0 #
Boredom ; Variable ; 0 0.0 0.0 0.0 -1.0 0.0 0.0 0.0 1.0 #
Boredom ; Label ; 0 0.0 0.0 0.0 -1.0 0.0 0.0 0.0 1.0 #
Boredom ; Value ; 0 0.0 0.0 0.0 -1.0 0.0 0.0 0.0 1.0 #
Boredom ; Sprite ; 0 0.0 0.0 0.0 -1.0 0.0 0.0 0.0 1.0 #
Boredom ; Properties ; 0 0.0 0.0 0.0 -1.0 0.0 0.0 0.0 1.0 #
Boredom ; Location ; 0 0.0 0.0 0.0 -1.0 0.0 0.0 0.0 1.0 #
Boredom ; Animation ; 0 0.0 0.0 0.0 -1.0 0.0 0.0 0.0 1.0 #
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Boredom ; Size ; 0 0.0 0.0 0.0 -1.0 0.0 0.0 0.0 1.0 #
Boredom ; Visible ; 0 0.0 0.0 0.0 -1.0 0.0 0.0 0.0 1.0 #
Boredom ; Draw Loop ; 0 0.0 0.0 0.0 -1.0 0.0 0.0 0.0 1.0 #
Boredom ; Counter Pattern ; 0 0.0 0.0 0.0 -1.0 0.0 0.0 0.0 1.0 #
Boredom ; Debugger ; 0 0.0 0.0 0.0 -1.0 0.0 0.0 0.0 1.0 #
Boredom ; Debug ; 0 0.0 0.0 0.0 -1.0 0.0 0.0 0.0 1.0 #
Boredom ; Boolean ; 0 0.0 0.0 0.0 -1.0 0.0 0.0 0.0 1.0 #
Boredom ; True ; 0 0.0 0.0 0.0 -1.0 0.0 0.0 0.0 1.0 #
Boredom ; False ; 0 0.0 0.0 0.0 -1.0 0.0 0.0 0.0 1.0 #
Boredom ; Boolean Expression ; 0 0.0 0.0 0.0 -1.0 0.0 0.0 0.0 1.0 #
Boredom ; Conditional Expression ; 0 0.0 0.0 0.0 -1.0 0.0 0.0 0.0 1.0
#
Boredom ; Else Clause ; 0 0.0 0.0 0.0 -1.0 0.0 0.0 0.0 1.0 #
Boredom ; Keyboard Input ; 0 0.0 0.0 0.0 -1.0 0.0 0.0 0.0 1.0 #
Boredom ; Mouse Input ; 0 0.0 0.0 0.0 -1.0 0.0 0.0 0.0 1.0 #
Problem ; Computer ; 2 1.0 3.0 2.0 1.0 1.0 5.0 2.0 1.0 ; 1 1.0 3.0 2.0
1.0 2.0 5.0 2.0 0.0 #
Problem ; Entertainment ; 1 1.0 3.0 1.0 1.0 0.5 1.0 1.0 1.0 #
Problem ; Self-expression ; 0 0.0 0.0 0.0 -1.0 0.0 0.0 0.0 1.0 #
Problem ; Grid ; 0 0.0 0.0 0.0 -1.0 0.0 0.0 0.0 1.0 #
Problem ; X- Y- coordinates ; 0 0.0 0.0 0.0 -1.0 0.0 0.0 0.0 1.0 #
Problem ; Shape ; 0 0.0 0.0 0.0 -1.0 0.0 0.0 0.0 1.0 #
Problem ; Rectangle ; 0 0.0 0.0 0.0 -1.0 0.0 0.0 0.0 1.0 #
Problem ; Ellipse ; 0 0.0 0.0 0.0 -1.0 0.0 0.0 0.0 1.0 #
Problem ; Height ; 0 0.0 0.0 0.0 -1.0 0.0 0.0 0.0 1.0 #
Problem ; Width ; 0 0.0 0.0 0.0 -1.0 0.0 0.0 0.0 1.0 #
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APPENDIX F
Concept Map Example
This is another example of a concept map created by a student.
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Figure F.1. Actual Concept Map from the study. This student had a greater aesthetic than grasp of the concepts.
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