Abstract. Nowadays several papers have shown the ability to dump the EEPROM area of several Java Cards leading to the disclosure of already loaded applet and data structure of the card. Such a reverse engineering process is costly and prone to errors. Currently there are no tools available to help the process. We propose here an approach to find in the raw data obtained after a dump, the area containing the code and the data. Then, once the code area has been identified, we propose to rebuilt the original binary Cap file in order to be able to obtain the source code of the applet stored in the card.
Introduction
Several attacks have been successful in dumping the memory of the smart card and in particular the EEPROM. Even if the cards are more protected nowadays, it is still possible to get the memory contents. Then, to reverse the content of the dump, one must analyze kilobytes of raw data for obtaining the expected information. At present, there are no tools available for reversing the memory dump for a Java based smart card. The EEPROM memory is made of data for the system and the applications, and their metadata (data descriptors), encrypted data (secure key container), Java Cap file and in particular Java byte code and sometimes native code. For a reverse engineer it is a hard task to find the adequate information and the tools used for reversing a Java Card memory dump are missing. So we have developed a disassembler which is based on natural language recognition and heuristics. Each binary language has a signature that takes into account the probability of occurrence of the language elements. Thus each card embeds at least two languages with two different signatures. Then, for the Java part, a symbolic execution of the recognized program verifies the Java type system for increasing the confidence in the recognition probability. A pattern recognition phase which is card dependent, is then performed to recognize the metadata stored in the card. Having a precise knowledge of the software and in particular the Control Flow Graph (CFG) could be helpful for new attacks or understanding the algorithms.
The rest of the paper is organized as follows: the second section presents the security model of the card and the state of the art concerning the attacks in order to obtain a memory dump. The third section introduces the dump file analyzer and its index of coincidence for recognizing different machine languages. The fourth section explains the Java Card Disassembler and Analyzer (JCDA) implementation followed by experimentation results. Future works and conclusion end this paper..
Java Card
The Java platform [12] has been downsized for fitting the smart card constraints. The Java Card technology offers a multi-application environment where sensitive data must be protected against illegal access from another applet. The classical Java technology uses three security elements -type verification, class loader and security managers to protect each applet. Embedding the Java security elements into a smart card is not possible due to the resource constraints.These components have been adapted to the specific requirements of Java Card.
Security in the Java Card World
To be compliant with the Java security rules, the Java Card security model is split in two parts. One, outside the card ( Fig. 1(a) ) is in charge of preparing the code to be loaded into the card. It includes a Byte Code Verifier (BCV), a converter and a mechanism to ensure integrity and/or confidentiality of the code to be loaded. The BCV is in charge of verifying the semantics of the Javaprogram. It ensures that the checked applet file format respects the specification (structural verification) and that all methods are well formed and verify the type system of Java. It is a complex process involving an elaborate program analysis using a very costly algorithm in terms of time consumption and memory usage. Next is the Java Card converter which translates each Java Card package into a Java Card-Cap. A Java Card-Cap is a lightweight Java Card-Class based on the tokens. This file format is designed to be optimized for the resourceconstraint devices. The organization which provides the applet must sign 4 the application for the on-card loader that will verify the signature. This verification ensures the loader the origin of the code, and thus that the code is compliant with the Java security rules. The second part of the security model is embedded into the smart card ( Fig. 1(b) ). The loader verifies the signature and optionally a BCV might verify the Java security compliance of the Java-Cap file to be installed. Currently, just a few Java Cards embed an on-card BCV component. The applet to be installed is linked after some potential checks. Once an applet is installed, the segregation of different applets is enforced by the firewall which is based on the package structure of Java Card and the notion of context.
Attacks on Java Card
Recently, the idea to inject physical fault to bypass the BCV's checks has emerged. A legitimate applet which complies with the Java Card security rules is installed into a Java Card. With the help of a fault injection, an attacker can modify some memory content which can lead to exploitable deviant behavior. So the application mutates to execute a malicious byte code which can break the security model. Classically, the fault attacks are used to attack cryptographic algorithm implementations [1, 8, 14] .
Barbu et al. [3] succeed to bypass the embedded smart card BCV. In order to perform it, a correct applet is installed which contains an unauthorized cast between two different objects. Statically, the applet is compliant with the Java Card security rules. If a laser beam hits the bus in such a way that the cast type check instruction is not executed, this applet becomes hostile and can execute any shell code. This type of attack exploits a new method to execute illegal instructions where the physical and logical levels are perturbed. This method succeeds only on some cards and others seem to not be sensitive to this attack.
Bouffard et al. [4] , proposed a way to perturb the applet's CFG with a laser beam injection into the smart card's non-volatile memory. The authors described the attack on a loop for, but it can be extended with other conditional instructions.
The Java Card specification [12] defines two instructions to branch at the end of a loop, a goto and the goto_w instructions. The first one branches with a 1-byte offset and the second one takes 2-byte offset. Since the smart card's memory manager stores the array data after the memory byte code, a laser fault on the high part of the goto_w parameter can shift the backward jump to a forward one and the authors succeeded to execute the contents of an array. Unlike Barbu et al., Bouffard et al. described a persistent attack to execute their shellcode. Hamadouche et al. [7] , proposed a way to obtain Java Card API addresses embedded in the card. With this attack it is possible to use the Java Card internal references to execute a rich shellcode.
Lancia [11] explained an exploitation on Java Card instance allocation based on high precision fault injection. Instead of the Java Virtual machine, each instance created by the Java Card Runtime Environment (JCRE) is allocated in a persistent memory 5 . On the modern Java Card Memory Management Unit (MMU), references are represented by an indirect memory address. This address is an index to a memory address pool which in turn refers to a global instance pool managed by the virtual machine. Like a persistent type confusion, Lancia presented an attack of the global instance pool mechanism in which a laser beam shifts the index referred in the byte code. During the applets execution, the JCRE resolves an index with the associated address in the global instance pool table and have access to another instance of the expected object. This persistent modification may offer information of the card as a part of the smart card memory.
Each attack previously described here gives information about the targeted Java Card. These information can contain a part or the whole Java Card memory (essentially the EEPROM part) as raw data. Generally, this memory fragment contains program's code (virtual and/or native) and data (system and application) needed to well-execute each installed applet. These raw data are called the dump file.
Since this work is done without any knowledge of the features implemented in the card, it's of a prime importance to be able to recognize the different elements, to separate code and data. Until now, carving the smart card memory dump is done manually. It s a difficult task, prone to human errors and long. To automate this analysis, we propose a Java Card disassembler to reverse the Java Card memory.
State of the Art of Memory Carving
Memory analysis is an important part of effective computer forensics. There has been significant research done in improving analysis of memory dump files [17, 18] . Forensic memory analysis starts with collecting the memory from the target machine followed by parsing the memory dump into meaningful artifacts. The technique consists of several steps: parsing the internal memory structures, retrieving the assembly code and stack from the memory, constructing the control flow graph from the executable code and reversing it and finally identifying the data structures. Unfortunately, these techniques rely on well-known characteristics of the operating system. Furthermore, in most cases, these tools only work on a small number of operating system versions. The absence of a general methodology for forensic log analysis has resulted in ad-hoc analysis techniques such as log analysis [13] and operating system-specific analysis [5] .
Schuster [17] proposes an approach to define signatures for executive object structures in the memory and recover the hidden and lost structures by scanning the memory looking for predefined signatures. However, defining a signature that uniquely identifies most of the data structures is not achievable except for a small set of kernel structures.
Walters et al. [18] present an approach for extracting in-memory cryptographic keying material. They have presented an extensible framework which is able to automatically derive object definitions from C source code and extract the underlying objects from memory.
A particular effort has been done for retrieving information from volatile memory that might determine if encryption is being used and extract volatile artifacts and passwords/passphrases [10] . Their approach considers that access to and acquisition of live encrypted data requires that these data must be in the clear in order to be manipulated. Since the contents of an encrypted container or volume are available to the user, then if physical access is gained to the live machine while it is in this state, the contents will also be accessible.
A disassembler recognizes the code section by parsing the whole memory and building the CFG. It recognizes the end of the code by a return instruction and cancels the current analysis if a byte does not represent an instruction.
Most of works on memory carving try to extract data from the dump of general purpose operating system. Of course with such systems, data and code are separated and they proceed by pattern matching for retrieving the data. In our tool, we need first to recognize the virtual and native code and then to recognize the data. Techniques usually used in recognizing code cannot be applied here since some instructions of the code are undocumented.
Memory Carving on Java Card

A Memory Dump
A dump file contains a set of binary values which represents a fragment of the smart card memory. The program's code and data can be found in the smart card memory and these information are sensitive.
In the Listing 1.1, a fragment of a Java Card memory dump is presented. The targeted smart card embeds a Java Card 2.2.1 and Global Platform 2.1.1 with 36 kB of EEPROM, 128 kB of ROM and 2 kB of RAM. This dump corresponds to an 88-byte fragment of the EEPROM and starts from the logical address 0x13f8. In the above sample, the byte codes used are the same as that defined in the Java Card specification [12] . Depending on the card, the program code may be scrambled [2, 16] or new and undocumented instructions used. In the previous case, the card xors the value of each instruction to mask the code. But even with any masking or encryption, the stored program in the memory always keep the same semantics. In the last case, we have no information about the semantics of the code which can be compressed. For that reason it is impossible to use a simple execution to find the methods. The only way is to use an approximative approach.
Index of Coincidence
In 1922, Friedman [6] invented the notion of Index of Coincidence (IC) to reverse ciphered message. In cryptography, this technique consists of counting number of times the identical letters appear in the same position in both texts. This count can be calculated either as a ratio of the total or normalized divided by the expected count for a random source model. The IC is computed as defined in the equation 1.
where N is the length of the analyzed text and n i is the frequencies of the c letters of the alphabet (c=26 for a Latin alphabet).
The IC is mainly used both in the analysis of natural-language text and in the analysis of ciphered message (as cryptanalysis). Even when only a ciphered message is available, the coincidences in the ciphered text can be caused by coincidences in the plain message. For example, this cryptanalysis technique is mainly used to attack the Vigenère cipher. The IC for a natural-language like French language is 0.0778, English is 0.0667 and German is 0.0762.
Finding Java Card Byte Codes
In a Java Card memory dump file, it is very difficult to separate the program's data and code. The program's byte code can be assimilated to a language where each instruction has a precise location in the language's grammar.
A Java Card byte code operation is composed by an instruction (between the range 0x00 to 0xB8) and potentially a set of bytes as argument. The Java Card toolchain ensures that the built Java Card byte codes are in compliance with the rules of Java language. The Friedman's approach is mainly based on the analysis of a whole cyphered text. In our case, a dump file includes data, byte codes and random values. Random values are a set of bytes which represent old system's values partially overridden or no longer used by the system. To find where a method's byte codes is located, we decided to compute the Friedman's equation upon a sliding window. To determine the IC value for the Java Card byte codes, we tested a set of Java Card byte code built by the Oracle's toolchain. An acceptable IC for Java Card byte codes is located between 0.020 and 0.060.
Computing the IC value upon the sliding window is equivalent to perform the equation 1 with each byte inside the interval. With different sizes of the sliding window, IC value is computed. The results are presented in the Fig. 2 .
On this figure, the method's area to discover is located between the vertical dashed lines. We show that the optimal size for the sliding windows is between 135 and 150. This range includes false positive closed to the method's area. It is due to the size of the sliding window which includes a part of the method's byte code. False positive are detected by heuristics. We used several heuristics to eradicate the false positives. A code should not embed the value 0x00 which corresponds to the nop opcode except for operands. The size of the operands cannot exceed two bytes (except the specific case of the switch). The program decides that three consecutive bytes having the value zero cannot represent code. Another heuristic concerns the undefined byte code, above a given level of such bytes the program cancel the current window.
Finding Data in a Java Card Memory Dump
Carving raw data requires to characterize the objects manipulated by the system. Any data stored in the smart card belonging to the Java Card world contains a header (or metadata) which describes the data type, data owner and, sometimes, the size of the data. Inside a Java Card, the data can be:
-a package information. The package AID and all the classes in the card should be saved to verify the ownership context during the execution of an applet.
-a class information. A class contains the initialization value of each field, the method's byte code and an AID. A fragment is presented with its package information, in the Listing 1.2. -the instance of a class which refers to each field sets to the current value (regarding to the life cycle of the instance). The instance of the class is linked with an instance AID which can be different from that of the class AID. -an array is the last element which contains a header. We discovered empirically that an array header includes the size of the array data, the data type and the owner's context. An example of Java Card array found in a memory dump is shown in the Listing 1. 
JCDA: Java Card Disassembler and Analyzer
To implement the memory carving approach for Java Card, we have developed a tool, named Java Card Disassembler and Analyzer (JCDA) written in Java which aims to reverse a Java Card memory dump. It has been designed to be adapted for the architecture of each Java Card.
To reverse a Java Card memory dump, the JCDA (Fig. 3 ) requires a card model and a dump file. The first one defines the structure of the data contained in the smart card memory dump. This model is a high level abstraction of how the smart card stores objects and associated instances, array, etc. in the memory. This file should be filled by the attacker. This step has not yet been automated, it needs to create in the card objects of different nature (arrays, instances,...) and to compare the state of the memory before and after the creation of the object. The second parameter is a dump file of an attacked Java Card.
In our tool, reversing a Java Card memory dump is split in two steps. In the first step, the Java Card Analyzer searches in the Java Card memory dump file to locate the Java code or native code. As described previously, to find the Java Card instruction, an automatic process based on the index of coincidence is performed. The card memory model is used to search information about the classes, arrays and other data by using pattern matching.
The second step in the JCDA starts with the disassembling of the Java code recognized in the previous step. Its aim is to reverse each applet installed in the memory dump. The idea is to rebuild a partially stored Cap file in the dump file. Once rebuilt, Oracle provides a tool to convert a Cap file to a Class file. Then, it becomes obvious to convert the Class to Java file, many tools exist for that purpose. In this whole process, the main difficulty consists in regenerating Cap file from an applet installed into the memory. It implies some constraints:
1. Due to software and hardware limitations, information not needed to execute the applet are deleted during the installation file. To restore the complete Cap file, the dependencies between each component are used. For instance, the Directory and the Descriptor components, often not kept after the installation step, are generated using the information contained in the Class, Method, and Static Field components. Regarding to the smart card's installer implementation, our prototype needs to know how the card stores each Cap file component in memory; 2. In a Cap file, the Import component refers each class, method, and field imported by the application. Generating this component from a linked and installed applet rises some problems. In fact, each tokens is linked by the smart card internal references during the loading step. To reverse it, a learning step, based on the Hamadouche et al.'s attack [7] , which maps the smart card Application Programming Interface (API) is needed. This map links smart card's internal references and the function's name. With the function's name, we are able to rebuild the Import component upon the Export files. 3. Finally, the generated Cap file shall be validated by the BCV. This step is mandatory to translate the Cap to Class file.
Moreover, the constraints defined by the Cap file dependencies imply to respect a precise order to generate the Cap file components, as illustrated in the Fig. 4 . Introduced by this figure, the method component is the keystone of our approach. Indeed, each Method contains references to its own class, its class's fields, etc.
For the analyzer, the methods area is a byte stream. To process the Cap file dependencies, the disassembler should find each method present in the dumped area before starting the reverse. This step aims to split the byte stream into a set of method. From the first byte of the method's area, an in-depth analysis is done to detect the end of each method. This analysis is based on the abstract execution of each instruction. In the case of an unknown instruction, the analyzer warns the user for this occurrence. This instruction has be added to the set of specific instructions for this card model. For example, one smart card manufacturer has replaced the invokestatic byte code by an undocumented one.
Experimental Results
On a smart card snapshot memory, we succeed in detecting the applets byte codes with the IC approach. The analyzer gave information shown in the Listing 1.4 to the disassembler. Regarding to the card model, this snapshotted area is parsed as presented in the annex A, Listing 1.8. First, we filled, from the dump, some fields inside the Method, Class, Header, Applet and the Static Field component. Due to the limited size, the initial vector of the static fields is not kept in the card memory. This information is also lost for us. To regenerate the static fields initialization vector, we decided to use the current values another option would be the Java default value. This is one of the limits of the approach. The next step aims to build the Constant Pool component. From the Cap file, this component have purposed to describe the type of each token used by the application. Tokens are used in the Method, Class, Static Field and Descriptor components.
In the Method component, each instruction with a reference as argument was linked by an internal reference during the Cap file installation. Converting each internal reference creates the set of token used by the application and aims to regenerate the Import component. There, the API mapping is used to describe the token to the correct Export file. Once Import component is regenerated, we have enough information to create the Descriptor and Constant Pool components.The Listing 1.5 exhibits a fragment of entries in Constant Pool component restored from the dump. To find the external tokens description, we need to link the references in the dump file with the card API to obtain information of each token in the Constant Pool. Then we replace them with an index incremented at each occurrence, Listing 1.6. Finally, when each other components have been regenerated, the Directory component is built.
To validate globally the approach, we checked the regenerated Cap file with the BCV. As shown in the Listing 1.7, our generated file as the correct structure and it contains coherent values regarding the Java Card specification. For this proof of concept we did not regenerate the Java source file but this is not an issue. 
Future works and Conclusions
We have developed a proof of concept of a tool-chain that allows to recover from raw data application code and objects. In order to find Java code we used the index of coincidence to detect any byte code area. With a pattern matching algorithm, we are able to recover instances in the memory. The JCDA is still an ongoing academic development and currently only few card memory models can be recognized. We only focus for the moment to the byte code language and we need further development for the native language. This will be very useful for the improvement of JCDA development. A second improvement concerns the ability to automate the pattern learning phase for the card model, which is currently a manual process. We only recognize basic objects (array, AID,...) another improvement should be to recognize specific instances like secure containers for key storage. A last improvement for our work is integrating our tool into the IDA Disassembler [9] . IDA is a software which implements all the features required to reverse a computer application. This software is mainly used by security laboratories. One intrinsic limit concerns the initialization vector of the fields for which the information is lost after the applet installation. For example, if the value of a PIN code is stored into a static array its value will never be recoverable which is a good point from the security point of view. As soon as we have a stable version we expect to provide it as open source project for the academic community.
