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1 Introducció
1.1 Presentació i motivació
Avui dia, gràcies al fet que Linux és lliure, la gent pot descarregar-se el codi font de Linux i
crear la seva pròpia distribució basada en Linux. De fet, definir-lo ens ajudarà a definir què és
una distribució.
Linux,  en  el  seu  sentit  més  estricte,  és  el  kernel  del  sistema  operatiu,  el  nucli;  el  que
s'encarrega de comunicar el software amb el hardware, el que gestiona la memòria i el que
administra els temps de processador que necessita cada procés entre moltes altres coses.
Per tant, una distribució Linux no és més que la unió del kernel Linux amb el software que el
desenvolupador  vulgui.  D'aquesta unió sorgeixen projectes  com Ubuntu,  Debian,  Fedora,
Red Hat...
Per comoditat, a aquesta unió se li  diu  Linux simplement,  i  ens podem referir  al  sistema
operatiu Linux encara que estrictament no sigui així.
Actualment hi ha moltíssima quantitat de distribucions, pel que quan un vol treballar amb una
distribució totalment  adaptada al seu gust,  és possible trobar una que s'adapti gairebé als
gustos d'un. Però molt sovint hi ha certs punts de la distribució que no acaben d'agradar, cert
software que ve preinstal·lat i no el volem o cert software que voldríem tenir i no hi és.
L'ideal, doncs, seria tenir un lloc web on es pogués construir una imatge Linux a demanda.
És a dir, una utilitat que permetés, amb uns quants clicks, obtenir una imatge Linux totalment
independent d'altres distribucions seleccionant què es vol a la distribució i a on.
Actualment  existeixen  bastants  utilitats  d'aquest  tipus,  però  totes  depenen  d'altres
distribucions  d'una o altra manera;  en  algunes  el que s'obté és una imatge basada en  la
distribució X, o en d'altres  el que  necessita l'aplicació  és executar-se  en  la distribució Y o
derivades d'Y, com veurem a continuació.
Per  tant,  aquest  projecte  pretén  posar  solució  a  això,  oferint  una  utilitat  indepenent  de
sistemes operatius al ser operativa via internet i proporcionant  una distribució Linux  sense
basar-se en cap altra i amb el software que necessiti l'usuari.
Com que no ens volem basar en cap altra distribució i volem veure més en profunditat com
funciona realment Linux per dins, tot el que hi està implicat, i  mantenir en tot moment el
control del sistema, el sistema Linux que construirem el farem íntegrament des de codi font,
seleccionant tots els paquets que siguin necessaris, cercant on es poden trobar i com s'han
de configurar, compilar i instal·lar.
La motivació és doble, per tant: per una banda endinsar-se més en les interioritats de Linux i
desenredar  tot  el  que composa Linux en sí,  i  per  una altra  aconseguir  oferir  el  que  no
ofereixen altres.
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1.2 Objectius
L'objectiu principal del projecte és desenvolupar un entorn de generació d'imatges Linux des
de zero I que es puguin personalitzar.
Això implicarà,  per començar, el desenvolupament d'una eina que permeti  construir  des de
zero un sistema operatiu Linux recopilant tots els codis font de tots els paquets que necessiti
el  sistema  operatiu  per  el  correcte  funcionament,  compilar-los  amb  les  modificacions  i
configuracions requerides i instal·lar-los. 
El sistema es basarà en el projecte Linux From Scratch, el qual, tal i com indica el seu nom,
prové les instruccions pas a pas per construir-lo correctament.
A continuació,  el  següent  objectiu  serà que aquestes imatges Linux,  en comptes de ser
simples  imatges  instal·lables,  siguin  en  format  LiveCD,  és  a  dir,  que  el  que  l'usuari  es
descarregui  sigui  un  arxiu  .iso,  per  a  poder  utilitzar-se  com  a  CD  de  recuperació  o
simplement per a qui no necessiti una instal·lació en el disc dur.
Després, un altre objectiu serà aconseguir automatitzar la personalització de la iso depenent
del que demani l'usuari. És a dir, el servidor rebria peticions per personalitzar la iso amb cert
software, com per exemple editors de text  o  llibreries vàries. Llavors,  el servidor hauria de
gestionar automàticament aquestes peticions per poder crear la iso amb el software sol·licitat,
llesta per ser iniciada, com hem dit, des d'un CD, des de la xarxa, des d'una màquina virtual...
També s'haurà de crear una pàgina web que sigui el que veurà l'usuari a la seva màquina, és
a dir, un lloc on poder, en primer lloc, poder pujar el propi software que un desitji en cas que
no  estigui  entre  el  que  la  pàgina  web  ofereix,  i  en  segon  lloc  seleccionar  el  software
disponible per instal·lar a la imatge Linux.
Per finalitzar, s'haurà de lligar tot el  comentat per a que l'usuari  pugui des de casa seva
demanar un sistema operatiu Linux en LiveCD amb el software que ell vulgui, i el servidor
pugui gestionar-ho tot automàticament i lliurar la iso.
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1.3 Estructura de la memòria
Aquesta memòria es dividirà en els següents capítols i els seus objectius:
• Background  tècnic:  l'objectiu  d'aquest  capítol  és  recapitular  quines  tecnologies  es
faran servir pel projecte, ja siguin tant a nivell de documentació que es farà servir com
a  nivell  hardware/software.  A part,  també  es  presentaran  alternatives  existents  al
mercat.
• Arquitectura de l'entorn: dins d'aquest capítol trobarem com està formada l'arquitectura
de l'entorn, quins arxius hi intervenen i quines tecnologies; per una part el front-end, i
per l'altra el back-end.
• Disseny i implementació del front-end: veurem, per separat, el disseny del front-end, el
perquè d'aquest disseny i com s'ha implementat finalment.
• Disseny i  implementació del back-end:  per la part  del back-end, també s'ha fet  un
disseny, s'explicarà el perquè i la implementació, més llarga que en el front-end.
• Exemple de prova:  en l'exemple de prova veurem, mitjançant captures, un exemple
real  de  construcció  d'un  LiveCD de  Linux  veient  quins  arxius  intervenen  en  cada
moment.
• Conclusions:  en  aquest  punt  s'explicaran  les  conclusions,  tant  a  nivell  tècnic  com
personal, del projecte.
• Referències:  documentació  en  forma de  links  que  s'ha  seguit  per  realitzar  aquest
projecte.
• Annexes: dins dels annexes trobarem tant les instruccions d'instal·lació detallades del
software que s'ha fet servir, com el mateix software juntament amb tots els arxius que
intervenen en el projecte, passant per un manual d'ús.
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1.4 Planificació inicial
Per fer la planificació inicial, es van tenir en compte els següents punts:
• S'ha de tenir enllestit el que és el projecte en sí (sense tenir en compte la redacció de
la memòria) cap a mitjans de maig com a màxim.
• S'anirà documentant el procediment tècnic a mesura que es vagi fent la construcció
del projecte.
• El desenvolupament s'haurà de dividir en quatre grans fases, sent, per tant:
1. Construcció del sistema de fitxers arrel.
2. Conversió del sistema de fitxers en LiveCD
3. Automatització de la conversió del sistema de fitxers a LiveCD
4. Construcció del front-end
Per tant, la planificació quedava de la següent forma:
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Figura 1: Planificació inicial
ID Tasca Duració Octubre Novembre Desembre Gener Febrer Març Abril
1 1ª cerca d'informació 3 set.
2 Estructuració 3 set.
3 Construcció del filesystem arrel 4 set.
5 Conversió del filesystem a LiveCD 6 set.
6 Automatització de la construcció a LiveCD 6 set.
7 Construcció del lloc web 2 set.
8 Enllaçar les parts 4 set.
9 Tests 1 set.
2 Background tècnic
2.1 Linux From Scratch
Linux From Scratch,  tal i com indica la seva pàgina web,  www.linuxfromscratch.org,  és un
projecte que prové a l'usuari d'un llibre-guía amb les instruccions pas a pas per construir una
distribució Linux a partir de codi font i sense tenir rastres de cap altre distribució.
Linux From Scratch,  té  com a característiques principals les següents,  que com veurem,
s'ajusten perfectament a les necessitats del projecte:
• LFS ensenya com funciona un sistema Linux per dins. Ensenya com cada component
depèn de l'altre i com funcionen conjuntament, i com aquests components es poden
ajustar a les necessitats de l'usuari.
• Construir  Linux basant-nos en LFS ens permet obtenir  un sistema molt  compacte,
gràcies  a  que  s'instal·la  només el  realment  necessari  i  deixa  fora  el  prescindible.
Gràcies a això, la iso base que obtindrem al final del projecte només ocuparà uns 100
MB aproximadament.
• LFS és molt flexible. LFS dóna l'esquelet del sistema, el qual funciona perfectament.
Després és l'usuari el que pot convertir la imatge obtenida en qualsevol altre tipus de
sistema instal·lant el que vulgui.
• LFS ofereix seguretat extra, degut a que tot és compilat des de codi font i permet ser
revisat abans d'instal·lar-se. O, fins i tot, modificar el codi del programa per adaptar-ho
a les necessitats de qualsevol. Les possibilitats que ofereix LFS són molt grans.
• LFS ofereix diferents forks del projecte principal, com són:
◦ BLFS: Beyond Linux From Scratch. Assisteix a la customització del sistema d'acord
a les necessitats que un tingui, és a dir, dóna les instruccions per instalar des de
servidors  web fins  a  entorns  gràfics,  passant  per  llibreries  generals  al  sistema
Linux.  Dit  en  altres  paraules,  assisteix  a  la  instal·lació  de  programari  extra  per
Linux From Scratch.
◦ ALFS: Automated Linux From Sratch. Automatitza la creació de Linux basat en
LFS. És útil  per quan un ja ha construit  LFS uns 2 o 3 cops i  vol  automatitzar
tasques.
◦ CLFS: Cross Linux From Scratch. Com construir Linux From Scratch per diferents
arquitectures que la que té el propi host.  En el nostre cas no ens serveix, ja que
volem  arribar  al  màxim  nombre  de  màquines,  i  el  més  comú  és  tenir  una
arquitectura x86, pel que no fa falta CLFS.
◦ HLFS: Hardened Linux From Sratch. Basat en LFS, incorpora parts de BLFS.
El llibre principal ens guia durant tota la  construcció del sistema Linux From Scratch  de la
següent forma:
1. En  primer  lloc,  i  partint d'un  servidor  amb  Linux  instal·lat,  el  qual  contindrà  els
programes  necessaris  per  construir  el  nou  sistema,  ens  diu  com crear  una  nova
partició al sistema, on el nou sistema Linux es compilarà i instal·larà.
2. Quins  paquets  s'han  de  descarregar  per  construir  el  nou  sistema  i  com  i  on
emmagatzemar-los.
3. Com instal·lar un cert nombre de paquets en concret que formaran l'entorn bàsic de
desenvolupament que serà utilitzat per construir el sistema final.
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4. Com construir  un  sistema Linux  utilitzant  les  utilitats  anteriors  i  ajudant-nos  de  la
comanda chroot, la qual ens permet entrar en un entorn “virtual” l'arrel del qual serà la
partició creada.
5. Com instal·lar els scripts d'inici del sistema, els que s'han d'executar cada cop que la
imatge s'inicia.
6. I com instal·lar la part més important, el kernel.
Linux  From  Scratch  té  versions  numèriques  del  llibre  que  proporciona.  La  versió  que
utilitzarem  de  Linux  From  Scratch  serà  la  6.7,  datada  del  setembre  del  2010.  Tota  la
informació de la instal·lació ve detallada a la secció 4 Disseny del back-end.
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2.2 Eines semblants
Com ja s'ha comentat, les aplicacions disponibles a dia d'avui, depenen d'altres components.
Segurament hi ha més utilitats disponibles que les que es mostraran a continuació, però molt
minoritarìes, llavors només es mencionaran les més importants.
• remastersys: programa que permet crear un LiveCD personalitzable basat en Debian.
Només es pot executar en distribucions basades en Debian o Ubuntu. Bàsicament el
que fa es una còpia del que hi ha actualment en el sistema a un arxiu .iso.
• UCK:  Ubuntu Customization Kit, tal I com indica el seu nom, treballa amb qualsevol
dels “sabors” d'Ubuntu (Ubuntu, Kubuntu, Xubuntu I Edubuntu) i permet modificar els
paràmetres de la iso original que un descarrega de la web oficial.
• Reconstructor:  eina  molt  semblant  a  UCK  I  que  també permet,  a  partir  d'una  iso
d'Ubuntu, crear una iso personalitzada amb el software que un vulgui.
• Revisor:  aquesta aplicació es diferencia  de les anteriors  en dues coses. Una, que
aquesta aplicació només funciona en Fedora. I dos, que en comptes d'utilitzar una iso
existent, descarrega tot d'Internet I crea la iso a partir d'allà.
• SUSE Studio:  aquesta utilitat és la més semblant al projecte actual. Es tracta d'una
pàgina web on un pot seleccionar el software I les modificacions que un vol fer a la iso
resultant. La iso, però, es basa en openSUSE.
• Linux-Live:  consisteix en una serie d'scripts  que funcionen en qualsevol  distribució
Linux i permeten crear un sistema preparat per ser iniciat des de CD o USB.
• MySLAX Creator: utilitat la qual crea CD's bootables (iso's) basades en la distribució
Slax,  la  qual  està  basada  en  Slackware.  La  diferència  que  té  aquesta,  però  que
tampoc  satisfà  els  requisits  que  demana  el  projecte,  és  que  es  pot  executar  en
Windows.
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2.3 Anàlisi d'altres LiveCD
En aquest punt analitzarem com ofereixen les distribucions més conegudes el seu sistema de
LiveCD. Agafarem Ubuntu, per una banda, com a representant de les distribucions basades
en Debian i Fedora, per l'altre com a representant de les distribucions basades en Red Hat.
Totes dues són distribucions pensades per ser instal·lades al disc dur i ser el sistema operatiu
domèstic de l'usuari  (parlem de les versions d'escriptori,  ja que Ubuntu compta amb una
versió per a servidors, amb la característica principal que no porta entorn gràfic).
Tant Ubuntu com Fedora fan servir més o menys la mateixa estrategia per el LiveCD, però
amb una lleugera variació.
En  el  cas  d'Ubuntu,  des  de  la  pàgina  web  només  et  pots  descarregar  una  versió  (no
comptem les variacions de nombre de bits, o les variacions d'entorn d'escriptori). Aquesta
versió, al ser iniciada, dóna la opció de:
• Instal·lar directament al disc dur
• Iniciar com a LiveCD, és a dir, carregar el sistema operatiu a la memòria RAM.
• Iniciar com a LiveCD, i  un cop a l'escriptori  en mode LiveCD, instal·lar al disc dur
mitjançant una icona.
En el cas de Fedora, tenim dues possibles descàrregues (tampoc comptem les possibles
variacions en nombre de bits o entorns d'escriptori):
• Descàrrega només de LiveCD. Sense possibilitat d'instal·lar al disc dur.
• Descàrrega de la  iso  que es comporta com la  iso  d'Ubuntu però només amb dues
opcions en comptes de les tres d'abans:
◦ Iniciar com a LiveCD, és a dir, carregar el sistema operatiu a la memòria RAM.
◦ Iniciar com a LiveCD, i un cop a l'escriptori en mode LiveCD, instal·lar al disc dur
mitjançant una icona.
Com veurem, el projecte serà més semblant a la opció que dóna Fedora amb la opció de
descàrrega només en  format  LiveCD.  És a  dir,  iniciarem la  iso i  carregarem el  sistema
operatiu a la memòria RAM sense necessitat d'instal·lar al disc dur.
12
2.4 Tecnologies requerides
Per portar a terme el projecte necessitarem del següent:
✔ Una màquina que actuarà com a servidor amb un sistema operatiu instal·lat basat en
Linux. Això és per a poder disposar de les utilitats necessàries per a desenvolupar el
projecte, ja que molt software que necessitarem per a desenvolupoar tot només es
troba disponible per a Linux.
✔ Una segona màquina que servirà, en primer lloc, per a treballar a distància amb més
comoditat; en segon lloc, per a emmagatzemar tots els backups que s'aniran fent del
primer servidor al llarg del projecte; i en últim lloc, per a poder fer les proves pertinents
amb una màquina virtual i amb la mateixa màquina, és a dir, si el que obtenim es una
iso, una prova seria provar d'iniciar la màquina des d'aquesta iso.
✔ Tot el programari,  instal·lat en el propi servidor, necessari per configurar, compilar i
instal·lar el sistema de fitxers temporal que s'utilitzarà per fer el mateix amb el sistema
de fitxers base  que anirà dins de les imatges  iso.  Més endavant explicarem en què
consisteix aquest sistema de fitxers temporal.
✔ Tots els paquets que contenen el codi font del software que s'instal·larà com a sistema
de fitxers temporal comentat a l'anterior punt, siguin en el format que siguin.
✔ Tots els paquets que contenen el codi font del  software que  hi haurà d'haver com a
sistema de fitxers base per  les  imatges  iso que hi  haurà  com a resultat  final  del
projecte.
✔ Tots els paquets que contenen el codi font del software que hi haurà dins el servidor i
que serà seleccionable per l'usuari com a opcional per les imatges iso finals.
✔ Connexió a internet per poder descarregar  tot el  comentat fins ara, és a dir,  tot  el
software, i per a que el lloc web que l'usuari vegi estigui disponible a Internet.
✔ Un servidor web (ens referim al software, no a una màquina) per oferir la pàgina web
que veurà l'usuari
✔ Una tecnologia que permeti que l'usuari pugui interactuar, indirectament i mitjançant la
web, amb el servidor i poder enviar les peticions. Depenent de cada petició, fer una
cosa o altra en el servidor.
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2.5 Tecnologies utilitzades
✔ El servidor comptarà amb les següents característiques:
• Microprocessador:  Intel  Pentium 4  Processor 2.40 GHz,  512K Cache,  533 Mhz
FSB
• RAM: 1 GB DDR, 400 MHz
• HDD: 250 GB, 7200 rpm
• Xubuntu 12.04 32 bits
✔ La segona màquina, on tindrem la màquina virtual i on farem les proves:
• Microprocessador: Intel Core 2 Quad Processor Q8200 (4M Cache, 2.33 Ghz, 1333
Mhz FSB)
• RAM: 4 GB DDR3, 1600 Mhz
• SSD: 256 GB
• Ubuntu 12.04 64 bits
✔ Màquina virtual:
• VirtualBox 4.1.12_Ubuntu
✔ Connexió a internet: 10 Mb de baixada i 512 Kb de pujada.
✔ Programari necessari per configurar, compilar, i instal·lar el sistema de fitxers temporal:
ens ajudarem, com s'ha comentat a la introducció, de Linux From Scratch.
✔ Codi font dels paquets que conformen el sistema de fitxers temporal: proveït per Linux
From Scratch.  Com ja hem comentat, tota la informació ve detallada a la secció 4
Disseny del back-end.
✔ Codi font dels paquets que conformen el sistema de fitxers base per les imatges iso:
proveït per Linux From Scratch. Com ja hem comentat, tota la informació ve detallada
a la secció 4 Disseny del back-end.
✔ Codi font dels paquets que conformen el programari extra que anirà opcionalment a
les imatges iso: proveït per Beyond Linux From Scratch. Beyond Linux From Scratch
és el projecte que continua on LFS finalitza. Com s'ha dit, assisteix a la customització
del sistema d'acord a les necessitats que un tingui, és a dir, dóna les instruccions per
instalar des de servidors web fins a entorns gràfics, passant per llibreries generals.
Tota la informació ve detallada a la secció 4 Disseny del back-end.
✔ Servidor  web:  Apache  2.2.22  amb  suport  per  programes  CGI.  La  instal·lació  per
defecte des dels repositoris d'Ubuntu ja el porta incorporat.
✔ Tecnologia  que  permet  interactuar  amb  el  servidor:  CGI.  CGI  són  les  sigles  de
Common Gateway Interface. En el següent punt s'explica en què consisteix.
Tant el servidor web com el programari formen part del servidor que compta amb un Pentium
4. La màquina virtual, en canvi, va a la segona màquina, la corresponent al Core 2 Quad.
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2.6 Servidor web i CGI
Per què necessitem un servidor web i la tecnologia CGI? La resposta a la primera pregunta
és fàcil.
Necessitarem crear una pàgina web per l'usuari, un front-end. Per poder servir una pàgina
web sempre  es  necessita  un  servidor  web,  que  no  és  més  que  un  programa que  està
executant-se  continuament  en  el  servidor  físic,  mantenint-se  a  l'espera  de  peticions
d'execució que li farà un client o un usuari d'Internet. La seva tasca serà, doncs, respondre a
aquestes  peticions  de  forma  adequada,  entregant  com  a  resultat  una  pàgina  web  o
informació de tot tipus d'acord amb el sol·licitat. En el nostre cas, ens interessa servir una
pàgina web.
Llavors, el nostre projecte no necessita simplement entregar una pàgina web, ja sigui estàtica
(en HTML simple) o dinàmica (amb llenguatge PHP, per exemple), sinó que ha d'interactuar
amb el  propi  servidor  executant  comandes que veurem més endavant.  És  per  això  que
s'utilitza la tecnologia CGI.
Els scripts o programes CGI (Common Gateway Interface) són scripts que es poden executar
en el servidor, i serveixen per tractar informació, com a pont amb una aplicació o base de
dades o per generar documents  HTML de forma automàtica. Aquests programes o scripts
poden ser escrits en qualsevol llenguatge de programació, tot i que el més comú és fer servir
Perl.
Aquests scripts tenen una ruta especial que varia segons el servidor web o segons el sistema
operatiu que s'estigui executant en el servidor, tot i que sempre és modificable. Per tant, en el
nostre cas, que tenim una Ubuntu, la ruta específica que ve per defecte és  /usr/lib/cgi-bin.
Tots els scripts  CGI que volguem executar des d'un navegador aniran a aquesta ruta i es
poden cridar simplement afegint un /cgi-bin/script.cgi a la URL original.
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2.7 Format iso i gestor d'arranc
Com hem vist, l'objectiu final és que l'usuari obtingui una imatge Linux i que es pugui arrencar
des de qualsevol lloc. El background que hi ha darrere d'aquest objectiu és, per una banda,
el format iso per la imatge i per l'altre, el gestor d'arranc isolinux per arrencar des d'una iso.
El format iso, nom que ve donat per l'estàndard ISO 9660, que especifica el format que han
de tenir els suports de tipus disc, és un format que se li dóna a un arxiu en el qual està
emmagatzemat  una  copia  exacta  d'un  sistema  de  fitxers.  Aquest  format  és  ideal  per
emmagatzemar sistemes operatius, ja que aquests molts cops necessiten de dades extra per
arrencar, i aquestes poden anar també dins dels arxius iso.
Però un arxiu iso que contingui un sistema operatiu no pot arrencar normalment si no té un
gestor d'arranc. GRUB i LILO són potser els gestors d'arranc més famosos de Linux, però no
permeten arrencar des d'una imatge Linux.
És per això que s'utilitza isolinux.
isolinux  forma part  del  projecte  Syslinux.  Syslinux és,  a part  del  projecte que abarca un
conjunt de gestors d'arranc, un propi gestor d'arranc. Però tampoc ens serveix. Necessitem
isolinux, el qual permet arrencar des de sistemes de fitxers ISO 9660, que és precisament el
sistema de fitxers que composa una iso.
isolinux,  com  veurem,  permet  múltiples  opcions  de  configuració,  des  de  configurar  una
pantalla de benvinguda fins a configurar les tecles F1-F12 per a que mostrin missatges a
l'arrencar  segons  es  prémen.  Però,  la  característica  principal  que  necessitem  és  que
s'arrenqui des d'una iso. Per això s'ha escollit aquest.
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3 Arquitectura de l'entorn
L'arquitectura de l'entorn la podem dividir entre el front-end i el back-end.
Com veiem a la figura, la pàgina web que ens és mostrada està formada per 6 arxius, 2 .html
i 4 .cgi, mostrats en l'ordre indicat a mesura que s'avança en el procés de construcció, que es
troben en el back-end.
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Figura 2: Arquitectura general de l'entorn
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3.1 Front-end
El front-end bàsicament és la pàgina web que veurà l'usuari per construir la seva imatge iso.
Primer de tot, tenim la pàgina web principal.
http://gerardlfs.no-ip.org:8989
Entrant  a  la  pàgina  web  se'ns  carrega  automàticament  l'index.html  que  hi  ha  a  la  ruta
/var/www/index.html
Des de la pàgina principal, se'ns demana, sempre mitjançant botons i links, continuar a la
següent pàgina:
http://gerardlfs.no-ip.org:8989/upload.html
Aquesta pàgina és la que permet a l'usuari, en la mateixa pàgina, pujar el software que vulgui
i les instruccions per compilar i instal·lar aquest software. 
En primer lloc l'usuari pot veure en un link que redirigeix a /var/www/download/llista.txt la llista
de software que l'aplicació web ja té disponible per instal·lar més endavant. Amb això l'usuari
sabrà quin software es pot estalviar de pujar i quin no.  A continuació l'usuari pot pujar un
arxiu on els requisits són els següents:
• 1 sol fitxer comprimit. Totes les aplicacions així com les dependències han d'anar dins.
És a dir, si l'usuari vol instal·lar l'aplicació X, que té com a dependències Y i Z, ha de
col·locar en un arxiu comprimit els codis font dels 3 paquets, per exemple, X.tar.bz2,
Y.tar.bz2 i Z.tar.bz2.
• Aquest fitxer comprimit haurà de tenir l'extensió .tar.bz2, .tar.gz o .tar.xz, per simplicitat
en el servidor.
L'usuari també disposa d'un fitxer d'exemple ubicat a /var/www/download/exemple.tar.bz2.
Un cop pujat el software, l'usuari disposa d'una caixa de text on introduïr les instruccions
d'instal·lació.  Aquestes instruccions d'instal·lació se li indicaran mitjançant un fitxer de text
ubicat a  /var/www/download/instr_inst.txt. El patró que s'indueix a seguir no és més que el
mateix que hi ha a cada script que es fa servir per instal·lar cada programa predefinit, i que
s'ha detallat al punt 5.1.4.
A continuació, haguem pujat o no software propi, la següent pàgina que visitarem serà
http://gerardlfs.no-ip.org:8989/cgi-bin/upload.cgi
la qual comprova si s'ha pujat o no un fitxer, esperant la confirmació de l'usuari o donant la
opció de tornar enrere. Tots el .cgi a partir d'aquí es troben a /usr/lib/cgi-bin, que és la carpeta
per defecte on l'Apache els busca.
Si escollim la opció d'anar cap endavant, confirmant que, o no hem volgut pujar software o el
software que hem pujat ja és correcte, anirem a la pàgina
http://gerardlfs.no-ip.org:8989/cgi-bin/form.cgi
Aquesta pàgina és l'última abans de començar a generar la iso. Simplement mostra la llista
de software disponible per instal·lar a la iso. Si es vol algun programa, es marca i s'instal·larà
automàticament, si no, no es marca res.
Un cop anem a la següent pàgina, se'ns redirigirà a
http://gerardlfs.no-ip.org:8989/cgi-bin/formulari.cgi
Aquesta página és l'encarregada de llençar l'ordre de començar a construir la iso. Alhora, en
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10 segons automàticament se'ns redirigeix a la pàgina  formulariX.cgi  (on X és un número,
depenent dels usuaris que estiguint creant una iso en aquell moment), la qual s'autorefresca
cada 10 segons per comprovar la disponibilitat de la iso.
Un  cop  la  iso estigui  creada,  se'ns  mostrarà  un  link  amb  aquesta,  que  apuntarà  a
/var/www/iso/lfslivecdX.iso, on X serà el mateix número que el que hi ha a formulariX.cgi.
A X a partir d'ara l'anomenarem instància.
Seguidament, el  diagrama explicatiu de tot el procés,  on veiem en quin ordre es criden les
pàgines i, si es requereix, amb quins arxius interactuen o de quins arxius es proveeixen:
19
20
Figura 3: Arquitectura del front-end
http://gerardlfs.no-ip.org:8989http://gerardlfs.no-ip.org:8989
index.htmlindex.html
upload.htmlupload.htmldownload/download/
upload_scripts/upload_scripts/
upload/upload/
upload.cgiupload.cgi
form.cgiform.cgi
formulari.cgiformulari.cgi
formulariX.cgiformulariX.cgi
/var/www/
/usr/lib/cgi-bin/
iso/iso/
3.2 Back-end
El  back-end  entra  en  joc  en  el  moment  en  que  l'usuari  dóna  l'ordre  des  de  la  web  de
començar a construir la iso amb Linux i el software que ell ha decidit.
L'últim  pas  del  front-end,  és  a  dir,  l'script  formulari.cgi,  el  que  fa  és  cridar  a  l'script
/usr/local/pfc/bridge.sh, que, com el seu nom indica, és un pont entre el front-end i l'script que
s'explicarà a continuació, livecd.sh.
La raó d'existència d'aquest “pont” és que formulari.cgi necessita executar la comanda at per
invocar l'script livecd.sh amb paràmetres, però aquesta comanda no permet executar scripts
amb paràmetres. Per tant, els paràmetres es passen a  /usr/local/pfc/bridge.sh  i  at només
executa aquest, sense paràmetres, el qual executarà, ara sí, livecd.sh amb paràmetres.
Per  tant,  /root/livecd.sh  és  el  vertader  encarregat  de  crear  el  LiveCD  del nostre Linux
personalitzat.  L'script  és  el  que  crea  el  fitxer  /usr/lib/cgi-bin/formulariX.cgi (comentat
anteriorment). Depenent de quants usuaris estiguin simultàneament creant LiveCD's, serà un
(per exemple, formulari1.cgi) o un altre (per exemple, formulari2.cgi).
/root/livecd.sh segueix tot un procediment proveïnt-se dels arxius ubicat a /root/, que són:
• /root/root.tar.bz2: trobem el sistema de fitxers base que es fa servir per les imatges
Linux. És un sistema amb fins i tot el kernel instal·lat, preparat per instal·lar qualsevol
altre programa extra i tornar a comprimir o transformar en LiveCD, que és l'objectiu del
projecte.
• /root/scripts:  trobem  tots  els  scripts  per  instalar  cadascun  dels  programes  que
s'ofereixen a la web com a opcionals. Per cada programa extra trobem un script escrit
en bash, el qual fa ús del programari de /root/software.
• /root/software: trobem el software que instal·len els scripts comentats juntament amb
les dependències i arxius requerits a cada instal·lació.
• /root/logs:  queden  registrats  els  logs  de  tot  el  procés  que  porta  a  terme  l'script
livecd.sh.  Per gairebé cada instrucció,  la sortida es redirecciona a aquesta carpeta
creant un arxiu per cada pas dintre de l'script.
• /root/blfs-bootscripts-20130212.tar.bz2: trobem els scripts d'inici que s'executen a cada
inici del sistema. És utilitzat per bastants programes dels extra que tenim per instal·lar,
ja que per exemple, l'openssh  s'inicia amb el sistema, i l'script d'inici està contingut
aquí. És un arxiu proveït per LFS.
• /root/syslinux-4.03.tar.gz:  hi  ha  el  gestor  d'arranc  isolinux  que  permetrà  iniciar  un
sistema de fitxers des d'una iso. Més endavant s'explica amb més detall.
Finalment,  la  iso  generada  per l'script  livecd.sh  es col·locarà a  /var/www/iso  amb el  nom
lfslivecdX.iso, on X és la instància que l'usuari està executant.
Hi ha un arxiu que s'executa a part cada dia a les 23:00, i és /usr/local/pfc/rmiso.sh. Aquest
arxiu és el que s'encarrega de netejar el directori /var/www/iso de les imatges més antigues
d'un dia, ja que es considera que un usuari no esperarà un dia sencer per fer click al link de
descàrrega de la imatge.
Amb això el que aconseguim és que no s'ompli el filesystem al cap del temps.
Seguidament,  el  diagrama  explicatiu  del  procés,  on  veiem  l'ordre  que  se  segueix  per
construïr el LiveCD i de quins arxius es proveeix l'arxiu livecd.sh:
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Figura 4: Arquitectura del back-end
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4 Disseny i implementació del front-end
4.1 Disseny
El front-end, com podem veure en el diagrama,  segueix una estructura lineal, ja que no es
tracta d'una pàgina web plena de contingut, sinó que és una guia per l'usuari. Es tracta del
pont que l'usuari ha de veure per a interactuar amb el servidor.
Per tant, el disseny s'ha fet pensant que es necessita una primera pàgina amb el resum del
que l'usuari haurà de fer. Aquesta pàgina serà l'index.html.
Després començarà el procés de creació de la imatge, indicant que l'usuari necessita, si vol,
pujar el seu software propi amb les instruccions corresponents. Aquest document és mostrat
per upload.html.
A continuació, abans de continuar amb el procés, li preguntarem a l'usuari si tot és correcte.
Aquesta  confirmació  s'encarrega  de  fer-la  el  fitxer  upload.cgi.  Depenent  del  que  l'usuari
vulgui, actuarà d'una forma o altra, tornant enrere o pujant tot al servidor.
Al  continuar,  llavors,  anirem a parar al  form.cgi,  que ens mostrarà el  software que tenim
opcional per instal·lar, i quan haguem seleccionat el que vulguem, serà l'script formulari.cgi el
que donarà l'ordre de començar a crear la imatge Linux.
Finalment, serà l'script formulariX.cgi el que s'encarregarà, autorefrescant-se, de comprovar
l'existència de la iso al servidor, lliurant-la a l'usuari en el moment de la creació.
Des de cada punt del front-end, sempre tenim la opció de tornar a la pàgina principal clicant a
la imatge de la capçalera.
Tot això serà servit per el servidor web Apache.
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Figura 5: Disseny del front-end
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4.1.1 Interfície gràfica
El disseny de la interfície gràfica hauria d'estar pensat, per sobre de tot, en ser simple, ja que
l'objectiu és servir de guia per l'usuari, que segueixi uns passos per obtenir la seva imatge 
Linux, I no que navegui per la pàgina web a la seva decisió com seria una web informativa.
Per tant, s'ha fet el següent disseny, que s'haurà de seguir per cada pàgina (arxiu) de la web:
Com veiem, cada pàgina de la web contindrà una capçalera, el contingut, I botons de 
navegació. També tindrem marge a l'esquerra per millorar l'aspecte visual.
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Figura 6: Disseny de la interfície gràfica
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4.2 Implementació
Per dissenyar el front-end s'ha tingut en compte que la pàgina web hauria d'interactuar amb
el servidor on està allotjada. És per això que s'han utilitzat scripts cgi per a poder interactuar
amb el servidor.
Totes les pàgines que es presentaran a continuació tenen present dos punts:
• La imatge de capçalera ha d'apuntar a la pàgina principal.
• En tot moment, l'usuari ha de poder tenir la opció de torner una pàgina enrere.
4.2.1 Apache
Abans de res, s'ha d'instal·lar el servidor web. Utilitzarem, com ja s'ha comentat, l'Apache
2.2.22, que és el que hi ha als repositoris d'Ubuntu. Al host no cal fer res més que un 
apt-get install apache2
4.2.2 index.html
• http://gerardlfs.no-ip.org:8989/   => /var/www/index.html
La primera pàgina que li apareix a l'usuari quan accedeix al lloc web.
Aquesta pàgina no és més que una pàgina de presentació, la qual mostra un breu resum
sobre el que es portarà a terme durant la construcció de la imatge desitjada.
És un formulari HTML on tenim un botó que si el cliquem, anirem a parar a la pàgina següent:
4.2.3 upload.html
• http://gerardlfs.no-ip.org:8989/upload.html  /  => /var/www/upload.html
L'etiqueta HTML <form> del formulari en qüestió en aquest cas serà de la següent forma:
<form   action=/cgi­bin/upload.cgi   enctype='multipart/form­data'
method="post"> 
L'enctype i el method combinats són per a permetre la pujada de fitxers.
La resta de formulari és un formulari qualsevol,  contenint text  que indiquen les instruccions
que ha de seguir  l'usuari,  una etiqueta HTML del  tipus  textarea  per a que l'usuari  pugui
introduïr les instruccions d'instal·lació, una casella per pujar el fitxer de tipus <input type=”file”
i un parell de botons per anar enrere o endavant.
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4.2.4 upload.cgi
• http://gerardlfs.no-ip.org:8989/cgi-bin/upload.cgi   => /usr/lib/cgi-bin/upload.cgi
El primer cgi que ens trobem. Està escrit en Perl, ja que per permetre guardar el fitxer que un
puja al servidor necessitem aquest llenguatge.
En primer lloc, comprovem que el botó premut de upload.html no sigui el d'enrere. Si ho és,
llavors fem un redirect a la pàgina principal, que és la anterior a la pàgina des d'on s'ha près
el botó.
A continuació, l'script comprova,  en el cas que el botó près hagi sigut el d'endavant, que
s'hagi pujat un fitxer. Si no  s'ha fet, simplement imprimim un HTML indicant-ho i donant la
opció a rectificar. Si s'ha pujat un fitxer, s'ha de començar el procediment per a guardar-lo al
servidor i per a guardar al servidor també les instruccions d'instal·lació. El procediment queda
millor reflectat dins del propi script, el qual podem trobar a l'annex, punt 9.3.
Les  carpetes  on  quedaran  guardats  tant  el  fitxer  que  l'usuari  puja  com les  instruccions
d'instal·lació (un fitxer de text) estaran a /var/www. Concretament, el fitxer a /var/www/upload
i les instruccions a /var/www/upload_scripts.
Després que el fitxer estigui correctament guardat al servidor, imprimim per pantalla l'HTML
que ens informa que el fitxer s'ha pujat correctament i dóna la opció de tirar marxa enrere si
un vol. És gairebé el mateix  codi  HTML que apareix si no hem pujat cap fitxer, amb  dues
excepcions:
• El missatge mostrat és diferent.
• Es configura un camp ocult (<input=hidden...) el qual contindrà el nom del fitxer que
s'ha pujat, per poder manipular-lo més endavant.
La pàgina que ve a continuació, tant si s'ha pujat o no el fitxer, és form.cgi.
4.2.5 form.cgi
• http://gerardlfs.no-ip.org:8989/cgi-bin/form.cgi   => /usr/lib/cgi-bin/form.cgi
form.cgi  és un  cgi també escrit en Perl que el que farà bàsicament és imprimir la llista de
software disponible per instal·lar a la nostra imatge. L'explicació de perquè no s'ha fet un
simple formulari  HTML és perquè s'ha de recuperar el  paràmetre ocult  de l'anterior pas i
passar-lo al següent cgi també en forma de camp ocult.
D'aquest cgi que estem parlant ara, a part del comentat, només fa falta comentar que tant el
botó d'endavant o enrere ens conduirà a la última (o penúltima, segons com es miri) pàgina
del procés: formulari.cgi
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4.2.6 formulari.cgi
• http://gerardlfs.no-ip.org:8989/cgi-bin/formulari.cgi   => /usr/lib/cgi-bin/formulari.cgi
Aquest cgi també està escrit en Perl, i, per començar, comprova si s'ha près el botó d'enrere.
Si s'ha près, l'script ens condueix a  upload.html.  Si no, continuem amb l'script comprovant
quina instància li toca a l'usuari. Per fer això comprova si hi ha algun altre usuari construint
un LiveCD comprovant si existeix alguna carpeta $LFS/lfsX. Si, efectivament, hi ha algú altre,
la instància serà la següent en número, per exemple, la 2, creant la carpeta $LFS/lfs2.
A continuació, mostra un HTML amb el missatge demanant que esperem a la creació de la
imatge, i als 10 segons redirigirà a la següent pàgina /usr/lib/cgi-bin/formulariX.cgi, on X és el
número d'instància.
La capçalera de l'HTML, doncs, és la següent:
<head> 
<meta   http­equiv='Refresh'   content='10;
URL=/cgi­bin/formulari$instancia.cgi'> 
</head> 
Després de mostrar aquest HTML i abans de que ens veiem redirigits a formulariX.cgi, l'script
formulari.cgi executa unes últimes comandes al sistema.
1. Si l'usuari ha pujat algun fitxer i instruccions, a l'script que conté aquestes instruccions
se li dónen permisos d'execució i s'eliminen caràcters erronis  que apareixen  en els
fitxers que contenen text quan es pugen a una màquina Linux.
2. Es substitueix a /usr/local/pfc/bridge.sh els paràmetres
1. fitxer per el nom del fitxer que l'usuari ha pujat. És aquí on s'aprofita el camp ocult
que hem anat arrosegant fa dos scripts.
2. parametres  per els paràmetres que agafem de la URL, que contindran cadascun
dels programes seleccionat a l'anterior pantalla.
3. instancia per el número de la instància que li correspon a l'usuari.
3. S'elimina l'anterior iso que hi pogués haver de la mateixa anterior instància.
4. Amb  la  comanda  at programa  per  executar  en  el  mateix  moment  l'script
/usr/local/pfc/bridge.sh.
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4.2.7 formulariX.cgi
• http://gerardlfs.no-ip.org:8989/cgi-bin/formulariX.cgi => /usr/lib/cgi-bin/formulariX.cgi
Llavors, en el primer refresc de la pàgina, se'ns conduirà a /usr/lib/cgi-bin/formulariX.cgi
Aquest  és  creat  per  l'script  /root/livecd.sh abans  de  fer  tot  el  seu  procés,  per  això  el
paràmetre $instancia és passat de bridge.sh a livecd.sh, per a que livecd.sh pugui saber quin
formulariX.cgi ha de crear.
Aquest  formulariX.cgi  conté el mateix text que  formulari.cgi però alhora comprova cada 10
segons (autorefrescament) si ja hi ha la iso corresponent a la instància al directori esperat,
que és /var/www/iso. Quan la troba, mostra un link cap a la iso.
Tots els  scripts  dels quals hem parlat  es troben a l'annex,  punt  9.3, per poder veure en
perfecte detall cada instrucció.
4.2.8 Interfície gràfica
Per començar tenim dos arxius en HTML pur, extensió  .html. I després ens trobem amb 4
.cgi. Tot  i  que tenen aquesta extensió perquè han d'interactuar  amb el  servidor,  mostren
també codi HTML a l'usuari.
Per tant, trobem que per aplicar el disseny de la interfície gràfica, cada arxiu dels 6 anteriors
ha de contenir el següent codi HTML.
Codi comú
Primer de tot hem d'indicar el títol de la pàgina, la codificació que s'utilitzarà (UTF-8) i la font
Arial.  Això és col·locarà sempre al  principi  de cada pàgina.  Hem de tenir en compte que
depenent  de  les  necessitats  de  la  pàgina  (com  per  exemple  auto-refrescar-se),  es
necessitarà variar el codi lleugerament.
<html> 
        <head> 
                <title>Custom Linux</title> 
                <meta charset=utf­8> 
        </head> 
        <body> 
                <font face="arial"> 
Capçalera
La capçalera sempre es col·locarà a continuació de l'etiqueta <font> anterior i consistirà en el
següent:
<a   href="http://gerardlfs.no­ip.org:8989/"><img
style="margin­left:4em;" src="/images/header.jpg"></a>
Com veiem, la imatge referencia a la pàgina inicial, i tenim col·locat el marge també.
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Contingut
El contingut, l'únic que haurà de tenir cada pàgina seran els marges, que en aquest cas
varien respecte el marge de la capçalera, per temes d'alineació. La resta del contingut serà
text i links, que variaran en el cas de les pàgines. Cada títol o paràgraf HTML que s'afegeixi
haurà de portar el següent:
<h4 style="margin­left:5em;">Títol</h4> 
<p style="margin­left:5em;">Paràgraf</p>
Com veiem, especifiquem el marge amb el paràmetre style.
Navegació
Els botons de navegació, que normalment seran d'endavant  i  enrere, s'implementen de la
següent manera:
<input type="submit" name="enviar2" value="Envia"/> 
<input type="submit" name="enrere" value="Enrere"/>
Sempre que els botons estiguin presents, hauran d'anar dins d'un formulari, és a dir, dins
d'etiquetes <form>, per exemple:
<form action=/upload.html> 
    <input   style="margin­left:6em;"   type="submit"   name="enviar"
value="Començar"> 
</form> 
Com s'ha comentat, cada arxiu o pàgina consta de l'anterior, però cadascún tindrà les seves
variacions, les quals s'han explicat anteriorment.
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5 Disseny i implementació del back-end
5.1 Disseny
Per fer el disseny del back-end s'han tingut en compte alguns punts:
• S'hauria de tenir un filesystem base ja preparat amb el kernel compilat per evitar en la
mesura del possible la lentitud del procés.
• Hauríem de tenir un mètode per separar cada petició que entri de les demés. És a dir,
que cada construcció de cada imatge Linux sigui independent de la resta i no hi hagin
interferències.
• S'hauria  de  controlar  l'espai  en  disc  eliminant  cada  cert  temps  els  fitxers  no
necessaris, és a dir, les iso construïdes de fa un temps.
Per tant,  el back-end queda dissenyat de forma que  en primer lloc  tenim una petició que
entra al servidor.
Aquesta  petició  ha  de  ser  gestionada  per  un  script,  anomenat  livecd.sh.  Aquest  script
s'encarregarà de fer tot el procés de construcció de la imatge, proveïnt-se del filesystem base
que haguem construit, comprovant si hi ha una altra execució del mateix script (és a dir, una
altra petició), i modificant tot el que calgui del filesystem base per a que sigui apte per ser
LiveCD.
A part, l'script crearà la mateixa iso.
Finalment, hi hauran scripts que es programaran al crontab del servidor per a eliminar les iso
antigues i així alliberar espai en disc.
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Figura 7: Disseny del back-end
livecd.shPetició ISO
Filesystem base
frontend
5.2 Implementació
Com ja s'ha comentat, en el back-end hi entren diferents peçes en joc. Primer de tot, i ja que
és la peça principal del projecte, explicarem com s'ha format el sistema de fitxers base i les
modificacions que se li han fet.
Després s'explicarà en profunditat  com s'ha automatitzat la instal·lació de software extra i
com  s'ha  modificat  el  sistema  per  convertir-lo  en  LiveCD.  Finalitzarem  explicant  l'arxiu
/usr/local/pfc/bridge.sh.
5.2.1 Filesystem principal
Quan parlem del filesystem principal  ens referim al sistema de fitxers base que formarà el
nostre LiveCD.
Per construir aquest principal filesystem, s'han seguit 2 passos:
1) Construcció de l'entorn bàsic de desenvolupament, el qual serà temporal.
2) Construcció de sistema complet, el filesystem principal.
5.2.1.1 Preparació de l'entorn de treball
L'entorn  de  treball,  com hem comentat  en  una  de  les  tecnologies  requerides,  haurà  de
constar en el servidor i la segona màquina que utilitzarem de proves.
En  el  servidor  instalarem  una  Ubuntu  12.04  de  32  bits,  ja  que  per  l'arquitectura  del
processador no podem instal·lar una de 64 bits,  amb escriptori XFCE  (per tant parlem de
Xubuntu), ja que és un dels escritoris més lleugers i que gasta més pocs recursos. Durant la
instal·lació d'Ubuntu, creem una partició de 30 GB per allotjar el punt de muntatge on es
construiran les imatges.  30 GB són més que suficients tenint en compte que cada imatge,
com hem comentat, ocuparà uns 100 MB i escaig.
La  swap,  també  durant la instal·lació del sistema operatiu del servidor, la creem amb un
tamany d'1.5 GB, és a dir, com a mínim del mateix tamany que la memòria RAM. Quedant
així:
/dev/sda3  487088128 490233855 1572864  82  Linux swap / Solaris
/dev/sda5  220850176 282288127 30718976  83  Linux
Un cop instal·lat el sistema operatiu, creem un filesystem ext3 a la partició de 30 GB. ext3 és
el format més extès en sistemes operatius Linux, per tant, en cas de problemes és el que
més suport pot tenir:
mke2fs -j /dev/sda5
Afegim la variable d'entorn $LFS per a no haver d'escriure tota l'estona el punt de muntatge,
el qual serà /mnt/lfs. A partir d'aquí, sempre que ens referim a $LFS ens referirem a /mnt/lfs
export LFS=/mnt/lfs
Creem el punt de muntatge i muntem la partició.
mkdir $LFS
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mount -t ext3 /dev/sda5 $LFS
Prerrequisits de programari en el servidor
Per poder construir una sistema operatiu des de zero basant-nos en  Linux From Scratch,
necessitem el següent software instal·lat al host, o sigui, en el nostre Xubuntu 12.04, i amb
les  versions  mínimes  que  s'indiquen.  Tot  aquest  software  és  requisit  indispensable  per
instal·lar tot el que fagi falta per crear el sistema de fitxers temporal que es farà servir per
instal·lar el sistema de fitxers base per la iso, ja que en algun moment o altre es necessitarà
un o l'altre software.
• bash 3.2
◦ Instal·lada la 4.2.24
◦ /bin/sh ha de ser un softlink a /bin/bash
• Binutils 2.17
◦ Instal·lada la 2.22
• bison 2.3
◦ Instal·lada la 2.5
◦ /usr/bin/yacc ha de ser un softlink a /usr/bin/bison.yacc
• bzip2 1.0.4
◦ Instal·lada la 1.0.6
• Coreutils 6.9
◦ Instal·lada la 8.13
• diffutils 2.8.1
◦ Instal·lada la 3.2
• findutils 4.2.31
◦ Instal·lada la 4.4.2
• GAwk 3.1.5
◦ Instal·lada la 3.1.8
◦ /usr/bin/awk ha de ser un softlink a /usr/bin/gawk
• gcc 4.1.2
◦ Instal·lada la 4.6.3
• GLibC 2.5.1
◦ Instal·lada la 2.15
• grep 2.5.1
◦ Instal·lada la 2.10
• gzip 1.3.12
◦ Instal·lada la 1.4
• Linux Kernel, versió 2.6.22.5
◦ Instal·lada la 3.2.0
◦ S'ha d'haver compilat amb gcc versió 4.1.2 com a mínim. Compilat amb 4.6.3
• m4 1.4.16
◦ Instal·lada la 1.4.16
• Make 3.81
◦ Instal·lada la 3.81
• patch 2.5.4
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◦ Instal·lada la 2.6.1
• Perl 5.8.8
◦ Instal·lada la 5.14.2
• sed 4.1.5
◦ Instal·lada la 4.2.1
• tar 1.18
◦ Instal·lada la 1.26
• Texinfo 4.9
◦ Instal·lada la 4.13
Paquets
Per crear el nostre sistema operatiu necessitarem descarregar, òbviament, tots els paquets
en codi  font  que es necessitin,  corresponents tant  al  sistema de fitxers temporal  (el  que
s'utilitzarà per construir el final) com al final. Els ubicarem a $LFS/sources.
mkdir $LFS/sources
Descarreguem tots els paquets necessaris amb una única sola comanda gràcies a la llista
que  ens  proporciona  el  llibre.  Dins  aquesta  llista  hi  tenim  totes  les  URL  directes  per
descarregar el software. Guardem la llista a un arxiu anomenat wget-list.  La llista la podem
trobar a l'annex, punt 9.3.
wget -i wget-list -P $LFS/sources
Preparacions finals
Creem el  directori  $LFS/tools,  on  instal·larem el  software  (descarregat  anteriorment)  que
farem servir per a construir la imatge. Aquest directori serà temporal, així com el software que
hi anirà a dins. Això és perquè només es farà servir per instal·lar el sistema de fitxers final, el
que anirà dins la iso.
A part,  creem un softlink a / que apunti  al directori  en qüestió per no haver de fer servir
variables d'entorn a la compilació del software, i així poder indicar que s'instal·li el software X
simplement a /tools:
mkdir $LFS/tools
ln -s $LFS/tools /
El  nostre  servidor  l'hem  de  mantenir  sempre  com  més  segur  millor,  per  tant,  hem  de
començar pel fet d'evitar en la mesura del possible compilar i  instal·lar amb l'usuari  root.
Crearem un usuari nou anomenat lfs, evitant que el contingut d'/etc/skel es copii:
groupadd lfs
useradd -s /bin/bash -g lfs -m -k /dev/null lfs
passwd lfs
Canviem el propietari de $LFS/sources i $LFS/tools a lfs per a que l'usuari lfs hi pugui actuar.
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chown lfs $LFS/tools
chown lfs $LFS/sources
D'ara en endavant, actuarem com a lfs.
su – lfs
Per  finalitzar  les  preparacions,  modifiquem  l'entorn  de  l'usuari  lfs.  Dins  del  fitxer
~/.bash_profile hi ha d'haver el següent
exec env ­i HOME=$HOME TERM=$TERM PS1='\u:\w\$ ' /bin/bash
per a assegurar-nos que la shell es reemplaça amb una amb un entorn net exceptuant les
variables  HOME,  TERM  i PS1.  Ho fem per  a  què no hi  hagi  cap  variable  d'entorn  que
provingui del host mateix.
També modifiquem l'arxiu ~/.bashrc amb el següent:
set +h 
umask 022 
LFS=/mnt/lfs 
LFS_TGT=$(uname ­m)­lfs­linux­gnu 
PATH=/tools/bin:/bin:/usr/bin 
export LFS LC_ALL LFS_TGT PATH
Les anteriors opcions volen dir, deixant de banda les òbvies:
• set +h: desactivem la funció hash de bash per a què es busqui un programa sempre
en  el  $PATH.  Així,  tant  aviat  com  sigui  possible,  un  programa  s'executarà  de
$LFS/tools i no ho farà des d'un altre lloc degut al hash que utilitza bash per recordar
rutes d'aplicacions.
• LFS_TGT:  amb aquesta variable podem indicar que la producció de binaris es fagi
compatible amb aquest hardware, sense tenir en compte altres arquitectures.
• PATH:  posem en primer lloc del  $PATH la ruta  /tools/bin,  per a què tan aviat  com
instal·lem software a l'entorn de desenvolupament, s'utilitzi en comptes del  software
d'altres rutes.
Finalment, apliquem els canvis tornant a executar el .bash_profile:
source ~/.bash_profile
5.2.1.2 Construcció del sistema temporal
La raó per la que anem a fer la compilació final des d'un sistema temporal  és per a que la
configuració del nostre equip no afecti a la compilació dels paquets finals introduïnt canvis
que puguin donar problemes més endavant.
De quins canvis i problemes estem parlant? Quan un compila paquets, a vegades passa que
les propietats del sistema des d'on es compila interfereixen en els binaris que es compilen. Hi
ha rutes de llibreries, variables de configuració, etc. 
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Per exemple, hi ha molts camps i estructures en els fitxers de capçalera; un ha d'estar segur
que  s'està  compilant  els  binaris  utilitzant  els  fitxers  de  capçalera  que  seran  finalment
entregats en el sistema final. A més, alguns dels paquets que s'estan compilant entreguen els
seus propis fitxers de capçalera. I aquestes capçaleres són utilitzades per altres paquets.
Com veiem, són dependències i més dependències, per tant, hem de utilitzar un sistema per
compilar el més semblant al que hi haurà finalment.
Per  aconseguir  això,  primer  es  genera  un  sistema  de  fitxers  temporal  amb  les  utilitats
mínimes necessàries i compilades amb les característiques mínimes per poder compilar tot el
sistema de fitxers final sense problemes. Després, es compila el sistema final fent un chroot
al  sistema temporal,  i  un cop acabat  tot  el  procés,  aquest  sistema temporal,  que estarà
instal·lat a $LFS/tools, es podrà esborrar ja que no tindrà cap més ús.
Els paquets que conformen el sistema d'arxius temporal són els següents:
• Binutils 2.20.1
• GCC 4.5.1
• Linux 2.6.35.4 API Headers
• Glibc 2.12.1
• Tcl 8.5.8
• Expect 5.44.1.15
• DejaGNU 1.4.4
• Ncurses 5.7
• Bash 4.1
• Bzip2 1.0.5
• Coreutils 8.5
• Diffutils 3.0
• File 5.04
• Findutils 4.4.2
• Gawk 3.1.8
• Gettext 0.18.1.1
• Grep 2.6.3
• Gzip 1.4
• M4 1.4.14
• Make 3.82
• Patch 2.6.1
• Perl 5.12.1
• Sed 4.2.1
• Tar 1.23
• Texinfo 4.13a
A continuació, explicarem en detall què s'ha fet per construir aquest sistema temporal.  Les
instruccions de configuració, compilació i instal·lació exactes, però, es troben a l'annex, punt
9.1.
Repassem la  situació  en  la  que  ens  trobem.  Tenim el  directori  $LFS (/mnt/lfs)  amb  els
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subdirectoris $LFS/tools (on instal·larem aquest sistema temporal) i $LFS/sources (contenint
tots els paquets que necessitem per instal·lar les eines). Estem treballant amb l'usuari lfs del
host.
Ens situem a la carpeta $LFS/sources. Abans d'instal·lar cada paquet, s'ha de descomprimir i
entrar  al  directori  en  qüestió,  però  ometem  els  passos  aquí  per  comoditat.  Per  ordre
d'instal·lació:
• binutils-2.20.1.tar.bz2  (primera  part):  és  un  paquet  que  conté  un  linker  encarregat
d'enllaçar els objectes generats a la compilació amb les llibreries per produir fitxers
executables o llibreries, un assembler encarregat de traduir el codi font a llenguatge
ensamblador, i més eines dedicades al maneig dels fitxers objecte.
Com s'ha dit, només és la primera part. Aquesta compilació encara no és definitiva, ja
que s'hauria de compilar amb les llibreries de glibc, que encara no hem generat. Però
és necessari generar una primera versió de binutils perquè gcc i  glibc necessiten de
binutils.
• gcc-4.5.1.tar.bz2 (primera part): inclou els compiladors de C i C++, el preprocessador
(el  que processa les  directives tals  com  #include o  #define),  una utilitat  per  crear
informes d'error, una altra per fer tests i llibreries diverses.
Aquesta compilació tampoc és completa, ja que necessita el linker definitiu de binutils,
però s'ha de generar també una primera versió per a que glibc pugui compilar-se.
• linux-2.6.35.4.tar.bz2: dins aquest paquest estant els headers per a que els programes
puguin cridar a les funcions del kernel fàcilment. 
Això  ho  fem simplement  per  requisit  de  glibc,  per  a  que pugui  cridar  a  aquestes
funcions.
• glibc-2.12.1.tar.bz2: és la llibreria de C principal. També inclou algunes altres llibreries
més per càlculs matemàtics, gestió de memòria, comunicació de processos, etc., així
com altres utilitats de programació.
Ara  ja  tenim  el  necessari  per  compilar  glibc de  manera  definitiva  per  el  sistema
temporal.  L'important és utilitzar el paràmetre  –host en el  configure per a utilitzar el
compilador, ensamblador i linker que hem generat anteriorment.
• binutils-2.20.1.tar.bz2 (segona part).
Tornem a compilar binutils per segon cop, amb la diferència que ara sí és la definitiva,
pel  sistema temporal.  Com que  aquest  configure no  té  paràmetre  –host,  utilitzem
variables d'entorn per especificar les utilitats que s'han d'utilitzar.
• gcc-4.5.1.tar.bz2 (segona part)
Tornem a  compilar  gcc  per  a  que  utilitzi  el  linker  generat  al  pas  anterior.  També
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utilitzem variables d'entorn per especificar les utilitats que s'han d'utilitzar.
• tcl8.5.8-src.tar.gz: Tool Command Language. El propòsit d'instal·lar-lo és simplement
per fer córrer els tests més endavant, ja que és un llenguatge que utilitza expect.
• expect-5.44.1.15.tar.bz2: serveix per controlar l'entrada i la sortida d'altres programes
des d'scripts, de forma que es puguin automatitzar tasques en programes interactius.
DejaGNU utilitza aquest programa pels tests.
• dejagnu-1.4.4.tar.gz:  DejaGNU conté un  programa que llença tests fets amb expect.
Els demés programes l'utilitzen sovint per fer els seus tests.
• ncurses-5.7.tar.gz:  conté la llibreria de control  de terminal  ncurses,  que serveix per
facilitar  la  creació de programes a pantalla  completa per  la  terminal.  Conté també
algunes utilitats per la terminal com clear i tput.
• bash-4.1.tar.gz: conté la famosa shell Bash.
• bzip2-1.0.5.tar.gz: conté software per comprimir i descomprimir arxius en format bz2,
juntament amb utilitats per treballar amb aquests arxius.
• coreutils-8.5.tar.gz: aquest paquet conté la majoria de les utilitats bàsiques a qualsevol
sistema Linux. Tenim utilitats com ls, cp, rm, mv, chmod, cut... I moltes altres.
• diffutils-3.0.tar.gz: conté utilitats per mostrar diferències entre arxius o directoris, és a
dir, diff i altres.
• file-5.04.tar.gz:  file és un programa capaç de determinar el  tipus d'arxiu d'un arxiu
específic.
• findutils-4.4.2.tar.gz: conté programas per cercar fitxers com find o locate.
• gawk-3.1.8.tar.bz2: aquest paquet conté l'intèrpret awk, un llenguatge d'script orientat
a extreure dades a partir de textos.
• gettext-0.18.1.1.tar.gz:  aquí hi ha varies utilitats relacionades amb la localització i la
internacionalització,  o sigui, tot el que permet traduïr textos a varis idiomes. Aquest
paquet  permet  als  traductors  escriure  traduccions  dels  textos  dels  programes  per
idiomes diversos i als programadors accedir fàcilment a aquelles traduccions des dels
seus programes.
• grep-2.6.3.tar.gz: programa que serveix per cercar expresions regulars dins d'arxius.
• gzip-1.4.tar.gz: aquest paquet conté el compressor/decompressor gzip i altres utilitats
per treballar amb fitxers comprimits amb ell.
• m4-1.4.14.tar.bz2:  conté  un  macro  processador  que  usen  alguns  programes.  Un
macroprocessador permet utilitzar abreviatures per representar parts de programes,
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evitant així al programador repetir parts de programes.
• make-3.82.tar.bz2:  una de les  utilitats  més utilitzades en el món de la programació.
Com segurament ja se sabrà, la funció principal de make és compilar.
• patch-2.6.1.tar.bz2:  conté  un  programa  per  aplicar  patchs  (arxius  modificats
normalment amb diff) a alguns arxius.
• perl-5.12.1.tar.bz2: conté el llenguatge Perl i totes les utilitats relacionades amb ell.
• sed-4.2.1.tar.bz2 : editor molt potent de text que funciona a trav de comandes.
• tar-1.23.tar.bz2:  conté un arxivador,  simplement. Es pot combinar amb  bzip2, gzip i
altres per aconseguir fitxers del tipus .tar.bz2, .tar.gz... i així obtenir fitxers comprimits.
• texinfo-4.13a.tar.gz: conté utilitats per llegir les info pages, les quals s'invoquen fent un
info “comanda”.
Ja tenim construit el sistema temporal per poder construir la imatge final. A partir d'ara, totes
les comandes que s'executaran, es faran amb l'usuari root i a més, canviem l'usuari i grup de
$LFS/tools a root.
chown -R root:root $LFS/tools
Això és degut a que l'usuari lfs no hi és en un principi a la imatge final, per tant, si es deixa tal
qual, és possible que quedi un UID sense assignar (el corresponent a lfs), i això pot suposar
un forat de seguretat.
5.2.1.3 Construcció del sistema base
Ara s'ha de construir  el sistema de fitxers final que conformarà el nostre  Linux, des de 0
ajudant-nos de l'entorn que hem preparat temporalment. 
Primer de tot, el que anem a fer ara és crear un entorn similar al d'una distribució Linux, amb
els fitxers i directoris més bàsics de manera que podem fer un  chroot i treballar en aquell
entorn. Les utilitats que contindrà l'entorn seran les del sistema temporal i les utilitzarem per
compilar tot el sistema.
Preparant els filesystems virtuals
Els filesystems dev, proc i sys són virtuals en el sentit que no usen espai de disc, sino espai
de memoria, però són necessaris igualment. En el punt 5.1.2.6 s'explica amb més detall per a
que funciona cadascun.
Creem les carpetes i els dispositius inicials. Els demés es carreguen sols a l'arrencada:
mkdir $LFS/{dev,proc,sys}
mknod -m 600 $LFS/dev/console c 5 1 
mknod -m 666 $LFS/dev/null c 1 3 
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Com veiem, els directoris s'han creat a $LFS. Això és així perquè allà és on hem muntat la
partició i on farem el chroot, de manera que quan el fem, el directori $LFS serà /.
Muntem el /dev del host en el nostre /dev només temporalment, ja que està buit i s'omple en
el procés d'arrencada, però com encara no ho hem fet amb el nostre Linux, és l'única manera
de fer-ho. A més, muntem la resta de filesystems virtuals:
mount --bind /dev $LFS/dev 
mount -t devpts devpts $LFS/dev/pts
mount -t tmpfs shm $LFS/dev/shm 
mount -t proc proc $LFS/proc 
mount -t sysfs sysfs $LFS/sys
Entrant a l'entorn de desenvolupament
Ja podem entrar al entorn de desenvolupament fent el  chroot,  netejant totes les variables
d'entorn  (env  -i),  establint-ne  quatre  i  deshabilitant  la  opció  de  hash, com s'ha  explicat
anteriorment, per a bash:
chroot "$LFS" /tools/bin/env -i HOME=/root TERM="$TERM" PS1='\u:\w\$
'  PATH=/bin:/usr/bin:/sbin:/usr/sbin:/tools/bin  /tools/bin/bash
--login +h 
Creant l'estructura
Creem l'estructura de directoris alhora que les carpetes /root, /tmp i /var/tmp les creem amb
diferents permisos, tal i com ha de ser per temes de seguretat.
mkdir -p /{bin,boot,etc/opt,home,lib,mnt,opt} 
mkdir -p /{media/{floppy,cdrom},sbin,srv,var} 
install -d -m 0750 /root 
install -d -m 1777 /tmp /var/tmp 
mkdir -p /usr/{,local/}{bin,include,lib,sbin,src} 
mkdir -p /usr/{,local/}share/{doc,info,locale,man} 
mkdir /usr/{,local/}share/{misc,terminfo,zoneinfo} 
mkdir -p /usr/{,local/}share/man/man{1..8} 
for dir in /usr /usr/local; do 
ln -s share/{man,doc,info} $dir 
done 
mkdir /var/{lock,log,mail,run,spool}
mkdir -p /var/{opt,cache,lib/{misc,locate},local} 
Creant fitxers i links necessaris
Com encara no tenim res instal·lat, però hi han coses que són essencials per construir el
sistema Linux, com per exemple, els programes cat o echo, creem uns softlinks a les utilitats
temporals:
ln -s /tools/bin/{bash,cat,echo,pwd,stty} /bin 
ln -s /tools/bin/perl /usr/bin 
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ln -s /tools/lib/libgcc_s.so{,.1} /usr/lib 
ln -s /tools/lib/libstdc++.so{,.6} /usr/lib 
ln -s bash /bin/sh 
Creem el fitxer /etc/mtab, fitxer que conté informació sobre els sistemes de fitxers que hi ha
muntats:
touch /etc/mtab
El fitxer /etc/passwd, que conté els comptes dels usuaris que existeixen en el sistema, amb el
contingut següent, el mínim necessari:
root:x:0:0:root:/root:/bin/bash 
bin:x:1:1:bin:/dev/null:/bin/false 
nobody:x:99:99:Unprivileged User:/dev/null:/bin/false 
I el fitxer /etc/group amb el contingut següent (els grups que hi apareixen són la suma dels
requisits d'udev i convencions adoptades per algunes distribucions Linux):
root:x:0: 
bin:x:1: 
sys:x:2: 
kmem:x:3: 
tape:x:4: 
tty:x:5: 
daemon:x:6: 
floppy:x:7: 
disk:x:8: 
lp:x:9: 
dialout:x:10: 
audio:x:11: 
video:x:12: 
utmp:x:13: 
usb:x:14: 
cdrom:x:15: 
mail:x:34: 
nogroup:x:99: 
Un cop tenim el /etc/passwd, fem un login per treure el prompt que teníem que ens indicava
que no teníem nom.
exec /tools/bin/bash --login +h 
Necessitem uns fitxers de log per a què els programes login,  agetty i  init puguin volcar els
logs:
touch /var/run/utmp /var/log/{btmp,lastlog,wtmp}
chgrp utmp /var/run/utmp /var/log/lastlog
chmod 664 /var/run/utmp /var/log/lastlog 
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Instal·lació
Començem a instal·lar la distribució final paquet per paquet.
Recordem la situació en la que ens trobem. Ens trobem fent un chroot a $LFS utilitzant les
utilitats que es troben a $LFS/tools.
Com abans, les instruccions de configuració, compilació i instal·lació exactes, però, es troben
a l'annex, punt 9.2.
• linux-2.6.35.4.tar.bz2: dins aquest paquest estant els headers per a que els programes
puguin cridar a les funcions del kernel fàcilment. 
Això  ho  fem simplement  per  requisit  de  glibc,  per  a  que pugui  cridar  a  aquestes
funcions.  Més tard instal·larem tot el  kernel sencer, quan tinguem tots els requisits
instal·lats.
• man-pages-3.25.tar.bz2: conté els manuals, invocats amb man 'comanda'.
• glibc-2.12.1.tar.bz2: és la llibreria de C principal. També inclou algunes altres llibreries
més per càlculs matemàtics, gestió de memòria, comunicació de processos, etc., així
com altres utilitats de programació.
• zlib-1.2.5.tar.bz2:  conté  rutines  de  compressió/descompressió  utilitzades  per  certs
programes.
• binutils-2.20.1.tar.bz:  és  un  paquet  que  conté  un  linker  encarregat  d'enllaçar  els
objectes generats a la compilació amb les llibreries per produir fitxers executables o
llibreries, un assembler encarregat de traduir el codi font a llenguatge ensamblador, i
més eines dedicades al maneig dels fitxers objecte.
• gmp-5.0.1.tar.bz2: aquest paquet conté llibreries matemàtiques. Necessari per gcc.
• mpfr-3.0.0.tar.bz2: conté més llibreries per operacions aritmètiques. És un altre paquet
que necessita gcc.
• mpc-0.8.2.tar.gz: conté més llibreries per operacions aritmètiques. És un altre paquet
que necessita gcc.
• gcc-4.5.1.tar.bz2: inclou els compiladors de C i C++, el preprocessador, una utilitat per
crear informes d'error, una altra per fer tests i llibreries diverses.
• sed-4.2.1.tar.bz2: editor molt potent de text mitjançant comandes.
• pkg-config-0.25.tar.gz:  aquest  paquet  conté  una  utilitat  per  passar  els  paths  de
llibreries i includes a les utilitats de compilació.
• ncurses-5.7.tar.gz:  conté la llibreria de control  de terminal  ncurses,  que serveix per
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facilitar  la  creació de programes a pantalla  completa per  la  terminal.  Conté també
algunes utilitats per la terminal com clear i tput.
• util-linux-ng-2.18.tar.bz2: utilitats vàries, com fsck, umount o logger.
• e2fsprogs-1.41.12.tar.gz: utilitats per administrar ext2, ext3 i ext4.
• coreutils-8.5.tar.gz: aquest paquet conté la majoria de les utilitats bàsiques a qualsevol
sistema Linux. Tenim utilitats com ls, cp, rm, mv, chmod, cut... I moltes altres.
• iana-etc-2.30.tar.bz2: dades sobre protocols i serveis de xarxa.
• m4-1.4.14.tar.bz2:  conté  un  macro  processador  que  usen  alguns  programes.  Un
macroprocessador permet utilitzar abreviatures per representar parts de programes,
evitant així al programador repetir parts de programes.
• bison-2.4.3.tar.bz2: conté software per analitzar l'estructura de fitxers de text.
• procps-3.2.8.tar.gz: utilitats per monitoritzar processos.
• grep-2.6.3.tar.gz: programa que serveix per cercar expresions regulars dins d'arxius.
• readline-6.1.tar.gz: conjunt de llibreries que proporcionen un conjunt de funcions que
poden  utilitzar  les  aplicacions  per  permetre  als  usuaris  editar  línies  de  comandes
mentre són teclejades.
• bash-4.1.tar.gz: conté la famosa shell Bash.
• libtool-2.2.10.tar.gz: conté utilitats per fer més senzilla la tasca d'utilitzar llibreries.
• gdbm-1.8.3.tar.gz:  conté una llibreria útil per rutines de bases de dades que utilitzin
extendible hashing (un tipus de sistema de hash)
• inetutils-1.8.tar.gz: programes bàsics per administrar la xarxa.
• perl-5.12.1.tar.bz2: conté el llenguatge Perl i totes les utilitats relacionades amb ell.
• autoconf-2.67.tar.bz2:  conté programes per produir scripts que ajuden a configurar el
codi font.
• automake-1.11.1.tar.bz2: conté programes que es combinen amb els d'autoconf.
• bzip2-1.0.5.tar.gz:  conté software per comprimir i descomprimir arxius en format bz2,
juntament amb utilitats per treballar amb aquests arxius.
• diffutils-3.0.tar.gz: conté utilitats per mostrar diferències entre arxius o directoris, és a
dir, diff i altres.
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• gawk-3.1.8.tar.bz2: aquest paquet conté l'intèrpret awk, un llenguatge d'script orientat
a extreure dades a partir de textos.
• file-5.04.tar.gz:  file és un programa capaç de determinar el  tipus d'arxiu d'un arxiu
específic.
• findutils-4.4.2.tar.gz: conté programas per cercar fitxers com find o locate.
• flex-2.5.35.tar.bz2: conté una utilitat per generar programes que reconeixen patrons en
textos.
• gettext-0.18.1.1.tar.gz:  aquí hi ha varies utilitats relacionades amb la localització i la
internacionalització,  o sigui, tot el que permet traduïr textos a varis idiomes. Aquest
paquet  permet  als  traductors  escriure  traduccions  dels  textos  dels  programes  per
idiomse diversos i als programadors accedir fàcilment a aquelles traduccions des dels
seus programes.
• groff-1.20.1.tar.gz: paquet que conté programes per processar i formatar text
• grub-1.98.tar.gz: el paquet que conté GRUB, un bootloader.
• gzip-1.4.tar.gz: aquest paquet conté el compressor/decompressor gzip i altres utilitats
per treballar amb fitxers comprimits amb ell.
• iproute2-2.6.35.tar.bz2: conté programes per administrar de manera bàsica i avançada
temes relacionats amb xarxa IPV4.
• kbd-1.15.2.tar.gz: conté fonts de la consola, i utilitats vàries del teclat.
• less-436.tar.gz: un visor de fitxers de text més avançat que more.
• make-3.82.tar.bz2:  una de les més utilitzades en el món de la programació. Serveix
per compilar el codi font del software.
• man-db-2.5.7.tar.gz:  aquest  paquet  conté  software  per  veure  els  manuals  dels
programes.
• module-init-tools-3.12.tar.bz2:  aquest  paquet  conté  software  per  administrar  els
mòduls del kernel en kernels més grans que 2.5.47.
• patch-2.6.1.tar.bz2:  conté  un  programa  per  aplicar  patchs  (arxius  modificats
normalment amb diff) a alguns arxius.
• psmisc-22.12.tar.gz: conté programes que mostren informació sobre els processos del
sistema.
• shadow-4.1.4.2.tar.bz2:  shadow  és  el  responsable  de  guardar  els  hashes  de  les
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contrasenyes al fitxer  /etc/shadow en comptes de  /etc/passwd per a que els usuaris
sense privilegis no tinguin accés a ells i així millorar la seguretat del sistema.
• sysklogd-1.5.tar.gz: conté programes per loguejar missatges del sistema.
• sysvinit-2.88dsf.tar.bz2:  paquet que conté programes per controlar l'inici,  execució i
parada del sistema.
• tar-1.23.tar.bz2:  conté un arxivador,  simplement. Es pot combinar amb  bzip2, gzip i
altres per aconseguir fitxers del tipus .tar.bz2, .tar.gz...
• texinfo-4.13a.tar.gz: té utilitats per llegir les info pages.
• udev-161.tar.bz2: udev s'encarrega de la creació dinàmica dels dispositius que podem
trobar a /dev.
udev mereix atenció especial, ja que es tracta d'un component molt important.
Sabem que en sistemes de tipus Linux/Unix,  els dispositius tals com discs durs o
pendrives es tracten com si fossin fitxers, i aquests fitxers es troben a /dev.
Ja fa uns anys, això es gestionava manualment; hi havia creats al directori tots els
fitxers de dispositiu, estiguessin o no connectats. Això, però es va tornar insostenible,
pel  que  es  va  crear  udev,  el  qual  es  un  gestor  de  dispositius  que  omple
automàticament el directori amb els dispositius que realment estiguessin connectats, a
part d'ocupar-se d'altres coses dels dispositius de les que el kernel no se'n fa càrrec
(scripts d'inicialització, permisos...).
udev utilitza la informació que ens prové el sistema de fitxers sysfs, el qual l'ofereix el
kernel i crea un arbre de directoris, normalment a /sys, amb la informació que el kernel
té sobre el hardware del sistema.
Com  gestiona  udev  els  dispositius?  A  través  de  regles.  Dins  del  directori
/etc/udev/rules.d  tenim aquestes regles dins els arxius anomenats  *.rules. Aquestes
regles contenen varis paràmetres que serveixen per referir-se als dispositius i a les
accions a executar sobre aquest.
• vim-7.3.tar.bz2: un editor de text, potser el més famós juntament amb emacs.
Ara,  ja  que  tenim  instal·lats  tots  els  paquets  necessaris  (a  excepció  d'uns  pocs  que
necessiten ser tractats de manera especial,  a continuació), ja podem esborrar el directori
/tools,  no  necessitarem  aquest  entorn  de  desenvolupament  més.  Abans  d'esborrar  el
directori, però, hauríem de sortir del chroot que hi ha actualment i entrar utilitzant binaris que
no siguin de /tools executant el següent:
chroot "$LFS" /usr/bin/env -i HOME=/root TERM="$TERM" PS1='\u:\w\$ '
PATH=/bin:/usr/bin:/sbin:/usr/sbin /bin/bash --login 
Últims passos
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- Configuració general de la xarxa
Com anirem via DHCP, que es configurarà després, només fa falta crear el fitxer /etc/hosts
amb el contingut següent:
127.0.0.1 localhost
- Bootscripts
Instalarem una sèrie d'scripts bàsics per executar-se a l'inici o aturada del sistema.  Venen
inclosos en el paquet lfs-bootscripts-20100627.tar.bz2 com per exemple l'script que inicia una
interfície de xarxa o el  que prepara el  directori  /dev.  Aquests scripts ens els proporciona
també el projecte LFS.
Ens situem a la carpeta $LFS/sources, extraiem el paquet, entrem al directori i simplement
els instal·lem així:
make install
El resultat  serà que tindrem a  /etc/rc.d/init.d  els scripts que s'executaran a cada inici  del
sistema, depenent del runlevel en el qual ens trobem.
- El fitxer /etc/inittab
Entre d'altres coses, aquest fitxer important serveix per establir el  runlevel per defecte. El
creem amb el contingut següent:
id:3:initdefault: 
si::sysinit:/etc/rc.d/init.d/rc S 
l0:0:wait:/etc/rc.d/init.d/rc 0 
l1:S1:wait:/etc/rc.d/init.d/rc 1 
l2:2:wait:/etc/rc.d/init.d/rc 2 
l3:3:wait:/etc/rc.d/init.d/rc 3 
l4:4:wait:/etc/rc.d/init.d/rc 4 
l5:5:wait:/etc/rc.d/init.d/rc 5 
l6:6:wait:/etc/rc.d/init.d/rc 6 
ca:12345:ctrlaltdel:/sbin/shutdown ­t1 ­a ­r now 
su:S016:once:/sbin/sulogin 
1:2345:respawn:/sbin/agetty ­­noclear tty1 9600
2:2345:respawn:/sbin/agetty tty2 9600
3:2345:respawn:/sbin/agetty tty3 9600
4:2345:respawn:/sbin/agetty tty4 9600
5:2345:respawn:/sbin/agetty tty5 9600
6:2345:respawn:/sbin/agetty tty6 9600
Com veiem, el runlevel per defecte serà el 3.
Cada línia d'aquest fitxer està formada de la següent forma:
id:runlevels:accio:proces
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• id és l'identificador de la línia dins l'arxiu
• runlevel indica els runlevels en els quals la línia s'ha de tenir en consideració
• action defineix la manera en que s'ha de tractar la línia. Executar un sol cop, executar
repetidament...
• proces indica la comanda a executar, juntament amb els seus paràmetres
- Establint el hostname
echo "HOSTNAME=AUXILIAR" > /etc/sysconfig/network
- Configurant el script setclock
Aquest  script  llegeix  l'hora  del  rellotge  hardware  i,  si  aquest  està  configurat  en  UTC,  el
converteix a l'hora local utilitzant el fitxer /etc/localtime.
Omplirem el fitxer /etc/sysconfig/clock amb la variable UTC i  li donem un valor de 1, ja que
originalment veiem que en el host on estem treballant, l'horari esta en aquest format.
Per tant, el contingut serà:
UTC=1
CLOCKPARAMS= 
CLOCKPARAMS es fa servir  per  afegir  paràmetres addicionals,  però en el  nostre cas el
podem deixar buit.
- Configurant la consola de Linux
Aquí  configurarem l'arxiu  /etc/sysconfig/console,  que és el  que s'encarregarà d'establir  el
mapa de tecles i més. El contingut serà:
KEYMAP="es"  
KEYMAP_CORRECTIONS=”euro2”
UNICODE="1"
- Els fitxers d'inicialitizació de la shell Bash
Creem el fitxer /etc/profile amb el contingut següent:
export LANG=es_ES.UTF­8
Aquesta variable és la que predominarà en cas que no existeixi les variables LC_*, que són
les que estableixen els locales del sistema.
- El fitxer /etc/inputrc
Aquest fitxer s'encarrega d'administrar els mappings del teclat en determinades situacions.
Per exemple, aquest fitxer és el fitxer d'inici utilitzat per readline.
set horizontal­scroll­mode Off 
set meta­flag On 
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set input­meta On 
set convert­meta Off 
set output­meta On 
set bell­style none 
"\eOd": backward­word 
"\eOc": forward­word 
"\e[1~": beginning­of­line 
"\e[4~": end­of­line 
"\e[5~": beginning­of­history 
"\e[6~": end­of­history 
"\e[3~": delete­char 
"\e[2~": quoted­insert 
"\eOH": beginning­of­line 
"\eOF": end­of­line 
"\e[H": beginning­of­line 
"\e[F": end­of­line 
- Convertir el sistema en bootable
Hem de crear el fitxer /etc/fstab, és el que conté on es munten els filesystems per defecte a
l'inici  del  sistema.  El  creem  amb  el  contingut  següent,  encara  que  més  endavant  ho
canviarem per a fer-ho bootable des d'un CD:
/dev/sda5 / ext3 defaults 1 1 
/dev/sda3 swap swap pri=1 0 0 
proc /proc proc nosuid,noexec,nodev 0 0 
sysfs /sys sysfs nosuid,noexec,nodev 0 0 
devpts /dev/pts devpts gid=5,mode=620 0 0 
tmpfs /run tmpfs defaults 0 0  
L'explicació del contingut és el següent:
• proc:  pseudo-filesystem  que  permet  visualitzar  d'una  forma  relativament  fàcil
informació referida al kernel que s'està utilitzant i els processos que estàn corrents.
Molts programes i comandes l'utilitzen per agafar informació.
• sysfs: com ja s'ha comentat a l'explicació d'udev, sysfs conté informació que el kernel
té sobre els dispositius i els seus controladors del sistema.
• devpts: és el filesystem on són totes les pseudo-terminals, és a dir, les terminals que
un pot obrir des del menú o executar amb bash.
• tmpfs: és un filesystem que està emmagatzemat a la memòria RAM i que, a més, pot
engrandir o empetitir el seu tamany conforme necessiti més o menys.
Kernel
La  part  més  important  del  sistema,  el  kernel.  L'instal·larem  des  del  paquet
linux-2.6.35.4.tar.bz2.  Els  desenvolupadors  del  kernel  de  Linux,  sempre  recomanen  que
abans de compilar el kernel, es fagi un
make mrproper
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Un cop fet, configurem el kernel amb una interfície gràfica que prové el paquet des de la
terminal:
make menuconfig
Ens  assegurem  que  hi  han marcades les  opcions  següents.  Per  una  o  altra  cosa  les
necessitarem més endavant, on ja ja s'explicarà.
• General setup =>  Initial RAM filesystem and RAM disk (initramfs/initrd) support
• Device Driver => Block devices => RAM block device support
• Device Driver => Block devices => (16384) Default RAM disk size (kbytes)
• File systems => Second extended fs support
• File systems => CD-ROM/DVD Filesystems => ISO 9660 CDROM file system support
• File systems => Miscellaneous filesystems => SquashFS 4.0 - Squashed file system
support
• Networking support => Networking options => Packet socket
• Networking support => Networking options => The IPv6 protocol
• DESACTIVAT Kernel hacking => Stack utilization instrumentation 
• File systems => FUSE (Filesystem in Userspace) support
• TOTS COM A MÒDULS Device Drivers => Network device support => Ethernet (10 or
100Mbit)
• TOTS COM A MÒDULS Device Drivers => Network device support => Ethernet (1000
Mbit)
• TOTS  COM  A MÒDULS Device  Drivers  =>  Network  device  support  =>  Ethernet
(10000 Mbit)
• TOTS COM A MÒDULS Device Drivers => Network device support => Wireless LAN
Sortim de la configuració i compilem, compilació que, al ser el kernel, triga molt a fer-se:
make
Instal·lem mòduls:
make modules_install
Llavors, alguns arxius necessiten ser copiats al directori /boot abans d'acabar; el kernel en sí,
el  System.map (un arxiu usat per les investigacions dels problemes del kernel) i el  .config
contenint les configuracions que se li han fet al kernel.
cp arch/x86/boot/bzImage /boot/vmlinux
cp System.map /boot/System.map-2.6.35.4 
cp .config /boot/config-2.6.35.4 
I finalment instal·lem la documentació:
install -d /usr/share/doc/linux-2.6.35.4 
cp -r Documentation/* /usr/share/doc/linux-2.6.35.4 
48
Finalment, s'ha de crear l'arxiu  /etc/modprobe.d/usb.conf per tal de que a l'hora d'iniciar el
sistema es carregin els drivers d'USB en el  ordre correcte i  així  evitar warnings a l'hora
d'arrencar. El contingut és el següent:
install ohci_hcd /sbin/modprobe ehci_hcd ; /sbin/modprobe ­i ohci_hcd
; true 
install uhci_hcd /sbin/modprobe ehci_hcd ; /sbin/modprobe ­i uhci_hcd
; true 
5.2.1.4 Retocant el sistema base
Usuari normal
Per  no  anar  tota  l'estona  amb l'usuari  root  a  la  imatge  final,  cosa  que  evidentment  pot
comportar autèntics desastres, crearem un nou usuari, un normal.
Fem un chroot al nostre sistema:
chroot /mnt/lfs
Primer, creem el directori /etc/skel:
mkdir /etc/skel
Després,  sobreescribim el  primer  /etc/profile  que teníem  per un de més complet.  El  qual
crearà algunes funcions d'ajuda i paràmetres bàsics, per a continuació configurar paràmetres
del history de bash (desactivant-lo per a root per seguretat), modificar el  prompt i cridar als
petits scripts que es troben al directori /etc/profile.d. L'arxiu el trobem a l'annex, punt 9.3.
Creem el directori /etc/profile.d, on posarem a continuació alguns scripts:
install  --directory  --mode=0755  --owner=root  --group=root
/etc/profile.d
Creem el  script  /etc/profile.d/dircolors.sh, el qual controla els colors dels noms dels fitxers i
sortides coloritzades. L'arxiu el trobem a l'annex, punt 9.3.
Creem  /etc/profile.d/extrapaths.sh,  el  qual afegeix  algunes  rutes  útils  al  $PATH i  al
$PKG_CONFIG_PATH. L'arxiu el trobem a l'annex, punt 9.3.
L'script  /etc/profile.d/readline.sh configura el  fitxer  inputrc per  defecte.  L'arxiu  el  trobem a
l'annex, punt 9.3.
L'script  /etc/profile.d/umask.sh,  que servirà per  configurar el  valor de la  umask.  L'arxiu el
trobem a l'annex, punt 9.3.
Col·loquem el que inicialment s'havia col·locat al  /etc/profile en  l'script  /etc/profile.d/i18n.sh.
L'arxiu el trobem a l'annex, punt 9.3.
Ara creem l'arxiu /etc/bashrc. L'arxiu el trobem a l'annex, punt 9.3.
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Després creem el ~/.bash_profile per a root, fitxer que el col·locarem també a /etc/skel per a
que al crear un nou usuari el fitxer s'afegeixi automàticament al home de l'usuari,  i fem el
mateix per a .bashrc. L'arxiu el trobem a l'annex, punt 9.3.
Si volem utilitzar els colors, hem d'executar el següent:
dircolors -p > /etc/dircolors
dircolors -p > /etc/skel/.dircolors
Ara que ja tenim l'entorn preparat, podem crear l'usuari lfs i els que volguem:
useradd -m lfs
DHCP
Com a la construcció del sistema es va configurar una IP estàtica, si volem fer que s'executi a
qualsevol màquina, necessitarem DHCP per poder tenir connexió a Internet.
Per fer això, instal·lem el paquet dhcp-4.2.5.tar.gz. 
Abans de tot, hem hagut de compilar el kernel amb les opcions:
• Networking support => Networking options => Packet socket
• Networking support => Networking options => The IPv6 protocol
cosa que ja s'ha fet abans a la primera compilació del kernel.
El podem baixar i col·locar a l'arrel mateixa juntament amb un patch necessari.
patch -Np1 -i ../dhcp-4.2.5-client_script-1.patch && 
CFLAGS="-D_PATH_DHCLIENT_SCRIPT='\"/sbin/dhclient-script\"'         \
        -D_PATH_DHCPD_CONF='\"/etc/dhcp/dhcpd.conf\"'               \
        -D_PATH_DHCLIENT_CONF='\"/etc/dhcp/dhclient.conf\"'"        \
./configure --prefix=/usr                                           \
            --sysconfdir=/etc/dhcp                                  \
            --localstatedir=/var                                    \
            --with-srv-lease-file=/var/lib/dhcpd/dhcpd.leases       \
            --with-srv6-lease-file=/var/lib/dhcpd/dhcpd6.leases     \
            --with-cli-lease-file=/var/lib/dhclient/dhclient.leases \
            --with-cli6-lease-file=/var/lib/dhclient/dhclient6.leases
&& 
make
A continuació, i com que només volem instal·lar el client de DHCP, executem el següent:
make -C client install         && 
mv -v /usr/sbin/dhclient /sbin && 
install -v -m755 client/scripts/linux /sbin/dhclient-script
Configurem DHCP amb el fitxer /etc/dhcp/dhclient.conf. L'arxiu el trobem a l'annex, punt 9.3.
Creem el directori  /var/lib/dhclient el  cual contindrà els valors que  s'assignaran com a IP,
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netmask, etc.
install -v -dm 755 /var/lib/dhclient 
Esborrem els links que linken a l'script d'inici /etc/rc.d/init.d/network, ja que no el necessitem
executar més:
rm  /etc/rc.d/rc3.d/S20network  /etc/rc.d/rc4.d/S20network
/etc/rc.d/rc5.d/S20network
Creem un script d'inici a /etc/rc.d/init.d/dhcp per detectar quina eth hi ha i executar dhclient a
l'inici. L'arxiu el trobem a l'annex, punt 9.3.
Li canviem els permisos per fer-lo executable:
chmod 754 /etc/rc.d/init.d/dhcp
I fem que s'executi a l'inici del sistema:
cd /etc/rc.d/rc3.d
ln -s ../init.d/dhcp S20dhcp
cd /etc/rc.d/rc4.d
ln -s ../init.d/dhcp S20dhcp
cd /etc/rc.d/rc5.d
ln -s ../init.d/dhcp S20dhcp
Per últim, esborrem el següent arxiu, pel mateix motiu de sempre, que és un LiveCD:
rm /etc/udev/rules.d/70-persistent-net.rules
fcrontab
Instal·larem també un sistema d'execució  periòdic  de tasques,  que,  encara  que no sigui
totalment necessari, es pot considerar quelcom gairebé indispensable per qualsevol sistema.
Per això, ens baixem el paquet fcron-3.1.1.src.tar.gz i el patch corresponent necessari.
Primer modifiquem l'arxiu  /etc/syslog.conf, ja que originalment no teníem cap regla per fer
logging de la facility cron, que és la que utilitza fcrontab:
cat >> /etc/syslog.conf << "EOF" 
# Begin fcron addition to /etc/syslog.conf 
cron.* -/var/log/cron.log 
# End fcron addition 
EOF
Per raons de seguretat, un usuari i grup sense privilegis s'ha de crear per el programa:
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groupadd -g 22 fcron 
useradd -d /dev/null -c "Fcron User" -g fcron -s /bin/false -u 22
fcron
Instal·lem fcron aplicant primer el patch necessari:
patch -Np1 -i ../fcron-3.1.1-sendmail_upstream-1.patch && 
autoconf && 
./configure  --prefix=/usr  --sysconfdir=/etc  --localstatedir=/var
--without-sendmail --with-boot-install=no && 
make && make install
Com  que  volem  que  s'inicii  només  començar  el  sistema,  instal·larem  l'script
/etc/rc.d/init.d/fcron del  paquet  blfs-bootscripts-20130212.tar.bz2.  Aquest  paquet,  també el
podem descomprimir a l'arrel. Entrem dins del directori i executem:
make install-fcron
Després,  editem l'script  per  a  que sigui  compatible  amb la  nostra  versió  de  Linux From
Scratch. L'arxiu el trobem a l'annex, punt 9.3.
ntp
Aquest paquet conté un client que permetrà tenir la data/hora del sistema sincronitzada cada
cop que iniciem l'ordinador.
Ens baixem el paquet ntp-4.2.6p5.tar.gz a l'arrel del sistema.
Configurem i compilem:
./configure --prefix=/usr --sysconfdir=/etc --with-binsubdir=sbin &&
make
Instal·lem, així com també la documentació:
make install &&
install -v -m755 -d /usr/share/doc/ntp-4.2.6p5 &&
cp -v -R html/* /usr/share/doc/ntp-4.2.6p5/
Ara  creem el  fitxer  de  configuració  que  necessita  ntp,  /etc/ntp.conf.  L'arxiu  el  trobem a
l'annex, punt 9.3.
Per  finalitzar,  necessitem l'script  que iniciarà  el  dimoni  d'ntp a  l'inici  del  sistema,  el  qual
l'agafarem del  paquet  que ens proporciona BLFS,  blfs-bootscripts-20130212.tar.bz2.  Com
abans, haurem d'editar l'script, /etc/rc.d/init.d/ntpd. L'arxiu el trobem a l'annex, punt 9.3.
GPM
Instal·lem GPM, el qual conté un servidor de mouse per la consola, per tant es podrà utilitzar
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el mouse a la nostra distribució.
Configurem i compilem:
./autogen.sh
./configure --prefix=/usr --sysconfdir=/etc
make
Instal·lem:
make install
install-info –dir-file=/usr/share/info/dir /usr/share/info/gpm.info
ln -v -sfn libgpm.so.2.1.0 /usr/lib/libgpm.so
install -v -m644 conf/gpm-root.conf /etc
install -v -m755 -d /usr/share/doc/gpm-1.20.7/support
install -v -m644    doc/support/* /usr/share/doc/gpm-1.20.7/support
install  -v  -m644     doc/{FAQ,HACK_GPM,README*}
/usr/share/doc/gpm-1.20.7
A  continuació  instal·lem  l'script  d'inici  (/etc/rc.d/init.d/gpm)  que  ve  amb  el  paquet
blfs-bootscripts-20130212.tar.bz2:
make install-gpm
I el modifiquem per a que funcioni amb la nostra versió de LFS. L'arxiu el trobem a l'annex,
punt 9.3.
GPM necessita  d'un  fitxer  de  configuració,  a  /etc/sysconfig/mouse.  L'arxiu  el  trobem  a
l'annex, punt 9.3.
Drivers ethernet
Abans, al compilar el kernel, hem instal·lat com a mòduls del kernel tots els drivers d'ethernet
que hi havia. Això és perquè es tracta d'un LiveCD, i necessitem que es pugui executar en
tantes màquines com sigui possible, i, conseqüentment, que tingui connexió d'Internet
Drivers  wireless  
Abans,  al  compilar  el  kernel,  hem instal·lat  com a mòduls  del  kernel  tots  els  drivers  de
Wireless LAN. Això és perquè es tracta d'un LiveCD, i necessitem que es pugui executar en
tantes màquines com sigui possible, i en aquest cas, en tants portàtils com sigui possible. 
Actualment la majoria de targetes Wireless necessiten d'un driver propietari, pel que el més
probable és que amb els drivers que venen inclosos en el  kernel  no funcionin aquestes
targetes.
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Wireless tools
Instal·lem les wireless tools, que ens permetran manipular les xarxes Wi-Fi.
Compilem i instal·lem:
make && make PREFIX=/usr INSTALL_MAN=/usr/share/man install
5.2.1.5 Automatitzant la instal·lació de software extra
Per automatitzar la instal·lació de software extra, farem el següent. 
L'script  /root/livecd.sh,  el  qual  s'explicarà  a  continuació  d'aquest  punt,  crida  a  un  script
diferent per cada paquet extra que l'usuari sol·licita que s'instal·li a la pàgina web.
Cada script conté totes les comandes necessàries  per a que si s'executa, automàticament
s'instal·li el software al sistema de fitxers base. Sempre se segueix un patró  de 4 passos.
Assumim  que  el  sistema  de  fitxers  base  on  s'instal·larà  el  paquet  extra  ja  ha  estat
descomprimit.
1. Descomprimim l'arxiu que correspon al software en el format en el que estigui a l'arrel
del sistema de fitxers base. Tot el software es troba a /root/software.
2. Creem un script anomenat  chroot.sh que es guardarà també a l'arrel del sistema de
fitxers base i que contindrà les instruccions exactes per instal·lar el software
3. Executem l'script dintre de l'entorn chroot, que serà el nostre sistema de fitxers base.
4. Movem els logs a la carpeta /root del nostre host, per si hi ha hagut algun problema.
A dins de cada script  estan detallats tots els passos que es fan. Tots els  scripts es poden
trobar a l'annex, punt 9.3. La llista que trobem a continuació és tot el software extra que hi ha
disponible a l'aplicació web.
• gnupg-1.4.13.tar.bz2: el paquet GnuPG es una eina de xifrat i firmes digitals
• iptables-1.4.17.tar.bz2: la principal eina de firewall per Linux és diu iptables.
• openssh-6.1p1.tar.gz:  OpenSSH permet  connexions remotes segures,  és  a dir,  les
dades van xifrades al viatjar.
• sudo-1.8.6p3.tar.gz: el paquet  sudo permet als administrador escollir quin usuari pot
fer què en el sistema.
• tripwire-2.4.2.2-src.tar.bz2: Tripwire serveix per monitoritzar la integritat dels arxius del
sistema.
• ntfs-3g_ntfsprogs-2013.1.13.tgz: el paquet ntfs-3g conté un driver per els filesystem
NTFS de Windows. Permetent així muntar particions de Windows en Linux.
Comentar que s'ha hagut de recompilar el kernel amb la opció File systems => FUSE
(Filesystem in Userspace) support com a requisit d'aquest paquet.
• parted-3.1.tar.xz: utilitat per gestionar les particions del sistema.
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• emacs-24.2.tar.bz2: un dels editors més famosos.
• nano-2.3.1.tar.gz: editor de text simple i lleuger.
• zsh-5.0.0.tar.bz2: shell molt semblant a ksh però amb millores.
• bc-1.06.95.tar.bz2: bc és una calculadora molt potent. Concretament és un llenguatge
de processament numeric de precissió arbitraria.
• hd2u-1.0.3.tgz: aquest paquet conté un conversor de text de qualsevol format.
• tidy-cvs_20101110.tar.bz2: El paquet  HTML Tidy conté una utilitat que detecta errors
en els arxius HTML, XHTML i XML i ho mostra.
• at_3.1.13.orig.tar.gz:  at, com cron, proporciona una utilitat per permetre l'execució de
tasques retardades.
• cpio-2.11.tar.bz2: el paquet conté utilitats per arxivar fitxers en un de sol.
• eject-2.1.5.tar.bz2: permet expulsar per exemple els CD via software.
• unrarsrc-4.2.4.tar.gz: conté una utilitat per a extraure fitxers en format .rar
• sysstat-10.0.5.tar.bz2: utilitats per monitoritzar el rendiment i l'activitat del sistema.
• sendmail.8.14.5.tar.gz: sendmail és un famós MTA (Mail Transport Agent)
• db-5.3.21.tar.gz:  Berkeley  DB  conté  programaes  i  utilitats  utilitzades  per  altres
aplicacions per funcions relacionades amb bases de dades.
• openssl-1.0.1c.tar.gz: OpenSSL conté utilitats i llibreries relacionades amb criptografia.
Per exemple, prové de funcions a OpenSSH.
• popt-1.16.tar.gz:  llibreries que són utilitzades per altres programes per analitzar les
opcions de les línies de comandes.
5.2.1.6 Convertint el sistema en LiveCD
El nostre LiveCD proveirà el sistema de fitxers que hem estat construïnt més el software que
l'usuari  hagi  seleccionat  o  pujat.  Aquest  sistema  de  fitxers  estarà  en  mode  read-only
directament  des  del  CD (per  comoditat  ens referim a  un  CD,  però  és  clar,  pot  ser  una
màquina virtual  també, per exemple. Al cap i a la fi, el resultat final sempre es una  iso) a
excepció  d'alguns  directoris  que  estaran  col·locats  a  la  memòria  RAM,  i,  per  tant,  amb
possibilitat d'escriure en ells.
El que es farà per convertir la nostra instal·lació en LiveCD serà el següent, en un primer
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resum:
1. Configurar el kernel amb les opcions apropiades (fet anteriorment).
2. Afegir un gestor d'arranc especial per a poder arrancar des d'un CD.
3. Moure certs directoris (com /etc o /var) a una ruta que farà de “ruta d'escriptura”, i a
continuació fer softlinks.
4. Crear un script d'inici en el LiveCD que munti el ramdisk, és a dir, les rutes que hauran
d'anar a la RAM, o sigui, les rutes que necessiten escriptura.
5. Modificar certs arxius perquè el sistema arranqui des del CD correctament.
6. Crear el initrd.
7. Comprimir /usr.
8. Crear la iso.
Per fer tot això es farà servir /root/livecd.sh. El fitxer, el qual el trobem a l'annex,  punt 9.3,
consta dels passos següents.
0. No és pròpiament un pas que fagi l'script, sinó un requisit. Abans s'ha hagut d'instal·lar
el kernel amb algunes configuracions canviades. Les opcions són per a què el nostre
LiveCD funcioni correctament.
• Initial RAM filesystem and RAM disk (initramfs/initrd) support => suport per  initrd.
initrd és l'abreviació de  initial  ramdisk,  un sistema d'arxius temporal  utilitzat per
Linux durant l'inici del sistema. És el que s'encarrega de muntar el vertader sistema
de fitxers que s'utilitzarà.
• RAM block device support => aquesta opció i la següent són les que permeten la
utilització de discos RAM, és a dir, muntar parts o tot el sistema a la memòria RAM.
• (16384) Default RAM disk size (kbytes)
• Second extended fs support => suport pel filesystem ext2
• ISO 9660 CDROM file system support => suport pels filesystems continguts dins
dels CD's.
• SquashFS 4.0 - Squashed file system support => comprimirem algunes parts del
sistema de fitxers, per tant, necessitem suport pels filesystems squashfs.
• Stack  utilization  instrumentation  =>  aquesta  opció  la  desactivem,  ja  que  a
l'arrencar el kernel, dóna informació que en el nostre cas no ens interessa, ja que
va més enfocat a desenvolupadors.
1. Comprovem si està muntat $LFS, i, si no, el muntem. A part, es crea dins de $LFS el
subdirectori corresponent a la instància que estigui corrent l'usuari en qüestió, és a dir
lfsX.
2. Extraiem el sistema de fitxers base que tenim preparat ja en un .tar.bz2 (concretament
a /root/root.tar.bz2) al directori que toqui, per exemple /mnt/lfs/lfs1.
3. Instal·lem el software extra dins del nostre sistema de fitxers ja descomprimit. Això es
fa utilitzant el primer paràmetre que se li passa a livecd.sh, que no és més que tots els
paràmetres que s'han agafat de la URL i que contenen el software que l'usuari vol.
Aquest paràmetre és comprovat i  llavors  s'executa cada script corresponent a cada
software trobat al paràmetre. Per exemple:
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gnupg=1&openssh=1&fitxer=&enviar1=Envia
El paràmetre anterior és el que es passaria a  livecd.sh  i  llavors l'script sabria que  
hauria d'instal·lar gnupg i openssh.
Aquí també s'executen les instruccions que l'usuari  ha pujat juntament amb el seu
software, després d'instal·lar el software predeterminat de l'aplicació, comprobant si el
paràmetre fitxer té quelcom.
4. En aquest pas s'afegeix el gestor d'arranc que ens permet arrancar d'un CD. Aquí no
ens serveix el GRUB, ja que no permet arrancar des d'un CD. Per això fem servir
isolinux.
isolinux necessita  d'un  fitxer  de  configuració  amb  les  línies  corresponents  a  les
opcions que se li passen al kernel per arrencar, juntament amb arxius d'ajuda que es
poden assignar a les tecles F1-F12. L'script actual només en crea un, assignat a F1 i
que porta escrites les opcions de resolució de la consola.
5. Ara movem els directoris que necessiten escriptura a /fake/needwrite i creem softlinks
als seus llocs inicials. A part, també creem el directori /fake/ramdisk. Aquests directoris
es tracten de /usr, /etc/, /var, /root i /home.
6. A continuació creem l'script que s'encarregarà de crear el ramdisk  a l'arrencada del
LiveCD, és a dir, un “disc” a la RAM, ja que estem parlant d'un LiveCD i no disposem
del  disc  dur.  Aquest  ramdisk  és  el  que  contindrà  els  directoris  que  necessiten
escriptura.
Aquest script fa pas per pas el següent: 
• Crea un filesystem de tipus ext2 a /dev/ram0. /dev/ram0 és la porció de RAM que
es pot utilitzar com a disc. 
• Munta /dev/ram0, que recordem que ara ja té filesystem creat, a /fake/ramdisk. 
• Copia el que hi ha a /fake/needwrite a /fake/ramdisk, o sigui, a /dev/ram0. 
• Desmunta  /dev/ram0 i  el  torna  a  muntar  a  /fake/needwrite,  que  és  pel  que
originalment  havíem  dissenyat  aquesta  ruta,  per  col·locar  el  que  necessitava
escriptura. 
7. Fem unes petites modificacions en el sistema per a que pugui arrencar des d'un CD. 
Primer, com que ens encarreguem nosaltres de muntar el filesystem principal en el
nostre script d'abans, desactivem les entrades innecessàries al /etc/fstab i afegim /tmp
com a tmpfs (per a que actui com un filesystem i tingui espai):.
Després,  eliminem  l'script  d'inici  que  comprova  els  filesystems  S30checkfs  i
desactivem el remounting de  / com a lectura i escriptura en l'script  S40mountfs  (els
filesystems no necessiten ser revisats o remuntats en rw).
I, finalment,  ens assegurem que existeix /dev/loop0 (es requisit si comprimim /usr,  ja
que posteriorment es muntarà en aquest lloc).
8. Ara hem de crear el initrd (initial ramdisk). El initrd és un filesystem molt petit que és
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carregat a la RAM i muntat quan el kernel s'inicia, i que serveix de pont per carregar el
veritable filesystem principal. 
Per fer això, primer afegim /dev/ram0, necessari abans que /dev s'ompli. Creem llavors
el  initrd amb la comanda  dd. Li posem un tamany de 8 MB i el fem amb filesystem
ext2.  Llavors creem i  copiem el mínim necessari  (per això el  muntarem, ja que es
tracta d'un arxiu, no d'una carpeta) dins seu.
9. El primer programa executat per el kernel és /linuxrc (parlem ara del petit filesystem
que és initrd). Com no existeix, el creem. El que farà aquest script serà cercar el CD a
la lectora correcte i després el muntarà com a / i passarà al runlevel 3. Amb això la
funció del initrd ja haurà acabat.
10.  Aquest pas en realitat és opcional, però si volem reduir l'espai de la iso que resultarà,
és convenient, quedant la iso bàsica en uns 130 MB.
El que fem és reduir l'espai de  /usr comprimint-lo. Per això es fa servir la comanda
mksquashfs. Per  tant,  comprimim /usr,  eliminem  el  /usr original  i  modifiquem  el
/etc/fstab per a que munti el  /usr comprimit a l'arrencada del sistema  a  /dev/loop0.
Aquesta compressió necessita de l'anterior opció habilitada al kernel SquashFS, ja que
per aquest tipus de compressió es necessita aquest tipus de filesystem.
11.  Per últim, creem la imatge. Com que /linuxrc ha de ser capaç d'identificar el CD, s'ha
de crear un arxiu anomenat LFS_YYYYMMDD, on YYYYMMDD és la data actual. El
creem a /root i creem la imatge amb la comanda mkisofs.
12.  Finalment, la iso resultant es mourà a /var/www/iso.
5.2.2 /usr/local/pfc
Dins d'aquesta carpeta trobem dos scripts.
5.2.2.1 bridge.sh
L'arxiu  /usr/local/pfc/bridge.sh  és  un  arxiu  simple  però  és  un  nexe  imprescindible  pel
funcionament del sistema. El contingut és el següent:
#!/bin/bash 
fitxer= 
parametres=fitxer=_enviar1=Envia 
instancia=1 
sudo /root/livecd.sh $parametres $instancia $fitxer
Aquest fitxer és modifica a cada instància de construcció de LiveCD que s'ordena des de la
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web. És a dir, cada cop que un usuari ordena des de la web crear el seu propi Linux amb el
seu software, aquest fitxer es modifica.
El camp fitxer, si l'usuari ha pujat el seu propi software, s'omplirà amb el nom del fitxer que
l'usuari ha pujat.
El  camp  parametres  s'omplirà  amb els  paràmetres  que conté la  URL final,  tals  com per
exemple gnupg=1&iptables=1&fitxer=unrarsrc-4.2.4.tar.gz&enviar1=Envia.
El camp instancia contindrà el número d'instància, és a dir, si dos usuaris estan construint la
seva imatge alhora, el camp, per el segon usuari, serà 2.
Finalment, els paràmetres es passen a /root/livecd.sh, que ja els gestiona.
Això es fa així pel que hem comentat abans: L'últim cgi necessita executar la comanda at per
ordenar la creació en background de la  iso  mitjançant el  script  livecd.sh.  Com que  at  no
permet executar scripts amb paràmetres, s'executa amb  at  aquest d'aquí, i  aquest sí que
executa el fitxer livecd.sh amb els paràmetres.
5.2.2.2 rmiso.sh
Aquest arxiu simplement, com ha d'eliminar les iso antigues per a que no ocupin espai al cap
del temps, fa una cerca dins el directori /var/www/iso i elimina els arxius més antics d'un dia.
La comanda és:
find /var/www/iso ­mtime +1 ­exec rm {} \;
Llavors, per a que cada dia s'executi, afegim una entrada al crontab del servidor. Executem
com a usuari root del servidor:
crontab -e
I afegim la línia:
00 23 * * * /usr/local/pfc/rmiso.sh
per a que s'executi cada dia a les 23:00 de la nit.
5.2.3 Modificacions en el host
Hi ha certes modificacions que s'han de fer en el host per a que tot funcioni correctament.
Per començar, no tothom pot executar la comanda at.  Com que en el nostre cas s'executa
des de l'script formulari.cgi i, per tant, és l'usuari www-data qui l'ha d'executar, afegim al fitxer
/etc/at.allow l'usuari.
La carpeta /var/www/iso, que és on es dipositen les iso finals, ha de tenir el propietari i grup a
www-data (igual que la iso que anirà a dins) per a que es puguin esborrar a la pròxima crida
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de formulari.cgi.
Les carpetes /var/www/upload i /var/www/upload_scripts també han de tenir l'usuari i grup a
www-data perquè són els llocs on l'usuari que puja arxius els guardarà. I, com internament,
tot el que es fa des de la web es fa amb l'usuari de sistema www-data, doncs aquest és el
motiu.
Finalment, els últims permisos que s'han de modificar corresponen a la carpeta /usr/local/pfc i
a l'arxiu  /usr/local/pfc/bridge.sh.  Simplement canviar l'usuari  i  grup a  www-data per a que
aquest usuari pugui escriure. Recordem que a cada petició de la iso es modifica aquest arxiu.
5.2.4 Resum d'scripts
Script Funció
/usr/local/pfc/bridge.sh Fer  d'intermediari  entre  el  front-end  I  el
back-end;  passar els paràmetres necessaris
correctament.
/root/scripts/* Cridats  per  /root/livecd.sh,  afegeixen  el
software extra a la iso.
/root/livecd.sh Encarregat  de  crear  la  imatge  iso
personalitzda a partir dels paràmetres rebuts.
/usr/local/pfc/rmiso.sh Esborrar  les  iso  emmagatzemades  al
servidor més antigues d'un dia.
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6 Exemple de prova
Hem entrat a la pàgina web i la captura de dalt ens mostra el que conté l'index.html.  Com
veiem,  és  una  simple  pàgina  en  HTML.  Si  cliquem al  botó  continuar  ens  apareixarà  la
següent pantalla:
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Figura 8: Exemple de prova, index.html
Aquesta pantalla correspon a l'arxiu upload.html. Com veiem, també és un simple HTML que
ens dóna la opció de pujar un fitxer i introduïr les instruccions d'instal·lació d'aquest fitxer.
Veiem també 3 links:
• Llista de software disponible: es correspon amb /var/www/download/llista.txt.
• Exemple: es correspon amb /var/www/download/exemple.tar.bz2
• patró: es correspon amb /var/www/download/instr_inst.txt
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Figura 9: Exemple de prova, upload.html
Si cliquem enrere, se'ns conduirà un altre cop a index.html, mentre que si cliquem a Envia,
l'arxiu  es  pujarà  al  servidor  a  la  ruta  /var/www/upload  i  les  instruccions  d'instal·lació  es
guardaran en un fitxer a  /var/www/upload_scripts.  A continuació se'ns mostrarà la següent
pantalla:
Hem de tenir  en  compte  que si  no  hem pujat  cap arxiu,  se'ns  mostrarà  el  mateix  però
avisant-nos que no hem pujat cap fitxer.  Aquesta última pantalla és l'script  upload.cgi.  És
l'encarregat de guardar els fitxers de l'usuari al servidor.
Si cliquem enrere, anirem a parar a l'anterior pantalla, que era l'arxiu upload.html, mentre que
si cliquem a Continuar anirem al següent formulari, que el pinta l'arxiu form.cgi:
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Figura 10: Exemple de prova, upload.cgi
Si ens fixem en la URL, veiem que el paràmetre fitxer té el valor del nom del fitxer pujat per
l'usuari. Aquest camp s'anirà passant per tots els scripts per a que al construir el LiveCD es
tingui en compte.
Des d'aquí, els dos botons els evalua el següent script. Si hem clicat Enrere anirem a l'arxiu
upload.html, mentre que si cliquem Envia, cridarem a l'script formulari.cgi, el qual ens pintarà
el següent:
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Figura 11: Exemple de prova, form.cgi
La pantalla  de dalt  es correspon a l'script  formulariX.cgi.  És exactament igual  que la  de
formulari.cgi. Això és així  perquè la funció de  formulari.cgi ha sigut agafar la selecció de
l'usuari  dels programes que volia instal·lar opcionals (que estaven a la URL en forma de
paràmetres, com s'ha vist en el punt 5.2.2.1), el  nom del fitxer que l'usuari havia pujat, la
instància en la que es trobava l'usuari (en el nostre cas és la 1, com indica formulari1.cgi),
escriure-ho tot al  fitxer  /usr/local/pfc/bridge.sh,  executar-lo i  autorefrescar-se al  cap de 10
segons a l'arxiu  formulariX.cgi,  l'encarregat de comprovar la finalització de la petició. Dos
arxius amb funcions diferents per darrere però que a ulls de l'usuari han de ser iguals.
A l'execució de bridge.sh, aquest crida al fitxer livecd.sh amb tots els paràmetres, el qual, en
primer lloc crearà el  fitxer  formulariX.cgi en funció de la instància per a que  formulari.cgi
pugui trobar l'arxiu formulariX.cgi en el primer refrescament.
Després, livecd.sh crearà la iso servint-se dels scripts de /root/scripts i de l'script de l'usuari, i
la  col·locarà a  /var/www/iso.  Aquest  directori  és el  comprovat  per  formulariX.cgi cada 10
segons. Quan la iso apareix, apareixarà el link d'aquesta forma:
65
Figura 12: Exemple de prova, formulariX.cgi
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Figura 13: Exemple de prova, formulariX.cgi (2)
7 Conclusions
Després de realitzar aquest projecte en què s'ha fet, a ulls de l'usuari, una pàgina web que 
permet obtenir una imatge Linux personalitzada amb el software que ell vol, I en background, 
un sistema Linux fet a partir de codi font, personalitzable mitjançant scripts I en format iso, 
passaré a incloure una valoració des del punt de vista tècnic i una altra des del punt de vista 
personal.
7.1 Valoració tècnica
Gràcies a Linux From Scratch,  un pot  estar  segur que el  sistema construït  és correcte i
estable. Tot i així és possible que es trobin a faltar certs aspectes propis d'un sistema Linux
que veiem cada dia i en concret els dos següents. 
Per una banda, la personalització de la imatge Linux quan l'usuari demana software extra,
que possiblement aniria més ràpida si entrés en joc un sistema de gestor de paquets, tals
com apt-get o yum. Recordem, però, que un dels objectius que personalment perseguia, era
fer el projecte enterament des de codi font, per mantenir el control de tot, assegurar una
màxima personalització i aprendre com funciona tot. 
Per l'altra, un pot trobar que la llista de paquets disponibles per instal•lar és massa curta.
Això, però, no té gaire importància. L'afegiment de més o menys paquets no ha d'influir en el
resultat final. Els que hi ha aquí en el projecte només són una mostra la qual, si el sistema
estigués en producció, evidentment en serien molts més. 
Si  ens  referim  al  front-end  web,  és  evident  que  la  pàgina  web  no  és  una  de  les  més
avançades. Tampoc ho necessita, però; al cap i a la fi, la pàgina web és simplement una guia
per l'usuari per obtenir la imatge final. 
De totes maneres, sí que la web podria tenir millor aspecte si s'introduïssin tecnologies com
Javascript, PHP o Ajax, tot i que això s'escapa dels objectius del projecte. 
Per acabar, aquest projecte és un perfecte tret de sortida i amb futur per la implantació de la
obtenció  d’imatges  Linux  personalitzables  i  independents  de  sistemes  operatius,  ja  que
actualment no hi ha utilitats semblants, tal i com hem comentat a la introducció.
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7.2 Valoració personal
Com  a  valoració  personal  m'agradaria  dir,  en  primer  lloc,  que  des  de  feia  ja  bastants
quadrimestres, quan vaig veure que Linux m'apassionava, havia estat pensant en aplicar
aquestes ganes de descobrir encara més sobre aquest món en el projecte final de carrera.
És per això que vaig decidir fer aquest projecte.
La part amb la que, personalment, he après més i m'ha resultat més interessant ha sigut la
construcció  d'un  sistema  Linux  des  de  zero,  des  de  codi  font.  He  après  des  de  com
configurar, compilar i instal·lar un kernel fins a com funciona l'estructura completa del sistema
Linux,  passant per, una de les coses que més curiositat tenia: com funciona  udev.  Sense
oblidar que un CD funciona de manera lleugerament diferent. 
Tampoc  podem  oblidar  que  de  la  part  del  front-end  també  m'emporto  uns  valiosos
coneixements com són Perl  i com interactuar des d'una pàgina web amb el servidor (els
famosos scripts cgi).
Crec que tot interessat en el món Linux hauria d'utilitzar el projecte Linux From Scratch al
menys un cop per veure com funciona realment Linux.
Finalment, puc concloure que aquest projecte juntament amb l'assignatura PXCSO han sigut
les dues etapes de la carrera amb les que més he gaudit.
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7.3 Desviacions sobre la planificació inicial
La principal desviació que he tingut ha sigut el retard que he tingut al cercar informació sobre
com convertir una instal·lació bàsica de LFS a LiveCD.
Inicialment la versió de Linux From Scratch que s'estava utilitzant era la 7.2. Aquesta versió
difereix una mica respecte la 6.7, ja que guia a l'usuari  per a que es fagin les coses de
diferent forma (en alguns aspectes només). 
A l'hora d'haver de convertir la instal·lació en LiveCD no es va trobar suficient informació per
la versió 7.2. Per la versió que hi havia més suport era per la 6.7 (com més antic, més suport
hi ha).
Per tant, vaig haver de tornar a fer la instal·lació de Linux From Scratch de nou però seguint
Linux From Scratch versió 6.7.  Això ha fet, juntant la reinstal·lació i la cerca d'informació
exhaustivament, que el procés s'hagi allargat més del compte, passant dels 6'75 mesos com
a mínim previstos als 8 mesos, des d'octubre fins al juny.
Tenint en compte les desviacions, els dies reals de treball han sigut 162. Les hores invertides
en els dies reals de treball han sigut de 461 hores, donant una mitja de 2.8 hores diaries.
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Figura 14: Planificació final
ID Tasca Duració Octubre Novembre Desembre Gener Febrer Març Abril Maig
1 1ª cerca d'informació 3 set.
2 Estructuració 3 set.
3 Construcció del filesystem arrel (temporal) 1'5 set.
4 Construcció del filesystem arrel (final) 2'5 set.
5 Cerca d'informació punt 6 4 set.
6 Reconstrucció del filesystem arrel (LFS 6.7) 3 set.
7 Conversió del filesystem a LiveCD 7 set.
8 Automatització de la construcció a LiveCD 6 set.
9 Construcció del lloc web 2 set.
10 Enllaçar les parts 4 set.
11 Tests I retocs 1 set.
7.4 Anàlisi econòmic
Per dur a terme l'anàlisi econòmic del projecte, haurem de comptar 3 apartats.
Costos del software
Els  costos  del  software  son nuls,  ja  que tot  el  software  utilitzat  en  el  projecte,  software
open-source, així com els mètodes (Linux From Scratch) tenen llicències que permeten la
lliure utilització sense cap cost.
Costos del hardware
Podem assumir que els costos del hardware estan amortitzats, ja que tant el servidor que
s'ha utilitzat per a desenvolupar el projecte, com el client que hem utilitzat per fer les proves
amb una màquina virtual, ja eren presents en el moment de començar a desenvolupar el
projecte.
Costos del personal
Com  a  costos  del  personal  comptem  que  només  hi  ha  una  persona  desenvolupant  el
projecte. Els dies reals de treball,  com ja s'ha comentat, han sigut 162. Sumant totes les
hores que s'han treballat i fent la mitja, ens dóna que cada dia real s'ha treballat 2.8 hores. Si
el preu per hora s'estableix en 40 € per hora, el resultat és que el projecte té un cost de
18144 €. 
Preu Hora Jornades (2.8h) Cost
40 € 162 18144 €
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9 Annexes
9.1 Construcció del sistema temporal
Situats a la carpeta  $LFS/sources.  Abans d'instal·lar  cada paquet, s'ha de descomprimir i
entrar al directori en qüestió, però ometem els passos aquí per comoditat.
• binutils-2.20.1.tar.bz2 (primera part)
Creem un directori concret per la compilació de binutils:
mkdir ../binutils-build 
cd ../binutils-build
Configurem:
../binutils-2.22/configure  --target=$LFS_TGT  -–prefix=/tools
–-disable-nls -–disable-werror
Compilem i instal·lem:
make && make install
• gcc-4.5.1.tar.bz2 (primera part)
Instal·lem juntament amb el GCC el software requerit següent: GMP, MPFR i MPC.
tar -jxf ../mpfr-3.0.0.tar.bz2 
mv mpfr-3.0.0 mpfr 
tar -jxf ../gmp-5.0.1.tar.bz2 
mv gmp-5.0.1 gmp 
tar -zxf ../mpc-0.8.2.tar.gz 
mv mpc-0.8.2 mpc
Com amb binutils, la documentació aconsella crear un directori a part:
mkdir ../gcc-build && cd ../gcc-build 
Configurem:
../gcc-4.5.1/configure  --target=$LFS_TGT  –prefix=/tools
-–disable-nls  --disable-shared  --disable-multilib
--disable-decimal-float  --disable-threads  --disable-libmudflap
--disable-libssp  --disable-libgomp  --enable-languages=c
--with-gmp-include=$(pwd)/gmp  --with-gmp-lib=$(pwd)/gmp/.libs
--without-ppl --without-cloog 
Compilem i instal·lem:
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make && make install
Softlink de libgcc_eh.a a libgcc.a.
ln  -s  libgcc.a  `$LFS_TGT-gcc  -print-libgcc-file-name  |  sed
's/libgcc/&_eh/'`
• linux-2.6.35.4.tar.bz2
Ens assegurem que no hi hagi res de l'activitat anterior:
make mrproper
Ara “extraiem” només la API.
make headers_check 
make INSTALL_HDR_PATH=dest headers_install 
cp -r dest/include/* /tools/include 
• glibc-2.12.1.tar.bz2
Arreglem dos bugs:
patch -Np1 -i ../glibc-2.12.1-gcc_fix-1.patch 
patch -Np1 -i ../glibc-2.12.1-makefile_fix-1.patch 
Com abans, la documentació ens recomana utilitzar un altre directori:
mkdir ../glibc-build && cd ../glibc-build 
Per compilar el paquet en màquines x86, fem servir el flag -march=i486. Per tant:
echo "CFLAGS += -march=i486 -mtune=native" > configparms 
Configurem:
../glibc-2.16.0/configure  --prefix=/tools  --host=$LFS_TGT
–build=$(../glibc-2.12.1/scripts/config.guess) --disable-profile
--enable-add-ons  –enable-kernel=2.6.22.5
--with-headers=/tools/include  libc_cv_forced_unwind=yes
libc_cv_c_cleanup=yes 
Compilem i instal·lem.
make && make install
• binutils-2.20.1.tar.bz2 (segona part)
Tornem a crear un directori a part:
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mkdir ../binutils-build && cd ../binutils-build 
Configurem:
CC=”$LFS_TGT-gcc  -B/tools/lib/”  AR=$LFS_TGT-ar
RANLIB=$LFS_TGT-ranlib  ../binutils-2.20.1/configure
–-prefix=/tools --disable-nls --with-lib-path=/tools/lib 
Compilem i instal·lem:
make && make install
I preparem el linker pel següent capítol, on també utilitzarem el binutils:
make -C ld clean 
make -C ld LIB_PATH=/usr/lib:/lib 
cp ld/ld-new /tools/bin 
• gcc-4.5.1.tar.bz2
Apliquem un patch:
patch -Np1 -i ../gcc-4.5.1-startfiles_fix-1.patch
Evitem que l'script fixincludes s'executi i generi problemes.
cp gcc/Makefile.in{,.orig} 
sed  's@\./fixinc\.sh@-c  true@'  gcc/Makefile.in.orig  >
gcc/Makefile.in 
Forcem a que el compilador utilitzi el flag -fomit-frame-pointer :
cp gcc/Makefile.in{,.tmp} 
sed 's/^T_CFLAGS =$/& -fomit-frame-pointer/' gcc/Makefile.in.tmp
> gcc/Makefile.in 
Canviem la localització del dynamic linker de GCC:
for file in $(find gcc/config -name linux64.h -o -name linux.h
-o -name sysv4.h) 
do 
cp -u $file{,.orig} 
sed  -e  's@/lib\(64\)\?\(32\)\?/ld@/tools&@g'  -e
's@/usr@/tools@g' $file.orig > $file 
echo ' 
#undef STANDARD_INCLUDE_DIR 
#define STANDARD_INCLUDE_DIR 0 
#define STANDARD_STARTFILE_PREFIX_1 "" 
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#define STANDARD_STARTFILE_PREFIX_2 ""' >> $file 
touch $file.orig 
done 
Fem els mateixos passos que en la primera part de la instal·lació de GCC referents a
GMP, MPFR i MPC:
tar -jxf ../mpfr-3.0.0.tar.xz 
mv mpfr-3.1.1 mpfr 
tar -jxf ../gmp-5.0.1.tar.xz 
mv gmp-5.0.5 gmp 
tar -zxf ../mpc-0.8.2.tar.gz 
mv mpc-0.8.2 mpc 
Creem un directori separat:
mkdir ../gcc-build && cd ../gcc-build 
Configurem:
CC=”$LFS_TGT-gcc  -B/tools/lib”  AR=$LFS_TGT-ar
RANLIB=$LFS_TGT-ranlib  ../gcc-4.5.1/configure  –prefix=/tools
--with-local-prefix=/tools  -–enable-clocale=gnu  --enable-shared
--enable-threads=posix  --enable-__cxa_atexit
–-enable-languages=c,c++  --disable-libstdcxx-pch
--disable-multilib  --disable-bootstrap  –-disable-libgomp
--with-gmp-include=$(pwd)/gmp  --with-gmp-lib=$(pwd)/gmp/.libs
--without-ppl --without-cloog 
Compilem, instal·lem i creem un softlink de cc a gcc:
make && make install && ln -s gcc /tools/bin/cc 
• tcl8.5.8-src.tar.gz
Configurem, compilem i instal·lem:
cd unix && ./configure –-prefix=/tools && make && make install
Fem que la llibreria instalada tingui permisos d'escriptura per què després s'haurà de
modificar:
chmod u+w /tools/lib/libtcl8.5.so 
Instal·lem les capçaleres (requisit del següent paquet) i creem un softlink necessari per
compatibilitat:
make install-private-headers 
ln -s tclsh8.5 /tools/bin/tclsh 
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• expect-5.44.1.15.tar.bz2
Apliquem un patch per eliminar la dependència de Tk, que no fa falta al nostre entorn:
patch -Np1 -i ../expect-5.44.1.15-no_tk-1.patch 
Forçem a que a l'hora de configurar no s'utilitzi /usr/local/bin/stty, el qual es pot trobar
al host mateix, sino que s'utilitzi /bin/stty.
cp  configure{,.orig}  &&  sed  's:/usr/local/bin:/bin:'
configure.orig > configure 
Configurem:
./configure  --prefix=/tools  -–with-tcl=/tools/lib
-–with-tclinclude=/tools/include --with-tk=no
Compilem i instal·lem:
make && make SCRIPTS="" install 
• dejagnu-1.4.4.tar.gz
Apliquem un patch per corregir errors, configurem, compilem i instal·lem:
patch  -Np1  -i  ../dejagnu-1.4.4-consolidated-1.patch  &&
./configure –-prefix=/tools && make install
• ncurses-5.7.tar.gz
Configurem:
./configure  --prefix=/tools  --with-shared  --without-debug
--without-ada –-enable-overwrite 
Compilem i instal·lem:
make && make install
• bash-4.1.tar.gz
Apliquem un patch per solucionar alguns errors:
patch -Np1 -i ../bash-4.1-fixes-2.patch 
Configurem, compilem i instal·lem:
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./configure  --prefix=/tools  -–without-bash-malloc  &&  make  &&
make install
Creem un softlink de sh a bash:
ln -s bash /tools/bin/sh
• bzip2-1.0.5.tar.gz
Compilem i instal·lem:
make && make PREFIX=/tools install 
• coreutils-8.5.tar.gz
Configurem:
./configure --prefix=/tools –enable-install-program=hostname 
Compilem i instal·lem:
make && make install
La comanda anterior no ha pogut instal·lar su, per tant ho fem nosaltres:
cp src/su /tools/bin/su-utils
• diffutils-3.0.tar.gz
Configurem, compilem i instal·lem:
./configure -–prefix=/tools && make && make install
• file-5.04.tar.gz
Configurem, compilem i instal·lem:
./configure -–prefix=/tools && make && make install
• findutils-4.4.2.tar.gz
Configurem, compilem i instal·lem:
./configure -–prefix=/tools && make && make install
• gawk-3.1.8.tar.bz2
Configurem, compilem i instal·lem:
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./configure -–prefix=/tools && make && make install
• gettext-0.18.1.1.tar.gz
Configurem:
cd gettext-tools && ./configure --prefix=/tools -–disable-shared
Compilem i instal·lem l'únic binari que s'ha compilat:
make -C gnulib-lib 
make -C src msgfmt 
cp -v src/msgfmt /tools/bin 
• grep-2.6.3.tar.gz
Configurem, compilem i instal·lem:
./configure  -–prefix=/tools  –-disable-perl-regexp  &&  make  &&
make install
• gzip-1.4.tar.gz
S'ha de fer el mateix que amb findutils.
• m4-1.4.14.tar.bz2
Afegim una directiva que falta i que impedeix compilar el paquet amb glibc:
sed -i -e '/"m4.h"/a\ 
#include <sys/stat.h>' src/path.c
Configurem, compilem i instal·lem:
./configure -–prefix=/tools && make && make install
• make-3.82.tar.bz2
S'ha de fer el mateix que amb findutils.
• patch-2.6.1.tar.bz2
S'ha de fer el mateix que amb findutils.
• perl-5.12.1.tar.bz2
Apliquem un patch per corregir quelcom relacionat amb la llibreria C:
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patch -Np1 -i ../perl-5.12.1-libc-1.patch 
Configurem:
sh  Configure  -des  -Dprefix=/tools  -Dstatic_ext='Data/Dumper
Fcntl IO'
Compilem i instal·lem només les utilitats que ens faran falta:
make perl utilities ext/Errno/pm_to_blib
cp perl pod/pod2man /tools/bin 
mkdir -p /tools/lib/perl5/5.12.1 
cp -R lib/* /tools/lib/perl5/5.12.1 
• sed-4.2.1.tar.bz2
S'ha de fer el mateix que amb findutils.
• tar-1.23.tar.bz2
Arreglem un bug que va aparèixer amb la publicació d'aquesta versió de tar:
sed -i /SIGPIPE/d  src/tar.c 
Configurem, compilem i instal·lem:
./configure –prefix=/tools && make && make install
• texinfo-4.13a.tar.gz
S'ha de fer el mateix que amb findutils.
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9.2 Construcció del sistema base
Com abans, ens situem a la carpeta $LFS/sources, tenint fet un chroot a $LFS.
També com abans, ometem el procés d'extreure el paquet i entrar al directori al principi de la
instal·lació i sortir del directori i eliminar-lo al final de la instal·lació, per senzillesa.
• linux-2.6.35.4.tar.bz2
Ens assegurem que no hi hagi res de l'activitat anterior:
make mrproper
Ara “extraiem” només la API.
make headers_check 
make INSTALL_HDR_PATH=dest headers_install
find dest/include \( -name .install -o -name ..install.cmd \)
-delete 
cp -r dest/include/* /usr/include 
• man-pages-3.25.tar.bz2
Instal·lem directament:
make install
• glibc-2.12.1.tar.bz2
Forcem a que el test test-installation.pl s'executi amb la nova instal·lació de glibc i no
amb la que hi ha a /tools:
DL=$(readelf -l /bin/sh | sed -n 's@.*interpret.*/tools\(.*\)]
$@\1@p') 
sed -i "s|libs -o|libs -L/usr/lib -Wl,-dynamic-linker=$DL -o|"
scripts/test-installation.pl 
unset DL 
El script ldd està escrit en bash. Per evitar que futures shells s'instal·lin, ocupin el lloc
de /bin/sh i ldd produeixi errors, canviem el següent:
sed -i 's|@BASH@|/bin/bash|' elf/ldd.bash.in 
Apliquem dos patch per arreglar errors:
patch -Np1 -i ../glibc-2.12.1-makefile_fix-1.patch
patch -Np1 -i ../glibc-2.12.1-gcc_fix-1.patch 
Creem un directori a part a consell de la documentació:
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mkdir ../glibc-build && cd ../glibc-build 
Com s'ha fet a la instal·lació de /tools, executem la següent comanda:
echo  "CFLAGS  +=  -march=i486  -mtune=native  -O3  -pipe"  >
configparms 
Configurem:
../glibc-2.12.1/configure  –-prefix=/usr  --disable-profile
--enable-add-ons  -–enable-kernel=2.6.22.5
–-libexecdir=/usr/lib/glibc 
Compilem:
make
Creem el fitxer següent per evitar que es queixi a l'instal·lar:
touch /etc/ld.so.conf
Instal·lem:
make install 
Els locales mínims no s'han instal·lat encara. No fan falta pel funcionament, però sí per
els test de futurs paquets. També instal·larem el locale per espanyol:
mkdir -p /usr/lib/locale
localedef -i cs_CZ -f UTF-8 cs_CZ.UTF-8
localedef -i de_DE -f ISO-8859-1 de_DE
localedef -i de_DE@euro -f ISO-8859-15 de_DE@euro
localedef -i de_DE -f UTF-8 de_DE.UTF-8
localedef -i en_HK -f ISO-8859-1 en_HK
localedef -i en_PH -f ISO-8859-1 en_PH
localedef -i en_US -f ISO-8859-1 en_US
localedef -i en_US -f UTF-8 en_US.UTF-8
localedef -i es_MX -f ISO-8859-1 es_MX
localedef -i fa_IR -f UTF-8 fa_IR
localedef -i fr_FR -f ISO-8859-1 fr_FR
localedef -i fr_FR@euro -f ISO-8859-15 fr_FR@euro
localedef -i fr_FR -f UTF-8 fr_FR.UTF-8
localedef -i it_IT -f ISO-8859-1 it_IT
localedef -i ja_JP -f EUC-JP ja_JP
localedef -i tr_TR -f UTF-8 tr_TR.UTF-8
localedef -i zh_CN -f GB18030 zh_CN.GB18030
localedef -i es_ES -f UTF-8 es_ES.UTF-8
Creem el fitxer /etc/nsswitch.conf amb el contingut següent per evitar que ho fagi glibc,
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ja que té uns valors per defecte erronis:
passwd: files 
group: files 
shadow: files 
hosts: files dns 
networks: files 
protocols: files 
services: files 
ethers: files 
rpc: files 
Ara  podem  determinar  la  nostra  zona  horària  executant  la  comanda  tzselect.  A
continuació creem l'arxiu /etc/localtime:
cp  --remove-destination  /usr/share/zoneinfo/Europe/Madrid
/etc/localtime 
Per finalitzar, creem l'arxiu /etc/ld.so.conf amb el contingut següent. ld.so ja cerca per
defecte les llibreries a /lib i a /usr/lib, per tant no fa falta incloure aquests paths:
/usr/local/lib 
/opt/lib 
• Acabem d'instal·lar les llibreries de C, pel que s'han d'ajustar algunes utilitats per a que
fagin servir aquestes llibreries. Primer de tot, fem un backup del linker de  /tools i el
reemplaçem amb el que hem preparat anteriorment (el ld-new). També creem un link
per a compatibilitat.
mv /tools/bin/{ld,ld-old}
mv /tools/$(gcc -dumpmachine)/bin/{ld,ld-old}
mv /tools/bin/{ld-new,ld}
ln -s /tools/bin/ld /tools/$(gcc -dumpmachine)/bin/ld
Llavors, amb sed podem modificar certs arxius per a que apuntin al nou dynamic linker
(el que no hi és a /tools i per a que GCC sàpiga on trobar les correctes capçaleres i els
correctes fitxers d'inici de glibc:
gcc  -dumpspecs  |  sed  -e  's@/tools@@g'  -e
'/\*startfile_prefix_spec:/{n;s@.*@/usr/lib/  @}'  -e  '/\*cpp:/
{n;s@$@  -isystem  /usr/include@}'  >  `dirname  $(gcc
–print-libgcc-file-name)`/specs 
• zlib-1.2.5.tar.bz2
Corregim un error d'escriptura a una capçalera:
sed -i 's/ifdef _LARGEFILE64_SOURCE/ifndef _LARGEFILE64_SOURCE/'
zlib.h 
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Configurem, compilem i instal·lem:
CFLAGS='-mstackrealign -fPIC -O3' ./configure --prefix=/usr 
make && make install
Es necessiten fer uns “moviments” finals de llibreries:
mv /usr/lib/libz.so.* /lib 
ln -s ../../lib/libz.so.1.2.5 /usr/lib/libz.so 
• binutils-2.20.1.tar.bz2
L'arxiu standards.info no l'instal·lem perquè més tard s'instal·larà una versió més nova:
rm -f etc/standards.info 
sed -i.bak '/^INFO/s/standards.info //' etc/Makefile.in 
Creem un directori a part a petició de la documentació i configurem:
mkdir ../binutils-build && cd ../binutils-build 
../binutils-2.22/configure --prefix=/usr –-enable-shared 
Compilem, instal·lem el paquet i una capçalera necessaria per alguns paquets:
make tooldir=/usr 
make tooldir=/usr install 
cp ../binutils-2.20.1/include/libiberty.h /usr/include 
• gmp-5.0.1.tar.bz2
Configurem, compilem i instal·lem (també la documentació):
./configure --prefix=/usr --enable-cxx –enable-mpbsd 
make
make install
mkdir /usr/share/doc/gmp-5.0.1 
cp  doc/{isa_abi_headache,configuration}  doc/*.html
/usr/share/doc/gmp-5.0.1 
• mpfr-3.0.0.tar.bz2
Configurem:
./configure  --prefix=/usr  --enable-thread-safe
–-docdir=/usr/share/doc/mpfr-3.0.0 
Compilem, instal·lem el paquet i la documentació:
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make && make install $$ make html && make install-html
• mpc-0.8.2.tar.gz
Configurem, compilem, passem tests i instal·lem:
./configure –-prefix=/usr && make && make install
• gcc-4.5.1.tar.bz2
Utilitzem la versió de libiberty.a de binutils en comptes de la de gcc:
sed -i 's/install_to_$(INSTALL_DEST) //' libiberty/Makefile.in 
Forcem a que el compilador utilitzi el flag -fomit-frame-pointer:
sed -i 's/^T_CFLAGS =$/& -fomit-frame-pointer/' gcc/Makefile.in 
Arreglem un error:
sed -i 's@\./fixinc\.sh@-c true@' gcc/Makefile.in 
Creem una carpeta a part i configurem:
mkdir ../gcc-build && cd ../gcc-build 
../gcc-4.5.1/configure  –-prefix=/usr  --libexecdir=/usr/lib
--enable-shared  --enable-threads=posix  --enable-__cxa_atexit
--enable-clocale=gnu --enable-languages=c,c++ --disable-multilib
--disable-bootstrap --with-system-zlib 
Compilem i instal·lem:
make && make install
Creem softlinks per augmentar la compatibilitat amb futurs paquets:
ln -s ../usr/bin/cpp /lib && ln -s gcc /usr/bin/cc 
• sed-4.2.1.tar.bz2
Configurem:
./configure  --prefix=/usr  --bindir=/bin
–-htmldir=/usr/share/doc/sed-4.2.1 
Compilem,  generem documentación en HTML,  passem tests  i  instal·lem el  paquet
juntament amb la documentació mencionada:
make && make html && make install && make -C doc install-html
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• pkg-config-0.25.tar.gz
Arreglem un problema relacionat amb autoconf:
sed  -i  -e  's/XT])dnl/XT])[]dnl/'  -e  's/\.])dnl/\.])[]dnl/'
pkg.m4 
Configurem, compilem i instal·lem:
./configure –prefix=/usr 
make && make check && make install
• ncurses-5.7.tar.gz
Configurem:
./configure  --prefix=/usr  --with-shared  --without-debug
–-enable-widec 
Compilem i instal·lem:
make && make install
Movem les llibreries a on s'espera que estiguin:
mv /usr/lib/libncursesw.so.5* /lib 
Degut a això, rectifiquem un softlink i en creem uns de necessaris:
ln -sf ../../lib/libncursesw.so.5 /usr/lib/libncursesw.so 
for lib in ncurses form panel menu ; do 
rm -f /usr/lib/lib${lib}.so ; 
echo "INPUT(-l${lib}w)" >/usr/lib/lib${lib}.so ; 
ln -sf lib${lib}w.a /usr/lib/lib${lib}.a ; 
done 
ln -sf libncurses++w.a /usr/lib/libncurses++.a 
Com algunes aplicaciones antigues encara miren a software anterior a ncurses, fem el
següent:
rm -f /usr/lib/libcursesw.so 
echo "INPUT(-lncursesw)" >/usr/lib/libcursesw.so 
ln -sf libncurses.so /usr/lib/libcurses.so 
ln -sf libncursesw.a /usr/lib/libcursesw.a 
ln -sf libncurses.a /usr/lib/libcurses.a 
Instal·lem la documentació:
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mkdir /usr/share/doc/ncurses-5.7 
cp -R doc/* /usr/share/doc/ncurses-5.7 
• util-linux-ng-2.18.tar.bz2
Hem  d'adjustar  certs  directoris  que  fan  referència  al  fitxer  adjtime i  al  programa
hwclock:
sed  -e  's@etc/adjtime@var/lib/hwclock/adjtime@g'  $(grep  -rl
'/etc/adjtime' .) 
mkdir -p /var/lib/hwclock 
Configurem, compilem i instal·lem:
./configure --enable-arch --enable-partx –enable-write 
make && make install
• e2fsprogs-1.41.12.tar.gz
Creem un directori a part a consell de la documentació:
mkdir build && cd build 
Configurem:
../configure  –prefix=/usr  --with-root-prefix=""
--enable-elf-shlibs  --disable-libblkid  -–disable-libuuid
--disable-uuidd --disable-fsck 
Compilem i instal·lem:
make && make install
Instal·lem llibreries estàtiques i capçaleres:
make install-libs
Permís d'escriptura a aquestes llibreries:
chmod u+w /usr/lib/{libcom_err,libe2p,libext2fs,libss}.a 
Acabem de processar un gzip que s'ha instal·lat:
gunzip /usr/share/info/libext2fs.info.gz 
install-info  --dir-file=/usr/share/info/dir
/usr/share/info/libext2fs.info 
Instal·lem documentació extra:
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makeinfo -o doc/com_err.info ../lib/et/com_err.texinfo 
install -m644 doc/com_err.info /usr/share/info 
install-info  --dir-file=/usr/share/info/dir
/usr/share/info/com_err.info
• coreutils-8.5.tar.gz
Arreglem un  bug  amb el  programa  uname d'aquest  paquet  que  retorna  unknown
sempre amb el switch -p:
patch -Np1 -i ../coreutils-8.5-uname-2.patch 
Instal·lem un patch que soluciona certs errors amb certs locales:
patch -Np1 -i ../coreutils-8.5-i18n-1.patch 
Configurem, compilem i instal·lem:
./configure  -–prefix=/usr
–-enable-no-install-program=kill,uptime 
make && make install
Movem programes a la ubicació definida per la FHS:
mv /usr/bin/{cat,chgrp,chmod,chown,cp,date,dd,df,echo} /bin 
mv /usr/bin/{false,ln,ls,mkdir,mknod,mv,pwd,rm} /bin 
mv /usr/bin/{rmdir,stty,sync,true,uname} /bin 
mv /usr/bin/chroot /usr/sbin 
mv /usr/bin/{head,sleep,nice} /bin 
• iana-etc-2.30.tar.bz2
Compilem i instal·lem:
make && make install
• m4-1.4.14.tar.bz2
Fixem una incompatibilitat amb glibc:
sed -i -e '/"m4.h"/a\ 
#include <sys/stat.h>' src/path.c 
Configurem, compilem i instal·lem:
./configure -–prefix=/usr && make 
make install
• bison-2.4.3.tar.bz2
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Configurem i corregim un error referent a missatges d'error en altres idiomes:
./configure  –prefix=/usr  &&  echo  '#define  YYENABLE_NLS  1'  >>
lib/config.h 
Compilem i instal·lem:
make && make install
• procps-3.2.8.tar.gz
Apliquem un patch per solucionar errors diversos:
 
patch -Np1 -i ../procps-3.2.8-watch_unicode-1.patch 
Solucionem un error del makefile:
sed -i -e 's@\*/module.mk@proc/module.mk ps/module.mk@' Makefile
Compilem i instal·lem:
make && make install
• grep-2.6.3.tar.gz
Configurem, compilem i instal·lem:
./configure --prefix=/usr –-bindir=/bin 
make && make install
• readline-6.1.tar.gz
Corregim cert bug relacionat amb ldconfig:
sed -i '/MV.*old/d' Makefile.in 
sed -i '/{OLDSUFF}/c:' support/shlib-install 
Corregim el número de versió que hi ha a la documentació de readline:
sed  -i  -e  's/0x0600/0x0601/'  -e  's/6\.0/6.1/'  -e
's/RL_VERSION_MINOR\t0/RL_VERSION_MINOR\t1/' readline.h 
Configurem, compilem i instal·lem:
./configure --prefix=/usr –-libdir=/lib 
make SHLIB_LIBS=-lncurses 
make install 
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Movem les llibreries estàtiques a un lloc més adient:
mv /lib/lib{readline,history}.a /usr/lib 
Canviem els fitxers .so de localització:
rm /lib/lib{readline,history}.so 
ln -sf ../../lib/libreadline.so.6 /usr/lib/libreadline.so 
ln -sf ../../lib/libhistory.so.6 /usr/lib/libhistory.so 
I instal·lem la documentació:
mkdir /usr/share/doc/readline-6.1 
install  -v  -m644  doc/*.{ps,pdf,html,dvi}
/usr/share/doc/readline-6.1
• bash-4.1.tar.gz
Apliquem un patch per arreglar bugs:
patch -Np1 -i ../bash-4.1-fixes-2.patch 
Configurem:
./configure  -–prefix=/usr  --bindir=/bin
--htmldir=/usr/share/doc/bash-4.1 --without-bash-malloc
-–with-installed-readline 
Compilem, instal·lem i executem el nou bash:
make
make install
exec /bin/bash –-login +h
• libtool-2.2.10.tar.gz
Configurem, compilem i instal·lem:
./configure –prefix=/usr && make && make install
• gdbm-1.8.3.tar.gz
Configurem:
./configure --prefix=/usr
Compilem i instal·lem:
make && make install
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Instal·lem algunes  capçaleres  de  “compatibilitat”,  ja  que  alguns  programes  encara
miren per arxius antics d'aquest paquet:
make install-compat 
I solucionem un petit error d'instal·lació:
install-info --dir-file=/usr/info/dir /usr/info/gdbm.info 
• inetutils-1.8.tar.gz
Configurem:
./configure  -–prefix=/usr  --libexecdir=/usr/sbin
--localstatedir=/var  --disable-ifconfig  –-disable-logger
--disable-syslogd --disable-whois --disable-servers 
Compilem, i instal·lem:
make && make install
Movem certs programes per ser conseqüents amb la FHS:
mv /usr/bin/{hostname,ping,ping6} /bin 
mv /usr/bin/traceroute /sbin 
• perl-5.12.1.tar.bz2
Creem un /etc/hosts bàsic requerit per un arxiu de configuració de Perl.
echo "127.0.0.1 localhost $(hostname)" > /etc/hosts 
Executem el següent per fer que Perl utilitizi la llibreria de zlilb instalada en el sistema i
no la interna de Perl:
sed  -i  -e  "s|BUILD_ZLIB\s*=  True|BUILD_ZLIB  =  False|"  -e
"s|INCLUDE\s*= ./zlib-src|INCLUDE = /usr/include|" -e "s|LIB\s*=
./zlib-src|LIB = /usr/lib|" cpan/Compress-Raw-Zlib/config.in 
Configurem:
sh  Configure  -des  -Dprefix=/usr  -Dvendorprefix=/usr
-Dman1dir=/usr/share/man/man1  -Dman3dir=/usr/share/man/man3
-Dpager="/usr/bin/less -isR" -Duseshrplib 
Compilem i instal·lem:
make && make install
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• autoconf-2.67.tar.bz2
Configurem, compilem i instal·lem:
./configure –-prefix=/usr && make && make install
• automake-1.11.1.tar.bz2
Configurem:
./configure  --prefix=/usr
--docdir=/usr/share/doc/automake-1.11.1 
Compilem i instal·lem:
make && make install
• bzip2-1.0.5.tar.gz
Instal·lem un  patch  que  instalarà  la  documentació  d'aquest  paquet  i  un  altre  que
corregirà alguns números de versió:
patch -Np1 -i ../bzip2-1.0.5-install_docs-1.patch
patch -Np1 -i ../bzip2-1.0.5-version_fixes-1.patch 
Apliquem un sed per corregir el path d'uns softlinks:
sed -i 's@\(ln -s -f \)$(PREFIX)/bin/@\1@' Makefile  
Configurem:
make -f Makefile-libbz2_so 
make clean 
Compilem i instal·lem:
make && make PREFIX=/usr install 
Instal·lem el binari bzip2 a /bin i instal·lem certs softlinks necessaris:
cp bzip2-shared /bin/bzip2 
cp -a libbz2.so* /lib
ln -s ../../lib/libbz2.so.1.0 /usr/lib/libbz2.so 
rm /usr/bin/{bunzip2,bzcat,bzip2}
ln -s bzip2 /bin/bunzip2
ln -s bzip2 /bin/bzcat
• diffutils-3.0.tar.gz
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Configurem, compilem i instal·lem:
./configure -–prefix=/usr && make && make install
• gawk-3.1.8.tar.bz2
Configurem, compilem i instal·lem:
./configure --prefix=/usr –-libexecdir=/usr/lib 
make && make install
Instal·lem documentació:
mkdir /usr/share/doc/gawk-3.1.8 
cp doc/{awkforai.txt,*.{eps,pdf,jpg}} /usr/share/doc/gawk-3.1.8 
• file-5.04.tar.gz
Configurem, compilem i instal·lem:
./configure -–prefix=/usr && make && make install
• findutils-4.4.2.tar.gz
Configurem:
./configure  –-prefix=/usr  --libexecdir=/usr/lib/findutils
-–localstatedir=/var/lib/locate 
Compilem i instal·lem:
make && make install
Canviem la localització de find i corregim quelcom de updatedb:
mv /usr/bin/find /bin 
sed -i 's/find:=${BINDIR}/find:=\/bin/' /usr/bin/updatedb
• flex-2.5.35.tar.bz2
Fixem certs errors amb glibc-4.5.1:
patch -Np1 -i ../flex-2.5.35-gcc44-1.patch 
Configurem, compilem i instal·lem:
./configure --prefix=/usr
make && make install
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Creem softlinks per motiu d'altres programes, que s'esperen trobar llibreries on no hi
són:
ln -s libfl.a /usr/lib/libl.a 
Encara  hi  ha  programes  que  invocen  a  lex en  comptes  de  flex.  Creem  el  fitxer
/usr/bin/lex amb el contingut següent:
exec /usr/bin/flex ­l "$@"
Instal·lem documentació:
mkdir /usr/share/doc/flex-2.5.35 
cp doc/flex.pdf /usr/share/doc/flex-2.5.35 
• gettext-0.18.1.1.tar.gz
Configurem:
./configure  –prefix=/usr
-–docdir=/usr/share/doc/gettext-0.18.1.1 
Compilem i instal·lem:
make && make install
• groff-1.20.1.tar.gz
Configurem, compilem i instal·lem:
PAGE=A4 ./configure -–prefix=/usr 
make && make docdir=/usr/share/doc/groff-1.20.1 install 
Creem certs softlinks per requeriments de programes, com xman:
ln -s eqn /usr/bin/geqn 
ln -s tbl /usr/bin/gtbl 
• grub-1.98.tar.gz
Configurem:
./configure  -–prefix=/usr  --sysconfdir=/etc
--disable-grub-emu-usb --disable-grub-fstest --disable-efiemu 
Compilem i instal·lem:
make && make install
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• gzip-1.4.tar.gz
Configurem, compilem i instal·lem:
./configure --prefix=/usr -–bindir=/bin 
make && make install
Movem alguns programes de /bin, ja que és innecessari tenir-los allà:
mv /bin/{gzexe,uncompress,zcmp,zdiff,zegrep} /usr/bin 
mv /bin/{zfgrep,zforce,zgrep,zless,zmore,znew} /usr/bin 
• iproute2-2.6.35.tar.bz2
Eliminem una dependència de arpd que no es necessària i si en un futur es necessita
es pot compilar a part:
sed -i '/^TARGETS/s@arpd@@g' misc/Makefile
Corregim un error de la comanda ip route get:
sed -i '1289i\\tfilter.cloned = 2;' ip/iproute.c 
Compilem i instal·lem:
make DESTDIR=
make  DESTDIR=  SBINDIR=/sbin  MANDIR=/usr/share/man
DOCDIR=/usr/share/doc/iproute2-2.6.35 install 
• kbd-1.15.2.tar.gz
Apliquem un patch relacionat amb les tecles d'esborrar i suprimir:
patch -Np1 -i ../kbd-1.15.2-backspace-1.patch 
Configurem, compilem i instal·lem:
./configure --prefix=/usr –-datadir=/lib/kbd 
make && make install
Movem de lloc certs  binaris perquè  /usr  pot  no estar  disponible  a les etapes més
primerenques:
mv /usr/bin/{kbd_mode,loadkeys,openvt,setfont} /bin 
I instal·lem la documentació:
mkdir /usr/share/doc/kbd-1.15.2 
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cp -R doc/* /usr/share/doc/kbd-1.15.2
• less-436.tar.gz
Configurem, compilem i instal·lem:
./configure --prefix=/usr –-sysconfdir=/etc 
make && make install
• make-3.82.tar.bz2
Configurem, compilem i instal·lem:
./configure –-prefix=/usr && make && make install
• man-db-2.5.7.tar.gz
Arreglem alguns errors veient certes pàgines man:
patch -Np1 -i ../man-db-2.5.7-fix_man_assertion-1.patch 
Configurem:
./configure  -–prefix=/usr  --libexecdir=/usr/lib
--docdir=/usr/share/doc/man-db-2.5.7 -–sysconfdir=/etc
--disable-setuid  --with-browser=/usr/bin/lynx
--with-vgrind=/usr/bin/vgrind -–with-grap=/usr/bin/grap 
Compilem i instal·lem:
make && make install
• module-init-tools-3.12.tar.bz2
Hem d'evitar  un  problema que  fa  que  es  regenerin  les  pàgines  man quan  no  es
necessita:
echo '.so man5/modprobe.conf.5' > modprobe.d.5 
Configurem, compilem i instal·lem:
./configure  --prefix=/  --enable-zlib-dynamic
–-mandir=/usr/share/man 
make && make INSTALL=install install
• patch-2.6.1.tar.bz2
Apliquem precisament un patch per previndre que es corri un test que requereix un
programa inexistent (ed):
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patch -Np1 -i ../patch-2.6.1-test_fix-1.patch 
Configurem, compilem i instal·lem:
./configure –-prefix=/usr && make && make install
• psmisc-22.12.tar.gz
Configurem, compilem i instal·lem:
./configure –-prefix=/usr && make && make install
Movem dos programes a les localitzacions correctes segons la FHS:
mv /usr/bin/fuser /bin 
mv /usr/bin/killall /bin  
• shadow-4.1.4.2.tar.bz2
Coreutils conté una millor versió del programa groups:
sed -i 's/groups$(EXEEXT) //' src/Makefile.in 
find man -name Makefile.in -exec sed -i 's/groups\.1 / /' {} \; 
Desactivem la instal·lació dels manuals en xinès i coreà:
sed -i -e 's/ ko//' -e 's/ zh_CN zh_TW//' man/Makefile.in 
Fem canvis per millorar la seguretat dels passwords i el path del mail:
sed  -i  -e  's@#ENCRYPT_METHOD  DES@ENCRYPT_METHOD  MD5@'  -e
's@/var/spool/mail@/var/mail@' etc/login.defs 
Configurem, compilem i instal·lem:
./configure –-sysconfdir=/etc && make && make install
Corregim la localització d'un programa:
mv /usr/bin/passwd /bin 
Activem els  shadowed passwords  i  els  shadowed groups,  i li  posem contrasenya a
root.
pwconv && grpconv
passwd root
• sysklogd-1.5.tar.gz
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Compilem i instal·lem:
make && make BINDIR=/sbin install 
Necessitem una configuració bàsica per sysklogd. Per tant /etc/syslog.conf ha de tenir
la següent configuració:
auth,authpriv.* ­/var/log/auth.log 
*.*;auth,authpriv.none ­/var/log/sys.log 
daemon.* ­/var/log/daemon.log 
kern.* ­/var/log/kern.log 
mail.* ­/var/log/mail.log 
user.* ­/var/log/user.log 
*.emerg * 
• sysvinit-2.88dsf.tar.bz2
Corregim el  missatge  Sending processes the TERM signal per  Sending processes
configured via /etc/iniittab the TERM signal per evitar malentesos:
sed  -i  's@Sending  processes@&  configured  via  /etc/inittab@g'
src/init.c 
Els programes wall i mountpoint ja estan instal·lats, per tant no els instal·lem:
sed -i -e 's/utmpdump wall/utmpdump/' -e '/= mountpoint/d' -e
's/mountpoint.1 wall.1//' src/Makefile 
Compilem i instal·lem:
make -C src 
make -C src install
• tar-1.23.tar.bz2
Arreglem un error que hi ha en aquesta versió:
sed -i /SIGPIPE/d src/tar.c 
Apliquem un patch  per corregir errors amb gcc-4.5 i configurem:
patch -Np1 -i ../tar-1.23-overflow_fix-1.patch 
./configure --prefix=/usr --bindir=/bin –libexecdir=/usr/sbin 
Compilem i instal·lem:
make
make install
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• texinfo-4.13a.tar.gz
Configurem, compilem i instal·lem:
./configure –-prefix=/usr && make && make install
• udev-161.tar.bz2
Tenim un paquet específic que conté fitxers específics per a Linux From Scratch:
tar -jvxf ../udev-config-20100128.tar.bz2 
Creem alguns  dispositius  i  directoris  que  udev no  els  pot  administrar  ja  que  són
necessaris molt aviat en el procés d'arranc, o perquè els necessita udev mateix:
install -d /lib/{firmware,udev/devices/{pts,shm}} 
mknod -m0666 /lib/udev/devices/null c 1 3 
Configurem:
./configure  --prefix=/usr  --sysconfdir=/etc  --sbindir=/sbin
–with-rootlibdir=/lib  --libexecdir=/lib/udev  --disable-extras
--disable-introspection 
Compilem, instal·lem, esborrem un directori buit:
make
make install 
rmdir /usr/share/doc/udev 
Instal·lem els arxius específics comentats abans i la documentació:
cd udev-config-20100128 && make install 
make install-doc 
• vim-7.3.tar.bz2
Canviem el path del fitxer de configuració:
echo '#define SYS_VIMRC_FILE "/etc/vimrc"' >> src/feature.h 
Configurem, compilem i instal·lem:
./configure --prefix=/usr –-enable-multibyte 
make && make install
Fem un softlink de vi a vim:
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ln -s vim /usr/bin/vi 
for L in /usr/share/man/{,*/}man1/vim.1; do 
ln -s vim.1 $(dirname $L)/vi.1 
done 
Fem un softlink de la documentació al lloc on hauria de ser-hi:
ln -s ../vim/vim73/doc /usr/share/doc/vim-7.3 
El contingut de /etc/vimrc hauria de tenir el següent contingut bàsic:
set nocompatible 
set backspace=2 
syntax on 
if (&term == "iterm") || (&term == "putty") 
set background=dark 
endif 
99
9.3 Manual d'ús
Suposarem que som un usuari que volem la nostre imatge Linux amb els programes  zsh,
UnRar i JOE.
Entrem a la pàgina http://gerardlfs.no-ip.org:8989:
Cliquem a Començar. Ens sortirà la següent pantalla:
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Figura 15: Manual d'ús, pas 1
Com que no sabem quin software tenim disponible a la web i quin no, cliquem a la Llista de
software disponible, veient això:
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Figura 16: Manual d'ús, pas 2
Com veiem, tenim disponible zsh i UnRar però no JOE. Per tant, haurem de pujar nosaltres
mateixos el codi font de JOE i les instruccions d'instal·lació. Com que no sabem exactament
en quin format hem de pujar l'arxiu, ens baixem l'arxiu d'exemple que hi ha disponible:
Per  tant,  veiem  que  podem  pujar  l'arxiu joe-3.7.tar.gz tal  qual  ens  el  baixem  de  on
originalment ho hem fet.  A continuació, les instruccions d'instal·lació.  Tampoc sabem com
exactament les hem de posar, per tant, seguim el patró que ens indica la pàgina web:
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Figura 17: Manual d'ús, pas 3
Figura 18: Manual d'ús, pas 4
Escribim les instruccions, quedant com a resultat el següent:
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Figura 19: Manual d'ús, pas 5
Cliquem a Envia i esperem la confirmació que tot ha anat correctament:
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Figura 20: Manual d'ús, pas 6
Cliquem a Continuar i anirem a la següent pantalla:
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Figura 21: Manual d'ús, pas 7
Aquí seleccionem els dos paquets que volíem instal·lar a part de JOE, o sigui, zsh i UnRar:
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Figura 22: Manual d'ús, pas 8
Cliquem a envia  per  a  que ens aparegui  la  següent  pantalla  d'espera,  on,  evidentment,
només quedarà esperar...
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Figura 23: Manual d'ús, pas 9
...fins que aparegui el link de descàrrega:
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Figura 24: Manual d'ús, pas 10
Figura 25: Manual d'ús, pas 11
Ens baixem la  iso  i  iniciem la imatge des de, en el  nostre cas, una màquina virtual.  Els
següents  screenshots  mostren  el  procés d'inici  de  la  imatge i  la  comprovació  que els  3
programes han estat instal·lats satisfactòriament:
Premem F1...
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Figura 26: Manual d'ús, pas 12
Escollim livecd1...
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Figura 27: Manual d'ús, pas 13
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Figura 28: Manual d'ús, pas 14
Comprovem que, efectivament, tenim instal·lats tots 3 programes:
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Figura 29: Manual d'ús, pas 15
Finalment, llistem l'arrel i executem la comanda df -h.
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Figura 30: Manual d'ús, pas 16
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Figura 31: Manual d'ús, pas 17
9.4 CD
Juntament amb aquesta memòria s'hauria d'adjuntar un CD amb tot el software i arxius que
s'han comentat fins ara, però en comptes d'això, i per comoditat, simplement publiquem un
link a Dropbox.
https://www.dropbox.com/sh/gnmi8m720fmal9w/fsn8wIzkI5
Hi trobarem:
-  lfslivecd1.iso:  la mateixa  iso  que ens descarregaríem si  construïssim una imatge sense
afegir cap aplicació extra
- lfslivecd2.iso: la mateixa iso que obtenim si apliquem el manual d'ús.
-  mnt_lfs_tools.tar.bz2:  el  contingut  de  la  carpeta  $LFS/tools al  començar  a  construir  el
sistema de fitxers base de la iso.
-  root_20130603.tar.xz: el  contingut  de  /root  al  servidor.  És aquí  on trobem el  que és el
sistema de fitxers base per totes les iso.
- sources.tar.bz2: tots els paquets de codi font que fan falta per al projecte. Tant els paquets
que fem servir per a construir el sistema de fitxers temporal, com els paquets que fem servir
per  a  construir  el  sistema  de  fitxers  final  de  la  iso.  És  el  que  hi  ha  descomprimit  a
$LFS/sources en el moment de construir els filesystems.
- usr_lib_cgibin_20130603.tar.xz: el contingut de /usr/lib/cgi-bin/ al servidor.
- usr_local_pfc_20130603.tar.xz: el contingut de /usr/local/pfc/ al servidor.
- var_www_20130603.tar.xz: el contingut de /var/www/ al servidor.
- wget-list: la llista de URLs que es fan servir per a descarregar tots els codis font de tot el
programari que prové LFS.
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