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C´ılem te´to bakala´rˇske´ pra´ce je navrhnout rˇesˇen´ı pro propojen´ı zvolene´ho graficke´ho enginu
a skriptovac´ıho jazyka. Tento na´vrh pak realizovat v demonstracˇn´ı aplikaci a uve´st dalˇs´ı
pokracˇova´n´ı projektu.
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Tato kapitola uva´d´ı do problematiky, ktera´ je obsahem te´to pra´ce, teoreticky rozeb´ıra´ dveˇ
d˚ulezˇite´ logicke´ cˇa´sti a to jsou:
• pocˇ´ıtacˇova´ grafika a
• skriptovac´ı jazyky.
Da´le pak ma´ za u´cˇel vytvorˇit seznam dostupny´ch alternativ pro obeˇ tyto cˇa´sti, ktere´
pak budou slouzˇit jako za´klad pro implementacˇn´ı analyzu a tedy i rˇesˇen´ı samotne´ho zada´n´ı
te´to pra´ce.
1.1 Pocˇ´ıtacˇova´ grafika[2]
Pocˇ´ıtacova´ grafika je soucˇa´st´ı oboru Informatika, ktera´ se zaby´va´ analy´zou nebo tvorbou
graficke´ obrazove´ informace (viz. obr. 1.1). Ma´me-li jizˇ k dispozici neˇjakou obrazovou in-
formaci, z´ıskanou sn´ıma´n´ım nebo meˇrˇen´ım (kamerou atd.), potrˇebujeme ji veˇtsˇinou da´le
zpracovat (upravit, vylepsˇit) nebo analyzovat (interpretovat a rozpoznat objekty). Jedna´ se
o aplikace typu Pocˇ´ıtacove´ videˇn´ı. Ma´me-li naopak k dispozici virtua´ln´ı pocˇ´ıtacovy´ (matem-
aticky´) popis (model) objektu, potrˇebujeme ho prˇeve´st na grafickou obrazovou informaci
(synte´za) a zobrazit.
Obra´zek 1.1: Sche´ma pocˇ´ıtacˇove´ grafiky
Pocˇ´ıtacˇovou grafiku si muzˇeme rozdeˇlit z r˚uzny´ch hledisek:
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• podle dimenze zpracova´vane´ informace naprˇ´ıklad na 2D a 3D,
• podle oblasti pouzˇit´ı naprˇ´ıklad na zpracova´n´ı fotek, videa, malova´n´ı nebo CAD,
vizualizaci, animaci atd., a
• z hlediska uzˇivatele graficky´ch programu˚ nebo z hlediska jejich programa´tora.
Se zrodem pracovn´ıch stanic jako LISP machine, Quantel paintbox a Silicon Graph-
ics prˇiˇsla 3D pocˇ´ıtacova´ grafika zalozˇena´ na vektorove´ grafice. Namı´sto toho, aby pocˇ´ıtac
ukla´dal informace o bodech, cˇara´ch a krˇivka´ch na dvojrozmeˇrne´ plosˇe, ukla´da´ pocˇ´ıtac pozici
bodu, u´secˇek, a ploch v trojrozmeˇrne´m prostoru.
Polygony v trojrozmeˇrne´m karte´zske´m sourˇadnicove´m syste´mu jsou za´kladn´ı prvky
te´meˇrˇ vsˇech 3D syste´mu (zvany´ch engine). Kazˇde´ zobrazovane´ teˇleso v takove´m syste´mu
se skla´da´ z polygonu. Proto veˇtsˇina z nich ukla´da´ body (cozˇ jsou sourˇadnice v 3D pros-
toru), u´secˇky (ktere´ tyto body propojuj´ı), plosˇky mezi teˇmito u´secˇkami a sekvence plosˇek,
ktere´ dohromady tvorˇ´ı 3D polygon. Da´le se pro zobrazen´ı tyto tvary st´ınuj´ı, texturuj´ı a
rasterizuj´ı.
1.1.1 Za´stupci
Tato sekce slouzˇ´ı jako prˇehled dostupny´ch open source 3D graficky´ch engin˚u, ktere´ jsou
nejle´pe hodnocene´ vy´voja´rˇi nejr˚uzneˇjˇs´ıch graficky´ch aplikac´ı a her po cele´m sveˇte. Jako
podklad byla pouzˇita databaze [1].
OGRE
OGRE (Object-Oriented Graphics Rendering Engine) je sce´noveˇ orientovany´, flexibiln´ı 3D
engine napsany´ v C++ a navrzˇeny´, aby byl jednoduchy´ a intuitivn´ı pro vy´voja´rˇe, kterˇ´ı
produkuj´ı hry vyuzˇ´ıvaj´ıc´ı 3D hardware. Abstraktn´ı knihovna trˇ´ıd prˇekry´va´ vsˇechny de-
taily v pouzˇ´ıva´n´ı knihoven n´ızke´ u´rovneˇ jako je Direct3D a OpenGL, a poskytuje rozhran´ı
zalozˇene´ na objektech ve sce´neˇ a dalˇs´ı intuitivn´ı trˇ´ıdy.
Irrlicht
Irrlicht Engine je multiplatformn´ı vysoce vy´konny´ real-time 3D engine napsany´ v C++. Je
to silne´ vysokou´rovnˇove´ API pro vytva´rˇen´ı kompletneˇ 3D a 2D aplikac´ı jako jsou hry nebo
veˇdecke´ vizualizace. Integruje vsˇechny novodobe´ techniky pro vizualn´ı prezentaci jako jsou
st´ıny, cˇa´sticove´ syste´my, animaci postav, kolizn´ı detekci a dalˇs´ı.
Crystal Space
Crystal Space je volneˇ sˇ´ıˇritelny´ multiplatformn´ı SDK pro real-time 3D grafiku ve speci-
ficky´ch hra´ch.
Panda3D
Panda3D je vy´konny´ renderovac´ı engine pro SGI, Linux, Sun, a Windows. Ja´dro enginu je
napsane´ v C++. Panda3D poskytuje skriptovac´ı interface pro Python.
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Blender Game Engine
Blender je open source 3D modelovac´ı, renderovac´ı, animacˇn´ı a real-time 3D syste´m pro hry
a simulaci. Blender je cˇasto vylepsˇova´n a podporova´n aktivn´ı komunitou.
1.2 Skriptovac´ı jazyky[3]
Skript je v Informatice zdrojovy´ ko´d programu, ktery´ je tzv. interpretova´n, tj. cˇten a
spousˇteˇn za beˇhu specia´ln´ım procesem, tzv. interpretem.
Jakozˇto programovy´ ko´d, je i skript vytvorˇen v programovac´ım jazyku (hovorˇ´ı se o tzv.
skriptovac´ım jazyku), ktery´ ma´ prˇesneˇ stanovenou forma´ln´ı gramatiku (tj. pravidla, syn-
takticke´ elementy, jazykove´ konstrukty atd).
Typicky skript teˇzˇ´ı z vy´hody, zˇe se nemus´ı prˇekla´dat, a cˇasto tvorˇ´ı rozsˇiˇritelnou (para-
metrickou) cˇa´st neˇjake´ho softwarove´ho projektu, ktera´ se mu˚zˇe meˇnit, anizˇ by bylo potrˇeba
pokazˇde´ rekompilovat hlavn´ı spustitelny´ soubor. Skripty najdeme u her, slozˇitejˇs´ıch soft-
warovy´ch rˇesˇen´ı nebo jako hlavn´ı soucˇa´st dynamicky´ch internetovy´ch stra´nek a podobneˇ.
Protikladem k interpretovane´mu ko´du je program prˇelozˇeny´ (kompilovany´) do stro-
jove´ho ko´du.
Vy´hody:
• nen´ı nutne´ mı´t nainstalovany´ kompila´tor a prova´deˇt po kazˇde´ zmeˇneˇ ko´du kompilaci,
• snadneˇjˇs´ı u´drzˇba, vy´voj a spra´va ko´du,
• neˇktere´ skripty umozˇnuj´ı interpretaci ko´du z rˇetezce (jako naprˇ´ıklad funkce eval()
v PHP) – neˇco takove´ho prˇekla´dane´ programy z principu nedoka´zˇ´ı, a
• interpret obvykle poskytuje programa´torovi zabudovany´ abstraktn´ı datovy´ typ aso-
ciativn´ı pole.
Nevy´hody:
• rychlost – interpretace stoj´ı urcˇity´ strojovy´ cˇas a nikdy nebude tak rychla´ jako
spousˇteˇn´ı prˇelozˇene´ho (a optimalizovane´ho) programu,
• o trochu vysˇsˇ´ı pameˇt’ova´ na´rocˇnost. Interpret mus´ı by´t spusˇteˇn a tedy zab´ıra´ urcˇitou
operacˇn´ı pameˇt’, a
• skriptovac´ı jazyky maj´ı veˇtsˇinou veˇtsˇ´ı omezen´ı nezˇ prˇekla´dane´ programovac´ı jazyky
(naprˇ. co do prˇ´ıstupu do pameˇti, ovla´da´n´ı tzv. rukoveˇt´ı procesu a kontextovy´ch
zarˇ´ızen´ı apod).
1.2.1 Za´stupci
Tato sekce slouzˇ´ı jako prˇehled dostupny´ch skriptovac´ıch jazyk˚u, omezuje se vsˇak pouze
na ty nejzna´mneˇjˇs´ı a teoreticky pouzˇitelne´ v te´to pra´ci.
Perl[5]
Perl je interpretovany´ programovac´ı jazyk vytvorˇeny´ Larry Wallem v roce 1987. Nejveˇtsˇ´ıho
rozsˇ´ıˇren´ı dosa´hl ve verzi 4 z roku 1991. Verze 5 prˇinesla cˇetna´ vylepsˇen´ı, prˇedevsˇ´ım vy´konne´
datove´ struktury a mozˇnost objektove´ho programova´n´ı.
5
Larry Wall se prˇi konstrukci jazyka rˇ´ıdil heslem: da´ se to udeˇlat v´ıce zp˚usoby (there’s
more than one way to do it). Umozˇnˇuje psa´t kra´tke´ programy jednodusˇe a rychle a prˇ´ıtom
nebra´n´ı v psan´ı teˇch slozˇity´ch. Jeden ze zp˚usobu je prˇitom obvykle velmi strucˇny´, takzˇe Perl
z´ıskal nezaslouzˇenou poveˇst jazyka, ve ktere´m se tvorˇ´ı nesrozumitelny´ a neudrzˇovatelny´ ko´d.
Tato kritika ale nen´ı opra´vneˇna´, Perl je vhodny´ k rˇesˇen´ı maly´ch i velky´ch proble´mu. Schop-
nosti a na´stroje, ktere´ se pouzˇ´ıvaj´ı u velky´ch projekt˚u, lze pouzˇ´ıt i v kra´tky´ch skriptech.
Python[7]
Python je dynamicky´ interpretovany´ jazyk, ktery´ v roce 1990 navrhl Guido van Rossum.
Neˇkdy by´va´ zarˇazova´n mezi takzvane´ skriptovac´ı jazyky. Python je hybridn´ı jazyk (nebo
take´ v´ıceparadigmaticky´), to znamena´, zˇe umozˇnˇuje prˇi psan´ı programu pouzˇ´ıvat nejen
objektoveˇ orientovane´ paradigma, ale i procedura´ln´ı a v omezene´ mı´ˇre i funkciona´ln´ı, podle
toho komu co vyhovuje nebo se pro danou u´lohu hod´ı nejle´pe. Python ma´ d´ıky tomu
vynikaj´ıc´ı vyjadrˇovac´ı schopnosti. Ko´d programu je ve srovna´n´ı s jiny´mi jazyky kra´tky´ a
dobrˇe cˇitelny´.
K vy´znacˇny´m vlastnostem jazyka Python patrˇ´ı jeho jednoduchost z hlediska ucˇen´ı. By´va´
dokonce povazˇova´n za jeden z nejvhodneˇjˇs´ıch programovac´ıch jazyk˚u pro zacˇa´tecˇn´ıky. Tato
skutecˇnost je da´na t´ım, zˇe jedn´ım z jeho silny´ch inspiracˇn´ıch zdroj˚u byl programovac´ı jazyk
ABC, ktery´ byl jako jazyk pro vy´uku a pro pouzˇit´ı zacˇa´tecˇn´ıky prˇ´ımo vytvorˇen. Python
ale soucˇasneˇ boura´ zazˇitou prˇedstavu, zˇe jazyk vhodny´ pro vy´uku nen´ı vhodny´ pro praxi
a naopak. Podstatnou meˇrou k tomu prˇisp´ıva´ cˇistota a jednoduchost syntaxe, na kterou se
prˇi vy´voji jazyka hodneˇ dba´.
Dostupnost zdrojove´ho ko´du a vlastnosti jazyka C umozˇnˇuj´ı zabudovat interpret jazyka
Python do jine´ aplikace psane´ v jazyc´ıch C nebo C++. Takto zabudovany´ interpret jazyka
Python pak prˇedstavuje na´stroj pro pruzˇne´ rozsˇiˇrova´n´ı funkcˇnosti vy´sledne´ aplikace zvencˇ´ı.
Existuje i projekt pro uzˇsˇ´ı spolupra´ci s C++ nazvany´ Boost.Python.
Ruby[8]
Ruby je interpretovany´ skriptovac´ı programovac´ı jazyk. Dı´ky sve´ jednoduche´ syntaxi je
pomeˇrneˇ snadny´ k naucˇen´ı, prˇesto vsˇak dostatecˇneˇ vy´konny´, aby doka´zal konkurovat zna´-
meˇjˇs´ım jazyk˚um jako je Python a Perl. Je plneˇ objektoveˇ orientovany´ – vsˇe v Ruby je
objekt.
Tv˚urcem Ruby je jediny´ cˇloveˇk – Yukihiro Matsumoto, zna´my´ take´ pod prˇezd´ıvkou
Matz. Ten jako zasta´nce objektoveˇ orientovane´ho programova´n´ı hledal v prvn´ı polovine
90. let skriptovac´ı jazyk, ktery´ by mu vyhovoval. Avsˇak Perl mu prˇipadal v te´ dobeˇ ma´lo
vy´konny´ a Python zase nebyl natolik objektovy´, jak by chteˇl. A tak se rozhodl, zˇe vytvorˇ´ı
vlastn´ı jazyk. Pra´ce na neˇm zapocˇaly v roce 1993, prvn´ı verze byla uverejnena v roce 1995.
PHP[6]
PHP je skriptovac´ı programovac´ı jazyk, urcˇeny´ prˇedevsˇ´ım pro programova´n´ı dynamicky´ch
internetovy´ch stra´nek. Nejcˇasteˇji se zacˇlenˇuje prˇ´ımo do struktury jazyka HTML, XHTML
ci WML, cozˇ je velmi vy´hodne´ pro tvorbu webovy´ch aplikac´ı. PHP lze ovsˇem take´ pouzˇ´ıt i
k tvorbeˇ konzolovy´ch a desktopovy´ch aplikac´ı.
Od roku 1994 je PHP jedn´ım z nejpouzˇ´ıvaneˇjˇs´ıch zp˚usobu tvorby dynamicky gen-
erovany´ch WWW stra´nek. Jeho tv˚urce Rasmus Lerdorf jej vytvorˇil pro svou osobn´ı potrˇebu
6
prˇepsa´n´ım z Perlu do jazyka C. Sada skriptu byla vyda´na jesˇte v te´mzˇe roce pod na´zvem
Personal Home Page Tools, zkra´ceneˇ PHP.
Javascript[4]
Javascript je multiplatformn´ı, objektoveˇ orientovany´ skriptovac´ı jazyk, jehozˇ autorem je
Brendan Eich z tehdejˇs´ı spolecˇnosti Netscape. Nyn´ı se zpravidla pouzˇ´ıva´ jako interpretovany´
programovac´ı jazyk pro WWW stra´nky, cˇasto vkla´dany´ prˇ´ımo do HTML ko´du stra´nky. Jeho
syntaxe patrˇ´ı do rodiny jazyk˚u C/C++/Java.
Program v JavaScriptu se obvykle spousˇt´ı azˇ po stazˇen´ı WWW stra´nky z Internetu (tzv.
na strane klienta), na rozd´ıl od ostatn´ıch jiny´ch interpretovany´ch programovac´ıch jazyk˚u
(napr. PHP a ASP), ktere´ se spousˇteˇj´ı na straneˇ serveru jesˇteˇ prˇed stazˇen´ım z Internetu.
Z toho plynou jista´ bezpecˇnostn´ı omezen´ı, JavaScript naprˇ. nemu˚zˇe pracovat se soubory,




Tato kapitola popisuje na´vrh rˇesˇen´ı zada´n´ı, stejneˇ tak rozeb´ıra´ proble´my, ktere´ bylo nutne´
vyrˇesˇit prˇed samotny´m zapocˇet´ım implementacˇn´ı fa´ze te´to pra´ce.
2.1 Sloucˇen´ı skriptovac´ıho jazyka a graficke´ho engine
Ota´zka spojen´ı skriptovac´ıho jazyka spolecˇneˇ s graficky´m enginem je hlavn´ım prˇedmeˇtem
te´to pra´ce. Nab´ız´ı se neˇkolik mozˇny´ch postupu, jak tohoto t´ızˇene´ho vy´sledku doc´ılit:
1. vybrat graficky´ engine napsany´ v kompilovane´m jazyce a rozsˇ´ıˇrit ho o vlastn´ı imple-
mentaci skriptovac´ıho pseudojazyka,
2. vybrat graficky´ engine napsany´ v kompilovane´m jazyce a prˇi sestavova´n´ı prˇilinkovat
neˇktery´ z interpret˚u skriptovac´ıho jazyka,
3. vybrat graficky´ engine napsany´ v kompilovane´m jazyce, ktery´ interneˇ obsahuje skrip-
tovac´ı jazyk,
4. vybrat graficky´ engine napsany´ v kompilovane´m jazyce a pouzˇ´ıt obal, ktery´ zprˇ´ıstupn´ı
rozhran´ı ve zvolene´m skriptovac´ım jazyce, a
5. vybrat graficky´ engine napsany´ prˇ´ımo ve zvolene´m skriptovac´ım jazyce.
Z vy´sˇe uvedeny´ch mozˇnost´ı byla vybra´na varianta kompilovane´ho graficke´ho engine
s pouzˇit´ım obalu, ktery´ umozˇn´ı vyuzˇit´ı vsˇech mozˇnost´ı tohoto engine prˇ´ımo ze skriptovac´ıho
jazyka. Podrobneˇjˇs´ı rozbor, ktery´ take´ vedl k tomuto za´veˇru je popsa´n v na´sleduj´ıc´ıch
podsekc´ıch.
2.1.1 Kompilovany´ graficky´ engine s vlastn´ım skriptovac´ım jazykem
Prvn´ı mozˇnost znacˇneˇ prˇesahuje ra´mec te´to pra´ce a za´rovenˇ by vedla ke znacˇne´mu omezen´ı
konstrukc´ı ve skriptovac´ım jazyce. Nadruhou stranu by se toto rˇesˇen´ı vyznacˇovalo vysoky´m
zobrazovac´ım, ale i skriptovac´ım vy´konem1. Demonstracˇn´ı aplikace by byla kompletneˇ nap-
sana´ v kompilovane´m jazyce, ktera´ by vyuzˇ´ıvala knihoven graficke´ho engine a GUI (viz.
obr. 2.1).
1Vzhledem k faktu, zˇe by skriptovac´ı jazyk byl napsa´n autorem, vy´kon by byl ovlivneˇn kvalitou lexika´ln´ıho
a se´manticke´ho analyza´toru a samotne´ho prova´deˇcˇe ko´du. Prˇesto ale obecneˇ lze ocˇeka´vat, zˇe vy´kon by byl
vysˇsˇ´ı nezˇ u komplexn´ıho skriptovac´ıho jazyka.
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Obra´zek 2.1: Sche´ma kompilovane´ho graficke´ho engine s vlastn´ım skriptovac´ım jazykem
2.1.2 Kompilovany´ graficky´ engine s prˇilinkovany´m interpretrem skrip-
tovac´ıho jazyka
Tato mozˇnost prakticky pouze rozsˇiˇruje variantu v prˇedchoz´ı sekci. Odstranˇuje jej´ı hlavn´ı
nedostatek a to je robustnost skriptovac´ıho jazyka. Velkou nevy´hodou pak mu˚zˇe by´t kom-
plikovana´ a neˇkdy i nemozˇna´ komunikace mezi graficky´m enginem a skriptovac´ım jazykem,
tzn. konverze typ˚u, vola´n´ı funkc´ı, rˇesˇen´ı vyj´ımek apod (viz. obr. 2.2).
Obra´zek 2.2: Sche´ma kompilovane´ho graficke´ho engine s prˇilinkovany´m interpretrem skrip-
tovac´ıho jazyka
2.1.3 Kompilovany´ graficky´ engine obsahuj´ıc´ı skriptovac´ı jazyk
Existuje neprˇeberne´ mnozˇstv´ı graficky´ch engin˚u, ktere´ v sobeˇ jizˇ obsahuj´ı a podporuj´ı jeden
ze skriptovac´ıch jazyk˚u, at’ uzˇ se jedna o typicky´ jazyk Lua, nebo take´ Python, TCL, Basic,
nebo specificky´ pro dany´ engine. Tento zp˚usob rˇesˇen´ı nen´ı mozˇny´ hlavneˇ z toho d˚uvodu, zˇe
samotne´ propojen´ı figuruje jako hlavn´ı u´kol te´to pra´ce, ale take´ proto, zˇe mnohdy skriptovac´ı
jazyk vlozˇeny´ do graficke´ho engine omezuje uzˇivatele, ktery´ je pak nucen zada´vat prˇ´ıkazy
operuj´ıc´ı pouze nad graficky´m enginem a je nemozˇne´ jaky´mkoliv zp˚usobem toto rozhran´ı
v budoucnu uzˇivatelem rozsˇ´ıˇrit (viz. obr. 2.3).
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Vy´hodou pak zpravidla by´va´ fakt, zˇe skriptovac´ı jazyk komletneˇ (anebo z veˇtsˇ´ı cˇa´sti)
implementuje vesˇkere´ graficke´ funkce na n´ızke´ u´rovni.
Obra´zek 2.3: Sche´ma kompilovane´ho graficke´ho engine obsahuj´ıc´ı skriptovac´ı jazyk
2.1.4 Skriptovac´ı obal nad kompilovany´m graficky´m enginem
Tato varianta by´va´ z drtive´ veˇtsˇiny vytva´rˇena a udrzˇova´na komunitou lid´ı, ktera´ se vytvorˇila
kolem popula´rn´ıho graficke´ho engine, maj´ıc´ı v oblibeˇ jiny´ programovac´ı jazyk, v tomto
prˇ´ıpadeˇ jazyk skriptovac´ı, nezˇ v jake´m je dany´ engine napsany´. V jednoduchosti jde o vytvo-
rˇen´ı obalu (oznacˇovane´ho neˇkdy jako port nebo wrapper) kolem API publikuj´ıc´ı enginem
(viz. obr. 2.4).
Hlavn´ım u´kolem tohoto obalu je poskytnut´ı API v c´ılove´m programovac´ım jazyce, prˇes
ktere´ bude docha´zet k vola´n´ı origina´ln´ıho API graficke´ho engine. Z toho take´ vyply´va´
nutnost rˇesˇit konverze argument˚u, na´vratovy´ch hodnot, trˇ´ıd a instanc´ı trˇ´ıd, zpeˇtna´ vola´n´ı, a
dalˇs´ı. Vsˇechno ale rˇesˇ´ı tento obal a z pohledu skriptovac´ıho jazyka se vsˇe jev´ı transparentneˇ.
Je d˚ulezˇite´ take´ uveˇst, zˇe neˇkdy vy´sledne´ API obalu neodpov´ıda´ p˚uvodn´ımu API graficke´ho
engine. Du˚vody veˇtsˇinou vycha´z´ı z rozd´ılnosti kompilovne´ho a skriptovac´ıho jazyka, jako
naprˇ´ıklad syntakticke´ nebo se´manticke´ omezen´ı, mozˇnost prˇ´ıveˇtiveˇjˇs´ıho za´pisu v jednom
z jazyk˚u, apod. Dalo by se ale rˇici, zˇe veˇtsˇinou vy´voja´rˇi obalu se snazˇ´ı dodrzˇet jednotne´
rozhran´ı, hlavneˇ kv˚uli jednoduchosti obalu a jednotne´ dokumentace.
Obra´zek 2.4: Sche´ma kompilovane´ho graficke´ho engine s obalem pro skriptovac´ı jazyk
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2.1.5 Skriptovac´ı graficky´ engine
Posledn´ı zde uvedena´ mozˇnost je pouzˇ´ıt graficky´ engine, ktery´ je jizˇ implementova´n ve skrip-
tovac´ım jazyce. Pro svoji funkci vyuzˇ´ıva´ neˇkterou ze standarn´ıch nizkou´rovnˇovy´ch zo-
brazovac´ıch knihoven2. Z prˇedchoz´ıch veˇt je patrne´, zˇe hlavn´ı nevy´hoda bude vy´konnost
samotne´ho graficke´ho engine, naopak integrace skriptovac´ıho jazyka do graficke´ho engine
je vyrˇesˇena samotny´m na´vrhem (viz. obr. 2.5).
Obra´zek 2.5: Sche´ma skriptovac´ıho graficke´ho engine
2.2 Python
Ze sekce 1.2.1 je patrne´, zˇe dnesˇn´ı doba nab´ız´ı neprˇeberne´ mnozˇstv´ı kvalitn´ıch skriptovac´ıch
jazyk˚u. Prˇesto byl vybra´n jazyk Python, ktery´ nab´ız´ı vy´hod:
• je snadne´ se ho naucˇit – nezkusˇeny´ uzˇivatel nebude muset stra´vit dny a ty´dny ucˇen´ım
syntaxe jazyka, pro za´kladn´ı ovla´da´n´ı postacˇ´ı beˇzˇna´ znalost objektoveˇ orientovane´ho
programova´n´ı a elementa´rn´ı poveˇdomı´ o syntaxi Pythonu,
• vysoka´ u´roveˇnˇ programova´n´ı v Pythonu prˇedurcˇuje, zˇe implementace demonstracˇn´ı
aplikace bude prˇehledna´ a tedy snadno pochopitelna´ jak pro budouc´ı rozsˇ´ıˇren´ı samotne´
aplikace, tak i pro implementaci rozsˇ´ıˇren´ı programove´ho rozhran´ı, a
• obrovska´ komunita a neprˇeberne´ mnozˇstv´ı bal´ıcˇk˚u pro Python zasahuje do jake´hokoliv
odveˇtv´ı Informatiky, ale hlavneˇ v kontextu te´to pra´ce nalezen´ı kvalitn´ıho graficke´ho
enginu, pro ktery´ existuje obal pro Python, nebude nemozˇne´.
Prˇestozˇe pouzˇit´ı jazyka Python ma´ mnoho vy´hod, bylo nutne´ jesˇteˇ vyrˇesˇit neˇkolik kom-
plikac´ı s t´ım spojeny´ch. Tyto proble´my jsou detailneˇji popsa´ny v na´sleduj´ıc´ıch podsekc´ıch.
Lincence jazyka Python je GNU GPL.
2.2.1 IPython
Samotny´ Python nab´ız´ı interaktivn´ı interpret, ktery´ ale nenab´ız´ı vysoke´ pohodl´ı pro uzˇivatele.
Bylo tedy vhodneˇjˇs´ı pouzˇ´ıt rozsˇ´ıˇren´ı tohoto interpretu a t´ım je IPython. IPython nab´ız´ı
2Jedna´ se zpravidla o knihovny poskytuj´ıc´ı elementa´rn´ı graficke´ operace pro dany´ operacˇn´ı syste´m, ktere´
nelze prohla´sit jako plnohodnotny´ graficky´ engine v kontextu, v jake´m pojedna´va´ tato pra´ce.
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krom barevne´ho zvy´raznˇova´n´ı syntaxe take´ mozˇnosti historie zadany´ch prˇ´ıkaz˚u, doplnˇova´n´ı
textu pomoc´ı kla´vesy Tab, forma´tova´n´ı datovy´ch struktur a traceback˚u, a dalˇs´ı (viz. obr.
2.6).
Tento rozsˇiˇruj´ıc´ı bal´ık je volneˇ dostupny pod licenci BSD.
Obra´zek 2.6: Porovna´n´ı vzhledu implicitn´ı interaktivn´ı konzole Pythonu a konzole IPythonu
2.2.2 Python-OGRE
Du˚lezˇity´m krokem bylo zvolen´ı vhodne´ho graficke´ho enginu pro jazyk Python. OGRE ob-
sahuje mnoho skveˇly´ch vlastnost´ı, ale hlavneˇ je obklopen komunitou, ktera´ vytvorˇila obal
pro Python pomoc´ı Boost.Python.
Lincence Python-Ogre je GNU LGPL.
2.2.3 PyGTK
Pro vytvorˇen´ı demonstracˇn´ı aplikace bylo zapotrˇeb´ı pouzˇit´ı jednoho z GUI. Pro Python
je udrzˇova´no neˇkolik teˇchto knihoven, jako naprˇ´ıklad Tk, Qt, WxWidgets, nebo GTK+.
Zvolen´ı GUI nehraje prˇ´ıliˇs velkou roli, bylo ale nutne´ oveˇrˇit, zˇe je mozˇne´ vlozˇit vy´stup
graficke´ho enginu do jedne´ komponenty v hlavn´ım okneˇ aplikace. Bylo zvoleno GUI PyGTK.
Take´ bylo zapotrˇeb´ı nale´zt zp˚usob vlozˇen´ı iterpretu IPython do komponenty v GTK+.
K tomuto u´cˇelu je mozˇne´ pouzˇ´ıt modul ipython view, ktery´ spojuje vlastnoti IPythonu a
GTK+ komponenety TextView.




Tato kapitola pojedna´va´ o samotne´ implementaci demonstracˇn´ı aplikace. Vy´cha´z´ı z imple-
mentacˇn´ı analy´zy popsane´ v kapitole 2 a uva´d´ı zde konkre´tn´ı vy´sledky na´vrhu, jako jsou
datove´ struktury a algoritmy.
Po spusˇteˇn´ı aplikace se nejprve zinicializuje uzˇivatelske´ rozhran´ı, dojde k nacˇten´ı strukury
splash okna a jeho zobrazen´ı. Pote´ se nacˇte rozvrzˇen´ı hlavn´ıho okna a provede se jeho
za´kladn´ı nastaven´ı – vyplneˇn´ı sloupc˚u a skupin v seznamu objekt˚u, spusˇteˇn´ı a nastaven´ı vzh-
ledu konzoly pro ovla´da´n´ı a na´poveˇdy, a take´ nastaven´ı cˇasovacˇe pro pravidelne´ vykreslova´n´ı
renderovane´ sce´ny do komponenty. Jakmile je hlavn´ı okno nastaveno, docha´z´ı k inicial-
izaci rozhran´ı Python-Ogre. To se skla´da´ z nastaven´ı vykreslovac´ıho okna do komponenty
hlavn´ıho okna, nacˇten´ı za´kladn´ıch zdroj˚u1, nastaven´ı manazˇe´ru sce´ny, vytvorˇen´ı implicitn´ı
kamery, zalozˇen´ı zobrazovac´ıho za´beˇru a vytvorˇen´ı orientacˇn´ı mrˇ´ızˇky ve sce´neˇ.
Po u´speˇsˇne´ inicializaci vsˇech teˇchto krok˚u docha´z´ı k prˇipojen´ı programove´ho rozhran´ı
skriptovac´ıho jazyka. Na´sledneˇ je pak splash okno zrusˇeno a zobraz´ı se jizˇ nastavene´ hlavn´ı
okno. Da´le je pak rˇ´ızen´ı prˇeda´no hlavn´ı smycˇce PyGTK a aplikace je pouze rˇ´ızena uda´lostmi
na´sta´vaj´ıc´ı od akc´ı uzˇivatele, ktere´ jsou rˇesˇeny zpeˇtny´m vola´n´ım do aplikace.
Cela´ zmı´neˇna´ funkcˇnost aplikace je zapouzdrˇena do instance trˇ´ıdy Py3D (viz. obr. 3.1).
Obra´zek 3.1: Sche´ma hlavn´ıch kompoment a jej´ıch vza´jemna´ komunikace
1Zde se jedna´ o zdroje pro renderovac´ı syste´m, cozˇ zahrnuje textury, materialy, modely, atd.
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3.1 Uzˇivatelske´ rozhran´ı
Jak jizˇ bylo uvedeno, prˇi implementaci bylo pouzˇito GUI rozhran´ı GTK+ s pouzˇit´ım
obalu PyGTK urcˇene´m pro skriptovac´ı jazyk Python. Rozvrzˇen´ı vesˇkery´ch graficky´ch prvk˚u
v oknech bylo provedeno pomoc´ı na´stroje Glade, ktery´ by´va´ soucˇa´st´ı vy´vojove´ho bal´ıku
GTK+.
Demonstracˇn´ı aplikace obsahuje celkoveˇ trˇi okna – splash, about, a hlavn´ı okno. Okna
splash a about maj´ı pouze informacˇn´ı charakter bez jake´koliv funkcionality, a proto v ra´mci
te´to sekce jizˇ bude rozeb´ıra´no pouze hlavn´ı okno aplikace. Toto okno bylo rozdeˇleno na cˇtyrˇi
oblasti (viz. obr. 3.2):
• vykreslovac´ı plocha,
• seznam objekt˚u ve sce´neˇ,
• konzola skriptovac´ıho jazyka, a
• na´poveˇda k rozhran´ı.
Obra´zek 3.2: Hlavn´ı okno demonstracˇn´ı aplikace
3.1.1 Vykreslovac´ı plocha
Vykreslovac´ı plocha je z pohledu GTK+ komponenta typu GtkDrawingArea, ale v ini-
cializaci Python-Ogre je specifikova´n jej´ı handler, ktery´ ji jednoznacˇneˇ urcˇuje jako c´ılove´
zarˇ´ızen´ı, do ktere´ho graficky´ engine bude vykreslovat vyrenderovane´ sn´ımky. Toto je velice
d˚ulezˇite´, nebot’ v te´to fa´zi docha´z´ı k jednostranne´mu spojen´ı graficke´ho engine se skrip-
tovac´ım jazykem. Prˇesneˇji rˇecˇeno, graficky´ engine prˇes svoje knihovny vykresluje sce´nu
do okna aplikace, ktera´ beˇzˇ´ı v interpretu skriptovac´ıho jazyka.
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Vykreslovac´ı plocha za´roveˇnˇ zachyta´va´ uda´losti od mysˇi. Drzˇen´ım leve´ho tlacˇ´ıtka docha´z´ı
k posunu pozice kamery, prˇicˇemzˇ c´ıl z˚usta´va´ na stejne´m mı´steˇ. Tento posun se snazˇ´ı zachovat
sta´vaj´ıc´ı vzda´lenost mezi pozic´ı kamery a c´ılem, cozˇ ve vy´sledku ma´ efekt pohybu kamery
po kouli. Drzˇen´ım prostrˇedn´ıho tlacˇ´ıtka je pohyb pozice kamery a c´ıle totozˇny´, docha´z´ı
tedy k soubeˇzˇne´mu posunu obou bod˚u. Drzˇen´ım prave´ho tlacˇ´ıtka je prova´deˇn pohyb c´ıle
kamery, podobneˇ jak v prvn´ım prˇ´ıpadneˇ kop´ıruj´ıc´ı pomyslnou kouli. Rotova´n´ım kolecˇka
mysˇi docha´z´ı k prˇibl´ızˇen´ı poprˇ. odda´len´ı kamery od c´ıle. Veskere´ pohyby jsou prova´deˇny
v lokaln´ıch sourˇadnicovy´ch osa´ch obou bod˚u.
3.1.2 Seznam objekt˚u
Tato cˇa´st je nemodifikovana´ komponenta GTK+ typu GtkTreeView a jej´ı hlavn´ı u´cˇel je da´t
uzˇivateli prˇehled o objektech obsazˇeny´ch ve sce´neˇ. Vsˇechny objekty jsou vzˇdy rozrˇazeny
do cˇa´st´ı Meshes, Lights, Cameras, nebo Materials a vzˇdy jsou urcˇene´ svy´m jednoznacˇny´m
na´zvem. K vy´pisu objekt˚u se take´ prˇipojuje jejich za´kladn´ı informace (viz. kapitola 4).
Rˇ´ızen´ı obsahu tohoto vy´pisu je rˇesˇeno pomoc´ı zpeˇtne´ho vola´n´ı z programove´ho rozhran´ı
a ve vy´j´ımecˇny´ch prˇ´ıpadech i ze samotne´ aplikace. Komponenta reaguje na trˇi akce, popsane´
v na´sleduj´ıc´ıch rˇa´dc´ıch:
• vytvorˇen´ı objektu – k te´to uda´losti docha´z´ı tehdy, kdyzˇ je pomoc´ı programove´ho
rozhran´ı volana´ funkce pro vytvorˇen´ı objektu ve sce´neˇ (at’ uzˇ je jedna´ o jaky´koliv
typ),
• update objektu – uda´lost, kdy dosˇlo ke zmeˇneˇ jake´hokoliv parametru objektu (trans-
formace, linkova´n´ı, nastaven´ı materialu),
• zrusˇen´ı objektu – pokud je v programove´m rozhran´ı vyvola´na funkce pro odstraneˇn´ı
objektu ze sce´ny, je vyvolana´ tato uda´lost.
Komponenta pak reaguje na tyto uda´losti patrˇicˇny´m zp˚usobem, tedy prˇida´n´ım, znovu-
nacˇten´ım, a odebra´n´ım za´znamu. Tato komponenta take´ uchova´va´ odkazy na tyto objekty
vytvorˇene´ pomoc´ı programove´ho rozhran´ı a to proto, aby prˇi vybra´n´ı za´znamu2 byl tento
objekt vyznacˇen ve sce´neˇ jasneˇ ohranicˇuj´ıc´ım boxem.
3.1.3 Konzola
Konzola je pravdeˇpodobneˇ spolu s vykreslovac´ı plochou nejd˚ulezˇitejˇs´ı cˇa´st´ı hlavn´ıho okna.
Po inicializaci se ve spodn´ı cˇa´sti vytvorˇ´ı komponenta IPythonView, ktera´ (cozˇ je d˚ulezˇite´
rˇ´ıci) beˇzˇ´ı ve stejne´m vla´kneˇ jako samotna´ aplikace. Tato komponenta je rozsˇ´ıˇrena´ verze
GTK+ komponenety typu TextView, ktera´ vkla´da´ a rˇ´ıd´ı interaktivn´ı interpret IPython.
Do loka´ln´ıho jmenne´ho prostoru te´to konzoly je pak prˇi inicializaci hlavn´ıho okna prˇida´na in-
stance trˇ´ıdy programove´ho rozhran´ı a take´ instance trˇ´ıd vsˇech rozsˇ´ıˇren´ı. Tuto problematiku
da´le podrobneˇji popisuje sekce 3.2.
Spolecˇneˇ s programovy´m rozhran´ım je zde doc´ıleno opacˇne´ho spojen´ı graficke´ho enginu
se skriptovac´ım jazykem, nezˇ je uvedeno v sekci 3.1.1. Konzola d´ıky programove´mu rozhran´ı
vola´ funkce ovla´daj´ıc´ı graficky´ engine.
2Omezuje se pouze na typy Meshes, Lights.
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3.1.4 Na´poveˇda
Konzola popsa´na v sekci 3.1.3 vyvola´va´ uda´lost stisku kla´vesy na klavesnici, ktera´ je ob-
sluhova´na aplikac´ı. Prˇi te´to uda´losti se vzˇdy prˇecˇte aktua´ln´ı stav prˇ´ıkazove´ho rˇa´dku konzole,
regula´rn´ım vy´razem [a · · · zA · · ·Z0 · · · 9.]+ je z prave´ strany vybra´n rˇeteˇzec, s ktery´m se
pak pracuje podle na´sleduj´ıc´ıho algoritmu:
1. rozdeˇl rˇeteˇzec podle znaku [.],
2. vezmi a odstranˇ z tohoto rozdeˇlen´ı nejleveˇjˇs´ı cˇa´st a zkus ji prˇeve´st na instanci3,
3. pokud byl prˇevod u´speˇsˇny´ a v rozdeˇlen´ı je jesˇteˇ prvek, skocˇ na prˇedchoz´ı bod,
4. pouzˇij vy´sledek posledn´ıho prˇevodu a prˇecˇti docstring4 z instance a nahrad’ j´ım obsah
komponenty Na´poveˇda,
5. pokud se prˇevod alesponˇ jednou nepovedl, vymazˇ obsah komponenty Na´poveˇda.
Je patrne´, zˇe pouzˇ´ıt´ı na´poveˇdy v dokumentacˇn´ıch rˇeteˇzc´ıch bylo nejen vy´hodne´ z hlediska
jednoduchosti implementace, ale hlavneˇ proto, aby uzˇivatel nebyl nucen pouzˇ´ıvat demon-
stracˇn´ı aplikaci s otevrˇenou na´poveˇdou k programove´mu rozhran´ı a take´ ke skriptovac´ımu
jazyku Python. Toto univerza´ln´ı rˇesˇen´ı dovoluje nejen zobrazovat na´poveˇdu k programove´mu
rozhran´ı, ale take´ obecneˇ ke vsˇem instanc´ım, modul˚um a funkc´ım, ktere´ jsou dostupne´
ve jmenne´m prostoru konzole, a tud´ızˇ i pro instance prˇ´ıpadny´ch rozsˇ´ıˇren´ı, ale i standardn´ım
instanc´ım trˇ´ıd jazyka Python.
3.2 Programove´ rozhran´ı
Programove´ rozhran´ı je v tomto prˇ´ıpadeˇ jaka´koliv instance, ktera´ se nacha´z´ı ve jmenne´m
prostoru konzole a dovoluje uzˇivateli prˇes svoje intern´ı struktury prova´deˇt specificky´ ko´d.
Tato obecnost byla navrzˇena proto, aby pokud mozˇno nicˇ´ım neomezovala uzˇivatele a prˇ´ıpadne´
dalˇs´ı rozsˇ´ıˇren´ı aplikace, at’ uzˇ z pohledu vy´voja´rˇe nove´ verze, nebo uzˇivatele, ktery´ si naim-
plementuje rozsˇ´ıˇren´ı sta´vaj´ıc´ı funkcˇnosti.
Demonstracˇn´ı aplikace s sebou prˇina´sˇ´ı za´kladn´ı ovla´da´n´ı sce´ny v podobeˇ prˇedprogramo-
vane´ho rozhran´ı, ktere´ ma´ pevneˇ definovanou cestu a je neoddeˇlitelnou soucˇa´st´ı aplikace.
K jeho prˇipojen´ı do jmenne´ho prostoru konzole docha´z´ı prˇi inicializaci hlavn´ıho okna a
instance je oznacˇena jako scene.
3.2.1 Scene
Trˇ´ıda Scene, jej´ızˇ instance je zmı´neˇna na prˇedcha´zej´ıc´ıch rˇa´dc´ıch, slouzˇ´ı v prvn´ı rˇadeˇ jako
vstupn´ı bod z uzˇivatelske´ho rozhran´ı do rozhran´ı programove´ho, a tedy jako kontejner trˇ´ıd
Meshes, Lights, Cameras a Materials, ale take´ jako prostrˇedn´ık prˇi zpeˇtne´m vola´n´ı mezi
programove´m rozhran´ı a samotne´ aplikace (viz. obr. 3.3).
Trˇ´ıda da´le obsahuje instanci trˇ´ıdy, ktera´ se stara´ o samotny´ beˇh aplikace, pro snadny´
prˇ´ıstup k funkc´ım zpeˇtne´ho vola´n´ı, a funkce clean a cleanAll. Prvn´ı z nich vymazˇe pouze
specifikovane´ typy objekt˚u, druha´ pak kompletneˇ vesˇkere´ objekty ve sce´neˇ5.
3Zde se vyuzˇ´ıva´ jmenny´ prostor konzole (viz. sekce 3.1.3).
4Jedna´ se o dokumentacˇn´ı rˇeteˇzec podporuj´ıc´ı Python. Mu˚zˇe by´t prˇiˇrazen k modulu, instanci a funkci.
5Vy´choz´ı kamera nemu˚zˇe by´t odstraneˇna.
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Obra´zek 3.3: Trˇ´ıda Scheme a jej´ı obsah
3.2.2 EntityContainer
Trˇ´ıda EntityContainer implementuje za´kladn´ı funkcˇnost kontejneru, tedy prˇ´ıda´va´n´ı a odstra-
nˇova´n´ı obsahu, a hlavneˇ objektovy´ prˇ´ıstup k obsahu kontejneru. Tato trˇ´ıda je pak deˇdeˇna
a rozsˇ´ıˇrena pro konktre´tn´ı prˇ´ıpady kontejner˚u.
3.2.3 Movable, MovableWithTarget a Linkable
Trˇ´ıda Movable implementuje za´kladn´ı operace s pohyblivy´m objektem ve sceneˇ. Jedna´ se
o zjiˇsteˇn´ı a nastaven´ı pozice, zapnut´ı a vypnut´ı zobrazen´ı, a standardn´ı informaci, ktera´
se pouzˇ´ıva´ prˇi zobrazen´ı v seznamu objekt˚u (viz. sekce 3.1.2). Tato trˇ´ıda je pak deˇdeˇna
trˇ´ıdami Mesh a Light.
Trˇ´ıdaMovableWithTarget rozsˇiˇruje trˇ´ıduMovable o funkce pracuj´ıc´ı s objektovy´m c´ılem.
Prˇedefinova´va´ take´ objektovu informaci pro seznam objekt˚u. Tato trˇ´ıda je pak deˇdeˇna
trˇ´ıdami Spotlight a Camera.
Trˇ´ıda Linkable implementuje za´kladn´ı operace pro umozˇneˇn´ı spojen´ı dvou i v´ıce objekt˚u
ve sceneˇ. Objekty mohou tvorˇit klasickou stromovou strukturu, kde manipulace s rodicˇem
ovlivnˇuje take´ jeho deˇti. Trˇ´ıda dovoluje vytvorˇen´ı a zrusˇen´ı spojen´ı s rodicˇem, a zjistit
rodicˇe objektu. Tato trˇ´ıda je pak deˇdeˇna trˇ´ıdami Mesh, Light a Camera.
3.2.4 Meshes
Trˇ´ıda Meshes deˇd´ı trˇ´ıdu EntityContainer a rozsˇiˇruje ji o funkce pro vytva´rˇen´ı za´kladn´ıch
primitiv ve sce´neˇ, jako jsou body, navazuj´ıc´ı linky, boxy, koule, plochy, a objekty v pod-
porovane´m forma´tu .mesh (viz. obr. 3.4).
Mesh
Trˇ´ıda Mesh deˇd´ı trˇ´ıdy GenericEntity, Movable a Linkable, a implementuje transformace
rotova´n´ı a zveˇtsˇova´n´ı, da´le pak prˇiˇrazen´ı materialu. Rozsˇiˇruje take´ informace o objektu.
Point, PolyLine, Box, Sphere, Plane, a Object
Tyto trˇ´ıdy deˇd´ı trˇ´ıdu Mesh a typicky jen implementuj´ı vytvorˇen´ı objektu ve sce´neˇ pomoc´ı
Python-Ogre funkc´ı. Trˇ´ıdy drzˇ´ı instance oznacˇovane´ jako entity a node, ktere´ jsou pouzˇ´ıva´ny
graficky´m enginem. V prvn´ım prˇipadeˇ se jedna´ o reprezentaci objektu ve sce´neˇ, v druhe´m
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Obra´zek 3.4: Trˇ´ıda Meshes a jej´ı obsah
pak uzel ve sce´nove´m grafu. Tyto atributy jsou dostupne´ prˇ´ımo z programove´ho rozhran´ı
a je tedy mozˇne´ bez jake´hokoliv rozsˇiˇrova´n´ı aplikace, prˇistupovat k funkc´ım Python-Ogre
nad dany´m objektem prˇes programove´ rozhran´ı. Toto prˇina´sˇ´ı dalˇs´ı volnost pro uzˇivatele,
ale je nutne´ mı´t na pameˇti, zˇe prˇi tomto zp˚usobu mu˚zˇe doj´ıt k desynchronizaci dat mezi
graficky´m enginem a programovy´m rozhran´ım.
3.2.5 Lights
Trˇ´ıda Lights deˇd´ı trˇ´ıdu EntityContainer a rozsˇiˇruje ji o funkce pro vytva´rˇen´ı sveˇtelny´ch
zdroj˚u ve sce´neˇ, konkre´tneˇ omni a spotlight (viz. obr. 3.5).
Light
Trˇ´ıda Light deˇd´ı trˇ´ıdy GenericEntity, Movable a Linkable, a implementuje nastaven´ı barvy
sveˇtla.
Obra´zek 3.5: Trˇ´ıda Lights a jej´ı obsah
Omni a Spotlight
Tyto trˇ´ıdy deˇd´ı trˇ´ıdu Light, pouze Spotlight nav´ıc z ocˇividny´ch d˚uvodu jesteˇ trˇ´ıdu Movable-
WithTarget. Podobneˇ jako v sekci 3.2.4 je i zde implementace vytva´rˇen´ı samotny´ch objekt˚u,
stejneˇtak pouzˇit´ı atribut˚u entity a node. U Spotlight je jesˇteˇ nav´ıc atribut targetNode.
3.2.6 Cameras
Trˇ´ıda Cameras deˇd´ı trˇ´ıdu EntityContainer a rozsˇiˇruje ji o funkci pro vytvorˇen´ı kamery
ve sce´neˇ (viz. obr. 3.6).
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Camera
Trˇ´ıda Camera deˇd´ı trˇ´ıdy GenericEntity, MovableWithTarget a Linkable, a implementuje
vytvorˇen´ı a zrusˇen´ı objektu typu kamera a funkci activate, ktera´ tuto kameru nastav´ı
v aplikaci jako aktivn´ı (z aktua´ln´ı kamery se prˇepne zobrazen´ı na pra´veˇ aktivovanou).
Obra´zek 3.6: Trˇ´ıda Cameras a jej´ı obsah
3.2.7 Materials
Trˇ´ıda Materials deˇd´ı trˇ´ıdu EntityContainer a rozsˇiˇruje ji o funkce pro vytva´rˇen´ı materia´l˚u
ve sce´neˇ, konkre´tneˇ konstantn´ı barvy a textury (viz. obr. 3.7).
Material
Trˇ´ıda Material deˇd´ı trˇ´ıdu GenericEntity a pouze rozsˇiˇruje informaci o objektu.
Obra´zek 3.7: Trˇ´ıda Materials a jej´ı obsah
MaterialColor a MaterialTexture
Tyto trˇ´ıdy deˇd´ı trˇ´ıduMaterial a implementuj´ı vytvorˇen´ı materia´lu ve sce´neˇ a v prˇ´ıpadeˇMa-
terialTexture spra´vne´ nacˇten´ı textury do zdroj˚u graficke´ho engine. Na rozd´ıl od prˇedchoz´ıch
trˇ´ıd neobsahuj´ı atributy entity a node, ale pouze atribut material, ktery´ opeˇt vyuzˇ´ıva´
graficky´ engine.
3.3 Rozsˇ´ıˇren´ı programove´ho rozhran´ı
Kromeˇ za´kladn´ıho pevneˇ definovane´ho programove´ho rozhran´ı byla implementova´na mozˇnost
prˇipojit do jmenne´ho prostoru konzoly dalˇs´ı mozˇne´ vstupn´ı body rozsˇ´ıˇren´ı tohoto rozhran´ı.
Nejenzˇe je mozˇne´ implementovat rozsˇiˇruj´ıc´ı vlastnost, ktera´ v za´kladn´ı verzi chyb´ı, je ale i
mozˇne´ prˇedefinovat jizˇ sta´vaj´ıc´ı rozhran´ı a to vcˇetneˇ p˚uvodn´ı verze scene (viz. obr. 3.8).
V pr˚ubeˇhu inicializace hlavn´ıho okna docha´z´ı k prohleda´va´n´ı adresa´rˇe extensions a
vesˇkere´ moduly Pythonu jsou importova´ny do beˇzˇ´ıc´ı aplikace. Pokud je v modulu obsazˇena
funkce register, docha´z´ı k jej´ımu zavola´n´ı. Funkce vrac´ı jme´no promeˇnne´, pod kterou bude
identifikovatelna´ ve jmenne´m prostoru konzole a instanci objektu, ktery´ bude pod t´ımto
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jme´nem figurovat. Pokud modul neobsahuje funci register, je modul odstraneˇn z naim-
portovany´ch modul˚u a da´le se za beˇhu aplikace nepouzˇije.




Tato kapitola obsahuje informace o demonstracˇn´ı aplikaci, jej´ı ovla´da´n´ı a mozˇnosti rozsˇ´ıˇren´ı
o dalˇs´ı funkce, ale take´ podklady potrˇebne´ k sestaven´ı a instalaci demonstracˇn´ı aplikace.
4.1 Aplikace Py3D
Demonstracˇn´ı aplikace byla pracovneˇ nazva´na Py3D, d˚uvodem je evokova´n´ı dojmu spojen´ı
skriptovac´ıho jazyka Python s 3D graficky´m enginem, cozˇ je jej´ım hlavn´ım u´cˇelem.
4.2 Sestaven´ı
Prˇestozˇe, jak jizˇ bylo zmı´neˇno, je demonstracˇn´ı aplikace napsa´na ve skriptovac´ım jazyce
Python a tud´ızˇ je mozˇne´ ji spousˇteˇt prˇ´ımo ze zdrojovy´ch soubor˚u, byla prˇida´na mozˇnost
vytvorˇen´ı instalacˇn´ıho bal´ıcˇku, ktery´ je pote´ neza´visly´ na ostatn´ıch komponenta´ch. Tento
zp˚usob je velice vhodny´ v teˇch prˇ´ıpadech, kdy nechceme uzˇivatele nutit k instalaci mnoha
bal´ıcˇk˚u, ktere´ mohou by´t potrˇebne´ pouze ke spousˇteˇn´ı samotne´ demonstracˇn´ı aplikace a
za jiny´ch okolnost´ı je uzˇivatel nevyuzˇije.
Samotne´ sestaven´ı je podporova´no pouze pro syste´my Microsoft Windows a vyzˇaduje
na´sleduj´ıc´ı komponenty trˇet´ıch stran:
• Python, verze 2.5,
• Python-Ogre, verze 1.1,
• GTK runtime, verze 2.10,
• PyGTK, verze 2.10,
• PyCairo, verze 1.2,
• PyGObject, verze 2.12,
• IPython, verze 0.8,
• py2exe, verze 0.6, a
• Inno Setup, veze 5.2.




Tato podsekce popisuje postup sestaven´ı, kde t´ızˇeny´ vy´sledek je samoinstalacˇn´ı bal´ıcˇek
demonstracˇn´ı aplikace pro Microsoft Windows. Cela´ procedura lze popsat v na´sleduj´ıc´ıch
kroc´ıch:
1. instalace za´vislost´ı popsane´ v sekci 4.2,
2. vytvorˇen´ı kopie adresa´rˇe se zdrojovy´mi soubory do zapisovatelne´ cˇa´sti disku1,
3. zmeˇna aktua´ln´ıho adresa´rˇe do korˇene zdrojovy´ch soubor˚u,
4. spusˇteˇn´ı prˇ´ıkazu:
setup.py py2exe
5. spusˇteˇn´ı aplikace Inno Setup a nacˇteˇn´ı setup.iss – konfiguracˇn´ıho souboru, ktery´ je
umı´steˇn v korˇenu zdrojovy´ch soubor˚u, a
6. vyvola´n´ı prˇikazu Build – Compile z hlavn´ıho menu aplikace Inno Setup.
Tento postup nejprve vytvorˇ´ı adresar build, kde vlozˇ´ı zkompilovane´ moduly Pythonu,
ktere´ demonstracˇn´ı aplikace pouzˇ´ıva´. Na´sledneˇ pak do adresa´rˇe dist vytvorˇ´ı spousˇteˇc´ı
soubor py3d.exe a vsˇechny dynamicky linkovane´ knihovny. Zkompilovane´ moduly Pythonu
se pak zabal´ı do arch´ıvu library.zip. Na za´veˇr se nakop´ıruj´ı datove´ soubory specifikovane´
v setup.py, ktere´ jsou soucˇa´st´ı aplikace a jsou vyzˇadovane´ pro jej´ı bezproble´movy´ beˇh. Je
nutne´ rˇ´ıci, zˇe ve sve´ podstateˇ nedocha´z´ı ke kompilaci modul˚u Pythonu do spustitelne´ho
souboru, naopak jsou moduly pouze zkompilova´ny do byteko´du stejneˇ tak, jako prˇi beˇzˇne´m
spousˇteˇn´ı interpretrem prˇ´ımo ze zdrojovy´ch soubor˚u. Lze tedy ocˇeka´vat, zˇe tento postup
neprˇinese zˇa´dne´ vy´konnostn´ı zrychlen´ı aplikace.
Pro zabalen´ı zkopilovane´ aplikace do instalacˇn´ıho bal´ıcˇku se pouzˇ´ıje software Inno Setup,
jehozˇ vy´sledkem je pak soubor Py3D X.X.exe2, ktery´ figuruje jako instalacˇn´ı pr˚uvodce, ktery´
je typicky´ pro tento operacˇn´ı syste´m.
4.3 Instalace
4.3.1 Hardwarove´ pozˇadavky
Pozˇadavky na konfiguraci pocˇ´ıtacˇe:
• beˇzˇny´ osobn´ı pocˇ´ıtacˇ dnesˇn´ı doby,
• Microsoft Windows XP s instalac´ı DirectX,
• prˇiblizˇneˇ 100MB volne´ho mı´sta na disku, a
• akcelerovanou grafickou kartu kompatibiln´ı s DirectX verze 9.
1Prˇedpokla´da´ se, zˇe zdrojove´ soubory jsou umı´steˇny na CD, ktere´ je prˇilozˇeno k te´to zpra´veˇ.
2Konstrukce X.X zastupuje verzi demonstracˇn´ı aplikace.
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4.3.2 Instalace aplikace
Prˇi pouzˇit´ı postupu uvedene´ho v sekci 4.2.1 je instalace demonstracˇn´ı aplikace omezena
pouze na spusˇteˇn´ı instalacˇn´ıho bal´ıku a na´sledova´n´ı pr˚uvodce v neˇm obsazˇene´ho. Spousˇteˇn´ı
samotne´ aplikace se pak prova´n´ı pomoc´ı za´stupce v nab´ıdce Start, nebo pomoc´ı spustitelne´ho
souboru py3d.exe v c´ılove´m adresa´rˇi instalace.
Pokud ale bude pozˇadavek spousˇteˇt demonstracˇn´ı aplikaci prˇ´ımo ze zdrojovy´ch soubor˚u,
je nutne´ nejprve nainstalovat vesˇkere´ za´vislosti uvedene´ v sekci 4.2. Aplikace se pak spousˇt´ı
pomoc´ı skriptu py3d.py, ktery´ je prova´deˇn nainstalovany´m interpretem Pythonu.
4.3.3 Odinstalova´n´ı aplikace
Odinstalova´n´ı lze prove´st pomoc´ı na´stoj˚u syste´mu pro odeb´ıra´n´ı programu˚ (Ovla´dac´ı panely
– Prˇidat nebo odebrat programy) nebo lze uzˇ´ıt i za´stupce pro odinstalova´n´ı.
4.4 Ovla´da´n´ı
Tato sekce obsahuje popis ovla´da´n´ı jak samotne´ho uzˇivatelske´ho rozhran´ı, tak i rozhran´ı
programove´ho.
4.4.1 Uzˇivatelske´ rozhran´ı
Ovla´da´n´ı uzˇivatelske´ho rozhran´ı se d´ıky jednoduchosti aplikace omezuje pouze na ovla´da´n´ı
hlavn´ıho okna. Ovla´da´n´ı vykreslovac´ı plochy bylo podrobneˇ uvedeno v sekci 3.1.1, stejneˇ
tak ovla´da´n´ı seznamu objekt˚u v sekci 3.1.2.
4.4.2 Programove´ rozhran´ı
Tato podsekce popisuje programove´ rozhran´ı, ktere´ je soucˇa´st´ı implementace demonstracˇn´ı
aplikace, a nen´ı da´le prˇedefinova´no zˇa´dnou z rozsˇ´ıˇren´ı. Tato sekce prˇedpokla´da´, zˇe cˇtena´rˇ
ovla´da´ principy objektoveˇ orientovane´ho programova´n´ı a je sezna´men se syntax´ı jazyka
Python.
Do lokaln´ıho jmenne´ho prostoru konzole se po zinicializova´n´ı graficke´ho rozhran´ı vlozˇ´ı
dveˇ trˇ´ıdy vector a color, jedna instance scene, a jeden modul ogre.
Trˇ´ıda vector
Trˇ´ıda vector slouzˇ´ı k definici vektoru v trojrozmeˇrne´m prostoru sce´ny. Tato trˇ´ıda slouzˇ´ı
zpravidla k zada´va´n´ı vektoru prˇi manipulaci s objektem ve sce´neˇ. Tato trˇ´ıda je pouze alias
na intern´ı trˇ´ıdu vektoru graficke´ho engine z d˚uvodu jednoduchosti prˇi zada´van´ı hodnot
v konzole.
Trˇ´ıda color
Trˇ´ıda color slouzˇ´ı k definici barvy u jednobarevne´m materialu a podobneˇ jako vector je
pouze aliasem na odpov´ıdaj´ıc´ı trˇ´ıdu v graficke´m engine.
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Instance scene
Jak bylo podrobneˇji vysveˇtleno v sekci 3.2, obsahuje jmenny´ prostor konzole instanci trˇ´ıdy
Scene, ktera´ implementuje vesˇkere´ standarn´ı programove´ rozhran´ı demonstracˇn´ı aplikace.
Instance scene obsahuje:
• instance:
– meshes – sdruzˇuje objekty typu Mesh,
– lights – sdruzˇuje objekty typu Light,
– cameras – sdruzˇuje objekty typu Camera,
– materials – sdruzˇuje objekty typu Material,
• funkce:
– clean(meshes, lights, cameras, material) – smazˇe specifikovany´ (nastave-
n´ım prˇ´ıslusˇne´ hodnoty na True) typ objekt˚u,
– cleanAll() – smazˇe vsˇechny objekty ze sce´ny kromeˇ implicitn´ı kamery.
Instance meshes obsahuje:
• instance na´zvu dle zada´n´ı – konkre´tn´ı typy pro bod, spojena´ cˇa´ra, box, koule, plocha
a nacˇteny´ objekt,
• funkce:
– createPoint(identifier, material, position) – vytvorˇ´ı bod identifikovany´
parametrem identifier, s nastaveny´m materia´lem material na pozici position,
– createPolyLine(identifier, material, points, position) – vytvorˇ´ı spo-
jene´ cˇa´ry identifikovane´ parametrem identifier, s nastaveny´m materia´lem material
na pozici position. Body urcˇene´ polem points jsou orientova´ny vzhledem
k pozici objektu,
– createBox(identifier, material, position) – vytvorˇ´ı box 100× 100× 100
bod˚u identifikovany´ parametrem identifier, s nastaveny´m materia´lem material
na pozici position,
– createSphere(identifier, material, position) – vytvorˇ´ı kouli polomeˇru
100 bod˚u identifikovanou parametrem identifier, s nastaveny´m materia´lem
material na pozici position,
– createPlane(identifier, material, position) – vytvorˇ´ı plochu 100 × 100
bod˚u identifikovanou parametrem identifier, s nastaveny´m materia´lem material
na pozici position,
– createObject(identifier, filename, material, position) – vytvorˇ´ı ob-
jekt nacˇten´ım ze souboru filename identifikovany´ parametrem identifier,
s nastaveny´m materia´lem material na pozici position.
Instance lights obsahuje:
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• instance na´zvu dle zada´n´ı – konkre´tn´ı typy pro omni a spotlight,
• funkce:
– createOmni(identifier, position) – vytvorˇ´ı sveˇtelny´ bod identifikovany´ para-
metrem identifier, na pozici position,
– createSpotlight(identifier, position, target) – vytvorˇ´ı sveˇtelny´ kuzˇel
identifikovany´ parametrem identifier, na pozici position, sv´ıt´ıc´ı do bodu
target.
Instance cameras obsahuje:
• instance na´zvu dle zada´n´ı – trˇ´ıdy Camera,
• funkce:
– createCamera(identifier, position, target) – vytvorˇ´ı kameru identifiko-
vanou parametrem identifier, na pozici position, natocˇenou do bodu target.
Instance materials obsahuje:
• instance na´zvu dle zada´n´ı – konkre´tn´ı typy pro barvu a texturu,
• funkce:
– createColor(identifier, color) – vytvorˇ´ı materia´l identifikovany´ parame-
trem identifier, s nastavenou barvou color,
– createTexture(identifier, filename) – vytvorˇ´ı materia´l identifikovany´ para-
metrem identifier, s nastavenou texturou texture.
Instance trˇ´ıd deˇd´ıc´ı Movable obsahuje funkce:
• disable() – skryje objekt ve sce´neˇ,
• enable() – zobraz´ı object ve sce´neˇ,
• getPosition() – vra´t´ı pozici objektu v prostoru,
• setPosition(position) – nastav´ı pozici position objektu v prostoru.
Instance trˇ´ıd deˇd´ıc´ı MovableWithTarget obsahuje funkce:
• getTargetPosition() – vra´t´ı pozici c´ıle objektu v prostoru,
• setTargetPosition(position) – nastav´ı pozici position c´ıle objektu v prostoru.
Instance trˇ´ıd deˇd´ıc´ı Linkable obsahuje funkce:
• getParent() – vra´t´ı rodicˇe objektu nebo None,
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• link(parent) – vytvorˇ´ı spojen´ı s rodicˇem parent,
• unlink() – zrusˇ´ı spojen´ı s rodicˇem.
Instance trˇ´ıd deˇd´ıc´ı Mesh obsahuje funkce:
• getMaterial() – vra´t´ı material objektu,
• setMaterial(material) – nastav´ı objektu materia´l material,
• getRotation() – vra´t´ı rotaci objektu v prostoru,
• setRotation(orientation) – zmeˇn´ı rotaci objektu podle orientation,
• getScale() – vra´t´ı zveˇtsˇen´ı objektu,
• setScale(dimention) – zmeˇn´ı zveˇtsˇen´ı objektu podle dimention.
Instance trˇ´ıd deˇd´ıc´ı Light obsahuje funkce:
• setLightColor(color) – nastav´ı barvu sveˇtla na color.
Instance trˇ´ıdy Camera obsahuje funkce:
• activate() – nastav´ı kameru jako aktivn´ı (vykreslova´n´ı bude prob´ıhat z noveˇ nas-
tavene´ kamery).
Pozna´mka:
Funkce setPosition, setRotation, a setScalemaj´ı jesˇteˇ variantu setPositionRelative,
setRotationRelative, a setScaleRelative, kde docha´z´ı k relativn´ı transformaci.
Modul ogre
Modul ogre je vlozˇen do jmenne´ho prostoru konzole proto, aby umozˇnil uzˇivateli dalˇs´ı
prostor pro experimenty na nizˇsˇ´ı u´rovni, prˇesneˇji rˇecˇeno na u´rovni obalu graficke´ho engine.
4.5 Rozsˇ´ıˇren´ı
Rozsˇ´ıˇruj´ıc´ı moduly se ukla´da´j´ı do adresa´rˇe extentions a mus´ı obsahovat metodu
register(application), ktera´ vrac´ı dvojici jme´no, instance, kde jme´no urcˇuje na´zev
ve jmenne´m prostoru konzole a instance je pak hodnota figuruj´ıc´ı za t´ımto na´zvem. Na im-




C´ılem te´to pra´ce bylo navrhnout a realizovat rˇesˇen´ı pro spojen´ı graficke´ho enginu spolecˇneˇ
se skriptovac´ım jazykem. Prˇestozˇe bylo mozˇne´ zpracovat tento u´kol mnoha zp˚usoby, byla
vybra´na nejen jedna z nejvhodneˇjˇs´ıch kombinac´ı na´stroj˚u, ale take´ na´vrh a implementace
doc´ılila toho, zˇe vy´sledna´ demonstracˇn´ı aplikace je snadno ovladatelna´ a rozsˇ´ıˇritelna´ bez
jake´hokoliv za´sahu do ko´du aplikace.
Zde je take´ vhodne´ mı´sto k uveden´ı faktu, zˇe autor bude i po skoncˇen´ı te´to pra´ce
na mysˇlence propojen´ı graficke´ho engine a skriptovac´ıho jazyka da´le pracovat a vy´slednou
aplikaci rozsˇiˇrovat. C´ılem bude take´ poskytnout tuto aplikaci a jej´ı zdrojovy´ ko´d sˇiroke´
verˇejnosti a to jako open source.
5.1 Na´vrh pokracˇova´n´ı projektu
V prvn´ı rˇadeˇ by bylo vhodne´, prˇestozˇe to nebylo hlavn´ı na´pln´ı te´to pra´ce, vylepsˇit uzˇivatelske´
rozhran´ı, tedy hlavn´ı okno demonstracˇn´ı aplikace. Nab´ız´ı se hned neˇkolik mozˇny´ch u´prav:
• globa´ln´ı nastaven´ı aplikace – barvy p´ısem a pozad´ı, velikosti okna a jednotlivy´ch
podcˇa´st´ı, atd.,
• veˇtsˇ´ı interakce s vykreslovac´ı plochou,
• vylepsˇen´ı syste´mu informac´ı o objektu,
• na´poveˇda programove´ho rozhran´ı podporuj´ıc´ı forma´tova´n´ı, a
• syste´m rˇ´ızen´ı animac´ı, a mnoho dalˇs´ıch.
Mnohem d˚ulezˇiteˇjˇs´ı cˇa´st, ve ktere´ by bylo mozˇne´ pokracˇovat, je programove´ rozhran´ı.
Podle specifikace byly implementova´ny pouze za´kladn´ı operace nad objekty ve sce´neˇ a to
dovoluje pomeˇrneˇ sˇ´ıroky´ prostor pro dalˇs´ı vylepsˇen´ı:
• dokoncˇen´ı implementace vesˇkery´ch mozˇny´ch transformac´ı objekt˚u podporuj´ıc´ıch prˇ´ımo
graficky´m enginem,
• prˇida´n´ı implementace nejpouzˇ´ıvaneˇjˇs´ıch transformac´ı objekt˚u,
• mozˇnost vkla´dat slozˇiteˇjˇs´ı objekty do sce´ny,
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• plneˇ dokoncˇit pomeˇrneˇ komplexn´ı system materia´l˚u – multipass, shadery, volumetric,
video, atd.,
• podpora animac´ı a kostern´ı animace,
• specia´ln´ı post-renderove´ efekty,
• podpora forma´tu trˇet´ıch stran, a dalˇs´ı.
I prˇesto, zˇe pouzˇit´ı skriptovac´ıho jazyka byla navrzˇena d˚ukladneˇ a s ohledem na dalˇs´ı
rozsˇiˇrova´n´ı bez toho, anizˇ by se muselo meˇnit jadro aplikace, je mozˇne´ uve´st neˇkolik mozˇny´ch
pokracˇova´n´ı v tomto smeˇru:
• konzola a tedy i programove´ rozhran´ı mu˚zˇe bezˇet v separa´tn´ım vla´kneˇ,
• nacˇ´ıta´n´ı rozsˇ´ıˇren´ı by mohlo by´t kontrolovatelne´ a toto nastaven´ı by mohlo by´t take´
ukla´da´no pro prˇ´ıˇst´ı beˇh aplikace,
• vytvorˇen´ı trˇ´ıdy pro zprˇehledneˇn´ı syste´mu zpeˇtne´ho vola´n´ı z a do programove´ho rozhran´ı,
a
• vytvorˇen´ı toolkitu pro dalˇs´ı rozsˇ´ıˇren´ı.
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