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Abstract 
 
Cross-organizational business processes involve interactions offered as services which are orchestrated across multiple 
organizations. As in local intra-organizational processes, this type of processes also needs to handle exceptional situations, 
in order to become more flexible and automatically managed by business process management systems. Typically, 
exception handling is defined locally within the scope of an intra-organizational business process, using the appropriate 
business process modelling language constructs. However, these constructs do not foresee exceptions that occur in cross-
organizational processes. In this paper we propose a WS-BPEL extension to define an interface between cross-
organizational processes, in order to monitor the state of each interacting process and, consequently, define cross-
organizational exception behaviour. We also present a prototype implementation of our proposed extensions by using a 
model transformation approach and an open-source business process engine. 
 
© 2013 Published by Elsevier Ltd. Selection and/or peer-review under responsibility of 
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1. Introduction 
Business processes are typically defined as compositions/orchestrations of activities. To keep business 
processes competitive, there is a need to continuously monitor and adapt them in order to optimize their 
 
 
* Corresponding author. Tel.: +351217500524 
E-mail address: dulce@di.fc.ul.pt 
Available online at www.sciencedirect.com
© 2013 The Authors Published by Elsevier Ltd.
Selection and/or peer-review under responsibility of SCIKA – Association for Promotion and Dissemination of 
Scientifi c Knowledge
ScienceDirect
Open access under CC BY-NC-ND license.
Open access under CC BY-NC-ND license.
585 Dulce Domingos et al. /  Procedia Technology  9 ( 2013 )  584 – 595 
execution and to respond to external changes, such as client requests or environment context. In order to be 
flexible, business processes need to handle exceptional situations. Unexpected exceptions require manual user 
intervention while expected exceptions can be managed automatically. In this later case, the process engineer 
also defines the conditions to be monitored and the activities to be performed to handle the exceptional 
situations, typically with event-condition-action rules. 
The Web Services Business Process Execution Language (WS-BPEL) is the the-facto standard language 
used to define processes through the composition of web services [9]. Nonetheless, the static nature of WS-
BPEL process definitions makes it difficult to adapt them at runtime. WS-BPEL provides built-in exception 
handling activities, such as fault and compensation handlers, which process engineers can use to define 
exceptional behaviour business logic. We also find in the literature some research that extends WS-BPEL with 
flexibility features [11, 12, 14]. However, these approaches are limited to the internal definition of the business 
process, which is executed under the control of one sole organization. Indeed, none of these approaches 
considers that we may not directly control some parts of the business processes, since they are offered as 
services orchestrated across multiple organizations. The autonomy of service providers implies that while their 
services are executed, service requesters handle them as "black boxes". Service requesters only know their 
interfaces. Moreover, the service requester might not even know the internal process of the requested service. 
Therefore, local exception handling is not enough to handle exceptions in cross-organization business 
processes. To perform this kind of exception handling, it is required that both sides agree on an interface that 
allows the service requester to get information about the state of the provider’s external service execution and, 
when needed, to influence its execution. 
In this paper we propose a WS-BPEL extension to monitor the value of variables of these external services, 
which are themselves WS-BPEL business processes. The authors in [6] use context variables to monitor sensor 
values. We adopt this approach to cross-organizational business processes. In addition, we explore WS-BPEL 
and Web Service Description Language (WSDL) [5] features to define and handle expected exceptions (the 
ones that can be handled automatically, without user intervention). We extend the WS-BPEL by using its 
standard extension mechanisms, and present a concrete implementation with a model transformation approach. 
In the next section we describe the problem that motivates our work through a use case scenario. Section 3 
refers to related work and in section 4 we present the WS-BPEL extension and its implementation. To evaluate 
our approach we implement a prototype and use business process metrics, which we describe in section 5. 
Finally, section 6 presents conclusions and future work. 
2. Motivating scenario 
As a motivating scenario, we use a typical example of a business that offers products assembled from 
various components. When the organization receives a new client order, it orders the components from one of 
its suppliers. Figure 1 illustrates this process using a simplified graphical WS-BPEL process definition.  
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Figure 1 - Use case scenario. 
 
Figure 2 - Checking delivery time repeatedly. 
Since some components may not arrive on time, the organization would like to have this information in 
advance so it can manage other options, such as changes in the delivery service, changes in the order to reduce 
the number of components, or simply order from another supplier. We can only achieve this behaviour if 
suppliers provide estimated delivery time information, as well as services to change their internal process 
execution. Even so, with standard WS-BPEL, the process has to repeatedly get and check the estimated 
delivery time, as exemplified in Figure 2. Due to space limitation, we do not show the details of the <if> 
activity, where we perform compensating activities in case the delivery time is not met. As we can see, this 
additional behaviour increases process complexity and requires the attention of the process engineer behind the 
main business logic. 
3. Related work 
The work we present in this paper is mainly related with two areas: business process flexibility and business 
process context variables. In this section we present related work of both these areas. 
Dynamic and competitive business environments require business models to continuously optimize and 
adapt their execution. Unexpected exceptions require user intervention in order to change a process instance, or 
even to change the process definition and, in some situations, its running instances. In [14] the authors address 
the problem of how these changes can be realized in a correct and consistent manner in WS-BPEL. Expected 
exceptions refer to predictable deviations from normal behaviour of the process. Event-condition-action (ECA) 
statements are used to define the conditions to be monitored and the activities to be performed to handle them 
[4]. These statements can be provided by following two distinct approaches: (1) including additional constructs 
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to the language. The authors in [8] add the conditionWithTimeout construct to the WS-BPEL, while the 
authors in [6] propose the when construct; and (2) specifying exceptional behaviour with rule-based languages. 
The authors in [12] support ECA rules in WS-BPEL. In [18], the authors propose a similar approach to separate 
normal behaviour from exceptional behaviour. 
To adapt to changes in the external environment, business processes need to access environment 
information: the context. We use context with the same meaning as the authors in [8]. These authors define 
context as an environment state, which is external to the process. Its value can change independently of a 
process execution lifecycle, but can influence its future execution workflow. 
To facilitate the access and use of context information, the authors in [8] extend WS-BPEL with context 
variables, whose value is automatically updated. To realize the extension, they use a "BPEL Runtime 
Extension" option, by changing the process execution engine. 
In [17] the authors propose an extension to WS-BPEL, named Context4BPEL, in order to explicitly model 
how context influences workflows. The Context4BPEL is defined according to the WS-BPEL extension 
mechanisms. This extension includes features to: (1) manage context events to allow the asynchronous 
reception of events; (2) query context data; and (3) evaluate transition conditions based on context data. 
Context4BPEL is also implemented as a "BPEL Runtime Extension" and consequently needs adaptations to the 
process execution engine. In addition, the context information management depends on the Nexus platform. 
In [16], the authors propose a WS-BPEL extension that includes reference variables. With this kind of 
variables, the services can exchange pointers to variables instead of their values. Pointers are represented with 
End Point References (EPRs). According to the value of an attribute of the extension, references are evaluated 
(1) upon activation of a WS-BPEL’s <scope> element; (2) before variables are used; (3) periodically; or (4) 
through an event sent from an external service. This extension is realized as a "BPEL Language 
Transformation", replacing references with WS-BPEL variables, inserting links to partners and interaction 
activities. References evaluation depends on the RRS Service (Reference Resolution Service), a specific 
service of the platform the authors propose. 
The authors in [6] also extend WS-BPEL with context variables. They support context variables with a 
model transformation approach and they use the publish/subscribe paradigm to update them automatically.  
In [11], the authors extend WS-BPEL to support automated WS-BPEL variable synchronization and active 
monitoring of remote data changes.  
However, all these approaches only have the requester’s perspective. Considering cross-organizational 
processes, we can also have a WS-BPEL business process on the provider’s side. To deal with these situations 
we propose to extend the WS-BPEL to automatically synchronize variables from both requester and provider’s 
business processes. This also requires the externalization of internal process state information so that requesters 
can use it. 
4. Cross-organizational WS-BPEL extension 
To enable the automatic management of expected exceptions in cross-organizational business processes, the 
service requester needs to access state information of the external service and needs to influence its execution, 
as illustrated in our use case scenario in section 2. However, by only using standard WS-BPEL, process 
engineers have to explicitly include additional activities within a process definition to get this information. 
In our solution, we propose the use of context variables within the business process of the service requester, 
which are in turn automatically synchronized with the variable values of the service provider’s process. To 
provide state information to service requesters, service providers make these values available off their internal 
variables. Service interaction between requester and provider’s processes follows the publish-subscribe 
paradigm. The requester subscribes the provider’s process as a service, and each time the values of the 
provider’s variables change, it publishes them to its subscribers (i.e., the requester’s process). In this section we 
present our WS-BPEL extension and we describe its realization through a model transformation approach. 
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4.1. WS-BPEL extension definition 
Service requesters use context variables to maintain variable values that service providers make available. 
As WS-BPEL already provides a language construct for variables (<variable>), we extend it with new 
attributes, as defined in Listing 1. The new attributes represent the minimum information necessary to 
implement subscribe and notification operations according to the Web Services (WS) Notification standard 
[13]. This way, process engineers do not need to know of a different language construct when declaring a 
context variable, and only have to define some additional attributes regarding the original <variable> 
construct. Our WS-BPEL extension also handles the operations to implement the interaction between service 
requesters and service providers, as detailed in subsection 4.2. 
 
   <variable name="BPELVariableName" 
  ... 
  bpelx:type="context|visible" 
  bpelx:topic="TopicName"? 
  bpelx:partnerLink="NCName"? 
  bpelx:providerVariable=="BPELVariableName"? 
<bpelx:correlations>? 
<correlation set="NCName" initiate="yes|join|no"? 
             pattern="request|response|request-response"? />+ 
     </bpelx:correlations> 
   </variable> 
Listing 1 - Syntax of the extended <variable> construct. 
Regarding the first extension attribute (bpelx:type), we define two possible legal values: context and 
visible. A context type variable identifies a process variable used in a requester’s process definition, 
signaling a variable whose value is updated from the environment (in this case, from a service provider’s 
subscription service). A visible variable is used within the process definitions of service providers, noting that 
its value is made visible to external processes. The service requester uses the topic and the partnerLink 
extended attributes to realize the subscribe operation. In the definition of a service requester variable, the 
providerVariable identifies the service provider (visible) variable that we want to synchronize with. The 
correlation mechanism is used to distinguish the process instances involved in the interaction. The correlation 
can be initiated, for instance, during the first interaction i.e., at the invoke operation that starts the service 
provider’s process instance. 
Listing 2 and Listing 3 illustrate, respectively, the definition of a context variable in our use case scenario 
(the estimatedReceptionTime variable) and how the service provider (the supplier) defines the visible 
estimatedDeliveryTime variable to make its value available. 
 
   <variable name="estimatedReceptionTime" 
  ... 
  bpelx:type="context" 
  bpelx:partnerLink="Supplier" 
  bpelx:providerVariable="estimatedDeliveryTime"> 
   <bpelx:correlations> 
         <correlation set="ComponentPurchaseOrder" initiate="no"/> 
     </bpelx:correlations> 
   </variable> 
Listing 2 - definition of a context variable (service requester). 
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   <variable name="estimatedDeliveryTime" 
  ... 
  bpelx:type="visible" 
   <bpelx:<correlations> 
         <correlation set="ComponentPurchaseOrder" initiate="no"/> 
     </bpelx:correlations> 
   </variable> 
Listing 3 - definition of a visible variable (service provider). 
In the next section, we describe how we realize this WS-BPEL extension. 
4.2. WS-BPEL extension realization  
WS-BPEL extensions can be realized following a model transformation approach or changing the runtime 
engine [10]. We use the first option as it does not depend on the runtime engine, thus making it more reusable 
and portable. The transformation includes changing the WS-BPEL process definition file and creating a WSDL 
file, as we describe in this section for each type of variables (context and visible). 
4.2.1. Context variables 
 
a) Changing the WS-BPEL process definition file 
Our model transformation adds the following operations to WS-BPEL process definitions: 1) subscribe the 
value of an external visible variable, and 2) receive value change notifications from that variable. These 
operations run in parallel with the activities of the original WS-BPEL process definition. This way, we add 
them inside an additional flow activity, which includes the new subscription/notification operations, and the 
original WS-BPEL process definition. This transformation is exemplified in Figure 3. 
The createSubscription <assign> activity initializes the message that the <invoke> sends to the 
service provider. We format this message according to the WS-Notification standard. The message is initialized 
with the subscription topic declared in the context variable (if any) and the EPR to where the service provider 
(publisher) sends notifications. The EPR is generated by concatenating the process name with the name of the 
context variable. 
In Listing 4, we present the WS-BPEL <invoke> activity generated from our context variable definition in 
Listing 2 (estimatedReceptionTime), in order to perform the subscription on the associated notification 
service. 
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Figure 3 - Model transformation for context variables. 
 
<bpel:invoke name="SubscribeEstimatedDeliveryTime"  
          partnerLink="Supplier"  
          operation="Subscribe" 
          portType="wsntw:NotificationProducer"  
          inputVariable="subscribeRequest"  
          outputVariable="subscribeResponse"> 
  <bpel:correlations> 
    <bpel:correlation set="componentOrder"  
          initiate="no"/> 
  </bpel:correlations> 
</bpel:invoke> 
Listing 4 – <invoke> activity to perform the subscription. 
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Processes receive notifications through a <receive> activity (i.e., an inbound message activity). This 
activity uses a variable to save the notifications and the <correlation>. In Listing 5 we illustrate the 
generated <receive> activity. 
 
<bpel:receive name="ReceiveEstimatedDeliveryTime"  
       partnerLink="Supplier"  
       operation="Notify" 
       portType="wsntw:NotificationConsumer"  
       variable="NotificationMsg"> 
  <bpel:correlations> 
    <bpel:correlation set="componentOrder"  
       initiate="no" /> 
  </bpel:correlations> 
</bpel:receive> 
Listing 5 – <receive> operation generated by transformation to receive notifications. 
 
Finally, after the <receive> activity, we add an <assign> activity to copy the value of the notification 
message to the context variable. 
 
b) Adding WSDL files  
Each context variable is related with two services: the subscribe service and the service to where 
notifications are sent (the consumer service). We define these services in an additional WSDL file, which the 
transformed WS-BPEL process definition imports. This way, we avoid modifying the original WSDL file. 
We get the address of the subscribe service directly from the definition of the context variable, and we 
generate the address of the consumer service by concatenating the process name with the name of the context 
variable. We import the operations of each service from the WSDL files of the WS-Notification standard. This 
WSDL file also includes the <correlation> properties we use in the WS-BPEL transformation. 
4.2.2. Visible variables 
Service providers processes use visible variables to make their values available outside the process. The 
interaction with service providers follows the publish/subscribe paradigm. In this section we describe how we 
extend the WS-BPEL to support visible variables by transforming WS-BPEL business process definitions. This 
transformation also includes changing the WS-BPEL file and creating a WSDL file. 
 
a) Changing the WS-BPEL file 
Processes with visible variables act as publishers. They provide the subscribe operation and perform 
notifications each time variables’ values change. 
To include the subscribe operation, we add an <onEvent> WS-BPEL handler to the process definition. 
The message of the subscribe operation has the EPR that the notify operation uses to send notifications. After 
the subscribe operation, we save this EPR in a complex type variable.  
 
<bpel:onEvent partnerLink="Client"  
          operation="Subscribe" 
          portType="wsntw:NotificationProducer"  
          variable="subscribeRequest"> 
  <bpel:correlations> 
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    <bpel:correlation set="componentOrder"  
          initiate="no" /> 
  </bpel:correlations> 
</bpel:onEvent> 
Listing 6 – <onEvent> handler to receive the subscription. 
To detect when the value of the visible variable changes, we wrap each <assign> operation that uses this 
variable. We add an <if> activity to determine whether the new value is different from the old one and an 
<invoke> activity to send the notification. 
 
b) Adding WSDL files  
Like context variables, when transforming extended WS-BPEL process definitions with visible variables, 
we also add the import of the WSDL file with the subscription service and <Correlation> properties, and 
the import of the WSDL file of the WS-Notification standard. 
4.3. Handling expected exceptions 
With <context> and <visible> variables, processes can already have information about the state of 
the execution of another process (external service). However, considering the use case we present in section 2, 
the organization can only handle a late delivery if service providers also provide services to change their 
internal process execution. These services can include, for instance, a change of the delivery service, a 
reduction in the number of components or even cancelling the order. With WS-BPEL, these functionalities are 
provided with inbound message activities (<receive>, <onMessage>, or <onEvent>) and their 
interfaces are defined in the WSDL file.  
In Listing 7, we exemplify the definition of expected exceptions with the <when>/<then> language 
constructs [6]. We use the estimatedDeliveryTime context variable to define the <when> condition and 
a provider service to change its execution flow. 
 
<iotx:when name="lateDelivery"> 
  <bpel:condition> $estimatedDeliveryTime > $threshold </bpel:condition> 
  <bpel:sequence name="late"> 
      <bpel:invoke name="changeDeliveryService"  
          partnerLink="Supplier"  
          ... 
      </bpel:invoke> 
  </bpel:sequence> 
</iotx:when> 
Listing 7 – Expected exception handling with <when>/<then> constructs. 
Figure 4 illustrates the use of our WS-BPEL extensions regarding the motivational scenario described in 
Section 2. 
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Figure 4- Process definition with the context variable and the <when> construct 
5. Prototype and evaluation 
In this section, we describe the implementation of the prototype of our WS-BPEL extension. We also 
present the evaluation of our approach considering the size and complexity reduction that process definitions 
achieve when using our WS-BPEL extension. 
5.1. Prototype 
As referred above, we implement our WS-BPEL extension following a model transformation approach. As 
illustrated in Figure 5, we use the Eclipse EE and its BPEL Designer plugin [7, 2] in our prototype to define 
WS-BPEL extended processes. We perform the model transformation with the Saxon Home Edition - 
Extensible Stylesheet Language Transformations (XSLT) Processor [15]. Finally we use the process execution 
engine Apache ODE [1]. 
 
 
Figure 5 - Tools used to implement our WS-BPEL extension prototype. 
5.2. Evaluation 
Our WS-BPEL extension aims at facilitating process definitions by automatically synchronizing process 
variables without needing to explicitly define all process interactions. Therefore, to evaluate this solution, we 
use the following business process metrics to measure business process complexity [3]: 
Process definition 
Eclipse IDE + WS-BPEL Designer 
Model Transformation 
Saxon 
Execution engine 
Apache ODE 
 
Process definition using the 
WS-BPEL extension 
Process definition using 
standard WS-BPEL 
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• activity complexity. These metrics simply calculate the number of activities a process has. According to 
Cardoso [3], while this metric is very simple, it is important to complement others. He uses the example 
of a sequential process with 100 activities, which has control flow complexity of 0, whereas its activity 
complexity is 100. We use two of them: 
o number of activities in a process (NOA). NOA metric counts the number of basic activities;  
o number of activities and control-flow elements in a process (NOAC). NOAC metric counts basic 
activities as well as structured activities.  
• control flow complexity (CFC). The CFC of a process P is calculated as follows: CFC(P)= , 
where a is an XOR-split, an OR-split, or an AND-split activity. The CFC of an XOR-split activity is equal 
to the number of transitions going out of the activity, the CFC of an OR-split activity is equal to 2n-1, 
where n is the number of transitions going out of the activity, and the CFC of an AND-split activity is 
equal to 1.  
Considering the extension we propose in this paper, we verify that a process that uses a context variable or a 
visible variable decreases these metrics as follows:  
• context variable: NOA less 4, NOAC less 8, and CFC less 3 (the flow activity is an OR-split). 
• visible variable: NOA less 2+m, NOAC less 2m (the if activity is an XOR-split), and CFC less 2n (m is 
the number of assign operations that use the visible variable and n is the number of paths that can run in 
parallel with the <onEvent> handler that provides the subscription operation). 
6. Conclusions and future work 
Cross-organizational business processes are defined as compositions of services that multiple organizations 
offer. To handle expected exceptions, this kind of processes needs additional state information about invoked 
services, as also an interface with a set of services that lets clients to influence the execution flow of service 
providers. 
We define a WS-BPEL extension based on the context variable concept - the service requester process has 
a context variable whose value is synchronized with a (visible) variable value in the provider’s process. This is 
accomplished by generating WS-BPEL subscriber/publisher service code between requesters and providers 
business process definitions. Furthermore, providers’ processes are able to expose additional services, which 
requesters can use in their processes to define extra exception handling behaviour. This way, a requester’s 
process can handle expected exceptions automatically besides its local scope.  
We also show how this extension avoids increasing WS-BPEL code size and complexity, and lets process 
engineers focus on business (exception handling) logic. 
Next steps on this work include the definition of a metamodel for our language extensions, so that we can 
easily apply them to any business process modelling language (as, for instance, the standard de facto Business 
Process Model and Notation (BPMN)). 
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