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Abstrakt
Cílem této bakalářské práce bylo seznámit se s grafickou knihovnou OpenSceneGraph,
okenní knihovnou Qt a možnosti síťové komunikace. A demonstrovat možnosti těchto kniho-
ven na jednoduché aplikace. V práci jsou čtenáři vysvětleny základní rysi použitých kniho-
ven a nástrojů a popsán postup návrhu a implementace demonstrační aplikace – síťové
hry.
Abstract
The goal of this bachelor’s thesis was to get familiarized with graphical library OpenSce-
neGraph, windowing library Qt and possibilities of network communication. And to de-
monstrate possibilities of these libraries on simple application. Basic traits of used libraries
and tools are explained to the reader. Design and implementation of application – network
game are descriped later in thesis.
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Úvod
Již od dob prvních počítačů, vznikaly počítačové hry. Každý z nás, ať dítě nebo dospělý, si
rád hraje. A i když počítače byly určené pro výzkum a práci, nešlo vývoji her zabránit.
Revoluci pak do her vneslo rozšíření Internetu, globální počítačové sítě. Hráči již nemu-
sely sedět u jednoho počítače v jedné místnosti. Nyní můžou hrát s kýmkoliv, kdekoliv na
Zemi.
Tato práce se zabývá právě vývojem počítačové hry. Z technického pohledu se jedná
o interakci mezi uživateli ve virtuální scéně, kde virtuální scéna je svět vytvořený ve hře
a hráči do něj vstupují v podobě svého avatara. Hra je dá rozdělit na tři důležité části.
Grafická část, logická část a komunikace po síti. Práce nezachází v žádné z těchto částí do
hloubky, ale snaží se vytvořit plnohodnotnou hru.
Kapitola číslo 1 předává poznatky získane nastudováním knihoven Qt a OpenScene-
Graph. Soustředí se také na problémy spojení se síťovou komunikací a naznačuje možná
řešení.
V kapitole číslo 2 jsou přiblíženy herní koncepty, na kterých hra zakládá. Je blíže po-
psána dynamika pohybu hráčů, způsob výpočtu kolizí objektů, umělá inteligence, uživa-
telské rozhraní a ovládání hry. V této kapitole jsou i vyjmenovány funkce knihoven Qt a
OpenSceneGraph, které aplikace demonstruje.
Kapitola číslo 3 do detailů popisuje implementaci hry v jazyce C++ s využitím objek-
tového návrhu. Do podrobna ukazujě zajímavé nebo důležité třídy a jejich funkčnost.
Kapitola číslo 4 pak hodnotí výslednou hru, shrunje celý průběh práce a získané zkuše-
nosti. Nabízí také pohled do budoucnosti na plánovaná rozšíření hry.
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Kapitola 1
Technologie
Prvním cílem práce bylo seznámit se s knihovnami Qt, OpenSceneGraph a možností síťové
komunikace. Tato kapitola popíše základní vlastnosti jednotlivých knihoven a uvede pří-
klady jejich použití. Dále v kapitole se řeší možnosti síťové komunikace, architektury a
jejich problémy.
1.1 Qt
Knihovna Qt se často označuje jako ”okenní knihovna”, což je zavádějící pojem. Přestože
grafické uživatelské rozhraní je jedna z funkcí, Qt nabízí mnohem víc. Qt je celá sada
nástrojů pro vývoj aplikací (anglicky Qt Toolkit). Příklad několika nástrojů:
• Qt Creator – Vývojové prostředí primárně pro jazyk C++ s podporou zvýrazňování
speciální syntaxe Qt
• Qt Designer – WYSIWYG1 editor na tvorbu uživatelského rozhraní
• Qt Linguist – nástroj na lokalizaci aplikací
• a další. . .
 
Obrázek 1.1: Logo a moto Qt.
1WYSIWYG znamená
”
What you see is what you get“, česky
”
co vidíš, to dostaneš“, způsob editace
dokumentů
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1.1.1 Moduly
Kromě nástrojů Qt poskytuje mnoho rozšiřujících modulů. Moduly Qt jsou psané v ja-
zyku C++, ale jsou portovány i do mnoha dalších jazyků, třeba Python, Perl nebo Java.
Následuje krátký seznam nejdůležitějších modulů:
• QtCore – obsahuje jádro Qt aplikací, tj. systém signálů a slotů, správa paměti, smyčka
událostí, vlákna a další. QtCore obsahuje i vlastní abstraktní datové struktury, které
v čistém C++ nejsou nebo jsou nedokonalé a Qt je vylepšuje, například mapa, vektor,
zásobník atd.
• QtGui – modul obsahující většinu tříd pro práci s uživatelským rozhraním
• QtOpenGL – modul poskytující podporu vykreslování 3D grafiky pomocí OpenGL
• QtNetwork – modul obsahující třídy pro vytváření aplikací využívajících TCP a UDP
socketů a dalších síťových prvků
• a další různé moduly pro práci např. s XML, SQL nebo pro deklarativní návrh uži-
vatelského rozhraní v QML
Qt má také velmi kvalitně zpracovanou dokumentaci[10], každá třída a metoda má
detailní popis funkce i s příklady použití. Často obsahuje i varování o možných problémech
při špatném použití metod.
1.1.2 Signály a sloty
Hlavní přednost co Qt přináší do objektového návrhu a čím se liší od ostatních frameworků2
je mechanismus signálů a slotů3.
Signály a sloty slouží ke komunikaci mezi objekty. Tento mechanismus je podobný pou-
žívání Callback funkcí, Listenerů v jazyku Java nebo lze i přirovnat k propojování vstupů
a výstupů logických hradel v elektronice. Principem je, že každý objekt (zděděný od třídy
QObject) má sadu signálů, které vysílá při různých událostech (např. změna velikosti okna).
Tento signál lze funkcí connect připojit na slot stejného či jiného objektu. Slot je pak funkce
která se provede při vyslání signálu, slot lze volat i jako normální funkci. Signály a sloty
můžou mít i argumenty, ale pro spojení signálu se slotem musí být stejného typu.
2Framework je softwarová struktura, která slouží jako podpora při programování a vývoji
3Slot – česky: zdířka, zásuvka
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 Obrázek 1.2: Ilustrace mechanismu signálů a slotů.
1.1.3 Widget
Doslovný překlad by byl
”
udělátko“ nebo
”
věcička“, což trochu naznačuje i jeho funkci. Wi-
dget je základní stavební prvek uživatelského rozhraní. Widgetem můžou být různé tlačítka,
posuvníky, ikony atd. Widget slouží i jako kontejner a lze do něj vkládal další widgety, tim se
stane jejich rodičem. Vznikne tak komplexnější widget příklad takového widget na obrázku
1.3. Interakce s uživatelem se dosahuje předáváním signálů o událostech od správce oken
jako je kliknutí myší, stisk klávesy posun widgetu a další. Widget také sám sebe vykresluje
na obrazovku, u vykreslování widgetů se používá třetí souřadnice - Z na určení správného
pořadí překrývajících se widgetů.
 
Obrázek 1.3: Příklad komplexnějšího widgetu a jeho součástí.
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1.2 OpenSceneGraph
OpenSceneGraph (OSG) je API4 na tvorbu aplikací využívajících 3D grafiku. Příkladem
použití OSG můžou být simulace, počítačové hry, virtuální realita nebo modelování. OSG
je objektově orientovaný multiplatformní framework psaný ve standardním jazyce C++
využívající OpenGL[8]. Oproti samotnému OpenGL, které není objektové, poskytuje značné
ulehčení práce. Míra ulehčení je vidět například u vykreslování koule. V OpenGL je nutné
ručně spočítat desítky bodů, které tvoří povrch koule a následně je pracně vykreslovat. V
OSG se vše řeší pouze vytvořením objektu Sphere a vložením do scény.
OSG také poskytuje mnoho funkcí, které v OpenGL nejsou nebo se dělají složitě. Je to
třeba práce s kamerou, načítání souborů různých formátů a různé grafické efekty.
OSG obsahuje mnoho modulů a pluginů, které rozšiřují jeho funkcionalitu. Mezi běžnější
patří moduly pro práci s textem, částicové efekt, shadery, stínování, zvuk. Další pluginy
jsou dostupné na oficiálních stránkách OSG[9], lze tak získat pluginy pro podporu různých
formátů 3D modelů a textur, pluginy pro práci s fyzikou a další.
 
Obrázek 1.4: Logo OpenSceneGraph
1.3 Síťová komunikace
Doba, kdy hlavní částí her byla sólo hra, je dávno pryč. Dnešní trend je hrát s ostatními
lidmi buď ve více lidech na jednom počítači, nebo po Internetu. To ovšem klade nároky na
návrh hry. Pro návrh hry fungující po síti je nutné znát protokoly používané pro síťovou
komunikaci a správně zvolit architekturu aplikace.
1.3.1 Síťové protokoly
Tato část popisuje často používané síťové protokoly. Nezachází do hlubokých detailů, ale
spíše se soustředí na vlastnosti významné pro návrh komunikačního protokoly aplikace.
IP
Internet Protocol (IP) je nejpoužívanějším protokolem síťové vrstvy ISO/OSI modelu. Jeho
účelem je směrování a doručení datagramů od protokolů vyšších vrstev. Sám o sobě je
nespolehlivý, nezaručuje pořadí, ani zda datagram dorazí. Spolehlivost řeší protokoly vyšších
vrstev.
IP adresuje cílové počítače pomocí 32-bitové nebo 128-bitové adresy v závislosi na pou-
žité verzi protokolu.
4API – Application Programming Interface, česky: rozhraní na programování aplikací
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TCP
Transmission Control Protocol (TCP) je jedním z protokolů transportní vrstvy. Vytváří
spojení mezi dvěma aplikacemi a zajištuje proudový přenos informací (stream). Tento proud
dat je spolehlivý, je zaručeno pořadí i bezchybnost dat. Aplikace na cílovém počítači rozlišuje
pomocí 16-bitového portu.
Z pohledu aplikace je výhodou již zmíněná spolehlivost, není nutné se zabývat kontrol-
ními součty, starat se o doručení nebo počítat pakety.
Na druhou stranu nevýhodou může být právě proudový přenos. Jedná se o tok 8-bitových
hodnot, nijak nelze rozlišit, kde končí a kde začíná jedna zpráva, instrukce či datová struk-
tura. Jak toto řešit je podrobněji popsáno v kapitole 3.3.1 o implementaci na straně 28.
UDP
User Datagram Protocol (UDP) je druhý z nejpoužívanějších protokolů síťové vrstvy. Oproti
TCP nezaručuje doručení ani pořadí datagramů. Proto se nejedná o tok, ale o jednotlivé
zprávy, datagramy. Další omezení je velikost užitečných dat. RFC1122[3] zaručuje, že za-
řízení dokáže minimálně zpracovat 576 B velký paket i s hlavičkou, tedy 512 B na data.
Velikost datagramu může být i několikrát větší, ale už nelze zaručit, že bude doručen. Stejně
jako TCP adresuji aplikace na cílovém počítači 16-bitovou adresou portu.
Pro aplikace je UDP výhodný hlavně kvůli své rychlosti. Nemusí se vytvářet spojení
a nečeká se na ztracené pakety. Další výhodou je jednoznačné rozdělení na zprávy, jeden
paket = jedna zpráva.
UDP neobsahuje žádné řízení toku. Pokud aplikace v jeden moment pošle ohromné
množství zpráv, dorazí pouze několik prvních a ostatní budou zahozeny. S tím musí progra-
mátor v aplikaci počítat. Další nevýhodou je bezpečnost. Nenavazuje se spojení, nepočítají
se pakety a není nikde ověření odesílatele. Takto může třetí strana podvrhnout odpověď.
TCP+UDP
Při porovnání TCP a UDP prvním logickým nápadem bylo použít oba protokoly. TCP
použít na zprávy, u kterých je nutné zachovat pořadí a nelze žádnou vynechat, například
zprávy typu chat nebo řídící události aplikace. A po UDP posílat méně důležité zprávy
a zprávy s omezenou platností, u kterých záleží pouze na poslední doručené, například
aktuální stav nebo pozice.
A opravdu to funguje, při lokálním testování se neobjevil žádný problém. Toto řešení
však zavádí několik skrytých hrozeb. Třeba, když na cestě mezi komunikujícími klienty
je firewall nebo síťový prvek, který propouští jen TCP pakety, ale pro UDP je zavřený.
Vzniknou tak situace, kdy je spojení navázáno a řídící události po TCP dojdou, ale UDP
zprávy ne.
Bohužel jsem nikde nenalezl jasnou odpověď který systém je lepší. Momentálně aplikace
běží pouze na TCP pro zjednodušení, ačkoliv lze jednoduše v kódu přepnout na TCP+UDP
nebo pouze UDP.
1.3.2 Architektury
Server-klient
Architektura server-klient je nejčastěji používaný model. Ve středu stojí server, který odpo-
vídá na požadavky klientů a zajišťuje replikaci scény na klienty. Každý klient komunikuje
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pouze se serverem a z principu neví o existenci ani počtu ostatních klientů.
 
Obrázek 1.5: Příklad architektury server-klient.
Vyhrazený server je samostatná spustitelná aplikace, často bez uživatelského roz-
hraní, plnící funkci serveru. Může být umístěný na jakémkoliv počítači, u jednoho z klientů
nebo třeba ve výpočetním centru. Server součástí klienta. U této varianty, která je i pou-
žitá při implementaci hry, je server součástí klientské aplikace. Jeden z klientů je povýšen
na server a ostatní se připojují k němu. Více v kapitole o implementaci 3.2.3
Peer-to-peer
Peer-to-peer (P2P) je decentralizovaný systém, kde jsou všichni klienti rovnocenní. Exis-
tence serveru je možná, ale slouží pouze jako seznam klientů. V P2P architektuře klienti
komunikují výhradně mezi sebou, například pokud skupina klientů sdílí virtuální scénu,
komunikuje každý s každým. Viz obrázek 1.6 To přináší mnohé výhody i nevýhody.
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 Obrázek 1.6: Příklad architektury p2p.
Výhodou je latence. Změna ve scéně se propaguje přímo ke všem klientům v jednom
skoku, není server, který by zaváděl zpoždění.
Nevýhodou je decentralizovanost, všichni klienti si jsou rovni, neexistuje žádný arbitr,
který by řešil kolize ve scéně. Další nevýhodou je náročnost na konektivitu. Když musí
každý klient sdílet svoje akce s ostatními klienty, roste datový tok exponenciálně s počtem
klientů na scéně. Problémem je i vysoký počet spojení, a že nemusí existovat spojení mezi
některými klienty vlivem firewallu nebo jiných nastavení.
1.3.3 Replikace scény a latence
U virtuální scény je důležité, aby všichni zúčastnění viděli virtuální scénu stejně, tzv. kon-
zistence scény. Není možné, aby dva hráči stojící vedle sebe viděli každý úplně jinou scénu.
Proto je nutné scénu replikovat všem klientům.
U umístění scény je to podobné jako u síťové architektury. Obdobně jako Server-klient
vs. P2P tu je centralizovaná scéna vs. distribuovaná scéna[4][1].
Distribuovaná scéna
U distribuované scény každý klient vlastní jednu její část a pouze on jí může měnit. Ostatní
posílají požadavky na její změnu, při úspěšné vyřízení požadavku se změna distribuuje
ostatním klientům. Tento systém je náročnější na udržení konzistence scény, protože nikde
neexistuje jedna hlavní scéna, kterou by šlo považovat za vždy platnou. Z tohoto důvodu
se tento typ scény nehodí pro účel této práce, což je návrh síťové hry.
Centralizování scéna
Obdobně jako u architektury sever-klient je zde jedna hlavní scéna, kterou může měnit
pouze jeden klient (server). Scéna u ostatních klientů je pouze pro čtení. Ostatní posílají
požadavky na změnu hlavní scény a následné změny se distribuují všem ostatním. Zde je
výhoda, že kompletní hlavní scéna je v jakýkoliv čas v konzistentní podobě.
10
Latence
Latence, čili odezva, je hlavní příčina vzniku nekonzistencí ve scéně. Nekonzistence vznikne
např., když scéna u jednoho klienta je již aktualizovaná, ale u druhého je ještě stará a oba
se pokusí provést stejnou akci, která je podle aktuální scény každého z nich validní. Tím
vznikne kolize. U centralizované scény kolizi jednodujše řeší server, který má vždy aktuální
scénu.
1.3.4 Iluze nulové latence
Doba potřebná k odeslání požadavku, zpracování a následnou propagaci změny je v případě
hry, která běží v reálném čase, nepřijatelná. Když by se chtěl hráč pohnout, pošle požada-
vek na pohyb, server požadavek zpracuje a pošle zpět potvrzení pohybu viz obrázek 1.7.
Výsledný pohyb není ani zdaleka plynulý. Jedná se o velmi
”
trhaný“ pohyb: požadavek –
čekání – skok – požadavek – čekání. . .
Proto je potřeba vytvořit iluzi nulové latence. Nečeká se na potvrzení požadavku a akce
se provede ihned. Ve většině případů server akci později potvrdí a vše je v pořádku. V
případech, kdy server požadavek odmítne, se musí klient provést navrácení scény do stavu
před změnou. Ve výsledku je pohyb plynulý. Konkrétně jak je toto řešeno ve výsledné hře
se dozvíte v kapitole 2.4.1.
 
Obrázek 1.7: Prodleva vzniklá zpracováním požadavku na změnu scény[4]
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Kapitola 2
Návrh
Tato kapitola osvětlí návrh aplikace, která by měla demonstrovat základní rysy použitých
knihoven. Je vyjasněno které prvky aplikace demonstruje a kde je lze v aplikaci najít.
Jak již bylo zmíněno v úvodu, aplikace je řešena formou hry. Kapitola také popisuje
herní prvky a koncepty, na kterých hra zakládá.
2.1 Demonstrace knihoven
Demonstrovaté funkce knihoven. Ukázka přímo ze hry je vidět na obrázku 2.1.
2.1.1 Qt
Funkce Qt na aplikaci nejsou moc viditelné. Pouze několik tlačítek a menu. Ale hlavní
sílu Qt je vidět pouze v jádře hry při zkoumání zdrojového kódu. Zde je vidět použití
hlavní přednosti Qt, signálů a slotů. Jsou použity i různé datové struktury, které Qt nabízí.
Například QVector, QMap. Za zmínku stojí i css soubor, kterým se dá upravovat vzhled
všech Qt prvků uživatelského rozhraní.
2.1.2 OSG
Základní funkce OSG jsou demonstrovány viditelněji než Qt.
Načítání modelů z externích souborů. Hned po spuštění hry se většina modelů načte
do paměti, aby v průběhu hry načítání nezdržovalo a nevznikaly nepříjemné prodlevy.
Práce s kamerou. Nejlépe je vidět asi v menu, kde kamera obíhá okolo modelu. A ve
hře kde kamera sleduje hráče. Kamerou lze ve hře i přibližovat a oddalovat, posouvat a
přepínat, zda sleduje hráče.
Text. Text z OSG je použit pouze v seznamu autorů (Credits v ang. verzi). Zde je po-
souvající se 3D písmo. Na ostatní texty je jednodušší použít QLabel z Qt.
Primitivní objekty. Vytváření různých úseček, kružnic a podobných objektů. Například
mřížka mapy ve hře nebo ukazatel zdraví hráče.
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Částicové efekty. To je speciální technika, kde velký počet malých 2D objektů (částic),
které jsou kolmé na kameru, vytvoří 3D efekt. Příkladem jsou exploze, výfuk motorů a
podobně.
2.1.3 Síťová komunikace
Hra umožňuje vytvářet server a připojovat se k němu. Server může poslouchat na libovolném
zvoleném portu. Klient se připojuje na zvolenou IP adresu a port. Po připojení hra umožňuje
psát textové zprávy (chat), měnit nastavení mapy a jména hráčů. Všechna nastavení se
okamžitě projeví i u klientů. Server umožňuje hru pro až 4 hráče. Maximum 4 hráči vychází
pouze z velikosti map, teoreticky by server mohl podporovat až desítky hráčů.
 
Obrázek 2.1: Obrázek z herního menu, je zde vidět menu vytvořené z Qt widgetů, načtený
3D model a částicové efekty.
2.2 Styl hry
Hra se dá zařadit jako arkáda. Je lehce inspirovaná oblíbenou hrou Bulánci od SleepTeam
Labs[6], kde hráči bojují proti sobě v aréně. Oproti Bulánkům je hra zasazena do vesmírného
prostředí. Hráči bojují mezi sebou ve svoji vesmírné lodi, vybavené zbraněmi a štíty ve
relativně malé aréně plné překážek viz obrázek 2.2.
Cílem hry je dosažení určitého počtu bodu v souboji s protihráčem. Body hráč získává
za zničení protivníků a naopak je ztrácí za srážky s protivníky a s překážkami.
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+ 
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hráči 
bonusy 
překážky 
Obrázek 2.2: Příklad herní mapy, arény.
2.3 Hratelnost
Na zlepšení hratelnosti jsou na mapách i různé bonusy a jeden speciální protivník. Bonusy
vylepšují loď, doplní zdraví a munici nebo vylepšují zbraně. Zmíněný speciální protivník
je sovětská družice Sputnik. Cílem je Sputnik nezničit a nechat ho zkoumat vesmír. Hráč,
který zničí Sputnik ztratí pět bodů. Několik bonusů ze hry na obrázku 2.3.
 
Obrázek 2.3: Několik bonusů ze hry a Sputnik.
2.4 Pohyb
Pohyb hráčů je řešen netradičním způsobem. Na všechny objekty se vztahuje 1. Newtonův
pohybový zákon
”
Jestliže na těleso nepůsobí žádné vnější síly nebo výslednice sil je nulová,
pak těleso setrvává v klidu nebo v rovnoměrném přímočarém pohybu.“
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Ve výsledku se sčítá nynější pohyb hráče s tahem motoru nebo se sílou brzd. Jednoduché
sčítání vektorů a následná normalizace výsledku, aby nebyla překročena maximální rychlost
viz obrázek 2.4. I když pro hráče je prvních pár pohybů ve hře matoucích, po pár minutách
si na něj zvyknou.
 
Tah motoru 
Současný pohyb 
Výsledný pohyb 
Obrázek 2.4: Příklad výpočtu pohybu hráče. Sčítání vektorů rychlosti a následná normali-
zace na maximální rychlost (pokud ji výsledek překročil).
2.4.1 Pohyb při síťové hře
Jak již bylo zmíněno v kapitole 1.3.4, pohyb hráče musí být plynulý. Ale na druhou stranu
klient musí být něčím omezen, hráč nesmí mít možnost pohybovat se kdekoliv bez zábran.
V navrženém systému se hráč pohybuje volně a pohyb se zobrazuje ihned na obrazovce.
Volný pohyb je ale omezený bublinou s poloměrem ekvivalentním vzdálenosti ujeté hráčem
za jednu polovinu vteřiny při maximální možné rychlosti. Pokud hráč vyjede z této bubliny,
je mu znemožněn jakýkoliv pohyb. Klient ale průběžně posílá informaci o svojí pozici a
server pozici potvrzuje. Po příjmu potvrzení se bublina posune na potvrzenou pozici. Vý-
sledně tak pohyb není omezen, pokud server odpoví včas, tj. přibližně do poloviny vteřiny.
Příklad omezení je vidět na obrázku 2.5.
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výchozí pozice hráč se posunul v rámci 
povolené oblasti 
server potvrdil pozici, povolená 
oblast se také posune 
Špatné připojení 
výchozí pozice hráč vyjel z povolené oblasti hráč se nemůže hýbat, 
dokud server neodpoví 
Dobré připojení 
Obrázek 2.5: Omezení pohybu hráče při hře po síti.
2.5 Kolize
Důležitou částí je způsob počítání kolizí dvou objektů. Existuje hned několik možností. Způ-
soby se liší jak náročností implementace, tak hlavně náročností na čas výpočtu. Nejpřesnější
by byl systém počítání kolizí přímo podle polygonálního modelu, pak dva objekty nejsou
označeny jako kolidující, dokud opravdu oba nejsou přes sebe nebo v sobě. Tento způsob je
náročný na implementaci a také pro účely hry zbytečný. Další způsob je model zjednodušit
na primitivní geometrický útvar, nad nimiž se počítá kolize rychleji. Tímto útvarem může
být kružnice (koule), elipsa (elipsoid), obdélník (kvádr) nebo kombinace několika. Příklad
na obrázku 2.6.
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Obrázek 2.6: Příklad různých kolizních zón. Kompletní, zjednodušená na polygon, obdélník,
elipsu, kružnici.
2.5.1 Kruhové kolize
Hráči mají okolo své lodi ochranný štít, graficky znázorněný jako koule. To umožňuje použít
právě kulové kolize. A také je to fér vůči ostatním hráčům, různé modely lodí mají stejně
velkou, kulovou kolizní zónu. Na obrázku 2.7 je znázorněn výpočet kolize.
 
 
 
 
 
 
 
R1 R2 
R1+R2 < D R1+R2 >= D 
Obrázek 2.7: Příklad výpočtu kulové kolize. Vlevo objekty nekolidují, vpravo ano. R1, R2
je poloměr kolizní zóny. D je vzdálenost objektů.
2.5.2 Kolize typu laser
Dalším typem kolize je laser v kontaktu s objektem. Ve skutečnosti se jedná o průsečík
polopřímky s kružnicí. Viz obrázky 2.8 a 2.9.
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Obrázek 2.8: Příklad výpočtu kolize laseru s kružnicí. Vlevo kolize nenastala, vpravo ano.
 
Obrázek 2.9: Obrázek ze hry. Kolize laserů, jeden koliduje se štítem lodi, druhý až dále s
polem asteroidů.
2.6 Ovládání
Hra podporuje hru ve více hráčích. Lze hrát po síti, ale i ve více lidech na jednom počítači
(v angličtině označováno jako hotseat). Na to byl brán ohled při návrhu ovládání. Každý
hráč potřebuje 4 klávesy na ovládání směru, akceleraci a brzdy a jedno tlačítko na střelbu.
Bylo tedy potřeba napasovat na klávesnici 4 různé sady
”
šipek“[7] a 4 další tlačítka na
střelbu.
Za hlavní sadu ovládání, tj. sada pro hráče číslo jedna v režimu hotseat a jediná sada
v ostatních režimech, bylo zvoleno WSAD+Mezerník. Pro některé starší hráče jsou více
intuitivní
”
old-school“ klasické šipky, ale od dob Half-Life (1998) a podobných FPS1 jsou
1FPS – First person shooter, herní žánr - střílečka
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klávesy WSAD mnohem oblíbenější než šipky. Jako střelecká klávesa je mezerník, který je
z WSAD snadno dosažitelný palcem. Tato sada se dá ovládat jednou rukou
Ostatní sady ovládání, pro hráče číslo dva až čtyři, nejsou úplně optimální. Dají se také
ovládat jednou rukou, ale palec není v pohodlné pozici jako u WSAD. Je tedy potřeba obě
ruce. Tyto sady jsou:
• hráč 2: numerické 8546 + 0
• hráč 3: šipky + pravý CTRL
• hráč 4: IKJL + pravý ALT
• kamera: TGFH, +, -, *
Rozložení všech použitých kláves je vidět na obrázku 2.10.
 
Obrázek 2.10: Rozložení kláves. Růžová, modrá, zelená, žlutá jsou hráči, šedivá je kamera,
červené jsou speciální klávesy.
2.6.1 Myš
Zajímavým by bylo i ovládání myší. WS na ovládání akcelerace a brzd, AD na posun vlevo a
vpravo. Myš vy řídila směr lodi, loď by se automaticky otáčela ve směru kurzoru a klinutím
by se střílelo. Ovšem počítač má pouze jednu myš, nešlo by toto rozložení použít v režimu
více hráčů na jednom počítači.
Bohužel toto není tak jednoduché jako ovládání pouze klávesami a nestihlo se imple-
mentovat do hry. Toto je jedno z prvních rozšíření, které je v plánu pro hru, pokud bude
vývoj pokračovat.
2.7 Uživatelské rozhraní
Klasický HUD2 hráče je vytvořen standardními widgety a ukazuje různé informace jako
zdraví, munice a scóre. Příklad HUDu na obrázku 2.11.
2HUD – heads-up display, metoda vizuální reprezentace informací ve hře
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 Obrázek 2.11: Heads-up display hráče, 2D widget.
Ale z testování vychází, že tento HUD je velmi nepraktický. HUD pouze zabírá místo
a hráč ho stejně nesleduje. Hráč se většinu času soustředí na svoji loď a protihráče. Proto
všechny důležité ukazatele jsou umístěny i přímo na loď hráče jako 3D objekt, zmenšující
se oblouk, viz obrázek 2.12.
 
Obrázek 2.12: Heads-up display hráče, 3D oblouk. Vlevo částečně vyčerpaný, vpravo plný.
Hráči co hru testovali se ale neshodli, který HUD preferují. Proto jsou k dispozici oba
a lze mezi nimi volit.
2.8 Umělá inteligence
Ač umělá inteligence (UI) nebyla přímo v zadání práce, správná hra se bez ní neobejde. Ne
vždy je po ruce další hráč nebo připojení k internetu. A právě v tuto chvíli přijde na řadu
počítačový protivník.
Navržená umělá inteligence zvládá sice jen elementární pohyb a snaží se vyhýbat kolizím
s překážkami, ale i tak si vede docela dobře jako pohyblivý terč. Na obrázcích 2.13 a 2.14
jsou vidět základní dva principy, kterými se umělá inteligence řídí - nenabourat a střílet po
hráčích.
Prvním principem je snaha nenabourat do překážek. Umělé inteligence pravidelně před-
povídá svojí pozici za půl a za jednu vteřinu. Pokud UI přepoví, že bude srážka, okamžitě
zabrzdí a změní směr letu.
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Obrázek 2.13: První princip umělé inteligence – snaha nenabourat do překážek.
Druhým principem umělé inteligence je střelba po hráčích. Aby UI představovala hrozbu
a výzvu pro hráče musí po nich i střílet. Po hráčích střílí pouze v případě, že hráč je v zorném
poli UI.
 
Obrázek 2.14: Druhý princip umělé inteligence – střelba po hráčích, kteří jsou v zorném
poli
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Kapitola 3
Implementace
Tato kapitola popisuje implementaci hry. Postupně projde důležité části aplikace, od grafiky,
přes logické jádro hry, až po komunikaci, a třídy, které je realizují. U návrhu tříd byl kladen
důraz na objektový model a rozšiřitelnost.
Pro následující text platí, že všechny názvy uvedené strojovým písmem jsou jména
tříd nebo metod. Uvedené diagramy tříd jsou pouze ilustrativní a mají naznačit strukturu
a funkčnost tříd. Obsahují jen zajímavé nebo důležité položky a u metod nejsou uvedeny
všechny parametry.
3.1 Grafika
3.1.1 Propojení Qt a OSG
Propojení uživatelského rozhraní Qt a vykreslování 3D scény OSG byla nejtěžší část vývoje
aplikace. Vyzkoušeno bylo i více variant jak propojení dosáhnout.
Qt Widget jako 3D objekt
Qt Widget jako 3D objekt byla z prvních variant, kterou jsem vyzkoušel. Tato metoda je
popsána v knize OpenSceneGraph 3 Cookbook [5]. Zde se vůbec neuplatní okenní systém Qt,
všechny okna spravuje OSG. Widgety Qt je vkládají do scény jako 3D objekty, konkrétně
to je čtvercový polygon, na který se nanese textura Widgetu. Widget jako 3D objekt je
jasnou výhodou, všechny položky menu lze různě natáčet, zvětšovat a deformovat. Lze tak
vytvořit zajímavé 3D uživatelské rozhraní. Ale na druhou stranu je tento způsob náročnější
na implementaci a použití. Místo dvou řádků kódu (vytvoření widgetu a vložení do scény) se
zde musí navíc vytvářet Geometrie, Geoda a transformační uzel, získat texturu z widgetu a
nenést ji na geodu a vytvořit správný Handler na zachycování událostí (např. kliknutí myší)
a předávání do Widgetu. Pomocí dědičnosti lze vytvořit třídu zděděnou od QWidget z Qt a
Node z OSG a vytvořit tak předlohu pro libovolný Widget. Sice tato metoda funguje, ale je
náročnější. V budoucnu bych se rád k této metodě vrátil a více prozkoumal její možnosti.
Třída QGLWidget
QGLWidget je widget z Qt, který podporuje vykreslování OpenGL scény. Tato metoda je
také popsána v knize OpenSceneGraph 3 Cookbook [5]. Principem je vytvoření QGLWidgetu,
který se získá vestavěnou funkcí z kamery OSG scény. Se získaným widgetem se zachází
stejně jako s kterýmkoliv jiným widgetem v Qt okně.
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Tento způsob je jednoduchý na realizaci, ale přináší jeden problém. Nefunguje průhled-
nost. Pokud je jiný widget, obsahující průhlednost, umístěný přes tento QGLWidget, průhledná
místa budou vždy černá. Tento problém je pravděpodobně zapříčiněný různým způsobem
a různým časem vykreslování obou widgetů.
Třída QGraphicView
Třetí a finální varianta propojení Qt a OSG, kterou jsem zkoušel, je použití QGraphi-
cView. To je widget určený k zobrazování scény QGraphicsScene. QGraphicsScene slouží
ke správě velkého počtu primitivních 2D objektů a jiných widgetů, ale podporuje i vykres-
lování OpenGL. Důležité je, že se vše vykresluje najednou v jednom volání update metody
a tedy funguje i průhlednost. Jak toto funguje, podrobněji se popíše níže v části 3.1.2.
3.1.2 Třída QOSGScene
QOSGScene je má vlastní třída, která řeší problém s nefungující průhledností. Třída je
zděděná od QGraphicsScene z Qt a Viewer z OSG. Využívá principu vykreslování QGraphicsScene
ve třech vrstvách viz obrázek 3.1. Metoda drawBackground je přepsána tak, aby Viewer
vykreslil 3D scénu jako pozadí. Přes toto pozadí se vykreslují všechny widgety. Vše se děje v
jednom cyklu vykreslování a funguje tedy i průhlednost, s kterou byl v jiné metodě problém.
+drawBackground()
+addWidget(in widget : QWidget)
+update()
+paintEvent()
QGraphicsScene
+drawBackground()
QOSGSCene
+setUpViewerAsEmbeddedInWindow()
#frame()
+setScene(in scene : Node)
-camera : Camera
-scene : Node
osg::Viewer
MenuScene CreditsScene GameScene
Obrázek 3.1: Třída QOSGScene a její potomci.
3.1.3 Třída Launcher
Třída Launcher je potomek třídy QMainWindow. Jedná se tedy o hlavní okno aplikace. Má
funkci správce oken, přepíná mezi okny s menu a hrou. Sleduje signály od menu a hry
a reaguje na ně. Na starost má také signál změny velikosti resizeEvent, který přepo-
sílá aktivnímu oknu a signál keyPressEvent stisku klávesy. Na klávesy reaguje například
přepnutím na celou obrazovku a zpět nebo ukončením aplikace.
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3.1.4 Uživatelské rozhraní
Většina uživatelské rozhraní je poskládáno ze standardních QLabel, QWidget a dalších wi-
dgetů. Ale jejich vzhled je popsán v externím souboru se styly Qt style.css, obdoba
kaskádových stylů pro HTML. To umožňuje měnit barvy, velikost a animace všech prvků
bez nutnosti překompilovat aplikaci.
3.1.5 Lokalizace a třída Texts
Hra podporuje i lokalizaci do více jazyků. Všechny texty aplikace jsou uloženy v exter-
ních souborech. A právě třída Texts načte aktuálně zvolený jazyk a aplikuje ho na prvky
uživatelského rozhraní. Momentálně hra podporuje češtinu a angličtinu.
3.1.6 3D modely
Všechny modely a textury ve hře jsou vlastní výtvor. Jsou vytvořeny v programu Autodesk
Maya na tvrobu 3D modelů a texturování. Na obrázku 3.2 je malá ukázka je rozpracovaného
modelu.
 
Obrázek 3.2: Model lodi hráče v prostředí Autodesk Maya.
3.2 Herní smyčka
O principu herní smyčky jsem se poprvé dozvěděl z knihy Vývoj her v jazyku Java[2].
Prakticky jsou dvě možnosti jak řídit běh hry.
První možností je běh řízený událostmi (ang. event driven). Zde je program nečinný,
dokud nenastane specifická událost. Událostí může být kliknutí myší, stisk klávesy, posun
okna nebo třeba požadavek systému na vykreslení okna. Toto lze použít pouze u jedno-
duchých her, kde nejsou pohyblivé animace nebo 3D grafika. Tento způsob se vyznačuje
hlavně nenáročností na výkon počítače, většinu času program nic nedělá. Příkladem těchto
her můžou být karty, piškvorky, šachy a podobně. Obrázek 3.3.
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 Čekání 
na událost 
Zpracování 
události 
Vykreslení 
scény 
Obrázek 3.3: Běh hry řízený událostmi.
Druhou možností je herní smyčka. Jedná se o cyklus zpracování vstupů a událostí –
aktualizace scény – vykreslení scény. Obrázek 3.4. Při tomto způsobu řízení aktivně běží
neustále a využívá maximální dostupný výkon počítače, pokud není omezen (časovač, verti-
kální synchronizace). Lze smyčku i rozdělit do dvou vláken, jedno by zpracovávalo události
a vstupy a druhé pouze vykreslování. Ale vzhledem, že časová náročnost vykreslování (1˜0
ms) je mnohem větší než zpracování událostí (¡1 ms), je použití více vláken zbytečné. Pro
dosažení plynulosti hry je nutné, aby se smyčka provedla alespoň 25-krát za vteřinu. Při
pomalejším běhu by se zdála hra
”
trhaná“. Ideální je synchronizovat počet cyklů za vteřinu
s obnovovací frekvencí monitoru, zhruba 60 snímků za vteřinu.
 
Vykreslení 
scény 
Zpracování 
vstupů 
Aktualizace 
objektů a 
scény 
Obrázek 3.4: Běh hry ve smyčce.
3.2.1 Třída GameObject
GameObject je základní třída pro všechny 3D objekty v herní scéně. Poskytuje základní
funkce pro pohyb a rotaci objektu, tj. souřadnice x, y, z, rotace v osách, vektor rychlosti
a funkce na výpočet vzdálenosti a kolizí s jinými objekty. Samozřejmě obsahuje i uzel s
3D modelem objektu na vložení do scény. Na obrázku 3.5 jsou vidět i třídy z GameObject
odvozené. Je tam například hráč a dvě jeho varianty, různé objekty map a projektily.
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+update()
+collision(in obj : GameObject) : bool
+distance(in obj : GameObject) : double
-x,y,z : double
-yRotation : double
-speed : Vec3
-collisionRadius : double
-model : PositionAttitudeTransform
GameObject
+update()
+damage(in dmg : int)
+shoot()
+reset()
-Name : QString
-health, shield : int
-weapon : Weapon
Player
+update()
-damage
-owner
-duration
Projectile
Bullet BeamWraithRaider
+update()
-movement : MoveMode
-rotateAround : GameObject
MapObject
Planet AsteroidMoon AsteroidField
+isReady() : bool
+shoot()
+update()
-Projeticle : Projectile
-ammo : int
-cooldown : double
Weapon
Chaingun
Obrázek 3.5: Třída GameObject a třídy z ní odvozené.
3.2.2 Třída GameControl
Samotná třída GameControl realizuje právě herní smyčku. Má na starost načtení mapy
a vytvoření všech objektů a následný běh hry. V každém průběhu je nutné aktualizovat
objekty (posunout hráče, otočit planetou, doplnit munici) na základě uplynulého času,
vypočítat kolize objektů a kolize vyřešit a nakonec aktualizovaný stav hry vykreslit na
obrazovku (to zajišťuje volání update u QOSGScene).
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+gameLoop()
+updateBonuses()
+updateCamera()
+updateCollisions()
+updateObjects()
+updatePlayer()
+updateProjectiles()
-Time : QTime
-players : QVector
-projectiles : QVector
-mapObjects : QVector
-bonuses : QVector
GameControl
+gameLoop()
+updateBonuses()
+updatePlayers()
+handlePacket() : Packet
-con : Connection
GameControlClient
+gameLoop()
+updateBonuses()
+updatePlayers()
+updateCollisions()
+handlePacket() : Packet
-con : HostConnection
GameControlClient
 
Obrázek 3.6: Třída GameControl a třídy z ní odvozené.
3.2.3 Třída GameControlHost a GameControlClient
Pro účely hry po síti je herní smyčka rozdělá na část klienta a část serveru. Oproti smyčce pro
lokální hru se liší v nutnosti komunikace a přesunu některých funkcí na stranu serveru. Třída
GameControlClient oproti GameControl je ochuzena o veškerý výpočet kolizí, vypočet
poškození a generování bonusů, které se přesunou do GameControlHost.
3.3 Komunikace
Komunikaci zřizuje třída Connection a její serverové rozšíření HostConnection. Jejím úče-
lem je přijímání a odesílání zpráv. Příchozí zprávy ukládá do fronty, která se zpracuje v
průběhu herní smyčky.
Connection podporuje komunikaci po obou protokolech TCP i UDP. Jak popisuje ka-
pitola 1.3.1, není jasná odpověď, který protokol je lepší na použití a zda je moudré použít
oba najednou. Proto třída umožňuje přepnutí mezi TCP, UDP a TCP+UDP (proměnná
ve zdrojovém kódu, nutné překompilovat).
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+send(in p : Packet)
+sendFast(in p : Packet)
+read() : Packet
-sendTCP(in p : Packet, in soc : QTcpSocket)
-sendUDP(in p : Packet, in soc : QUdpSocket)
-readTCP(in soc : QTcpSocket)
-readUDP(in soc : QUdpSocket)
-socketUDP : QUdpSocket
-socketTCP : QTcpSocket
-packetQueue : QVector
Connection
+send(in p : Packet)
+sendFast(in p : Packet)
-socketUDP : QUdpSocket
-socketTCP : QTcpSocket
-packetQueue : QVector
-clients : QVector
HostConnection
 
Obrázek 3.7: Třída Connection a HostConnection.
3.3.1 Zprávy
Ať je zvolen jakýkoliv způsob přenosu, TCP stream nebo UDP datagramy, ke komunikaci
se používají zprávy. Zpráva je jednoduchá krátká informace, příkladem zprávy je informace
o pozici hráče, textová zpráva hráče a podobně. Zprávy jsou realizovány třídou Packet a
třídami z ní odvozených viz obrázek 3.8. První čtyři bajty zprávy vyjadřují její velikost, to
umožňuje rozeznat konec jedné zprávy a začátek další. Následuje pak typ zprávy a užitečná
informace. Momentálně hra komunikuje pomocí 21 různých typů zpráv.
+serialize() : QByteArray
+type : unsigned char
+length : unsigned int
Packet
+ChatPacket(in packet : QByteArray)
+msg : QString
ChatPacket
+ChatPacket(in packet : QByteArray)
-msg : QString
ChatPacket
+PositionPacket(in packet : QByteArray)
-x,y, rotation : int
-speedx, speedy : int
-player : char
-time : int
PositionPacket
+ChooserPacket(in packet : QByteArray)
+playerNames[] : QString
+playerModels[] : int
+map
ChooserPacket
+IntPacket(in packet : QByteArray)
+data : int
+player : int
IntPacket
 
Obrázek 3.8: Třída Packet a třídy z ní odvozené.
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3.4 Umístění na web
Aplikace a její zdrojové kódy jsou umístěny na webu pod open source licencí. Nejnovější
verzi lze najít na těchto úložištích.
Osobní web
<http://www.stud.fit.vutbr.cz/~xtothm00/IBP/Kimu.rar>
<http://www.stud.fit.vutbr.cz/~xtothm00/IBP/Kimu-src.rar>
Školní server
<http://merlin.fit.vutbr.cz/wiki/index.php/Graphics_Projects_2012>
SourceForge
<https://sourceforge.net/projects/kimu/files/>
29
Kapitola 4
Závěr
V průběhu této práce jsem se seznámil s grafickou knihovnou OpenSceneGraph a prohlou-
bil své vědomosti o knihovně Qt. Funkce těchto knihovej je pak předvedá na jednoduché
aplikace. Aplikace má podobu hry s vesmírnou tématikou pro až čtyři hráče. Pro hru byl
navžen koncept pohybu se setrvačností, který se u ostatních her neobjevuje, jednoduchá
umělá inteligence a systém kolizí.
Hru lze jednoduše spustit souborem Kimu.exe. Celá aplikace je psána s ohledem na
multiplatformnost. Hra tedy běží jak v operačním systému Windows, tak i v Linuxu. Tes-
tován byl systém Windows 7 a distribuce linuxu Ubuntu 11.10., ale teoreticky by hra měla
fungovat i v systému MacOS.
Výsledná hra je docela pěkná a zábavná, sice není dokonalá, ale má jisté kouzlo. Mezi
možná rozšíření, které bych rád do hry v budoucnu přidal, patří:
• Zvuk. Knihovna OpenSceneGraph obsahuje i modul na práci s prostorovým zvukem.
Jednoduché zvukové efekty střel a explozí, hudba.
• Výhledávání her na lokální síti. Momentálně pro hru na síťi je nutné znát IP adresu
a port hostitelského počítače. Vyhledávání by přidalo možnost zobrazit všech hry na
síti, čekající na ostatní hráče.
• Vylepšit ovládání.
• Gravitace. Velmi zajímavý herní koncept, objekty na mabě by měli gravitaci a přita-
hovaly by k sobě ostaní hráče.
• A rozhodně lepší grafika. Sám sice zvládnu jednoduché modely a textury, ale pomoc
profesionálního grafika by jistě vynesla hru na vyšší úroveň.
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Příloha A
Obsah DVD
• source/ – zdrojové kody aplikace
• source/doc – programová dokumentace generovaná programem doxygen
• dokumentace/ – tato práce v elektronické podobě
• dokumentace/src – zdrojové soubory dokumentace, potřebné pro její upravu a nové
vytištění
• bin/ – již zkompilovaná verze aplikace pro systém Windows včetně všech potřebných
knihoven
• poster/ – propagační plakát
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