Abstract-Since Critical Infrastructures (CI) strongly rely on network services, robustness testing is a key step to assure the resilience of such systems in the presence of abnormal situations. This work proposes a dynamic robustness test cases generation from state models, using an executable version of the model. A meta-heuristics search based algorithm is used to generate test cases taking into account the control and data aspects of the model.
I. INTRODUCTION
Critical Infrastructures (CI) are increasingly essential in everyday life, as they cover various sectors like energy, telecommunications, government, among others. Given that a CI's operation is highly dependent on communication systems, ensuring that they function well is an important step to ensure the resilience of the infrastructure. Conformance testing has long been used to determine whether a given implementation of a communication system conforms to its specification, and various techniques and tools exist for that purpose. Although widely used, conformance testing is not enough to ensure resilience. The robustness must also be validated, i.e., it is necessary also to guarantee that the system is able to have an acceptable behavior in the presence of unexpected events.
Various works proposed the use of conformance testing framework for robustness testing. This includes the test case generation from behavior models, from which the state models attracted much attention from the conformance testing community. Since robustness testing is aimed at testing the system in the presence of unexpected events, the model-based approaches differ from each other on the way these events are introduced into the model. Saad-Khorchef et al. [1] proposed to integrate to the nominal model these unexpected events, which can be invalid inputs (erroneous, specified inputs), inopportune inputs (inputs that exist in the specification alphabet but are not expected in a given state), as well as the unexpected outputs in response to these events, such as sending an error message, closing a connection and so on. One limitation of this approach is that the model can become too large to be manageable by traditional test generation techniques. In order to avoid huge models, Ambrosio et al. [2] produced one model to represent valid behavior and others to represent the behavior in presence of unforeseen inputs. The difficulty here is to construct different models. In addition, both approaches used exhaustive enumeration methods to generate the test cases and, hence, a huge number of test cases can be generated, or even the state space explosion can occur. Besides, the data aspects are not explicitly taken into account in these approaches. Rollet [3] avoid the introduction of robustness aspects into a model by "mutating" test cases generated for conformance testing to introduce inopportune inputs. A problem with this approach is that the test cases can be no longer feasible.
In a previous work [4] we proposed a search-based testing approach for conformance test generation. The approach searches for test cases dynamically, by running an executable version of an extended finite state machine (EFSM) model that represents the system behavior. A meta-heuristics search based algorithm is used to generate test cases taking into account the control as well as data aspects of the model. Thus the problem of state explosion and great number of test cases can be avoided. This approach is briefly explained in the next section.
II. THE TEST GENERATION APPROACH
Traditional conformance testing techniques are based on exhaustive enumeration of the scenarios represented by the state model. Since the number of scenarios can be huge or even infinite, as the systems grows in size and/or complexity, these approaches present scalability limitations, especially because of the data aspects represented in an EFSM. Thus, we proposed a search-based software testing to deal with this problem, using a meta-heuristics called M-GEO vsl (MultiObjective Generalized Extremal Optimization with variable string length) [4] to explore the state space. Since this approach was previously presented in [4] , we give here only a brief explanation, for this text to be self-contained. In M-GEO vsl , the test case generation is reformulated as optimization problem. M-GEO vsl generates the solutions and evaluates each of them to determine whether the test criterion is satisfied. Based on this information, test data are incrementally modified in order to obtain solutions closer to satisfy the test criterion.
M-GEO vsl interacts with the executable version of the EFSM model by providing the input event sequence, in which each event can have parameters, and by monitoring the transition path covered by this sequence. M-GEO vsl evaluates the path produced by the executable model using two criteria: target transition coverage and input sequence length. The algorithm can simultaneously optimize both criteria and the solutions must adopt a tradeoff between them. The algorithm allows to generate input sequences with different length, which is dynamically adjusted. It is worth to note that in general the user must give the input sequence length in advance [5] , but sometimes it is not possible to find a solution for the given length. Since M-GEO vsl also generates the input parameters values according to their domain, it can be suitable to generate invalid values for the input parameters, as is presented in the next section.
III. THE ROBUSTNESS TESTING APPROACH
In order to apply the test generation approach to the EFSM model for robustness testing purposes, it is necessary to augment the model with invalid and inopportune inputs, as well as unexpected outputs, as presented in Section I. In our approach, the invalid inputs are input events whose parameters have abnormal values, representing interface faults as defined in the Ballista approach [6] . The inopportune inputs exist when the model is partially specified, i.e., when not all events in the input alphabet I are specified in all states of the machine. In conformance testing, it is common to adopt a completeness assumption, that can be: unspecified inputs correspond to a loop transition, i.e., the machine remains in the same state, producing a null output; or else, unspecified inputs correspond to transitions to an error state, producing an error message [7] .
Instead of creating each one of these transitions explicitly, default state and/or transitions can be defined to avoid the manual construction of the complete model. For instance, in Figure 1 .a, whenever an inopportune input is received (illustrated by traced line in the EFSM M 1 ), the model takes a default transition dt to ignore this input producing a null output and remains in the current state. Thus it is only necessary one default transition for all inopportune inputs. A default transition dt can also be created to cope with invalid inputs, such as an abort event (z()), and to leave the model in an exit state (S 4 ) (Figure 1 [6] .
The proposed approach was applied to a simplified version of a class 2 transport protocol [5] . The model has 6 states, 21 transitions, 13 input events and 14 input parameters. For each transition, input sequences were generated with different lengths including nominal, inopportune and invalid inputs. We consider that, upon reception of inopportune and invalid inputs, the default transition remains in the same state and produces no output.
IV. CONCLUSIONS
The model-based generation of robustness test cases is addressed, whose main contributions are: i) the use of default states and transitions avoids the need to explicitly augment the model with unexpected events for each state; ii) invalid values can be generated to corrupt the parameters; iii) the use of a meta-heuristic avoids state space explosion; iv) feasible test cases are dynamically generated during model execution, at least at the model level. Further experiments are being carried out with real world applications.
