Two different research fields work on the issue of software process: software process modelling on one hand and software process evaluation and improvement on the other. In this paper, the most relevant results of both approaches are presented and, despite they have evolved independently, the relation between them is highlighted. Software process modelling tries to capture the main characteristics of the set of activities performed to obtain a software product, and a variety of models have been created for this purpose. A process model can be used either to represent the existing process in an organisation, or to define a recommended software process. Software process evaluation assesses the quality of the software process used in a software development organisation, being the SCE and ISO/IEC 15504 the two most commonly used evaluation methods. Software process evaluation can be the starting point of a software process improvement effort. This effort aims to direct the organisation's current practices to a state where the software process is continuously evaluated and improved.
Introduction
The software process is a critical factor for delivering quality software systems, as it aims to manage and transform the user need into a software product that meets this need. In this context, software process means the set of activities required to produce a software system, executed by a group of people organised according to a given organisational structure and counting on the support of techno-conceptual tools. General concepts about software process are presented in this chapter and some specific approaches are highlighted.
The ultimate goal of research into the software process is to improve software development practice through [87] : a) better ways of organisational design at the level of individual processes and the organisation as a whole b) accompanying innovations in technological support. Hence, there are two lines of research into the software process.
1. Software process modelling describes the creation of software development process models. A software process model is an abstract representation of the architecture, design or definition of the software process [50] . Each representation describes, at different detail levels, an organisation of the elements of a finished, ongoing or proposed process and it provides a definition of the process to be used for evaluation and improvement. A process model can be analysed, validated and simulated, if executable. The process models are used mainly for software process control (evaluation and improvement) in an organisation, but they can be also used for experimenting with software process theory and to ease process automation.
2.
Software process evaluation and improvement by means of which to judge and decide on the quality of the object under analysis or the evaluand, that is, the software process of a given organisation, and propose a process improvement strategy. The efforts of the scientific community in this field have led to quite a number of maturity models and standards, such as ISO 9000 [78] [79] [120] , CMM (Capability Maturity Model) [108] , ISO/IEC 15504 [77] and Bootstrap [91] . All these models have two goals: a) determine the aspects for improvement in a software development organisation; and b) reach an agreement of what a good process is. This goal stems from the very nature of the evaluation process, as it is essential to use a reference model or yardstick against which to compare the software process of the organisation under evaluation. Therefore, it involves modelling the above process by identifying what sorts of activities have to be carried out by an organisation to assure the quality of the production process and, ultimately, the end product. The existing methods include models focused on the management process, encompassing quality management [112] . Methods of this sort evaluate the maturity of the software process, that is, how well defined, managed, measured and controlled a given process is and determine an organisation's software production capability. The findings of this evaluation can include a software process improvement strategy, as the reference standard is really an evolutionary framework for improving management activities. This group includes the CMMbased appraisals (SCE (Software Capability Evaluation) and CBA IPI (CMM Based Appraisal for Internal Process Improvement)) [108] and methods like Bootstrap [91] . These are the two aspects of the software development process that are going to be addressed in this paper (sections 3 and 4 deal with software process modelling, sections 5 and 6 with evaluation and section 7 with improvement). Firstly, some basic concepts related to this subject are presented in section 2.
Software Process Basics

What is the Software Process?
Originally, the term life cycle was employed in every software development project [39] . Even though the notion of software process was present in these projects, the concept of software process was not clearly identified [16] [99] . As software and software construction were further investigated, the software process acquired an identity in its own right and has been the subject of research and investigation in recent years [52] [65] . The concepts of life cycle and process are so closely related that confusion often arises, calling for a clarification of these concepts. The view taken of these concepts is as follows [2] . 1. Life cycle: all the states through which the software evolves. The life cycle centres on the product, defining the states through which the product passes from the start of construction (the initial state is the user need) until the software is in operation (this product state is the deployed system) and finally retired (the state is the retired system) [119] [43] . A life cycle model is an abstract representation of the software life cycle. In the case of the software product, there is no one life cycle. A product can pass through different states, depending on the specific circumstances of each project. For example, if the problem is well defined and well understood and the user need is practically invariable, a short, waterfall-like life cycle is likely to be sufficient. However, when we come up against a poorly defined and poorly understood problem and a highly volatile user need, we can hardly expect to output a full requirements specification at the start. In this case, we have to opt for longer and more complex life cycles, like the spiral life cycle [18] ; prototyping, where the first state will be a prototype [100] [58] ; or an incremental life cycle, where the first state will be the specification of the system kernel, followed by the kernel design and finally implementation, then going back to specify the next system
The Software Process: Modelling, Evaluation and Improvement 3 increment and so on [66] . So, there are different life cycles for different project circumstances. A method for selecting a model from several alternative life cycle models is presented in [6] . Descriptions of the life cycle models that represent the main life cycles are given in [119] [29] [111] [110] . Software engineering and knowledge engineering life cycle models are compared in [135] and software engineering models in [38] [29]. 2. Software process: a partially ordered set of activities undertaken to manage, develop and maintain software systems, that is, the software process centres on the construction process rather than on the product(s) output. The definition of a software process usually specifies the actors executing the activities, their roles and the artefacts produced. An organisation can define its own way to produce software. However, some activities are common to all software processes. The set of processes that form a software process should be called subprocesses, but we will follow in this chapter the IEEE's terminology, calling them processes too. A software process model is an abstract representation of the software process. The two key international standards that prescribe processes for developing and maintaining software are IEEE 1974-1991 [75] and ISO/IEC 12207 [81] . Both standards determine a set of essential, albeit unordered activities, which have to be completed to obtain a software product. They do not prescribe a specific life cycle. Each organisation that uses the standard must instantiate the prescribed process as a specific process. ISO/IEC 12207 presents a process of adaptation that defines the activities required to tailor the standard to an individual software project. A variety of software process models have been designed to structure, describe and prescribe the software system construction process. These models are considered in section 4. This paper deals with the software process and not the life cycle.
Software Engineering and Knowledge Engineering Software Process
The prescription of the software construction process is a subject that has been studied in software engineering for quite some years now. The IEEE published a qualitative, informal and prescriptive model in 1991. As mentioned above, many other proposals have emerged since then, seeking to formalise and automate the construction process. The situation in knowledge engineering, however, is quite a different kettle of fish. The issue of the technical activities to be performed to build a Knowledge-Based System (KBS) was debated in the 80s [25] [134] [5] [62] [45] , but knowledge engineering has never taken an interest in fully defining all the activities to be performed to build a knowledge-based system, including management and support activities.
Although knowledge engineering has not focused efforts on outputting a full definition of its development process, it is true that the process definitions made in software engineering are not so far removed. This is because the process models are highly abstract, thus hiding differences in the development techniques required to build different types of software. The software process defines how the development is organised, managed, measured, supported and improved, irrespective of the techniques and methods used for development [41] . Therefore, even admitting the underlying differences between traditional and knowledge-based software, the work carried out in software engineering on software process definition, modelling, evaluation and improvement can be interesting for knowledge engineering.
[2] includes a discussion of the software engineering activities applicable to knowledge engineering and vice versa, and it also includes a software process model to be used in both disciplines. This model prescribes a set of processes, activities, products, roles, and abilities of the people participating in the development process of both traditional and knowledge-based systems. 4 
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Software Process Modelling, Evaluation and Improvement
Today, there are three main actions that can be taken with respect to the software process: define or model, evaluate and improve. The definition of the software process refers to the definition of the processes as models, plus any optional automated support available for modelling and for executing the models during the software process. Finkelstein et al. [52] define a process model as the description of a process expressed in a suitable process modelling language. There are other possible uses of software process models that will not be considered, such as the introduction of a new process in an organisation and personnel training/motivation.
Curtis et al. present some of the specific goals and benefits of modelling the software process [36] . support, a compilation of metrics and process integrity assurance. 5. Process improvement support: requiring the reuse of well-defined and effective software processes, the comparison of alternative processes and process development support. Different process models can define different points of view. For example, one model may define the agents involved in each activity, while another may centre on the relationship between activities. There is a model that addresses the organisational culture and focuses on the behavioural capabilities or duties of the roles involved in the software process [3] [4] . This means that each model observes, focuses on or gives priority to particular points of such a complex world as software construction [42] [50] . A model is always an abstraction of the reality and, as such, represents a partial and simplified description of the reality; that is, not all the parts or aspects of the process are taken into account in the model. Generally, a process model can be divided into several sub-models expressing different viewpoints or perspectives. Additionally, there is a variety of notations for defining the process models as described in section 3.2. The results achieved so far in software process modelling research are reviewed in [7] .
Software process evaluation involves analysing the activities carried out in an organisation to produce software. The ultimate goal of process evaluation is to improve software production. Development process evaluation and improvement works under the hypothesis that the quality of the software product is determined by the quality of its development process. This strategy is equivalent to the one implemented in other branches of engineering and industries, where the quality of the resulting product is increased by controlling the process used in its production [70] .
Software process evaluation methods introduced innovative concepts that have changed the way in which software production activities are perceived. The new process standards and maturity models developed for use as yardsticks in the assessments are the most important innovation. However, agreement has not been reached on what a good process is and what characteristics of the process are to be evaluated.
Software process improvement studies the way of improving the software development practices in an organisation, once software process evaluation has made clear what the current state of the process is. Software process improvement is not planned in a single step to excellence, but it is performed gradually by transitions between specific maturity levels. Due to the unstable nature of software development technologies, it is necessary to continuously evaluate and improve the software process. Thus, a capable and mature software development organisation institutionalises the improvement effort.
Software process research is comprehensively reviewed in [41] , while [57] presents an overall critical evaluation and possible directions for future research.
Concepts and Approaches of Software Process Modelling
Firstly, we are going to deal with the basic process-related elements, as well as their possible interrelationships. Then the different approaches to modelling from the viewpoint of the information they can address, and the diverse process environments will be presented.
Basic Process Modelling Elements
The software process basically consists of two interrelated processes: the production process and the management process. The first is related to the construction and maintenance of the software product, whereas the second is responsible for estimating, planning and controlling the necessary resources (people, time, technological, ...) to be able to carry out and control the production process. This control makes it possible to generate information about the production process, which can be used later on by the management process with a view to improving the software process and increasing the quality of the developed software. There are two main submodels in process modelling: the management process model and the production process model [41] .
Different elements of a process, for example, activities, products (artefacts), resources (personnel and tools) and roles, can be modelled [68] . There are several classifications concerning the main elements of a process model [94] [50] [31] . The elements most commonly modelled are presented below [14] [52][99] [56] . Figure 1 shows these elements and their interrelationships. Other possible elements like project/organisation, workspace (repository), user viewpoint, model of co-operation, versioning, transactions, quality, etc. will not be considered.
-Agent or Actor: is an entity that executes a process. Actors can be divided into two groups as regards their close relationship with the computer: a) human actors, who are the people who develop software or are involved in the software process and are possibly organised as teams; b) system actors or system tools, which are the computer software or hardware components. An actor is characterised by the properties of its role and its availabilities. An actor, person or system can play several roles, which are composed of consistent sets of activities. A role can be judged by several co-operative actors. -Role: describes a set of agent or group responsibilities, rights and skills required to perform a specific software process activity. This is an association between agents and activities in terms of a defined set of responsibilities executed by agents. -Activity: is the stage of a process that produces externally visible changes of state in the software product. An activity can have an input, an output and some intermediate results, generically termed products (they can be software products, requirements specification documents, database schemata, etc.). The activity includes and implements procedures, rules, policies and goals to generate and modify a set of given artefacts. This activity can be performed by a human agent or using a tool. The activities can be divided into more elementary activities; that is, there are elementary or compound activities. The activities can be organised in networks with both horizontal (chained) and vertical (decomposition) dimensions. The activities are associated with roles, other activities and artefacts. -Artefact or Product: is the (sub)product and the "raw material" of a process. An artefact produced by a process can be used later as raw material for the same or another process to produce other artefacts. An artefact or software product is developed and maintained in a process. An artefact can have a long lifetime, and there may be different versions of each artefact as the software process evolves. The (sub)products can be created, accessed or modified during a process activity. A set of software artefacts to be delivered to a user is named software product. Therefore, a relationship "composed of" can appear between the products. -Event: is a noteworthy occurrence happening at a specific moment in time. Event-based models provide a different view (not represented in Figure 1 ) of the activities by which the dynamic nature of the process is made evident. The relationships between these elements, such as activity/role/actor interaction, activity-activity interaction, product-activity interaction, product-product interaction, are described in [14] . Definitions of the process modelling concepts are found in [30] [94] and the main software process models that use these concepts are described in [52] . 
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Modelling Approaches
There are different types of process modelling. Processes can be modelled at different levels of abstraction (for example, generic models versus tailored models) and they can also be modelled with different goals (descriptive models versus prescriptive models). The distinguishing features of these models have been described in [70] [96] [99] [110] . The types of information in a process model can be structured from different viewpoints. Curtis presents the following list of information perspectives commonly found in the literature [36] : -Functional: represents which process elements are being implemented and which information entity flows are important for the above process elements. -Behavioural: represents when (that is, sequentiality) and under which conditions the process elements are implemented. -Organisational: represents where and by whom in the organisation the process elements are implemented. -Informative: represents the information entities output or manipulated by a process, including their structure and relationships. The models are built according to the languages, abstractions or formalisms created for representing the specific information about these characteristics. The most used language in practice is (structured) natural language due to its flexibility. Table 1 presents a list of representation abstractions (excluding natural language) organised according to the above-mentioned viewpoints. These abstractions are the most popular in software process research. None of these abstractions covers all the classes of information. Therefore, most of the models found in the literature present languages based on more than one of these abstractions. These models consider the need to integrate multiple representation paradigms (that is, different process models), although this generally makes the model more complex to define [132] . On the one hand, as shown in Table 1 , a wide variety of notations have been used to model processes. A text that describes different notations for modelling the process is [128] . A good overview over the concepts used in some of the various modelling notations mentioned is given in [116] . There are no data on which of the available notations are more useful or easier to use under given conditions.
On the other hand, as mentioned above, a variety of multi-paradigm approaches have been proposed for modelling software processes. These approaches have two main characteristics. Firstly, excepting mainly Petri net-based approaches, they all use textual representations. Secondly, most of them are already at a programming language level of abstraction. Thus, they make it difficult to model a problematic situation directly, whereas they force the engineer or process manager to take into account many technical aspects of the modelling formalism [49] .
Process Environments
Software process models can exploit contributions , concepts and factors from three interrelated environments: organisational, cultural and scientific/technological.
The Organisational Environment reflects if the model deals with organisational issues such as the organisational culture, behaviour, the design and evolution of the organisation, and the abilities of the people and organisations involved.
-
The Cultural Environment of a model deals with the three essential characteristics of the organisational culture: creative ability, social interaction and flexibility with the environment.
Creative ability is about the development of new organisational and software process models. Social interaction is based on the relation between the different reasoning structures one can found in each discipline, in each profession and even in each person. Flexibility with the environment considers the organisation's position regarding socio-cultural and scientific/technological environments and generic software process models, where social interaction and creative ability dimensions are developed.
The Scientific/Technological Environment of a model shows that it points towards the tools, infrastructure, software environments and methodologies to be used for software production and also for software process management, improvement and control. Viewing software development as a process has significantly helped identify the different dimensions of software development and the problems that need to be addressed in order to establish effective practices. This vision has evolved from "software processes are software too" [106] to "software processes are processes too" [57] . Indeed, addressing the problems and issues of software development is not just a matter of introducing some effective tool and software environment. It is not sufficient to select a reasonable lifecycle strategy either. Rather, we must pay attention to the complex interrelation of a number of organisational, cultural, and scientific/technological factors.
Overview of Software Process Models
In this section the main software process models are presented, divided according to their approach into descriptive and prescriptive.
In case the reader is interested just in basic modelling concepts and not in particular models, he or she can skip this section.
Descriptive Models
The goal of descriptive modelling is to make a process now used in an organisation explicit, or to represent a proposed process so as to predict some process characteristics [99] . Software process models that go by the name of descriptive models answer the questions "how is software now developed?" or "how has software been developed?" [94] . A descriptive model can uncover many previously hidden problems in the organisation's software development process, and knowing what is actually being done is the first step to be able to improve it. McChesney [99] divides this group of models into two main categories (informal descriptive models and formal descriptive models), depending on the goal of the descriptions.
The goal of informal descriptive models is simply to provide an informal and qualitative model. Examples of informal models are the process cycle model [96] ; the stratified behaviour model [35] ; Bendifallah & Scacchi's model [15] ; and Cain and Coplien's model [22] . Formal descriptive models of the software process can be related to process assessment, process improvement and/or process prediction. This category includes: the Systems Dynamics Based model [1] ; the FUNSOFT networkbased model [40] ; the PRISM change model [98] ; the STATEMATE model [89] ; the TAME model [13] ; the Amadeus model [124] ; the actor dependency model [138] ; and the Wolf & Rosenblum's event-based model [136] .
Each of these classes are addressed below from the viewpoint of model criteria, representation criteria and methodological criteria in order to identify the elements that represent the software process and, therefore, model the process in question. Figure 2 lists some of the most important descriptive models [92] [8] [99] , belonging to each of these classes. These models are characterised in Table 2 according to the above-mentioned criteria. If they meet a table characteristic, the respective table cell is marked with X; otherwise the space is left blank.
The stratified behaviour model and the process cycle model are qualitative and are orthogonal to existing process models. Although they are extremely informal and have no modelling procedure, they do address the question of the human agents involved in the software process. With regard to formal models, Madhavji provides a methodological perspective of process cycle evolution [96] , proposes the PRISM methodology [97] for building and adapting generic software process models and provides a processcentred environment for managing changes in the PRISM model [98] . Basili and Rombach [13] formalise the Goal-Question-Metric paradigm for the following tasks: characterisation of the current state of the project environment and planning, construction, analysis, learning and project feedback. Each of these tasks is addressed in the TAME model from the constructive and analytical viewpoint; that is, the model integrates methods and tools to build the products (constructive viewpoint) and methods and tools to analyse the construction processes and products output (analytical viewpoint). Additionally, STATEMATE covers the four information perspectives, as it integrates three graphical representation languages (state diagrams, activities diagrams, modules diagrams) [89] to analyse and predict the behaviour of the process models.
Figure 2 Descriptive models
As shown in Table 2 , the FUNSOFT network-based model focuses on a formal and graphic notation. It addresses neither organisational issues nor aspects related to the people involved in the process, it merely deals with the scientific/technological environment, which is reflected under the column labelled Process environments addressed by the model. The systems dynamics approach to process modelling is used as a means for simulating proposed processes, predicting dynamic software process behaviour and reporting the administration or management of the right policies and procedures. Abdel-Hamid and Madnick [1] develop a comprehensive automated systems dynamics model of the software development process. It is the only descriptive model that includes both the organisational environment and people's creative ability, which is reflected under the columns labelled Process environments addressed by the model and Cultural environment.
However, as shown in Table 2 , none of these models examine all the components of software process models that we consider to be desirable, which is evidenced under the column labelled Procedure coverage (partial). Sufficient model coverage specifies whether the procedure proposed by each model, if any, covers all the objects and characteristics of the software process model we consider desirable; that is, whether the content of the model considers all the environments, processes, activities, agents, products, roles and relationships between the elements involved in the process. With respect to the environments, sufficient coverage indicates whether the procedure models the organisational, cultural and scientific/technological environments with their related aspects. As far as processes and activities are concerned, it denotes whether the procedure models organisational, management, technical and process support processes and their respective activities. With regard to people and their roles, it shows whether the procedure models the roles of designer, manager and developer (including software engineer, planning engineer, monitoring and control engineer, analyst, designer, knowledge engineer) and the capabilities of the people who play these roles. With reference to products, sufficient coverage specifies whether the procedure models all the documents generated by the activities of each process. Table 2 Characterisation of descriptive models
Furthermore, none of the models considered provides a series of fully defined activities for process modelling, as shown under the column labelled Procedure definition (defined). There are two models, TAME and PRISM, with a semi-defined modelling procedure, as shown under Procedure modelling (developed) and Procedure definition (semi-defined) columns and the column labelled From the viewpoint of information quality (formal and automated). Finally, the models are found to provide nowhere near enough information for guiding the engineer in the process of building descriptive process models.
Prescriptive Models
Prescriptive models are the outputs of prescriptive modelling. The goal of prescriptive modelling is to define the required or recommended means of executing the process [99] . The software process models that go by the name of prescriptive models answer the question, "how should the software be developed?" [94] . McChesney [99] divides this group of models into two categories (manual prescriptive models and automated prescriptive models), depending on the goal of the prescriptions.
Manual prescriptive models can be standards, methodologies and methods centred on management, development, evaluation and software life cycle and organisational life cycle support processes. The models belonging to this category include: -Traditional structured methodologies.
-Object-oriented methodologies.
-Knowledge engineering methodologies. -Organisational design methodologies, which are considered as some of the most representative in the field of socio-cultural systems [53] [115]. -Software life cycle development process standards (like IEEE 1074-1991 and ISO 12207).
-Software process evaluation standard-or model-based methods.
The automated prescriptive models perform activities related to assistance, support, management and/or computer-assisted software production techniques. The models belonging to this category include: ALF [23] ; IPSE 2.5 [133] ; Marvel [84] ; PMDB [109] ; SOCCA [49] ; SPADE [10] ; TRIAD [114] ; Conversation Builder [85] ; EPOS [32] ; GRAPPLE [67] ; HFSP [86] ; MERLIN [83] ; and the Unified Software Development Process or Unified Process [82] .
These models are computerised specifications of software process standards. Their main aim is to act as a guide for the software modelling process; that is, they are directed at aiding process agents by mechanically interpreting software process models [95] . The automated prescriptive models can be divided into two categories, depending on the guiding criterion selected to address software process modelling: a) activity-oriented models and b) people-oriented models.
Activity-oriented models focus on the functions, activities of and information about parts of the management, development and software life-cycle support processes. These include TRIAD, Marvel, IPSE 2.5 and SPADE, for example. People-oriented models focus on the specifications of the people involved in the software process and their relationships. They include SOCCA, ALF, PMDB and the Unified Process. People are the least formalised factor in existing software process models. Their importance, however, is patent [127] : their behaviour is non-deterministic and subjective and has a decisive impact on the results of software production, which is a basically an intellectual and social activity [59] . Additionally, the non-specification of human resources means that the process does not reflect the actual status of the software process of the modelled organisation, having the added risk of processes not suited to the capability of the organisation's human resources being executed [123] [138] [48] .
As mentioned above, a variety of multi-paradigm software process modelling approaches have been proposed. Most focus on one main paradigm, like rules (Marvel, for example), imperative programs (TRIAD/CML, for example), activity-oriented programs (IPSE 2.5) or Petri nets (SPADE, for example). The integration of formalisms to describe both the software process and the members of the process and their relationships, which explicitly includes the human components and any interaction in which they are involved, has been proposed by approaches such as SOCCA, ALF and PMDB. The chapter by Kneuper in this handbook deals with this issue, considering the process models as support for developers. The complexity of the resulting software, which over-stretches both the technical and organisational management, can be better dealt with in this manner.
Each of these classes is addressed below from the viewpoint of model criteria, representation criteria and methodological criteria in order to identify the elements that represent the software process and, therefore, model the process in question. The prescriptive models considered are shown in Figure 3 . Just two process definition standards were considered for manual models. The most important automated models were chosen [92] [8] [95] [99] [57] . These prescriptive models are characterised according to the above-mentioned criteria in Table 3. If they meet a table characteristic, the respective table cell is marked with X, otherwise the space is left blank.
Figure 3 Prescriptive models
In relation to the manual prescriptive models, the software life cycle process standards are informal and consider only the functional perspective of the information in the model, as shown under the columns labelled Notation characteristics -From the viewpoint of the information quality (informal) and Information perspectives (functional). Activity-Oriented The table shows that the representations of prescriptive software process models, except the Unified Process, have focused on three elementary process features: the activity, the artefact and the agent (human and computerised) [99] . However, other characteristics, like human and organisational roles, have been empirically proven to have a big impact on the production process [17] [126] . Most of the existing software process models deal with roles and related issues partially [93] [52], while the organisation (organisational behaviour, culture and individual abilities) is considered as separate from the characteristics applied for modelling the software process [103] or it is ignored [49] . This is because the organisation is the software process environment and is not, therefore, explicitly modelled. Therefore, these software process models are not integral and joint modelling approaches to the technical and organisational characteristics of the software process.
According to Table 3 , the most applicable models are SOCCA and the Unified Process, as the models formally address human resources and the software process interactions in which they are involved and specify a procedure for building and adapting generic software process models, as reflected under the columns labelled Modelling procedure (developed) and Procedure definition (defined). However, the proposed guides do not cover all the desired concepts, objects, characteristics and software process environments nor is there a fully comprehensive and formal modelling process [95] , as observed under the column Procedure coverage(partial).
Owing to the complexity of and the requirements for modelling the software process, the best thing appears to be for each low-level modelling or software process implementation to be derived from a highlevel specification step, where all the information perspectives can be modelled: a) separately and b) as integrated components of a full specification. Such a modular specification reduces the complexity of the modelling activity and increases the possibility of software process model change and evolution. SOCCA, ALF and PMDB consider these aspects, generally taken into account from the software engineering viewpoint. The Unified Process is iterative, incremental and it is centred in the software architecture. This design based in the software architecture serves as a solid basis over which to plan and manage the development of component-based software. These are the four most advanced and complete models. They model the software project life cycle process and investigate the use of a process model, in this case SOCCA, ALF, PMDB or the Unified Process, as a conceptual and user interaction model and as a framework for integrating tools and/or agents and roles. The approach is incremental, as the whole life cycle is long and complex. Special emphasis is placed on process formalisation, large project support, generalisation and extendibility. The Unified Process includes a formal prescription of the process, where all the process elements are specified using the UML (Unified Modeling Language). Additionally, as mentioned above, SOCCA and the Unified Process give directions on an aspect that is often neglected in software engineering: the problem of the specification under development having to describe not only the technical but also the human parts of the software process, or better still, the human resources, the software process and all classes of interaction between the different non-human and human parts. However, SOCCA and the Unified Process do not deal with the cultural software process modelling questions, absent as well in the other models analysed or considered informally in the socio-cultural models [53] [115], as observed under the creative capability, social interaction and environment flexibility columns of the Cultural environment of the process addressed by the model. Table 3 shows that the organisational, cultural and scientific/technological environments are not integrated in the models in question (as shown under the columns of the same name).
Finally, Table 3 evidences one of the main limitations of existing models: the lack of proposed guides for identifying and defining all the essential organisational and software process conceptual modelling process components. In other words, it confirms that all the prescriptive models considered lack a defined 
Software Process Evaluation
There are now several software process evaluation methods, each of which is associated with a standard or maturity model used as a reference model or yardstick in the appraisal. The descriptions of these evaluation methods found in the literature tend to match the original definition given by the method developers. However, we will describe the software process evaluation methods according to a set of six basic components, common to any type of evaluation irrespective of the discipline, field or evaluand considered. These components are derived from Evaluation Theory and the progress made in other nonsoftware fields concerning evaluation [122] [121] [137] . These components are described in subsection 5.2, after reviewing current software process evaluation methods (subsection 5.1). Finally, the components of an evaluation will be used to describe the two most commonly used methods in section 6: SCE [21] and ISO/IEC 15504 1 [77] .
Review of Evaluation Methods
Organisations that want to improve their software process now have the possibility of choosing from several software process evaluation methods. This choice will depend on the model or standard to be used as a yardstick for evaluating and improving the software process applied in the organisation. Nowadays, there are a plenty of standards and models [125] . However, not all the standards/models were generated for evaluation purposes, which is why they do not feed any method of evaluation. An example of this are the standards mentioned in section 4.2, IEEE 1074-1991 and ISO 12207. On the other hand, we can find models applied in evaluations, like the Software Capability Maturity Model (CMM hereinafter) [108] which is used as a yardstick in two appraisal methods: Software Capability Evaluation (SCE) [21] and CMM-Based Appraisal for Internal Process Improvement [44] . Indeed, process modelling and evaluation came into being independently and ran parallel, without much (if any) interaction. They are, however, two sides of the same coin and two steps taken on the same object: the software process.
Focusing exclusively on software process evaluation, Figure 4 shows a classification of the bestknown software process evaluation methods. Depending on the yardstick for application, organisations can use one of the developed evaluation/assessment methods or prepare the evaluation components according to the requirements for performing an assessment and developing a compatible reference model described in ISO/IEC standard 15504 (formerly known as SPICE, Software Process Improvement and Capability dEtermination). A distinction can be made between the developed evaluation/assessment methods, depending on the type of yardstick used. Hence, ISO 9000 Certification and TickIT [129] are audits of the organisation's quality system based on the ISO 9000 series, and specifically ISO 9001 and/or ISO 9000-3. Evaluations of this kind are always run by a team from outside the organisation for the purpose of certifying that the organisation's quality system meets the requirements specified in these standards, applying the guidelines for auditing quality systems described in ISO standard 10011 [76] . On the other hand, if the organisation wants to use a maturity model as its software process improvement guide, it can use the CMM-based appraisals CBA IPI; or BOOTSTRAP [91] , a software process assessment and improvement method developed by a European research project within the ESPRIT programme.
One requirement of most of the methods shown in Figure 4 is that the team of evaluators is composed of authorised evaluators from outside the organisation whose software process or quality system is to be evaluated. However, software process improvement efforts can be based on the findings of an internal self-assessment (for example, an internal CBA IPI) or on the results of an in-house instantiation of the assessment process according to ISO/IEC 15504. Therefore, the set of evaluation methods shown in Figure 4 are the seed that organisations can use to start to improve their software process on the basis of the results yielded by an evaluation applying a given yardstick. Some of these evaluation methods can be used with other yardsticks. The most noteworthy case is Trillium [130] , a telecommunications product development and support capability model that can be used in a capability evaluation, performed according to recognised auditing practices such as ISO 10011; in a capability joint-assessment; and in a capability self-assessment, following the Software Process Assessment method (SPA), the forerunner of the CBA IPI [105] . After having outlined the set of evaluation components, the SCE method and ISO 15504 standard will be described in the next section to illustrate the efforts made in the evaluation area.
Figure 4 Software process evaluation methods
However, irrespective of the selected evaluation method, the output of an evaluation is not a single digit to label an organisation at a specific maturity level: the most relevant output is the discovery of the problems with the current process and the recommendations to fix them [139] . This is the ideal purpose of the software process evaluation and improvement activities. However, this ideal purpose can be sometimes distorted because some managers think about evaluation only as a way to label the organisation within a maturity level but without involving in a real software process improvement (SPI) effort. Although it is possible to initiate an SPI program without management commitment, the success of the program will depend on the commitment of the managers. As a consequence, the organisation's management plays an important role: its attitude will motivate the organisation's professionals to accept the changes to the software process and assure that the necessary resources, time and personnel are available to undertake the evaluation and improvement efforts. A software process evaluation is a critical process but it is not the only activity for enhancing the way software products are constructed. 
Basic Components of an Evaluation
The basic components of an evaluation can be applied: a) to design an evaluation method, developing all the components involved in the evaluation; b) to develop and/or adapt these components in each instantiation of the evaluation method when it is run. The basic components of an evaluation are defined as follows.
• Target or evaluand: the object under evaluation.
• Criteria: the characteristics of the target for assessment.
• Yardstick: the ideal target against which the real target is to be compared.
• Gathering techniques: the techniques needed to gather data or information for each criterion under analysis. This information will be used by the synthesis techniques to judge each criterion.
• Synthesis techniques: techniques used to organise and synthesise the information obtained with the gathering techniques and judge each criterion comparing the data obtained with the yardstick. The output of these techniques is the results of the evaluation.
• Evaluation process: series of activities and tasks by means of which an evaluation is performed.
These components are closely interrelated, as shown in Figure 5 . A software process evaluation method should identify and explicitly delimit the target in question to find out the primary software process factors to be considered in the evaluation (process, technological resources, etc.). A specific set of characteristics, or evaluation criteria, should be identified to make it easier to adapt the yardstick, if necessary, and select the gathering techniques to be applied. Also, explicit definition and development of the synthesis techniques is an aid for minimising the variability in the final results of the evaluation. All these components are linked by the evaluation process, because the activities and tasks describe the order of application of the preceding components. Also, the evaluation process includes tasks focused on: the definition of the scope and extent of the evaluation; and the development of the criteria, yardstick and techniques. When some of these components are already developed, it is necessary to analyse if they have to be adapted or not. All software process evaluation methods apply these components, although some are described implicitly: normally target delimitation and criteria identification are implicit in the yardstick or reference model/standard used, and the gathering and synthesis techniques are described in the activities and tasks in which they have to be developed and applied. However, if the evaluation components used in the software process evaluation methods are explicitly identified, it will be possible to find out how formally described the method is, how well developed each component is and how much effort it will take to make the evaluators apply the method. Thus, if the method does not provide the gathering techniques, the evaluation team will have to develop these techniques before visiting the organisation whose software process is to be evaluated. 
Figure 5 Components of an evaluation and their interrelationships
Software Process Evaluation and Knowledge Engineering
Software process evaluation is an activity performed in software engineering since the late 80´s, having a great influence in this community because an evaluation is an aid to establish management processes in an organisation and to institutionalise a documented, controlled and matured way to produce software. And vice versa, organisations can enhance the yardsticks to apply in the evaluation; for example, including new processes needed to control other processes or develop the software product. Nevertheless, there is no correspondence of this relevant process in the knowledge engineering community. In knowledge engineering we can find diverse methodologies but there are not software process definitions of management and support processes similar as those applied in software engineering. In this sense, knowledge engineering can be considered more immature than software engineering because it has no way to manage the basic knowledge engineering activities. However, it could be possible to apply the evaluation in knowledge engineering taking into account the hypothesis and evaluation methods considered in software engineering. We can evaluate the knowledge engineering process under the hypothesis that the quality of the software product obtained is determined by the quality of its development process. This implies the identification and description of the management processes needed to control the basic knowledge engineering activities. But to develop a complete evaluation method, we have to elaborate all the evaluation components: with regard the evaluation process, the main processes and activities performed in the software engineering field could be applicable, but the target, criteria, yardstick, and gathering and synthesis techniques have to be developed. Analogous to software engineering, it could be possible to define a specific knowledge engineering maturity model with KPAs (see section 6.1 below) associated with each maturity level. However, there is no experience with the application of management processes in knowledge engineering and consequently, although we can try to apply software engineering management activities in knowledge engineering field, it could be better to discuss first and pilot the potential application of the different software engineering processes, their implications in the knowledge engineering basic activities, the potential alternatives practices to be considered, synthesis techniques to apply, and so on. But despite the great work needed to implement and institutionalise all these management processes, the effort would be worthwhile whether the evaluation could help to mature the knowledge engineering field.
Process Evaluation Methods
The two most popular process evaluation methods, SCE and ISO/IEC 15504, are presented in this section, along with related methods. If the reader is not interested in specific evaluation methods, he or she can skip this section.
Software Capability Evaluation (SCE) and other CMM-Based Methods
SCE is the method developed by the Software Engineering Institute (SEI) for evaluating the software process of an organisation for the purpose of using the results of the evaluation for: supplier selection, as a discriminator to select suppliers; process monitoring, between the sponsoring organisation and the development organisation; and internal evaluation, to provide independent evaluations of the internal processes applied in one organisation. An external group applies the SCE in all the above cases. An SCE evaluation focuses on the analysis of the implementation and institutionalisation of certain key process areas by analysing if the organisation's software processes satisfy the requirements specified in the yardstick. The SCE evaluation process is composed of three phases: plan and preparation; conduct evaluation (during the visit of the evaluation team to the evaluated organisation); and report results. 18 
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The target considered in a SCE evaluation is delimited by the yardstick applied: SCE uses the CMM as the reference model. The general target of SCE evaluations is the software process, defined as a set of activities, methods, practices and transformations that people use to develop and maintain software and associated products. In particular, the SCE's target is a set of processes (or key process areas, KPAs) divided into three categories: organisational processes, which contain a set of KPAs focused on software process issues and organisational management; project processes, which include a set of KPAs focused on software projects management, such as project planning and tracking; and engineering processes, or the set of KPAs which provides product building operational support, such as requirements management, product engineering or peer reviews. Although the CMM refers to the technical production processes, these are not evaluated in a SCE evaluation.
The CMM provides requirements that good processes will meet [125] . These requirements are organised in a structure based on the concept of software process maturity, defined as the extent to which a specific process is explicitly defined, managed, measured, controlled and effective [108] . Based on this concept, the CMM describes five maturity levels that define an ordinal scale corresponding to the evolution of the software process from an "ad hoc" (unpredictable and unmanaged), through an intuitive (basic management of the processes and capability of repetition of some projects), qualitative (welldefined and institutionalised processes) and quantitative (measured and controlled processes), up to the optimised state in which the processes are continuously improved thanks to their quantitative control. The five maturity levels and the KPAs associated with each level, except the first level that has no KPAs, are shown in Figure 6 . All the characteristics of each process that will be analysed make up the evaluation criteria. These criteria are implicit in the structure of the maturity levels and in the description of each KPA. The structure of the CMM at each maturity level is shown on the left-hand side of Figure 7 . Each KPA is described in terms of the key practices (KP) organised by a set of common features. The common features, described on the right-hand side of Figure 7 , provide a structure for describing each KPA, using the same general criteria. The specific criteria will depend on each KPA, as each KPA will necessarily have to deal with all the characteristics described in the common features. Therefore, the set of generic criteria (common features and characteristics considered in each of these categories) of an SCE evaluation can be obtained taking the general description of the CMM. The CMM model, shaped according to Evaluation Theory, is detailed below.
As mentioned above, the yardstick or reference model of a SCE evaluation is the CMM. This maturity model contains the description of the goals of each KPA and all the KPs of each KPA under consideration, apart from the subpractices and supplementary information which usually accompanies some KPs. Table 4 shows an extract from the model for the KPA Software Quality Assurance (maturity level 2) and the common feature Ability to Perform. The specific criterion under consideration is associated with each KP in the left-hand column of Table 4 . The information obtained from the application of the gathering techniques will be compared against the CMM (the reference model). This maturity model will be applied to analyse the software process applied in the organisation as a whole: the evaluation team evaluates the organisation's software project development practices against the KPAs in order to determine whether the organisation follows a stable, predictable software process. The results are always related to the organisation, not to a specific project or projects. The gathering techniques applied in a SCE evaluation are interviews, document review and presentations. These techniques are applied during the visit to the organisation to gather the information required to judge the target. Interviews can be used to find out how the processes are implemented in practice and show the extent to which processes are internalised and understood by the staff. There are two types of interviews:
Commitment to perform
Describes the actions the organization must take to ensure that the process is established and will endure. Typically it involves establishing organizational policies and senior management sponsorship.
Ability to perform
Describes the preconditions that must exist in the project or organization to implement the software process competently. Typically it involves resources, organization structures, and training.
Activities performed
Describes the roles and procedures necessary to implement a key process area. Typically it involves establishing plans and procedures, performing the work, tracking it, and taking corrective actions as necessary.
Measurement and analysis
Describes the need to measure the process and analyze the measurements with the final purpose of determining the status and effectiveness of the Activities Performed.
Verifying implementation
Describes the steps to ensure that the activities are performed in compliance with the process that has been established. Typically it encompasses reviews and audits by management and software quality assurance. Document review provides objective evidence of the processes used. This technique is complementary to the above and is based on the review of product artefacts (both intermediate and end products) obtained in the execution of a process to determine the extent of implementation across a site.
Finally, presentations provide both additional data (when the organisation presents to the team and when participants react to team presentations) and validation of data (when participants react to preliminary observations of the SCE final results).
An important aspect is data consolidation, necessary for organising the information obtained after applying the gathering techniques and combining it into a manageable summary of data; determining whether or not the information provides a sufficient basis for making judgements concerning an organisation's process capability; and, if not, determining any revisions that should be made to the gathering techniques to obtain the additional information required to make judgements.
However, to be able to apply the gathering techniques, the evaluation must be delimited during a previous "plan and prepare" phase. Scope (how much of the reference model will be investigated) and coverage (amount of detail with which data within the scope must be collected) must be defined, and the areas in need of more detailed analysis must be also determined by applying instruments like the maturity, project, and organisation questionnaires, among others [140] . The maturity questionnaire was the main gathering technique in the first version of the SCE method [69] . As of SCE version 1.5, the maturity questionnaire is no longer a gathering technique, because data from the questionnaire could not be used as part of the consolidation and judgement process [21] .
The information obtained after applying the gathering techniques will be used to get the results of the evaluation, by applying the synthesis techniques. These techniques output the analysis and judgements made taking into account the validated observations (findings) collected by the gathering techniques. In general, the rating process always proceeds in a bottom up manner: key practices and common features will be rated first; goals are then rated, and the results are rolled up into KPA and maturity level ratings. However, rating the key practices, common features and maturity level are optional outputs of the evaluation. The decision to rate these components of the CMM must be made during the evaluation planning activity. A typical output of an SCE evaluation only includes the ratings for the goals and KPAs. To judge each KPA's goal satisfaction in an organisation, both the activities (implementation) and other common features (institutionalisation) must be satisfied. All of the goals of a KPA must be achieved in order for the KPA to be satisfied, and all KPAs within a maturity level and each lower maturity level must be rated to determine whether the maturity level has been attained. The rating values used to rate each reference model component (KP, common features, goals, KPAs) are: satisfied, not satisfied, not applicable and not rated. A "satisfied" rating is assigned if a reference model component is implemented and institutionalised either as defined in the CMM or with an adequate alternative. A reference model component will be rated as "not satisfied" when there are significant weaknesses in the implementation or institutionalisation of the item, as defined in the CMM, or no adequate alternative is in place. When the reference model component does not apply in the organisation's environment, it will be rated as "not applicable". Lastly, a component is "not rated" if the evaluation data do not meet coverage requirements or the item is outside the appraisal scope. All the ratings will be used to develop the final results of an SCE evaluation: strengths, weaknesses, improvement activities, and graphical representations of the rating values for each KPA and maturity level.
Finally, the SCE evaluation process indicates when to apply and/or use the preceding components of an evaluation. Figure 8 shows the phases and main activities to be carried out in a SCE evaluation. The "Plan and prepare for evaluation" phase encompasses the activities required to delimit the evaluation, select the evaluation team and prepare for data collection; all these activities will be completed before visiting the organisation. The "Conduct evaluation" phase and "Deliver final findings" activity, focused on the application of the gathering and synthesis techniques, will be performed during this visit. The visit ends when the results of the evaluation are obtained. Later, the evaluation team will produce the reports and support follow-on activities.
Figure 8 SCE evaluation process
The components of the evaluation of a CBA IPI assessment are very similar to a SCE evaluation. The main differences lie in the orientation of the appraisal, as it is an improvement-oriented assessment; the formation of the assessment team, which will be either a mixed or an internal team, formed by professionals from the evaluated organisation; and the allotted time, as a SCE takes on average some 176 hours, approximately, including the four-day visit to the evaluated organisation [21] , whereas as CBA IPI is run in a time frame of 4 months [44] . The CBA IPI assessments and CMM maturity model are used by organisations from all over the world to assess their software processes. The results obtained from CMMbased appraisals can be used to verify the underlying hypothesis for developing CMM and its associated evaluation and improvement methods [64] .
Diverse criticisms and comments about CMM and its related methods have been made since their introduction at the end of the 80s. For example, Bollinger and McGowan [19] criticize the gathering and synthesis techniques used in the first versions of the evaluation methods based on the CMM; they criticize the application of a questionnaire with just two possible answers ("Yes" or "No") and the simplicity of the algorithm to obtain the final value of the organisation's maturity level. Bach [9] centers his analysis on the CMM model emphasis: its focus on process (ignoring people) and its lack of theoretical basis. The CMM authors' rebuttals to Bollinger's and Bach's criticisms can be found in [71] and [37] , respectively. Some other criticisms are focused on the evaluation process; for example, Saiedian and Kuzara highlight the lack of rigorous definition of the process applied; the results variability; and the non-comparability of the findings of more than one assessment, even when applying the same method [117] . Other criticisms and comments can be found in [24] The recent release of the CMMI models [27] [28] has been accompanied by a new assessment method, the SCAMPI method (Standard CMMI Assessment Method for Process Improvement) [141] , based on the CBA IPI V1.1 and the Electronic Industries Alliance/Interim Standard (EIA/IS) 731.2 Appraisal Method [142] . One of the driving forces in the definition of SCAMPI has been emphasizing the confidence in the appraisal findings despite the cost of the assessment.
ISO/IEC 15504
ISO/IEC 15504 is a framework for assessing an organisation's software processes for the purpose of using the results for process improvement or process capability determination [77] . This framework defines a reference model of processes and process capability that forms the basis for any model to be used for the (singular, no plural) purpose of process assessment [46] . The composition of the assessment team will depend on the purpose and specific circumstances of the assessment. ISO/IEC 15504 does not provide a fully developed assessment process, it sets the minimum set of requirements for performing an assessment, thus increasing the likelihood that results are objective, impartial, consistent, repeatable, representative of the processes assessed and comparable with the results of future assessments. Similarly, the ISO/IEC 15504 reference model specifies the requirements to be met in order for a model(s) used in an assessment to be compatible with the reference model of the standard. The assessors can use other standards and/or models for developing the assessment model to be applied in a specific assessment of the software process of a particular organisation.
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The target of the ISO/IEC 15504 is the software process and specifically a set of processes strongly related to those defined in ISO 12207. The total set of processes are divided into five categories (customer-supplier, engineering, support, management and organisation), which are grouped into three life cycle processes: primary, supporting and organisation, shown in Figure 9 . The primary life cycle process includes the categories: customer-supplier, which contains the set of processes that directly affect the customer, support development and transition of the software to the customer and provide for the correct operation and use of the software product and/or service; and engineering, or the set processes that directly specify, implement or maintain the software product, its relation to the system and its customer documentation. On the other hand, the supporting life cycle process is composed of the support category, which contains the set of processes that can be employed by any of the other processes (including other supporting processes) at various points in the software life cycle. Finally, the organisational life cycle process is composed of two categories: a) management, or the set of processes which contain practices of a generic nature that can be used by anyone who manages any type of project or process within a software life cycle; and b) organisation, which includes the set of processes that establish the business goals of the organisation and develop process, product and resource assets, which, when used by the projects in the organisation, will help the organisation to achieve its business goals.
The ISO/IEC 15504 evaluation criteria are several measurable characteristics defined to analyse any of the processes identified in the target. Each criterion is associated with one of the six process capability levels that define a scale for a well-defined route for improvement for each individual process. Table 5 shows the different levels, general criteria associated with each level (denoted as process attributes in ISO/IEC 15504) and the description of each criterion. However, these general criteria have to be broken down into specific criteria or indicators when running an assessment. An indicator is defined as an objective attribute or characteristic of a practice or work product that supports the judgement of the extent of achievement of a particular process attribute. For example, the specific criteria for process performance are: identify input and output work products; ensure that the scope of work is identified for process execution and for the work products to be used and produced by the process; and ensure that basic practices are implemented, producing work products which support achievement of the defined process outcomes. Table 5 Process capability levels and criteria associated with each level
Levels
General criteria Definition
The extent to which the process achieves the process outcomes by transforming identifiable input work products to produce identifiable output work products.
Performance management
The extent to which the performance of the process is managed to produce work products that meet the defined objectives.
-Managed
Work product management
The extent to which the performance of the process is managed to produce work products that are appropriately documented, controlled, and verified.
Process definition
The extent to which the performance of the process uses a process definition based upon a standard process to achieve the process outcomes.
-Established Process resource
The extent to which the process draws upon suitable resources (for example, human resources and process infrastructure) that is appropriately allocated to deploy the defined process.
Measurement
The extent to which product and process goals and measures are used to ensure that performance of the process supports the achievement of the defined goals in support of the relevant business goals.
Levels
General criteria Definition
Process change
The extent to which changes to the definition, management and performance of the process are controlled to achieve the relevant business goals of the organisation.
-Optimising
Continuous improvement
The extent to which changes to the process are identified and implemented to ensure continuous improvement in the fulfilment of the relevant business goals of the organisation.
ISO/IEC 15504 does not provide a yardstick that is directly applicable in an evaluation. The standard only provides a reference model that defines what processes can be considered in the evaluation, with the definition of each process purpose (denoted as process dimension and corresponding to the target); and the capability levels and process attributes (denoted as capability dimension and corresponding to criteria). The yardstick for application (denoted as assessment model) has to be developed on the basis of the above two components (target and criteria) and the structure defined by ISO/IEC 15504, as shown in Figure 10 , to run a software process assessment 2 . For this purpose, the assessors will have to complete the definition of each process for assessment, including a set of base practices for each process, providing a definition of the tasks and activities needed to accomplish the process purpose and fulfil the process outcomes; a number of input and output work products, associated with each process; and characteristics associated with each work product. Figure 11 includes an example of an instantiation of the yardstick for the "Software design process", showing the reference model definitions in italics. The base practices, process inputs and outputs and characteristics of an output (high level software design) are shown under the process purpose. The yardstick to be applied in a specific assessment would be formed by this detailed description for all the processes to be assessed.
Process dimension Capability dimension
Assessment model
Reference model
Process categories Processes Capability levels
Process attributes
Indicators of process performance:
Base practices ISO/IEC 15504 does not provide a developed set of gathering techniques to be applied in the assessment. It merely specifies that "the documented assessment process should provide guidance on data collection mechanisms, such as interview techniques and document reviewing instruments", that the 2 The reference model is described in a normative part of the Technical Report ( Part 2. A reference model for processes and process capability).
An example of an assessment model can be found in part 5 (An assessment model and indicator guidance), which is informative. Synthesis techniques correspond to the process rating for each criterion (process attribute). The rating scale applied is a percentage scale from zero to one hundred that represents the extent of achievement of the criteria. This scale has the following values: a) not achieved (N, 0% -15%), which means that there is little or no evidence of achievement of the defined attribute in the assessed process; b) partially achieved (P, 16% -50%), to indicate that there is evidence of a sound systematic approach to and achievement of the defined attribute in the assessed process; c) largely achieved (L, 51% -85%), when there is evidence of a sound systematic approach to and significant achievement of the defined attribute in the assessed process; and d) fully achieved (F, 85% -100%), when there is evidence of a complete and systematic approach to and full achievement of the defined attribute in the assessed process, and therefore no significant weaknesses exist across the defined organisational unit. The set of the criteria rated for each process forms the process profile for that process. These values yield the capability level associated with each assessed process, taking into account that the value of the criteria associated with the above n-1 levels must be "F" (Fully achieved) and the value of the criteria for the level n must be "L" (Largely achieved) or "F" to satisfy a capability level n. The final result of the assessment will generally contain the set of process profiles for all assessed processes and the capability levels associated with the assessed processes. With regard to the assessment process, ISO/IEC 15504 only specifies the requirements to be met by a software process assessment to ensure that the assessment output is self-consistent and provides evidence to substantiate the ratings [47] . The assessors will have to develop and document the process to be applied which must contain at least the activities shown in Table 6 .
Table 6 Assessment process of ISO/IEC 15504
A plan for the assessment shall be developed and documented, specifying at least:
1) The required inputs defined in the standard (assessment purpose, scope, constraints and model(s) used, among others).
2) The activities to be performed in conducting the assessment.
3) The resources and schedule assigned to these activities. 4) The selection and defined responsibilities of the assessors and organisation's participants in the assessment. 5) The criteria for verification of the performance of the requirements, and 1. Planning 6) A description of the planned assessment outputs.
Data required for evaluating the processes within the scope of the assessment shall be collected in a systematic and ordered manner, applying at least the following:
1) The strategy and techniques for the selection, collection and analysis of data and justification of the ratings shall be explicitly identified and shall be demonstrable. 2) Correspondence shall be established between the organisational unit's processes specified in the assessment scope through the compatible model(s) used for assessment to the processes defined in the reference model. 3) Each process identified in the assessment scope shall be assessed on the basis of objective evidence. 4) The objective evidence gathered for each attribute for each process assessed shall be sufficient to meet the assessment purpose and scope. 3. Data validation The data collected shall be validated. Actions shall be taken to ensure that the validated data sufficiently cover the assessment scope. A rating shall be assigned based on validated data for each process attribute 1) The set of process attribute ratings shall be recorded as the process profile for the defined organisation unit. 2) In order to provide the basis for repeatability across assessments, the defined set or assessment indicators in the compatible model(s) shall be used during the assessment to support the assessors' judgement in rating process attributes.
Process rating
3) The decision-making process (e.g., consensus of the assessment team or majority vote) that is used to derive rating judgements shall be recorded.
Reporting
The assessment results, including at least the outputs specified in the standard (data, inputs, objective evidence gathered and set of process profiles, among others) shall be documented and reported to the Assessment Sponsor.
Software Process Improvement
Software process evaluation should be only the first step for an organisation on its way to raising maturity levels. As soon as the current state of the organisation is known it is possible to plan and start the transition to the desired state. But, what is the desired state? Looking, for example, at the SEI's CMM maturity levels, an organisation that continuously improves its software processes is considered to be at the highest maturity level. So, the goal of an organisation should be to institutionalise the improvement effort.
A capable and mature software development organisation is one that is never completely satisfied with the actual results, no matter how good they are; one that is able to recognise the limitations and pitfalls of its software processes as they are actually defined and implemented; one that is able to identify candidate changes to the software processes, or technologies to be adopted, and to evaluate their possible impact on the organisation's performance; and one that is able to manage the adoption of the new technologies and the process changes so as to make the most of them at minimum cost. Therefore, software process improvement is a way of life in a capable and mature organisation.
What is the next step for an organisation that has gone through a software process evaluation and the results show that they are still far from the desired state? First, they should realise that improvement is a long and difficult job, and it has been proven that it is better to do it incrementally. This means that they should set priorities among the many different goals, and they should select a limited set of goals for the first increment. The prioritisation and selection of improvement goals is one of the most important and critical issues.
Looking at the most popular frameworks for the evaluation of software processes, ISO/IEC 15504 and the SEI's CMM, there is a fundamental difference in the way they help to set improvement goals. While ISO/IEC 15504 deals with processes separately, the CMM organises the processes in a levelled representation that defines a reasonable sequence for improvement. As mentioned above, each level in the CMM groups a set of KPAs, and each KPA groups a set of related activities that, when performed collectively, help to achieve goals that are considered important for establishing the capability of the software process at the given maturity level. If an organisation is, for instance, at level 2, the CMM recommends that their immediate improvement efforts should be directed towards level 3 KPAs. ISO/IEC 15504, on the other hand, provides a detailed snapshot of the current state of each process through process profiles, but makes no suggestions as to how to improve on that state.
The new integrated version of the CMM, the CMMI, which has been recently released by the SEI [27] [28], aims to combine both approaches and provides two alternative representations, a continuous and a staged representation. The staged representation clearly orders the maturity levels, while the continuous representation focuses on separate process areas and provides achievement profiles (a list of process areas and their respective capability levels) as a result of the evaluation. Using the continuous approach, the improvement should be planned as target staging, that is, a sequence of target profiles to be achieved by the organisation. An equivalence has been defined between the maturity levels of the staged representation and some target profiles. Thus, the continuous approach allows organisations to set their own improvement goals more flexibly, while staging is a more guided and restricted approach, although it allows for benchmarking between organisations or projects.
Complementary to the CMM, the SEI has defined an improvement model called IDEAL [101] that divides the improvement process into five stages: Initiation, Diagnosing, Establishing, Acting and Leveraging. The initiation stage is prior to software process evaluation. It is the stage at which the senior management first realises the need to improve the organisation's software processes and sets the context for and makes a commitment to the improvement program. Sustained senior management commitment is vital for the success of the improvement program. The elementary infrastructure for improvement is established at this stage, including a Management Steering Group (MSG) and a Software Engineering Process Group (SEPG).
The concept of SEPG has been used extensively by improving organisations and has proven to be extremely useful for sustaining the support and commitment of a continuously changing and unstable organisation to the Software Process Improvement (SPI) program. This group is responsible for coordinating and nurturing the activities of the different improvement teams that work simultaneously on specific improvements. It is also responsible for creating and maintaining a repository of software process assets. This repository should contain the organisation's standard software processes, guidelines and criteria for tailoring the standard processes for individual projects, the description of possible life cycles for software development, a software process library and a software process database, which contains measurements and data about the observed performance of defined processes on given projects. A postmortem analysis of projects that have failed can shed new light over the weaknesses of current software processes. Thus, maintaining a software process database is fundamental for the identification of possible improvements. A mature organisation with a repository of standard processes has captured and made explicit the organisational best practices, and therefore it is able to maintain a uniform level of performance independently of the performance of the individuals.
Coming back to the IDEAL model, the Diagnosing stage is the one that is most related to the evaluation of the current software processes. The objective of this stage is to set a baseline for the current state. This baseline will help identify the deficiencies to be overcome and, later on, to measure the degree of improvement that has been achieved. The next step is to Establish the goals for the improvement program. The MSG should produce a Strategic Action Plan for the next three to five years, setting the short and long-term goals, according to the baseline and the organisation's business needs. A Tactical Action Plan is also sketched for the first improvement cycle and organisational arrangement are made, including one or more Technical Working Groups (TWG). Each TWG will be in charge of building and implementing solutions for one of the selected improvement areas.
During the Acting stage, the TWG searches for solutions to the problems identified at baseline. The main steps to be followed are: a) analyse in detail the current or "as is" state; b) define the desired or "to be" state; c) evaluate possible solutions and select the most appropriate one; d) launch one or more pilot projects and refine the solution; e) plan the institutionalisation process; and f) wrap up and dissolve the team. The roll-on and institutionalisation of solutions across the organisation is the responsibility of the MSG and the SEPG.
The current improvement cycle finishes with a Leveraging stage in which the organisation analyses what happened in this cycle and prepares for the next cycle, revising the goals of the improvement effort and verifying that the necessary commitment and resources are still there. The results of the improvement are compared to the baseline and communicated throughout the organisation, and the improvement process itself is improved for the next iteration.
Other improvement models and solutions have also been defined, like the Business Improvement Guides (BIGs) developed by the European Software Institute (ESI) [118] [107] [51] or the Process Improvement Guide (PIG) developed by the ISO/IEC 15504 project [80] (called "Software Process Assessment -Part 7: Guide for use in process improvement", working draft V1.00). The methodology proposed in the PIG comprises the following steps: examine organisation's needs; initiate process improvement; prepare and conduct process assessment; analyse results and derive action plan; implement improvements; confirm the improvement; sustain improvement gains; and monitor performance. It is also a cyclic model, and the approach is very similar to that of IDEAL, although the PIG is much less detailed than IDEAL. The most noteworthy difference from IDEAL is perhaps the "sustain improvement gains" step that recognises the complexity of deploying and institutionalising the improved process throughout the organisation.
The ESI's BIG guides are also based on ISO/IEC 15504. However, they are specially oriented towards small and medium-sized enterprises (SMEs), and their objective is to help SMEs to develop their own improvement plans with limited resources. Starting from a generic business need, the ESI derives a staged model from the continuous ISO/IEC 15504 model, by selecting the most important ISO/IEC 15504 processes for that business need and defining an appropriate capability level for each process. The staged model is included within an improvement guide, together with the steps to be taken to get a customised staged model for a specific company. Three BIGs have been developed. The business needs they address are: reducing Time To Market (TTM), attaining ISO 9001 certification, and achieving repeatability of project results through CMM level 2 activities. The BIG project started in 1997 and is still in progress.
Software process improvement in SMEs deserves a special mention. A SPI program is typically very high cost, and costs for a small organisation cannot be expected to be cut in proportion to the smaller number of affected employees, making SPI almost prohibitively expensive. Moreover, the cultural issues in a small organisation are usually completely different. As Kelly [90] states, small organisations tend to be creative, dynamic and innovative, and their software engineers are used to being involved in all aspects of the software engineering process. SPI is perceived as leading to increased bureaucracy and decreased freedom. Kelly advises getting as many people as possible involved in the SPI effort, because solutions imposed by a small group might not be accepted.
The cultural issues in both SMEs and in big companies are crucial to the success of the improvement effort. [54] suggests that SPI should be dealt with like a technology transfer problem. Studying the affected people and the culture of the organisation may be as important in the adoption of a new technology or process as having in-depth knowledge of the new technology. The ISO/IEC 15504 PIG also stresses the importance of cultural issues and identifies some of the most significant questions, like staff motivation, senior management leadership, middle management commitment, confidentiality of the assessment results, an appropriate recognition and reward system, education and training and communication of progress.
While recognizing the importance of cultural and people-related issues, all of the above mentioned models and methods for software process improvement have an organisational focus. They are top-down approaches that require the commitment of top-level management and the establishment of an organizational infrastructure for process improvement. A radically different approach was proposed by Watts S. Humphrey in 1995 with his Personal Software Process (PSP) [72] [73] . The PSP is a bottom-up approach focused on the individual software engineers, that provides them with a framework to measure and analyse their current software development processes and to identify and implement process improvements for a better individual performance.
The PSP is organized as a course with fifteen lessons and ten programming exercises. Starting with the establishment of a baseline of the current process (called PSP0), six additional processes are progressively introduced and applied, with incremental improvements.
The rationale behind PSP is that the quality of a software system is determined by the quality of its worst component, and the quality of a software component is determined by the quality of the engineer that developed it. Therefore, by improving the "quality" of individual software engineers an improvement in the quality of software systems can be expected. Two fundamental improvement areas are considered in PSP: the estimation and planning of individual work and the quality of software products.
Filling the gap between the CMM (an organization-centred approach) and the PSP (an individualcentred approach) the Team Software Process (TSP) [74] came to address the software process improvement problem at the team level. The goal of the TSP is to help in the establishment of selfdirected teams that are able to plan and track their own work, to set goals and that own their processes and plans, with a strong motivation for maintaining top-level performance.
Despite the many approaches to software process improvement, there are no magic recipes. Improvement is a long and hard effort and any organization that embarks on a SPI program should realise that the main benefits will be perceived in the long term.
