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Software engineering, as any engineering discipline, is concerned with developing and
evolving software systems against minimal development effort and time-to-market and
maximum quality. Much research within software engineering contributes to this goal,
such as software process improvement, generator-based approaches such as model-driven
architecting and different research topics focusing on individual phases of the software
lifecycle. However, despite all these efforts, software reuse has remained, for more than
three decades, the key approach to achieving the goals of software engineering.
Software reuse is fundamentally concerned with software artefacts that are explicitly
developed for and used in multiple contexts. As there will be differences between the
contexts in which the software artefacts, e.g. software components, are deployed, a reusable
artefact needs to be prepared for facilitating the different demands. Thus, the variation in
its context requires a software artefact to support a certain degree of variability in order to
be applicable. The variability is typically captured in so-called variation points. Associated
with a variation point, variants exist that, at some point in the lifecycle, can be bound or
re-bound to the variation point. In addition, there typically exists a relation between the
variation point and the variation expressed in the requirement specification associated with
the software artefact.
Although software reuse has been studied for decades and software variability has
been discussed as part of other research topics, the importance of managing software
variability efficiently has become predominant in recent years. For instance, the number
of variation points for industrial software product families may range in the thousands,
with an even larger number of dependencies between these variation points. Thus, most
modern software needs to support increasing amounts of variability, i.e. locations in the
software where behaviour can be configured. This trend leads to a situation where the
complexity of managing the amount of variability becomes a primary concern that needs
to be addressed. Two causes for the increasing amount of variability are the delaying
of design decisions to the latest point that is economically feasible and the transfer of
variability from mechanics and hardware to the software in embedded systems. Examples
of the first category include software product families, the configuration wizards and
tools in most commercial software, the configuration interface of software components
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in component-based software engineering and even the dynamic, run-time composition of
web-services. Examples of the second category can be found in many embedded systems,
including car electronics, telecommunications and consumer electronics.
We define software variability as the ability of a software system or artefact to be
changed, customized or configured for use in a particular context. A high degree of vari-
ability allows the use of software in a broader range of contexts, i.e. the software is more
reusable. Variability can be viewed as consisting of two dimensions, i.e. space and time.
The space dimension is concerned with the use of software in multiple contexts, e.g. multi-
ple products in a software product family. The time dimension is concerned with the ability
of software to support evolution and changing requirements in its various contexts.
The reason for identifying software variability management as a core topic is twofold.
First, within the software engineering research community, we have come to realize that the
fundamental issue in a range of reuse approaches, including object-oriented frameworks,
component-based software engineering and software product families, is the management
of the provided variability. Basically, the reusability of any software artefact is determined
by its ability to support the variability required from it. Second, in several industrial organi-
zations, the complexity of variability management is becoming such that more systematic
approaches are required as the limitations of ad hoc approaches experienced daily.
Finally, it is satisfying to note the increasing attention directed to software variability
management. Several workshops on the topic have been organized at conferences,
e.g. ICSE 2003, or independently, e.g. the software variability management workshop
at the University of Groningen, The Netherlands, in February 2003. Large European
research projects, such as the ITEA projects ESAPS and Families, address software
variability management as a key topic. As a final example we note that the 8th
International Conference on Software Reuse (ICSR8) that has as a theme software
variability management for reusable systems.
Research challenges
The research challenges in the field of software variability management can be
organized in three main areas, i.e. designing, using and evolving variability. With respect to
designing variability in software artefacts, issues such as modelling required and provided
variability, assessing variability, selection of variability mechanisms as well as the binding
time, managing dependencies between variation points and designing variability of quality
attributes present the main challenges.
Within the second area, the use of variability designed in an earlier phase of the
lifecycle, the plain management of variability and variation points remains, due to the
size complexity, a major challenge. However, other topics include the feature-driven and
automated configuration of software systems, based on the provided variability, facilitating
dynamic (re-) configuration of software systems and the management of third party
variants.
Finally, software systems as well as reusable software artefacts evolve over time,
requiring the software variability to evolving simultaneously. Research challenges in this
area include efficient change of the binding and variant addition time of a variation point,
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support for easily adding and removing variation points and the evolution of quality
attribute variability.
Concluding, although the special issue, as discussed below, presents a valuable
contribution to the field of software variability management, many research challenges
remain to be addressed in the future.
Special issue
The special issue turned out to be very successful with 19 papers submitted. Based
on the reviews, seven papers were accepted, so the acceptance ratio was indeed rather
challenging. The papers selected for this special issue reflect the research challenges
discussed above very well. The paper by Schmid and John presents an approach that
facilitates uniform variability management over the software lifecycle. The focus for
their approach is on organizations that transition from product-centric development to
software product families. In this context, it is important to keep as much of the existing
notations and approaches in place as possible, requiring adaptability of the basic variability
management approach to the specific situation at hand. The approach is accompanied
by a meta-model and a process for introducing the variability management approach by
developing a notation-independent representation. This approach has been validated in
several cases where the Fraunhofer IESE Product Line engineering method PuLSETM
had earlier been introduced.
The paper by van der Hoek also addresses the uniform management of software vari-
ability over the lifecycle phases, but concentrates on the role of the product family archi-
tecture and associated tool support for product derivation. The product family architecture
specifies the variabilities in a system, both in terms of space (captured as explicit variation
points) and time (captured as explicit versions of architectural elements). During product
derivation, specific products can be selected at any point in time by providing a set of
desired features, expressed as name–value pairs, to an automated selector tool.
Webber and Gomaa concentrate, in their paper, on the product family components,
rather than the architecture, by providing a systematic method for extending components
through variation points. The paper introduces a method called the Variation Point
Model (VPM), which models variation points at the design level, beginning with the
common requirements. It describes the VPM and how it is used for modelling four different
approaches to variability, i.e. modelling variability using parameterization, modelling
variability using information hiding, modelling variability using inheritance, and modelling
variability using variation points.
The paper by Beuche, Papajewski and Schröder-Preikschat focuses on providing better
tool support for variability management in software systems support to cope with the ever
increasing complexity of software systems. The paper presents a tool chain facilitates
effective variability management virtually independent software development process
employed at the organization. Conceptually, the presented tools are based on extended
feature models as the core representation for describing variability and commonality
as well as for providing user changeable customization of the software artefacts to be
managed.
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Goedicke, Köllmann and Zdun focus on dynamic variation points, i.e. variation points
that are bound or rebound at run-time. Different from the other papers that focus on
notations and associated tools, this paper presents a pattern language that provides a
domain-specific variation language and runtime variation point management facilities as
part of a software product family. The approach is illustrated and validation with three case
studies from the areas of interactive digital television and document archiving.
Zhang and Jarzabek present the XML-based Variant Configuration Language (XVCL);
a variability mechanism developed for handling variants in software product families.
XVCL can be applied to develop product family assets (including domain model, product
line architecture and generic components) as a set of x-frames that are capable of
accommodating both commonality and variability in a domain. Specific systems, members
of a product line, can be constructed by adapting and composing x-frames. The XVCL
approach is illustrated and validated by examples from the computer aided dispatch
domain.
A more technical discussion focusing on controllable inheritance is provided by
Roubtsova & Roubtsov. Their premise is that traditional product family approaches suffer
from complexity and weak evolution support. The paper presents an evolutionary software
product line modelling approach based on controllable inheritance of the specifications
of product family members. Rather than using a predefined product line architecture,
the approach uses hierarchies of implemented product specifications in combination
with correctness control of product model transformations. Validation of the approach is
performed through the use of a prototype tool.
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