We present a test quality measure that allows for quantifying the completeness of black-box tests for continuoustime dynamic systems. The measure is based on a state space model of the system under test. The metric has been called the state space coverage. The classical coverage metrics, such as statement, branch, and path coverage, are not appropriate for dynamic systems because such systems are defined by differential equations and usually have an infinite number of states. The objective of the paper is to develop a necessary foundation for the metric as well as to present guidance on its application to software systems that incorporate dynamic behavior. The purpose of the proposed solution is to better assure the test engineer that a given test set is sufficient and to indicate where additional testing is required. An application example is presented to illustrate theoretical analysis and mathematical formulation.
Introduction

Motivation
Testing continuous aspects of software systems creates a number of challenges and still is not sufficiently supported by tools and methods. One of these challenges is to create a set of tests that adequately evaluates the behavior of the system under test (SUT). The adequacy of such set is inferred by examining different coverage metrics on the SUT. Currently, there is no objective standard for directly determining the adequacy of a black-box test set for continuous-time dynamic systems that are defined by ordinary differential equations. The classical coverage metrics such as statement, branch, and path coverage are unsuitable for the behavior of dynamic systems, because such systems have infinitely many states.
A continuous-time dynamic system is usually presented in a state space model format [1, 2] . The state space model consists of a set of inputs, outputs, and state variables related by algebraic and differential equations. The state variables are the smallest possible subset of system variables that represent the entire state of the system at any given time. The state variables together with the input variables determine also the future behavior of the system. The multidimensional space induced by the state variables is called the state space. The state space for dynamic systems contains infinitely many states and is often a smooth manifold. Since resources are limited in test environments, test procedures are generally restricted to demonstrating that the system meets the requirements in a limited number of states. The process of selecting just a few of the many possible system variables to be tested is most often based on qualitative best engineering judgment. As a result, judging the quality of a test plan in comparison to another is a difficult task. An obvious way to improve the quality of testing is to increase the number of tested states of the system, thereby providing an improved quantitative measure of how well the test plan spans the system state space.
Related work
Models are used in engineering disciplines to specify the system's behavior in a clear and unambiguous form. The selection of the most appropriate model is very crucial since this selection determines the understanding of the functionality of the system and influences further steps in the implementation of the system. Finite state machines (FSMs) and Petri nets [3] are used to capture control-oriented systems and provide useful mathematical ways of verifying their correctness. Data-flow graphs and flowcharts [3] are used in the data-dominated application domains. Boolean algebra [4] is useful in modeling automatic control devices. Dynamic behavior is modeled using difference or differential equations [1] . Currently, there are efficient testing algorithms and methods for the systems modeled using Boolean algebra or graphs (state charts, finite state machines) [5] [6] [7] , but testing of dynamic systems modeled by differential equations is relatively poorly supported by tools and methods [8, 9] .
As a consequence, test coverage is also a serious challenge when dealing with testing dynamic systems. The classical coverage notions as well as their modifications [10] [11] [12] [13] [14] are unsuitable for such systems. There is a need for another approach that will be able to handle continuous aspects of the system. In the last decade there were several papers exploring this topic. Dang and Nahhal [15] have presented a test coverage measure for continuous and hybrid systems, which was defined using the star discrepancy notion. The notion is used in statistics and characterizes the uniformity of the distribution of a point set within a region. The proposition provided in [16] allows generating tests from hybrid systems' models with the help of a robust test notion. The core idea of this proposal is to compute the robust neighborhood around a given initial state. Such neighborhood consists of initial states that have the same qualitative behaviors. Using this notion, the trajectories of the system can be appropriately constructed and evaluated.
Contribution
In this paper, a test quality measure is proposed that can quantify the completeness of black-box tests for continuous-time dynamic systems. The measure is based on a state space model of the SUT and it is called the state space coverage. The algorithm for applying the metric is then implemented and allows for an efficient computation of the results. The paper is organized as follows. In Section 2, a continuous-time dynamic system is described. Section 3 presents the concept of testing with model usage as an oracle. Section 4 provides a necessary foundation for the metric as well as presents guidance on its application. An application example is presented in Section 5. Conclusions are in Section 6.
Mathematical model of the system under test
A continuous-time dynamic system can be mathematically described by the following equations:
where ( ) ∈ X ⊂ R refers to the system state, ( ) ∈ U ⊂ R refers to the system input, ( ) ∈ Y ⊂ R refers to the system output, the independent variable > 0 is time, 0 ∈ R is the given initial condition, : R ×R ×R → R denotes a mathematical relationship describing the system behavior, : R × R × R → R determines the output, X is the state space, Y is the output space, U is called the input space, R , R , R are real vector spaces of column vectors, , , are positive integers. The modeling approach based on the equations (1), (2) is called state space representation (or input/state/output representation). The state space model ( Fig. 1 ) can represent in the system development process a function, unit, module, system, etc., that is being tested. It is constructed at a certain level of abstraction and describes the functionality of the system at that level. Many software systems (e.g., real-time embedded systems) have multiple resource constraints such as energy, memory, and implementation constraints. Energy consumption is a critical design constraint especially in battery-operated systems. Memory size is one of the most important design constraints in designing systems targeting system-on-a-chip. Signal processing systems are specified and designed with floating-point arithmetic but 
Thus, the spaces U, Y , and X will be bounded as well.
Concept of model-based testing
The mathematical model of a control system can be used to capture system requirements (expectations) and to validate the system (1), (2) . In addition, with the help of modeling and simulation, many system aspects can be verified, validated, calibrated, and finally optimized against system performance before real hardware and software are available. Once the model is ready it can be either manually transformed into the code or auto-generation can be applied to obtain the code automatically from that model. In the next step, the code is downloaded to the hardware and the complete system is tested. The testing process allows for verifying that the software behavior in the hardware is identical to that observed during computer simulations. In the concept of model-based testing (MBT) [8, 9, 17] , the model can be also used as an oracle (Fig. 2 )  that is, as a mechanism to evaluate if the results of an executed test case qualify as passed or failed.
The execution of a test case consists of exciting the sys- A test case can be considered as a set of inputs, execution preconditions, and expected outcomes developed for a particular objective, such as to exercise a particular program path or to verify compliance with a specific requirement [18] . Using this definition with the state space modeling concept of the SUT (1), (2), a single test case T ( ) case can be defined as: 
State space coverage
Test coverage characterizes the relation between the number and the type of tests to execute and the portion of the system's behavior effectively tested. The purpose of coverage metrics is then to indicate when sufficient testing has been performed and where additional testing is required. In this section, a quantitative measure is proposed to assess how well the test set covers the state space for continuous-time dynamic systems. The measure contains information about the distribution of states covered and the uniformity of testing across the entire state space. The main advantages of the proposed solution are simplicity, scalability, and easy implementation. Given a mathematical model of the SUT, the most obvious quantification of the model state space coverage checked in a test set is computed by dividing the number of the system states explored in that test set by the cardinality of the entire state space. However, this method has limited usage since the state space for dynamic systems has an infinite number of states. In the proposed solution, the core idea is to transform the state space X (or the output space Y ) into another space that contains countable number of elements. The definition of a partition G in the space R plays an important role in this transformation.
Definition 4.1 (Partition of the space R ).
A partition G ( ) with the size in the space R is a set of points defined as: ] T ∈ Z , is the largest integer not greater than , Z stands for the set of integers.
Using this definition the state space X can be transformed into the space X as indicated by the following definition.
Definition 4.2 (Transformed state space).
The number of elements in the transformed state space X depends on the parameter and can be chosen accordingly based on the size of the system that is being tested and the resources that are available in test environment. This is a great improvement in terms of cost and time for analyzing complex systems with many components and can even lead to exhaustive testing, that is, full state space coverage. Consider a test case T ( ) case:
that applies an input function ( ) : [0 T ( ) ] → R to the SUT and expects a state function ( ) : [0 T ( ) ] → R when the system starts from an initial condition ( ) 0 . The number of states of the transformed state space covered by the test case T ( ) case can be calculated as:
The definition of the state space coverage can be now formulated.
Definition 4.3 (State space coverage).
Let T set = T (1) case T (2) case T (N) case be a test set. The state space coverage C of the test set T set is:
|X |
The proposed test coverage measure is defined using a partition of the system state space. The partition forms a rectangular grid and, roughly speaking, the test coverage is defined by the number of the grid boxes visited by the output during a test. The boundedness of the space X assures that the numerator and denominator in the formula (9) are finite numbers.
Application example
Consider a simple system (Fig. 3 ) that is responsible for monitoring fuel consumption and optimizing the refueling of a vehicle. The fuel level in the tank is not easily converted into an accurate indication of the available fuel volume. This relationship is strongly affected by the irregular shape of the fuel tank, dynamic conditions of the vehicle (accelerations, braking, etc.) and oscillations of the indication provided by the sensors. The main elements of the system are: a fuel level sensor designed to be mounted on the fuel tank, a Fuel Level Controller (FLC) and an Instrument Panel Cluster (IPC). The fuel level sensor is a potentiometer and it provides a continuous resistance output proportional to the fuel level in the tank. If the tank is full, the sensor shall provide the control module with resistance of 100 Ω. If the tank is empty, the sensor shall provide the resistance of 0 Ω. The control module shall filter the input signal (FuelLevelSensor) and then transmit the filtered value (FuelLevelValue) to the IPC via the CAN (Controller Area Network) bus [19] that is responsible for fuel level indication to the driver. The filtered value is the result of the following calculation:
where
Here, ( ) represents the resistance provided by the sensor at time > 0, ( ) denotes the filtered value, 
The fuel level sensor provides the resistance from the specified range (i.e., from 0 to 100 Ω). The indication of available fuel shall vary from 0 to 100 %. The speed of In the Laplace domain, the system (9), (10) can be represented by the following transfer function:
Let T set = T (1) case T (2) case T (3) case be a test set that consists of three test cases, where
T
( 
( ) is shown in Fig. 4 , the trajectories (1) , (2) , (3) are shown in Fig. 5 . In the first test case T (1) case, the system with zero initial condition is stimulated with a step function of time. The behavior of the autonomous system (i.e., without control) is checked by the second test case T (2) case. The third test case T (3) case is selected by applying to the system an input function that reflects a fuel decrement process. Fig. 5 by dotted line. 
Conclusions
In the paper, the state space coverage metric has been defined. The metric can help the test engineer in testing continuous-time dynamic systems. The proposed solution provides information about the distribution of covered states and the uniformity of testing across the entire state space. It can be applied to regression and conformance testing and, in addition, it can indicate when sufficient testing has been performed and where additional testing is required. The main advantages of the presented approach are: platform and language independence, easy implementation because of a vector and matrix notation, and scalability (i.e., the ability to handle systems with growing size in a graceful manner). Based on the defined coverage measure, test generation algorithms can be developed as well. The example of the fuel level controller illustrated practical implementation aspects of the presented approach.
