Software architecture describes the high-level organization of a software system, and is essential both for reasoning about system properties and for implementing and evolving code. This demonstration will describe two architecture-related tools: AcmeStudio for architectural modeling and analysis, and ArchJava for ensuring consistency between architecture and implementation.
ArchJava extends the Java language to include explicit architectural modeling constructs, and uses type system techniques to ensure that the implementation conforms to the architecture. We will show how AcmeStudio can generate skeleton ArchJava code, how developers can fill in this architecture with an implementation using an Eclipse-based ArchJava IDE, and how ArchJava's type system can help the developer to maintain consistency between code and architecture.
See also the related poster at OOPSLA

Categories and Subject Descriptors
D.2.11 [Software Architecture]: Languages
General Terms
Documentation, Design, Languages, Verification.
Software Architecture
The software architecture of a system defines its high-level structure, exposing its gross organization as a collection of interacting components, along with their interfaces and expected behavior. A well-designed and well-defined architecture gives engineers a means to reason about system properties (such as performance, reliability, and security) at a high level of abstraction, and is crucial to the success of a complex, softwarebased system. Over the past decade there has been considerable research progress in developing notations, tools, and methods to support software architects. Numerous formal architecture description languages (ADLs) have been developed and applied to real-world systems. Specialized tools for architectural analysis can detect problems such as hidden deadlocks, race conditions, interface mismatches, and platform incompatibilities for many classes of systems. Methods for architectural evaluation and documentation are beginning to mature. Figure 1 shows AcmeStudio, a domain-neutral architecture development environment and integration framework written using Eclipse [2] . AcmeStudio may be tailored to specific domains, and allows domain-specific depictions and analyses to be integrated into the environment. For example, the architecture in Figure 1 is a kind of pipe-and-filter architecture. The architect can choose pipe components and filter connectors from the palette on the left and link them into the architecture shown. The example is very simple: characters flow in from the left and are split into two streams. The characters in the top stream are capitalized, whereas those in the lower stream are converted to lower case. The two streams are merged and leave the component to the right. The pipe-and-filter style includes analyses that can be used to check that there are no loops in the graph, for example. 
AcmeStudio
ArchJava
While architecture tools and environments are beginning to appear in industry, a crucial link is still missing. This missing link relates software architectures to implementations. Not having this link means that it is difficult to ensure that a software system as built is consistent with its architectural design. Ideally, it would be desirable to have tool support that (a) refines architectural designs into code; (b) relates architectural design to existing code; (c) checks code for conformance to an architectural design; and (d) allows architectural analyses to be conducted and related to code.
We have recently developed ArchJava, an extension to Java that allows programmers to declare architectural structure directly within their Java source code [1] . ArchJava's type system verifies statically that the software system conforms to the declared architectural structure. Figure 2 shows how the architecture from Figure 1 might be expressed in ArchJava.
Combining AcmeStudio and ArchJava
However, because ArchJava encodes only architectural structure, it does not provide architects with the ability to specify or check other important properties such as system behavior or architectural style. Furthermore, because the architecture in ArchJava is embedded in code, it is difficult to get an overall view of the architecture and to navigate between different levels of architectural modeling. While embedding the architecture in the code is a promising first step at making architectures conveniently available to programmers, it is still necessary to relate this to the original architectural design that was produced independently of the code, and to keep these artifacts synchronized.
Therefore, we are integrating AcmeStudio with the ArchJava integrated development environment. Using our tool, an architect can initially model an architecture in AcmeStudio, using analysis to verify desired architectural properties. Once satisfied, the architect can generate ArchJava code skeletons from the architecture. Engineers can then fill in the skeletons with executable code that implements the functionality of the system; ArchJava's checks will help ensure that their implementation conforms to the architect's design.
As the system implementation evolves, deficiencies in the original architectural design will inevitably appear. In today's common practice, the system would be updated without necessarily keeping the architectural documentation up to date. Using ArchJava, however, ensures that any changes made by the engineers are reflected in the ArchJava architecture. These changes can be visualized in AcmeStudio, and the original architectural analyses can be re-run to ensure that the modified architecture still achieves the architect's design goals. Thus, ArchJava and AcmeStudio can work together to help architects and engineers model, analyze, and implement architecture in a consistent way throughout the software lifecycle.
Implementation
The ArchJava and AcmeStudio tools can be downloaded from their respective websites. Currently, a plugin is available that can generate ArchJava skeleton code from AcmeStudio. We are currently working on the reverse translation. A screenshot of the Eclipse-based ArchJava integrated development environment. The IDE includes windows for the project, the code, a tree view, and error reporting.
