TauREx 3 is the next generation of the TauREx exoplanet atmospheric retrieval framework for Windows, Mac and Linux. It is a complete rewrite with a full Python stack that makes it simple to use, high performance and dynamic/flexible. The new main TauREx program is extremely modular, allowing the user to augment TauREx functionalities with their own code and easily perform retrievals on their own parameters. This is achieved by dynamic determination of fitting parameters where TauREx 3 can detect new parameters for retrieval from the user code though a simple interface. TauREx 3 can act as a library with a simple import taurex providing a rich set of classes and functions related to atmospheric modelling. A 10× speed-up in forward model computations is achieved compared to the previous version with a six-fold reduction in retrieval times whilst maintaining robust results. TauREx 3 intends to act as a standalone, all in one package for retrievals whilst the TauREx 3 python library can be used by the user to easily build or augment their own data pipelines.
1. INTRODUCTION Characterisation of exoplanet atmospheres through spectroscopic methods has become a well established and rapidly growing field. Many retrieval codes (such as Nemesis: Irwin et al. (2008) , Chimera: Line et al. (2013) , ARCiS: Ormel & Min (2019) , BART: Harrington (2016) , petitRADTRANS: Mollière et al. (2019) , Helios: Kitzmann et al. (2019) ; Lavie et al. (2017) , PO-SEIDON: MacDonald & Madhusudhan (2017) , Madhusudhan & Seager: Madhusudhan & Seager (2009) , HyDRA: Gandhi & Madhusudhan (2018) , SCARLET: Benneke (2015) , Platon: Zhang et al. (2019) and PiratBay: Cubillos (2018) ) now exist to solve the inverse forward model problem utilising varying methods such as the optimal estimation and Bayesian analysis with Markov Chain Monte Carlo (MCMC Jolliffe 2007) or nested sampling (Skilling 2012) .
Over the last few years, these methods have been successfully applied for a large number of cases. For example, the previous version of Tau-REx lead to the detection of the first atmosphere around a super-Earth 55-Cancri e (Tsiaras et al. 2016) as well as the first detection of water in the 8 M ⊕ planet K2-18 b (Tsiaras et al. 2019 ). More applications included the consistent analysis of 30 hot-Jupiter planets and the investigation of performances and biases in next generation telescopes (Venot et al. 2018; Rocchetto et al. 2016; Changeat et al. 2019 ). Recently, TauREx II forward model and retrieval results have been compared against NEMESIS and Chimera, allowing to highlight the compatibility and differences of these three codes (Barstow et al. 2019) .
As the field of exoplanet atmosphere sounding matures, the complexity of forward models begins to outpace the ability to implement and retrieve them in these codes. In particular, with the next generation of space telescopes coming up soon (NASA/ESA -JWST in 2021: Gardner et al. (2006) ; Bean et al. (2018) , ESA -Ariel in 2028: Tinetti et al. (2018) ), the complexity of atmospheric spectra to be retrieved will dramatically increase. This means, that forward models will also have to evolve in order to cope with the new information content of these spectra, which in turn puts more constraints on computing resources. In this context, it is required to develop the next generation of atmospheric retrieval frameworks.
TauREx 3 is a new atmospheric retrieval code for Windows, Mac and Linux written with a full Python 3 stack. It is a complete rewrite of TauREx 2 and aims to improve upon its predecessor in three major areas: 1) performance in the computation of forward models, 2) flexibility in implementing and building new forward models and 3) dynamic retrievals of any and all possible parameters.
We divide this paper in the following sections: 1) Initial setup, where we explain the installation and basic run command; 2) The framework structure, discussing the architecture in more detail; 3) A description of the forward models; 4) The available Opacities; 5&6) The Dynamic Parameters and retrieval setups; 7) Instrument simulation modes; 8) Benchmarking and Future Works and Discussions in sections 9 & 10.
2. INITIAL SETUP Installation of TauREx 3 has been significantly simplified and requires only a single command:
$ pip install taurex
Or if compiling from source:
This gives the user access to the a new program that can be run from anywhere in the operating system:
The structure of the input file format has been reworked with each component of the atmosphere given its own header. For instance, the temperature profile defined under [Temperature] and chemical profile under [Chemistry] and so on. These changes aim to significantly improve readability and allow an average user to easily infer the type of atmosphere being computed and the nature of the retrieval. Figure 1 shows the input parameter file for an example atmosphere with a free chemistry model and an isothermal temperature profile setup to retrieve. The modular nature of the input parameter file allows for easy addition and customisation of parameters. This model will now be used in the TauREx pipeline. This not only applies to the forward model but new retrieval parameters can be included as well. This will be discussed more in depth in Section 6 In a sense, all of the atmospheric parameters, models and optimizers defined in this paper are simply the 'batteries included'.
FRAMEWORK STRUCTURE
TauREx 3 provides flexibility and expandability by representing atmospheric parameters and contributions in the form of building blocks. These can be mixed and matched to form a complete forward model. The form of these building blocks is through abstract skeleton classes defined within TauREx. These classes (defined in Table 1 ) provide a set of interfaces, in essence: a guarantee on what functions are provided, for other parts of the code to use. With this framework, we can interconnect them knowing each object's responsibility. Figure 2 visually describes how each element from Table 1 interacts with each other.
For example, when interpolating cross-sections we need temperatures for each layer of the atmosphere, we do not care how the temperature profile was built, only that we can build it and that a temperature profile is a result. This logic can (and is) applied to almost every aspect of TauREx, from the chemistry and stellar profiles to the forward models, binning and optimizers used in retrievals. Very few assumptions are made about what has been passed into the system which gives it flexibility. As a consequence of this structure, TauREx 3 can also act as a library providing ready to use classes related to atmospheric modelling, such as cross-section interpolaters, temperature profiles, chemistry models, contribution functions and optimizers to name a few. In essence, TauREx can be run as a stand alone program requiring no additional coding or in a more interactive way via library imports for advanced and personalised usage. This is evident as once installed, TauREx 3 can be imported as library in any python notebook, editor or shell:
>>> import taurex
Creating and computing a 2000 K isothermal temperature profile is simply done: This library works with more interactive flavours of python such as IPython (Perez & Granger 2007) and Jupyter Notebook where forward models can be created and dynamically altered in real-time with retrievals possible. It is possible to build custom programs using TauREx 3 and in a sense create your own pipeline. The main TauREx program has a much simpler pipeline and Figure 2 . An overview of the TauREx 3 framework and how each part fits. The large boxes can be any builtin or user implementation of the base classes given in Table 1 and the smaller boxes describe what they provide to the various components serves to convert an input file into TauREx 3 objects. TauREx 3 also aims to conform to good coding standards with full PEP-8 compliance. The code is fully documented with a suite of unit-tests used for debugging and maintaining stability in the code-base during feature development. Internally git-flow is used to manage contributions from multiple developers whilst maintaining compatibility. This is important as often in the previous version, new features became isolated versions of the main code. With TauREx, we aim for continuous and compatible integration of new features into the main code-base. For external developers, we will use the fork-andpull model. A developer guide is included in the documentation which highlights the coding standards and rules for those wishing to contribute to the development and provides templates and examples.
FORWARD MODELS
All forward models derive from the abstract base class ForwardModel. This defines a simple skeleton, with an abstract model method that must return a native wavenumber grid, the result of the forward model, the optical depth at each layer and any other extra information.
Any type of forward model can be implemented within the current structure including self-consistent models. For this current release only free-type (not self-consistent) models are available but others have been successfully implemented and will be available in the next minor version release.
One higher level abstraction of the forward model is the SimpleForwardModel, this handles the majority of the setup for a free-type forward model such as initialization of the temperature and chemistry profiles and handling the setup for the contributions for a path integral. The only method that must be defined is the path_integral. This design means implementing transmission and emission required only implementing a single method.
For the application to exoplanet retrievals, we provide the basic forward models described from previous versions (Waldmann et al. 2015b,a) for primary transits and secondary eclipses.
For the transmission model, we model a 1D atmosphere where the altitude is parametrised by layers (default 100 layers). The total transit depth is given by:
where we defined a λ as the atmospheric depth. It is defined as:
We define the wavelength dependant global optical depth τ λ (z) by:
where ζ m,λ is the cross section of the species m, χ m is the column density of the species m and ρ is the number density. The emission model describes the simple planeparallel atmosphere in which the emission of each layer is integrated to produce the final spectrum. The wavelength dependant intensity at the top of the atmosphere is given by:
where B λ (T ) is the plank function at a given temperature T. The final emission spectrum is expressed as:
For both models, they are an empty shell describing only the general path integral formalism and the final flux/depth that must be computed. They must be filled in by the user by providing a temperature profile, pressure parameters, chemistry model and contributions to the optical depth.
Temperature Profiles
TauREx 3 adopts the layer-by-layer approach with the currently supported temperature profiles. Included are a basic isothermal profile, a radiative two-stream approximation (Guillot, T. 2010 ), a profile loaded from file and a multi point temperature profile. Their classes are given in Table 2 .
The previous version of TauREx 2 included the 3-point and 4-point temperature profiles that defined temperature points at different atmospheric pressures. These are then smoothed using a moving average kernel with a user definable window size. These profiles have been deprecated for the more general n-point profile which supports an arbitrary number of pressure and temperature point. Each point defined by the user dynamically generates new fitting parameters for the retrieval. This aspect will be discussed further in Section 6.
Chemistry
TauREx 3 supports equilibrium chemistry using the ACE FORTRAN chemistry code (Agúndez et al. 2012) using the thermochemical data by Venot et al. (2012) and is installed alongside if a suitable FORTRAN compiler is available. Here the C/O ratio and stellar metallicity can be retrieved.
For free chemistry models, TauREx 3 can define a different vertical mixing profile for each molecule. For now only three profiles are implemented, a constant mixing profile along the entirety of the atmosphere, a two layer profile ) and a profile read from a file. However a custom profile can be used by implementing a Gas class and either adding it into the chemistry model through the addGas method or defining the molecule with the gas_type= custom field and passing the python file. Any valid molecule is supported in TauREx 3 and as we will discuss in Section 6, each individual parameter for each molecular species can
Class
Description TemperatureProfile Base class Isothermal
Isothermal temperature profile Guillot2010
Radiative equilibrium (Guillot, T. 2010) Rodgers2000
Layer-by-layer (Rodgers 2000 
Profile loaded from file be retrieved. The free chemistry model also allows for heavy atmospheres with any number of molecules through the fill_gases and ratio option. The ratio term determines the portion of the remaining atmosphere relative to the first fill molecule. We can arbitrarily define a CO 2 , CO, He atmosphere with a 4:3:1 ratio, a constant H 2 O and two-layer CH 4 mixing profiles in the input file like so:
[Chemistry] chemistry_type = free fill_gases = CO2,CO,He ratio = 0.375,0.25
Custom chemistry models can also be used by setting chemistry_type=custom and pointing to an appropriate python file. For all chemistry models, each molecule is considered either 'active' or 'inactive'. This is automatically determined at run-time by the opacity caching system (discussed in Section 5). Discovery of absorption cross sections for the particular molecule will label it as active otherwise they will be designated inactive. Active molecules will have a direct influence on the final spectrum and molec-ular weight whilst inactive molecules will only directly affect the molecular weight.
Contributions
We can heavily generalize the computation of the optical depth τ for wavelength λ at altitude z by considering it as a combination of multiple functions C:
Where, C is our ith function out of possible N absorbers that contributes to the optical depth. The most basic contribution function is pure absorption:
Where σ j is some cross-section j weighted with an altitude dependant w j and atmospheric density ρ. For molecular absorption, Mie scattering and Rayleigh scattering, w j is the mixing ratio for scattering species j. We are not limited to this form though, we can define another form for collisionally induced absorption:
and we can define more eccentric forms, for example grey clouds:
where P (z) is the pressure at altitude z and P 0 is the pressure at the top of the cloud deck. Now the calculation of the optical depth has no strict form and is instead a list of these functions that we can created, added to and removed to our demands. This means that implementing new scattering processes requires no modification of the underlying transmission and emission code. These contribution functions are encapsulated in the Contribution class. The prepare method is called before each path integral and must setup and appropriate any cross-sections needed. The contribute method performs the actual calculation of the optical depth. A user can choose what type of contribution to add by inserting it into a forward model using the add_contribution method or defining it in the input file. Each contribution can have their own set of parameters that can be optimized during retrieval. A list of available contributions is listed in Table 3 .
Supplementing your own custom contributions in TauREx 3 is only possible when used in the library form. There is no custom option in the input file at the moment as conveying the option in the current input file design was difficult without cluttering its structure. An option in the future may be to have the user point to a folder containing their python files and automatically collecting them to be parsed in the input file.
OPACITIES
The previous version TauREx 2 utilized both k-tables a absorption cross-sections, TauREx 3 makes exclusive use of absorption cross-sections. The major optimizations within TauREx 3 (discussed in Section 8) have meant that k-tables perform no better computationally and are infact slower when multiple species are taken into account.
The absorption cross-sections come in the form of temperature pressure grids and are interpolated either using a linear interpolation scheme for temperature and pressure:
where σ i is the absorption coefficient at wavelength λ i , P and T are our chosen pressure and temperature respectively and P 1 , P 2 , T 1 and T 2 are our pressure and temperature points on the grid chosen so that P 1 < P < P 2 and T 1 < T < T 2 . A more accurate scheme (Hill et al. 2013a ) for temperature interpolation employs the form:
For both cases the temperature and pressure schemes are fused and both are interpolated simultaneously. This was aided by the sympy (Meurer et al. 2017 ) library to generate the most efficient computational form for both. Either can be activated using the interpolation_mode keyword in the input file.
[Global] # Activate linear scheme interpolation_mode = linear # Activate exp scheme interpolation_mode = exp
For the exponential case the computation time takes about 5× longer than the linear scheme, therefore linear is the default.
Formats
TauREx 3 supports the older pickle format (based on python object serialization) for the absorption cross-sections but now includes support for the new HDF5 format (Chubb et al. 2019 ). This comes with the option of streaming the coefficients used in the path integral directly from the HDF5 file, saving memory at the cost of computational performance. This method should prove advantageous when using extremely high resolution cross-sections that would otherwise not fit into memory. By default, all cross-sections are loaded into memory but the streaming option can be activated using the in_memory=False in the input file. The .dat Exo-Transmit format (Kempton et al. 2017 ) are also supported. For collisionally-induced absorption, the HI-TRAN (Gordon et al. 2017; Rothman et al. 2013) .cia files are now supported and can be used directly rather than converting to pickle format. This includes CIAs that contain different wavelength grids for different temperatures.
Cache
TauREx 3 employs a lazy-loading scheme for absorption-coefficients facilitated by the OpacityCache class. This is a singleton that is globally accessible to the entire program and will load absorption cross-sections when they are used. They require a path to be set through either the xsec_path option in the input file or using the set_opacity_path method. At this point a molecular cross-section object can be loaded into memory like so: This means that on the first run of the forward model there is a delay of up to a few seconds depending on the format and number of active molecules used as the files are cached. When loading cross-section from a path with multiple formats, loading priority is given to the HDF5 files before other formats are considered. The CIACache follows the same structure but for collisionally induced absorption files.
DYNAMIC PARAMETERS AND RETRIEVALS
In the previous version of TauREx 2, fitting new physical parameters requires explicitly coding it in the retrieval. This approach is common to almost all retrieval codes that are available right now. This has significant limitations as it does not scale well when adding new parameters as it significantly increases code complexity with growing if-elseif spaghetti code. This is becoming an issue as users wanting to contribute or test new profiles, chemistries and physical processes in retrievals find themselves fighting the source code to make it work. This becomes much more apparent when attempting to merge multiple contributions together. Apart from code complexity, another common issue is the discovery and determination of 'fittable' parameters. For equilibrium chemistry this is easy as there are a fixed number of parameters. When dealing with free chemistry models this becomes an issue. Different molecules may have different mixing profiles and we may wish to fit different types of chemistry profiles, implying different 'fittable' parameters and different prior configurations. In the previous version of TauREx 2, this was not possible and all molecules had to be fit with the same priors. At most, a later implementation of the two-layer model allowed the use of two different mixing profiles at the same time Finally, the scaling of the parameter space is commonly fixed in most codes. This is generally predetermined by the expected magnitude range of the parameter. Parameters such as trace gas molecule mixing ratios have a large range of values and are typically fitted in logarithmic space. However, when it comes to the main gases of the atmosphere (in the case of secondary atmospheres for example), it could be more relevant to fit in linear space or to fit for ratios of components (such as H 2 /He or H 2 /N 2 ratios). A choice in scaling often requires an explicit implementation for the specific parameter and again more if...elseif in our growing fitting source-code file.
TauREx 3 aims to solve this by dynamically determining the fitting parameters in a forward model. Objects in TauREx 3 which have parameters to fit inherit from the Fittable class. This includes TemperatureProfile, Chemistry and ForwardModel to name a few. The main purpose of the class is to discover, generate and advertise the fitting parameters in the form of a python dictionary with each item containing:
• The name of the parameter • The L A T E X name of the parameter • How it is read (its fget)
• How it is written (its fset)
• The default fitting space • Whether to fit it by default
• Its prior bounds
The fget and fset functions are the key to this system as they provide the retrieval the means to sample parameters without knowledge of what the parameters are and where they come from. The last three items are used by the optimizer to control how or whether the parameter is sampled and are free to be altered at run-time.
Taking the Guillot2010 temperature profile as an example we can find the parameters that can be fit: The process of creating fitting parameters is simple. The Fittable class provides two ways of defining them. The first method is provided by @fitparam decorator. This decorator behaves identically to the builtin python property with extra arguments given in Table 4 We can create a custom temperature profile FoobarProfile with parameter Foobar_T like so:
We can get and set the parameter like a normal python property: >>> foo = FoobarProfile() >>> foo.myFooBar 1000.0 and adding it to a forward model demostrates that it is detected: For the retrievals, TauREx 3 comes built with the methods given in Table 5 however a user can include their own through the optimizer = custom flag in the input file.
Method
TauREx 3 The base Optimizer class is responsible for collecting the fitting parameters from the forward model and updating the model using the fitting parameters from the sampler and computing the likelihood. The responsibility of the optimization is handled by the compute_fit method which must be defined in concrete classes. The user can inform the optimizer which fitting parameter to retrieve though its enable_fit and disable_fit methods. The optimizer also handles the parameter space conversion by wrapping the fget and fset with an appropriate conversion function. This is determined by the default_mode attribute within each fitting parameter and can be altered by the user programmatically using the set_mode method. Currently, only linear space and log-10 space is supported. Fits can also be defined in the input file under the [ Fitting] section. The input file is dynamic and is capable of setting user-defined fitting parameters as well. Take our profile from Figure 3 as an example, we can fit for Foobar_T in log scale with bounds 200.0, 1000.0 like so: It should be noted that the bounds are always in linear space. The log conversion is automatically handled by the optimizer.
Model Rejection
During sampling, there may be regions within the parameter space that are non-physical. Non-physical forward models can include atmospheres that have greater than unity mixing ratios or multi-point temperature profiles that have inverted pressure points. Sampling is essentially wasted on these regions or they may create accidental modes on the solution if they inadvertently produce 'correct' spectra. To combat this TauREx 3 provides the InvalidModelException exception. During retrieval any profile or chemistry model can trigger this exception forcing the log-likelihood to the lowest possible value. For both nested sampling and classical MCMC sampling this results in an overall avoidance of these regions which should result in slightly faster sampling.
7. INSTRUMENTS One of the new features within the TauREx pipeline is the instrument model simulator. If defined, it passes the result of a forward model simulation into an instrument noise model and generates a new binned spectrum with instrument noise and systematics. The number of observations can also be passed in to further simulate the effect of multiple observations on the systematics. Currently a generic signal-to-noise ratio (SNR) model is included which computes the noise N at all wavelengths for a given SN R based on the simple relation:
with S representing the maximum amplitude of the spectrum. The final noise N is computed based on the number of observations n passed in by the user: Figure 4 shows the same forward model binned to R = 50 and applied with increasing values of SN R. These are generated directly from the TauREx program. The forward model is arbitrary but the same for all of the plots, Custom noise models for instruments can be provided by the user by passing in the instrument=custom flag as well as pointing to the correct python file.
The instrument model in the TauREx pipeline can be used to bypass loading in an observation and instead perform a retrieval directly on the simulated observation. In a sense a retrieval on its own forward model. These simulated observation retrievals provide the user a convenient toolbox to estimate the retrievability of atmospheric parameters giving a range of telescope/instrument setups (e.g. optimising future JWST/ARIEL observations).
BENCHMARK 8.1. Computational
In the previous version of TauREx 2 the framework was written using a combination of python for the general codebase and C++ for the heavy computational work. TauREx 3 has switched to a full Python stack which includes the computation of the path integral. Common knowledge dictates that Python is slower than compiled languages such as C++ and FORTRAN. However there are a suite of libraries available that can mitigate and even match performance with compiled languages without sacrificing the flexibility of Python.
TauREx 3 numpy operations. The brunt of the calculation exploits the numba (Lam et al. 2015) library which JIT compiles the path integral code for even faster performance. An additional performance gain is achieved in the opacities, once each opacity has been interpolated and weighted, they are fused into a single cross-section from which the path integral can then be calculated. This significantly improves the scaling of performance with respect to number of molecules. This optimization is also applied to Rayleigh Scattering and CIA.
Multi-threading was not used in TauREx 3 as it does not benefit retrievals. It is generally better to let an MPI sampler (such as Multinest) have more cores to sample the forward models in parallel as you can generally get linear scaling with core counts. For both Multinest and PolyChord, this holds as long as the sampling is the dominant computational bottleneck. For our forward model benchmarks, we test on a MacBook Pro 2018 with a 2.3 GHz Intel Core i5. The absorption opacities were computed from the Exomol linelists (Tennyson & Yurchenko 2012; Tennyson et al. 2016 ) using the Exocross (Yurchenko, Sergei N. et al. 2018 ) FOR-TRAN code at a wavelength range of 0.3-15µm with resolution of R = 10000. The k-tables we also generated from the same linelists at R = 100 using 20 gaussian quadrature points. The particular sources for the absorption line-lists and CIA opacities are listed in Table 6 . The timings for the forward model were conducted using the timeit module.
In the first benchmark, we assess the performance scaling with the number of atmospheric layers for the full wavelength range. This helps us to gauge the performance of the path-integral code with minimal influence from interpolation. Three methods were used, the first two were conducted using the previous version of TauREx 2 using cross-sections and k-tables method and the last is TauREx 3 using cross-sections only. Each would build an atmospheric model with two active molecules in the atmosphere with constant profile and an isothermal temperature profile. CIA with H 2 -H2 and H2-He and Rayleigh scattering are included in the calculation. Table 7 demostrates the significant performance upgrade from the previous version's crosssection code with an around 10× performance boost. For the 50 layer test, the interpolation time is the dominant computational bottleneck which gives the k-table method the advantage with the smaller opacity array. After this, the path integral becomes the dominant computation time and TauREx 3 matches the k-table method in performance at 100 layers. After this point, using TauREx 3 with cross-sections is about 1.1 -2× faster than TauREx 2 with k-tables and around 54× faster than the older cross-section code.
Another important comparison is seeing how computation time scales with the number of molecules. The same test was conducted but instead fixed at 100 atmospheric layers. Pseudomolecules were generated by replicating the available cross-sections multiple times as different molecules. The results of Table 8 again show that k-tables perform best using a single molecule. Increasing the number of molecules demonstrates that TauREx 3 performs significantly better than both k-tables and the older cross-section code with a 2-8× and 8-100× performance gain respectively.
Finally, our last benchmark will only consider cross-sections. For our retrievals tests, both TauREx 2 and TauREx 3 will only perform the calculations on a wavelength grid covering the observed spectrum rather than the maximum available native grid (defined by the entire available wavelength coverage of the cross sections). In practice the wavelength grid used is cut around 1.5 bins either side to ensure appropriate sampling of cross-sections. We use the 100 layers with two molecules with CIA and Table 9 highlights how cross-section resolution influences the computational time of TauREx 3 reaching around 10× performance gain which should give significantly shorter retrieval times.
Retrieval Benchmark: HD 209458 b
For our retrieval benchmark we will study HD 209458 b. Our first test will benchmark the current HST/WFC3 data and the second will retrieve a simulated observation from ESA-ARIEL mission . For the optimiser, we use MultiNest ) compiled with MPI. We utilize 1500 live points and an evidence tolerance of 0.5. This choice of parameters allows for very precise sampling of the parameter space. Each retrieval is done on a single node of the UCL cobweb cluster which has a 24-core Xeon E5-2697 v2 clocked at 2.70GHz. The timings are only for sampling and do not account for any startup time or post processing.
For the first test, we compare the results of TauREx 3 with the ones from TauREx 2 in a real scenario for transmission and emission spectroscopy. We use the HST/WFC3 spectrum of HD 209458 b in Tsiaras et al. (2018) for our transmission scenario and the HST/WFC3 spectrum from Line et al. (2016) for the emission case. For the latter case, we choose not to include the Spitzer points for our retrievals as combining instruments may lead to biases (Hou Yip et al. 2018) .
In our comparison retrieval, we attempt to constrain isocompositions for 5 molecules (H 2 O, CH 4 , CO, CO 2 and NH 3 ), using cross sections at a resolution of 10,000 given in Table 6 .
Along with the chemistry, we retrieve a temperature profile and the planet radius. In the transmission case, the temperature profile is considered isothermal and parameterised by a single parameter. We also retrieve the cloud-top pressure of a fully opaque cloud deck in the transmission case.
In the emission case, we do not consider clouds, but we provide flexibility to the temperature profile by retrieving 3 distinct values (temperature at the surface 10 bar , at 1.5 × 10 −1 bar and at 2 × 10 −3 ). We initially considered retrieving the pressure for these temperature points but we found large degeneracies and decided to keep them fixed.
For all these parameters, we use uniform priors which are listed in Table 11 .
The planet mass and star radius are fixed to the literature values, respectively 0.73 M J and 1.19 R from Stassun et al. (2017) . On top of the 5 mentioned chemical species, we fill the rest of the atmosphere with hydrogen and helium at a ratio H 2 /He = 0.17. Rayleigh scattering is calculated for all molecules (Cox 2015) , while we limit the collision induced absorption to the couples H 2 -H 2 and H 2 -He. Finally, our model is computed in a grid of 100 layers with pressure ranging from 10 bar at the surface to 10 −10 bar at the top of the considered atmosphere. Figure 5 shows the best fit spectra for TauREx 2 and TauREx 3 in the transmission and emission cases.
The posterior distributions for the transmission and emission cases are displayed in Figure  6 and 7.
From the spectra, posterior distributions and the retrieved parameters in Table 12 , one can see that the results given by TauREx 2 and Tau-REx 3 are completely equivalent. The best fit spectra are matching perfectly and the posterior distributions present the same shapes. Examining the parameters, we see that all lie within 1 σ of each other's best fit values with variations arising only from the random sampling.
The two retrievals are also consistent with the main literature results. We retrieve H 2 O in the dayside and terminator of the planet, respectively log(H 2 O) = 3.36 and log(H 2 O) = 3.52 in mixing ratios. In the terminator, we do not find significant evidence of additional molecules but we retrieve a cloud pressure of about 10 −2 bar. On the day-side however, we find that the posterior distribution for CH 4 peaks around 10 −4 . This molecule seems to be degenerated with the temperature, which presents a double peak correlation. This result contrasts with Line et al. (2016) findings, in which they find evidence for CO. This difference is likely due to the choice of the temperature profile model (free parameterisation in this example and 2-stream approximation from Parmentier & Guillot (2014) in Line et al. (2016) ) and/or the fact that we do not use the available Spitzer points for our retrieval, which are more sensitive to CO absorption features.
For the second retrieval benchmark we will use the TauREx 2 best fit values in Table 12 and simulate a spectrum as seen from Ariel using ArielRad (Mugnai et al. 2019) . This gives us a wavelength range of 0.5-7.0 µm, which effectively gives us 6× more wavelength bins to work with than in the HST/WFC3 case. This will impact the computational cost in calculating the forward model at each iteration and the number of samples required to achieve adequate convergence during retrievals. Table 11 . List of parameter retrieved in the transmission and emission retrieval along with their uniform bound priors and the retrieved mode. Table 13 . A comparison of the retrieval model computation time between TauREx 2 and TauREx 3 using cross-sections for the same atmospheric priors computed on Ariel simulated spectra Comparing the retrievals in Table 13 , we indeed see a significant increase in the number of samples required and the time taken to complete. Highlighted is the significantly reduced retrieval time with TauREx 3 for both transit and eclipse times requiring only 2 and 3 hours respectively compared to TauREx 2 retrievals taking 11 and 20 hours respectively. This does not include the fact that the original code takes almost 30 minutes setting up before starting a retrieval compared to seconds for the current version. This can be explained by comparing the single sample time with the previous retrieval in Table 9 . When scaling up to Ariel resolution we indeed see a 6× increase in single sampling times for TauREx 3 which is in-line with the increase in resolution compared to the 20× increase in runtime for TauREx 2.
Examining the spectrum in Figure 8 we see that both are essentially identical. This is expected since the greater resolution and smaller SNR increases the information available to the retrieval and greatly breaks degeneracies. This is evident in the posterior distributions given in Figures 9 and 10 where parameters are well constrained. The emission posteriors, in particular, for the radius, T point1 and T top are now well defined. As an aside, this highlights how dedicated missions such as Ariel present a significant improvement to our ability to resolve spectral features in exoplanets.
Overall, the benchmarks show that the rewrite of TauREx 3 matches the results of the previous version of TauREx 2 whilst giving a 6-fold improvement in retrieval run-time. This makes retrievals of higher resolution spectra from missions such as JWST and Ariel feasible within a couple of hours. 9. FUTURE WORK The flexibility afforded in TauREx 3 will allow for a wide range of novel applications to be developed on top of its core functionality. In future publications currently in preperation, we will Figure 8 . Best fit spectra for the HD 209458 b retrievals with TauREx 2 and TauREx 3. The 1 σ and 2 σ spectra are also plotted for the TauREx 3 retrieval. Top: retrieval of the transmission spectrum from Tsiaras et al. (2018) . Bottom: retrieval of the emission spectrum from Line et al. (2016) . The TauREx 2 retrieval (green) and TauREx 3 retrieval (blue) give the same spectra for both cases (most of the time they are indistinguishable).
present new applications using this library including: better treatment of scattering processes with a two-stream (Goody & Yung 1989 ) and multi-stream approximations (Laszlo et al. 2016 ) for the emission model; A new forward model generation and retrieval pipeline for large scale studies of planetary populations for next-gen telescopes (Mugnai et al. 2019 ); Application to solar system bodies with solar occultation (Vago et al. 2015) , nadir models as well as a Mars Climate Database (MCD) chemistry model (Forget et al. 1999) ; As well as a fast, new phase curve forward model for exoplanetary applications. In general, the design of TauREx 3 aims to significantly reduce the time and effort for other groups to include their own favourite chemistry/clouds/forward/temperature schemes. The framework is fully open source and hope to provide a community wide tool for retrieval code development in the future.
SUMMARY
In this publication, we present our new retrieval framework TauREx . The code can act as a library providing ready to use functions for atmospheric modelling. These components can combine into a full pipeline for atmospheric retrievals. TauREx 3 is flexible, seamlessly utilizing new codes defined by the user. We demonstrated its dynamic nature, responding to changes in the forward model and generating new and appropriate fitting parameters for retrievals. TauREx 3 is designed to adapt to the rapid development of atmospheric theory and include the cutting edge with minimal effort. It allows for the rapid prototyping of new methods and retrieval regimes. This includes more complex retrievals such as observation geometry and model hyper-parameters. Our benchmarks demonstrate the significant improvement in performance at high resolution (R = 10, 000) with improvements in performance reaching 10× the previous version at large wavelength ranges. Retrieval times are significantly reduced with simulated Ariel retrievals completing in a couple of hours for 180,000 samples. Our benchmarks also demonstrate robustness and show that the results of TauREx 3 match exactly with the previous version. The code is open source, licensed under a BSD license and available at http: //github.com/ucl-exoplanets/TauREx3_public and PyPi. 
