Abstract -Dynamic burn-in testing is an integral component of any test plan that seeks to produce reliable integrated circuits. Despite its importance in ensuring the reliability of semiconductors, burn-in has been a major contributor to overall test cost and turnaround time. In this work we discuss the application of advanced Boolean satisfiability (SAT) techniques to generate a set of vectors or input stimuli that increases the nodal activity in the circuit and hence the elevation of its temperature. The vectors are designed to uniformly stress all parts of the circuit. Additionally, we present a SAT-based methodology where weak nodes can selectively be targeted for high switching activity in an effort to detect potential failures. Finally, SAT-based solvers are compared against generic Integer Linear Programming (ILP) solvers when handling the vector generation problem.
I. INTRODUCTION
All integrated circuits that pass production tests are not identical. When put to actual use, some will fail very quickly while others will function for a long time. Burn-in ensures reliability of tested devices by testing, either continuously or periodically, over a long period and causing the bad devices to actually fail. According to correlation studies, the occurrence of potential failures can be accelerated at elevated temperatures [1] . Essentially, Burn-in is a production process that removes weak or low reliability ICs using high temperature and voltage stress conditions for time typically in the order of 4 to 168 hours. Burn-in is expensive and may take between 5% to 40% of product costs [8] . In dynamic burn-in testing, the design of test patterns able to cause the switching activity of the nodes preferably in a uniform manner in all parts of the circuit is still an open research problem. Targeting weak nodes in a circuit in order to expose their early failures is also critical for successful burn-in testing.
Hunag and others [9] discussed a methodology to generate weighted random patterns which can maximally excite a circuit during burn-in testing. Their approach is based on a probability model for switching transitions of gates and a procedure to obtaining the signal transition probability distribution of the primary inputs of the circuit. It then generates weighted random patterns according to the obtained signal probability distribution. In [18] , genetic algorithms are used to generate a sequence of test vectors that seek to continuously maximize the switching activity and hence the heat dissipation in a circuit. The use of Automatic Test Pattern Generation (ATPG) during burn-in is addressed by Benso and others in [4] . The goal of their proposed ATPG is to generate test patterns that are able to force transitions into each node of a fullscan circuit to guarantee a uniform distribution of the stress during the dynamic burn-in test. Their algorithm attempts to equalize the transitions forced into the circuit in order to avoid over stressing part of the device and possible damaging it. Alternatively, other researchers explored the shortening of the burn-in test period by applying high voltage stress tests techniques [15] . The authors used the Weibull statistical analysis to model the infant mortality failure distribution. Their results indicated that, the use of these statistical analysis combined with high voltage stress testing can significantly reduce the required burn-in time.
In this work, we formulate the test patterns generation problem for dynamic burn-in as a Boolean satisfiability (SAT) problem with the two primary objectives: one being the generation of a sequence that uniformly stress the device under test and secondly, the ability to target and stress weak nodes in the circuit in order to expose the early failure of these nodes.
The rest of the paper is organized as follows: in Section 2 we discuss the motivation behind this work and describe how the problem is formulated. Discussion of the results is presented in Section 3, and we conclude the paper in Section 4.
II. MOTIVATION AND PROBLEM FORMULATION
A vast body of research in the area of Boolean satisfiability (models, algorithm and solvers) with extremely encouraging results has been produced in the last few years. Even though traditionally Boolean satisfiability (SAT) solvers have been used to solve decision-based problems [13] , recently, these solvers have been extended to tackle Pseudo-Boolean (PB) constraints which are linear inequalities with integer coefficients [2, 6, 7, 20] . As a result, researchers can now use PB constraints to express optimization problems that are traditionally handled as integer linear programming (ILP) problems. Furthermore, PB constraints are more expressive and can be used to replace possibly a very large number of the traditional SAT input conjunctive normal form (CNF) constraints. We were additionally motivated by the successful application of these techniques in the electronic design automation domain, such as formal verification [5] , FPGA routing [14] , global routing [2] , logic synthesis [12] , power leakage [3] , and power optimization [19] .
In the following section we detail the formulation of the test search problem as a SAT instance and in subsequent sections, we will assess the possibility of solving it using advanced SAT-based algorithms, and secondly using genericbased ILP solvers. A distinct advantage is the fact that SAT-based and ILP-based searches are complete, that is, the entire search space is examined, and either the problem is proven satisfiable, i.e. a solution does exist, or unsatisfiable, i.e. the problem has no solution.
To continuously maintain a nodal activity in the circuit it is critical to find a set or a sequence of vectors that when applied to the primary inputs of the circuit will tend to cause a switching activity in most of the gate outputs if not all of them. Stress uniformity requires that an ideal sequence is a sequence that tends to flip all the nodes. On the other hand, the ability to apply a set of vectors that tend to maximize the activity of a particularly suspected weak node(s) is also desirable.
The primary objective here is to identify a sequence of vectors such that when applied to the circuit inputs, it will continuously tend to cause maximal transitional activities in all of the nodes in the circuit and therefore maximizing its heat dissipation exposing weak nodes. In this paper, the problem we try to address is the computation of such a vector set.
The idea here is to create a SAT instance for each circuit representation, with the objective function being the maximization of the nodal activity. Each circuit copy is represented as a CNF formula by simply conjuncting the CNF expressions for the gate outputs in the circuit. An example of CNF expressions for simple gates is given below:
The sequence of steps followed to formulate the problem and develop the constraints is explained below:
i. Create a set of CNF constraints representing the circuit's logical behavior after the application of an input vector (Circuit A). ii. Create a set of CNF constraints representing the circuit's logical behavior after the application of input vector . Note that, the set of constraints in (i) and (ii) are identical but the variables are renamed differently (Circuit B). iii. Create a set of CNF constraints representing the circuit's logical behavior after the application of input vector , following vector (Circuit C). iv. ...... v. Create a set of CNF constraints representing the circuit's logical behavior after the application of input vector , following vector (Circuit n).
Next, a set of CNF constraints representing XOR gating scenarios between the outputs of gates in the different circuits is generated (for example, Circuit A with Circuit B, next Circuit B with Circuit C, etc). An XOR gate output of logic 1 (0) indicates that a toggle has (not) occurred upon the successive application of the two vectors. Finally, a PB constraint with the objective of maximizing the total transition activity is specified. An example illustrating the above steps is shown in Figure  1 . In the given example, CNF expressions representing three consistency functions for three circuit instances (A, B, and C) are generated. For each instance the variables were renamed differently . Similarly CNF clauses representing the XORing between gate outputs in the three circuits are also generated. Finally an objective function with the primary goal of maximizing the transition in the circuit upon the application of three different vectors is specified. In the given example, the solver returned a 3-vectors sequence that was capable of producing a total of 6 transitions in the circuit.
III. EXPERIMENTAL RESULTS AND DISCUSSION
For the sake of brevity, a subset consisting of sixteen circuits with varying sizes from the MCNC suite of benchmarks [11] is selected to test the proposed approach. In all cases the SAT-based 0-1 ILP MiniSAT+ [7] solver was used. The experiments were run on a Intel Xeon 3 Ghz station running Linux and equipped with 4 GB of RAM. Utilizing different sets of constraints, the following scenarios were assessed: i. A search for n vectors with all nodes having similar weights. ii. Same as in (i) above, but adding constraints ensuring that each node will flip at least once. iii. Modification of the objective function to allow the search to target a particular weak node and find vectors that continuously cause activity at this node -in the given illustration example (Figure 1) , if node d, for example, is selected, this can be achieved by modifying the objective function to be maximize .
Results for the above scenarios are listed in tables I, II and III respectively. Columns I, II and III of the tables list the name of circuit, number of primary inputs and the total number of gates in the circuit. We incrementally increased the number of consecutively generated vectors from 2 up to 7 vectors. A time-out limit of 1,000 seconds is set for all the experiments.
In Table I (all nodes have equal preference), as expected, the time needed to search for the vectors increases with n, where n is the number of vectors. The Value column is the best objective value (number of transitions) returned by the solver. The Percent (%) column shows the percentage of the actual activity attained when the vectors are applied relative to the theoretical upper bound where we assume all nodes in the circuit will toggle, i.e. . The upper bound is computed by multiplying the number of gates in the circuit by . Table I , the search, in few cases was able to find a reasonably high objective function in a short amount of time. In the case of circuits i2, i4, and i5 which are relatively large circuits, the search computed a sequence that had an above 90% value function. Interestingly, for some smaller circuits, the search failed to find a useful sequence. For example, circuit alu2 with only ten inputs, the search either timed-out or returned a low value. In other cases, such as count, it was clear that the best possible sequence is only within a 71% of the maximum possible switching value, hence since the search is complete, there is no need to look for any sequence that will reveal a higher percentage.
In Table II (constraints are added to ensure that each node toggles at least once), when a short sequence is requested, we notice that a number of instances where unsatisfiable, i.e. no possible sequence exists, however, as n increases this eases the search and satisfiability was achievable. The added constraints had lead to a significant increase in time. Some circuits continued to be unsatisfiable regardless of n. It is important to note that in some of these cases the topology of the circuit has an impact on the toggling activity achieved. For example, in Table II , it might not be possible to find a sequence that maximizes the activity beyond what the search has found, simply because it is not possible and a sequence does not exist.
The results of Table III are generated by randomly selecting a node (assuming it is a weak node that needs to be stressed) in each circuit. The optimization objective was modCircuit A Consistency Function Circuit B Consistency Function 
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Original Circuit ified to maximize the switching activity of this particular node. We run a search for a 7-vector sequence and the results clearly show that in each and every instance the solver was capable of generating a sequence that succeeded in toggling the node the maximum number of possible times with 7 vectors which is 6 toggles. Furthermore, the time it took the search to find the vector sequence was almost insignificant. Table IV shows the results of comparing the performance of the SAT-based 0-1 ILP solver MiniSAT+ to the generic commercial ILP solver, CPLEX [10] when solving the proposed problem. Obtained results show the superiority of the SAT-based solver over CPLEX in most instances. Given the black-box nature of CPLEX, it was hard to justify its lower performance on the tested instances.
IV. CONCLUSIONS
The work discussed here proposes a Boolean satisfiability (SAT)-based approach that attempts to derive a vector sequence that continuously tends to maximize the nodal activity in a circuit, and hence its heat dissipation during the burn-in test phase. Furthermore the approach attempts to uniformly force transitions in all the nodes to avoid overstressing. We also experimented with the option of intentionally targeting and maximizing activity in selected nodes; an exercise that assists in exposing the early failure of nodes. In all of the experiments, we utilized a 0-1 Integer Linear Programming (ILP) SAT-based solver, namely MiniSat+, that can handle both decision and optimization problems. Experimental results indicate that in some cases the proposed approach can find a set of vectors that significantly increase the switching activity of a circuit during burn-in a reasonable amount of time. This can contribute significantly in reducing test time cost. In the case of vector generation to target a specific node, the approach had superior results in all cases. Using random vector generation to exercise a particular node can be very expensive a fact that makes the proposed approach desirable and practical. Finally, the performance of SAT-based 0-1 ILP solvers was compared against generic ILP solvers, namely CPLEX, when solving the proposed problem and it was clear that SAT-based solvers outperform generic ILP solvers for the proposed problem.
