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ABSTRACT 
This study tested the effectiveness of three screen 
interface formats for use in a proposed on-board computer 
to be used as part of an advanced train control system. 
One of the three formats contained only graphic depictions 
of the data, one contained only textual representations and 
the third had a mixture of graphic and textual data. 
Twenty-eight subjects with varying railroad experience were 
recruited for the experiment. They were divided into three 
groups, each of which was presented with a simulation using 
one of the three interface types. The simulations depicted 
possible engine, track and train conditions that might be 
displayed on the computer screen of an operating 
locomotive. 
An Analysis of Variance CANOVA) found no significant 
difference between the scores of the three groups tested. 
A second ANOVA detected no significant difference in the 
preferences of the three groups tested for a particular 
simulation format. 
These results contest the general assumption'that graphic 
representations of data are always superior to text. Also, 
vii 
the effectiveness of a data display format depends largely 
on the nature of the task to be performed [Dickson86]. 
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Chapter 1 
INTRODUCTION 
This research examines the relative effectiveness of three 
types of data presentation techniques for use in a computer-
generated locomotive cab display for an on-board computer. 
These techniques are text, graphics, and a combination of 
text and graphics. 
The methods of data presentation this paper examines are of 
both a quantitative nature and a non-quantitative nature. 
For example, the speed of travel of a train and the amount 
of air pressure being applied for braking are quantitative 
data that were represented graphically or in a textual 
format or in a combination of the two. Non-quantitative 
instructions, such as "stop the train," were also presented 
textually, graphically and in combination. 
A major project is underway at CSX Technology to develop an 
Advanced Train Control System (ATCS) for use by CSX 
Transportation. The purpose of this undertaking is to 
provide an interactive electronic display in the locomotive 
cab and to establish a communications network between the 
locomotives in operation and the mainframe computer in 
Jacksonville, Florida. 
1 
This study was conducted with the permission and cooperation 
of CSX Transportation. This research paper was not job-
related, and there was no special compensation or 
tangible reward for this work by CSX Transportation. It is 
peripheral to the ATCS project, and is not related to the 
success or progress of that project. Upon completion of 
this thesis, the results will be shared with CSX 
Transportation, the Burlington Northern Railroad, the 
Canadian National Railways, and the Federal Railroad 
Administration to use as those organizations see fit. 
The ATCS strategic plan calls for the development of a 
computer-generated display in the locomotive to provide the 
crew with operating parameters of the locomotive, such as 
speed and braking force applied. This portion of the 
project is called the on-board computer or OBC. 
The communications part of the plan calls for the exchange 
of information between the locomotive and the mainframe 
computer regarding locomotive "health" analysis, locomotive 
location, train bulletins detailing track conditions, and 
the performance of the ATCS equipment itself. 
Rockwell International is concurrently developing a system 
known as the Advanced Railroad Electronics System (ARES) for 
the Burlington Northern Railroad. The stated goals of the 
ARES project are to provide for the safe, on-schedule 
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movement of trains throughout the rail network, 
communications between locomotives, maintenance vehicles, 
dispatchers and managers and real-time information on the 
status of locomotives, trains, crews and track conditions 
[Burlington Northern89]. 
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1.1 Review of the Literature 
There has been a graphics explosion in recent years. Easy-
to-use graphics packages have made sophisticated charts and 
tables a ubiquitous part of business meetings. USA Today, 
a nationwide news publication, has pioneered the color graph 
as an integral part of, or replacement for, the traditional 
news story. Interactive symbol and text warning systems 
have become a part of nuclear plant monitoring equipment and 
military and civilian aircraft cockpit instrumentation. 
csx Corporation and the Burlington Northern Railroad will 
soon have interactive graphic and text displays in their 
locomotive cabs. The Canadian Railways has recently 
undertaken a similar project. 
The three basic structures for showing data are the 
sentence, the table and the graphic. The conventional 
sentence is a poor way to show more than two numbers, 
because it prevents comparisons within the data. Tables are 
the best way to show exact numerical values. Data graphics 
visually display measured quantities by the combined use of 
points, lines, a coordinate system, numbers, symbols, words, 
shading and color [Tufte83]. 
The use of abstract, non-representational pictures to show 
numbers is a surprisingly recent invention. It was not 
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until the mid-1700's that statistical graphics were 
invented. This was long after the advent of logarithms, 
cartesian coordinates, calculus and probability theory 
[Tufte83]. 
Modern data graphics are instruments for reasoning about 
quantitative information. Often the most effective way to 
describe, explore, and summarize a set of numbers is to look 
at pictures of those numbers [Tufte83]. 
Yet there has been little research conducted on the 
effectiveness of graphics for conveying information. 
Moreover, studies have shown highly conflicting results when 
text and various graphic representations are compared 
[Dickson86]. 
In 1987, LaLumiere-Grubbs, Soucek and Summers performed a 
study of aircraft alerting systems and flight status monitor 
concepts. They found that subjects responded more quickly 
and made fewer errors when presented with symbolic than with 
alphanumeric formats. In a second experiment, these 
researchers concluded that subjects responded faster and 
made fewer errors when presented with symbolic formats than 
with either alphanumeric or combined symbol-alphanumeric 
formats [LaLumiere-Grubbs87]. 
5 
Donald M. Allen published the results of an experiment in 
1989 in which subjects were shown aircraft subsystem 
information on a CRT screen. The purpose of this study was 
to investigate the effectiveness of display styles for 
presenting fault-related aircraft data to a cockpit crew 
[Allen89]. 
Allen found that there was no significant difference between 
a subject's speed of response or accuracy when presented 
with display formats containing a limited amount of data. 
In more complex displays, involving multiple subsystem 
faults-and multiple displays, a subject's performance was 
superior in combined text-and-picture formats compared to a 
symbol-based format [Allen89]. This is in direct contrast 
to the findings of LaLumiere-Grubbs, et. al. 
Allen's findings are in relative agreement with those of 
Kenneth R. stern, published in 1984. stern evaluated 
written messages, graphics, combined text and graphics and 
digitized voice for communicating proceduralized 
instructions to users of automated teller machines (ATM'S) 
[Stern84]. 
stern's results indicated that graphics were inferior to 
text, combined text and graphics, or voice as the primary 
means of communicating instructions. Both text and combined 
text-and-graphics were found to be effective means of 
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communicating proceduralized instructions to a broad 
audience. The results suggested to stern that graphics 
should not be used as the sole means of communicating 
proceduralized instructions [Stern84]. 
Fisk, et. al., in an experiment published in 1986, found 
that the combination of pictures and text hindered 
performance when speed was the dependent variable. This 
experiment required subjects to learn to perform 20 signs 
used to communicate by the deaf in North America. The 
subjects' performance was measured in terms of speed and 
accuracy [Fisk86]. 
Those subjects who were presented with both text and 
pictures as learning tools performed more accurately when 
tested, and had better retention of the information 
presented. Those subjects who were presented the data in a 
textual format could most easily adjust to being tested in a 
dissimilar format. Yet when speed was the sole 
consideration, the subjects who learned from pictorial 
representations only were the quickest to perform the signs 
[Fisk86]. 
In a series of experiments published in 1986, Dickson, et. 
ale found that the effectiveness of the dat~ display format 
is largely a function of the characteristics of the task. 
The first experiment in this series compared tables and bar 
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charts for their effects on readability, interpretation 
accuracy and decision making. No difference in 
interpretation accuracy or decision quality was observed for 
the two groups [Dickson86]. 
The second experiment compared line plots to tables for 
their effects on interpretation accuracy and decision 
quality. subjects with graphical reports outperformed those 
with tables. There were no meaningful differences in 
interpretation accuracy [Dickson86]. 
The third experiment compared graphical and tabular reports 
for their ability to convey a "message" to the reader. Only 
in situations where a vast amount of information was 
presented, and simple impressions were to be made, did 
subjects given graphs outperform those using tables 
[Dickson86]. 
Dickson, et. ale concluded that claims of the total 
superiority of graphs should be viewed with skepticism. 
They offered the following advice: 1) in tasks for which 
accurate interpretation of values is important ••• tables are 
probably a better choice of format than graphs, 2) for a 
task activity that involves seeing time dependent patterns 
in a large amount of data, graphs are a good-choice of 
format, 3) if the purpose is to convey a message to an 
audience from several sets of data on a common subject, the 
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best thing is to "chunk" the data by breaking it into 
smaller sets of either tables or graphs and 4) graphs may be 
the format of choice where people are presented with a large 
amount of data, and the goal is to have them recall specific 
facts about the data immediately after the presentation 
[Dickson86]. 
When various graphic representations are compared, there is 
disagreement about their relative effectiveness. Robert W. 
Bailey said that where interpolation between numbers is 
required, or rate or trend information is important, a fixed 
scale with a moving pointer is usually preferred. The 
fixed-scale/moving pointer display is particularly good for 
making check readings, and it usually has a simple and 
direct relation between pointer motion and motion of a 
setting nob [Bailey82]. 
Wozniak, et. al. found, in experiments published in 1984, 
that vertical formats with moving bars out-performed a 
vertical format with a moving pointer. Both formats out-
performed a circular display. These formats were part of an 
aircraft engine cockpit display. Subjects examined slides 
of the various displays and searched for out-of-tolerance 
conditions [Wozniak84]. 
One experiment conducted by Wozniak, et. al. assessed the 
displays over five days of extended practice. On day five, 
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errors were not eliminated in the circular displays nor in 
the vertical display types with moving pointer [Wozniak84]. 
Goettl, et. al. published two experiments in 1986 that 
tested the principle of proximity. This principle states 
that when a task requires the integration of information, 
the display should present the data in close proximity. 
Conversely, when a discrimination must be made among the 
data presented, the information should be displayed with low 
proximity [GoettI86]. 
These experimenters found that when a task required subjects 
to integrate information from two data points and 
extrapolate to the data points defined by a third condition, 
an integral display (in this case, a coordinate graph) 
resulted in better performance than a bargraph [GoettI86]. 
In the above examples, one or two variables at a time were 
examined. Display design is often a mUltivariate problem 
with multiple factors having competing influences on the 
design process. For example, display layout, or the gross 
positioning and integration of information, may have to be 
considered with the display formatting. Each of these is 
additionally influenced by the type of information presented 
and its intended use [Beringer87]. 
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User preferences may also have to be taken in account when 
designing interactive layouts. Gertman and Blackman found 
that a group of nuclear plant operators had significant 
preferences for the type of display format used 
[Gertman 87]. stern found that while digitized voice was an 
effective aid to users of automatic teller machines, it was 
an unpopular format due to the privacy issue [Stern84]. 
The degree to which any particular type of display is 
advantageous appears to be dependent upon the degree to 
which the operator must process the information. This 
activity may be envisioned as occupying four levels: 
detection, differentiation, diagnosis and inference 
[Beringer87]. 
Each of these stages requires a different cognitive process 
from the operator and a different function of the display 
being utilized. Detection requires monitoring for change of 
state. Differentiation implies strategic placement and 
adequate spacing between the variables presented. Diagnosis 
requires the ability to combine the necessary variables to 
allow for global processing. Proper inference will not 
occur unless the prior states are as accurate and complete 
as the interface allows [Beringer87]. 
This project is concerned with all of the above functions of 
a computer display. It will examine the ability of the 
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system end-user, a train engineer, to detect a change of 
state pertinent to the operation of the locomotive and reach 
a conclusion about the appropriate course of action. To 
accomplish this, the engineer must recognize which of the 
indicators is registering a change that should be considered 
important, determine if the change is a significant one and 
reach a decision based on the information that has been 
processed. 
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1.2 Motivation for This Research 
Work has proceeded in the area of on-board locomotive 
computers with no special research into the human factors 
implications. This research proposes to examine possible 
on-board computer displays to determine the most effective 
format for conveying the information presented: text, 
graphics, or mixed text and graphics. 
Susan L. Arts, Manager Systems Development Information 
Systems Services for the Burlington Northern Railroad in st. 
Paul, ~innesota, indicated, by telephone on November 30, 
1990, that the Burlington Northern had done no human factors 
research prior to beginning development of their ARES 
system. 
D. F. Schmidt, human factors specialist for the Avionics 
Group of Rockwell International, in Cedar Rapids, Iowa 
wrote, in a letter dated December 11, 1990, that no 
extensive human factors work had been done with respect to 
locomotive displays on the ARES project. Rather, Rockwell 
International coupled their knowledge of aircraft cockpit 
displays, gained through about 40 years of experience, with 
a basic understanding of the locomotive engineer's tasks. 
The system that Burlington Northern is currently testing 
consists of two displays, one being a graphic depiction of 
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current operational parameters, and the second being 
primarily textual information. The "operations display,U 
which depicts current train conditions, contains a 
combination of text and graphics. According to Schmidt, the 
formats that are currently being evaluated in Burlington 
Northern's Iron Range territory are proving to be 
satisfactory. 
This research proposes to add to the available information 
in the area of the comparative value of text and graphics in 
conveying information. Specifically, it examines the 
effectiveness of text, graphics, and a combination of text 
and graphics in conveying information when displayed on a 
computer screen in a train locomotive. 
It is hoped that this information will prove advantageous 
for the following reasons: 
1) Research in the area of the com~arative 
effectiveness of text and graph1cs for conveying 
information in on-line displays has been sparse. 
2) Of the research that has been conducted, much of it 
is contradictory. 
3) The reason that much of the prior investigation into 
this subject is inconsistent may be because the 
relative value of any display format is task-
specific. If this is true, all major projects 
should devote resources to finding the most 
efficient display format. 
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4) Two major united states railroads and the Canadian 
National Railways are committing significant 
resources to automated train control system projects 
that are expected take several years to implement in 
even a limited first phase. These undertakings 
are relying largely on expertise gained from prior 
interactive and communications undertakings. While 
this research is not directly a part of either 
undertaking, the results of this study will be 
shared with those companies. 
5) The Federal Railroad Administration is beginning 
steps that will lead to the standardization of 
display screens in on-board locomotive computers. 
15 
2.1 Hardware 
Chapter 2 
METHODOLOGY 
Eight IBM Personal system/2 Model 55SX computer systems were 
used to conduct the experiment for this research. They were 
equipped with VGA color adaptors, and IBM Personal System/2 
Model 8513 color monitors. Each computer had a 20 megabyte 
internal disk drive and a 3.5 inch high-density diskette 
drive. _ They were connected to a local area network and 
shared a Hewlett Packard LaserJet II printer. The network 
and printer were not used for this experiment. 
other computer equipment in the testing room. 
the testing room is contained in Figure 1. 
There was no 
A diagram of 
The testing software controlled the screen colors and 
resolutions to simulate the actual locomotive display 
terminal as closely as possible. Each subject was provided 
with a copy of the testing program on a 3.5 inch diskette. 
The data was collected on the same diskette. 
The computers were located in the CSX Information Center 
classroom on the tenth floor of the Sun Bank_Building, 550 
West Water Street, Jacksonville, Florida. The CSX 
Information Center classroom contained eight work desks with 
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a computer system on each. The desks faced the front of the 
room. At the front of the room were a blackboard and a 
retractable projection screen. The back of the room had a 
row of windows covered with mini-blinds. The blinds were 
drawn shut during the experiment to prevent outside 
distractions and screen glare. There was a clock above the 
windows. The participants could not see the clock while 
working on the experiment. 
The IBM PS/2 Model 55SX computers were used to simulate a 
display similar to a prototype of the on-board locomotive 
computer screen in the Advanced Train Control System. The 
on-board computers currently being tested for this purpose 
are AI Tech Series 200 models that were developed in Israel 
for tank warfare. The software used is a virtex real-time 
operating system. 
The AI-Tech computers are equipped with DEC VT220-compatible 
monochrome display terminals with a 640 X 400 pixel display. 
The foreground color is amber, and the background is dark 
green. 
The on-board computer terminals being tested are in contact 
with base stations along the track. The base stations 
communicate with cluster controllers. The ciuster 
controllers communicate with the front end processor of an 
17 
IBM 3090 computer in Jacksonville that serves as the 
Advanced Train Control System host. 
18 
2.2 Software 
Three programs written in Microsoft BASIC were used as the 
testing instruments. Each program simulated ten on-board 
locomotive computer screens. One program displayed the 
simUlations in pure textual format, one program used pure 
graphic format, and the third utilized a mixture of text and 
graphic displays. 
The programs gathered demographic data, presented ten 
operational test scenarios and gathered subject preference 
data. "The results were stored on a separate diskette for 
each sUbject. 
SAS was used to perform two one-way ANOVA's upon the data. 
SAS was also used to perform correlation analyses on the 
test results as a whole, and upon each individual group 
(text-only, graphics-only and text-and-graphics). Finally, 
SAS was used to provide simple and descriptive statistics. 
The combined text-and-graphics program that was used as a 
testing instrument is in Appendix A. This program listing 
is included as a sample because it contains all of the logic 
necessary to construct any of the simUlation types. 
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2.3 Subjects 
Twenty-eight persons were recruited from among CSX employees 
as experiment subjects. Because of union restrictions, 
active locomotive engineers, conductors and trainmen could 
not be used. Permission was granted, instead, to recruit 
non-union employees who had prior experience in a locomotive 
cab or who had undergone locomotive engineer training. All 
of the employees who participated were active or former 
locomotive engineers, conductors or trainmen, or had 
undergone engineer training. 
Subjects were recruited from the following sources: 1) via a 
bulletin printed on all mainframe-connected printers in the 
Jacksonville area, 2) with the assistance of the Vice 
President of Operating Practices, 3) from a list of company 
officers who operated trains during the last strike in 
April, 1991, and 4) by personal recommendation. 
Following is the message that was printed on all of the 
mainframe-connected printers in the Jacksonville area: 
If you are interested in participating in a short 
experiment having to do with the proposed Advanced 
Train Control System, please contact Ken Organes at 
extension 3560. 
The experiment will take approximately one hour. It 
will be conducted on Tuesday, July 2 in the Information 
Center computer lab on the 10th floor of the Sun Bank 
Building. 
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The experiment will involve observing computer screens 
similar to those that may be used in a proposed ATCS, 
and answering questions based on your observations. 
The answers of each subject will be kept entirely 
confidential. The diskettes containing the answers 
will be identified by number only, and cannot be cross-
referenced back to the individual who participated in 
the experiment. 
I am especially looking for subjects who have worked in 
a locomotive cab in any capacity, or have participated 
in locomotive training. 
(The date of the first experiment was changed to July 25, to 
allow for adjustments to the procedure that came to light 
during the experiment prototype on June 27. Those 
adjustments are detailed in section 2.5). 
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2.4 Preparation 
Prior to beginning the programming of the on-board computer 
simulation screens, Peter E. Medley, manager of operating 
practices for locomotive engineer training provided the 
following manuals that are used in the engineer training 
program: 
The Modern Locomotive Handbook, by H. C. Eck [Eck8S]. 
"Dash 8 Diesel-Electric Locomotives," GE 
Transportation Systems, The General Electric 
Compan¥, Erie, pennsylvania, 1989. [General 
Electrl.c89]. 
"SD60 Operator's Manual," Electro-Motive Division, 
General Motors Corporation, La Grange, Illinois, 
November, 1989. [General Motors89]. 
"csx Transportation Operating Rules," CSX 
Transportation, Jacksonville, Florida, 1989. 
[CSX89]. 
"csx Transportation Locomotive Engineer Training 
Diesel Engine Study Guides {DE-201 thru DE20S)," 
CSX Transportation, 1989. [CSX89A]. 
"csx Transportation Locomotive Engineer Training 
Diesel Engine Study Guides {DE-206 thru DE209)," 
CSX Transportation, Jacksonville, Florida, 1989. 
[CSX89B]. 
"csx Transportation Locomotive Engineer Training 
Air Brake Study Guides," CSX Transportation, 
Jacksonville, Florida, 1989. [CSX89C]. 
"Freight Car Brake Equipment with AB Control 
Valves, ABO & ABDW Control Valves," The Air Brake 
Association, Chicago, Illinois, 1980. _ 
[Airbrake80]. 
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"csx Transportation Locomotive Engineer Training: 
Description of Locomotive Engineer Training 
Program," CSX Transportation, Jacksonville, 
Florida, 1990. [CSX90]. 
"Fuel Conservation From an operating Vie~oint," a 
publication of the Railway Fuel & Operat1ng 
Officers association, P.O. Box 1189, Champaign, 
Illinois, 1987. [Fuel87]. 
"Special Instructions, Train Operation and Helper 
Service," CSX Transportation, Jacksonville, 
Florida, April 1, 1990. [CSX90A]. 
"Corporate Policies and Procedures Regardin9 
Emergencies," CSX Transportation, Jacksonv1lle, 
Flor1da, July 1, 1987. [CSX87]. 
An attempt to understand the operation of a modern diesel 
locomotive from a study of these manuals was akin to 
learning about how to drive a car from the driver's manual, 
without ever having actually been inside an automobile. 
A short excursion was consequently arranged from Montcrief 
Yard in Jacksonville, Florida to Rice Terminal in Waycross, 
Georgia, and returning to Baldwin Yard in Baldwin, Florida. 
A videotape was made of the trip, concentrating on the 
engineer's relationship to the control panel, and the 
relationship of the gauges on the control panel to the 
action of the train. This tape was used in designing the 
testing programs to ensure that the events occurring on the 
simulation screen realistically portrayed events that could 
occur in an operating locomotive. 
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2.5 Prototype 
When the programming was complete for the three sets of 
simulation screens, a prototype experiment was held on 
Thursday, June 27, 1991. This procedure was conducted in 
the same classroom, using the same computer equipment and 
the same posters, as on the actual test. 
Two of the participants were from the locomotive training 
program. The third participant was in the crossing safety 
department, and had several years of locomotive cab 
experience. These subjects were allowed to take notes, 
unlike the actual experiment participants. 
No problems were encountered with the software during the 
prototype session. Some minor adjustments were made to the 
testing procedure based on the events described below. 
The three participants didn't understand that they were only 
to watch the simulations and observe the indicators 
carefully, and that they would be asked a multiple choice 
question following each simUlation. The subjects were 
expecting to interact with the simUlation while it was 
taking place. 
As a result, they complained that they were not able to pay 
proper attention to the first few simulations. The 
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instructions were amended to emphasize that the screen 
simulations were to be closely observed while being 
displayed, and th~t the only interaction with the computer 
would be to answer the multiple choice questions after each 
scenario. 
The following suggestions were made by the participants 
after the session: 
1) Have a "throwaway" example so participants could 
become accustomed to the format of the experiment. 
This was not done, since it was decided that each of 
the three groups would experience the same learning-
curve handicap. As it turned out, the first two 
questions were not answered incorrectly 
significantly more than the other questions. 
2) The tonnage in the scenarios was, in general, too 
low. An empty car weighs about 30 tons, a loaded 
car about 100 tons. This adjustment was made. 
3) The load current (the amperage that the electric 
drive motors generate) was, in general, too high. 
This correction was made. 
4) The independent brake is never applied when the 
train attains a speed over a few miles per hour; 
instead the automatic brake is applied. This 
correction was made. 
5) The automatic brake pressure was generally too high. 
The normal operating range is 35 - 55 psi. This 
correction was made. 
6) Hand signals using a lantern are generally only 
employed in the yard, not out on the main track. 
Block signals should be used where the train is not 
in a rard. This was not done, since the simulations 
were ~n monochrome, and the block signals all depend 
on red, green and yellow lights to convey their 
meaning. . 
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7) There should have been a longer pause at each notch 
when increasing or decreasing the throttle. This 
correction was made. 
As a final check before conducting the actual experiment, 
Joseph D. Ellsworth, from the locomotive engineer training 
department, reviewed each simulation for realism and 
correctness. Mr. Ellsworth also reviewed each of the 
multiple choice answers to ensure that there was only one 
correct answer for each simulation. 
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2.6 Procedures 
The on-board locomotive simulation was conducted over the 
course of three days in the CSX Information Center 
classroom on the 10th floor of the Sun Bank Building, 550 
Water street, Jacksonville, Florida. The testing sessions 
were held as follows: 
Thursday, July 25, 1991 at 10 am (6 participants) 
Thursday, July 25, 1991 at 3 pm (4 participants) 
Friday, July 26, 1991 at 8:30 am (2 participants) 
Friday, July 26, 1991 at 10 am (6 participants) 
Friday, July 26, 1991 at 1 pm (4 participants) 
M9nday, July 29, 1991 at 10 am (2 participants) 
Monday, ~uly 29, 1991 at 3 pm (4 participants) 
Prior to the arrival of the participants, eight posters were 
placed at the front of the room. standard size (22 X 28) 
white poster board was used. The illustrations on the 
posters were neatly hand-drawn using a ruler and a heavy 
black marking pen. The drawings depicted, as closely as 
possible, the figures that were used in simulation screens 
to depict common railroad symbols. 
The purpose of the posters was to be sure that each 
participant had an understanding of the railroad symbols to 
be used in the exercise, and that each partipipant would 
interpret the symbols in the same manner. 
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The eight posters contained (from left to right): 
1) A stick figure waving a lantern vertically in an up-
and-down motion. An arrow indicated the vertical up 
and down action. A caption said "PROCEED" in block 
letters beneath the figure. 
2) A stick figure holding a lantern at arm's length, and 
moving it up-and-down in a slight vertical motion. An 
arrow indicated the action of the lantern. A caption 
under the figure said, "SLOW". 
3) A stick figure waving a lantern in a circular motion. 
An arrow indicated the action of the lantern. A 
caption under the figure said, "BACK UP". 
4) A stick figure waving a lantern low, at a right angle 
to the track. An arrow indicated the action of the 
lantern. A caption under the figure said, "STOP". 
5) A-post with a square sign. On the sign was a block-
letter "W". The caption said, "WHISTLE POST". 
6) A flat post with a rounded top. 
wide bands and one narrow band. 
"WHISTLE POST". 
On the post were three 
The caption said, 
7) A three-dimentional post with several numbers on the 
front. A caption under the post said, "MILEPOST". 
8) A small building with a lantern hanging outside. The 
caption under the building said "DEFECT DETECTOR". 
As the participants entered the room, they were asked to sit 
at any available work-station. Several of the subjects 
asked about the nature of the experiment. They were told 
that the purpose was to test the effectiveness of various 
screen displays for the proposed on-board locomotive 
computer. 
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Five minutes after the announced starting time, any 
participants who had not yet arrived were phoned and 
reminded of the exercise. Several participants arrived at 
the sessions after being phoned. Ten minutes after the 
announced starting time, the door to the room was shut, and 
the experiment began. The participants were asked not to 
proceed until instructed to do so. 
First the group of subjects was asked if anyone had five or 
more years of locomotive cab experience. Care was then 
taken to divide the testing diskettes in this group equally 
among the text-only, graphics-only and text-and-graphics 
simulations. within this group, the diskettes were handed 
out from left to right and front to back in this order: 
text-only, graphics-only, text-and-graphics. 
Among the group with less than five years experience, the 
diskettes were handed out in the same order: front-to-back, 
left-to-right in the order, text-only, graphics-only, and 
text-and-graphics. This order was maintained from group-to-
group. If the last diskette handed out to the high-
experience group was graphics-only, the first diskette 
handed out in the next session to the high-experience group 
was text-and-graphics. 
In all, nine subjects received the text-only simulation, 
nine subjects received the graphics-only simulation, and ten 
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subjects received the graphics-and-text simulation. The 
diskette labels were identified in the following manner: 
"T01" through "T10" for text-only, "G01"through "G10" for 
graphics-only and "GT01" through "GT10" for graphics-and-
text. 
Identical instructions were read to each group. The 
instructions were read verbatim, to insure that all the 
groups received identical procedures. The instructions 
greeted the subjects, thanked them for participating, 
provided a brief description of the purpose of the 
experiment and gave detailed instructions for operating the 
simulation. The complete instructions are contained in 
Appendix E. 
A question and answer period followed the reading of the 
instructions. An attempt was made to answer the questions 
in a direct and succinct manner. No data was volunteered; 
only information that was in direct response to a particular 
question was provided. 
During the question and answer periods, several participants 
asked (generally in an off-handed manner) if they would 
somehow be judged by their performance in the exercise. 
They were assured that there was no possibility of the 
results of the experiment being traced back to the 
participant. 
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The diskettes were "bootable," and contained the executable 
modules for the simulation. When they were inserted in the 
"A" diskette drive, and the computer was turned on, a 
condensed version of the experiment instructions appeared. 
When the subject pressed a key, the simulation began. While 
the exercise was underway, the answers were recorded on the 
same diskette. 
At the beginning of the first session, on July 25, one 
subject had to be instructed to press ENTER after each 
entry. This instruction was repeated for the other 
partic~pants in that session. 
About half way through the 3 pm session on July 25, students 
in an adjacent classroom began a break, and their 
conversation could be heard in the testing room. They were 
asked to be quiet, and complied. 
After the participants had all left the room, the testing 
diskettes were collected from the computers. As each 
diskette was removed, the protect window was opened, and the 
date and time of the experiment was indicated on the label. 
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Figure 1 
Testing Room Layout 
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2.7 Testing Instrument 
The testing instrument used to conduct the simulation of 
the proposed Advanced Train Control System was developed 
in Microsoft BASIC. It consisted of three programs that 
simulated potential screen interfaces to be used in the 
on-board locomotive computer. The simulations depicted 
the screens as they might appear in a locomotive during 
operation. 
One program displayed simulations using only textual 
data, the second program used only graphic displays, and 
the third program used mixed text and graphics. They 
were written in a structured, top-down style with a main 
section controlling the logic flow, and the processing 
code invoked in called subroutines. Due to a 64K limit 
of source code in Microsoft BASIC, each program was 
split into five separate modules chained together to 
execute as one program. 
The first module displayed abbreviated instructions to 
the participant while it waited for a keystroke to begin 
the simulation; it then collected demographic data about 
the subject. The second module presented the first, 
second and third simulations to the subject ~nd stored 
the answers. The third module displayed the fourth 
through sixth simUlations and stored the subject's 
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responses. The fourth module presented the seventh 
through tenth simulations and stored the answers. The 
fifth module collected the subject-preference data and 
displayed the sign-off message. 
The code for the following sections was identical for 
all three types of interfaces: the section that 
displayed the abbreviated instructions, the section that 
collected the demographic data, the section that 
collected the subject-preference data, the sections that 
displayed the scenarios before each simUlation and the 
sections that displayed the multiple choice questions 
and stored the responses. 
The Microsoft Basic programs were compiled into 
executable modules. The executable programs were then 
copied onto "bootable" diskettes. Ten copies of the 
diskettes were made of each simUlation format (text-
only, graphics-only and graphics-and-text), for a total 
of 30 diskettes. The diskettes were marked T01 through 
T10 for text, G01 through GIO for graphics and GT01 
through GT10 for graphics-and-text. 
One diskette was issued to each participant, who started 
the simUlation by inserting the diskette in the "A" 
drive and turning on the computer. As the subject 
worked through the exercise, the answers were recorded 
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on the same diskette. The responses were stored in 
comma-delimited ASCII-format files with the following 
data set names: GRAFONLY, TEXTONLY and GRAFTEXT. When 
the experiment was complete, the diskette was removed 
from the computer, the protect-window was opened, and 
the date and time were marked on the label. 
When the testing diskette was placed in the "A" drive, 
and the computer turned on, the following abbreviated 
instructions appeared on the screen: 
p~ease wait until you are instructed to begin. 
The diskettes used in this exercise will be 
identified by a number only, not by your name. The 
privacy of your answers is absolutely assured. 
You will first be asked a series of general 
questions depicting possible track conditions. 
When you have read the situation, you will be ready 
to begin the simUlation. 
You will see a screen that simUlates a possible on-
board computer in the proposed Advanced Train 
Control System. Several indicators, such as speed 
and fuel remaining, will vary for a short time. 
Then you will hear a beep, and the simUlation will 
stop. Choose the best answer from those listed. 
There will be ten of these simUlations. 
Some of the answers will require you to recognize 
the railroad symbols posted at the front of this 
room. They will be explained to you before you 
begin. 
Press any key to begin the exercise. 
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Before any of the simulations began, a series of 
questions was presented to each subject to gather 
demographic data about the participant population. The 
following information was stored on the testing diskette 
for each participant: 
Age 
Sex 
Fre~ency of Computer Use: 
L1kert Scale: 1 = never through 7 = daily 
Main Type of Computer use: 
1. Never use 
2. Personal - at home 
3. Business - managerial 
4. Business - technical 
5. Business - clerical/secretarial 
6. Business - operations/control 
7. Other 
Education Level 
1. Elementary 
2. High school graduate 
3. College graduate 
4. Masters degree 
5. Doctorate 
6. Post-doctorate/medical/law 
College Computer Courses 
1. None/NA 
2. 1-2 courses 
3. 3-4 courses 
4. 5 or more courses, but not a computer major 
5. Information systems major 
6. Information science major 
7. computer science major 
Years employed in railroad-related work 
Years of locomotive cab experience 
Years since last locomotive cab experiepce 
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Ten simulations were presented to each subject. Each 
simulation began with a scenario to acquaint the subject 
with the track conditions, location on the railroad 
system, weather, train length and weight, etc. The 
scenarios were reviewed by Joseph D. Ellsworth, from the 
Locomotive Engineer Training Department for correctness. 
A typical scenario (the one below is the first scenario 
presented to each subject) might read: 
You are headin9 eastward on the main track between 
Beauvoir and B1loxi, Mississip~i. You are between 
mileposts 728 and 729. There 1S a single track in 
tpis sector. The speed limit for this section of 
track is 30 mph. The weather is clear. The next 
two switches are lined for movement on the main 
track. You need not examine them to proceed. You 
are proceeding on a level grade. The train 
consists of two locomotives and 34 cars totalling 
4516 tons. 
Press any key to continue. 
Some scenarios were as short as: 
You are operating a switching engine in Montcrief 
Yard. 
Press any key to continue. 
When the participant pressed a key, the simulation would 
begin. It would last for approximately 30 seconds, 
during which time, the indicators on the computer screen 
would vary to simulate the operation of a diesel 
locomotive. 
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The display screen used in this simulation contained 
twelve variables (the same as the proposed CSX on-
board locomotive screen). A horizontal bar graph was 
used for each indicator that varied within a range, such 
as speed and throttle. Rectangular illuminated areas 
were used for warning indicators. Simple line drawings 
were used to depict whistle posts, mile posts, and 
defect detectors. A stick-figure waving a lantern was 
used to indicate the signals for "stop," "slow," 
"proceed" and "back up." A sample screen used in the 
graphics-and-text simulation is shown in Figure 2. 
The indicators shown are: 
1. Speed in miles-per-hour 
2. Throttle 
positions are S (stop), I (idle) and settings 
1 (minimum) through 8 (maximum) 
3. Direction indicator 
An arrow pointing to the right to indicate 
forward, and to the left to indicate reverse 
4. Dynamic braking 
positions are 0 (off), S (set-up) and 
settings 1 (minimum) through 8 (maximum) 
5. Fuel remaining indicator 
Range of E (empty) to F (full) 
6. Load current 
DC amperage X 100 is represented on a scale 
of -9 through +15 
7. oil pressure 
PSI of engine oil pressure 
8. Independent braking 
PSI of air pressure in the engine brake 
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9 . Brake pipe 
PSI of air pressure in the "brake pipe" 
running the length of the train 
10. Roadside indicators 
mileposts, whistle posts, defect detectors, 
etc. 
11. Roadside signals 
represented by a stick-figure 
12. Warning and informational lights 
On all three simulations, the placement, use, and values 
of the indicators was the same. The difference between 
the three formats was in the use of either text, 
graphi~s or both text and graphics to portray the values 
of the various indicators. 
To insure that each of the three simUlation formats 
would present the same simUlations in the same order 
and elicit the same intended responses, the programs 
were constructed as follows. First, the program that 
produced the combined text-and-graphics simulations was 
built. This program was copied to another version that 
was converted to the graphics-only version by simply 
removing all text except for indicator labels. A sample 
screen used in the graphics-only simUlation is shown in 
Figure 3. 
Similarly, the text-only version was produced by copying 
the text-and-graphics program, and removing the 
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graphically-depicted indicators. In the case of the 
text-only version, the timing loops also had to be 
adjusted since the program now executed the simulations 
considerably faster than the other formats. A sample 
screen used in the text-only simulation is shown in 
Figure 4. 
In the graphics-only format the only text present on the 
screen was used to label each indicator. For example, 
the label "SPEED (MPH)" above the speed indicator told 
the subject that this area of the screen depicted the 
speed of the train in miles-per-hour. Below this label, 
is a bar-graph that indicates the speed of the train on 
a scale of 0 through 90. A small arrow next to the 
label indicated whether the speed was increasing or 
decreasing. 
In the text-only format, the label was followed by the 
value of the indicator in text. In the case of the 
speed indicator, additional text indicated whether the 
speed was increasing or decreasing, for example, "SPEED 
(MPH): 50 (INCREASING)." There was no accompanying 
graphic indication in this format. 
. 
In the text-and-graphics format, the label was followed 
by the value of the indicator in text, and additional 
text indicated whether the speed was increasing or 
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decreasing. In addition the indicator was also 
graphically represented. In the case of the speed 
indicator, for example, the text might have read, "SPEED 
(MPH) 50 (INCREASING)." This would be accompanied by a 
bargraph indicating the speed on a scale of 0 through 90 
and an arrow pointing to the right to indicate that the 
speed was increasing. 
In all cases, the placement and values of the indicators 
was identical across all three simulation formats. The 
text format simulations had to be slowed via timing 
loops to make their execution conform to the other 
formats as closely as possible. 
When the simulation completed, a beep sounded, and a 
multiple choice question appeared on the screen. The 
following is typical of the multiple choice screens (it 
was the one used in the first simulation): 
Given the indicators in the previous simulation, 
the best action now would be to: 
A. Notch throttle down to idle. Apply dynamic 
braking. Slow down to 15 mph. 
B. Pullout slack. Notch throttle up to 8. 
c. continue at current throttle. Sound crossing 
whistle. 
D. Continue with controls at current setting. 
Enter response: 
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Once the participant entered a valid response (A through 
D), the scenario for the next simulation appeared on the 
screen. The order of correct responses was taken from a 
table of random numbers in Appendix A of Human 
Performance Engineering, A Guide for System Designers, 
by Robert w. Bailey [Bailey82]. The table was 
reprinted with the permission of Rand corporation and 
The Free Press. The last position of each 5-digit 
number was used, and numbers other than 1 through 4 were 
discarded. 
The order of correct answers was 1. C, 2. A, 3. D, 4. B, 
5. B, 6. A, 7. A, 8. A, 9. C, 10. D. Simulations 1, 3, 
4, 5, 8 and 9 were concerned with general train 
handling. Simulations 2 and 7 required the recognition 
of a warning indicator. Simulations 6 and 10 required 
the subject to answer questions about the specific 
values of some of the indicators. 
After the simulations were complete, the following two 
user-preference questions were presented to each 
subject: 
How well did the participant like the format of the 
screen displays in their simulations: 
Likert Scale: 1 = strongly disliked through 
7 = strongly liked 
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How easy did the participant find it to read the 
indicators in the screen displays in their 
simulations: 
Likert Scale: 1 = very easy through 7 = very 
difficult 
When the subject responded to these questions, the 
following closing message appeared: 
Thank you for participating in this experiment. 
Please leave the computer as it is. Do not turn it 
off. Do not remove the diskette from the A drive. 
The complete program listing for the combined text-and-
graphics simulation is contained in Appendix A. 
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Figure 2 
Text and Graphics Screen Sample 
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Graphics-Only Screen Sample 
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CD 
SPEED (MPH): 28 (INCREASING) 
MAX: 30 
® 
DIRECTION: FORWARD 
® 
FUEL REMAINING: 3/4 
OIL: 83 (j) 
INDEPENDENT BRAKING: 0 ® 
BRAKE PIPE: 89 ® 
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" 
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DYNAMIC BRAKING: 0 
® 
LOAD CURRENT (AMPS DC X 100): 5.1 
@ ([P 
WHISTLE POST PROCEED 
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Identifiers only show when indicator is activated 
Figure 4 
Text-Only Screen Sample 
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Chapter 3 
RESULTS 
Twenty-eight subjects participated in the locomotive on-
board computer simulation. Nine subjects were given the 
text-only simulation, nine subjects were given the 
graphics-only simulation, and ten subjects were given 
the combined text-and-graphics simulation. 
An Analysis of variance (ANOVA) was performed to 
determine if any significant differences existed between 
the scores of the three groups tested. There were no 
significant differences: 
Score Source 
group 
error 
SS 
4.6865 
52.28 
Mean 
8.000000 
df 
2 
25 
MS 
2.3433 
2.09 
Std. Dev. Sum 
1.490712 224 
Figure 5 
F 
1.12 
P 
.3419 
Min. Max. 
3 10 
ANOVA Summary Table with Score as Dependent Variable 
(Cell Means Are Available in Appendix B) 
Key: SS 
df 
MS 
F 
P 
Mean 
Sums of Squares 
Degrees of Freedom 
Mean Square 
Calculation of Analysis of Variance 
Degree of Randomness 
Mean Score of Correct Responses 
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std. Dev. 
Sum 
Min. 
Max. 
Standard Deviation 
Sum of Correct Responses 
Lowest Score 
Highest Score 
An additional Analysis of Variance (ANOVA) was performed 
to determine if any significant difference existed among 
the three groups tested regarding a preference for a 
particular screen format. 
There were no significant differences: 
Pref. Source 
group 
error 
SS 
9.4849 
78.62 
Mean 
4.500000 
df 
2 
25 
MS 
4.7425 
3.1449 
std. Dev. Sum 
1.427248 126 
Figure 6 
F 
1.51 
P 
.2408 
Min. Max. 
1 6 
ANOVA Summary Table with Preference as Dependent Variable 
(Cell Means Are Available in Appendix B) 
Key: SS 
df 
MS 
F 
P 
Mean 
Std. Dev. 
Sum 
Min. 
Max. 
Sums of Squares 
Degrees of Freedom 
Mean Square 
Calculation of Analysis of Variance 
Degree of Randomness 
Mean Score of Preference 
Standard Deviation 
Sum of Preference Scores 
Lowest Preference Score 
Highest Preference Score 
48 
Similarly, there was no significant correlation between 
the type of simulation interface (text, graphics, 
graphics + text) and the number of correct responses. 
When a correlation was taken of the three groups as a 
Whole, there was a surprising negative correlation 
between the number of computer-related college courses 
that a subject had taken, and the subject's ability to 
recall the specific values of indicators in the 
simulations testing this capability (correlation value = 
-0.43331, P = 0.0213). These simulations required the 
subject to remember the exact value of three indicators. 
For example, the throttle setting may have been 7, the 
speed 55 miles per hour and the load current 5.1. 
Please see the accompanying chart in Figure 7. The mean 
education level for all three groups was 3.000000 
(college graduate). 
There was also a significant correlation between the 
gender of the participant, and the participant's ability 
to recall the specific values of indicators, with 
females less likely to answer correctly on the 
simulations that tested this capability (correlation = 
-0.44147, P = 0.0187). This finding is reported with 
the cautionary note that the number of females in the 
sample was small (3 of 28 subjects). There was also a 
significant correlation between the gender of a subject 
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and the number of computer-related college courses that 
the subject had taken, with females tending to have had 
more college-level computer courses (correlation = 
0.39291, P = 0.0386). 
There was a significant correlation between how well the 
participant liked the simulation interface and the 
participant's ability to recognize a warning indicator 
in the simulations that tested this ability (correlation 
= 0.38686, P = 0.0420). Please see the accompanying 
chart in Figure 8. There was also a significant 
correlation between the number of computer-related 
courses a participant had taken, and how well the 
participant liked the interface (correlation = 0.40464, 
P = 0.0327). There was a negative correlation between 
how well the participant liked the interface and how 
difficult the participant perceived it to comprehend 
(correlation = -0.49560, P = 0.0073). 
Following are other significant correlations across all 
three groups (text-only, graphics-only and text-and-
graphics): 
Age - Years employed in RR 
Cab exper~ence - Computer-related courses (-) 
Cab exper1ence Years employed in RR 
Correct responses - Correct warnin~ responses 
Correct responses - Correct specif1c responses 
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Those subjects who were administered the graphics-only 
simulation interface recorded 68 correct answers of 90, 
or 75.6% correct. The mean number of correct answers 
for this group was 7.555556. The graphics-only group 
scored 15 of 18 correct when asked to identify specific 
readings for a score of 80%. 
The gr-aphics-only group scored only 11 of 18 correct 
when asked to recognize an error indicator (a blinking 
rectangle in the simulation), for a correct percentage 
of 57%. There was a significant correlation between the 
type of interface and the ability to recognize warning 
indicators, on those simulations requiring this 
capability, when graphics-only subjects were compared 
with graphics-and-text subjects (correlation = 0.45644, 
P = .0495). 
There was a negative correlation between the years of 
locomotive cab experience and the ability to recognize a 
warning indicator in the graphics-only group 
(correlation = -0.68932, P = 0.0400). There was also a 
negative correlation between years of cab experience and 
how well the participant liked the interface 
(correlation = -0.72489, P = 0.0271) and between cab 
experience and college-related computer cour~es 
(correlation = -0.66759, P = 0.0494). There was a 
positive correlation between years of cab experience and 
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how difficult the subjects perceived the interface to 
use (correlation = 0.76653, P = 0.0160). 
There was a negative correlation between the years 
transpired since last locomotive cab experience and the 
number of correct responses for the graphics-only group 
(correlation = -0.83179, P = 0.0054), and between years 
since last cab experience and the number of responses 
requiring the recollection of a specific indicator 
(-0.75593, P = 0.0185). 
Following are other significant correlations in the 
graphics-only group: 
Age - Education level (-) 
Computer courses - How well liked 
How well liked - How difficult (-) 
Correct responses - Correct warnin~ responses 
Correct responses - Correct specif1c responses 
Those subjects who were administered the text-only 
simulation interface recorded 70 correct answers out of 
90, or 77.8% correct. The mean number of correct 
answers for this group was 7.777778. The text-only 
group scored 16 of 18 correct when asked to identify 
specific readings for a score of 88.8 %. This group 
scored 15 of 18 correct when asked to recogn~ze error 
indicators (80% correct). There was a negative 
correlation in this group between the ability to recall 
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specific indicators and the number of college computer 
courses (correlation = -0.87287, P = 0.0021). 
Following are other significant correlations in the 
text-only group: 
Age - Years employed on RR 
Cab e~erience - Education level (-) 
Yrs. S1nce cab exper. - Education level (-) 
Yrs. since cab exper. - Cab experience 
Those subjects who were administered the text-and-
graphics interface recorded 86 correct answers of 100, 
or 86% correct. The mean number of correct answers for 
this group was 8.600000. The graphics-and-text group 
scored 20 of 20 correct, for a perfect score, when asked 
to identify specific identifier readings. This group 
scored 17 of 20 correct when asked to recognize error 
indicators (85% correct). 
In the graphics-and-text group there was a positive 
correlation between the number of correct responses and 
the age of the participant (correlation = 0.85087, P = 
0.0018). There was also a significant correlation 
between the number of correct responses and the years of 
employment in the railroad industry (correlation = 
0.67539, P = 0.0321). 
There was no significant correlation between the type of 
screen interface (text, graphics, text + graphics) and 
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the number of correct responses. There was a trend, 
however, for the participants using the graphics-and-
text interface to record more correct answers. The 
subjects using this interface had a mean of 8.6 correct 
answers compared to 7.8 correct answers for the text 
interface and 7.6 correct answers for the graphics 
interface. 
Three of the subjects using this interface had perfect 
scores of ten correct answers. This is the only group 
that posted perfect scores. 
The text-and-graphics group scored 100% when asked to 
identify specific indicators compared to 88.8% for the 
text-only group and 80% for the graphics-only group. 
This group also had the highest number of correct 
answers when required to identify warning indicators: 
85% compared with only 57% correct for the graphics-only 
group and 80% for the text-only group. 
The mean number of correct responses across all groups 
was 8.000000 with a standard deviation of 1.490712. The 
lowest score was three correct answers: the highest was 
a perfect score of ten. Please see Appendix B for a 
table of the simple statistical results. 
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Chapter 4 
CONCLUSION 
4.1 Importance of This Study 
There is a general assumption that graphics is a 
superior form of data representation to text. There has 
not been an abundance of research in this area, and the 
available findings do not consistently support the 
superiority of one display format over any other. 
The research that has compared the relative 
effectiveness of graphic and text interfaces has been 
largely contradictory. Where correlations have been 
found, the results tend to be task-specific. 
The experiment conducted by LaLumiere-Grubbs, Boucek and 
Summers in 1987 found that subjects responded more quickly 
and made fewer errors when presented with symbolic rather 
than with alphanumeric formats [LaLumiere-Grubbs87]. In 
contrast, Donald M. Allen's experiment, in which subjects 
were shown aircraft subsystem information on a CRT screen, 
found that there was no significant differenqe between a 
subject's speed of response or accuracy when presented with 
display formats containing a limited amount of data. In 
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more complex displays, a subject's performance was superior 
in combined text-and-picture formats compared to a symbol-
based format [Allen89]. 
Kenneth R. stern found, in 1984, that graphics were inferior 
to text, combined text and graphics, or voice as the primary 
means of communicating instructions. Both text and combined 
text-and-graphics were found an effective means of 
communicating proceduralized instructions to a broad 
audience [Stern84]. 
This research somewhat confirmed the 1989 findings of Donald 
M. Allen, in that there were no significant differences in 
performance among the simUlation formats. Allen found 
no significant differences in subject's performance in 
simple interfaces having few variables. As the complexity 
of the display increased, in Allen's study, a combination of 
text and graphics provided the most effective interface. 
This study, like that of Allen, contradicts the experiment 
of LaLumiere-Grubbs, Boucek and Summers in 1987, which found 
a symbolic format to elicit the best results. This 
indicates a definite need for more research in the general 
area of the comparative effectiveness of text and graphic 
screen interfaces. 
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Dickson, et. ale found, in 1986, that the effectiveness of 
the data display format depends largely on the function of 
the task to be performed. The experimenters concluded that 
claims of superiority for graphic displays should be viewed 
with skepticism. They contended that care must be taken to 
match the type of interface to be used to the nature of the 
function to be performed [Dickson86]. 
The contrast between the results of this research and that 
of LaLumiere-Grubbs, et. ale tends to support the 
contention of Dickson, et. al., that the effectiveness of 
an interface is dependent on the nature of the task to be 
performed. The disagreement in results between LaLumiere-
Grubbs, et. ale and Allen, who were both working in the 
general areas of cockpit displays, shows that differences in 
display format effectiveness may vary between very specific 
tasks, even within the same general task area. 
Even when graphic representations are compared to each 
other, there is disagreement about their effectiveness. For 
Example, Robert W. Bailey said a fixed scale with a moving 
pointer is often effective [Bailey82]. According to 
Wozniak, et. ale vertical formats with moving bars out-
performed a vertical format with a moving pointer in formats 
that were part of an aircraft engine cockpit.display 
[Wozniak84]. 
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These contrasting findings point to the need for more 
experimentation on both the relative effectiveness of 
various displays when compared with each other, and within 
the same general format. For example, there needs to be 
more comparisons between text, graphics and the combination 
of text and graphics as effective computer displays. In 
addition there is a need for comparisons within the same 
general area, such as a comparison between sliding bar 
graphs and moving pointers on fixed scales within the 
general format of symbolic displays. 
This research was task specific. It tested 28 subjects. 
Nine subjects received simulations that had purely 
textual interfaces. Nine subjects received purely 
graphic interfaces. Ten participants received 
interfaces that were a mixture of text and graphics. 
When the raw data were compared, the trend was for the 
purely graphic interface to fare the worst, with a score 
of 75.6% correct. The wholly textual interface scored 
only slightly better, having a score of 77.8 per cent 
correct. The mixed graphics-and-text interface tended 
to have the best performance, with 86% correct answers. 
However, this is only the trend. None of the interfaces 
were significantly superior to the others. When the 
graphics-only interface was compared to the graphics-
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and-text interface, the degree of randomness (p value) 
was 0.1966. When the text-only interface was compared 
to the graphics-and-text interface, the p value was 
0.1338. This shows that there is an insufficient degree 
of randomness to draw conclusions about the superiority 
of any of the interfaces. 
This research is significant because it supports the 
contention that no screen display format can arbitrarily 
be assumed to be superior to any other. Furthermore, 
past experience in related projects cannot be relied 
upon in screen design, because the efficacy of any 
display format appears to be very task-specific. 
Finally, the inconclusive nature of this research, 
combined with the contradictory nature of prior 
literature on the subject, reinforces the need for more 
research in the area of the comparative screen formats. 
Part of the importance of this study is the additional 
research that it may foster. 
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4.2 Implications for Advanced Train Control Systems 
This research found no significant differences among the 
groups tested for either correctness of responses or 
user-preference. This was the conclusion of two 
separate Analyses of Variance (ANOVA's) performed on the 
results of the experiment data. The first ANOVA 
examined the scores of the participants; the second 
examined the preference of the subject population 
regarding the type of simulation (graphic-only, text-
only or graphics-and-text). 
Similarly, this research found n~ significant 
correlation between the type of interface (text, 
graphics, or graphics-and-text) and the number of 
correct responses. The relative effectiveness of three 
types of data representations were examined for use on a 
proposed locomotive on-board computer: text, graphics 
and a combination of text and graphics. 
The implication of this research for the CSX 
Transportation Advanced Train Control System, and for 
other railroads undertaking similar projects, is that 
there is no significant advantage in score or user 
preference in any of the three formats tested over the 
other two. The experience gained in developing the 
testing instrument for this research showed that it was 
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a great deal more time consuming to code and debug the 
graphic portions of the interfaces than the textual 
portions. In addition, the textual interfaces executed 
considerably faster than their graphic and mixed graphic 
and text counterparts. The timing loops in the purely 
textual interface had to be lengthened to slow it down 
to the approximate speed of the other two formats. 
since the textual interface has an apparent advantage in 
development time and execution speed (at least as 
experienced in this project), and given that none of the 
three formats tested had a significant advantage in 
performance, a strong consideration should be given to 
developing a purely textual interface for use in on-
board locomotive computers. 
The advantage of a quicker development time is apparent 
for both the cost and the timeliness of the project. 
The advantage of faster program execution is more 
difficult to determine, since it may not be significant 
given the speed of modern processors. However, the 
nature of the task requires real-time responses to 
events that may develop quickly. In addition, there 
will be some communications delay between the on-board 
computer and the host processor in an advanc~d train 
control system. Any increase in execution time on the 
local processor must be added to the communications 
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delay. Given these factors, it would be prudent to 
consider processing speed in the choice of interface. 
The finding that there was a negative correlation 
between the number of college-level computer courses 
that a subject had taken, and the subject's ability to 
recall the specific values of indicators, should not 
be of great concern in the development of an on-board 
computer screen interface. There was a negative 
correlation between the years of locomotive cab 
experience and the number of computer courses taken. 
Locomotive cab positions require no formal education, 
and the higher level positions of conductor and engineer 
are generally attained by working one's way up through 
the ranks. It can be assumed that, for the foreseeable 
future, those in the high-seniority position of 
locomotive engineer will not have taken a great deal of 
college-level computer courses. 
The correlation showing that males were better able than 
females to recall the specific values of indicators may 
be of increasing importance as time goes on. The 
percentage of females in the workforce is expected to 
increase, and females are continuing to assume more 
vocations that were once predominantly male. - As stated 
before, this finding should be viewed with some 
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skepticism, since females comprised only three of 28 
subjects in the sample. 
There was a significant correlation between the 
participant's preference for a simulation format and the 
participant's ability to recognize warning indicators. 
There was a negative correlation between the subject's 
preference for a simulation format and how difficult the 
subject perceived it was to comprehend that format. 
These findings should not be significant to the ATCS 
project, since none of the three formats tested had a 
signif~cantly higher preference rating than the others. 
So the choice of one display format over the other two 
should not affect either the ability to recognize a 
warning indicator or the operator's perception of the 
difficulty of using the interface. 
When subjects who used the graphics-only interface were 
compared with subjects who used the graphics-and-text 
interface, those who used the latter scored 
significantly better when asked to recognize a warning 
indicator. This could have implications for those 
interfaces where graphics are employed. Strong 
consideration should be given to using text in 
conjunction with symbols, rather than symbol~ alone, 
where it is necessary for the user to detect the 
activation of a warning device. 
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In the graphics-only group, there was a negative 
correlation between the years of locomotive cab 
experience and the ability to recognize a warning 
indicator. There was also a negative correlation, in 
this group, between cab experience and user preference. 
There was a positive correlation between years of cab 
experience and how difficult it was perceived to 
comprehend the graphics-only interface. Since the 
higher-level cab positions generally require a 
considerable degree of seniority, these findings should 
raise a caution flag to those developers who are 
considering developing a wholly graphic interface for an 
on-board locomotive computer. 
The text-only group did not display any significant 
correlations between years of cab experience and score 
or user preference. Yet in the text-and-graphics group, 
there was a positive correlation between the number of 
years of employment in the railroad industry and the 
number of correct responses, and between the age of the 
participant and the number of correct responses. This 
may be worth considering when designing an on-board 
computer interface given the seniority basis of the 
higher-level cab positions. This finding is reported 
with the cautionary note that, over the three groups 
tested, there were no significant correlations between 
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either the age or experience of the participant and the 
number of correct responses. 
Two major American railroads and the Canadian National 
Railways are now in the process of committing 
significant resources to developing advanced train 
control systems. These projects are expected to take 
several years to implement in even a limited first 
phase. They are relying mostly on experience gained 
from prior projects. 
The pu~ose of this research was to add to the body of 
knowledge in the area of the relative value of text and 
graphics when used in a computer display interface. 
Specifically, it examined the effectiveness of text, 
graphics, and a combination of text and graphics in 
conveying information displayed on the screen of an on-
board locomotive computer. 
This study is only a preliminary step in the research of 
the effectiveness of various computer displays for use 
in on-board computers. Yet several of the results 
reported here should be of concern to designers involved 
in on-board computer projects. If any of the 
information contained here can be used during the design 
of such a project, it is freely shared. 
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4.3 Suggestions for Future Research 
Donald M. Allen found that as an airline cockpit display 
became more complex, a combined text-and-picture format was 
more effective than a purely symbol-based format [Allen89]. 
It would perhaps be of benefit to conduct an experiment in 
which varying degrees of information were presented in an 
on-board locomotive computer simUlation. Text and graphic 
interfaces could then be tested for their relative 
effectiveness as the amount of information to be displayed 
increased. 
This research tested the comparative effectiveness of 
differing display formats for an on-board computer. The 
research of Wozniak, et. ale examined the relative benefit 
of different representations within a symbolic format for 
airline cockpit displays. An experiment could be devised 
that used only symbolic representation, but compared analog-
style gauges to sliding bar graphs. Another refinement 
could test the relative effectiveness of horizontal vs. 
vertical sliding bars for an on-board locomotive display. 
In the graphics-and-text format, an experiment could be 
devised to test the effectiveness of the various placement 
of the textual information (top, bottom, or to the side of 
each indicator). In the text-only format, the effectiveness 
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of single word commands ("STOP") could be compared with 
contplete sentences ("STOP THE TRAIN IMMEDIATELY"). 
There is a need for further study in the area of user 
preference, and how it alters the effectiveness of an 
interface. This research found a significant correlation 
between user preference and the ability of a subject to 
recognize a warning indicator. Gertman and Blackman found 
that nuclear plant operators had significant preferences for 
particular types of display formats [Gertman 87]. 
An exp~riment could be devised that tests various types of 
warning indicators. Text, graphics, and audible alarms 
could be tested, in all their various combinations, to 
determine if user preference correlates significantly with 
the ability to recognize and act upon a warning indicator. 
A surprising finding was that the more computer-related 
college courses that a participant had, the more likely 
that participant was to recall incorrectly the specific 
values of indicators. One possible explanation is that 
perhaps those subjects who had taken a number of college 
computer courses came to the experiment with a pre-
conceived notion of the type of information that is 
displayed on a computer screen, and the respC?nses that 
are expected of the terminal operator. 
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Another possible explanation may be ascertained from the 
finding that there was a negative correlation between 
the number of college computer courses that an 
individual had taken, and the number of years of 
locomotive cab experience. Those with extensive cab 
experience may be more attuned to recognizing the values 
of specific indicators, remembering the values, and 
responding appropriately. 
An experiment could be devised to test specifically the 
effect of formal computer education on the manner in 
which a subject perceives and remembers values on 
a computer screen. Two control groups could be 
selected, one having at least one college level computer 
course, and the other group comprised of subjects with 
no formal computer training. This might be of 
particular use in the area of airplane cockpit design, 
where most of the user population might be expected to 
have had college-level computer courses. 
The testing instrument of this research simulated a 
computer screen in an operating locomotive. The 
subjects were instructed to observe the simUlations 
closely. When each simUlation completed, the subjects 
were presented with multiple-choice questions to test 
their understanding of the actions being portrayed by 
the appropriateness of their responses. 
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This research could be taken a step further by 
developing a similar experiment that could be conducted 
in a locomotive simulator. This experiment would use an 
existing simulator with an on-board computer terminal 
added in the same location as it would be in the actual 
locomotive. The computer terminal would be synchronized 
to the events occurring on the analog gauges of the 
simulator. When an event occurred on the standard 
locomotive instrumentation, that event would also be 
mirrored on the computer's display terminal. 
In the_experiment conducted for this research, the 
simulations were the same for each format type, and the 
simulation could not be altered by the participant. In 
an experiment using an on-board computer terminal in 
conjunction with a locomotive simulator, the events on 
the computer screen would reflect the actions of the 
subject (ie. applying brakes or increasing throttle). 
The simulation would be driven by events rather than 
being the sole source of events. This experiment would 
allow for: 
1) The real-time reaction to the events that were 
being portrayed either on the computer screen or 
on the existing locomotive gauges 
2) A simulation that changed according to actions 
taken by the engineer 
3) The use of an actual locomotive control panel, 
allowing the experimenter to examine the 
interaction of the locomotive controls and the 
computer screen and keyboard 
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4) The use, by the engineer, of both the existing 
locomotive controls, and the computer keyboard 
to effect changes in the operation of the 
locomotive 
5) The effect of adding additional information to 
the data that must already be acted upon by a 
locomotive engineer (would the addition of more 
information be beneficial or detrimental?) 
This study offers preliminary findings in the area of the 
relative effectiveness of various screen interfaces for use 
in a locomotive on-board computer. It provides a basis for 
making some informed decisions when choosing a screen format 
for use in this specific task. 
The purpose of this research was to add to the body of 
knowledge in the area of the relative value of text and 
graphics when used in computer display interfaces. 
Specifically, it examined the effectiveness of text, 
graphics, and a combination of text and graphics in 
conveying information displayed on the screen of a computer 
in an operating train locomotive. 
The importance of this research is that it breaks ground in 
an area in which major project development is starting at 
several major installations across the country and in 
Canada. It is not intended to convey the definitive 
findings in this area. Rather, it is hoped that this 
research will pique interest in the area and draw attention 
to the necessity of prior research in the area of effective 
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interfaces before beginning the design of a major project. 
It is also hoped that the findings reported here will 
provide a basis for future research in this area. 
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APPENDIX A 
GRAFTEXT Code Listings 
DECLARE SUB GetDemogr (A AS STRING) 
DECLARE SUB ConvUppr (A AS STRING) 
DECLARE SUB ShowInstr ( ) 
KEY OFF: CLS : CLOSE : SCREEN 9: COLOR 2, 0 
'*********************************************************** 
********* 
'* GRAFTEXT: PROGRAM TO COMPARE TEXT AND GRAPHICS ON 
SIMULATED * 
'* AUTOMATED TRAIN CONTROL SYSTEM 
* '* AUTHOR: KEN ORGANES 
* '* COURSE: MASTERS THESIS - INFORMATION SYSTEMS 
* '* SEMEST: WINTER, 1991 
* '*********************************************************** 
********* 
OPEN "A:GRAFTEXT" FOR APPEND AS #1 
'*** fill uppercase conversion table 
DIM SHARED uppcas$(26, 2) 
FOR I = 1 TO 26 
READ uppcas$(I, 1) 
NEXT I 
DATA a,b,c,d,e,f,g,h,i,j,k,l,m,n,o,p,q,r,s,t,u,v,w,x,y,z 
FOR I = 1 TO 26 
READ uppcas$(I, 2) 
NEXT I 
DATA A,B,C,D,E,F,G,H,I,J,K,L,M,N,O,P,Q,R,S,T,U,V,W,X,Y,Z 
'*** call subroutine to display initial instruction 
CALL ShowInstr 
'*** call subroutine to gather demographic data 
CALL GetDemogr(demogr$) 
'*** print the results of the demographic qu~stions 
PRINT #1, demogr$ 
CLOSE 
CLS 
PRINT "One moment please ••. " 
CHAIN "GRAFTX1" 
END 
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SUB ConvUppr (A$) 
'*** convert answer string to upper case 
END SUB 
FOR I = 1 TO 26 
IF A$ = uppcas$(I, 1) THEN EXIT FOR 
NEXT I 
IF I > 26 THEN EXIT SUB 
A$ = uppcas$(I, 2) 
SUB GetDemogr (demogr$) 
'*** get the demographic data that will be used later for 
statistics 
CLS 
DO 
LOOP 
INPUT "Please enter age: ", age 
IF age > 0 AND age < 100 THEN EXIT DO 
CLS 
PRINT "Age as entered is invalid" 
PRINT "" 
ageS = STR$(age) 
CLS 
DO 
LOOP 
INPUT "Enter sex (F/M): ", A$ 
CALL ConvUppr(A$) 
'*** convert answer to upper case 
CALL ConvUppr(A$) 
IF A$ = "F" OR A$ = "M" THEN EXIT DO 
CLS 
PRINT "Sex code as entered is invalid - must 
be F or M" 
PRINT "" 
sex$ = A$ 
CLS 
DO 
PRINT "Enter frequency of computer use, on a 
scale from 1 to 7:" 
PRINT " " 
PRINT " " 
PRINT" Never 
Daily" 
PRINT " " 
PRINT" 1 2 3 
4 5 6 7" 
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PRINT " " 
PRINT " " 
INPUT A$ 
IF A$ >= "1" AND A$ <= "7" THEN EXIT DO 
CLS 
PRINT "Frequency of computer use as entered 
is invalid" 
PRINT "" 
LOOP 
compfrq$ = A$ 
CLS 
DO 
LOOP 
PRINT "Indicate main type of computer use:" 
PRINT "" 
PRINT" 1 - Never use a computer" 
PRINT " 2 - Personal - at home" 
PRINT" 3 - Business - Managerial" 
PRINT " 4 - Business - Technical" 
PRINT " 5 - Business -
Clerical/Secretarial" 
PRINT " 6 - Business -
Operations/Control" 
PRINT" 7 - Other" 
INPUT A$ 
IF A$ >= "I" AND A$ <= "7" THEN EXIT DO 
CLS 
PRINT "Type of computer use as entered is 
invalid" 
PRINT .... 
compuse$ = A$ 
CLS 
DO 
LOOP 
PRINT "Indicate education level:" 
PRINT "" 
PRINT " 
PRINT " 
PRINT " 
PRINT " 
PRINT " 
PRINT " 
Degree" 
INPUT A$ 
1 - Elementary" 
2 - High school graduate" 
3 - College graduate" 
4 - Masters degree" 
5 - Doctorate" 
6 - Post doctorate/Medical/Law 
IF A$ >= "1" AND A$ <= "6" THEN EXIT DO 
CLS 
PRINT "Education level as entered is 
invalid" 
PRINT "" 
edlev$ = A$ 
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CLS 
DO 
courses:" 
LOOP 
PRINT "Indicate amount of college computer 
PRINT "" 
PRINT " 
PRINT " 
PRINT " 
PRINT " 
Computer 
PRINT " 
PRINT " 
PRINT " 
INPUT A$ 
1 - None/Not Applicable" 
2 - 1-2 Courses" 
3 - 3-4 Courses" 
4 - 5 or More Courses, But Not a 
Major" 
5 - Information Systems Major" 
6 - Information Science Major" 
7 - Computer Science Major" 
IF A$ >= "1" AND A$ <= "7" THEN EXIT DO 
CLS 
PRINT "Computer courses as entered is 
invalid" 
PRINT "" 
compdeg$ = A$ 
CLS 
DO 
INPUT "Enter years employed in railroad-
related work: ", yremp 
LOOP 
IF yremp > a AND yremp < 100 THEN EXIT DO 
CLS 
PRINT "Years of employment, as entered, is 
invalid." 
PRINT "" 
yremp$ = STR$(yremp) 
CLS 
DO 
experience: 
LOOP 
INPUT "Enter years of locomotive cab 
", cabexp 
IF cabexp >= a AND cabexp < 100 THEN EXIT DO 
CLS 
PRINT "Years of cab experience, as entered, 
is invalid." 
PRINT 1111 
cabexp$ = STR$(cabexp) 
CLS 
DO 
INPUT "Enter years since last locomotive cab 
experience: II, lstexp 
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LOOP 
IF lstexp >= a AND lstexp < 100 THEN EXIT DO 
CLS 
PRINT "Years since cab experience, as 
entered, is invalid." 
PRINT "" 
lstexp$ = STR$(lstexp) 
demogr$ = "01." + ageS + ",02." + sex$ + ",03." + 
compfrq$ + ",04." + compuse$ + ",05." + edlev$ + ",06." + 
compdeg$ + ",07." + yremp$ + ",08." + cabexp$ + ",09." + 
lstexp$ 
END SUB 
SUB ShowInstr 
CLS 
PRINT " " 
PRINT "Please wait until you are instructed to 
begin." 
PRINT " " 
PRINT "The diskettes used in this exercise will be 
identified by a number only, not" 
PRINT "by your name. The privacy of your answers is 
absoulutely assured." 
PRINT " " 
PRINT "You will first be asked a series of general 
questions, such as your age and" 
PRINT "years of service. 1I 
PRINT " " 
PRINT "Next, you will be presented with a situation 
depicting possible train and" 
PRINT "track conditions. When you have read the 
situation, you will be ready to" 
PRINT "begin the simulation." 
PRINT " " 
PRINT "You will see a screen that simulates a 
possible on-board computer displa¥ in" 
PRINT "the proposed Automated Tra1n Control System. 
Several indicators, such as speed" 
PRINT "and fuel remaining, will vary for a short 
time. Then you will hear a beep, and" 
PRINT "the simulation will stop. Choose the best 
answer from those listed." 
PRINT " " 
PRINT "There will be ten of these simulations." 
PRINT " " 
PRINT "Some of the answers will require you to 
recognize the railroad symbols posted" 
PRINT "at the front of this room. They will be 
explained before you begin." 
PRINT " II 
PRINT "Press any key to begin the exercise." 
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END SUB 
DO UNTIL INKEY$ <> "" 
LOOP 
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DECLARE SUB Scenar2 () 
DECLARE SUB Scenar3 () 
DECLARE SUB Graph1 () 
DECLARE SUB Graph2 () 
DECLARE SUB Graph3 () 
DECLARE SUB DrwSpdTh ( ) 
DECLARE SUB DrwDirDy () 
DECLARE SUB DrwFulLc () 
DECLARE SUB DrwOilBr () 
DECLARE SUB DrwIdiotLt ( ) 
DECLARE SUB DrwGrOut ( ) 
DECLARE SUB Scenar1 () 
DECLARE SUB DefDect () 
DECLARE SUB ConvUppr (A AS STRING) 
DECLARE SUB GetResp1 (A AS STRING) 
DECLARE SUB GetResp2 (A AS STRING) 
DECLARE SUB GetResp3 (A AS STRING) 
DECLARE SUB SetMaxSpd (A AS SINGLE) 
DECLARE SUB SetPipe (A AS SINGLE, B AS SINGLE, C AS STRING) 
DECLARE SUB SetIndBr (A AS SINGLE, B AS SINGLE, C AS STRING) 
DECLARE SUB setoil (A AS SINGLE, B AS SINGLE, C AS STRING) 
DECLARE SUB SetFuel (A AS SINGLE, B AS SINGLE, C AS STRING) 
DECLARE SUB SetLoad (A AS SINGLE, B AS SINGLE, C AS STRING) 
DECLARE SUB SetDynBr (A AS SINGLE, B AS SINGLE, C AS STRING) 
DECLARE SUB SetThrot (A AS SINGLE, B AS SINGLE, C AS STRING) 
DECLARE SUB setSpeed (A AS SINGLE, B AS SINGLE, C AS STRING) 
DECLARE SUB MilePost (A AS STRING, B AS STRING, C AS STRING, 
D AS STRING, E AS STRING) 
DECLARE SUB WhisPost ( ) 
DECLARE SUB WhisPos2 ( ) 
DECLARE SUB S igUpOWn () 
DECLARE SUB SigUpOW2 () 
DECLARE SUB SigUpDw3 () 
'*********************************************************** 
********* 
'* GRAFTX1: PRESENT THE MIXED TEXT AND GRAPHIC SIMIULATIONS 
* '* AUTHOR: KEN ORGANES 
* '* COURSE: MASTERS THESIS - INFORMATION SYSTEMS 
* '* SEMEST: WINTER, 1991 
* '*********************************************************** 
********* 
KEY OFF: CLS : CLOSE: SCREEN 9: COLOR 2, 0 
OPEN "A:GRAFTEXT" FOR APPEND AS #1 
'*** fill uppercase conversion table 
DIM SHARED uppcas$(26, 2) 
FOR I = 1 TO 26 
READ uppcas$(I, 1) 
NEXT I 
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DATA a,b,c,d,e,f,g,h,i,j,k,l,m,n,o,p,q,r,s,t,u,v,w,x,y,z 
FOR I = 1 TO 26 
READ uppcas$(I, 2) 
NEXT I 
DATA A,B,C,D,E,F,G,H,I,J,K,L,M,N,O,P,Q,R,S,T,U,V,W,X,Y,Z 
CLS 
PRINT "Press any key when ready to begin the first 
simulation." 
DO: LOOP WHILE INKEY$ = .. II 
'*** call the first scenario 
CALL Scenarl 
'*** call the first purely graphical screen interface 
CALL Graphl 
BEEP 
'*** call the subroutine to get the first response 
CALL GetRespl(response$) 
'*** call the second scenario 
CALL Scenar2 
'*** call the second purely graphical screen interface 
CALL Graph2 
BEEP 
'*** call the subroutine to get the second response 
CALL GetResp2(response$) 
'*** call the third scenario 
CALL Scenar3 
'*** call the third purely graphical screen interface 
CALL Graph3 
BEEP 
'*** call the subroutine to get the third response 
CALL GetResp3(response$) 
'*** print the results of the simulations 
PRINT #1, responseS 
CLOSE 
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CLS 
PRINT "One moment please ••• " 
'*** call second program with text and graph simulations 
CHAIN "GRAFTX2" 
END 
SUB ConvUppr (A$) 
'*** convert answer string to upper case 
END SUB 
FOR I = 1 TO 26 
IF A$ = uppcas$(I, 1) THEN EXIT FOR 
NEXT I 
IF I > 26 THEN EXIT SUB 
A$ = uppcas$(I, 2) 
SUB DrwDirDy 
'*** print headings for direction and dynamic 
braking 
LOCATE 5, 52 
PRINT "DYNAMIC BRAKING:" 
LOCATE 6, 1 
PRINT "DIRECTION" 
LOCATE 6, 30 
PRINT "FORWARD" 
'*** print scale for dynamic braking 
LOCATE 7, 43 
PRINT "0 S 1 2 3 4 5 6 
'*** draw box for dynamic braking 
LINE (337, 70)-STEP(290, 14), 2, B 
'*** draw scale for dynamic braking 
FOR I = 372 TO 605 STEP 32 
LINE (I, 84)-(I, 77), 2 
LINE (I + 1, 84)-(I + 1, 77), 2 
NEXT I 
'*** draw box for direction indicator 
LINE (95, 70)-STEP(100, 16), 2, BF 
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7 8" 
END SUB 
'*** draw forward arrow for direction indicator 
LINE (195, 70)-STEP(0, -6), 2 
LINE STEP(O, 0)-STEP(15, 14), 2 
LINE STEP(O, 0)-STEP(-15, 14), 2 
LINE STEP(O, 0)-(195, 70), 2 
PAINT (200, 75), 2 
SUB DrwFulLc 
END SUB 
'*** print heading for fuel remaining and load 
current 
LOCATE 9, 9 
PRINT "FUEL REMAINING:" 
LOCATE 9, 44 
PRINT "LOAD CURRENT (AMPS DC x 100):" 
'*** print scale for fuel remaining and load current 
LOCATE 11, 1 
PRINT "E 1/2 F" 
LOCATE 11, 45 
PRINT "9 6 3 0 3 6 9 12 15" 
'*** draw box fuel remaining 
LINE (0, 126)-STEP(288, 13), 2, B 
'*** draw scale for fuel remaining 
FOR I = 72 TO 230 STEP 72 
LINE (I, 139)-(I, 130), 2 
LINE (I + 1, 139)-(I + 1, 130), 2 
NEXT I 
FOR I = 36 TO 260 STEP 36 
LINE (I, 139)-(I, 134), 2 
NEXT I 
'*** draw box for load current 
LINE (325, 126)-STEP(314, 13), 2, B 
'*** draw scale for load current 
FOR I = 355 TO 615 STEP 32 
LINE (I, 139)-(I, 132), 2 
LINE (I + 1, 139)-(I + 1, 132), 2 
NEXT I 
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SUB DrwGrOut 
END SUB 
'*** draw outline for graphics (crossing and stick 
man) 
LINE (300, lS0)-STEP(335, 115), 2, B 
LINE (468, lS0)-STEP(0, 115), 2 
SUB DrwldiotLt 
END SUB 
'*** draw idiot lights (outlines) 
FOR I = 5 TO 639 STEP 99 
LINE (I, 322)-STEP(40, 23), 2, B 
NEXT I 
SUB DrwoilBr 
'*** print top scale for oil, independent braking 
and brake pipe 
LOCATE 13, 1 
PRINT "0 10 20 30 40 50 60 70 SO 90 100" 
'*** print headings for oil, independent braking and 
brake pipe, and 
'*** print bottom scale for oil, independent braking 
and brake pipe 
LOCATE 15, 1 
PRINT " " 
LOCATE 15, 1 
PRINT "OIL:" 
LOCATE 17, 1 
PRINT " .. 
LOCATE 17, 1 
PRINT "INDEPENDENT BRAKING:" 
LOCATE 19, 1 
PRINT .. " 
LOCATE 19, 1 
PRINT "BRAKE PIPE:" 
'*** draw box for oil, independent braking and brake 
pipe 
LINE (0, lS0)-STEP(240, 114), 2, B 
'*** draw scale for oil, independent braking and 
brake pipe 
FOR I = 24 TO 220 STEP 24 
LINE (I, lS0)-(I, 190), 2 
LINE (I + 1, lS0)-(I + 1, 190), 2 
NEXT I 
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END SUB 
FOR I = 24 TO 220 STEP 24 
LINE (I, 294)-(1, 284), 2 
LINE (I + 1, 294)-(1 + 1, 284), 2 
NEXT I 
FOR I = 12 TO 230 STEP 12 
LINE (I, 180)-(1, 185), 2 
NEXT I 
FOR I = 12 TO 230 STEP 12 
LINE (I, 294)-(1, 289), 2 
NEXT I 
SUB DrwSpdTh 
'*** print headings for speed and throttle 
LOCATE 1, 12 
PRINT "SPEED (MPH):" 
LOCATE 1, 57 
PRINT "THROTTLE:" 
'*** print scale for speed and throttle 
LOCATE 3, 4 
PRINT "10 20 30 40 50 60 70 80" 
LOCATE 3, 43 
PRINT ItS I 1 2 3 4 5 6 
LOCATE 4, 16 
PRINT "MAX:" 
'*** draw box for speed 
LINE (0, 14)-STEP(288, 13), 2, B 
'*** draw scale for speed 
FOR I = 32 TO 280 STEP 32 
LINE (I, 27)-(1, 20), 2 
LINE (I + 1, 27)-(1 + 1, 20), 2 
NEXT I 
FOR I = 16 TO 280 STEP 16 
LINE (I, 27)-(1, 24), 2 
NEXT I 
'*** draw box for throttle 
LINE (337, 14)-STEP(290, 13), 2, B 
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7 8" 
END SUB 
'*** draw scale for throttle 
FOR I = 372 TO 605 STEP 32 
LINE (I, 27)-(I, 20), 2 
LINE (I + 1, 27)-(I + 1, 20), 2 
NEXT I 
SUB GetResp1 (response$) 
'***subroutine to get the first response 
CLS 
END SUB 
DO 
LOOP 
PRINT "Given the indicators in the previous 
simulation, the best action now" PRINT 
"would be to:" 
PRINT "" 
PRINT "A. Notch throttle down to idle. 
Apply dynamic braking. Slow down to " 
PRINT" 15 mph." 
PRINT "" 
PRINT "B. Pullout slack. Notch throttle up 
to 8." 
PRINT "" 
PRINT "C. Continue at current throttle. 
Sound crossing whistle and bell." 
PRINT "" 
PRINT "D. Contine with controls at current 
setting." 
PRINT "" 
INPUT "Enter response: "; A$ 
'*** convert answer to upper case 
CALL convUppr(A$) 
IF A$ = "A" OR A$ = "B" OR A$ = "c" OR A$ = 
"0" THEN EXIT DO 
CLS 
PRINT "Response must be A, B, C, or D" 
PRINT "" 
response$ = ",R1." + A$ 
SUB GetResp2 (response$) 
'***subroutine to get the second response 
CLS 
DO 
PRINT "Given the indicators in the previous 
simulation, the best action now" PRINT 
"would be to:" 
PRINT "" 
PRINT "A. Reset low oil indiCator one time. 
If it trips again, isolate the" 
PRINT" problem unit and leave it dead. 
Notify the dispatcher and conductor." PRINT 
"" 
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END SUB 
LOOP 
PRINT "B. Increase throttle 1 notch at a 
time until speed levels off." 
PRINT "" 
PRINT "C. Increase speed. Request a clear 
block to Tampa." 
PRINT "" 
PRINT "D. Apply service brake. Increase 
throttle." 
PRINT "" 
INPUT "Enter response: "; A$ 
'*** convert answer to upper case 
CALL ConvUppr(A$) 
IF A$ = "A" OR A$ = liB" OR A$ = "C" OR A$ = 
"0" THEN EXIT DO 
CLS 
PRINT "Response must be A, B, C, or 0" 
PRINT "" 
responseS = responseS + ",R2." + A$ 
SUB GetResp3 (response$) 
END SUB 
'***stibroutine to get the third response 
CLS 
DO 
LOOP 
PRINT "Given the indicators in the previous 
simulation, the best action now" PRINT 
"would be to:" 
PRINT "" 
PRINT "A. Notch throttle down to IDLE. Set 
dynamic braking up to 2." 
PRINT "" 
PRINT "B. Radio your position to the train 
dispatcher. continue at" 
PRINT" current throttle." 
PRINT "" 
PRINT "C. Reverse direction. Back up slowly 
until otherwise instructed." 
PRINT "" 
PRINT "D. Stop the train immediately." 
PRINT "" 
INPUT "Enter response: "; A$ 
'*** convert answer to upper case 
CALL ConvUppr(A$) 
IF A$ = "A" OR A$ = "B" OR A$ = "C" OR A$ = 
"0" THEN EXIT DO 
CLS 
PRINT "Response must be A, B, C, or 0" 
PRINT "" 
responseS = responseS + ",R3." + A$ 
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SUB Graph1 
'*** present the first purely graphic simulation to 
the subject 
braking 
CLS 
'*** draw indicators for speed and throttle 
CALL DrwSpdTh 
'*** set the maximum speed indicator 
maxspeed = 30 
CALL SetMaxSpd(maxspeed) 
'*** draw indicators for direction and dynamic 
braking 
CALL DrwDirDy 
'*** draw indicators for fuel remaining and load 
current 
CALL DrwFulLc 
'*** draw indicators for oil, independent braking 
and brake pipe 
CALL DrwOilBr 
'*** draw idiot lights 
CALL DrwldiotLt 
'*** draw outline for graphics (stickman and whistle 
post) 
CALL DrwGrOut 
'*** call subroutine for initial speed setting 
init$ = "I" 
increase = 26 
CALL SetSpeed(speed, increase, init$) 
'*** call subroutine for initial throttle setting 
init$ = "I" 
increase = 4 
CALL SetThrot(throtset, increase, init$) 
'*** call subroutine for setting initial dynamic 
init$ = "I" 
increase = 0 
CALL SetDynBr(dynset, increase, init$) 
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current 
'*** call subroutine for initial setting of load 
init$ = "I" 
loadset = 0 
increase = 1.75 
CALL SetLoad(loadset, increase, init$) 
'*** call subroutine for setting initial fuel level 
init$ = "I" 
increase = 6.5 
CALL SetFuel(fuelset, increase, init$) 
'*** call subroutine for setting initial oil 
pressure 
setting 
init$ = "I" 
increase = 83 
CALL SetOil(oilset, increase, init$) 
'*** call subroutine for initial independent braking 
init$ = "I" 
indset = 0 
increase = 0 
CALL SetlndBr(indset, increase, init$) 
'*** call subroutine for initial brake pipe pressure 
setting 
init$ = "I" 
increase = 89 
CALL setPipe(pipeset, increase, init$) 
'*** call subroutine for stickman moving arm up and 
down (all clear) 
CALL SigUpDwn 
'*** call subroutine for increasing throttle 
init$ = "c" 
increase = 1 
CALL SetThrot(throtset, increase, init$) 
'*** call subroutine for setting of load current 
init$ = "e" 
increase = .25 
CALL SetLoad(loadset, increase, init$) 
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'*** call subroutine for changing speed 
init$ = "c" 
increase = 2 
CALL SetSpeed(speed, increase, init$) 
'*** call subroutine for setting of load current 
init$ = "c" 
increase = -.3 
CALL SetLoad(loadset, increase, init$) 
'*** call subroutine for drawing whistle post 
CALL WhisPost 
'*** timer delay 
FOR J = 1 TO 5000 
NEXT J 
'*** call subroutine for changing speed 
init$ = "c" 
increase = 1 
CALL Setspeed(speed, increase, init$) 
'*** call subroutine for stickman moving arm up and 
down (all clear) 
CALL SigUpDwn 
'*** timer delay 
FOR J = 1 TO 10000 
NEXT J 
END SUB 
SUB Graph2 
'*** present the second purely graphic simulation to the 
subject 
CLS 
'*** draw indicators for speed and throttle 
CALL DrwSpdTh 
'*** set the maximum speed indicator 
maxspeed = 35 
CALL SetMaxSpd(maxspeed) 
'*** draw indicators for direction and dynamic 
braking 
CALL DrwDirDy 
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current 
'*** draw indicators for fuel remaining and load 
current 
CALL DrwFulLc 
'*** draw indicators for oil, independent braking 
and brake pipe 
CALL DrwOilBr 
'*** draw idiot lights 
CALL DrwldiotLt 
'*** draw outline for graphics (stickman and whistle 
post) 
CALL DrwGrOut 
'*** call subroutine for drawing milepost 
numl$ = " " num2$ = "7" 
num3$ = "8" 
num4$ = "1" 
num5$ = " " 
CALL MilePost(numl$, num2$, num3$, num4$, num5$) 
'*** call subroutine for initial speed setting 
init$ = "I" 
increase = 26 
CALL SetSpeed(speed, increase, init$) 
'*** call subroutine for initial throttle setting 
init$ = "I" 
increase = 3 
CALL SetThrot(throtset, increase, init$) 
'*** call subroutine for initial setting of load 
init$ = "I" 
loadset = 0 
increase = 1.6 
CALL SetLoad(loadset, increase, init$) 
'*** call subroutine for setting initial fuel level 
init$ = "I" 
increase = 6.5 
CALL SetFuel(fuelset, increase, init$) 
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'*** call subroutine for setting initial dynamic 
braking 
init$ = "I" 
increase = 0 
CALL SetDynBr(dynset, increase, init$) 
'*** call subroutine for setting initial oil 
pressure 
init$ = "I" 
increase = 93 
CALL Setoil(oilset, increase, init$) 
'*** call subroutine for initial independent braking 
setting 
init$ = "I" 
indset = 0 
increase = 0 
CALL SetlndBr(indset, increase, init$) 
'*** call subroutine for initial brake pipe pressure 
setting 
init$ = "I" 
increase = 90 
CALL SetPipe(pipeset, increase, init$) 
'*** call subroutine for stickman moving arm up and 
down (all clear) 
CALL SigUpDwn 
'*** call subroutine for decreasing oil pressure 
init$ = "C" 
increase = -25 
CALL setoil(oilset, increase, init$) 
'*** call subroutine for increasing throttle 
init$ = "c" 
increase = 1 
CALL SetThrot(throtset, increase, init$) 
'*** call subroutine for increasing oil pressure 
init$ = "c" 
increase = 8 
CALL SetOil(oilset, increase, init$) 
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'*** call subroutine for setting of load current 
init$ = "c" 
increase = .25 
CALL setLoad(loadset, increase, init$) 
'*** call subroutine for changing speed 
init$ = "c" 
increase = -8 
CALL SetSpeed(speed, increase, init$) 
'*** call subroutine for stickman moving arm up and 
down (all clear) 
CALL SigUpOWn 
'*** blink idiot light for oil pressure 
FOR I = 1 TO 5 
NEXT I 
LINE (204, 323)-STEP(38, 21), 2, BF 
LOCATE 23, 26 
PRINT "LOW OIL" 
FOR J = 1 TO 1500 
NEXT J 
LINE (204, 323)-STEP(38, 21), 0, BF 
LOCATE 23, 26 
PRINT " " 
FOR J = 1 TO 1500 
NEXT J 
'*** call subroutine for increasing oil pressure 
init$ = "c" 
increase = -30 
CALL setOil(oilset, increase, init$) 
'*** call subroutine for setting of load current 
init$ = "c" 
increase = -1.6 
CALL SetLoad(loadset, increase, init$) 
'*** call subroutine for drawing crossbuck and 
whistle post 
CALL WhisPost 
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'*** blink idiot light for oil pressure and leave on 
FOR I = 1 TO 5 
NEXT I 
LINE (204, 323)-STEP(38, 21), 2, BF 
LOCATE 23, 26 
PRINT "LOW OIL" 
FOR J = 1 TO 1500 
NEXT J 
LINE (204, 323)-STEP(38, 21), 0, BF 
LOCATE 23, 26 
PRINT " " 
FOR J = 1 TO 1500 
NEXT J 
LINE (204, 323)-STEP(38, 21), 2, BF 
LOCATE 23, 26 
PRINT "LOW OIL" 
'*** call subroutine for changing speed 
init$ = "c" 
increase = -8 
CALL SetSpeed(speed, increase, init$) 
'*** call subroutine for increasing oil pressure 
init$ = "c" 
increase = -18 
CALL SetOil(oilset, increase, init$) 
'*** blank out crossbuck and whistle post 
LINE (301, 182)-STEP(166, 110), 0, BF 
'*** call subroutine for drawing milepost 
num1$ = " " 
num2$ = "7" 
num3$ = "8" 
num4$ = "2" 
num5$ = " " 
CALL MilePost(num1$, num2$, num3$, num4$, num5$) 
'*** call subroutine for stickman moving arm up and 
down (all clear) 
END SUB 
CALL SigUpown 
'*** timer delay 
FOR J = 1 TO 5000 
NEXT J 
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SUB Graph3 
'*** present the third purely graphic simulation to the 
subject 
current 
CLS 
'*** draw indicators for speed and throttle 
CALL DrwSpdTh 
'*** set the maximum speed indicator 
maxspeed = 70 
CALL SetMaxSpd(maxspeed) 
'*** draw indicators for direction and dynamic 
braking 
CALL DrwDirDy 
'*** draw indicators for fuel remaining and load 
current 
CALL DrwFulLc 
'*** draw indicators for oil, independent braking 
and brake pipe 
CALL DrwOilBr 
'*** draw idiot lights 
CALL DrwldiotLt 
'*** draw outline for graphics (stickman and whistle 
post) 
CALL DrwGrOut 
'*** call subroutine for initial speed setting 
init$ = "I" 
increase = 61 
CALL SetSpeed(speed, increase, init$) 
'*** call subroutine for initial throttle setting 
init$ = "I" 
increase = 8 
CALL SetThrot(throtset, increase, init$) 
'*** call subroutine for initial setting of load 
init$ = "I" 
loadset = 0 
increase = 2.5 
CALL SetLoad(loadset, increase, init$) 
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braking 
'*** call subroutine for setting initial fuel level 
init$ = "I" 
increase = 6.5 
CALL SetFuel(fuelset, increase, init$) 
'*** call subroutine for setting initial dynamic 
init$ = "I" 
increase = 0 
CALL SetDynBr(dynset, increase, init$) 
'*** call subroutine for setting initial oil 
pressure 
init$ = "I" 
increase = 90 
CALL setoil(oilset, increase, init$) 
'*** call subroutine for initial independent braking 
setting 
init$ = "I" 
indset = 0 
increase = 0 
CALL SetlndBr(indset, increase, init$) 
'*** call subroutine for initial brake pipe pressure 
setting 
init$ = "I" 
increase = 91 
CALL SetPipe(pipeset, increase, init$) 
'*** call subroutine for drawing milepost 
num1$ = " " num2$ = "6" 
num3$ = "1" 
num4$ = "8" 
num5$ = " " 
CALL MilePost(num1$, num2$, num3$, num4$, num5$) 
'*** timer delay 
FOR J = 1 TO 4000 
NEXT J 
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'*** blink idiot light for wheel slip 
FOR I = 1 TO 4 
LINE (501, 323)-STEP(38, 21), 2, BF 
LOCATE 23, 62 
PRINT "WHL SLIP" 
init$ = "C" 
increase = -.5 
CALL SetLoad(loadset, increase, init$) 
LINE (501, 323)-STEP(38, 21), 0, BF 
LOCATE 23, 62 
PRINT " " 
increase = .5 
CALL SetLoad(loadset, increase, init$) 
NEXT I 
LINE (501, 323)-STEP(38, 21), 2, BF 
LOCATE 23, 62 
PRINT "WHL SLIP" 
increase = -.5 
CALL SetLoad(loadset, increase, init$) 
'*** change milepost setting 
num1$ = " " 
num2$ = "6" 
num3$ = "1" 
num4$ = "7" 
num5$ = " " 
CALL MilePost(num1$, num2$, num3$, num4$, num5$) 
'*** call subroutine for changing speed setting 
init$ = "c" 
increase = 2 
CALL SetSpeed(speed, increase, init$) 
'*** blink idiot light for sanding 
FOR I = 1 TO 5 
LINE (6, 323) -STEP (38, 21) , 2, BF 
LOCATE 23, 1 
PRINT "SANDING" 
FOR J = 1 TO 1500 
NEXT J 
LINE (6, 323) -STEP (38, 21), 0, BF 
LOCATE 23, 1 
PRINT " " FOR J = 1 TO 1500 
NEXT J 
NEXT I 
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'*** turn off wheel slip light 
LINE (501, 323)-STEP(38, 21), 0, BF 
LOCATE 23, 62 
PRINT " " 
increase = .5 
CALL setLoad(loadset, increase, init$) 
'*** change milepost setting 
num1$ = 
num2$ = 
num3$ = 
num4$ = 
num5$ = 
" " 
"6" 
"1" 
"6" 
" " 
CALL MilePost(num1$, num2$, num3$, num4$, num5$) 
'*** call subroutine go signal 
CALL SigUpown 
'*** blink idiot light for wheel slip 
FOR I = 1 TO 4 
NEXT I 
LINE (501, 323)-STEP(38, 21), 2, BF 
LOCATE 23, 62 
PRINT "WHL SLIP" 
increase = -.5 
CALL SetLoad(loadset, increase, init$) 
LINE (501, 323)-STEP(38, 21), 0, BF 
LOCATE 23, 62 
PRINT " " 
increase = .5 
CALL SetLoad(loadset, increase, init$) 
'*** call subroutine for changing throttle setting 
init$ = "c" 
increase = -1 
CALL SetThrot(throtset, increase, init$) 
'*** change milepost setting 
num1$ = " " num2$ = "6" 
num3$ = "1" 
num4$ = "5" 
num5$ = " " 
CALL MilePost(num1$, num2$, num3$, num4$, num5$) 
101 
END SUB 
'*** call subroutine for setting of load current 
init$ = "I" 
increase = -.3 
CALL SetLoad(loadset, increase, init$) 
'*** call subroutine slow signal 
CALL SigUpDw3 
'*** call alternate whistle post 
CALL WhisPos2 
'*** call subroutine for changing speed setting 
init$ = "C" 
increase = 6 
CALL SetSpeed(speed, increase, init$) 
'*** call subroutine slow signal 
CALL SigUpDw2 
'*** call subroutine for drawing milepost 
num1$ = II II 
num2$ = "6" 
num3$ = "1" 
num4$ = "5" 
numS$ = II II 
CALL MilePost(num1$, num2$, num3$, num4$, numS$) 
'*** timer delay 
FOR J = 1 TO 5000 
NEXT J 
SUB MilePost (num1$, num2$, num3$, num4$, numS$) 
'*** blank out whistle post and milepost area 
LINE (301, 182)-STEP(166, 110), 0, BF 
'*** draw milepost 
LINE (377, 190)-STEP(20, 0) 
LINE STEP(O, O)-STEP(O, 88) 
LINE STEP(O, 0)-STEP(-20, 0) 
LINE STEP(O, 0)-(377, 190) 
LINE STEP(O, O)-STEP(S, -5) 
LINE STEP(O, 0).-STEP(20, 0) 
LINE STEP(O, O)-STEP(O, 88) 
LINE STEP(O, O)-STEP(-S, 5) 
LINE (397, 190)-STEP(S, -5) 
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END SUB 
'*** print characters into milepost 
LOCATE 15, 49 
PRINT num1$ 
LOCATE 16, 49 
PRINT num2$ 
LOCATE 17, 49 
PRINT num3$ 
LOCATE 18, 49 
PRINT num4$ 
LOCATE 19, 49 
PRINT num5$ 
'*** print milepost message 
milemes$ = "MILEPOST " + num1$ + num2$ + num3$ + 
num4 $ + num5$ 
LOCATE 21, 42 
PRINT milemes$ 
SUB Scenar1 
END SUB 
'*** display the first scenario 
CLS 
PRINT " SCENARIO #1" 
PRINT "" 
PRINT "" 
PRINT lIyou are heading eastward on the main track 
between Beauvoir and Biloxi," 
PRINT "" 
PRINT "Mississip~i. You are between mileposts 728 
and 729. There 1.S a single track" PRINT "" 
PRINT "in this sector. The speed limit for this 
section of track is 30 mph. The" 
PRINT "" 
PRINT "weather is clear. The next two switches are 
lined for movement on the main" PRINT 1111 
PRINT "track. You need not examine them to proceed. 
You are proceeding on a level" PRINT "" 
PRINT "gr ade. The train consists of two locomotives 
and 34 cars totalling 2572 tons." PRINT "" 
PRINT "" 
PRINT "" 
PRINT 1111 
PRINT 1111 
PRINT "Press any key to continue" 
DO: LOOP WHILE INKEY$ = 1111 
SUB Scenar2 
'*** display the second scenario 
CLS 
PRINT 1111 
PRINT 1111 
PRINT II 
103 
SCENARIO #2" 
END SUB 
PRINT "" 
PRINT "" 
PRINT "" 
PRINT "" 
PRINT "You are heading south between Bushnell and 
Lacoochee, Florida. You are" 
PRINT "" 
PRINT "pulling a unit train consisting of open 
hoppers of phosphate. You have" 
PRINT "" 
PRINT "been granted an Absolute I Alpha I Block South. 
The lead locomotive is a" 
PRINT "" 
PRINT "General Electric Dash 7 Model B30-7. There 
are three other locomotives" 
PRINT "" 
PRINT "in the consist. You have just cleared a 
crossing protected by a crossbuck." PRINT 1111 
PRINT "" 
PRINT "" 
PRINT "Press any key to continue" 
DO: LOOP WHILE INKEY$ = "" 
SUB Scenar3 
END SUB 
1*** display the third scenario 
CLS 
PRINT II 
PRINT " 
PRINT SCENARIO #3" 
PRINT " 
PRINT " 
PRINT " 
PRINT " 
PRINT You are heading north between Folkston and 
Race Pond, Georgia. You are" 
PRINT "" 
PRINT "pulling a unit train consisting trailers on 
flat cars. The speed limit" 
PRINT "" 
PRINT "in this sector is 70 MPH. You have just 
passed a unit train of automobile" 
PRINT "" 
PRINT "carriers stopped on a siding heading south. 
There is a light rain falling." PRINT 1111 
PRINT "There are four locomotives in the consist, 
and 72 cars." 
PRINT "" 
PRINT "" 
PRINT "" 
PRINT "Press any key to continue" 
DO: LOOP WHILE INKEY$ = "" 
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SUB SetDynBr (dynset, increase, init$) 
1*** set the dynamic brake according to the parameter 
supplied 
END SUB 
K 
L 
M 
N 
= 
= 
= 
= 
(dynset * 32) + 371 
(dynset * 32) + (increase * 32) + 371 
K + 2 
L + 2 
IF increase > 0 THEN 
LINE (337, 71)-STEP(33, 12), 2, BF 
FOR I = K TO L 
NEXT I 
LINE (I, 71)-STEP(1, 12), 2, B 
1*** timing loop if not initial 
setting 
IF init$ = "e" THEN 
FOR J = 1 TO 100 
NEXT J 
END IF 
dynset = dynset + increase 
ELSEIF increase < 0 THEN 
ELSE 
END IF 
FOR I = M TO N STEP -1 
NEXT I 
LINE (I, 71)-STEP(-1, 12), 0, B 
1*** timing loop 
FOR J = 1 TO 100 
NEXT J 
dynset = dynset + increase 
1*** re-draw scale for dynamic braking 
FOR I = 372 TO 605 STEP 32 
LINE (I, 84)-(1, 77), 2 
LINE (I + 1, 84)-(1 + 1, 77), 2 
NEXT I 
1*** print the dynamic braking in text 
IF dynset > 1 AND dynset < 9 THEN 
dynset$ = STR$(dynset) 
ELSEIF dynset = 1 THEN 
dynset$ = "S" 
ELSE 
dynset$ = "0" 
END IF 
LOCATE 5, 69 
PRINT dynset$ 
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SUB SetFuel (fuelset, increase, init$) 
'*** set the fuel level according to the parameter supplied 
'*** (an increase of 1 = 1/8 of a tank) 
K = fuelset * 36 
L = (fuelset * 36) + (increase * 36) 
M = K + 4 
IF increase > 0 THEN 
FOR I = K TO L 
NEXT I 
LINE (I, 127)-STEP(1, 11), 2, BF 
'*** timing loop if not initial 
setting 
IF init$ = "c" THEN 
END IF 
FOR J = 1 TO 100 
NEXT J 
fuel set = fuelset + increase 
ELSEIF increase < 0 THEN 
ELSE 
FOR I = M TO L STEP -1 
NEXT I 
LINE (I, 127)-STEP(-1, 11), 0, BF 
'*** timing loop 
FOR J = 1 TO 100 
NEXT J 
fuel set = fuel set + increase 
'*** re-draw scale for fuelset 
FOR I = 72 TO 230 STEP 72 
LINE (I, 139)-(I, 130), 2 
LINE (I + 1, 139)-(I + 1, 130), 2 
NEXT I 
FOR I = 36 TO 260 STEP 36 
LINE (I, 139)-(I, 134), 2 
NEXT I 
EXIT SUB 
END IF 
'*** print the fuel remaining in text 
IF fuel set < 1 THEN 
fuelset$ = "E" 
ELSEIF fuel set < 2 THEN 
fuelset$ = "1/8" 
ELSEIF fuel set < 3 THEN 
fuelset$ = "1/4" 
ELSEIF fuel set < 4 THEN 
fuelset$ = "3/8" 
ELSEIF fuel set < 5 THEN 
fuelset$ = "1/2" 
ELSEIF fuel set < 6 THEN 
fuelset$ = "5/8" 
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END SUB 
ELSEIF fuel set < 7 THEN 
fuelset$ = "3/4" 
ELSEIF fuel set < 8 THEN 
fuelset$ = "7/8" 
ELSE 
fuelset$ = "F" 
END IF 
LOCATE 9, 25 
PRINT fuelset$ 
SUB SetIndBr (indset, increase, init$) 
'*** set the independent braking according to the parameter 
supplied 
'*** (an increase of 1% is 2.4 pixels) 
END SUB 
K indset * 2.4 
L = (indset * 2.4) + (increase * 2.4) 
M = K + 1 
N = L + 1 
IF increase > 0 THEN 
FOR I = K TO L 
LINE (I, 238)-STEP{1, 12), 2, BF 
'*** timing loop if not initial 
setting 
NEXT I 
IF init$ = "c" THEN 
END IF 
FOR J = 1 TO 100 
NEXT J 
indset = indset + increase 
ELSEIF increase < 0 THEN 
FOR I = M TO N STEP -1 
LINE (I, 238)-STEP(-1, 12) , 
'*** timing loop 
FOR J = 1 TO 100 
NEXT J 
NEXT I 
indset = indset + increase 
ELSE 
indset = indset + increase 
END IF 
'*** print the independent braking in text 
indset$ = STR$(indset) 
LOCATE 17, 21 
PRINT indset$ 
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0, BF 
SUB SetLoad (loadset, increase, init$) 
'*** set the load current according to the parameter 
supplied 
K = 
L = 
M = 
N = 
(loadset * 31.5) + 452 
(loadset * 31.5) + (increase * 31.5) + 452 
K + 1 
L + 1 
IF init$ = "I" THEN 
LINE (325, 127)-STEP(126, 11), 2, BF 
END IF 
IF increase > 0 THEN 
FOR I = K TO L 
NEXT I 
LINE (I, 127)-STEP(I, II), 2, B 
'*** timing loop if not initial 
setting 
IF init$ = "c" THEN 
END IF 
FOR J = 1 TO 500 
NEXT J 
loadset = loadset + increase 
ELSEIF increase < 0 THEN 
FOR I = M TO N STEP -1 
NEXT I 
LINE (I, 127)-STEP(-l, 11), 0, B 
'*** timing loop 
FOR J = 1 TO 500 
NEXT J 
loadset = loadset + increase 
'*** re-draw scale for load current 
FOR I = 355 TO 615 STEP 32 
LINE (I, 139)-(1, 132), 2 
LINE (I + 1, 139)-(1 + 1, 132), 2 
NEXT I 
ELSE 
loadset = loadset + increase 
END IF 
'*** print text for load current 
o = loadset 
0=0 * 3 
LOCATE 9, 73 
PRINT " " 
LOCATE 9, 73 
PRINT 0 
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END SUB 
IF loadset > 0 THEN 
brakpow$ = "(POWER)" 
ELSEIF loadset < 0 THEN 
brakpow$ = "( BRAKE) .. 
ELSE 
END IF 
brakpow$ = " .. 
LOCATE 12, 58 
PRINT brakpow$ 
SUB SetMaxSpd (maxspeed) 
'*** set the maximum speed according to the 
parameter supplied 
END SUB 
LOCATE 4, 20 
PRINT maxspeed 
K = (maxspeed * 3.2) 
LINE (K, 38)-STEP(4, 4) 
LINE STEP(O, O)-STEP(-8, 0) 
LINE STEP(O, O)-(K, 38) 
PAINT (K, 40) 
SUB SetOil (oilset, increase, init$) 
'*** set the oil pressure according to the parameter 
supplied 
'*** (an increase of 1% is 2.4 pixels) 
K 
L 
M 
N 
= 
= 
= 
= 
oilset * 2.4 
(oilset * 2.4) + (increase * 2.4) 
K + 1 
L + 1 
IF increase > 0 THEN 
FOR I = K TO L 
NEXT I 
LINE (I, 210)-STEP(1, 12), 2, BF 
'*** timing loop if not initial 
setting 
IF init$ = .. c .. THEN 
END IF 
FOR J = 1 TO 750 
NEXT J 
oilset = oilset + increase 
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END SUB 
ELSEIF increase < 0 THEN 
FOR I = M TO N STEP -1 
NEXT I 
LINE (I, 210)-STEP(-1, 12), 0, BF 
'*** timing loop 
FOR J = 1 TO 750 
NEXT J 
oilset = oilset + increase 
ELSE 
END IF 
EXIT SUB 
'*** print the oil pressure in text 
oilset$ = STR$(oilset) 
LOCATE 15, 5 
PRINT oilset$ 
SUB SetPipe (pipeset, increase, init$) 
'*** set the brake pipe according to the parameter supplied 
'*** (~n increase of 1% is 2.4 pixels) 
K = pipeset * 2.4 
L = (pipeset * 2.4) + (increase * 2.4) 
M = K + 1 
N = L + 1 
IF increase > 0 THEN 
FOR I = K TO L 
NEXT I 
LINE (I, 266)-STEP(1, 12), 2, BF 
'*** timing loop if not initial 
setting 
IF init$ = "c" THEN 
END IF 
FOR J = 1 TO 100 
NEXT J 
pipeset = pipeset + increase 
ELSEIF increase < 0 THEN 
ELSE 
END IF 
FOR I = M TO N STEP -1 
NEXT I 
LINE (I, 266)-STEP(-1, 12), 0, BF 
'*** timing loop 
FOR J = 1 TO 100 
NEXT J 
pipe set = pipeset + increase 
EXIT SUB 
110 
END SUB 
'*** print the brake pipe pressure in text 
pipeset$ = STR$(pipeset) 
LOCATE 19, 12 
PRINT pipeset$ 
SUB SetSpeed (speed, increase, init$) 
'*** set the speed according to the parameter supplied 
K 
L 
M 
N 
= 
= 
= 
= 
(speed * 3.2) 
(speed * 3.2) + (increase * 3.2) 
K + 1 
L + 1 
'*** draw arrow for increase/decrease 
IF increase > 0 THEN 
'*** draw forward arrow if increase> 0 
LINE (228, 3)-STEP(SO, 6), , BF 
LINE (278, 3)-STEP(0, -2) 
LINE STEP(O, O)-STEP(S, S) 
LINE STEP(O, O)-STEP(-S, S) 
LINE STEP(O, 0)-(278, 3) 
PAINT (280, S) 
'*** print message for increasing speed 
LOCATE 1, 1 
PRINT "INCREASING" 
ELSEIF increase < 0 THEN 
END IF 
'*** draw backward arrow if increase < 0 
LINE (S, 3)-STEP(50, 6), , BF 
LINE (S, 3)-STEP(0, -2) 
LINE STEP(O, 0)-STEP(-5, 5) 
LINE STEP(O, O)-STEP(S, S) 
LINE STEP(O, 0)-(5, 3) 
PAINT (3, 5) 
'*** print message for decreasing speed 
LOCATE 1, 28 
PRINT "DECREASING" 
IF increase > 0 THEN 
FOR I = K TO L 
NEXT I 
LINE (I, 14)-STEP(1, 13), 2, BF 
'*** timing loop if not initial 
setting 
IF init$ = "c" THEN 
FOR J = 1 TO 750 
NEXT J . 
END IF 
speed = speed + increase 
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END SUB 
ELSEIF increase < 0 THEN 
ELSE 
END IF 
FOR I = M TO N STEP -1 
NEXT I 
LINE (I, 15)-STEP(-1, 11), 0, BF 
'timing loop 
FOR J = 1 TO 750 
NEXT J 
speed = speed + increase 
'*** re-draw scale for speed 
FOR I = 32 TO 280 STEP 32 
LINE (I, 27)-(1, 20), 2 
LINE (I + 1, 27)-(1 + 1, 20), 2 
NEXT I 
FOR I = 16 TO 280 STEP 16 
NEXT I 
EXIT SUB 
LINE (I, 27)-(1, 24), 2 
'*** print the speed in text 
speedS = STR$(speed) 
LOCATE 1, 24 
PRINT speedS 
'*** blank message and arrow for 
increasing/decreasing speed 
LOCATE 1, 1 
PRINT " " 
LOCATE 1, 28 
PRINT " " 
'*** redraw part of scale speed and throttle 
LOCATE 3, 16 
PRINT "40 50" 
SUB SetThrot (throtset, increase, init$) 
'*** set the throttle according to the parameter supplied 
K = (throtset * 32) + 371 
L = (throtset * 32) + (increase * 32) + 371 
M = K + 1 
N = L + 2 
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END SUB 
IF increase > 0 THEN 
LINE (337, 14)-STEP(33, 12), 2, BF 
FOR I = K TO L 
NEXT I 
LINE (I, 14)-STEP(1, 12), 2, B 
'*** timing loop if not initial 
setting 
IF init$ = "c" THEN 
END IF 
FOR J = 1 TO 100 
NEXT J 
throtset = throtset + increase 
ELSEIF increase < 0 THEN 
ELSE 
END IF 
FOR I = M TO N STEP -1 
NEXT I 
LINE (I, 15)-STEP(-1, 11), 0, B 
'*** timing loop 
FOR J = 1 TO 100 
NEXT J 
throtset = throtset + increase 
'*** re-draw scale for throttle setting 
FOR I = 372 TO 605 STEP 32 
LINE (I, 27)-(I, 20), 2 
LINE (I + 1, 27)-(I + 1, 20), 2 
NEXT I 
throtset = throtset + increase 
LINE (371, 14)-STEP(32, 12), 2, B 
'*** print the throttle setting in text 
IF throtset = 0 THEN 
throtset$ = "I " 
ELSEIF throtset < 0 THEN 
throtset$ = ItS " 
ELSE 
throtset$ = STR$(throtset) 
END IF 
LOCATE 1, 66 
PRINT throtset$ 
'*** draw box for throttle 
LINE (337, 14)-STEP(290, 13), 2, B 
SUB SigUpOW2 
'*** subroutine for drawing stickman and having him move 
lantern back and 
'*** forth (stop signal) 
'*** blank out old stick man if any 
LINE (469, 181)-STEP(164, 112), 0, BF 
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'*** draw stick man with lantern 
'*** trunk 
LINE (560, 215)-STEP(7, 30), 2, B 
'*** left arm 
LINE (567, 222)-STEP(30, 20), 2 
LINE STEP(O, O)-STEP(O, -7), 2 
LINE STEP(O, 0)-STEP(-30, -20), 2 
LINE STEP(O, 0)-(567, 222), 2 
'*** left leg 
LINE (560, 245)-STEP(15, 34), 2 
LINE STEP(O, 0)-STEP(8, 0), 2 
LINE STEP(O, 0)-STEP(-15, -34), 2 
LINE STEP(O, 0)-(560, 245), 2 
'*** right leg 
LINE (560, 245)-STEP(-15, 34), 2 
LINE STEP(O, 0)-STEP(8, 0), 2 
LINE STEP(O, 0)-STEP(15, -34), 2 
LINE STEP(O, 0)-(560, 245), 2 
'*** head 
CIRCLE (564, 208), 10 
'*** face 
CIRCLE (564, 215), 5, 2, .65, 2.5 
CIRCLE (564, 208), 1 
CIRCLE (560, 205), 1 
CIRCLE (568, 205), 1 
'*** print stop message 
LOCATE 21, 70 
PRINT "STOP" 
FOR J = 1 TO 5 
'*** right arm with lantern - down position 
LINE (559, 216)-STEP(-25, 35), 2 
LINE STEP(O, 0)-STEP(8, 0), 2 
LINE STEP(O, 0)-STEP(18, -25), 2 
LINE STEP(O, 0)-(559, 216), 2 
'*** draw lantern 
CIRCLE (537, 255), 4 
CIRCLE (537, 265), 10 
PAINT (537, 265), 2 
LINE (517, 265)-STEP(40, 0), 2 
LINE (520, 255)-STEP(33, 20), 2 
LINE (555, 255)-STEP(-33, 20), 2 
'*** timer delay 
FOR I = 1 TO 2000 
NEXT I 
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NEXT J 
'*** right arm with lantern - down position 
- black - painted out 
LINE (559, 216)-STEP(-25, 35), 0 
LINE STEP(O, O)-STEP(S, 0), 0 
LINE STEP(O, O)-STEP(lS, -25), 0 
LINE STEP(O, 0)-(559, 216), 0 
'*** draw lantern - black - painted out 
CIRCLE (537, 255), 4, 0 
CIRCLE (537, 265), 10, 0 
PAINT (537, 265), 0 
LINE (517, 265)-STEP(40, 0), 0 
LINE (520, 255)-STEP(33, 20), 0 
LINE (555, 255)-STEP(-33, 20), 0 
'*** right arm with lantern - swung right 
position 
LINE (559, 216)-STEP(0, 8), 2 
LINE STEP(O, 0)-STEP(25, 27), 2 
LINE STEP(O, 0)-STEP(9, 0), 2 
LINE STEP(O, 0)-(559, 216), 2 
'*** draw lantern - swung right position 
CIRCLE (590, 255), 4 
CIRCLE (590, 265), 10 
PAINT (590, 265), 2 
LINE (570, 265)-STEP(40, 0), 2 
LINE (573, 255)-STEP(33, 20), 2 
LINE (608, 255)-STEP(-33, 20), 2 
'*** timer delay 
FOR I = 1 TO 2000 
NEXT I 
'*** right arm with lantern - swung right -
blacked out 
LINE (559, 216)-STEP(0, 8), 0 
LINE STEP(O, 0)-STEP(25, 27), 0 
LINE STEP(O, 0)-STEP(9, 0), 0 
LINE STEP(O, 0)-(559, 216), 0 
'*** draw lantern - swung right position -
blacked out 
CIRCLE (590, 255), 4, 0 
CIRCLE (590, 265), 10, 0 
PAINT (590, 265), 0 
LINE (570, 265)-STEP(40, 0), 0 
LINE (573, 255)-STEP(33, 20), 0 
LINE (608, 255)-STEP(-33, 20~, 0 
115 
END SUB 
'*** end with right arm and lantern down 
LINE (559, 216)-STEP(-25, 35), 2 
LINE STEP(O, O)-STEP(S, 0), 2 
LINE STEP(O, 0)-STEP(1S, -25), 2 
LINE STEP(O, 0)-(559, 216), 2 
'*** draw lantern 
CIRCLE (537, 255), 4 
CIRCLE (537, 265), 10 
PAINT (537, 265), 2 
LINE (517, 265)-STEP(40, 0), 2 
LINE (520, 255)-STEP(33, 20), 2 
LINE (555, 255)-STEP(-33, 20), 2 
'*** re-draw body of stick-man 
'*** trunk 
LINE (560, 215) -STEP (7 , 30) , 2, 
'*** left arm 
LINE (567, 222) -STEP(30, 20), 2 
LINE STEP(O, O)-STEP(O, -7), 2 
LINE STEP(O, 0)-STEP(-30, -20), 
LINE STEP(O, 0)-(567, 222), 2 
'*** left leg 
LINE (560, 245)-STEP(15, 34), 2 
LINE STEP(O, O)-STEP(S, 0) , 2 
LINE STEP(O, 0)-STEP(-15, -34), 
LINE STEP(O, 0)-(560, 245), 2 
'*** right leg 
LINE (560, 245)-STEP(-15, 34), 2 
LINE STEP(O, O)-STEP(S, 0) , 2 
LINE STEP(O, 0)-STEP(15, -34), 2 
LINE STEP(O, 0)-(560, 245), 2 
B 
2 
2 
SUB SigUpDw3 
'*** subroutine for drawing stickman and having him move 
lantern at arm's 
'*** length (slow down) 
'*** blank out old stick man if any 
LINE (469, 181)-STEP(164, 112), 0, BF 
'*** draw stick man with lantern 
'*** trunk 
LINE (560, 215) -STEP (7 , 30), 2, B 
'*** left arm 
LINE (567, 222)-STEP(30, 20), 2 
LINE STEP(O, O)-STEP(O, -7), 2 
LINE STEP(O, 0)-STEP(-30, -20), 2 
LINE STEP(O, 0)-(567, 222), 2 
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'*** left leg 
LINE (560, 245)-STEP(lS, 34), 2 
LINE STEP(O, 0)~STEP(8, 0), 2 
LINE STEP(O, O)-STEP(-lS, -34), 2 
LINE STEP(O, 0)-(560, 24S), 2 
'*** right leg 
LINE (560, 245)-STEP(-lS, 34), 2 
LINE STEP(O, 0)-STEP(8, 0), 2 
LINE STEP(O, O)-STEP(lS, -34), 2 
LINE STEP(O, 0)-(S60, 24S), 2 
'*** head 
CIRCLE (564, 208), 10 
'*** face 
LINE (560, 212)-STEP(8, 0), 2 
CIRCLE (564, 208), 1 
CIRCLE (560, 205), 1 
CIRCLE (568, 205), 1 
'*** print slow message 
LOCATE 21, 70 
PRINT "SLOW" 
FOR J = 1 TO S 
'*** right arm with lantern - up position 
LINE (559, 216)-STEP(-SO, -5), 2 
LINE STEP(O, O)-STEP(O, 5), 2 
LINE STEP(O, O)-STEP(SO, S), 2 
LINE STEP(O, 0)-(S59, 216), 2 
'*** draw lantern 
CIRCLE (512, 220), 4 
CIRCLE (512, 230), 10 
PAINT (512, 230), 2 
LINE (492, 230)-STEP(40, 0), 2 
LINE (495, 220)-STEP(33, 20), 2 
LINE (530, 220)-STEP(-33, 20), 2 
'*** timer delay 
FOR I = 1 TO 2000 
NEXT I 
'*** right arm with lantern - up position -
black - painted out 
LINE (S59, 216)-STEP(-SO, -5), 0 
LINE STEP(O, O)-STEP(O, 5), 0 
LINE STEP(O, 0)-STEP(50, 5), 0 
LINE STEP(O, 0)-(S59, 216), 0 
'*** draw lantern - black - painted out 
CIRCLE (512, 220), 4, 0 
CIRCLE (512, 230), 10, 0 
PAINT (S12, 230), 0 
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END SUB 
NEXT J 
LINE (492, 230)-STEP(40, 0), 0 
LINE (495, 220)-STEP(33, 20), 0 
LINE (530, 220)-STEP(-33, 20), 0 
'*** right arm with lantern - down position 
LINE (559, 216)-STEP(-50, 5) 
LINE STEP(O, O)-STEP(O, 5) 
LINE STEP(O, 0)-STEP(50, -5) 
LINE STEP(O, 0)-(559, 216) 
'*** draw lantern - down position 
CIRCLE (512, 230), 4 
CIRCLE (512, 240), 10 
PAINT (512, 240), 2 
LINE (492, 240)-STEP(40, 0) 
LINE (495, 230)-STEP(33, 20) 
LINE (530, 230)-STEP(-33, 20) 
'*** timer delay 
FOR I = 1 TO 2000 
NEXT I 
'*** right arm with lantern - down position 
- blacked out 
LINE (559, 216)-STEP(-50, 5), 0 
LINE STEP(O, O)-STEP(O, 5), 0 
LINE STEP(O, 0)-STEP(50, -5), 0 
LINE STEP(O, 0)-(559, 216), 0 
'*** draw lantern - down position - blacked 
out 
CIRCLE (512, 230), 4, 0 
CIRCLE (512, 240), 10, 0 
PAINT (512, 240), 0 
LINE (492, 240)-STEP(40, 0), 0 
LINE (495, 230)-STEP(33, 20), 0 
LINE (530, 230)-STEP(-33, .20), 0 
'*** right arm with lantern - down position 
LINE (559, 216)-STEP(-50, 5) 
LINE STEP(O, O)-STEP(O, 5) 
LINE STEP(O, 0)-STEP(50, -5) 
LINE STEP(O, 0)-(559, 216) 
'*** draw lantern - down position 
CIRCLE (512, 230), 4 
CIRCLE (512, 240), 10 
PAINT (512, 240), 2 
LINE (492, 240)-STEP(40, 0) 
LINE (495, 230)-STEP(33, 20) 
LINE (530, 230)-STEP(-33, 20) 
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SUB SigUpDwn 
'*** subroutine for drawing stickman and having him move 
lantern up and 
'*** down (all clear signal) 
'*** blank out old stick man if any 
LINE (469, lSl)-STEP(164, 112), 0, BF 
'*** draw stick man with lantern 
'*** trunk 
LINE (560, 215)-STEP(7, 30), 2, B 
'*** left arm 
LINE (567, 222)-STEP(30, 20), 2 
LINE STEP(O, O)-STEP(O, -7), 2 
LINE STEP(O, 0)-STEP(-30, -20), 2 
LINE STEP(O, 0)-(567, 222), 2 
'*** left leg 
LINE (560, 245)-STEP(15, 34), 2 
LINE STEP(O, O)-STEP(S, 0), 2 
LINE STEP(O, 0)-STEP(-15, -34), 2 
LINE STEP(O, 0)-(560, 245), 2 
'*** right leg 
LINE (560, 245)-STEP(-15, 34), 2 
LINE STEP(O, O)-STEP(S, 0), 2 
LINE STEP(O, 0)-STEP(15, -34), 2 
LINE STEP(O, 0)-(560, 245), 2 
'*** head 
CIRCLE (564, 20S), 10 
'*** face 
CIRCLE (564, 20S), 5, 2, 3.6, 5.5 
CIRCLE (564, 20S), 1 
CIRCLE (560, 205), 1 
CIRCLE (56S, 205), 1 
'*** print proceed message 
LOCATE 21, 6S 
PRINT "PROCEED" 
FOR J = 1 TO 5 
'*** right arm with lantern - down position 
LINE (559, 216)-STEP(-25, 35), 2 
LINE STEP(O, O)-STEP(S, 0), 2 
LINE STEP(O, O)-STEP(lS, -25), 2 
LINE STEP(O, 0)-(559, 216), 2 
'*** draw lantern 
CIRCLE (537, 255), 4 
CIRCLE (537, 265), 10 
PAINT (537, 265), 2 
LINE (517, 265)-STEP(40, 0), 2 
LINE (520, 255)-STEP(33, 20), 2 
LINE (555, 255)-STEP(-33, 20), 2 
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NEXT J 
'*** timer delay 
FOR I = 1 TO 2000 
NEXT I 
'*** right arm with lantern - down position 
- black - painted out 
LINE (559, 216)-STEP(-25, 35), 0 
LINE STEP(O, O)-STEP(S, 0), 0 
LINE STEP(O, O)-STEP(lS, -25), 0 
LINE STEP(O, 0)-(559, 216), 0 
'*** draw lantern - black - painted out 
CIRCLE (537, 255), 4, 0 
CIRCLE (537, 265), 10, 0 
PAINT (537, 265), 0 
LINE (517, 265)-STEP(40, 0), 0 
LINE (520, 255)-STEP(33, 20), 0 
LINE (555, 255)-STEP(-33, 20), 0 
'*** right arm with lantern - up position 
LINE (560, 216)-STEP(-20, -30), 2 
LINE STEP(O, O)-STEP(-S, 0), 2 
LINE STEP(O, 0)-STEP(27, 40), 2 
LINE STEP(O, 0)-(560, 216), 2 
'*** draw lantern 
CIRCLE (537, 190), 4 
CIRCLE (537, 200), 10 
PAINT (537, 200), 2 
PAINT (542, 195), 2 
LINE (517, 200)-STEP(40, 0), 2 
LINE (520, 190)-STEP(33, 20), 2 
LINE (555, 190)-STEP(-33, 20), 2 
'*** timer delay 
FOR I = 1 TO 2000 
NEXT I 
'*** right arm with lantern - up position -
black - painted out 
LINE (560, 216)-STEP(-20, -30), 0 
LINE STEP(O, O)-STEP(-S, 0), 0 
LINE STEP(O, 0)-STEP(27, 40), 0 
LINE STEP(O, 0)-(560, 216), 0 
'*** draw lantern 
CIRCLE (537, 190), 4, 0 
CIRCLE (537, 200), 10, 0 
PAINT (537, 200), 0 
PAINT (542, 195), 0 
LINE (517, 200)-STEP(40, 0), 0 
LINE (520, 190)-STEP(33, 20), 0 
LINE (555, 190)-STEP(-33, 20), 0 
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END SUB 
1*** end with right arm and lantern down 
LINE (559, 216)-STEP(-25, 35), 2 
LINE STEP(O, 0)-STEP(8, 0), 2 
LINE STEP(O, 0)-STEP(18, -25), 2 
LINE STEP(O, 0)-(559, 216), 2 
1*** draw lantern 
CIRCLE (537, 255), 4 
CIRCLE (537, 265), 10 
PAINT (537, 265), 2 
LINE (517, 265)-STEP(40, 0), 2 
LINE (520, 255)-STEP(33, 20), 2 
LINE (555, 255)-STEP(-33, 20), 2 
1*** redraw head 
CIRCLE (564, 208), 10 
SUB WhisPos2 
END SUB 
1*** blank out whistle post area 
LINE (301, 182)-STEP(166, 110), 0, BF 
1*** draw whistlepost 
LINE (370, 200)-STEP(0, 75) 
LINE STEP(O, 0)-STEP(25, 0) 
LINE STEP(O, O)-STEP(O, -75) 
LINE (370, 210)-STEP(25, 4), , BF 
LINE (370, 218)-STEP(25, 4), , BF 
LINE (370, 226)-STEP(25, 1), , BF 
LINE (370, 231)-STEP(24, 4), , BF 
CIRCLE (382, 208), 16, 2, .65, 2.5 
1*** print milepost message 
LOCATE 21, 43 
PRINT "WHISTLE POST" 
SUB WhisPost 
1*** blank out whistle post and milepost 
LINE (301, 182)-STEP(166, 110), 0, BF 
1*** draw whistle post 
LINE (385, 200)-STEP(10, 10) , , BF 
LINE (365, 210)-STEP(50, 40), , B 
LINE (385, 250)-STEP(10, 30), , BF 
1*** draw the "W" 
LINE (368, 214)-STEP(8, 32) 
LINE STEP(O, 0)-STEP(4, 0) 
LINE STEP(O, 0)-STEP(8, -16) 
LINE STEP(O, 0)-STEP(4, 0) 
LINE STEP(O, 0)-STEP(8, 16) 
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area 
END SUB 
LINE STEP(O, 0)-STEP(4, 0) 
LINE STEP(O, 0)-STEP(8, -32) 
LINE STEP(O, 0)-STEP(-4, 0) 
LINE STEP(O, 0)-STEP(-8, 24) 
LINE STEP(O, 0)-STEP(-6, -12) 
LINE STEP(O, 0)-STEP(-8, 0) 
LINE STEP(O, 0)-STEP(-6, 12) 
LINE STEP(O, 0)-STEP{-8, -24) 
LINE STEP(O, 0)-STEP(-4, 0) 
PAINT (370, 216) 
'*** print whistle post message 
LOCATE 21, 44 
PRINT "WHISTLE POST" 
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DECLARE SUB Graph4 () 
DECLARE SUB Graph5 () 
DECLARE SUB Graph6 () 
DECLARE SUB DrwSJ?dTh ( ) 
DECLARE SUB DrwD1rDy () 
DECLARE SUB DrwFulLc ( ) 
DECLARE SUB DrwOilBr () 
DECLARE SUB DrwIndLd ( ) 
DECLARE SUB DrwIdiotLt () 
DECLARE SUB DrwGrOut ( ) 
DECLARE SUB Scenar4 () 
DECLARE SUB Scenar5 () 
DECLARE SUB Scenar6 () 
DECLARE SUB DefDect () 
DECLARE SUB ConvUppr (A AS STRING) 
DECLARE SUB GetResp4 (A AS STRING) 
DECLARE SUB GetResp5 (A AS STRING) 
DECLARE SUB GetResp6 (A AS STRING) 
DECLARE SUB SetMaxSpd (A AS SINGLE) 
DECLARE SUB setPipe (A AS SINGLE, B AS SINGLE, C AS STRING) 
DECLARE SUB SetIndBr (A AS SINGLE, B AS SINGLE, C AS STRING) 
DECLARE SUB SetSrvBr (A AS SINGLE, B AS SINGLE, C AS STRING) 
DECLARE SUB setoil (A AS SINGLE, B AS SINGLE, C AS STRING) 
DECLARE SUB SetFuel (A AS SINGLE, B AS SINGLE, C AS STRING) 
DECLARE SUB SetLoad (A AS SINGLE, B AS SINGLE, C AS STRING) 
DECLARE SUB SetDynBr (A AS SINGLE, B AS SINGLE, C AS STRING) 
DECLARE SUB SetThrot (A AS SINGLE, B AS SINGLE, C AS STRING) 
DECLARE SUB SetSpeed (A AS SINGLE, B AS SINGLE, C AS STRING) 
DECLARE SUB Loco (A AS SINGLE, B AS SINGLE) 
DECLARE SUB BlankLoco (A AS SINGLE, B AS SINGLE) 
DECLARE SUB MilePost (A AS STRING, B AS STRING, C AS STRING, 
D AS STRING, E AS STRING) 
DECLARE SUB SetDefDec (A AS SINGLE, B AS SINGLE, C AS 
SINGLE) 
DECLARE SUB WhisPost () 
DECLARE SUB WhisPos2 ( ) 
DECLARE SUB SigUpDwn () 
DECLARE SUB SigUpDw2 ( ) 
DECLARE SUB SigUpDw3 ( ) 
DECLARE SUB SigUpDw4 () 
'*********************************************************** 
********* 
'* GRAFTX2: PRESENT THE MIXED TEXT AND GRAPHIC SIMULATIONS 
* 
'* AUTHOR: KEN ORGANES 
* 
'* COURSE: MASTERS THESIS - INFORMATION SYSTEMS 
* 
'* SEMEST: WINTER, 1991 
* 
'*********************************************************** 
********* 
123 
KEY OFF: CLS : CLOSE : SCREEN 9: COLOR 2, 0 
OPEN "A:GRAFTEXT" FOR APPEND AS #1 
'*** fill uppercase conversion table 
DIM SHARED uppcas$(26, 2) 
FOR I = 1 TO 26 
READ uppcas$(I, 1) 
NEXT I 
DATA a,b,c,d,e,f,g,h,i,j,k,l,m,n,o,p,q,r,s,t,u,v,w,x,y,z 
FOR I = 1 TO 26 
READ uppcas$(I, 2) 
NEXT I 
DATA A,B,C,D,E,F,G,H,I,J,K,L,M,N,O,P,Q,R,S,T,U,V,W,X,Y,Z 
'*** call the fourth scenario 
CALL Scenar4 
'*** call the fourth text and graphical screen interface 
CALL Graph4 
BEEP 
'*** call the subroutine to get the first response 
CALL GetResp4(response$) 
'*** call the fifth scenario 
CALL Scenar5 
'*** call the fifth text and graphical screen interface 
CALL Graph5 
BEEP 
'*** call the subroutine to get the fifth response 
CALL GetResp5(response$) 
'*** call the sixth scenario 
CALL Scenar6 
'*** call the sixth text and graphical screen interface 
CALL Graph6 
BEEP 
'*** call the subroutine to get the sixth response 
CALL GetResp6(response$) 
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'*** print the results of the simulations 
PRINT #1, responseS 
CLOSE 
CLS 
PRINT "One moment please ••• " 
'*** call subroutine to gather user-preference data 
CHAIN "GRAFTX3" 
END 
SUB BlankLoco (across, down) 
'*** draw locomotive blanked out (all colors = 0) 
K = across 
L = down 
M = K + 5 
N = L + 5 
o = K + 95 
p = L + 7 
LINE (K, L)-STEP(77, 0), 0 
LINE STEP(O, O)-STEP(O, 2), 0 
LINE STEP(O, 0)-STEP(-2, 0), 0 
LINE STEP(O, O)-STEP(O, 4), 0 
LINE STEP(O, 0)-STEP(10, 0), 0 
LINE STEP(O, O)-STEP(O, 5), 0 
LINE STEP(O, 0)-S~EP(5, 0), 0 
LINE STEP(O, O)-STEP(O, 2), 0 
LINE STEP(O, 0)-STEP(-100, 0), 0 
LINE STEP(O, O)-STEP(O, -2), 0 
LINE STEP(O, 0)-STEP(10, 0), 0 
LINE STEP(O, O)-(K, L), 0 
PAINT (M, N), 0 
'*** draw wheels 
L = L + 17 
K = K + 5 
CIRCLE (K, L) , 4, 0 
K = K + 10 
CIRCLE (K, L) , 4, 0 
K = K + 50 
CIRCLE (K, L) , 4, 0 
K = K + 10 
CIRCLE (K, L), 4, 0 
'*** draw arrow for direction 
LINE (0, p)-STEP(10, 2), 0, BF 
o = 0 + 10 
p = P - 2 
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END SUB 
LINE (0, p)-STEP(O, -1), 0 
LINE STEP(O, 0)-STEP(4, 4), 0 
LINE STEP(O, 0)-STEP(-4, 4), 0 
LINE STEP(O, 0)-(0, p), 0 
M = 0 + 2 -
N = P + 2 
PAINT (M, N), 0 
SUB ConvUppr (A$) 
'*** convert answer string to upper case 
END SUB 
FOR I = 1 TO 26 
IF A$ = uppcas$(I, 1) THEN EXIT FOR 
NEXT I 
IF I > 26 THEN EXIT SUB 
A$ = uppcas$(I, 2) 
SUB DefDect 
END SUB 
'*** blank out whistle post and milepost area 
LINE (301, 182)-STEP(166, 110), 0, BF 
'*** draw house for defect detector 
LINE (330, 212)-STEP(80, 65), , B 
LINE (330, 212)-STEP(-10, 0) 
LINE STEP(O, 0)-STEP(50, -25) 
LINE STEP(O, 0)-STEP(50, 25) 
LINE STEP(O, 0)-STEP(-10, 0) 
LINE (410, 214)-STEP(30, 3), , BF 
'*** draw lantern 
CIRCLE (437, 220), 4 
CIRCLE (437, 230), 10 
PAINT (437, 230), 2 
LINE (417, 230)-STEP(40, 0), 2 
LINE (420, 220)-STEP(33, 20), 2 
LINE (455, 220)-STEP(-33, 20), 2 
'*** print defect detector message 
LOCATE 21, 42 
PRINT "DEFECT DETECTOR" 
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SUB DrwDirDy 
END SUB 
'*** print headings for direction and dynamic 
braking 
LOCATE 5, 52 
PRINT "DYNAMIC BRAKING:" 
LOCATE 6, 1 
PRINT "DIRECTION" 
LOCATE 6, 30 
PRINT "FORWARD" 
'*** print scale for dynamic braking 
LOCATE 7, 43 
~INT "0 S 1 2 3 4 5 6 
'*** draw box for dynamic braking 
LINE (337, 70)-STEP(290, 14), 2, B 
'*** draw scale for dynamic braking 
FOR I = 372 TO 605 STEP 32 
LINE (I, 84)-(1, 77), 2 
LINE (I + 1, 84)-(1 + 1, 77), 2 
NEXT I 
'*** draw box for direction indicator 
LINE (95, 70)-STEP(100, 16), 2, BF 
7 8" 
'*** draw forward arrow for direction indicator 
LINE (195, 70)-STEP(0, -6), 2 
LINE STEP(O, 0)-STEP(15, 14), 2 
LINE STEP(O, 0)-STEP(-15, 14), 2 
LINE STEP(O, 0)-(195, 70), 2 
PAINT (200, 75), 2 
SUB DrwFulLc 
'*** print heading for fuel remaining and load 
current 
LOCATE 9, 9 
PRINT "FUEL REMAINING:" 
LOCATE 9, 44 
PRINT "LOAD CURRENT (AMPS DC x 100):" 
'*** print scale for fuel remaining and load current 
LOCATE 11, 1 
PRINT "E 1/2 F" 
LOCATE 11, 45 
PRINT "9 6 3 0 3 6 9 12- 15" 
'*** draw box fuel remaining 
LINE (0, 126)-STEP(288, 13), 2, B 
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END SUB 
'*** draw scale for fuel remaining 
FOR I = 72 TO 230 STEP 72 
LINE (I, 139)-(I, 130), 2 
LINE (I + 1, 139)-(I + 1, 130), 2 
NEXT I 
FOR I = 36 TO 260 STEP 36 
LINE (I, 139)-(I, 134), 2 
NEXT I 
'*** draw box for load current 
LINE (325, 126)-STEP(314, 13), 2, B 
'*** draw scale for load current 
FOR I = 355 TO 615 STEP 32 
LINE (I, 139)-(I, 132), 2 
LINE (I + 1, 139)-(I + 1, 132), 2 
NEXT I 
SUB DrwGrOut 
END SUB 
'*** draw outline for graphics (crossing and stick 
man) 
LINE (300, 180)-STEP(335, 115), 2, B 
LINE (468, 180)-STEP(0, 115), 2 
SUB DrwldiotLt 
END SUB 
'*** draw idiot lights (outlines) 
FOR I = 5 TO 639 STEP 99 
LINE (I, 322)-STEP(40, 23), 2, B 
NEXT I 
SUB DrwlndLd 
'*** print heading for independent brake and load 
current 
PRINT "" 
PRINT" INDEPENDENT BRAKE:"; SPC(24); "LOAD CURRENT 
(AMPS DC x 100):" 
'*** print scale for brake and load current 
PRINT "" 
PRINT "REL APPLICATION FULL"; 
SPC(8); "9 6 3 0 3 6 9 12 15" 
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END SUB 
'*** draw box for independent brake 
LINE (0, 126)-STEP(288, 13), , B 
'*** draw scale for independent brake 
LINE (25, 139)-STEP(1, -9), , BF 
LINE (250, 139)-STEP(1, -9), , BF 
'*** draw box for load current 
LINE (325, 126)-STEP(314, 13), 2, B 
'*** draw scale for load current 
FOR I = 355 TO 615 STEP 32 
LINE (I, 139)-(1, 132), 2 
LINE (I + 1,139)-(1 + 1,132)-,2 
NEXT I 
SUB DrwOilBr 
'*** print top scale for oil, independent braking 
and brake pipe 
LOCATE 13, 1 
PRINT "0 10 20 30 40 50 60 70 80 90 100" 
'*** print headings for oil, independent braking and 
brake pipe, and 
'*** print bottom scale for oil, independent braking 
and brake pipe 
LOCATE 15, 1 
PRINT " " 
LOCATE 15, 1 
PRINT "OIL:" 
LOCATE 17, 1 
PRINT " " 
LOCATE 17, 1 
PRINT "INDEPENDENT BRAKING:" 
LOCATE 19, 1 
PRINT " " 
LOCATE 19, 1 
PRINT "BRAKE PIPE:" 
'*** draw box for oil, independent braking and brake 
pipe 
LINE (0, 180)-STEP(240, 114), 2, B 
'*** draw scale for oil, independent braking and 
brake pipe 
FOR I = 24 TO 220 STEP 24 
LINE (I, 180)-(I, 190), 2 
LINE (I + 1, 180)-(1 + 1, 190),2 
NEXT I 
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END SUB 
FOR I = 24 TO 220 STEP 24 
LINE (I, 294)-(I, 284), 2 
LINE (I + 1, 294)-(I + 1, 284), 2 
NEXT I 
FOR I = 12 TO 230 STEP 12 
LINE (I, 180)-(I, 185), 2 
NEXT I 
FOR I = 12 TO 230 STEP 12 
LINE (I, 294)-(I, 289), 2 
NEXT I 
SUB DrwSpdTh 
END SUB 
'*** print headings for speed and throttle 
LOCATE 1, 12 
PRINT "SPEED (MPH):" 
LOCATE 1, 57 
PRINT "THROTTLE:" 
'*** print scale for speed and throttle 
LOCATE 3, 4 
PRINT "10 20 30 40 50 60 70 80" 
LOCATE 3, 43 
PRINT ItS I 1 2 3 4 5 6 
LOCATE 4, 16 
PRINT "MAX:" 
'*** draw box for speed 
LINE (0, 14)-STEP(288, 13), 2, B 
'*** draw scale for speed 
FOR I = 32 TO 280 STEP 32 
LINE (I, 27)-(I, 20), 2 
LINE (I + 1, 27)-(I + 1, 20) , 2 
NEXT I 
FOR I = 16 TO 280 STEP 16 
LINE (I, 27)-(I, 24) , 2 
NEXT I 
'*** draw box for throttle 
LINE (337, 14)-STEP(290, 13), 2, B 
'*** draw scale for throttle 
FOR I = 372 TO 605 STEP 32 
LINE (I, 27)-(I, 20), 2 
LINE (I + 1, 27)-(I + 1, 20), 2 
NEXT I 
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SUB GetResp4 (response$) 
END SUB 
'***subroutine to get the fourth response 
CLS 
DO 
LOOP 
PRINT "Given the indicators in the previous 
simulation, the best action now" PRINT 
"would be to:" 
PRINT "" 
PRINT "A. stop train immediately." 
PRINT "" 
PRINT "B. Release dynamic braking 
completely. Increase throttle until speed" 
PRINT" stabilizes and begins to 
increase." 
PRINT "" 
PRINT "C. Release dynamic braking. Proceed 
with throttle at current setting." PRINT "" 
PRINT "D. Sound crossing signal." 
PRINT "" 
INPUT "Enter response: "; A$ 
'*** convert answer to upper case 
CALL ConvUppr(A$) 
IF A$ = "A" OR A$ = "B" OR A$ = "c" OR A$ = 
"0" THEN EXIT DO 
CLS 
PRINT "Response must be A, B, C, or 0" 
PRINT "" 
responseS = responseS + ",R4." + A$ 
SUB GetResp5 (responseS) 
'***subroutine to get the fifth response 
CLS 
DO 
PRINT "Given the indicators in the previous 
simulation, the best action now" PRINT 
"would be to:" 
PRINT "" 
PRINT "A. Increase automatic brake to full 
service application." 
PRINT "" 
PRINT "B. Notch throttle down until speed 
levels off at 60 mph." 
PRINT "" 
PRINT "C. Proceed with throttle and brakes 
at current setting." 
PRINT "" 
PRINT "D. Increase throttle to 8." 
PRINT "" . 
INPUT "Enter response: "; A$ 
'*** convert answer to upper case 
CALL ConvUppr(A$) 
IF A$ = "A" OR A$ = "B" OR A$ = "c" OR A$ = 
"0" THEN EXIT DO 
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CLS 
PRINT "Response must be A, B, C, or 0" 
PRINT "" 
LOOP 
responseS = responseS + ",RS." + A$ 
END SUB 
SUB GetResp6 (response$) 
'***subroutine to get the sixth response 
CLS 
END SUB 
DO 
LOOP 
PRINT "Given the indicators in the previous 
simulation, indicate the action" PRINT "that 
the train is now taking:" 
PRINT "" 
PRINT "A. The train is backing up at 7 MPH. 
The throttle is set at 3. The" 
PRINT" load current is at 180 AMPS." 
PRINT "" 
PRINT "B. The train is going forward at 20 
MPH. The throttle is set at 4." 
PRINT" The independent train brake is on 
minumum application." 
PRINT "" 
PRINT "C. The train is stopped. The 
throttle is on idle. The independent" 
PRINT" brake is in the full application 
position." 
PRINT "" 
PRINT "D. The train is backing up at 25 MPH. 
The throttle is at the number 5" 
PRINT" notch. The load current is at 300 
AMPS." 
PRINT "" 
INPUT "Enter response: "; A$ 
'*** convert answer to upper case 
CALL convUppr(A$) 
IF A$ = "A" OR A$ = "B" OR A$ = "e" OR A$ = 
"0" THEN EXIT DO 
CLS 
PRINT "Response must be A, B, C, or 0" 
PRINT "" 
responseS = responseS + ",R6." + A$ 
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SUB Graph4 
'*** present the fourth purely graphic simulation to the 
subject 
CLS 
'*** draw indicators for speed and throttle 
CALL DrwSpdTh 
'*** draw indicators for direction and dynamic 
braking 
CALL DrwDirDy 
'*** draw indicators for fuel remaining and load 
current 
CALL DrwFulLc 
'*** draw indicators for oil, independent braking 
and brake pipe 
CALL DrwOilBr 
'*** draw outline for graphics (stickman and whistle 
post) 
CALL DrwGrOut 
'*** print grade 
LOCATE 23, 30 
PRINT "GRADE: 2.0% (DESCENDING)" 
'*** draw grade for locomotive 
LINE (20, 345)-STEP(100, 1), , BF 
LINE (120, 347)-STEP(100, 1), , BF 
LINE (220, 347)-STEP(100, 1), , BF 
LINE (320, 345)-STEP(100, 1), , BF 
LINE (420, 343)-STEP(100, 1), , BF 
LINE (520, 341)-STEP(100, 1), , BF 
'*** call subroutine for locomotive 
across = 30 
down = 324 
CALL Loco(across, down) 
'*** call subroutine for initial throttle setting 
init$ = "I" 
increase = 0 
increase = 0 
CALL SetThrot(throtset, increase, init$) 
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'*** call subroutine for initial speed setting 
init$ = "I" 
increase = 45 
CALL SetSpeed(speed, increase, init$) 
'*** set the maximum speed 
maxspeed = 50 
CALL SetMaxSpd(maxspeed) 
'*** call subroutine for initial setting of load 
init$ = "I" 
loadset = 0 
increase = -1 
CALL SetLoad(loadset, increase, init$) 
'*** call subroutine for initial setting of dynamic 
init$ = "I" 
increase = 3 
CALL SetDynBr(dynset, increase, init$) 
'*** call subroutine for setting initial fuel level 
init$ = "I" 
increase = 6.5 
CALL SetFuel(fuelset, increase, init$) 
'*** call subroutine for setting initial oil 
pressure 
setting 
setting 
init$ = "I" 
increase = 93 
CALL SetOil(oilset, increase, init$) 
'*** call subroutine for initial independent braking 
init$ = "I" 
indset = 0 
increase = 0 
CALL SetlndBr(indset, increase, init$) 
'*** call subroutine for initial brake pipe pressure 
init$ = "I" 
increase = 89 
CALL setPipe(pipeset, increase, init$) 
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'*** timer delay 
FOR J = 1 TO 10000 
NEXT J 
'*** call subroutine for go signal 
CALL SigUpOWn 
'*** increase speed slightly 
init$ = "c" 
increase = 4 
CALL setspeed(speed, increase, init$) 
'*** call subroutine for changing setting of dynamic 
init$ = "C" 
increase = 1 
CALL SetDynBr(dynset, increase, init$) 
'*** call subroutine to blank locomotive 
across = 30 
down = 324 
CALL BlankLoco(across, down) 
'*** call subroutine for locomotive - new location 
across = 130 
down = 326 
CALL Loco(across, down) 
'*** print grade 
LOCATE 23, 30 
PRINT "GRADE: 1.0% (DESCENDING)" 
'*** call subroutine for changing load current 
init$ = "C" 
increase = -1 
CALL SetLoad(loadset, increase, init$) 
'*** call alternate whistle post 
CALL WhisPos2 
'*** timer delay 
FOR J = 1 TO 5000 
NEXT J 
'*** increase speed slightly 
init$ = "C" 
increase = 3 
CALL SetSpeed(speed, increase, init$) 
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'*** timer delay 
FOR J = 1 TO 5000 
NEXT J 
'*** blank out whistle post 
LINE (301, 182)-STEP(166, 110), 0, BF 
'*** call subroutine to blank locomotive 
across = 130 
down = 326 
CALL BlankLoco(across, down) 
'*** call subroutine for locomotive - new location 
across = 230 
down = 326 
CALL Loco(across, down) 
'*** print grade 
LOCATE 23, 30 
PRINT "GRADE: FLAT " 
'*** decrease speed slightly 
init$ = "c" 
increase = -2 
CALL SetSpeed(speed, increase, init$) 
'*** stickman signal - go 
CALL SigUpDwn 
'*** call subroutine for changing load current 
init$ = "c" 
increase = 1 
CALL SetLoad(loadset, increase, init$) 
'*** decrease speed slightly 
init$ = "C" 
increase = -3 
CALL SetSpeed(speed, increase, init$) 
'*** display whistlepost 
CALL WhisPost 
'*** timer delay 
FOR J = 1 TO 5000 
NEXT J 
'*** call subroutine to blank locomotive 
across = 230 
down = 326 
CALL BlankLoco(across, down) 
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'*** call subroutine for locomotive - new location 
across = 330 
down = 324 
CALL Loco(across, down) 
'*** print grade 
LOCATE 23, 30 
PRINT "GRADE: 1.0% (ASCENDING) " 
'*** decrease speed 
init$ = "C" 
increase = -4 
CALL SetSpeed(speed, increase, init$) 
'*** call subroutine for changing setting of dynamic 
init$ = "C" 
increase = -1 
CALL SetDynBr(dynset, increase, init$) 
FOR J = 1 TO 3000 
NEXT J 
increase = -1 
CALL SetDynBr(dynset, increase, init$) 
FOR J = 1 TO 3000 
NEXT J 
increase = -1 
CALL setDynBr(dynset, increase, init$) 
'*** decrease speed 
init$ = "C" 
increase = -2 
CALL SetSpeed(speed, increase, init$) 
'*** blank out whistle post 
LINE (301, 182)-STEP(166, 110), 0, BF 
'*** timer delay 
FOR J = 1 TO 10000 
NEXT J 
END SUB 
SUB GraphS 
'*** present the fifth purely graphic simulation to the 
subject 
CLS 
'*** draw indicators for speed and throttle 
CALL DrwspdTh 
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brakes 
'*** draw indicators for direction and dynamic 
braking 
CALL DrwDirDy 
'*** draw indicators for fuel remaining and load 
current 
CALL DrwFuILc 
'*** draw indicators for oil, independent braking 
and brake pipe 
CALL DrwOilBr 
'*** draw outline for graphics (stickman and whistle 
post) 
CALL DrwGrOut 
'*** call subroutine for initial speed setting 
init$ = "I" 
increase = 51 
CALL SetSpeed(speed, increase, init$) 
'*** set the maximum speed 
max speed = 60 
CALL SetMaxSpd(maxspeed) 
'*** call subroutine for initial throttle setting 
init$ = "I" 
increase = 7 
CALL SetThrot(throtset, increase, init$) 
'*** call subroutine for initial setting of load 
init$ = "I" 
loadset = 0 
increase = 1.5 
CALL SetLoad(loadset, increase, init$) 
'*** call subroutine for setting initial fuel level 
init$ = "I" 
increase = 3.5 
CALL SetFuel(fuelset, increase, init$) 
'*** call subroutine for initial setting of dynamic 
init$ = "I" 
dynset = 0 
increase = 0 
CALL SetDynBr(dynset, increase, init$) 
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'*** call subroutine for setting initial oil 
pressure 
setting 
setting 
current 
init$ = "I" 
increase = 93 
CALL setOil{oilset, increase, init$) 
'*** call subroutine for initial independent braking 
init$ = "I" 
indset = 0 
increase = 0 
CALL SetlndBr(indset, increase, init$) 
'*** call subroutine for initial brake pipe pressure 
init$ = "I" 
increase = 91 
CALL SetPipe(pipeset, increase, init$) 
'*** draw idiot lights 
CALL DrwldiotLt 
'*** call subroutine for go signal 
CALL SigUpDwn 
'*** call subroutine for increasing speed 
init$ = "c" 
increase = 3 
CALL setSpeed(speed, increase, init$) 
'*** call subroutine for initial setting of load 
init$ = "C" 
increase = -.125 
CALL SetLoad{loadset, increase, init$) 
'*** draw house for defect detector 
CALL DefDect 
'*** timer delay 
FOR J = 1 TO 5000 
NEXT J 
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'*** call subroutine for defect detector settings 
trnspeed = 64 
axles = 28 
trnlength = 60 
CALL SetDefDec(trnspeed, axles, trnlength) 
'*** call subroutine for increasing speed 
init$ = .. c .. 
increase = 2 
CALL setSpeed(speed, increase, init$) 
'*** call subroutine for initial setting of load 
current 
init$ = .. c .. 
increase = -.1 
CALL SetLoad(loadset, increase, init$) 
'*** blink idiot light for no defect 
FOR I = 1 TO 5 
NEXT I 
LINE (6, 323)-STEP(38, 21), 2, BF 
'*** print heading for defect detector 
LOCATE 23, 1 
PRINT "NO DEF" 
FOR J = 1 TO 1500 
NEXT J 
LINE (6, 323)-STEP(38, 21), 0, BF 
LOCATE 23, 1 
PRINT .. .. 
FOR J = 1 TO 1500 
NEXT J 
LINE (6, 323)-STEP(38, 21), 2, BF 
LOCATE 23, 1 
PRINT "NO DEF" 
'*** call subroutine for increasing speed 
init$ = .. c .. 
increase = 3 
CALL S,etSpeed ( speed, increase, ini t $ ) 
'*** call subroutine for initial setting of load 
init$ = "C" 
increase = -.1 
CALL SetLoad(loadset, increase, init~) 
'*** timer delay 
FOR J = 1 TO 10000 
NEXT J 
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'*** blank out defect detector house 
LINE (301, 182)-STEP(166, 110), 0, BF 
'*** blank out idiot light 
LINE (6, 323)-STEP(38, 21), 0, BF 
'*** blank out indicators for defect detector 
LINE (1, 190)-STEP(238, 94), 0, BF 
'*** blank out heading for no defect 
LOCATE 23, 1 
PRINT " " 
'*** blank out indicators for oil, independent 
braking and brake pipe 
LINE (1, 190)-STEP(238, 94), 0, BF 
'*** re-draw indicators for oil, independent braking 
and brake pipe 
LINE (0, 180)-STEP(240, 114), 0, B 
CALL DrwOilBr 
'*** call subroutine for re-setting initial oil 
pressure 
init$ = "I" 
oilset = 0 
increase = 93 
CALL Setoil(oilset, increase, init$) 
'*** call subroutine for re-setting initial 
independent braking 
init$ = "I" 
indset = 0 
increase = 0 
CALL SetlndBr(indset, increase, init$) 
'*** call subroutine for re-setting initial brake 
pipe pressure 
init$ = "I" 
pipeset = 0 
increase = 91 
CALL SetPipe(pipeset, increase, init$) 
'*** draw alternative whistle post 
CALL WhisPos2 
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'*** blink idiot light for wheel slip 
FOR I = 1 TO 4 
NEXT I 
LINE (501, 323)-STEP(38, 21), 2, BF 
LOCATE 23, 62 
PRINT "WHL SLIP" 
init$ = "C" 
increase = -.5 
CALL SetLoad(loadset, increase, init$) 
LINE (501, 323)-STEP(38, 21), 0, BF 
LOCATE 23, 62 
PRINT " " 
increase = .5 
CALL SetLoad(loadset, increase, init$) 
LINE (501, 323)-STEP(38, 21), 2, BF 
LOCATE 23, 62 
PRINT "WHL SLIP" 
increase = -.5 
CALL SetLoad(loadset, increase, init$) 
'*** blink idiot light for sanding 
FOR I = 1 TO 5 
NEXT I 
LINE (6, 323)-STEP(38, 21), 2, BF 
LOCATE 23, 1 
PRINT "SANDING" 
FOR J = 1 TO 1500 
NEXT J 
LINE (6, 323)-STEP(38, 21), 0, BF 
LOCATE 23, 1 
PRINT " " 
FOR J = 1 TO 1500 
NEXT J 
'*** turn off wheel slip light 
LINE (501, 323)-STEP(38, 21), 0, BF 
LOCATE 23, 62 
PRINT " " 
init$ = "c" 
increase = .5 
CALL SetLoad(loadset, increase, init$) 
'*** increase speed slightly 
init$ = "c" 
increase = 2 
CALL SetSpeed(speed, increase, init$) 
'*** call subroutine for initial setting of load 
init$ = "C" 
increase = -.05 
CALL setLoad(loadset, increase, init$) 
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'*** stick man signal for go 
CALL SigUpDwn 
'*** increase speed slightly 
init$ = "C" 
increase = 3 
CALL SetSpeed(speed, increase, init$) 
'*** call subroutine for initial setting of load 
init$ = "C" 
increase = -.05 
CALL SetLoad(loadset, increase, init$) 
'*** timer delay 
FOR J = 1 TO 10000 
NEXT J 
END SUB 
SUB Graph6 
'*** present the sixth purely graphic simulation to the 
subject 
CLS 
'*** draw indicators for speed and throttle 
CALL DrwSpdTh 
'*** draw indicators for direction and dynamic 
braking 
CALL DrwDirDy 
'*** draw indicators for independent brake and load 
current 
CALL DrwlndLd 
'*** draw indicators for oil, independent braking 
and brake pipe 
CALL DrwOilBr 
'*** draw idiot lights 
CALL DrwldiotLt 
'*** draw outline for graphics (stickman and whistle 
post) 
CALL DrwGrOut 
'*** call subroutine for initial speed setting 
init$ = "I" 
increase = 6 
CALL SetSpeed(speed, increase, init$) 
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'*** set the maximum speed 
maxspeed = 15 
CALL SetMaxSpd(maxspeed) 
'*** call subroutine for initial throttle setting 
init$ = "I" 
increase = 2 
CALL SetThrot(throtset, increase, init$) 
'*** call subroutine for initial setting of load 
current 
init$ = "I" 
loadset = 0 
increase = .4 
CALL SetLoad(loadset, increase, init$) 
'*** call subroutine for setting initial service 
brake 
init$ = "I" 
increase = 1 
CALL SetSrvBr(brakeset, increase, init$) 
'*** call subroutine for initial setting of dynamic 
init$ = "I" 
dynset = 0 
increase = 0 
CALL SetDynBr(dynset, increase, init$) 
'*** call subroutine for setting initial oil 
J?ressure 
l.nit$ = "I" 
increase = 93 
CALL SetOil(oilset, increase, init$) 
'*** call subroutine for initial independent braking 
setting 
init$ = "I" 
indset = 0 
increase = 0 
CALL SetlndBr(indset, increase, init$) 
'*** call subroutine for initial brake pipe pressure 
setting 
init$ = "I" 
increase = 90 
CALL SetPipe(pipeset, increase, init$) 
'*** timer delay 
FOR J = 1 TO 5000 
NEXT J 
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'*** call stickman figure for slow down 
CALL SigUpDw3 
'*** release throttle 
init$ = "C" 
increase = -1 
CALL SetThrot(throtset, increase, init$) 
FOR J = 1 TO 1000 
NEXT J 
CALL SetThrot(throtset, increase, init$) 
'*** call subroutine for changing load current 
init$ = "I" 
increase = -.4 
CALL SetLoad(loadset, increase, init$) 
'*** call subroutine for applying service brake 
init$ = "C" 
increase = 4 
CALL SetSrvBr(brakeset, increase, init$) 
'*** call subroutine for initial independent braking 
setting 
init$ = "C" 
increase = 36 
CALL setlndBr(indset, increase, init$) 
'*** call subroutine for applying service brake 
init$ = "c" 
increase = -4 
CALL SetSrvBr(brakeset, increase, init$) 
'*** call subroutine for initial independent braking 
setting 
init$ = "c" 
increase = -36 
CALL SetlndBr(indset, increase, init$) 
'*** call subroutine for changing speed setting 
init$ = "c" 
increase = -3 
CALL setspeed(speed, increase, init$) 
'*** call stickman figure for stopping 
CALL SigUpDw2 
'*** call subroutine for applying service brake 
init$ = "c" 
increase = 10.25 
CALL SetsrvBr(brakeset, increase, init$) 
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'*** call subroutine for changing independent 
braking setting 
init$ = "c" 
increase = 72 
CALL SetIndBr(indset, increase, init$) 
'*** call subroutine for changing speed setting 
init$ = "C" 
increase = -3 
CALL SetSpeed(speed, increase, init$) 
'*** timer delay 
FOR J = 1 TO 10000 
NEXT J 
'*** blank out forward arrow for direction indicator 
LINE (195, 70)-STEP(0, -6), 0 
LINE STEP(O, 0)-STEP(15, 14), 0 
LINE STEP(O, 0)-STEP{-15, 14), 0 
LINE STEP{O, 0)-{195, 70), 0 
PAINT (200, 75), 0 
'*** print out direction of stopped 
LOCATE 6, 30 
PRINT "STOPPED " 
'*** call stickman figure for backing up 
CALL SigUpDw4 
'*** call subroutine for applying independent 
braking 
init$ = "C" 
increase = -10.25 
CALL SetSrvBr(brakeset, increase, init$) 
'*** call subroutine for changing independent 
braking setting 
init$ = "C" 
increase = -72 
CALL SetIndBr(indset, increase, init$) 
'*** set throttle 
init$ = "C" 
increase = 1 
CALL SetThrot(throtset, increase, init$) 
FOR J = 1 TO 1000 
NEXT J 
CALL SetThrot{throtset, increase, init$) 
'*** call subroutine for changing load current 
init$ = "C" 
increase = .2 
CALL SetLoad{loadset, increase, init$) 
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'*** draw backward arrow for direction indicator 
LINE (95, 70)-STEP(0, -6) 
LINE STEP(O, 0)-STEP(-15, 14) 
LINE STEP(O, 0)-STEP(15, 14) 
LINE STEP(O, 0)-(95, 70) 
PAINT (93, 75) 
'*** change print of direction 
LOCATE 6, 30 
PRINT "BACKWARD" 
'*** call subroutine for changing speed setting 
init$ = "c" 
increase = 4 
CALL SetSpeed(speed, increase, init$) 
'*** increase throttle 
init$ = "c" 
increase = 1 
CALL SetThrot(throtset, increase, init$) 
'*** call subroutine for changing load current 
init$ = "c" 
increase = .2 
CALL SetLoad(loadset, increase, init$) 
'*** call stickman figure for backing up 
CALL SigUpDw4 
'*** call subroutine for changing speed setting 
init$ = "C" 
increase = 6 
CALL SetSpeed(speed, increase, init$) 
'*** call subroutine for applying independent 
braking 
init$ = "c" 
increase = 4 
CALL SetSrvBr(brakeset, increase, init$) 
'*** call subroutine for changing independent 
braking setting 
init$ = "C" 
increase = 36 
CALL SetlndBr(indset, increase, init$) 
'*** call subroutine for applying independent 
braking 
init$ = "C" 
increase = -4 
CALL SetSrvBr(brakeset, increase, init$) 
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END SUB 
'*** call subroutine for changing independent 
braking setting 
init$ = "C" 
increase = -36 
CALL SetIndBr(indset, increase, init$) 
'*** call subroutine for changing speed setting 
init$ = "C" 
increase = -3 
CALL setSpeed(speed, increase, init$) 
'*** call subroutine for changing load current 
init$ = .. c .. 
increase = .2 
CALL SetLoad(loadset, increase, init$) 
'*** timer delay 
FOR J = 1 TO 15000 
NEXT J 
SUB Loco (across, down) 
'*** draw locomotive 
K = across 
L = down 
M = K + 5 
N = L + 5 
o = K + 95 
p = L + 7 
LINE (K, L)-STEP(77, 0) 
LINE STEP(O, O)-STEP(O, 2) 
LINE STEP(O, 0)-STEP(-2, 0) 
LINE STEP(O, O)-STEP(O, 4) 
LINE STEP(O, O)-STEP(IO, 0) 
LINE STEP(O, O)-STEP(O, 5) 
LINE STEP(O, 0)-STEP(5, 0) 
LINE STEP(O, O)-STEP(O, 2) 
LINE STEP(O, O)-STEP(-lOO, 0) 
LINE STEP(O, O)-STEP(O, -2) 
LINE STEP(O, O)-STEP(lO, 0) 
LINE STEP(O, O)-(K, L) 
PAINT (M, N), 2 
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END SUB 
'*** draw wheels 
L = L + 17 
K = K + 5 
CIRCLE (K, L), 4 
K = K + 10 
CIRCLE (K, L), 4 
K = K + 50 
CIRCLE (K, L), 4 
K = K + 10 
CIRCLE (K, L), 4 
'*** draw arrow for direction 
LINE (0, p)-STEP(10, 2), , BF 
o = 0 + 10 
p = P - 2 
LINE (0, p)-STEP(O, -1) 
LINE STEP(O, 0)-STEP(4, 4) 
LINE STEP(O, 0)-STEP(-4, 4) 
LINE STEP(O, 0)-(0, p) 
M = 0 + 2 
N = P + 2 
PAINT (M, N) 
SUB MilePost (num1$, num2$, num3$, num4$, num5$) 
'*** blank out whistle post and milepost area 
LINE (301, 182)-STEP(166, 110), 0, BF 
'*** draw milepost 
LINE (377, 190)-STEP(20, 0) 
LINE STEP(O, O)-STEP(O, 88) 
LINE STEP(O, 0)-STEP(-20, 0) 
LINE STEP(O, 0)-(377, 190) 
LINE STEP(O, 0)-STEP(5, -5) 
LINE STEP(O, 0)-STEP(20, 0) 
LINE STEP(O, O)-STEP(O, 88) 
LINE STEP(O, 0)-STEP(-5, 5) 
LINE (397, 190)-STEP(5, -5) 
'*** print characters into milepost 
LOCATE 15, 49 
PRINT num1$ 
LOCATE 16, 49 
PRINT num2$ 
LOCATE 17, 49 
PRINT num3$ 
LOCATE 18, 49 
PRINT num4$ 
LOCATE 19, 49 
PRINT num5$ 
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END SUB 
'*** print milepost message 
milemes$ = "MILEPOST II + num1$ + num2$ + num3$ + 
num4 $ + num5$ 
LOCATE 21, 42 
PRINT milemes$ 
SUB Scenar4 
END SUB 
'*** display the fourth scenario 
CLS 
PRINT 1111 
PRINT 1111 
PRINT II SCENARIO #4" 
PRINT 1111 
PRINT 1111 
PRINT 1111 
PRINT 1111 
PRINT lIyou are running between Sandstone and Meadow 
Creek, west Virginia. You" 
PRINT 1111 
PRINT "are pulling a unit train consisting 63 coal 
hoppers: 30 are full, and" 
PRINT 1111 
PRINT "33 are empty. You have just been granted a 
clear signal block. There wasil 
PRINT 1111 
PRINT "a heavy snowfall the night before, but now 
the weather is sunny and the" 
PRINT 1111 
PRINT "track is clear. There are four EMD 
locomotives in the consist: 2 GP50's" 
PRINT 1111 
PRINT "and 2 SD50's. The lead engine is an SD50." 
PRINT 1111 
PRINT "Press any key to continue" 
DO: LOOP WHILE INKEY$ = 1111 
SUB Scenar5 
'*** display the fifth scenario 
CLS 
PRINT 1111 
PRINT 1111 
PRINT II SCENARIO #5" 
PRINT 1111 
PRINT 1111 
PRINT 1111 
PRINT 1111 
PRINT 1111 
PRINT lIyou are heading west from Lodi to Sullivan, 
Ohio. Your train is a mixed II 
PRINT 1111 
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END SUB 
PRINT "consist of 72 cars. You are trailing 4552 
tons. A light rain is falling." 
PRINT "" 
PRINT "You have just passed an eastbound train on 
the opposite track. You have a" 
PRINT "" 
PRINT "clear signal block. The speed limit is 60 
mph." 
PRINT "" 
PRINT "" 
PRINT "" 
PRINT "Press any key to continue" 
00: LOOP WHILE INKEY$ = "" 
SUB Scenar6 
END SUB 
'*** display the sixth scenario 
SCENARIO #6" 
CLS 
PRINT "" 
PRINT "" 
PRINT " 
PRINT "" 
PRINT "" 
PRINT "" 
PRINT "" 
PRINT "" 
PRINT "" 
PRINT II You are operating a switching 
engine in Moncrief Yard." 
PRINT "" 
PRINT "" 
PRINT "" 
PRINT 1111 
PRINT "" 
PRINT "" 
PRINT "" 
PRINT "" 
PRINT "" 
PRINT "Press any key to continue" 
DO: LOOP WHILE INKEY$ = "" 
SUB SetDefDec (trnspeed, axles, trnlength) 
'*** subroutine for defect detector settings 
'*** (an increase of 1% is 2.4 pixels) 
'*** blank out indicators for oil, independent 
braking and brake pipe 
LINE (1, 190)-STEP(238, 94), 0, BF 
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END SUB 
'*** print headings for defect detector indicators 
LOCATE 15, 1 
PRINT "SPEED:" 
LOCATE 17, 1 
PRINT "AXLES (X 10):" 
LOCATE 19, 1 
PRINT "LENGTH (X 100):" 
K = trnspeed * 2.4 
FOR I = 1 TO K 
LINE (I, 210)-STEP(1, 12), 2, BF 
NEXT I 
'*** print the trainspeed 
LOCATE 15, 7 
PRINT trnspeed 
K = axles * 2.4 
FOR I = 1 TO K 
LINE (I, 238)-STEP(1, 12), 2, BF 
NEXT I 
'*** print the number of axles 
LOCATE 17, 14 
PRINT axles 
K = trnlength * 2.4 
FOR I = 1 TO K 
LINE (I, 266)-STEP(1, 12), 2, BF 
NEXT I 
'*** print the train trnlength 
LOCATE 19, 16 
PRINT trnlength 
'*** re-draw left of outline 
LINE (0, 180)-STEP(0, 114) 
SUB SetDynBr (dynset, increase, init$) 
'*** set the dynamic brake according to the parameter 
supplied 
K = 
L = 
M = 
N = 
(dynset * 32) + 371 
(dynset * 32) + (increase * 32) + 371 
K + 2 
L + 2 
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END SUB 
IF increase > 0 THEN 
LINE (337, 71)-STEP(33, 12), 2, BF 
FOR I = K TO L 
NEXT I 
LINE (I, 71)-STEP(1, 12), 2, B 
'*** timing loop if not initial 
setting 
IF init$ = .. c.. THEN 
FOR J = 1 TO 100 
NEXT J 
END IF 
dynset = dynset + increase 
ELSEIF increase < 0 THEN 
ELSE 
END IF 
FOR I = M TO N STEP -1 
NEXT I 
LINE (I, 71)-STEP(-1, 12), 0, B 
'*** timing loop 
FOR J = 1 TO 100 
NEXT J 
dynset = dynset + increase 
'*** re-draw scale for dynamic braking 
FOR I = 372 TO 605 STEP 32 
LINE (I, 84)-(I, 77), 2 
LINE (I + 1, 84)-(I + 1, 77), 2 
NEXT I 
'*** print the dynamic braking in text 
IF dynset = 0 THEN 
dynset$ = .. 0" 
ELSEIF dynset < 1 THEN 
ELSE 
END IF 
dynset$ = .. S .. 
dynset$ = STR$(dynset) 
LOCATE 5, 68 
PRINT .. .. 
LOCATE 5, 68 
PRINT dynset$ 
SUB SetFue1 (fue1set, increase, init$) 
'*** set the fuel level according to the parameter supplied 
'*** (an increase of 1 = 1/8 of a tank) 
K = fuelset * 36 
L = (fuelset * 36) + (increase * 36) 
M = K + 4 
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IF increase > 0 THEN 
FOR I = K TO L 
LINE (I, 127)-STEP(1, 11), 2, BF 
'*** timing loop if not initial 
setting 
IF init$ = "c" THEN 
END IF 
NEXT I 
FOR J = 1 TO 100 
NEXT J 
fuelset = fuel set + increase 
ELSEIF increase < 0 THEN 
ELSE 
END IF 
FOR I = M TO L STEP -1 
NEXT I 
LINE (I, 127)-STEP(-1, 11), 0, BF 
'*** timing loop 
FOR J = 1 TO 100 
NEXT J 
fuel set = fuel set + increase 
'*** re-draw scale for fuelset 
FOR I = 72 TO 230 STEP 72 
LINE (I, 139)-(I, 130), 2 
LINE (I + 1, 139)-(I + 1, 130), 2 
NEXT I 
FOR I = 36 TO 260 STEP 36 
EXIT SUB 
LINE (I, 139)-(I, 134), 2 
NEXT I 
'*** print the fuel remaining in text 
IF fuel set < 1 THEN 
fue1set$ = "E" 
ELSEIF fuel set < 2 THEN 
fuelset$ = "1/8" 
ELSEIF fuel set < 3 THEN 
fuelset$ = "1/4" 
ELSEIF fuel set < 4 THEN 
fuelset$ = "3/8" 
ELSEIF fuelset < 5 THEN 
fuelset$ = "1/2" 
ELSEIF fuelset < 6 THEN 
fuelset$ = "5/8" 
ELSEIF fuelset < 7 THEN 
fuelset$ = "3/4" 
ELSEIF fuelset < 8 THEN 
fuelset$ = "7/8" 
ELSE 
fuelset$ = "F" 
END IF 
154 
END SUB 
LOCATE 9, 25 
PRINT fuelset$ 
SUB SetlndBr (indset, increase, init$) 
'*** set the independent braking according to the parameter 
supplied 
'*** (an increase of 1% is 2.4 pixels) 
END SUB 
K 
L 
M 
N 
= 
= 
= 
= 
indset * 2.4 
(indset * 2.4) + (increase * 2.4) 
K + 1 
L + 1 
IF increase > 0 THEN 
FOR I = K TO L 
NEXT I 
LINE (I, 238)-STEP(1, 12), 2, BF 
'*** timing loop if not initial 
setting 
IF init$ = .. c .. THEN 
END IF 
FOR J = 1 TO 100 
NEXT J 
indset = indset + increase 
ELSEIF increase < 0 THEN 
ELSE 
END IF 
FOR I = M TO N STEP -1 
NEXT I 
LINE (I, 238)-STEP(-1, 12), 0, BF 
'*** timing loop 
FOR J = 1 TO 100 
NEXT J 
indset = indset + increase 
indset = indset + increase 
'*** print the independent braking in text 
LOCATE 17, 21 
PRINT indset 
'*** re-draw box for oil, independent braking and 
brake pipe 
LINE (0, 180)-STEP(240, 114), 2, B 
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SUB SetLoad (loadset, increase, init$) 
'*** set the load current according to the parameter 
supplied 
K = (loadset * 31.5) + 452 
L = (loadset * 31.5) + (increase * 31.5) + 452 
M = K + 1 
N = L + 1 
IF init$ = "I" THEN 
LINE (325, 127)-STEP(126, 11), 2, BF 
END IF 
IF increase > 0 THEN 
FOR I = K TO L 
NEXT I 
LINE (I, 127)-STEP(1, 11), 2, B 
'*** timing loop if not initial 
setting 
IF init$ = "c" THEN 
END IF 
FOR J = 1 TO 500 
NEXT J 
loadset = loadset + increase 
ELSEIF increase < 0 THEN 
FOR I = M TO N STEP -1 
NEXT I 
LINE (I, 127)-STEP(-1, 11), 0, B 
'*** timing loop 
FOR J = 1 TO 500 
NEXT J 
loadset = loadset + increase 
'*** re-draw scale for load current 
FOR I = 355 TO 615 STEP 32 
LINE ( I , 139) - ( I , 132), 2 
LINE (I + 1, 139)-(1 + 1, 132), 2 
NEXT I 
ELSE 
END IF 
loadset = loadset + increase 
'*** print text for load current 
o = loadset 
0=0 * 3 
0$ = STR$(O) 
LOCATE 9, 74 
PRINT " " 
LOCATE 9, 74 
PRINT LEFT$(O$, 5) 
IF loadset > 0 THEN 
brakpow$ = "(POWER)" 
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END SUB 
ELSEIF loadset < 0 THEN 
brakpow$ = "(BRAKE)" 
ELSE 
END IF 
brakpow$ = " 
LOCATE 12, 58 
PRINT brakpow$ 
" 
SUB SetMaxSpd (maxspeed) 
'*** set the maximum speed according to the 
parameter supplied 
END SUB 
LOCATE 4, 20 
PRINT maxspeed 
K = (maxspeed * 3.2) 
LINE (K, 38)-STEP(4, 4) 
LINE STEP(O, 0)-STEP(-8, 0) 
LINE STEP(O, O)-(K, 38) 
PAINT (K, 40) 
SUB Setoil (oilset, increase, init$) 
'*** set the oil pressure according to the parameter 
supplied 
'*** (an increase of 1% is 2.4 pixels) 
K 
L 
M 
N 
= 
= 
= 
= 
oilset * 2.4 
(oilset * 2.4) + (increase * 2.4) 
K + 1 
L + 1 
IF increase > 0 THEN 
FOR I = K TO L 
NEXT I 
LINE (I, 210)-STEP(1, 12), 2, BF 
'*** timing loop if not initial 
setting 
IF init$ = "c" THEN 
END IF 
FOR J = 1 TO 100 
NEXT J 
oilset = oilset + increase 
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END SUB 
ELSEIF increase < a THEN 
FOR I = M TO N STEP -1 
NEXT I 
LINE "(I, 210)-STEP(-1, 12), 0, BF 
'*** timing loop 
FOR J = 1 TO 100 
NEXT J 
oilset = oil set + increase 
ELSE 
EXIT SUB 
END IF 
'*** print the oil pressure in text 
oilset$ = STR$(oilset) 
LOCATE 15, 5 
PRINT oilset$ 
SUB SetPipe (pipeset, increase, init$) 
' ••• set the brake pipe according to the parameter supplied 
'*** (~n increase of 1% is 2.4 pixels) 
K 
L 
M 
N 
= 
= 
= 
= 
pipeset * 2.4 
(pipeset * 2.4) + (increase • 2.4) 
K + 1 
L + 1 
IF increase > a THEN 
FOR I = K TO L 
NEXT I 
LINE (I, 266)-STEP(1, 12), 2, BF 
'*** timing loop if not initial 
setting 
IF init$ = .. c.. THEN 
END IF 
FOR J = 1 TO 100 
NEXT J 
pipeset = pipeset + increase 
ELSEIF increase < 0 THEN 
ELSE 
END IF 
FOR I = M TO N STEP -1 
NEXT I 
LINE (I, 266)-STEP(-1, 12), 0, BF 
'*** timing loop 
FOR J = 1 TO 100 
NEXT J 
pipeset = pipeset + increase 
EXIT SUB 
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'*** print the brake pipe pressure in text 
pipeset$ = STR$(pipeset) 
LOCATE 19, 12 
PRINT pipeset$ 
SUB SetSpeed (speed, increase, init$) 
'*** set the 
supplied 
speed according to the parameter 
K = (speed * 3.2) 
L = (speed * 3.2) + (increase * 3.2) 
M = K + 1 
N = L + 1 
'*** draw arrow for increase/decrease 
IF increase > 0 THEN 
'*** draw forward arrow if increase> 0 
LINE (228, 3)-STEP(SO, 6), , BF 
LINE (278, 3)-STEP(0, -2) 
LINE STEP(O, O)-STEP(S, S) 
LINE STEP(O, O)-STEP(-S, S) 
LINE STEP(O, 0)-(278, 3) 
PAINT (280, S) 
'*** print message for increasing speed 
LOCATE 1, 1 
PRINT "INCREASING" 
ELSEIF increase < 0 THEN 
END IF 
'*** draw backward arrow if increase < 0 
LINE (S, 3)-STEP(SO, 6), , BF 
LINE (S, 3)-STEP(0, -2) 
LINE STEP(O, O)-STEP(-S, S) 
LINE STEP(O, O)-STEP(S, S) 
LINE STEP(O, O)-(S, 3) 
PAINT (3, 5) 
'*** print message for decreasing speed 
LOCATE 1, 28 
PRINT "DECREASING" 
IF increase > 0 THEN 
FOR I = K TO L 
NEXT I 
LINE (I, 14)-STEP(1, 13), 2, BF 
'*** timing loop if not initial 
setting 
IF init$ = "c" THEN 
END IF 
FOR J = 1 TO-7S0 
NEXT J 
speed = speed + increase 
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END SUB 
ELSEIF increase < 0 THEN 
FOR I = M TO N STEP -1 
NEXT I 
LINE (I, 15)-STEP(-1, 11), 0, BF 
'timing loop 
FOR J = 1 TO 750 
NEXT J 
speed = speed + increase 
'*** re-draw scale for speed 
FOR I = 32 TO 280 STEP 32 
LINE (I, 27)-(I, 20), 2 
LINE (I + 1, 27)-(I + 1, 20), 2 
NEXT I 
FOR I = 16 TO 280 STEP 16 
ELSE 
END IF 
NEXT I 
EXIT SUB 
LINE (I, 27)-(I, 24), 2 
'*** print the speed in text 
speedS = STR$(speed) 
LOCATE 1, 24 
PRINT It It 
LOCATE 1, 24 
PRINT speedS 
'*** blank message and arrow for 
increasing/decreasing speed 
LOCATE 1, 1 
PRINT It It 
LOCATE 1, 28 
PRINT It It 
SUB SetSrvBr (brakeset, increase, init$) 
'*** set the service brake according to the parameter 
supplied 
'*** 1 = 1/8 of the dial 
K = brakeset * 25 
L = (brakeset * 25) + (increase * 25) + 1 
M = K + 4 
IF increase > 0 THEN 
FOR I = K TO L 
LINE (I, 127)-STEP(I/ 11), 2, BF 
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END SUB 
NEXT I 
'*** timing loop if not initial 
setting 
IF init$ = "c" THEN 
END IF 
FOR J = 1 TO 250 
NEXT J 
brakeset = brake set + increase 
ELSEIF increase < 0 THEN 
ELSE 
END IF 
FOR I = M TO L STEP -1 
NEXT I 
LINE (I, 127)-STEP(-1, 11), 0, BF 
'*** timing loop 
FOR J = 1 TO 250 
NEXT J 
brakeset = brakeset + increase 
'*** re-draw scale for brakeset 
LINE (25, 139)-STEP(1, -9), , BF 
LINE (250, 139)-STEP(1, -9), , BF 
EXIT SUB 
'*** print the independent brake setting in text 
IF brakeset <= 1 THEN 
brakeset$ = "RELEASE 
ELSEIF brakeset < 9 THEN 
brakeset$ = "APPLICATION 
ELSE 
" 
" 
brakeset$ = "FULL APPLICATION " 
END IF 
LOCATE 9, 23 
PRINT brakeset$ 
SUB SetThrot (throtset, increase, init$) 
'*** set the throttle according to the parameter supplied 
K = (throtset * 32) +371 
L = (throtset * 32) + (increase * 32) + 371 
M = K + 1 
N = L + 2 
IF increase > 0 THEN 
LINE (337, 15)-STEP(33, 11), 2, BF 
FOR I = K TO L 
LINE (I, 14) -STEP (1, .12), 2, B 
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END SUB 
NEXT I 
'*** timing loop if not initial 
setting 
IF init$ = "c" THEN 
END IF 
FOR J = 1 TO 100 
NEXT J 
throtset = throtset + increase 
ELSEIF increase < 0 THEN 
ELSE 
END IF 
FOR I = M TO N STEP -1 
NEXT I 
LINE (I, 15)-STEP(-1, 11), 0, B 
'*** timing loop 
FOR J = 1 TO 100 
NEXT J 
throtset = throtset + increase 
'*** re-draw scale for throttle setting 
FOR I = 372 TO 605 STEP 32 
LINE (I, 27)-(1, 20), 2 
LINE (I + 1, 27)-(1 + 1, 20), 2 
NEXT I 
throtset = throtset + increase 
LINE (338, 15)-STEP(33, 11), 2, BF 
'*** print the throttle setting in text 
IF throtset = 0 THEN 
throtset$ = "I " 
ELSEIF throtset < 0 THEN 
throtset$ = ItS " 
ELSE 
throtset$ = STR$(throtset) 
END IF 
LOCATE 1, 66 
PRINT throtset$ 
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SUB SigUpDw2 
'*** subroutine for drawing stickman and having him move 
lantern back and 
'*** forth (stop signal) 
'*** blank out old stick man if any 
LINE (469, 181)-STEP(164, 112), 0, BF 
'*** draw stick man with lantern 
'*** trunk 
LINE (560, 215)-STEP(7, 30), 2, B 
'*** left arm 
LINE (567, 222)-STEP(30, 20), 2 
LINE STEP{O, O)-STEP(O, -7), 2 
LINE STEP(O, 0)-STEP(-30, -20), 2 
LINE STEP{O, 0)-(567, 222), 2 
'*** left leg 
LINE (560, 245)-STEP(15, 34), 2 
LINE STEP(O, 0)-STEP(8, 0), 2 
LINE STEP(O, 0)-STEP(-15, -34), 2 
LINE STEP(O, 0)-(560, 245), 2 
'*** right leg 
LINE (560, 245)-STEP(-15, 34), 2 
LINE STEP(O, 0)-STEP(8, 0), 2 
LINE STEP(O, 0)-STEP(15, -34), 2 
LINE STEP(O, 0)-(560, 245), 2 
'*** head 
CIRCLE (564, 208), 10 
'*** face 
CIRCLE (564, 215), 5, 2, .65, 2.5 
CIRCLE (564, 208), 1 
CIRCLE (560, 205), 1 
CIRCLE (568, 205), 1 
'*** print stop message 
LOCATE 21, 70 
PRINT "STOP" 
FOR J = 1 TO 5 
'*** right arm with lantern - down position 
LINE (559, 216)-STEP(-25, 35), 2 
LINE STEP(O, 0)-STEP(8, 0), 2 
LINE STEP(O, 0)-STEP(18, -25), 2 
LINE STEP(O, 0)-(559, 216), 2 
'*** draw lantern 
CIRCLE (537, 255), 4 
CIRCLE (537, 265), 10 
PAINT (537, 265), 2 
LINE (517, 265)-STEP(40, 0), 2 
LINE (520, 255)-STEP(33, 20), 2 
LINE (555, 255)-STEP(-33, 20), 2 
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NEXT J 
'*** timer delay 
FOR I = 1 TO 2000 
NEXT I 
'*** right arm with lantern - down position 
- black - painted out LINE (559, 216)-STEP(-
25, 35), 0 
LINE STEP(O, 0)-STEP(8, 0), 0 
LINE STEP(O, 0)-STEP(18, -25), 0 
LINE STEP(O, 0)-(559, 216), 0 
'*** draw lantern - black - painted out 
CIRCLE (537, 255), 4, 0 
CIRCLE (537, 265), 10, 0 
PAINT (537, 265), 0 
LINE (517, 265)-STEP(40, 0), 0 
LINE (520, 255)-STEP(33, 20), 0 
LINE (555, 255)-STEP(-33, 20), 0 
'*** right arm with lantern - swung right 
position 
LINE (559, 216)-STEP(0, 8), 2 
LINE STEP(O, 0)-STEP(25, 27), 2 
LINE STEP(O, 0)-STEP(9, 0), 2 
LINE STEP(O, 0)-(559, 216), 2 
'*** draw lantern - swung right position 
CIRCLE (590, 255), 4 
CIRCLE (590, 265), 10 
PAINT (590, 265), 2 
LINE (570, 265)-STEP(40, 0), 2 
LINE (573, 255)-STEP(33, 20), 2 
LINE (608, 255)-STEP(-33, 20), 2 
'*** timer delay 
FOR I = 1 TO 2000 
NEXT I 
'*** right arm with lantern - swung right -
blacked out 
LINE (559, 216)-STEP(0, 8), 0 
LINE STEP(O, 0)-STEP(25, 27), 0 
LINE STEP(O, 0)-STEP(9, 0), 0 
LINE STEP(O, 0)-(559, 216), 0 
'*** draw lantern - swung right position -
blacked out 
CIRCLE (590, 255), 4, 0 
CIRCLE (590, 265), 10, 0 
PAINT (590, 265), 0 
LINE (570, 265)-STEP(40, 0), 0 
LINE (573, 255)-STEP(33, 20), 0 
LINE (608, 255)-STEP(-33, 20), 0 
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END SUB 
'*** end with right arm and lantern down 
LINE (559, 216)-STEP(-25, 35), 2 
LINE STEP(O, 0)-STEP(8, 0), 2 
LINE STEP(O, 0)-STEP(18, -25), 2 
LINE STEP(O, 0)-(559, 216), 2 
'*** draw lantern 
CIRCLE (537, 255), 4 
CIRCLE (537, 265), 10 
PAINT (537, 265), 2 
LINE (517, 265)-STEP(40, 0), 2 
LINE (520, 255) -STEP (33" 20), 2 
LINE (555, 255)-STEP(-33, 20), 2 
'*** re-draw body of stick-man 
'*** trunk 
LINE (560, 215) -STEP (7 , 30) , 2, 
'*** left arm 
LINE (567, 222)-STEP(30, 20), 2 
LINE STEP(O, O)-STEP(O, -7), 2 
LINE STEP(O, 0)-STEP(-30, -20), 
LINE STEP(O, 0)-(567, 222), 2 
'*** left leg 
LINE (560, 245)-STEP(15, 34), 2 
LINE STEP(O, O)-STEP(S, 0) , 2 
LINE STEP(O, O)-STEP(-15, -34), 
LINE STEP(O, 0)-(560, 245), 2 
'*** right leg 
LINE (560, 245)-STEP(-15, 34), 2 
LINE STEP(O, 0)-STEP(8, 0) , 2 
LINE STEP(O, 0)-STEP(15, -34), 2 
LINE STEP(O, 0)-(560, 245), 2 
B 
2 
2 
SUB SigUpDw3 
'*** subroutine for drawing stickman and having him move 
lantern at arm's 
'*** length (slow down) 
'*** blank out old stick man if any 
LINE (469, 181)-STEP(164, 112), 0, BF 
'*** draw stick man with lantern 
'*** trunk 
LINE (560, 215)-STEP(7, 30) , 2, B 
'*** left arm 
LINE (567, 222)-STEP(30, 20) , 2 
LINE STEP(O, O)-STEP(O, -7), 2 
LINE STEP(O, 0)-STEP(-30, -20), 2 
LINE STEP(O, 0)-(567, 222) , 2 
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'*** left leg 
LINE (560, 245)-STEP(15, 34), 2 
LINE STEP(O, 0)-STEP(8, 0), 2 
LINE STEP(O, 0)-STEP(-15, -34), 2 
LINE STEP(O, 0)-(560, 245), 2 
'*** right leg 
LINE (560, 245)-STEP(-15, 34), 2 
LINE STEP(O, 0)-STEP(8, 0), 2 
LINE STEP(O, 0)-STEP(15, -34), 2 
LINE STEP(O, 0)-(560, 245), 2 
'*** head 
CIRCLE (564, 208), 10 
'*** face 
LINE (560, 212)-STEP(8, 0), 2 
CIRCLE (564, 208), 1 
CIRCLE (560, 205), 1 
CIRCLE (568, 205), 1 
'*** print slow message 
LOCATE 21, 70 
PRINT "SLOW" 
FOR J = 1 TO 5 
'*** right arm with lantern - up position 
LINE (559, 216)-STEP(-50, -5), 2 
LINE STEP(O, O)-STEP(O, 5), 2 
LINE STEP(O, 0)-STEP(50, 5), 2 
LINE STEP(O, 0)-(559, 216), 2 
'*** draw lantern 
CIRCLE (512, 220), 4 
CIRCLE (512, 230), 10 
PAINT (512, 230), 2 
LINE (492, 230)-STEP(40, 0), 2 
LINE (495, 220)-STEP(33, 20), 2 
LINE (530, 220)-STEP(-33, 20), 2 
'*** timer delay 
FOR I = 1 TO 2000 
NEXT I 
'*** right arm with lantern - up position -
black - painted out LINE (559, 216)-STEP(-
50, -5), 0 
LINE STEP(O, O)-STEP(O, 5), 0 
LINE STEP(O, 0)-STEP(50, 5), 0 
LINE STEP(O, 0)-(559, 216), ~ 
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NEXT J 
'*** draw lantern - black - painted out 
CIRCLE (512, 220), 4, 0 
CIRCLE (512, 230), 10, 0 
PAINT (512, 230), 0 
LINE (492, 230)-STEP(40, 0), 0 
LINE (495, 220)-STEP(33, 20), 0 
LINE (530, 220)-STEP(-33, 20), 0 
'*** right arm with lantern - down position 
LINE (559, 216)-STEP(-50, 5) 
LINE STEP(O, O)-STEP(O, 5) 
LINE STEP(O, 0)-STEP(50, -5) 
LINE STEP(O, 0)-(559, 216) 
'*** draw lantern - down position 
CIRCLE (512, 230), 4 
CIRCLE (512, 240), 10 
PAINT (512, 240), 2 
LINE (492, 240)-STEP(40, 0) 
LINE (495, 230)-STEP(33, 20) 
LINE (530, 230)-STEP(-33, 20) 
'*** timer delay 
FOR I = 1 TO 2000 
NEXT I 
'*** right arm with lantern - down position 
- blacked out 
LINE (559, 216)-STEP(-50, 5), 0 
LINE STEP(O, O)-STEP(O, 5), 0 
LINE STEP(O, 0)-STEP(50, -5), 0 
LINE STEP(O, 0)-(559, 216), 0 
'*** draw lantern - down position - blacked 
out 
CIRCLE (512, 230), 4, 0 
CIRCLE (512, 240), 10, 0 
PAINT (512, 240), 0 
LINE (492, 240)-STEP(40, 0), 0 
LINE (495, 230)-STEP(33, 20), 0 
LINE (530, 230)-STEP(-33, 20), 0 
'*** right arm with lantern - down position 
LINE (559, 216)-STEP(-50, 5) 
LINE STEP(O, O)-STEP(O, 5) 
LINE STEP(O, 0)-STEP(50, -5) 
LINE STEP(O, 0)-(559, 216) 
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END SUB 
'*** draw lantern - down position 
CIRCLE (512, 230), 4 
CIRCLE (512, 240), 10 
PAINT (512, 240), 2 
LINE (492, 240)-STEP(40, 0) 
LINE (495, 230)-STEP(33, 20) 
LINE (530, 230)-STEP(-33, 20) 
SUB SigUpDw4 
'*** subroutine for drawing stickman and having him move 
lantern in a 
'*** circle (back up) 
'*** blank out old stick man if any 
LINE (469, 181)-STEP(164, 112), 0, BF 
'*** draw stick man with lantern 
'*** trunk 
LINE (560, 215)-STEP(7, 30), 2, B 
'*** left arm 
LINE (567, 222)-STEP(30, 20), 2 
LINE STEP(O, O)-STEP(O, -7), 2 
LINE STEP(O, 0)-STEP(-30, -20), 2 
LINE STEP(O, 0)-(567, 222), 2 
'*** left leg 
LINE (560, 245)-STEP(15, 33), 2 
LINE STEP(O, 0)-STEP(8, 0), 2 
LINE STEP(O, 0)-STEP(-15, -33), 2 
LINE STEP(O, 0)-(560, 245), 2 
'*** right leg 
LINE (560, 245)-STEP(-15, 33), 2 
LINE STEP(O, 0)-STEP(8, 0), 2 
LINE STEP(O, 0)-STEP(15, -33), 2 
LINE STEP(O, 0)-(560, 245), 2 
'*** head 
CIRCLE (564, 208), 10 
'*** face 
LINE (560, 212)-STEP(8, 0), 2 
CIRCLE (564, 208), 1 
CIRCLE (560, 205), 1 
CIRCLE (568, 205), 1 
'*** right arm bent to hold lantern 
LINE (559, 216)-STEP(-20, 15) 
LINE STEP(O, 0)-STEP(-10, -10) 
LINE STEP(O, 0)-STEP(-5, 5) 
LINE STEP(O, 0)-STEP(14, 12) 
LINE STEP(O, 0)-STEP(20, -13) 
LINE STEP(O, 0)-(559, 216) 
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'*** print stop message 
LOCATE 21, 68 
PRINT "BACK UP" 
FOR J = 1 TO 10 
'*** draw lantern - down position 
CIRCLE (525, 230), 4 
CIRCLE (525, 240), 10 
PAINT (525, 240), 2 
LINE (505, 240)-STEP(40, 0) 
LINE (508, 230)-STEP(33, 20) 
LINE (543, 230)-STEP(-33, 20) 
'*** timer delay 
FOR I = 1 TO 500 
NEXT I 
'*** draw lantern - down position - black -
painted out 
CIRCLE (525, 240), 10, 0 
PAINT (525, 240), 0 
LINE (505, 240)-STEP(40, 0), 0 
LINE (508, 230)-STEP(33, 20), 0 
LINE (543, 230)-STEP(-33, 20), 0 
'*** draw lantern - right position 
CIRCLE (525, 230), 4 
CIRCLE (540, 230), 10 
PAINT (545, 230) 
PAINT (545, 225) 
PAINT (548, 233) 
LINE (530, 230)-STEP(30, 0) 
LINE (523, 220)-STEP(33, 20) 
LINE (558, 220)-STEP(-33, 20) 
'*** timer delay 
FOR I = 1 TO 500 
NEXT I 
'*** draw lantern - right position - painted 
out 
CIRCLE (540, 230), 10, 0 
PAINT (545, 230), 0 
PAINT (545, 225), 0 
PAINT (548, 233), 0 
LINE (530, 230)-STEP(30, 0), 0 
LINE (523, 220)-STEP(33, 20), 0 
LINE (558, 220)-STEP(-33, 20), 0 
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'*** re-draw right arm 
LINE (559, 216)-STEP(-20, 15) 
LINE STEP(O, 0)-STEP(-10, -10) 
LINE STEP(O, 0)-STEP(-5, 5) 
LINE STEP(O, 0)-STEP(14, 12) 
LINE STEP(O, 0)-STEP(20, -13) 
LINE STEP(O, 0)-(559, 216) 
'*** draw lantern - up position 
CIRCLE (525, 230), 4 
CIRCLE (525, 220), 10 
PAINT (525, 220) 
PAINT (528, 223) 
LINE (505, 220)-STEP(40, 0) 
LINE (508, 210)-STEP(33, 20) 
LINE (543, 210)-STEP(-33, 20) 
'*** timer delay 
FOR I = 1 TO 500 
NEXT I 
'*** draw lantern - up position - black -
painted out 
CIRCLE (525, 220), 10, 0 
PAINT (525, 220), 0 
PAINT (528, 223), 0 
LINE (505, 220)-STEP(40, 0), 0 
LINE (508, 210)-STEP(33, 20), 0 
LINE (543, 210)-STEP(-33, 20), 0 
'*** re-draw right arm 
LINE (559, 216)-STEP(-20, 15) 
LINE STEP(O, 0)-STEP(-10, -10) 
LINE STEP(O, 0)-STEP(-5, 5) 
LINE STEP(O, 0)-STEP(14, 12) 
LINE STEP(O, 0)-STEP(20, -13) 
LINE STEP(O, 0)-(559, 216) 
'*** draw lantern - left position 
CIRCLE (525, 230), 4 
CIRCLE (510, 230), 10 
PAINT (510, 230) 
LINE (490, 230)-STEP(10, 0) 
LINE (493, 220)-STEP(33, 20) 
LINE (528, 220)-STEP(-33, 20) 
'*** timer delay 
FOR I = 1 TO 500 
NEXT I 
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END SUB 
NEXT J 
'*** draw lantern - right position - painted 
out 
CIRCLE (510, 230), 10, 0 
PAINT (510, 230), 0 
LINE (490, 230)-STEP(10, 0), 0 
LINE (493, 220)-STEP(33, 20), 0 
LINE (528, 220)-STEP(-33, 20), 0 
'*** draw lantern - down position - to finish 
CIRCLE (525, 230), 4 
CIRCLE (525, 240), 10 
PAINT (525, 240), 2 
LINE (505, 240)-STEP(40, 0) 
LINE (50S, 230)-STEP(33, 20) 
LINE (543, 230)-STEP(-33, 20) 
SUB SigUpDwn 
'*** subroutine for drawing stickman and having him move 
lantern up and 
'*** down (all clear signal) 
'*** blank out old stick man if any 
LINE (469, 181)-STEP(164, 112), 0, BF 
'*** draw stick man with lantern 
'*** trunk 
LINE (560, 215)-STEP(7, 30), 2, B 
'*** left arm 
LINE (567, 222)-STEP(30, 20), 2 
LINE STEP(O, O)-STEP(O, -7), 2 
LINE STEP(O, 0)-STEP(-30, -20), 2 
LINE STEP(O, 0)-(567, 222), 2 
'*** left leg 
LINE (560, 245)-STEP(15, 34), 2 
LINE STEP(O, O)-STEP(S, 0), 2 
LINE STEP(O, 0)-STEP(-15, -34), 2 
LINE STEP(O, 0)-(560, 245), 2 
'*** right leg 
LINE (560, 245)-STEP(-15, 34) , 2 
LINE STEP(O, O)-STEP(S, 0), 2 
LINE STEP(O, O)-STEP(15, -34), 2 
LINE STEP(O, 0)-(560, 245), 2 
'*** head 
CIRCLE (564, 20S), 10 
'*** face 
CIRCLE (564, 20S), 5, 2, 3.6, 5.5 
CIRCLE (564, 20S), 1 
CIRCLE (560, 205), 1 
CIRCLE (568, 205), 1 
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'*** print proceed message 
LOCATE 21, 68 
PRINT "PROCEED" 
FOR J = 1 TO 5 
'*** right arm with lantern - down position 
LINE (559, 216)-STEP(-25, 35), 2 
LINE STEP(O, 0)-STEP(8, 0), 2 
LINE STEP(O, 0)-STEP(18, -25), 2 
LINE STEP(O, 0)-(559, 216), 2 
'*** draw lantern 
CIRCLE (537, 255), 4 
CIRCLE (537, 265), 10 
PAINT (537, 265), 2 
LINE (517, 265)-STEP(40, 0), 2 
LINE (520, 255)-STEP(33, 20), 2 
LINE (555, 255)-STEP(-33, 20), 2 
'*** timer delay 
FOR I = 1 TO 2000 
NEXT I 
'*** right arm with lantern - down position 
- black - painted out LINE (559, 216)-STEP(-
25,35),0 
LINE STEP(O, 0)-STEP(8, 0), 0 
LINE STEP(O, 0)-STEP(18, -25), 0 
LINE STEP(O, 0)-(559, 216), 0 
'*** draw lantern - black - painted out 
CIRCLE (537, 255), 4, 0 
CIRCLE (537, 265), 10, 0 
PAINT (537, 265), 0 
LINE (517, 265)-STEP(40, 0), 0 
LINE (520, 255)-STEP(33, 20), 0 
LINE (555, 255)-STEP(-33, 20), 0 
'*** right arm with lantern - up position 
LINE (560, 216)-STEP(-20, -30), 2 
LINE STEP(O, 0)-STEP(-8, 0), 2 
LINE STEP(O, 0)-STEP(27, 40), 2 
LINE STEP(O, 0)-(560, 216), 2 
'*** draw lantern 
CIRCLE (537, 190), 4 
CIRCLE (537, 200), 10 
PAINT (537, 200), 2 
PAINT (542, 195), 2 
LINE (517, 200)-STEP(40, 0), 2 
LINE (520, 190)-STEP(33, 20), 2 
LINE (555, 190)-STEP(-33, 20), 2 
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END SUB 
NEXT J 
'*** timer delay 
FOR I = 1 TO 2000 
NEXT I 
'*** right arm with lantern - up position -
black - painted out LINE (560, 216}-STEP(-
20, -30), 0 
LINE STEP(O, O)-STEP(-S, O}, 0 
LINE STEP(O, 0}-STEP(27, 40), 0 
LINE STEP(O, 0}-(560, 216}, 0 
'*** draw lantern 
CIRCLE (537, 190), 4, 0 
CIRCLE (537, 200), 10, 0 
PAINT (537, 200), 0 
PAINT (542, 195), 0 
LINE (517, 200)-STEP(40, O), 0 
LINE (520, 190)-STEP(33, 20), 0 
LINE (555, 190)-STEP(-33, 20), 0 
'*** end with right arm and lantern down 
LINE (559, 216)-STEP(-25, 35), 2 
LINE STEP(O, O)-STEP(S, 0), 2 
LINE STEP(O, O)-STEP(lS, -25), 2 
LINE STEP(O, 0)-(559, 216), 2 
'*** draw lantern 
CIRCLE (537, 255), 4 
CIRCLE (537, 265), 10 
PAINT (537, 265), 2 
LINE (517, 265)-STEP(40, 0), 2 
LINE (520, 255}-STEP(33, 20), 2 
LINE (555, 255)-STEP(-33, 20), 2 
'*** redraw head 
CIRCLE (564, 208), 10 
SUB WhisPos2 
'*** blank out whistle post area 
LINE (301, lS2)-STEP(166, 110), 0, BF 
'*** draw whistlepost 
LINE (370, 200)-STEP(0, 75) 
LINE STEP(O, 0)-STEP(25, 0) 
LINE STEP(O, O)-STEP(O, -75) 
LINE (370, 210)-STEP(25, 4), , BF 
LINE (370, 21S)-STEP(25, 4), , BF 
LINE (370, 226)-STEP(25, 1), , BF 
LINE (370, 231)-STEP(24, 4), , BF 
CIRCLE (3S2, 20S), 16, 2, .65, 2.5 
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END SUB 
'*** print milepost message 
LOCATE 21, 43 
PRINT "WHISTLE POST" 
SUB WhisPost 
END SUB 
'*** blank out whistle post and milepost area 
LINE (301, 182)-STEP(166, 110), 0, BF 
'*** draw whistle post 
LINE (385, 200)-STEP(10, 10), , BF 
LINE (365, 210)-STEP(50, 40), , B 
LINE (385, 250)-STEP(10, 30), , BF 
'*** draw the "W" 
LINE (368, 214)-STEP(S, 32) 
LINE STEP(O, 0)-STEP(4, 0) 
LINE STEP(O, O)-STEP(S, -16) 
LINE STEP(O, 0)-STEP(4, 0) 
LINE STEP(O, O)-STEP(S, 16) 
LINE STEP(O, 0)-STEP(4, 0) 
LINE STEP(O, O)-STEP(S, -32) 
LINE STEP(O, 0)-STEP(-4, 0) 
LINE STEP(O, O)-STEP(-S, 24) 
LINE STEP(O, 0)-STEP(-6, -12) 
LINE STEP(O, 0)-STEP(-8, 0) 
LINE STEP(O, 0)-STEP(-6, 12) 
LINE STEP(O, O)-STEP(-S, -24) 
LINE STEP(O, 0)-STEP(-4, 0) 
PAINT (370, 216) 
'*** print whistle post message 
LOCATE 21, 44 
PRINT "WHISTLE POST" 
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DECLARE SUB SetAutoBr (brakeset!, increase!, init$) 
DECLARE SUB Graph7 () 
DECLARE SUB Graph8 () 
DECLARE SUB Graph9 () 
DECLARE SUB Graph10 () 
DECLARE SUB Scenar7 () 
DECLARE SUB Scenar8 () 
DECLARE SUB Scenar9 () 
DECLARE SUB ScenarlO () 
DECLARE SUB DefDect () 
DECLARE SUB DrwS~dTh ( ) 
DECLARE SUB DrwO~lBr () 
DECLARE SUB DrwIdiotLt () 
DECLARE SUB DrwGrOut () 
DECLARE SUB DrwFulLc () 
DECLARE SUB DrwDirDy () 
DECLARE SUB DrwIndLc ( ) 
DECLARE SUB ConvUppr (A AS STRING) 
DECLARE SUB GetResp7 (A AS STRING) 
DECLARE SUB GetResp8 (A AS STRING) 
DECLARE SUB GetResp9 (A AS STRING) 
DECLARE SUB GetResp10 (A AS STRING) 
DECLARE SUB setMaxSpd (A AS SINGLE) 
DECLARE SUB setPipe (A AS SINGLE, B AS SINGLE, C AS STRING) 
DECLARE SUB SetIndBr (A AS SINGLE, B AS SINGLE, C AS STRING) 
DECLARE SUB SetSrvBr (A AS SINGLE, B AS SINGLE, C AS STRING) 
DECLARE SUB SetOil (A AS SINGLE, B AS SINGLE, C AS STRING) 
DECLARE SUB SetFuel (A AS SINGLE, B AS SINGLE, C AS STRING) 
DECLARE SUB SetLoad (A AS SINGLE, B AS SINGLE, C AS STRING) 
DECLARE SUB SetDynBr (A AS SINGLE, B AS SINGLE, C AS STRING) 
DECLARE SUB SetThrot (A AS SINGLE, B AS SINGLE, C AS STRING) 
DECLARE SUB SetSpeed (A AS SINGLE, B AS SINGLE, C AS STRING) 
DECLARE SUB Loco (A AS SINGLE, B AS SINGLE) 
DECLARE SUB BlankLoco (A AS SINGLE, B AS SINGLE) 
DECLARE SUB BlankCar (A AS SINGLE, B AS SINGLE) 
DECLARE SUB Car (A AS SINGLE, B AS SINGLE) 
DECLARE SUB StarBurst (A AS SINGLE; B AS SINGLE) 
DECLARE SUB BlankBurst (A AS SINGLE, B AS SINGLE) 
DECLARE SUB Milepost (A AS STRING, B AS STRING, C AS STRING, 
D AS STRING, E AS STRING) 
DECLARE SUB SetDefDec (A AS SINGLE, B AS SINGLE, C AS 
SINGLE) 
DECLARE SUB CrosBuck () 
DECLARE SUB WhisPost () 
DECLARE SUB WhisPos2 ( ) 
DECLARE SUB SigUpDwn () 
DECLARE SUB SigUpDw2 () 
DECLARE SUB SigUpDw3 () 
DECLARE SUB SigUpDw4 () 
KEY OFF: CLS : CLOSE: SCREEN 9: COLOR 2, 0 -
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'*********************************************************** 
********* 
'* GRAFTX3: PRESENT THE THIRD TEXT AND GRAPHIC SIMULATION 
* '* AUTHOR: KEN ORGANES 
* '* COURSE: MASTERS THESIS - INFORMATION SYSTEMS 
* '* SEMEST: WINTER, 1991 
* '*********************************************************** 
********* 
OPEN "A:GRAFTEXT" FOR APPEND AS #1 
'*** fill uppercase conversion table 
DIM SHARED uppcas$(26, 2) 
FOR I = 1 TO 26 
READ uppcas$(I, 1) 
NEXT I 
DATA a,b,c,d,e,f,g,h,i,j,k,l,m,n,o,p,q,r,s,t,u,v,w,x,y,z 
FOR I = 1 TO 26 
READ uppcas$(I, 2) 
NEXT I 
DATA A,B,C,D,E,F,G,H,I,J,K,L,M,N,O,P,Q,R,S,T,U,V,W,X,Y,Z 
'*** call the seventh scenario 
CALL Scenar7 
'*** call the seventh text and graphical screen interface 
CALL Graph7 
BEEP 
'*** call the subroutine to get the seventh response 
CALL GetResp7(response$) 
'*** call the eighth scenario 
CALL Scenar8 
'*** call the eighth text and graphical screen interface 
CALL Graph8 
BEEP 
'*** call the subroutine to get the eighth r~sponse 
CALL GetResp8(response$) 
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'*** call the ninth scenario 
CALL Scenar9 
'*** call the ninth text and graphical screen interface 
CALL Graph9 
BEEP 
'*** call the subroutine to get the ninth response 
CALL GetResp9(response$) 
'*** call the tenth scenario 
CALL Scenar10 
'*** call the tenth text and graphical screen interface 
CALL Graph10 
BEEP 
'*** call the subroutine to get the tenth response 
CALL GetResp10(response$) 
'*** print the results of the simulations 
PRINT #1, responseS 
CLOSE 
CLS 
PRINT "One moment please .•. " 
'*** call subroutine to gather user-preference data 
CHAIN "GRTXPREF" 
END 
SUB BlankBurst (across, down) 
'*** draw a starburst to represent slack action 
K = across 
L = down 
LINE (K, L)-STEP(3, 3) , 
LINE STEP(O, 0)-STEP(4, 
LINE STEP(O, O)-STEP(-l, 
LINE STEP(O, 0)-STEP(4, 
LINE STEP(O, 0)-STEP(-2, 
LINE STEP(O, 0)-STEP(4, 
LINE STEP(O, 0)-STEP(-5, 
LINE STEP(O, 0)-STEP(-5, 
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0 
-2) , 0 
6) , 0 
0) , 0 
2) , 0 
4) , 0 
-2), 0 
3) , 0 
LINE STEP(O, O)-STEP(O, -3) , 0 
LINE STEP(O, 0)-STEP(-6, 0) , 0 
LINE STEP(O, 0)-STEP(6, -4), 0 
LINE STEP(O, 0)-STEP(-6, 0) , 0 
LINE STEP(O, O)-(K, L) , 0 
END SUB 
SUB BlankCar (across, down) 
END SUB 
'*** draw car - blanked out (color 
K = across 
L = down 
M = K + 80 
N = L + 11 
LINE (K, L)-STEP(80, 13), 0, BF 
LINE (M, N)-STEP(10, 2), 0, BF 
M = M - 90 
LINE (M, N)-STEP(10, 2), 0, BF 
'*** draw wheels - blanked out 
L = L + 17 
K = K + 5 
CIRCLE (K, L) , 4, 0 
K = K + 10 
CIRCLE (K, L) , 4, 0 
K = K + 50 
CIRCLE (K, L) , 4, 0 
K = K + 10 
CIRCLE (K, L) , 4, 0 
= 0) 
SUB BlankLoco (across, down) 
'*** draw locomotive blanked out (all colors = 0) 
K = across 
L = down 
M = K + 5 
N = L + 5 
o = K + 95 
P = L + 7 
LINE (K, L)-STEP(77, 0), 0 
LINE STEP(O, O)-STEP(O, 2), 0 
LINE STEP(O, 0)-STEP(-2, 0), 0 
LINE STEP(O, O)-STEP(O, 4), 0 
LINE STEP(O, 0)-STEP(10, 0), 0 
LINE STEP(O, O)-STEP(O, 5), 0 
LINE STEP(O, 0)-STEP(5, 0), 0 
LINE STEP(O, O)-STEP(O, 2), 0 
LINE STEP(O, 0)-STEP(-100, 0), 0 
LINE STEP(O, O)-STEP(O, -2), 0 
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END SUB 
LINE STEP(O, 0)-STEP(10, 0), 0 
LINE STEP(O, O)-(K, L), 0 
PAINT (M, N), 0 
'*** draw wheels 
L = L + 17 
K = K + 5 
CIRCLE (K, L) , 4, 0 
K = K + 10 
CIRCLE (K, L) , 4, 0 
K = K + 50 
CIRCLE (K, L) , 4, 0 
K = K + 10 
CIRCLE (K, L) , 4, 0 
'*** draw arrow for direction 
LINE (0, P)-STEP(10, 2), 0, BF 
o = 0 + 10 
P = P - 2 
LINE (0, P)-STEP(O, -1), 0 
LINE STEP(O, 0)-STEP(4, 4), 0 
LINE STEP(O, 0)-STEP(-4, 4), 0 
LINE STEP(O, 0)-(0, P), 0 
M = 0 + 2 
N = P + 2 
PAINT (M, N), 0 
SUB Car (across, down) 
END SUB 
'*** draw car 
K = across 
L = down 
M = K + 80 
N = L + 11 
LINE (K, L)-STEP(80, 13), , BF 
LINE (M, N)-STEP(10, 2), , BF 
M = M - 90 
LINE (M, N)-STEP(10, 2), , BF 
'*** draw wheels 
L = L + 17 
K = K + 5 
CIRCLE (K, L), 4 
K = K + 10 
CIRCLE (K, L), 4 
K = K + 50 
CIRCLE (K, L), 4 
K = K + 10 
CIRCLE (K, L), 4 
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SUB ConvUppr (A$) 
'*** convert answer string to upper case 
END SUB 
FOR I = 1 TO 26 
IF A$ = uppcas$(I, 1) THEN EXIT FOR 
NEXT I 
IF I > 26 THEN EXIT SUB 
A$ = uppcas$(I, 2) 
SUB CrosBuck 
'*** draw crossbuck 
END SUB 
LINE (345, 200)-STEP(10, 80), 2, BF 
LINE (315, 210)-STEP(70, 35), 2 
LINE STEP(O, O)-STEP(O, -10), 2 
LINE STEP(O, 0)-STEP(-70, -35), 2 
LINE STEP(O, 0)-(315, 210), 2 
LINE (385, 210)-STEP(-70, 35), 2 
LINE STEP(O, O)-STEP(O, -10), 2 
LINE STEP(O, 0)-STEP(70, -35), 2 
LINE STEP(O, 0)-(385, 210), 2 
SUB DefDect 
END SUB 
'*** blank out whistle post and milepost area 
LINE (301, 182)-STEP(166, 110), 0, BF 
'*** draw house for defect detector 
LINE (330, 212)-STEP(80, 65), , B 
LINE (330, 212)-STEP(-10, 0) 
LINE STEP(O, 0)-STEP(50, -25) 
LINE STEP(O, 0)-STEP(50, 25) 
LINE STEP(O, 0)-STEP(-10, 0) 
LINE (410, 214)-STEP(30, 3), , BF 
'*** draw lantern 
CIRCLE (437, 220), 4 
CIRCLE (437, 230), 10 
PAINT (437, 230), 2 
LINE (417, 230)-STEP(40, 0), 2 
LINE (420, 220)-STEP(33, 20), 2 
LINE (455, 220)-STEP(-33, 20), 2 
'*** print defect detector message 
LOCATE 21, 42 
PRINT "DEFECT DETECTOR" 
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SUB DrwDirBy 
END SUB 
'*** print headings for direction and dynamic 
braking 
LOCATE 5, 52 
PRINT "DYNAMIC BRAKING:" 
LOCATE 6, 1 
PRINT "DIRECTION" 
LOCATE 6, 30 
PRINT "FORWARD" 
'*** print scale for dynamic braking 
LOCATE 7, 43 
PRINT "0 S 1 2 3 4 5 6 
'*** draw box for dynamic braking 
LINE (337, 70)-STEP(290, 14), 2, B 
'*** draw scale for dynamic braking 
FOR I = 372 TO 605 STEP 32 
LINE (I, 84)-(1, 77), 2 
LINE (I + 1, 84)-(1 + 1, 77), 2 
NEXT I 
'*** draw box for direction indicator 
LINE (95, 70)-STEP(100, 16), 2, BF 
7 8" 
'*** draw forward arrow for direction indicator 
LINE (195, 70)-STEP(0, -6), 2 
LINE STEP(O, 0)-STEP(15, 14), 2 
LINE STEP(O, 0)-STEP(-15, 14), 2 
LINE STEP(O, 0)-(195, 70), 2 
PAINT (200, 75), 2 
SUB DrwFulLc 
'*** print heading for fuel remaining and load 
current 
LOCATE 9, 9 
PRINT "FUEL REMAINING:" 
LOCATE 9, 44 
PRINT "LOAD CURRENT (AMPS DC x 100):" 
'*** print scale for fuel remaining and load current 
LOCATE 11, 1 
PRINT "E 1/2 F" 
LOCATE 11, 45 
PRINT "9 6 3 0 3 6 9 12 15" 
'*** draw box fuel remaining 
LINE (0, 126)-STEP(288, 13), 2, B 
181 
END SUB 
'*** draw scale for fuel remaining 
FOR I = 72 TO 230 STEP 72 
LINE (I, 139)-(I, 130), 2 
LINE (I + 1, 139)-(I + 1, 130), 2 
NEXT I 
FOR I = 36 TO 260 STEP 36 
LINE (I, 139)-(I, 134), 2 
NEXT I 
'*** draw box for load current 
LINE (325, 126)-STEP(314, 13), 2, B 
'*** draw scale for load current 
FOR I = 355 TO 615 STEP 32 
LINE (I, 139)-(I, 132), 2 
LINE (I + 1, 139)-(I + 1, 132), 2 
NEXT I 
SUB DrwGrOut 
END SUB 
'*** draw outline for graphics (crossing and stick 
man) 
LINE (300, 180)-STEP(335, 115), 2, B 
LINE (468, 180)-STEP(0, 115), 2 
SUB DrwIdiotLt 
END SUB 
'*** draw idiot lights (outlines) 
FOR I = 5 TO 639 STEP 99 
LINE (I, 322)-STEP(40, 23), 2, B 
NEXT I 
SUB DrwIndLc 
'*** print heading for independent brake and load 
current 
PRINT "" 
PRINT" INDEPENDENT BRAKE:"; SPC(24); "LOAD CURRENT 
(AMPS DC x 100):" 
'*** print scale for brake and load current 
PRINT "" 
PRINT "REL APPLICATION FULL"; 
SPC(8); "9 6 3 0 3 6 9 12 15" 
'*** draw box for independent brake 
LINE (0, 126)-STEP(288, 13), , B 
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END SUB 
'*** draw scale for independent brake 
LINE (25, 139)-STEP(1, -9), , BF 
LINE (250, 139)-STEP(1, -9), , BF 
'*** draw box for load current 
LINE (325, 126)-STEP(314, 13), 2, B 
'*** draw scale for load current 
FOR I = 355 TO 615 STEP 32 
LINE (I, 139)-(1, 132), 2 
LINE (I + 1, 139)-(1 + 1, 132), 2 
NEXT I 
SUB DrwOilBr 
'*** print top scale for oil, independent braking 
and brake pipe 
LOCATE 13, 1 
PRINT "0 10 20 30 40 50 60 70 80 90 100" 
'*** print headings for oil, independent braking and 
brake pipe, and 
'*** print bottom scale for oil, independent braking 
and brake pipe 
LOCATE 15, 1 
PRINT " " 
LOCATE 15, 1 
PRINT "OIL:" 
LOCATE 17, 1 
PRINT " " 
LOCATE 17, 1 
PRINT "INDEPENDENT BRAKING:" 
LOCATE 19, 1 
PRINT " " 
LOCATE 19, 1 
PRINT "BRAKE PIPE:" 
'*** draw box for oil, independent braking and brake 
pipe 
LINE (0, 180)-STEP(240, 114), 2, B 
'*** draw scale for oil, independent braking and 
brake pipe 
FOR I = 24 TO 220 STEP 24 
LINE (I, 180)-(1, 190), 2 
LINE (I + 1, 180)-(1 + 1, 190), 2 
NEXT I 
FOR I = 24 TO 220 STEP 24 
LINE (I, 294)-(1, 284), 2 
LINE (I + 1, 294)-(1 + 1, 284), 2 
NEXT I 
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END SUB 
FOR I = 12 TO 230 STEP 12 
LINE (I, 180)-(I, 185), 2 
NEXT I 
FOR I = 12 TO 230 STEP 12 
LINE (I, 294)-(I, 289), 2 
NEXT I 
SUB DrwSpdTh 
END SUB 
'*** print headings for speed and throttle 
LOCATE 1, 12 
PRINT "SPEED (MPH):" 
LOCATE 1, 57 
PRINT "THROTTLE:" 
'*** print scale for speed and throttle 
LOCATE 3, 4 
PRINT "10 20 30 40 50 60 70 80" 
LOCATE 3, 43 
PRINT ItS I 1 2 3 4 5 6 
LOCATE 4, 16 
PRINT "MAX:" 
'*** draw box for speed 
LINE (0, 14)-STEP(288, 13), 2, B 
'*** draw scale for speed 
FOR I = 32 TO 280 STEP 32 
LINE (I, 27)-{I, 20) , 2 
LINE (I + 1, 27)-(I + 1, 20) , 
NEXT I 
FOR I = 16 TO 280 STEP 16 
LINE (I, 27)-(I,24), 2 
NEXT I 
'*** draw box for throttle 
LINE (337, 14)-STEP(290, 13), 2, B 
'*** draw scale for throttle 
FOR I = 372 TO 605 STEP 32 
LINE (I, 27)-(I, 20), 2 
2 
LINE (I + 1, 27)-(I + 1, 20), 2 
NEXT I 
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SUB GetResplO (response$) 
'***subroutine to get the tenth response 
CLS 
END SUB 
DO 
LOOP 
PRINT "Given the indicators in the previous 
simulation, indicate the action" PRINT "that 
the train is now taking:" 
PRINT "" 
PRINT "A. The train is backing up at 12 MPH. 
The throttle is at the number 2" 
PRINT" notch. The load current is at 410 
AMPS." 
PRINT "" 
PRINT "B. The train is going 48 MPH and 
slowing. The throttle is at idle. The" 
PRINT" dynamic brake is set to 4. The 
load current is -590 AMPS." 
PRINT "" 
PRINT "C. The train is going a steady 57 
MPH. The throttle is notched to 6." 
PRINT" The independent brake is in 
service application." 
PRINT "" 
PRINT "D. The train is going 33 MPH and 
gaining speed. The throttle is notched" 
PRINT" to 8 (full throttle). The load 
current is up to 615 AMPS." 
PRINT "" 
INPUT "Enter response: "; A$ 
'*** convert answer to upper case 
CALL ConvUppr(A$) 
IF A$ = "A" OR A$ = "B" OR A$ = "c" OR A$ = 
"0" THEN EXIT DO 
CLS 
PRINT "Response must be A, B, C, or D" 
PRINT "" 
responseS = responseS + ",RIO." + A$ 
SUB GetResp7 (response$) 
'***subroutine to get the seventh response 
CLS 
DO 
PRINT "Given the indicators in the previous 
simulation, the best action now" PRINT 
"would be to:" 
PRINT "" 
PRINT "A. Notch throttle down to idle and 
apply dynamic brake on downgrades" 
PRINT" to control speed and avoid slack 
action." 
PRINT "" 
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END SUB 
LOOP 
PRINT "B. Apply automatic train brake at 
full application." 
PRINT "" 
PRINT "C. Decrease throttle 1 notch at a 
time until set to notch 3." 
PRINT "" 
PRINT "D. Sound crossing signal." 
PRINT .... 
INPUT "Enter response: "; A$ 
'*** convert answer to 
CALL convUppr(A$) 
upper case 
IF A$ = "A" OR A$ = "B" OR A$ = "c" OR 
"0" THEN EXIT DO 
CLS 
PRINT "Response must be A, B, C, or 0" 
PRINT "" 
A$ 
responseS = responseS + ",R7." + A$ 
= 
SUB GetRespS (response$) 
'***subroutine to get the eighth response 
- CLS 
END SUB 
DO 
LOOP 
PRINT "Given the indicators in the previous 
simulation, the best action now" PRINT 
"would be to:" 
PRINT "" 
PRINT "A. stop the train. Examine hot box 
condition." 
PRINT "" 
PRINT "B. Notch throttle up to S (full 
throttle)." 
PRINT "" 
PRINT "c. Notch throttle down to idle. Set 
dynamic braking to 3." 
PRINT "" 
PRINT "D. Radio dispatcher with position of 
last signal passed and be governed" 
PRINT" by his instructions." 
PRINT "" 
INPUT "Enter response: "; A$ 
'*** convert answer to upper case 
CALL convUppr(A$) 
IF A$ = "A" OR A$ = "B" OR A$ = "C" OR A$ = 
"0" THEN EXIT DO 
CLS 
PRINT "Response must be A, B{ C, or 0" 
PRINT "" 
responseS = responseS + ",RS." + A$ 
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SUB GetResp9 (response$) 
'***subroutine to get the ninth response 
CLS 
DO 
LOOP 
PRINT "Given the indicators in the previous 
simulation, the best action now" PRINT 
"would be to:" 
PRINT .... 
PRINT "A. Sound crossing signal." 
PRINT .... 
PRINT "B. continue at current throttle and 
brake settings." 
PRINT .... 
PRINT "C. Decrease throttle to idle. Apply 
dynamic brake one notch at a time" 
PRINT" until train begins to slow." 
PRINT .... 
PRINT "D. Increase throttle 2 notches. 
Apply sanding." 
PRINT .... 
INPUT "Enter response: "; A$ 
'*** convert answer to upper case 
CALL convUppr(A$) 
IF A$ = "A" OR A$ = "B" OR A$ = .. c.. OR A$ = 
"0" THEN EXIT DO 
CLS 
PRINT "Response must be A, B, C, or 0" 
PRINT .... 
responseS = responseS + ",R9." + A$ 
END SUB 
SUB Graph10 
'*** present the tenth purely graphic simulation to 
the subject 
CLS 
'*** draw indicators for speed and throttle 
CALL OrwSpdTh 
'*** draw indicators for direction and dynamic 
braking 
CALL OrwOiroy 
'*** draw independent braking and load current 
CALL OrwIndLc 
'*** draw indicators for oil, independent braking 
and brake pipe 
CALL OrwOilBr 
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brake 
current 
setting 
'*** draw outline for graphics (stickman and whistle 
post) 
CALL DrwGrOut 
'*** draw idiot lights 
CALL DrwldiotLt 
'*** print indicator for direction stopped 
LOCATE 6, 30 
PRINT "STOPPED" 
'*** blank out forward arrow for direction indicator 
LINE (195, 70)-STEP(0, -6), 0 
LINE STEP(O, 0)-STEP(15, 14), 0 
LINE STEP(O, 0)-STEP(-15, 14), 0 
LINE STEP(O, 0)-(195, 70), 0 
PAINT (200, 75), 0 
'*** call subroutine for setting initial service 
init$ = "I" 
increase = 10.8 
CALL SetSrvBr(brakeset, increase, init$) 
'*** call subroutine for setting of initial load 
init$ = "I" 
loadset = 0 
increase = 0 
CALL SetLoad(loadset, increase, init$) 
'*** call subroutine for initial dynamic brake 
init$ = "I" 
dynset = 0 
increase = 0 
CALL SetDynBr(dynset, increase, init$) 
'*** call subroutine for setting initial oil 
pressure 
setting 
init$ = "I" 
increase = 93 
CALL SetOil(oilset, increase, init$) 
'*** call subroutine for initial ind~pendent braking 
init$ = "I" 
indset = 0 
increase = 72 
CALL setlndBr(indset, increase, init$) 
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setting 
'*** call subroutine for initial brake pipe pressure 
init$ = "I" 
increase = 91 
CALL setPipe(pipeset, increase, init$) 
'*** call subroutine for initial speed setting 
init$ = "I" 
speed = 0 
increase = 0 
CALL SetSpeed(speed, increase, init$) 
'*** set the maximum speed 
maxspeed = 60 
CALL SetMaxSpd(maxspeed) 
'*** call subroutine for initial throttle setting 
init$ = "I" 
throtset = 0 
increase = 0 
CALL SetThrot(throtset, increase, init$) 
'*** timer delay 
FOR J = 1 TO 5000 
NEXT J 
'*** call stickman figure to stop 
CALL SigUpDw2 
'*** timer delay 
FOR J = 1 TO 10000 
NEXT J 
'*** call stickman figure to proceed slowly 
CALL SigUpDw3 
'*** call subroutine for releasing service brake 
init$ = "c" 
increase = -10.75 
CALL SetSrvBr(brakeset, increase, init$) 
'*** call subroutine for initial independent braking 
setting 
init$ = "c" 
increase = -72 
CALL SetlndBr(indset, increase, init$) 
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'*** call subroutine for applying throttle 
init$ = "C" 
increase = 1 
CALL SetThrot(throtset, increase, init$) 
FOR J = 1 TO 1000 
NEXT J 
CALL SetThrot(throtset, increase, init$) 
'*** draw forward arrow for direction indicator 
LINE (195, 70)-STEP(0, -6), 2 
LINE STEP(O, O)-STEP(ls, 14), 2 
LINE STEP(O, O)-STEP(-ls, 14), 2 
LINE STEP(O, 0)-(195, 70), 2 
PAINT (200, 75), 2 
LOCATE 6, 30 
PRINT "FORWARD" 
'*** call subroutine for setting of load current 
init$ = "c" 
loadset = 0 
increase = .5 
CALL SetLoad(loadset, increase, init$) 
'*** call subroutine for changing speed setting 
init$ = "c" 
increase = 3 
CALL SetSpeed(speed, increase, init$) 
'*** release throttle 
init$ = "c" 
increase = 1 
CALL SetThrot(throtset, increase, init$) 
FOR J = 1 TO 1000 
NEXT J 
CALL SetThrot(throtset, increase, init$) 
'*** call subroutine for changing load current 
init$ = "c" 
increase = .25 
CALL setLoad(loadset, increase, init$) 
'*** call subroutine for changing speed setting 
init$ = "c" 
increase = 4 
CALL SetSpeed(speed, increase, init$) 
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'*** call subroutine for changing load current 
init$ = "c" 
increase = .5 
CALL SetLoad(loadset, increase, init$) 
'*** call subroutine for changing speed setting 
init$ = "c" 
increase = 5 
CALL SetSpeed(speed, increase, init$) 
init$ = "C" 
increase = -1 
CALL SetThrot(throtset, increase, init$) 
FOR J = 1 TO 1000 
NEXT J 
CALL SetThrot(throtset, increase, init$) 
'*** call subroutine for changing speed setting 
init$ = "c" 
increase = -2 
CALL SetSpeed(speed, increase, init$) 
'*** call stickman figure for go 
CALL SigUpOWn 
'*** release throttle 
init$ = "c" 
increase = 1 
CALL SetThrot(throtset, increase, init$) 
FOR J = 1 TO 1000 
NEXT J 
CALL SetThrot(throtset, increase, init$) 
'*** call subroutine for changing load current 
init$ = "c" 
increase = .2 
CALL SetLoad(loadset, increase, init$) 
increase = 1 
CALL SetThrot{throtset, increase, init$) 
FOR J = 1 TO 1000 
NEXT J 
CALL SetThrot(throtset, increase, init$) 
'*** call subroutine for changing speed setting 
init$ = "c" 
increase = 4 
CALL setSpeed(speed, increase, init$) 
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'*** call subroutine for changing load current 
init$ = "c" 
increase = .1 
CALL SetLoad(loadset, increase, init$) 
'*** call subroutine for changing speed setting 
init$ = "C" 
increase = 5 
CALL setspeed(speed, increase, init$) 
'*** increase throttle 
init$ = "c" 
increase = 1 
CALL SetThrot(throtset, increase, init$) 
'*** call subroutine for changing load current 
init$ = "C" 
increase = .1 
CALL SetLoad(loadset, increase, init$) 
'*** call subroutine for changing speed setting 
init$ = "c" 
increase = 4 
CALL SetSpeed(speed, increase, init$) 
'*** call subroutine for changing load current 
init$ = "c" 
increase = .1 
CALL SetLoad(loadset, increase, init$) 
'*** call subroutine for changing speed setting 
init$ = "c" 
increase = 5 
CALL SetSpeed(speed, increase, init$) 
'*** blink idiot light for wheel slip 
FOR I = 1 TO 4 
LINE (SOl, 323)-STEP(38, 21), 2, BF 
LOCATE 23, 62 
PRINT "WHL SLIP" 
increase = -.5 
CALL SetLoad(loadset, increase, init$) 
LINE (501, 323)-STEP(38, 21), 0, BF 
LOCATE 23, 62 
PRINT " " 
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increase = .5 
CALL SetLoad(loadset, increase, init$) 
NEXT I 
LINE (501, 323)-STEP(38, 21), 2, BF 
LOCATE 23, 62 
PRINT "WHL SLIP" 
increase = -.5 
CALL SetLoad(loadset, increase, init$) 
'*** blink idiot light for sanding 
FOR I = 1 TO 4 
NEXT I 
LINE (6, 323)-STEP(38, 21), 2, BF 
LOCATE 23, 1 
PRINT "SANDING" 
FOR J = 1 TO 1500 
NEXT J 
LINE (6, 323)-STEP(38, 21), 0, BF 
LOCATE 23, 1 
PRINT " " 
FOR J = 1 TO 1500 
NEXT J 
LINE (501, 323)-STEP(38, 21), 0, BF 
LOCATE 23, 62 
PRINT " " 
increase = .5 
CALL SetLoad(loadset, increase, init$) 
'*** display milepost 
num1$ = " " num2$ = "5" 
num3$ = "8" 
num4$ = "8" 
num5$ = " " 
CALL Milepost(num1$, num2$, num3$, num4$, num5$) 
'*** call subroutine for changing throttle setting 
init$ = "C" 
increase = 1 
CALL SetThrot(throtset, increase, init$) 
'*** call subroutine for changing of load current 
init$ = "C" 
increase = .3 
CALL SetLoad(loadset, increase, initS) 
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END SUB 
'*** call subroutine for changing speed setting 
init$ = "C" 
increase = 5 
CALL SetSpeed(speed, increase, init$) 
'*** timer delay 
FOR J = 1 TO 10000 
NEXT J 
SUB Graph7 
'*** present the seventh purely graphic simulation to the 
subject 
CLS 
'*** draw indicators for speed and throttle 
CALL DrwSpdTh 
'*** draw indicators for direction and dynamic 
braking 
CALL DrwDirDy 
'*** draw indicators for fuel remaining and load 
current 
CALL DrwFulLc 
'*** draw indicators for oil, independent braking 
and brake pipe 
CALL DrwOilBr 
'*** draw outline for graphics (stickman and whistle 
post) 
CALL DrwGrOut 
'*** print grade 
LOCATE 23, 30 
PRINT "GRADE: 1.0% (DESCENDING)" 
'*** draw grade for locomotive 
LINE (20, 343)-STEP(100, 1), , BF 
LINE (120, 343)-STEP(100, 1), , BF 
LINE (220, 345)-STEP(100, 1), , BF 
LINE (320, 347)-STEP(100, 1), , BF 
LINE (420, 345)-STEP(100, 1), , BF 
LINE (520, 343)-STEP(100, 1), , BF 
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'*** call subroutine for initial speed setting 
init$ = "I" 
increase = 38 
CALL SetSpeed(speed, increase, init$) 
'*** set the maximum speed 
maxspeed = 40 
CALL SetMaxSpd(maxspeed) 
'*** call subroutine for initial throttle setting 
init$ = "I" 
increase = 5 
CALL SetThrot(throtset, increase, init$) 
'*** call subroutine for initial dynamic brake 
init$ = "I" 
dynset = 0 
increase = 0 
CALL SetDynBr(dynset, increase, init$) 
'*** call subroutine for initial setting of load 
init$ = "I" 
loadset = 0 
increase = 1 
CALL SetLoad(loadset, increase, init$) 
'*** call subroutine for setting initial fuel level 
init$ = "I" 
increase = 6.5 
CALL SetFuel(fuelset, increase, init$) 
'*** call subroutine for setting initial oil 
init$ = "I" 
increase = 93 
CALL SetOil(oilset, increase, init$) 
'*** call subroutine for initial independent braking 
init$ = "I" 
indset = 0 
increase = 0 
CALL SetlndBr(indset, increase, init$) 
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'*** call subroutine for initial brake pipe pressure 
init$ = "I" 
increase = 91 
CALL SetPipe(pipeset, increase, init$) 
'*** call subroutine for milepost 
num1$ = " " num2$ = " " num3$ = "6" 
num4$ = "7" 
num5$ = " " 
CALL Milepost(num1$, num2$, num3$, num4$, num5$) 
'*** call subroutine for locomotive 
across = 230 
down = 324 
CALL Loco(across, down) 
'*** call subroutine for car 
across = 130 
down = 322 
CALL Car (across, down) 
'*** call subroutine for car 
across = 30 
down = 322 
CALL Car (across, down) 
'*** stickman signal for go ahead 
CALL SigUpDwn 
'*** call alternate whistle post 
CALL WhisPos2 
'*** call subroutine for changing speed setting 
init$ = "C" 
increase = 6 
CALL SetSpeed(speed, increase, init$) 
'*** call subroutine for initial setting of load 
init$ = "C" 
increase = -.25 
CALL SetLoad(loadset, increase, init$) 
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'*** re-display mile-post 
num1$ = " " num2$ = " " num3$ = "6" 
num4$ = "8" 
num5$ = " " 
CALL Milepost(num1$, num2$, num3$, num4$, num5$) 
'*** blank cars and locomotive 
across = 230 
down = 324 
CALL BlankLoco(across, down) 
across = 130 
down = 322 
CALL BlankCar(across, down) 
across = 30 
down = 322 
CALL BlankCar(across, down) 
'*** call subroutine for locomotive 
across = 330 
down = 326 
CALL Loco(across, down) 
'*** call subroutine for car 
across = 230 
down = 324 
CALL Car(across, down) 
'*** call subroutine for car 
across = 130 
down = 322 
CALL Car (across, down) 
'*** print grade 
LOCATE 23, 30 
PRINT "GRADE: 1. 0% (DESCENDING)" 
'*** call subroutine for changing speed setting 
init$ = "c" 
increase = 2 
CALL SetSpeed(speed, increase, init$) 
'*** call subroutine for changing load current 
init$ = "c" 
increase = -.1 
CALL SetLoad(loadset, increase, init$) 
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'*** call subroutine for changing brake pipe 
pressure setting 
current 
init$ = "c" 
increase = -12 
CALL SetPipe(pipeset, increase, init$) 
'*** blank cars and locomotive 
across = 330 
down = 326 
CALL BlankLoco(across, down) 
across = 230 
down = 324 
CALL BlankCar(across, down) 
across = 130 
down = 322 
CALL BlankCar(across, down) 
'*** call subroutine for locomotive 
across = 430 
down = 324 
CALL Loco(across, down) 
'*** call subroutine for car 
across = 330 
down = 326 
CALL Car(across, down) 
'*** call subroutine for car 
across = 230 
down = 324 
CALL Car (across, down) 
'*** print grade 
LOCATE 23, 30 
PRINT "GRADE: 1.5% (ASCENDING) " 
'*** call subroutine for changing speed setting 
init$ = "c" 
increase = -4 
CALL SetSpeed(speed, increase, init$) 
'*** call subroutine for initial setting of load 
init$ = "C" 
increase = .3 
CALL SetLoad(loadset, increase, init$) 
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'*** call subroutine for changing brake pipe 
pressure setting 
init$ = "C" 
increase = 10 
CALL SetPipe(pipeset, increase, init$) 
'*** change milepost setting 
num1$ = " " num2$ = " " num3$ = "6" 
num4$ = "9" 
num5$ = " " 
CALL Milepost(numl$, num2$, num3$, num4$, num5$) 
'***simulate slack action by moving cars towards 
each other and 
'***placing starburst between 
'*** print slack action 
LOCATE 23, 55 
PRINT "SLACK ACTION" 
FOR I = 1 TO 5 
'***first - blank cars 
across = 330 
down = 326 
CALL BlankCar(across, down) 
across = 230 
down = 324 
CALL BlankCar(across, down) 
'***redraw cars - closer together 
across = 333 
down = 326 
CALL Car (across , down) 
across = 236 
down = 324 
CALL Car(across, down) 
'*** call subroutine for starbursts 
across = 320 
down = 320 
CALL StarBurst(across, down) 
across = 419 
down = 320 
CALL StarBurst(across, down) 
'*** timer delay 
FOR J = 1 TO 5000 
NEXT J 
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NEXT I 
'***blank cars - closer together 
across = 333 
down = 326 
CALL BlankCar(across, down) 
across = 236 
down = 324 
CALL BlankCar(across, down) 
'*** call subroutine to blank out starbursts 
across = 320 
down = 320 
CALL BlankBurst(across, down) 
across = 419 
down = 320 
CALL BlankBurst(across, down) 
'***re-draw cars - farther apart 
across = 330 
down = 326 
CALL Car (across , down) 
across = 230 
down = 324 
CALL Car (across, down) 
'*** timer delay 
FOR J = 1 TO 2000 
NEXT J 
'*** blank slack action 
LOCATE 23, 55 
PRINT " " 
'*** call subroutine for changing speed setting 
init$ = "C" 
increase = -3 
CALL SetSpeed(speed, increase, init$) 
'*** call subroutine for changing throttle setting 
init$ = "C" 
increase = 1 
CALL SetThrot(throtset, increase, init$) 
'*** call subroutine for changing setting of load 
init$ = "c" 
increase = .5 
CALL SetLoad(loadset, increase, init$) 
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END SUB 
'*** stickman signal for go ahead 
CALL SigUpDwn 
'*** call subroutine for blanking out locomotive 
across = 430 
down = 324 
CALL BlankLoco(across, down) 
'*** call subroutine for car 
across = 330 
down = 326 
CALL BlankCar(across, down) 
'*** call subroutine for car 
across = 230 
down = 324 
CALL BlankCar(across, down) 
'*** call subroutine for locomotive 
across = 530 
down = 322 
CALL Loco(across, down) 
'*** call subroutine for car 
across = 430 
down = 324 
CALL Car (across, down) 
'*** call subroutine for car 
across = 330 
down = 326 
CALL Car (across, down) 
'*** print grade 
LOCATE 23, 30 
PRINT "GRADE: 2.0% (ASCENDING) " 
'*** timer delay 
FOR J = 1 TO 10000 
NEXT J 
SUB GraphS 
'*** present the eigth purely graphic simulation to the 
subject 
CLS 
'*** draw indicators for speed and throttle 
CALL DrwSpdTh 
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'*** draw indicators for direction and dynamic 
braking 
CALL DrwDirDy 
'*** draw indicators for fuel remaining and load 
current 
CALL DrwFulLc 
'*** draw indicators for oil, independent braking 
and brake pipe 
CALL DrwOilBr 
'*** draw idiot lights 
CALL DrwldiotLt 
'*** draw outline for graphics (stickman and whistle 
post) 
CALL DrwGrOut 
'*** call subroutine for initial speed setting 
init$ = "I" 
increase = 42 
CALL SetSpeed(speed, increase, init$) 
'*** set the maximum speed 
maxspeed = 50 
CALL SetMaXSpd(maxspeed) 
'*** call subroutine for initial throttle setting 
init$ = "I" 
increase = 7 
CALL SetThrot(throtset, increase, init$) 
'*** call subroutine for initial dynamic brake 
setting 
current 
init$ = "I" 
dynset = 0 
increase = 0 
CALL SetDynBr(dynset, increase, init$) 
'*** call subroutine for initial setting of load 
init$ = "I" 
loadset = 0 
increase = 1.5 
CALL SetLoad(loadset, increase, init$) 
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'*** call subroutine for setting initial fuel level 
init$ = "I" 
increase = 4 
CALL SetFuel(fuelset, increase, init$) 
'*** call subroutine for setting initial oil 
pressure 
setting 
setting 
init$ = "I" 
increase = 93 
CALL Setoil(oilset, increase, init$) 
'*** call subroutine for initial independent braking 
init$ = "I" 
indset = 0 
increase = 0 
CALL setlndBr(indset, increase, init$) 
'*** call subroutine for initial brake pipe pressure 
init$ = "I" 
increase = 86 
CALL SetPipe(pipeset, increase, init$) 
'*** call subroutine for go signal 
CALL SigUpDwn 
'*** call subroutine for increasing speed 
init$ = "c" 
increase = 3 
CALL SetSpeed(speed, increase, init$) 
'*** draw alternative whistle post 
CALL WhisPos2 
'*** blink idiot light for wheel slip 
FOR I = 1 TO 4 
LINE (501, 323)-STEP(38, 21), 2, BF 
LOCATE 23, 62 
PRINT "WHL SLIP" 
init$ = "c" 
increase = -.5 
CALL SetLoad(loadset, increase, init$) 
LINE (501, 323)-STEP(38, 21), 0, BF 
LOCATE 23, 62 
PRINT " " 
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increase = .5 
CALL SetLoad(loadset, increase, init$) 
NEXT I 
LINE (501, 323)-STEP(38, 21), 2, BF 
LOCATE 23, 62 
PRINT "WHL SLIP" 
increase = -.5 
CALL SetLoad(loadset, increase, init$) 
'*** blink idiot light for sanding 
FOR I = 1 TO 5 
NEXT I 
LINE (6, 323)-STEP(38, 21), 2, BF 
LOCATE 23, 1 
PRINT "SANDING" 
FOR J = 1 TO 1500 
NEXT J 
LINE (6, 323)-STEP(38, 21), 0, BF 
LOCATE 23, 1 
PRINT " " 
FOR J = 1 TO 1500 
NEXT J 
LINE (501, 323)-STEP(38, 21), 0, BF 
LOCATE 23, 62 
PRINT " " 
'*** set load current back to original value 
increase = .5 
CALL setLoad(loadset, increase, init$) 
'*** display milepost 
numl$ = " " num2$ = "7" 
num3$ = "2" 
num4$ = "3" 
num5$ = " " 
CALL Milepost(numl$, num2$, num3$, num4$, num5$) 
'*** call subroutine for changing throttle setting 
init$ = "I" 
increase = -1 
CALL SetThrot(throtset, increase, init$) 
'*** call subroutine for changing of load current 
init$ = "I" 
increase = -.25 
CALL SetLoad(loadset, increase, init$) 
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'*** decrease speed slightly 
init$ = "C" 
increase = -2 
CALL Setspeed(speed, increase, init$) 
'*** stick man signal for go 
CALL SigUpDwn 
'*** increase speed slightly 
init$ = "c" 
increase = 3 
CALL setSpeed(speed, increase, init$) 
'*** draw house for defect detector 
CALL DefDect 
'*** timer delay 
FOR J = 1 TO 5000 
NEXT J 
'*** call subroutine for defect detector settings 
trnspeed = 46 
axles = 22 
trnlength = 72 
CALL setDefDec(trnspeed, axles, trnlength) 
'*** call subroutine for increasing speed 
init$ = "C" 
increase = 2 
CALL SetSpeed(speed, increase, init$) 
'*** blink idiot light for hot box 
FOR I = 1 TO 8 
NEXT I 
LINE (501, 323)-STEP(38, 21), 2, BF 
LOCATE 23, 62 
PRINT "HOT BOX" 
FOR J = 1 TO 1500 
NEXT J 
LINE (501, 323)-STEP(38, 21), 0, BF 
LOCATE 23, 62 
PRINT " " 
FOR J = 1 TO 1500 
NEXT J 
LINE (501, 323)-STEP(38, 21), 2, BF _ 
LOCATE 23, 62 
PRINT "HOT BOX" 
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'*** call subroutine for increasing speed 
init$ = "c" 
increase = 3 
CALL Setspeed(speed, increase, init$) 
'*** timer delay 
FOR J = 1 TO 10000 
NEXT J 
'*** blank out hot box light and message 
LINE (501, 323)-STEP(38, 21), 0, BF 
LOCATE 23, 62 
PRINT " " 
'*** blank out defect detector house 
LINE (301, 182)-STEP(166, 110), 0, BF 
'*** blank out indicators for oil, independent 
braking and brake pipe 
LINE (1, 190)-STEP(238, 94), 0, BF 
'*** re-print headings for oil, independent braking 
and speed 
LOCATE 15, 1 
PRINT " " 
LOCATE 15, 1 
PRINT "OIL" 
LOCATE 17, 1 
PRINT " " 
LOCATE 17, 1 
PRINT "INDEPENDENT BRAKING" 
LOCATE 19, 1 
PRINT " " 
LOCATE 19, 1 
PRINT "BRAKE PIPE" 
'*** call subroutine for re-setting initial oil 
init$ = "I" 
oilset = 0 
increase = 93 
CALL SetOil(oi1set, increase, init$) 
'*** call subroutine for re-setting initial 
independent braking 
init$ = "I" 
indset = 0 
increase = 0 
CALL setlndBr(indset, increase, init$) 
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'*** call subroutine for re-setting initial brake 
pipe pressure 
init$ = "I" 
pipeset = 0 
increase = 86 
CALL setPipe(pipeset, increase, init$) 
'*** redraw left line of box for oil, independent 
braking and brake pipe 
LINE (0, 180)-STEP(O, 114) 
'*** display milepost 
num1$ = II " num2$ = "7" 
num3$ = "2" 
num4$ = "4" 
num5$ = II " 
CALL Milepost(num1$, num2$, num3$, num4$, num5$) 
'*** timer delay 
FOR J = 1 TO 10000 
NEXT J 
END SUB 
SUB Graph9 
'*** present the ninth purely graphic simulation to the 
subject 
CLS 
'*** draw indicators for speed and throttle 
CALL DrwSpdTh 
'*** draw indicators for direction and dynamic 
braking 
CALL DrwDirDy 
'*** draw indicators for oil, independent braking 
and brake pipe 
CALL DrwOilBr 
'*** draw outline for graphics (stickman and whistle 
post) 
CALL DrwGrOut 
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'*** print heading for automatic brake and load 
current 
LOCATE 9, 6 
PRINT "AUTOMAT I C BRAKE:" 
LOCATE 9, 45 
PRINT "LOAD CURRENT (AMPS DC x 100):" 
'*** print sub-heading for brake and load current 
PRINT "" 
PRINT "REL MIN SERVICE FULL HOFF EMER": 
SPC(8): "9 6 3 0 3 6 9 12 15" 
'*** print grade 
LOCATE 23, 30 
PRINT "GRADE: 0.3% (ASCENDING) " 
'*** draw box for automatic brake 
LINE (0, 126)-STEP(288, 13), , B 
'*** draw scale for automatic brake 
LINE (25, 139)-STEP(I, -9), , BF 
LINE (60, 139)-STEP(l, -9), , BF 
LINE (180, 139)-STEP(l, -9), , BF 
LINE (215, 139)-STEP(l, -9), , BF 
LINE (250, 139)-STEP(l, -9), , BF 
'*** draw box for load current 
LINE (325, 126)-STEP(314, 13), 2, B 
'*** draw scale for load current 
FOR I = 355 TO 615 STEP 32 
LINE (I, 139)-(1, 132), 2 
LINE (I + I, 139)-(1 + I, 132), 2 
NEXT I 
'*** draw grade for locomotive 
LINE (20, 347)-STEP(100, I), , BF 
LINE (120, 345)-STEP(100, I), , BF 
LINE (220, 343)-STEP(100, I), , BF 
LINE (320, 341)-STEP(100, I), , BF 
LINE (420, 343)-STEP(100, I), , BF 
LINE (520, 345)-STEP(100, I), , BF 
'*** call subroutine for initial speed setting 
init$ = "I" 
increase = 34 
CALL SetSpeed(speed, increase, init$~ 
'*** set the maximum speed 
maxspeed = 40 
CALL SetMaxSpd(maxspeed) 
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'*** call subroutine for initial throttle setting 
init$ = "I" 
increase = 8 
CALL SetThrot{throtset, increase, init$) 
'*** call subroutine for initial setting of load 
init$ = "I" 
loadset = 0 
increase = 2.5 
CALL SetLoad{loadset, increase, init$) 
'*** call subroutine for initial dynamic brake 
init$ = "I" 
dynset = 0 
increase = 0 
CALL setDynBr{dynset, increase, init$) 
'*** call subroutine for initial setting of 
automatic brake 
init$ = "I" 
brakeset = 0 
increase = 1 
CALL SetAutoBr{brakeset, increase, init$) 
'*** call subroutine for setting initial oil 
init$ = "I" 
increase = 96 
CALL SetOil{oilset, increase, init$) 
'*** call subroutine for initial independent braking 
setting 
setting 
init$ = "I" 
indset = 0 
increase = 0 
CALL SetlndBr{indset, increase, init$) 
'*** call subroutine for initial brake pipe pressure 
init$ = "I" 
increase = 89 
CALL setPipe{pipeset, increase, init$) 
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'*** call subroutine for milepost 
num1$ = " " num2$ = "1" 
num3$ = "0" 
num4$ = "1" 
num5$ = " " 
CALL Milepost(num1$, num2$, num3$, num4$, num5$) 
'*** call subroutine for locomotive 
across = 230 
down = 322 
CALL Loco(across, down) 
'*** call subroutine for car 
across = 130 
down = 324 
CALL Car (across, down) 
'*** call subroutine for car 
across = 30 
down = 326 
CALL Car (across, down) 
'*** print grade 
LOCATE 23, 30 
PRINT "GRADE: 1.0% (ASCENDING)" 
'*** stickman signal for go ahead 
CALL SigUpDwn 
'*** call whistle post and cross buck 
CALL WhisPost 
'*** call subroutine for changing speed setting 
init$ = "C" 
increase = -2 
CALL Setspeed(speed, increase, init$) 
'*** call subroutine for changing load current 
init$ = "C" 
increase = .2 
CALL SetLoad(loadset, increase, init$) 
'*** re-display mile-post 
numl$ = " .. num2$ = "1" 
num3$ = "0" 
num4$ = "1" 
num5$ = " " 
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CALL Milepost(num1$, num2$, num3$, num4$, num5$) 
'*** blank cars and locomotive 
across = 230 
down = 322 
CALL BlankLoco(across, down) 
across = 130 
down = 324 
CALL BlankCar(across, down) 
across = 30 
down = 326 
CALL BlankCar(across, down) 
'*** call subroutine for locomotive 
across = 330 
down = 320 
CALL Loco(across, down) 
'*** call subroutine for car 
across = 230 
down = 322 
CALL Car (across , down) 
'*** call subroutine for car 
across = 130 
down = 324 
CALL Car (across, down) 
'*** print grade 
LOCATE 23, 30 
PRINT "GRADE: 1.5% (ASCENDING) " 
'*** call subroutine for changing speed setting 
init$ = "C" 
increase = -2 
CALL SetSpeed(speed, increase, init$) 
'*** call subroutine for changing load current 
init$ = "C" 
increase = .2 
CALL SetLoad(loadset, increase, init$) 
'*** timer delay 
FOR J = 1 TO 5000 
NEXT J 
'*** call subroutine for changing speed setting 
init$ = "C" 
increase = -1 
CALL setspeed(speed, increase, init$) 
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'*** call subroutine for changing load current 
init$ = "c" 
increase = .15 
CALL SetLoad(loadset, increase, init$) 
'*** blank cars and locomotive 
across = 330 
down = 320 
CALL BlankLoco(across, down) 
across = 230 
down = 322 
CALL BlankCar(across, down) 
across = 130 
down = 324 
CALL BlankCar(across, down) 
'*** call subroutine for locomotive 
across = 430 
down = 322 
CALL Loco(across, down) 
'*** call subroutine for car 
across = 330 
down = 320 
CALL Car (across, down) 
'*** call subroutine for car 
across = 230 
down = 322 
CALL Car (across, down) 
'*** print grade 
LOCATE 23, 30 
PRINT "GRADE: 0.3% (DESCENDING)" 
'*** call subroutine for changing speed setting 
init$ = "C" 
increase = 4 
CALL SetSpeed(speed, increase, init$) 
'*** call subroutine for initial setting of load 
current 
init$ = "c" 
increase = -.5 
CALL SetLoad(loadset, increase, init$) 
'*** call subroutine for adding automatic brake 
init$ = "c" 
increase = 2 
CALL SetAutoBr(brakeset, increase, init$) 
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'*** call subroutine for changing brake pipe 
pressure setting 
init$ = "c" 
increase = -10 
CALL SetPipe(pipeset, increase, init$) 
'*** change milepost setting 
num1$ = " II 
num2$ = "I" 
num3$ = "0" 
num4$ = "0" 
num5$ = " " 
CALL Milepost(num1$, num2$, num3$, num4$, num5$) 
'*** call subroutine for changing speed setting 
init$ = "C" 
increase = 6 
CALL SetSpeed(speed, increase, init$) 
'*** call subroutine 
init$ = "c" 
for changing throttle setting 
increase = -1 
CALL SetThrot(throtset, increase, init$) 
FOR J = 1 TO 1000 
NEXT J 
CALL SetThrot(throtset, increase, init$) 
FOR J = 1 TO 1000 
NEXT J 
CALL SetThrot(throtset, increase, init$) 
FOR J = 1 TO 1000 
NEXT J 
CALL setThrot(throtset, increase, init$) 
'*** call subroutine for changing setting of load 
current 
init$ = "C" 
increase = -.75 
CALL SetLoad(loadset, increase, init$) 
'*** call subroutine for adding automatic brake 
init$ = "c" 
increase = 3 
CALL SetAutoBr(brakeset, increase, init$) 
'*** call subroutine for changing brake pipe 
pressure setting 
init$ = "C" 
increase = -20 
CALL SetPipe(pipeset, increase, init$) 
'*** stickman signal for go ahead 
CALL SigUpDwn 
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'*** call subroutine for blanking out locomotive 
across = 430 
down = 322 
CALL BlankLoco(across, down) 
'*** call subroutine for blanking out car 
across = 330 
down = 320 
CALL BlankCar(across, down) 
'*** call subroutine for car 
across = 230 
down = 322 
CALL BlankCar(across, down) 
'*** call subroutine for locomotive 
across = 530 
down = 324 
CALL Loco(across, down) 
'*** call subroutine for car 
across = 430 
down = 322 
CALL Car (across, down) 
'*** call subroutine for car 
across = 330 
down = 320 
CALL Car (across , down) 
'*** print grade 
LOCATE 23, 30 
PRINT "GRADE: 1.3% (DESCENDING)" 
'*** call subroutine for changing speed setting 
init$ = "C" 
increase = 4 
CALL setspeed(speed, increase, init$) 
'*** call subroutine for initial setting of load 
current 
init$ = "C" 
increase = -1 
CALL SetLoad(loadset, increase, init$) 
'*** call subroutine for adding automatic brake 
init$ = "C" 
increase = 2 
CALL SetAutoBr(brakeset, increase, init$) 
'*** call subroutine for changing brake pipe 
pressure setting 
init$ = "C" 
increase = -20 
CALL SetPipe(pipeset, increase, init$) 
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END SUB 
'*** timer delay 
FOR J = 1 TO 10000 
NEXT J 
'*** call subroutine for changing speed setting 
init$ = "C" 
increase = 4 
CALL SetSpeed(speed, increase, init$) 
SUB Loco (across, down) 
'*** draw locomotive 
K = across 
L = down 
M = K + 5 
N = L + 5 
o = K + 95 
P = L + 7 
LINE (K, L)-STEP(77, 0) 
LINE STEP(O, O)-STEP(O, 2) 
LINE STEP(O, 0)-STEP(-2, 0) 
LINE STEP(O, O)-STEP(O, 4) 
LINE STEP(O, 0)-STEP(10, 0) 
LINE STEP(O, O)-STEP(O, 5) 
LINE STEP(O, 0)-STEP(5, 0) 
LINE STEP(O, O)-STEP(O, 2) 
LINE STEP(O, 0)-STEP(-100, 0) 
LINE STEP(O, O)-STEP(O, -2) 
LINE STEP(O, 0)-STEP(10, 0) 
LINE STEP(O, O)-(K, L) 
PAINT (M, N), 2 
'*** draw wheels 
L = L + 17 
K = K + 5 
CIRCLE (K, L), 4 
K = K + 10 
CIRCLE (K, L), 4 
K = K + 50 
CIRCLE (K, L), 4 
K = K + 10 
CIRCLE (K, L), 4 
'*** draw arrow for direction 
LINE (0, P)-STEP(10, 2), , BF 
o = 0 + 10 
P = P - 2 
LINE (0, P)-STEP(O, -1) 
LINE STEP(O, 0)-STEP(4, 4) 
LINE STEP(O, 0)-STEP(-4, 4) 
LINE STEP(O, 0)-(0, P) 
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END SUB 
M = 0 + 2 
N = P + 2 
PAINT (M, N) 
SUB Milepost (num1$, num2$, num3$, num4$, num5$) 
END 
SUB 
SUB 
'*** blank out whistle post and milepost area 
LINE (301, 182)-STEP(166, 110), 0, BF 
'*** draw milepost 
LINE (377, 190)-STEP(20, 0) 
LINE STEP(O, O)-STEP(O, 88) 
LINE STEP(O, 0)-STEP(-20, 0) 
LINE STEP(O, 0)-(377, 190) 
LINE STEP(O, 0)-STEP(5, -5) 
LINE STEP(O, 0)-STEP(20, 0) 
LINE STEP(O, O)-STEP(O, 88) 
LINE STEP(O, 0)-STEP(-5, 5) 
LINE (397, 190)-STEP(5, -5) 
'*** print characters into milepost 
LOCATE 15, 49 
PRINT num1$ 
LOCATE 16, 49 
PRINT num2$ 
LOCATE 17, 49 
PRINT num3$ 
LOCATE 18, 49 
PRINT num4$ 
LOCATE 19, 49 
PRINT num5$ 
'*** print milepost message 
milemes$ = "MILEPOST " + num1$ + num2$ + num3$ + 
num4 $ + num5$ 
LOCATE 21, 42 
PRINT milemes$ 
Scenar10 
'*** display the tenth scenario 
CLS 
PRINT "" PRINT "" PRINT SCENARIO #10" 
PRINT " PRINT " PRINT " PRINT " PRINT " PRINT " 
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END SUB 
PRINT lIyou are leaving Rice yard heading South. 
Your train is a mixed consist of" 
PRINT 1111 
PRINT "64 cars trailing 6543 tons." 
PRINT II .. 
PRINT .... 
PRINT "" 
PRINT II .. 
PRINT .... 
PRINT II .. 
PRINT '"' 
PRINT "Press any key to continue" 
DO: LOOP WHILE INKEY$ = .. " 
SUB Scenar7 
END SUB 
'*** display scenario number 7 
CLS 
PRINT .... 
PRINT "" 
PRINT .. SCENARIO #7" 
PRINT "" 
PRINT .... 
PRINT "You are heading east from Frankfort to Jett, 
Kentucky. You are hauling" 
PRINT .... 
PRINT "a unit train consisting 57 full coal hoppers. 
The weather is clear. Theil 
PRINT .... 
PRINT "speed limit is 40 mph. You have received a 
clear signal indication. The" 
PRINT .... 
PRINT "next two spring switches have been lined and 
locked for movement on the" 
PRINT .. II 
PRINT "main track. They do not have to be examined 
to proceed." 
PRINT .. .. 
PRINT .. .. 
PRINT .. .. 
PRINT .. .. 
PRINT "press any key to continue" 
DO: LOOP WHILE INKEY$ = .. " 
SUB ScenarS 
'*** display the eigth scenario 
CLS 
PRINT II SCENARIO #S" 
PRINT .. .. 
PRINT .. .. 
PRINT "You are heading west on the main track 
between Dickert and Lee, Florida." 
PRINT .... 
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END SUB 
PRINT "You are between mileposts 722 and 723. There 
is a single track in this sector." PRINT 1111 
PRINT "A train approaching from the opposite 
direction is stoJ?ped on a siding. Theil PRINT '"' 
PRINT "speed lim1t for this section of track is 50 
mph. The switches at the siding" 
PRINT "" 
PRINT "are lined for move on the main track. You 
have just cleared a crossing at" 
PRINT 1111 
PRINT IIcounty Highway 50. You are proceeding on a 
level grade. The train consists" PRINT "" 
PRINT "of 3 locomotives and 51 cars totalling 3825 
tons." 
PRINT 1111 
PRINT 1111 
PRINT 1111 
PRINT "Press any key to continue ll 
DO: LOOP WHILE INKEY$ = 1111 
SUB Scenar9 
END SUB 
'*** display scenario number 9 
CLS 
PRINT II SCENARIO #9" 
PRINT 1111 
PRINT 1111 
PRINT 1111 
PRINT 1111 
PRINT lIyou are heading west on the track between 
Avon and Lexington, Kentucky." 
PRINT 1111 
PRINT "There are 2 tracks in this sector. There is 
no train approaching from the" 
PRINT 1111 
PRINT "opposite direction. The speed limit for this 
section of track is 40 mph.1I 
PRINT 1111 
PRINT liThe weather is clear. You have been granted 
a clear si<1nal indication. Theil PRINT 1111 
PRINT "tra1n consists of 4 locomotives and 52 loaded 
automobile carriers." 
PRINT 1111 
PRINT 1111 
PRINT 1111 
PRINT 1111 
PRINT 1111 
PRINT "Press any key to continue" 
DO: LOOP WHILE INKEY$ = 1111 
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SUB SetAutoBr (brakeset, increase, init$) 
'*** set the service brake according to the parameter 
supplied 
'*** 1 
END SUB 
= 1/8 of the dial 
K = brakeset * 25 
L = (brakeset * 25) + (increase * 25) + 1 
M = K + 4 
IF increase > 0 THEN 
FOR I = K TO L 
LINE (I, 127)-STEP(1, 11), 2, BF 
'*** timing loop if not initial 
setting 
IF init$ = .. c .. THEN 
FOR J = 1 TO 250 
NEXT J 
END IF 
NEXT I 
brakeset = brake set + increase 
ELSEIF increase < 0 THEN 
FOR I = M TO L STEP -1 
LINE (I, 127)-STEP(-1, 11), 0, BF 
'*** timing loop 
FOR J = 1 TO 250 
NEXT J 
NEXT I 
brakeset = brakeset + increase 
'*** re-draw scale for brakeset 
LINE (25, 139)-STEP(I, -9), , BF 
LINE (250, 139)-STEP(I, -9), , BF 
ELSE 
END IF 
EXIT SUB 
'*** print the independent brake setting in text 
IF brakeset < 2 THEN 
brakeset$ = "RELEASE 
ELSEIF brakeset < 3 THEN 
brakeset$ = "MINIMUM 
ELSEIF brakeset < 8 THEN 
brakeset$ = "SERVICE 
ELSEIF brakeset < 10 THEN 
brakeset$ = "FULL SERVICE 
ELSE 
brakeset$ = "EMERGENCY 
END IF 
LOCATE 9, 23 
PRINT .. .. 
LOCATE 9, 23 
PRINT brakeset$ 
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.. 
.. 
.. 
.. 
.. 
SUB SetDefDec (trnspeed, axles, trnlength) 
END SUB 
'*** subroutine for defect detector settings 
'*** (an increase of 1% is 2.4 pixels) 
'*** blank out indicators for oil, independent 
braking and brake pipe LINE (1, 190)-STEP(238, 94), 
0, BF 
'*** print headings for defect detector indicators 
LOCATE 15, 1 
PRINT "SPEED:" 
LOCATE 17, 1 
PRINT "AXLES (X 10):" 
LOCATE 19, 1 
PRINT "LENGTH (X 100):" 
K = trnspeed * 2.4 
FOR I = 1 TO K 
LINE (I, 210)-STEP(1, 12), 2, BF 
NEXT I 
'*** print the trainspeed 
LOCATE 15, 7 
PRINT trnspeed 
K = axles * 2.4 
FOR I = 1 TO K 
LINE (I, 238)-STEP(1, 12), 2, BF 
NEXT I 
'*** print the number of axles 
LOCATE 17, 14 
PRINT axles 
K = trnlength * 2.4 
FOR I = 1 TO K 
LINE (I, 266)-STEP(1, 12), 2, BF 
NEXT I 
'*** print the train trnlength 
LOCATE 19, 16 
PRINT trnlength 
'*** re-draw left of outline 
LINE (0, 180)-STEP(0, 114) 
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SUB SetDynBr (dynset, increase, init$) 
'*** set the dynamic brake according to the parameter 
supplied 
END SUB 
K = (dynset * 32) + 371 
L 
M 
= 
= 
(dynset * 32) + (increase * 32) + 371 
K + 2 
N = L + 2 
IF increase > 0 THEN 
LINE (337, 71)-STEP(33, 12), 2, BF 
FOR I = K TO L 
NEXT I 
LINE (I, 71)-STEP(l, 12), 2, B 
'*** timing loop if not initial 
setting 
IF init$ = .. c .. THEN 
FOR J = 1 TO 100 
NEXT J 
END IF 
dynset = dynset + increase 
ELSEIF increase < 0 THEN 
ELSE 
END IF 
FOR I = M TO N STEP -1 
NEXT I 
LINE (I, 71)-STEP(-l, 12), 0, B 
'*** timing loop 
FOR J = 1 TO 100 
NEXT J 
dynset = dynset + increase 
'*** re-draw scale for dynamic braking 
FOR I = 372 TO 605 STEP 32 
LINE (I, 84)-(I, 77), 2 
LINE (I + 1, 84)-(I + 1, 77), 2 
NEXT I 
'*** print the dynamic braking in text 
IF dynset = 0 THEN 
dynset$ = .. 0" 
ELSEIF dynset < 1 THEN 
dynset$ = .. S .. 
ELSE 
END IF 
dynset$ = STR$(dynset) 
LOCATE 5, 68 
PRINT .. .. 
LOCATE 5, 68 
PRINT dynset$ 
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SUB SetFuel (fuelset, increase, init$) 
'*** set the fuel level according to the parameter supplied 
'*** (an increase of 1 = 1/8 of a tank) 
K = fuelset * 36 
L = (fuelset * 36) + (increase * 36) 
M = K + 4 
IF increase > 0 THEN 
FOR I = K TO L 
NEXT I 
LINE (I, 127)-STEP(l, 11), 2, BF 
'*** timing loop if not initial 
setting 
IF init$ = "C" THEN 
END IF 
FOR J = 1 TO 100 
NEXT J 
fuel set = fuel set + increase 
ELSEIF increase < 0 THEN 
ELSE 
FOR I = M TO L STEP -1 
NEXT I 
LINE (I, 127)-STEP(-l, 11), 0, BF 
'*** timing loop 
FOR J = 1 TO 100 
NEXT J 
fuel set = fuel set + increase 
'*** re-draw scale for fuelset 
FOR I = 72 TO 230 STEP 72 
LINE (I, 139)-(I, 130), 2 
LINE (I + 1, 139)-(I + 1, 130), 2 
NEXT I 
FOR I = 36 TO 260 STEP 36 
EXIT SUB 
LINE (I, 139)-(I, 134), 2 
NEXT I 
END IF 
'*** print the fuel remaining in text 
IF fuel set < 1 THEN 
fuelset$ = "E" 
ELSEIF fuel set < 2 THEN 
fuelset$ = "1/8" 
ELSEIF fuel set < 3 THEN 
fuelset$ = "1/4" 
ELSEIF fuel set < 4 THEN 
fuelset$ = "3/8" 
ELSE IF fuelset < 5 THEN 
fuelset$ = "1/2" 
222 
END SUB 
ELSEIF fuel set < 6 THEN 
fuelset$ = "5/8" 
ELSEIF fuel set < 7 THEN 
fuelset$ = "3/4" 
ELSEIF fuel set < 8 THEN 
fuelset$ = "7/8" 
ELSE 
fuelset$ = "F" 
END IF 
LOCATE 9, 25 
PRINT fuelset$ 
SUB SetlndBr (indset, increase, init$) 
'*** set the independent braking according to the parameter 
supplied 
'*** (an increase of 1% is 2.4 pixels) 
K = 
L = 
M = 
N = 
indset * 2.4 
(indset * 2.4) + (increase * 2.4) 
K + 1 
L + 1 
IF increase > 0 THEN 
FOR I = K TO L 
NEXT I 
LINE (I, 238)-STEP(l, 12), 2, BF 
'*** timing loop if not initial 
setting 
IF init$ = "CO THEN 
END IF 
FOR J = 1 TO 100 
NEXT J 
indset = indset + increase 
ELSEIF increase < 0 THEN 
ELSE 
END IF 
FOR I = M TO N STEP -1 
NEXT I 
LINE (I, 238)-STEP(-l, 12), 0, BF 
'*** timing loop 
FOR J = 1 TO 100 
NEXT J 
indset = indset + increase 
indset = indset + increase 
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END SUB 
'*** print the independent braking in text 
indset$ = STR$(indset) 
LOCATE 17, 21 
PRINT " " 
LOCATE 17, 21 
PRINT indset$ 
SUB SetLoad (loadset, increase, init$) 
'*** set the load current according to the parameter 
supplied 
K = (loadset * 31.5) + 452 
L = (loadset * 31.5) + (increase * 31.5) + 452 
M = K + 1 
N = L + 1 
IF init$ = "I" THEN 
LINE (325, 127)-STEP(126, 11), 2, BF 
END IF 
IF increase > 0 THEN 
FOR I = K TO L 
NEXT I 
LINE (I, 127)-STEP(1, 11), 2, B 
'*** timing loop if not initial 
setting 
IF init$ = "e" THEN 
END IF 
FOR J = 1 TO 500 
NEXT J 
loadset = loadset + increase 
ELSEIF increase < 0 THEN 
ELSE 
END IF 
FOR I = M TO N STEP -1 
NEXT I 
LINE (I, 127)-STEP(-1, 11), 0, B 
'*** timing loop 
FOR J = 1 TO 500 
NEXT J 
loadset = loadset + increase 
'*** re-draw scale for load current 
FOR I = 355 TO 615 STEP 32 
LINE (I, 139)-(1, 132), 2 
LINE (I + 1, 139)-(1 + 1, 132), 2 
NEXT I 
loadset = loadset + increase 
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END SUB 
'*** print text for load current 
o = loadset 
0=0 * 3 
0$ = STR$(O) 
LOCATE 9, 74 
PRINT n II 
LOCATE 9, 74 
PRINT LEFT$(O$, 5) 
IF loadset > 0 THEN 
brakpow$ = n(POWER)" 
ELSEIF loadset < 0 THEN 
brakpow$ = "(BRAKE)" 
ELSE 
END IF 
brakpow$ = " 
LOCATE 12, 58 
PRINT brakpow$ 
n 
SUB SetMaxSpd (maxspeed) 
'*** set the maximum speed according to the 
parameter supplied 
END SUB 
LOCATE 4, 20 
PRINT maxspeed 
K = (maxspeed * 3.2) 
LINE (K, 38)-STEP(4, 4) 
LINE STEP(O, 0)-STEP(-8, 0) 
LINE STEP(O, O)-(K, 38) 
PAINT (K, 40) 
SUB Setoil (oi1set, increase, init$) 
'*** set the oil pressure according to the parameter 
supplied 
'*** (an increase of 1% is 2.4 pixels) 
K = 
L = 
M = 
N = 
oilset * 2.4 
(oilset * 2.4) + (increase * 2.4) 
K + 1 
L + 1 
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IF increase > 0 THEN 
FOR I = K TO L 
NEXT I 
LINE (I, 210)-STEP(1, 12), 2, BF 
'*** timing loop if not initial 
setting 
IF init$ = "c" THEN 
END IF 
FOR J = 1 TO 100 
NEXT J 
oi1set = oilset + increase 
ELSEIF increase < 0 THEN 
FOR I = M TO N STEP -1 
NEXT I 
LINE (I, 210)-STEP(-1, 12), 0, BF 
'*** timing loop 
FOR J = 1 TO 100 
NEXT J 
oilset = oilset + increase 
ELSE 
END IF 
EXIT SUB 
'*** print the oil pressure in text 
oilset$ = STR$(oilset) 
LOCATE 15, 5 
PRINT oilset$ 
END SUB 
SUB SetPipe (pipeset, increase, init$) 
'*** 
'*** 
set the brake pipe accordin~ to the parameter supplied 
(an increase of 1% is 2.4 p1xels) 
K = pipeset * 2.4 
L = (pipeset * 2.4) + (increase * 2.4) 
M = K + 1 
N = L + 1 
IF increase > 0 THEN 
FOR I = K TO L 
NEXT I 
LINE (I, 266)-STEP(1, 12), 2, BF 
'*** timing loop if not initial 
setting 
IF init$ = "c" THEN 
END IF 
FOR J = 1 TO 100 
NEXT J 
pipeset = pipeset + increase 
ELSEIF increase < 0 THEN 
FOR I = M TO N STEP -1 
LINE (I, 266)-STEP(-1, 12), 0, BF 
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END SUB 
NEXT I 
'*** timing loop 
FOR J = 1 TO 100 
NEXT J 
pipeset = pipe set + increase 
ELSE 
END IF 
EXIT SUB 
'*** print the brake pipe pressure in text 
pipeset$ = STR$(pipeset) 
LOCATE 19, 12 
PRINT pipeset$ 
SUB SetSpeed (speed, increase, init$) 
'*** set the speed according to the parameter 
supplied 
K = 
L = 
M = 
N = 
(speed * 3.2) 
(speed * 3.2) + (increase * 3.2) 
K + 1 
L + 1 
'*** draw arrow for increase/decrease 
IF increase > 0 THEN 
'*** draw forward arrow if increase> 0 
LINE (228, 3)-STEP(SO, 6), , BF 
LINE (278, 3)-STEP(0, -2) 
LINE STEP(O, O)-STEP(S, S) 
LINE STEP(O, O)-STEP(-S, S) 
LINE STEP(O, 0)-(278, 3) 
PAINT (280, S) 
'*** print message for increasing speed 
LOCATE 1, 1 
PRINT "INCREASING" 
ELSEIF increase < 0 THEN 
END IF 
'*** draw backward arrow if increase < 0 
LINE (5, 3)-STEP(SO, 6), , BF 
LINE (S, 3)-STEP(0, -2) 
LINE STEP(O, O)-STEP(-S, S) 
LINE STEP(O, O)-STEP(S, 5) 
LINE STEP(O, O)-(S, 3) 
PAINT (3, S) 
'*** print message for decreasing speed 
LOCATE 1, 28 
PRINT "DECREASING" 
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END SUB 
IF increase > 0 THEN 
FOR I = K TO L 
NEXT I 
LINE (I, 14)-STEP(1, 13), 2, BF 
'*** timing loop if not initial 
setting 
IF init$ = .. c .. THEN 
END IF 
FOR J = 1 TO 750 
NEXT J 
speed = speed + increase 
ELSEIF increase < 0 THEN 
ELSE 
END IF 
FOR I = M TO N STEP -1 
NEXT I 
LINE (I, 15)-STEP(-1, 11), 0, BF 
'timing loop 
FOR J = 1 TO 750 
NEXT J 
speed = speed + increase 
'*** re-draw scale for speed 
FOR I = 32 TO 280 STEP 32 
LINE (I, 27)-(1, 20), 2 
LINE (I + 1, 27)-(1 + 1, 20), 2 
NEXT I 
FOR I = 16 TO 280 STEP 16 
LINE (I, 27)-(1, 24), 2 
NEXT I 
speed = speed + increase 
'*** print the speed in text 
speedS = STR$(speed) 
LOCATE 1, 24 
PRINT .. .. 
LOCATE 1, 24 
PRINT speedS 
'*** blank message and arrow for 
increasing/decreasing speed 
LOCATE 1, 1 
PRINT .. .. 
LOCATE 1, 28 
PRINT .. .. 
SUB SetSrvBr (brakeset, increase, init$) 
'*** set the service brake according to the parameter 
supplied 
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'*** 1 = 1/8 of the dial 
K = brake set * 25 
END SUB 
L = (brakeset * 25) + (increase * 25) + 1 
M = K + 4 
IF increase > 0 THEN 
FOR I = K TO L 
NEXT I 
LINE (I, 127)-STEP(1, 11), 2, BF 
'*** timing loop if not initial 
setting 
IF init$ = "c" THEN 
END IF 
FOR J = 1 TO 250 
NEXT J 
brakeset = brakeset + increase 
ELSEIF increase < 0 THEN 
ELSE 
END IF 
FOR I = M TO L STEP -1 
NEXT I 
LINE (I, 127)-STEP(-1, 11), 0, BF 
'*** timing loop 
FOR J = 1 TO 250 
NEXT J 
brake set = brakeset + increase 
'*** re-draw scale for brakeset 
LINE (25, 139)-STEP(1, -9), , BF 
LINE (250, 139)-STEP(1, -9), , BF 
EXIT SUB 
'*** print the independent brake setting in text 
IF brakeset <= 1 THEN 
brakeset$ = "RELEASE " 
ELSE IF brakeset < 9 THEN 
brakeset$ = "APPLICATION " 
ELSE 
brakeset$ = "FULL APPLICATION " 
END IF 
LOCATE 9, 23 
PRINT " " 
LOCATE 9, 23 
PRINT brakeset$ 
SUB SetThrot (throtset, increase, init$) 
'*** set the throttle according to the parameter supplied 
K = (throtset * 32) + 371 
L = (throtset * 32) + (increase * 32) + 371 
M = K + 1 
N = L + 2 
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END SUB 
IF increase > 0 THEN 
LINE (337, 14)-STEP(33, 12), 2, BF 
FOR I = K TO L 
NEXT I 
LINE (I, 15)-STEP(1, 11), 2, B 
'*** timing loop if not initial 
setting 
IF init$ = "c" THEN 
END IF 
FOR J = 1 TO 100 
NEXT J 
throtset = throtset + increase 
ELSEIF increase < 0 THEN 
FOR I = M TO N STEP -1 
NEXT I 
LINE (I, 15)-STEP(-1, 11), 0, B 
'*** timing loop 
FOR J = 1 TO 100 
NEXT J 
throtset = throtset + increase 
'*** re-draw scale for throttle setting 
FOR I = 372 TO 605 STEP 32 
LINE (I, 27)-(I, 20), 2 
LINE (I + 1, 27)-(I + 1, 20), 2 
NEXT I 
ELSEIF throtset = 0 AND increase = 0 THEN 
LINE (338, 15)-STEP(34, 11), 2, BF 
ELSE 
END IF 
throtset = throtset + increase 
'*** draw box for throttle 
LINE (337, 14)-STEP(290, 13), 2, B 
'*** print the throttle setting in text 
IF throtset = 0 THEN 
throtset$ = "I " 
ELSE IF throtset < 0 THEN 
throtset$ = ItS " 
ELSE 
throtset$ = STR$(throtset) 
END IF 
LOCATE 1, 66 
PRINT throtset$ 
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SUB SigUpDw2 
'*** subroutine for drawing stickman and having him move 
lantern back and 
'*** forth (stop signal) 
'*** blank out old stick man if any 
LINE (469, 181)-STEP(164, 112), 0, BF 
'*** draw stick man with lantern 
'*** trunk 
LINE (560, 215)-STEP(7, 30), 2, B 
'*** left arm 
LINE (567, 222)-STEP(30, 20), 2 
LINE STEP(O, O)-STEP(O, -7), 2 
LINE STEP(O, 0)-STEP(-30, -20), 2 
LINE STEP(O, 0)-(567, 222), 2 
'*** left leg 
LINE (560, 245)-STEP(15, 34), 2 
LINE STEP(O, 0)-STEP(8, 0), 2 
LINE STEP(O, 0)-STEP(-15, -34), 2 
LINE STEP(O, 0)-(560, 245), 2 
'*** right leg 
LINE (560, 245)-STEP(-15, 34), 2 
LINE STEP(O, 0)-STEP(8, 0), 2 
LINE STEP(O, 0)-STEP(15, -34), 2 
LINE STEP(O, 0)-(560, 245), 2 
'*** head 
CIRCLE (564, 208), 10 
'*** face 
CIRCLE (564, 215), 5, 2, .65, 2.5 
CIRCLE (564, 208), 1 
CIRCLE (560, 205), 1 
CIRCLE (568, 205), 1 
'*** print stop message 
LOCATE 21, 70 
PRINT "STOP" 
FOR J = 1 TO 5 
'*** right arm with lantern - down position 
LINE (559, 216)-STEP(-25, 35), 2 
LINE STEP(O, 0)-STEP(8, 0), 2 
LINE STEP(O, 0)-STEP(18, -25), 2 
LINE STEP(O, 0)-(559, 216), 2 
'*** draw lantern 
CIRCLE (537, 255), 4 
CIRCLE (537, 265), 10 
PAINT (537, 265), 2 
LINE (517, 265)-STEP(40, 0), 2 
LINE (520, 255)-STEP(33, 20), 2 
LINE (555, 255)-STEP(-33, 20), 2 
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NEXT J 
'*** timer delay 
FOR I = 1 TO 2000 
NEXT I 
'*** right arm with lantern - down position 
- black - painted out LINE (559, 216)-STEP(-
25, 35), 0 
LINE STEP(O, 0)-STEP(8, 0), 0 
LINE STEP(O, 0)-STEP(18, -25), 0 
LINE STEP(O, 0)-(559, 216), 0 
'*** draw lantern - black - painted out 
CIRCLE (537, 255), 4, 0 
CIRCLE (537, 265), 10, 0 
PAINT (537, 265), 0 
LINE (517, 265)-STEP(40, 0), 0 
LINE (520, 255)-STEP(33, 20), 0 
LINE (555, 255)-STEP(-33, 20), 0 
'*** right arm with lantern - swung right 
position 
LINE (559, 216)-STEP(0, 8), 2 
LINE STEP(O, 0)-STEP(25, 27), 2 
LINE STEP(O, 0)-STEP(9, 0), 2 
LINE STEP(O, 0)-(559, 216), 2 
'*** draw lantern - swung right position 
CIRCLE (590, 255), 4 
CIRCLE (590, 265), 10 
PAINT (590, 265), 2 
LINE (570, 265)-STEP(40, 0), 2 
LINE (573, 255)-STEP(33, 20), 2 
LINE (608, 255)-STEP(-33, 20), 2 
'*** timer delay 
FOR I = 1 TO 2000 
NEXT I 
'*** right arm with lantern - swung right -
blacked out 
LINE (559, 216)-STEP(0, 8), 0 
LINE STEP(O, 0)-STEP(25, 27), 0 
LINE STEP(O, 0)-STEP(9, 0), 0 
LINE STEP(O, 0)-(559, 216), 0 
'*** draw lantern - swung right position -
blacked out 
CIRCLE (590, 255), 4, 0 
CIRCLE (590, 265), 10, 0 
PAINT (590, 265), 0 
LINE (570, 265)-STEP(40, 0), 0 
LINE (573, 255)-STEP(33, 20), 0 
LINE (608, 255)-STEP(-33, 20), 0 
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END SUB 
'*** end with right arm and lantern down 
LINE (559, 216)-STEP(-25, 35), 2 
LINE STEP(O, 0)-STEP(8, 0), 2 
LINE STEP(O, 0)-STEP(18, -25), 2 
LINE STEP(O, 0)-(559, 216), 2 
'*** draw lantern 
CIRCLE (537, 255), 4 
CIRCLE (537, 265), 10 
PAINT (537, 265), 2 
LINE (517, 265)-STEP(40, 0), 2 
LINE (520, 255)-STEP(33, 20), 2 
LINE (555, 255)-STEP(-33, 20), 2 
'*** re-draw body of stick-man 
'*** trunk 
LINE (560, 215)-STEP(7, 30), 2, B 
'*** left arm 
LINE (567, 222)-STEP(30, 20), 2 
LINE STEP(O, O)-STEP(O, -7), 2 
LINE STEP(O, 0)-STEP(-30, -20), 2 
LINE STEP(O, 0)-(567, 222), 2 
'*** left leg 
LINE (560, 245)-STEP(15, 34), 2 
LINE STEP(O, 0)-STEP(8, 0), 2 
LINE STEP(O, 0)-STEP(-15, -34), 2 
LINE STEP(O, 0)-(560, 245), 2 
'*** right leg 
LINE (560, 245)-STEP(-15, 34), 2 
LINE STEP(O, 0)-STEP(8, 0), 2 
LINE STEP(O, 0)-STEP(15, -34), 2 
LINE STEP(O, 0)-(560, 245), 2 
SUB SigUpDw3 
'*** subroutine for drawing stickman and having him move 
lantern at arm's 
'*** length (slow down) 
'*** blank out old stick man if any 
LINE (469, 181)-STEP(164, 112), 0, BF 
'*** draw stick man with lantern 
'*** trunk 
LINE (560, 215)-STEP(7, 30), 2, B 
'*** left arm 
LINE (567, 222)-STEP(30, 20), 2 
LINE STEP(O, O)-STEP(O, -7), 2 
LINE STEP(O, 0)-STEP(-30, -20), 2 
LINE STEP(O, 0)-(567, 222), 2 
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'*** left leg 
LINE (560, 245)-STEP(15, 34), 2 
LINE STEP(O, O)-STEP(S, 0), 2 
LINE STEP(O, 0)-STEP(-15, -34), 2 
LINE STEP(O, 0)-(560, 245), 2 
'*** right leg 
LINE (560, 245)-STEP(-15, 34), 2 
LINE STEP(O, O)-STEP(S, 0), 2 
LINE STEP(O, 0)-STEP(15, -34), 2 
LINE STEP(O, 0)-(560, 245), 2 
'*** head 
CIRCLE (564, 20S), 10 
'*** face 
LINE (560, 212)-STEP(S, 0), 2 
CIRCLE (564, 20S), 1 
CIRCLE (560, 205), 1 
CIRCLE (56S, 205), 1 
'*** print slow message 
LOCATE 21, 70 
PRINT "SLOW" 
FOR J = 1 TO 5 
'*** right arm with lantern - up position 
LINE (559, 216)-STEP(-50, -5), 2 
LINE STEP(O, O)-STEP(O, 5), 2 
LINE STEP(O, 0)-STEP(50, 5), 2 
LINE STEP(O, 0)-(559, 216), 2 
'*** draw lantern 
CIRCLE (512, 220), 4 
CIRCLE (512, 230), 10 
PAINT (512, 230), 2 
LINE (492, 230)-STEP(40, 0), 2 
LINE (495, 220)-STEP(33, 20), 2 
LINE (530, 220)-STEP(-33, 20), 2 
'*** timer delay 
FOR I = 1 TO 2000 
NEXT I 
'*** right arm with lantern - up position -
black - painted out LINE (559, 216)-STEP(-
50, -5), 0 
LINE STEP(O, O)-STEP(O, 5), 0 
LINE STEP(O, 0)-STEP(50, 5), 0 
LINE STEP(O, 0)-(559, 216), 0 
'*** draw lantern - black - painted out 
CIRCLE (512, 220), 4, 0 
CIRCLE (512, 230), 10, 0 
PAINT (512, 230), 0 
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END SUB 
NEXT J 
LINE (492, 230)-STEP(40, 0), 0 
LINE (495, 220)-STEP(33, 20), 0 
LINE (530, 220)-STEP(-33, 20), 0 
'*** right arm with lantern - down position 
LINE (559, 216)-STEP(-50, 5) 
LINE STEP(O, O)-STEP(O, 5) 
LINE STEP(O, 0)-STEP(50, -5) 
LINE STEP(O, 0)-(559, 216) 
'*** draw lantern - down position 
CIRCLE (512, 230), 4 
CIRCLE (512, 240), 10 
PAINT (512, 240), 2 
LINE (492, 240)-STEP(40, 0) 
LINE (495, 230)-STEP(33, 20) 
LINE (530, 230)-STEP(-33, 20) 
'*** timer delay 
FOR I = 1 TO 2000 
NEXT I 
'*** right arm with lantern - down position 
- blacked out 
LINE (559, 216)-STEP(-50, 5), 0 
LINE STEP(O, O)-STEP(O, 5), 0 
LINE STEP(O, 0)-STEP(50, -5), 0 
LINE STEP(O, 0)-(559, 216), 0 
'*** draw lantern - down position - blacked 
out 
CIRCLE (512, 230), 4, 0 
CIRCLE (512, 240), 10, 0 
PAINT (512, 240), 0 
LINE (492, 240)-STEP(40, 0), 0 
LINE (495, 230)-STEP(33, 20), 0 
LINE (530, 230)-STEP(-33, 20), 0 
'*** right arm with lantern - down position 
LINE (559, 216)-STEP(-50, 5) 
LINE STEP(O, O)-STEP(O, 5) 
LINE STEP(O, 0)-STEP(50, -5) 
LINE STEP(O, 0)-(559, 216) 
'*** draw lantern - down position 
CIRCLE (512, 230), 4 
CIRCLE (512, 240), 10 
PAINT (512, 240), 2 
LINE (492, 240)-STEP(40, 0) 
LINE (495, 230)-STEP(33, 20) 
LINE (530, 230)-STEP(-33, 20) 
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SUB SigUpDw4 
'*** subroutine for drawing stickman and having him move 
lantern in a 
'*** circle (back up) 
'*** blank out old stick man if any 
LINE (469, 181)-STEP(164, 112), 0, BF 
'*** draw stick man with lantern 
'*** trunk 
LINE (560, 215)-STEP(7, 30), 2, B 
'*** left arm 
LINE (567, 222)-STEP(30, 20), 2 
LINE STEP(O, O)-STEP(O, -7), 2 
LINE STEP(O, 0)-STEP(-30, -20), 2 
LINE STEP(O, 0)-(567, 222), 2 
'*** left leg 
LINE (560, 245)-STEP(15, 33), 2 
LINE STEP(O, 0)-STEP(8, 0), 2 
LINE STEP(O, 0)-STEP(-15, -33), 2 
LINE STEP(O, 0)-(560, 245), 2 
'*** right leg 
LINE (560, 245)-STEP(-15, 33), 2 
LINE STEP(O, 0)-STEP(8, 0), 2 
LINE STEP(O, 0)-STEP(15, -33), 2 
LINE STEP(O, 0)-(560, 245), 2 
'*** head 
CIRCLE (564, 208), 10 
'*** face 
LINE (560, 212)-STEP(8, 0), 2 
CIRCLE (564, 208), 1 
CIRCLE (560, 205), 1 
CIRCLE (568, 205), 1 
'*** right arm bent to hold lantern 
LINE (559, 216)-STEP(-20, 15) 
LINE STEP(O, 0)-STEP(-10, -10) 
LINE STEP(O, 0)-STEP(-5, 5) 
LINE STEP(O, 0)-STEP(14, 12) 
LINE STEP(O, 0)-STEP(20, -13) 
LINE STEP(O, 0)-(559, 216) 
'*** print stop message 
LOCATE 21, 68 
PRINT "BACK UP" 
FOR J = 1 TO 10 
'*** draw lantern - down pos~tion 
CIRCLE (525, 230), 4 
CIRCLE (525, 240), 10 
PAINT (525, 240), 2 
LINE (505, 240)-STEP(40, 0) 
LINE (508, 230)-STEP(33, 20) 
LINE (543, 230)-STEP(-33, 20) 
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'*** timer delay 
FOR I = 1 TO 500 
NEXT I 
'*** draw lantern - down position - black -
painted out 
CIRCLE (525, 240), 10, 0 
PAINT (525, 240), 0 
LINE (505, 240)-STEP(40, 0), 0 
LINE (508, 230)-STEP(33, 20), 0 
LINE (543, 230)-STEP(-33, 20), 0 
'*** draw lantern - right position 
CIRCLE (525, 230), 4 
CIRCLE (540, 230), 10 
PAINT (545, 230) 
PAINT (545, 225) 
PAINT (548, 233) 
LINE (530, 230)-STEP(30, 0) 
LINE (523, 220)-STEP(33, 20) 
LINE (558, 220)-STEP(-33, 20) 
'*** timer delay 
FOR I = 1 TO 500 
NEXT I 
'*** draw lantern - right position - painted 
out 
CIRCLE (540, 230), 10, 0 
PAINT (545, 230), 0 
PAINT (545, 225), 0 
PAINT (548, 233), 0 
LINE (530, 230)-STEP(30, 0), 0 
LINE (523, 220)-STEP(33, 20), 0 
LINE (558, 220)-STEP(-33, 20), 0 
'*** re-draw right arm 
LINE (559, 216)-STEP(-20, 15) 
LINE STEP(O, 0)-STEP(-10, -10) 
LINE STEP(O, 0)-STEP(-5, 5) 
LINE STEP(O, 0)-STEP(14, 12) 
LINE STEP(O, 0)-STEP(20, -13) 
LINE STEP(O, 0)-(559, 216) 
'*** draw lantern - up position 
CIRCLE (525, 230), 4 
CIRCLE (525, 220), 10 
PAINT (525, 220) 
PAINT (528, 223) 
LINE (505, 220)-STEP(40, 0) 
LINE (508, 210)-STEP(33, 20) 
LINE (543, 210)-STEP(-33, 20) 
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END SUB 
NEXT J 
'*** timer delay 
FOR I = 1 TO 500 
NEXT I 
'*** draw lantern - up position - black -
painted out 
CIRCLE (525, 220), 10, 0 
PAINT (525, 220), 0 
PAINT (52B, 223), 0 
LINE (505, 220)-STEP(40, 0), 0 
LINE (SOB, 210)-STEP(33, 20), 0 
LINE (543, 210)-STEP(-33, 20), 0 
'*** re-draw right arm 
LINE (559, 216)-STEP(-20, 15) 
LINE STEP(O, 0)-STEP(-10, -10) 
LINE STEP(O, 0)-STEP(-5, 5) 
LINE STEP(O, 0)-STEP(14, 12) 
LINE STEP(O, 0)-STEP(20, -13) 
LINE STEP(O, 0)-(559, 216) 
'*** draw lantern - left position 
CIRCLE (525, 230), 4 
CIRCLE (510, 230), 10 
PAINT (510, 230) 
LINE (490, 230)-STEP(10, 0) 
LINE (493, 220)-STEP(33, 20) 
LINE (52B, 220)-STEP(-33, 20) 
'*** timer delay 
FOR I = 1 TO 500 
NEXT I 
'*** draw lantern - right position - painted 
out 
CIRCLE (510, 230), 10, 0 
PAINT (510, 230), 0 
LINE (490, 230)-STEP(10, 0), 0 
LINE (493, 220)-STEP(33, 20), 0 
LINE (52B, 220)-STEP(-33, 20), 0 
'*** draw lantern - down position - to finish 
CIRCLE (525, 230), 4 
CIRCLE (525, 240), 10 
PAINT (525, 240), 2 
LINE (505, 240)-STEP(40, 0) 
LINE (SOB, 230)-STEP(33, 20) 
LINE (543, 230)-STEP(-33, 20) 
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SUB SigUpDwn 
'*** subroutine for drawing stickman and having him move 
lantern up and 
'*** ~own (all clear signal) 
'*** blank out old stick man if any 
LINE (469, lSl)-STEP(164, 112), 0, BF 
'*** draw stick man with lantern 
'*** trunk 
LINE (560, 215)-STEP(7, 30), 2, B 
'*** left arm 
LINE (567, 222)-STEP(30, 20), 2 
LINE STEP(O, O)-STEP(O, -7), 2 
LINE STEP(O, 0)-STEP(-30, -20), 2 
LINE STEP(O, 0)-(567, 222), 2 
'*** left leg 
LINE (560, 245)-STEP(15, 34), 2 
LINE STEP(O, O)-STEP(S, 0), 2 
LINE STEP(O, 0)-STEP(-15, -34), 2 
LINE STEP(O, 0)-(560, 245), 2 
'*** right leg 
LINE (560, 245)-STEP(-15, 34), 2 
LINE STEP(O, O)-STEP(S, 0), 2 
LINE STEP(O, 0)-STEP(15, -34), 2 
LINE STEP(O, 0)-(560, 245), 2 
'*** head 
CIRCLE (564, 20S), 10 
'*** face 
CIRCLE (564, 20S), 5, 2, 3.6, 5.5 
CIRCLE (564, 20S), 1 
CIRCLE (560, 205), 1 
CIRCLE (56S, 205), 1 
'*** print proceed message 
LOCATE 21, 6S 
PRINT "PROCEED" 
FOR J = 1 TO 5 
'*** right arm with lantern - down position 
LINE (559, 216)-STEP(-25, 35), 2 
LINE STEP(O, O)-STEP(S, 0), 2 
LINE STEP(O, O)-STEP(lS, -25), 2 
LINE STEP(O, 0)-(559, 216), 2 
'*** draw lantern 
CIRCLE (537, 255), 4 
CIRCLE (537, 265), 10 
PAINT (537, 265), 2 
LINE (517, 265)-STEP(40, 0), 2 
LINE (520, 255)-STEP(33, 20), 2 
LINE (555, 255)-STEP(-33, 20), 2 
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NEXT J 
'*** timer delay 
FOR I = 1 TO 2000 
NEXT I 
'*** right arm with lantern - down position 
- black - painted out LINE (559, 216)-STEP(-
25, 35), 0 
LINE STEP(O, 0)-STEP(8, 0), 0 
LINE STEP(O, 0)-STEP(18, -25), 0 
LINE STEP(O, 0)-(559, 216), 0 
'*** draw lantern - black - painted out 
CIRCLE (537, 255), 4, 0 
CIRCLE (537, 265), 10, 0 
PAINT (537, 265), 0 
LINE (517, 265)-STEP(40, 0), 0 
LINE (520, 255)-STEP(33, 20), 0 
LINE (555, 255)-STEP(-33, 20), 0 
'*** right arm with lantern - up position 
LINE (560, 216)-STEP(-20, -30), 2 
LINE STEP(O, 0)-STEP(-8, 0), 2 
LINE STEP(O, 0)-STEP(27, 40), 2 
LINE STEP(O, 0)-(560, 216), 2 
'*** draw lantern 
CIRCLE (537, 190), 4 
CIRCLE (537, 200), 10 
PAINT (537, 200), 2 
PAINT (542, 195), 2 
LINE (517, 200)-STEP(40, 0), 2 
LINE (520, 190)-STEP(33, 20), 2 
LINE (555, 190)-STEP(-33, 20), 2 
'*** timer delay 
FOR I = 1 TO 2000 
NEXT I 
'*** right arm with lantern - up position -
black - painted out LINE (560, 216)-STEP(-
20, -30), 0 
LINE STEP(O, 0)-STEP(-8, 0), 0 
LINE STEP(O, 0)-STEP(27, 40), 0 
LINE STEP(O, 0)-(560, 216), 0 
'*** draw lantern 
CIRCLE (537, 190), 4, 0 
CIRCLE (537, 200), 10, 0 
PAINT (537, 200), 0 
PAINT (542, 195), 0 
LINE (517, 200)-STEP(40, 0), 0 
LINE (520, 190)-STEP(33, 20), 0 
LINE (555, 190)-STEP(-33, 20), 0 
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END SUB 
'*** end with right arm and lantern down 
LINE (559, 216)-STEP(-25, 35), 2 
LINE STEP(O, 0)-STEP(8, 0), 2 
LINE STEP(O, 0)-STEP(18, -25), 2 
LINE STEP(O, 0)-(559, 216), 2 
'*** draw lantern 
CIRCLE (537, 255), 4 
CIRCLE (537, 265), 10 
PAINT (537, 265), 2 
LINE (517, 265)-STEP(40, 0), 2 
LINE (520, 255)-STEP(33, 20), 2 
LINE (555, 255)-STEP(-33, 20), 2 
'*** redraw head 
CIRCLE (564, 208), 10 
SUB StarBurst (across, down) 
END SUB 
'*** draw a starburst to represent slack action 
K = across 
L = down 
LINE (K, L)-STEP(3, 3) 
LINE STEP(O, 0)-STEP(4, -2) 
LINE STEP(O, O)-STEP(-l, 6) 
LINE STEP(O, 0)-STEP(4, 0) 
LINE STEP(O, 0)-STEP(-2, 2) 
LINE STEP(O, 0)-STEP(4, 4) 
LINE STEP(O, 0)-STEP(-5, -2) 
LINE STEP(O, 0)-STEP(-5, 3) 
LINE STEP(O, O)-STEP(O, -3) 
LINE STEP(O, 0)-STEP(-6, 0) 
LINE STEP(O, 0)-STEP(6, -4) 
LINE STEP(O, 0)-STEP(-6, 0) 
LINE STEP(O, O)-(K, L) 
PAINT (K + 5, L + 5), 0 
SUB WhisPos2 
'*** blank out whistle post area 
LINE (301, 182)-STEP(166, 110), 0, BF 
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END SUB 
'*** draw whistlepost 
LINE (370, 200)-STEP(0, 75) 
LINE STEP(O, 0)-STEP(25, 0) 
LINE STEP(O, O)-STEP(O, -75) 
LINE (370, 210)-STEP(25, 4), , BF 
LINE (370, 21S)-STEP(25, 4), , BF 
LINE (370, 226)-STEP(25, 1), , BF 
LINE (370, 231)-STEP(24, 4), , BF 
CIRCLE (3S2, 20S), 16, 2, .65, 2.5 
'*** print milepost message 
LOCATE 21, 43 
PRINT "WHISTLE POST" 
SUB WhisPost 
END SUB 
'*** blank out whistle post and milepost area 
LINE (301, lS2)-STEP(166, 110), 0, BF 
'*** draw whistle post 
LINE (385, 200)-STEP(10, 10), , BF 
LINE (365, 210)-STEP(50, 40), , B 
LINE (385, 250)-STEP(10, 30), , BF 
'*** draw the "W" 
LINE (36S, 214)-STEP(S, 32) 
LINE STEP(O, 0)-STEP(4, 0) 
LINE STEP(O, O)-STEP(S, -16) 
LINE STEP(O, 0)-STEP(4, 0) 
LINE STEP(O, O)-STEP(S, 16) 
LINE STEP(O, 0)-STEP(4, 0) 
LINE STEP(O, 0)-STEP(8, -32) 
LINE STEP(O, 0)-STEP(-4, 0) 
LINE STEP(O, O)-STEP(-S, 24) 
LINE STEP(O, 0)-STEP(-6, -12) 
LINE STEP(O, O)-STEP(-S, 0) 
LINE STEP(O, 0)-STEP(-6, 12) 
LINE STEP(O, 0)-STEP(-8, -24) 
LINE STEP(O, 0)-STEP(-4, 0) 
PAINT (370, 216) 
'*** print whistle post message 
LOCATE 21, 44 
PRINT "WHISTLE POST" 
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'*********************************************************** 
********* '* GRTXPREF: PROGRAM TO GATHER USER PREFERENCE DATA 
* '* AUTHOR: KEN ORGANES 
* '* COURSE: MASTERS THESIS - INFORMATION SYSTEMS 
* '* SEMEST: WINTER, 1991 
* '*********************************************************** 
********* 
KEY OFF: CLS : CLOSE: SCREEN 9: COLOR 2, 0 
OPEN "A:GRAFTEXT" FOR APPEND AS #1 
'*** get the user preferences for the screen formats that 
were used 
CLS 
DO 
LOOP 
PRINT "How well did you like the format of the 
screen displays used in this experiment?" PRINT 
PRINT " " 
PRINT" Strongly 
Strongly" 
PRINT" Disliked 
Liked" PRINT II II 
PRINT "1 2 3 4 
5 6 7" PRINT " II 
PRINT " II 
INPUT A$ 
IF A$ >= "1" AND A$ <= "7" THEN EXIT DO 
CLS 
PRINT "Entry invalid - must be 1 through 7" 
PRINT ""; 
likeS = A$ 
CLS 
DO 
PRINT "Rate the ease of use of the the screen 
displays used in this experiment:" 
PRINT II II 
PRINT II II 
PRINT" Very 
Very" 
PRINT" Easy 
Difficult" PRINT " " 
PRINT" 1 2 3 4 
5 6 7" PRINT II 11-
PRINT " II 
INPUT A$ 
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" " 
LOOP 
IF A$ >= "I" AND A$ <= "7" THEN EXIT DO 
CLS 
PRINT "Entry invalid" 
PRINT "" 
easeS = A$ 
usepref$ = ",Pl." + likeS + ",P2." + easeS 
'*** print the results of the user-preference questions 
PRINT #1, usepref$ 
CLOSE 
CLS 
PRINT "Thank you for participating in this experiment. 
Please leave the computer" 
PRINT "as it is. Do not turn it off. Do not remove the 
diskette from the A drive." 
DO: LOOP WHILE INKEY$ = "" 
END 
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APPENDIX B 
Descriptive statistics 
The following descriptive statistics apply to all 28 
participants across the three groups tested: 
Variable Mean std. Dev. 
1. Type Int. 2.035714 0.083082 
2. Age 41.750000 7.441749 
3. Sex 1.107143 0.314970 
4. Compo Use 6.178571 1.415616 
5. Type Use 3.714286 1.181874 
6. Educ. Lev. 3.000000 0.720082 
7. Compo ReI. 1.892867 0.994030 
8. Yr. Empl. 17.660714 7.026476 
9. Cab. Exper. 5.330357 7.788808 
10. Yr. Since Ex. 2.830357 4.001188 
11. How Liked 4.500000 1.427248 
12. How Diff. 3.321429 1.806441 
13. Num. Corr. 8.000000 1.490712 
14. Wrn. Corr. 1.535714 0.637248 
15. Spec. Corr. 1.821429 0.390021 
Variable Sum Min. Max. 
1. Type Int. 57.00 1.0 3.0 
2. Age 1169.00 25.0 56.0 
3. Sex 31.00 1.0 2.0 
4. Compo Use 173.00 2.0 7.0 
5. Type Use 104.00 3.0 7.0 
6. Educ. Lev. 84.00 2.0 4.0 
7. Compo ReI. 53.00 1.0 4.0 
8. Yr. Empl. 494.50 2.0 31.0 
9. Cab. Exper. 149.25 0.0 25.0 
10. Yr. Since Ex. 79.25 0.0 17.0 
11. How Liked 126.00 1.0 6.0 
12. HoW Diff. 93.00 1.0 7.0 
13. Num. Corr. 224.00 3.0 10.0 
14. ·Wrn. Corr. 43.00 0;0 2.0 
15. Spec. Corr. 51.00 1.0 2.0 
(Variable key is at the end of this appendix) 
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The following descriptive statistics apply to the nine 
participants in the text-only interface sample: 
Variable Mean std. Dev. 
1. Type Int. 1.000000 0.000000 
2. Age 41. 000000 7.193747 
3. Sex 1.111111 0.333333 
4. Camp. Use 5.444444 1.878238 
5. Type Use 4.777778 1.563472 
6. Educ. Lev. 3.111111 0.600925 
7. Camp. ReI. 1.666667 0.866025 
8. Yr. Empl. 16.555556 5.101743 
9. Cab. Exper. 3.666667 5.700877 
10. Yr. since Ex. 5.555556 5.222813 
11. How Liked 4.111111 1.615893 
12. How Diff. 4.000000 1.581139 
13. Num. Carr. 7.777778 0.833333 
14. Wrn. Carr. 1. 666667 0.500000 
15. Spec. Carr. 1.777778 0.440959 
Variable Sum Min. Max. 
1. Type Int. 9.00 1.0 1.0 
2. Age 369.00 34.0 56.0 
3. Sex 10.00 1.0 2.0 
4. Camp. Use 49.00 2.0 7.0 
5. Type Use 43.00 3.0 7.0 
6. Educ. Lev. 28.00 2.0 4.0 
7. Camp. ReI. 15.00 1.0 3.0 
8. Yr. Empl. 149.00 11.0 26.0 
9. Cab. Exper. 33.00 0.0 17.0 
10. Yr. Since Ex. 50.00 0.0 17.0 
11. How Liked 37.00 2.0 6.0 
12. How Diff. 36.00 1.0 6.0 
13. Num. Carr. 70.00 7.0 9.0 
14. Wrn. Carr. 15.00 1.0 2.0 
15. Spec. Carr. 16.00 1.0 2.0 
(Variable key is at the end of this appendix) 
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The following descriptive statistics apply to the nine 
participants in the graphics-only interface sample: 
variable Mean std. Dev. 
1. Type Int. 2.000000 0.000000 
2. Age 43.555556 4.901814 
3. Sex 1.111111 0.333333 
4. Camp. Use 6.444444 1.130388 
5. Type Use 3.111111 0.333333 
6. Educ. Lev. 3.000000 0.866025 
7. Camp. ReI. 2.333333 1.224745 
8. Yr. Empl. 20.222222 6.200358 
9. Cab. Exper. 7.333333 9.937303 
10. Yr. Since Ex. 0.833333 1.322876 
11. How Liked 4.444444 1.810463 
12. How Diff. 3.444444 2.127858 
13. Num. Carr. 7.555556 2.006932 
14. Wrn. Carr. 1.222222 0.833333 
15. Spec. Carr. 1.666667 0.500000 
variable Sum Min. Max. 
1. Type Int. 18.00 2.0 2.0 
2. Age 392.00 34.0 49.0 
3. Sex 10.00 1.0 2.0 
4. Camp. Use 58.00 4.0 7.0 
5. Type Use 28.00 3.0 4.0 
6. Educ. Lev. 27.00 2.0 4.0 
7. Camp. ReI. 21. 00 1.0 4.0 
8. Yr. Empl. 182.00 10.0 26.0 
9. Cab. Exper. 66.00 0.0 25.0 
10. Yr. Since Ex. 7.50 0.0 4.0 
11. How Liked 40.00 1.0 6.0 
12. How Diff. 31.00 1.0 7.0 
13. Num. Carr. 68.00 3.0 9.0 
14. Wrn. Carr. 11.00 0.0 2.0 
15. Spec. Carr. 15.00 1.0 2.0 
(Variable key is at the end of this appendix) 
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The following descriptive statistics apply to the ten 
participants in the graphics-and-text interface sample: 
variable Mean std. Dev. 
1. Type Int. 3.000000 0.000000 
2. Age 40.800000 9.693067 
3. Sex 1.100000 0.316228 
4. .Comp. Use 6.600000 0.966092 
5. Type Use 3.300000 0.483046 
6. Educ. Lev. 2.900000 0.737865 
7. Compo ReI. 1. 700000 0.823273 
8. Yr. Empl. 16.350000 9.006325 
9. Cab. Exper. 5.025000 7.641671 
10. Yr. Since Ex. 2.175000 3.214658 
11. How Liked 4.900000 0.737865 
12. How Diff. 2.600000 1. 577621 
13. Num. Corr. 8.600000 1.349897 
14. Wrn. Corr. 1.700000 0.483046 
15. Spec. Corr. 2.000000 0.000000 
Variable Sum Min. Max. 
1. Type Int. 30.00 3.0 3.0 
2. Age 408.00 25.0 55.0 
3. Sex 11.00 1.0 2.0 
4. Compo Use 66.00 4.0 7.0 
5. Type Use 33.00 3.0 4.0 
6. Educ. Lev. 29.00 2.0 4.0 
7. Compo Rel. 17.00 1.0 3.0 
8. Yr. Empl. 163.50 2.0 31.0 
9. Cab. Exper. 50.25 0.0 22.0 
10. Yr. Since Ex. 21.75 0.0 8.0 
11. How Liked 49.00 4.0 6.0 
12. How Diff. 26.00 1.0 6.0 
13. Num. Corr. 86.00 6.0 10.0 
14. Wrn. Cerro 17.00 1.0 2.0 
15. Spec. Corr. 20.00 2.0 2.0 
(Variable key is at the end of this appendix) 
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variable 
1. Type Int. 
2. Age 
3. Sex 
4. Comp. Use 
5. Type Use 
6. Educ. Lev. 
7. Comp. ReI. 
8. Yr. Empl. 
Key 
Description 
Type of simulation interface 
1. text only 
2. graphics-only 
3. text-and-qraphics 
Age of the subject 
Gender of the subject 
1. male 
2. female 
Fre~ency of Computer Use: 
Ll.kert Scale: 
1. never through 7. daily 
Main Type of Computer use: 
1. Never use 
2. Personal - at home 
3. Business - managerial 
4. Business - technical 
5. Business -
clerical/secretarial 
6. Business -
operations/control 
7. Other 
Education Level 
1. Elementary 
2. High school graduate 
3. College graduate 
4. Masters degree 
5. Doctorate 
6. Post-doctorate/medical/law 
Computer-related college courses 
1. None/NA 
2. 1-2 courses 
3. 3-4 courses 
4. 5 or more courses, but not 
a computer major 
5. Information systems major 
6. Information science major 
7. Computer science major 
Years employed in railroad-
related occupation 
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variable 
9. Cab. Exper. 
Key (Continued) 
Description 
Years of locomotive cab 
experience 
10. Yr. Since Ex. Years since last locomotive cab 
11. How Liked 
12. How Diff. 
13. Num. Corr. 
14. Wrn. Corr. 
15. Spec. Corr. 
experience 
How well the participant liked 
the format 
Likert Scale: 
1. strongly disliked through 
7. strongly liked 
How difficult did the 
participant find the format 
Likert Scale: 
1. very easy through 
7. very difficult 
Total number of correct 
responses 
Number of correct responses when 
required to recognize warning 
devices (2 simulations) 
Number of correct responses when 
required to identify specific 
values of indicators (2 
simulations) 
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APPENDIX C 
Testing Data Definition 
Field 
Age (01) 
Sex (02) 
Frequency 
(Likert 
of computer use (03) 
scale 1 = never thru 
7 = daily) 
Main type of computer use (04) 
1 - Never use 
2 - Personal - at home 
3 - Business - managerial 
4 - Business - technical 
5 - Business - clerical/secretarial 
6 - Business operations/control 
7 - other 
Education level (05) 
1 - Elementary 
2 - High school graduate 
3 - College graduate 
4 - Masters degree 
5 - Doctorate 
6 - Post-doctorate/Medical/Law 
College computer courses (06) 
1 - None/NA 
2 - 1-2 courses 
3 - 3-4 courses 
4 - 5 or more courses/not computer maj. 
5 - Information systems major 
6 - Information science major 
7 - Computer science major 
Years employed in railroad-related work 
(07) 
Years of locomotive cab experience (08) 
Years since last locomotive cab exper. 
(09) 
First response (R1) 
Second response (R2) 
Third response (R3) 
Fourth response (R4) 
Fifth response (R5) 
Sixth response (R6) 
Seventh response (R7) 
Eighth response (R8) 
Ninth response (R9) 
Tenth response (RIO) 
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position 
5-6 
11 
16 
21 
26 
31 
36-40 (99.99) 
45-49 (99.99) 
54-58 (99.99) 
63 
68 
73 
78 
83 
88 
93 
98 
103 
109 
Testing Data Definition (Continued) 
Field Position 
How well liked format of screen displays 114 
(Likert scale 1 = strongly disliked 
thru 7 = strongly liked) 
Ease of use of screen displays 119 
(Likert scale 1 = very easy 
thru 7 = very difficult) 
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Rl - C 
R2 - A 
R3 - D 
R4 - B 
R5 - B 
R6 - A 
R7 - A 
R8 - A 
R9 - C 
R10 - D 
APPENDIX D 
Answer Key 
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APPENDIX E 
Instructions to Experiment Subjects 
Good morning/afternoon. 
Thank you for agreeing to take part in this short exercise. 
Please do not begin until you are instructed to do so. 
The purpose of this experiment is to compare various 
computer screens similar to those that may be used in the 
on-board computer for locomotives. 
The computer will lead you through the exercise. 
First,.you will be asked several questions concerning your 
age, sex, years of service, etc. The answers cannot be 
linked back to the person participating in the experiment. 
This information if for statistical purposes only. 
Next you will read a short scenario which will provide some 
background information about the first simulation. When you 
have finished reading the scenario, press any key. 
When the simulation appears on your screen, DO NOT ATTEMPT 
TO TAKE ANY ACTION. JUST OBSERVE THE INDICATORS ON THE 
SCREEN CAREFULLY. 
When the simulation stops, choose the best answer from those 
listed. After you have answered the question, the scenario 
for the second simulation will appear on your screen. 
There will be ten in all. 
After all the simulations are complete, you will be asked 
some general questions about the exercise. Again, the 
answers cannot be traced back to the participant. 
Some of you will need to identify the symbols at the front 
of this room. Starting from the left: 
The stickman waving the lantern up and down vertically 
means, "proceed". 
The stickman waving the lantern slightly up and down at 
arm's length means, "slow". 
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The stickman waving the lantern in a circular motion means 
"back up". 
The stickman waving the lantern low, at a right angle to the 
track means "stop". 
The post with the square sign and a "W" means "whistle 
post" • 
The post with three wide bands and one narrow band means 
"whistle post". 
The post with the numbers is a milepost. 
The small house with a light outside is a defect detector. 
Proceed at your own pace. Do not be distracted by your 
neighbor's screen as it may be different than yours. 
When you have finished, please leave the computer on and the 
diskette in the "A" drive. 
Are th~re any questions? 
(Answer any questions). 
Again, while the simulation is taking place, your task is to 
observe the screen as carefully as you can. When the 
simulation ends, you will be asked to choose the best answer 
from those listed. 
If you have not done so, place the diskette provided to you 
in the "A" drive, and turn the computer on. 
(Wait until all participants are ready. Answer question 
regarding starting up the simulation, if necessary.) 
You may now begin by pressing any key. 
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