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 – на компьютерах сотрудников всегда должно быть актуальное антивирус-
ное программное обеспечение;
 – в корпоративной сети компании необходимо использовать системы об-
наружения и предотвращения атак;
 – все сотрудники должны быть проинструктированы, как вести себя с по-
сетителями;
 – необходимо максимально ограничить права пользователя в системе.
Исходя из всего перечисленного, можно сделать вывод: основной способ 
защиты от социальной инженерии — это обучение сотрудников. Необходимо 
знать и помнить, что незнание не освобождает от ответственности. Каждый 
пользователь системы должен знать об опасности раскрытия конфиденци-
альной информации и знать способы, которые помогут предотвратить утечку. 
Предупрежден — значит, вооружен! [2]
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В филологии атрибуцией называют исследование по определению авторст-
ва текста. В письменной речи отчетливо прослеживается стиль автора; автор-
ство может помочь установить частота использования различных частей речи, 
необычные грамматические конструкции и множество других параметров.
Может показаться, что в случае с написанием кода программист не имеет 
такой свободы самовыражения. Сам процесс написания программы подразу-
мевает следование строгим синтаксическим правилам. Более того, различные 
руководства по написанию кода определяют строгие правила относительно 
разметки кода, написания комментариев и даже названий переменных.
На самом деле у программиста все равно остается простор для творчества: 
многие моменты, такие как разметка кода, выбор синонимичных операторов, 
написание комментариев, остаются на усмотрение программиста, и, следова-
тельно, образуют собой его стиль.
В Российской Федерации компьютерные преступления охватываются тре-
мя составами, а именно неправомерным доступом к компьютерной информа-
ции (ст. 272 УК РФ), созданием, использованием и распространением вредо-
носных программ для ЭВМ (ст. 273 УК РФ) и нарушением правил эксплуатации 
ЭВМ, системы ЭВМ или их сети (ст. 274 УК РФ) [1].
Таким образом, одним из основных применений атрибуции программного 
кода в задачах ИБ можно считать деанонимизацию программиста, участвовав-
шего в разработке некоторого вредоносного кода.
Второе возможное применение установления авторства программного 
кода — защита интеллектуальной собственности. В Российской Федерации 
программы для ЭВМ охраняются авторским правом как литературное произ-
ведение (п. 1 ст. 1259, ст. 1261 ГК РФ).
Спор между двумя сторонами об авторских правах на некоторую часть ис-
ходного кода может привести к серьезным судебным разбирательствам и по-
ставить под удар разрабатываемый продукт. В данном случае решением мог 
бы стать алгоритм, способный, используя исходный код с установленным ав-
торством, предоставленный каждой из сторон, определить автора спорного 
участка кода. Очевидно, что такой алгоритм должен обладать высокой степе-
нью точности.
Первые попытки атрибуции программного кода осуществлялись более чем 
20 лет назад [2], но лучший результат был получен в работе [3], опублико-
ванной в 2015 году. Одной из особенностей этой работы является выявление 
синтаксических особенностей стиля программирования при помощи абстракт-
ных синтаксических деревьев, а не N-грамм. Это позволяет, например, опреде-
лять предпочитаемую программистом вложенность кода или длину функций. 
Общее количество метрик в данной работе превышает 120 000, из них 928 выде-
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лены как наиболее важные. В качестве классификатора используется алгоритм 
случайного леса.
Авторы утверждают, что 8 файлов с 70 строками кода в каждом достаточ-
но для обучения алгоритма с использованием данных трех классов метрик. 
Точность алгоритма равняется 98 % для 250 программистов, 93 % для 1 600 про-
граммистов.
Однако в  этой работе в  качестве набора данных использовались про-
граммы на языке C++, написанные в ходе соревнований Google Code Jam. 
Следовательно, программисты работали над одними и теми же задачами, что 
несколько упрощает выявление различий в их стилях программирования.
В данной работе будет исследована возможность атрибуции программного 
кода с использованием открытых репозиториев в качестве источника данных. 
Множество программистов используют публичные репозитории для разме-
щения своих разработок и черновиков или проектов с открытым исходным 
кодом. Таким образом, сеть Интернет содержит большое количество материа-
ла для определения особенностей стиля тысяч программистов по всему миру. 
Этот факт предоставляет широкие возможности, например для выявления 
авторов вредоносного кода.
Весь процесс атрибуции данных можно условно разбить на четыре части: 
сбор данных, их обработка, выявление особенностей стиля и собственно клас-
сификация. Рассмотрим каждый этап подробнее.
Для разработки был выбран язык программирования Python 3.6, который, 
благодаря большому количеству библиотек и обучающих материалов, удобно 
использовать как простой инструмент для машинного обучения. Так же приме-
няется библиотека sсikit-learn, реализующая различные алгоритмы машинного 
обучения.
Для сбора данных используется веб-сервис Github. В качестве исследуемо-
го языка программирования был выбран Python как один из наиболее часто 
используемых языков на Github. Будем выбирать авторов, преимущественно 
пишущих на Python и имеющих более 25 подписчиков, размеры репозитори-
ев ограничим в 100 килобайт. Среди этих авторов выберем все репозитории 
на Python с количеством коммитов больше одного и только с одним автором 
коммитов.
Одна из проблем при сборе данных — ограничения API Github. Существуют 
ограничения на количество запросов в час для различных операций, а боль-
шие объемы данных предоставляются постранично, что осложняет получение 
данных, ведет к дополнительным запросам и приводит к упомянутому выше 
превышению квоты.
После загрузки всех архивов репозиториев для нужного количества авто-
ров осуществляется их разархивирование и удаление всех файлов, не соответ-
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ствующих расширению.py. Также удаляются все.py файлы с количеством строк 
меньше 100 и исключаются из выборки авторы, у которых после этих операций 
осталось меньше 8 файлов с кодом.
Для извлечения особенностей стиля используется набор метрик, схожий 
с работой [3], но несколько сокращенный и адаптированный для Python. Для 
извлечения синтаксических особенностей кода также применяются абстракт-
ные синтаксические деревья. Для этого используется библиотека typed_ast, по-
зволяющая строить деревья как для Python 2.7, так и Python 3.
Общее количество используемых метрик равняется 7876, для нормализа-
ции данных применяется стандартизированная оценка, а для выявления наи-
более значимых метрик — метод стохастического градиента.
В качестве классификатора был выбран алгоритм случайного леса, показав-
ший лучший результат и быстродействие в сравнении с многослойным пер-
цептроном. Количество деревьев установлено равным 300, значение выбрано 
эмпирическим путем.
На данный момент алгоритм показывает точность в 73 % при различении 
50 программистов, независимо от версии Python, использованной при напи-
сании кода. Для задачи разрешения спора между двумя сторонами точность 
алгоритма в среднем равна 93 %.
Для увеличения точности планируется расширить количество метрик, 
а также определить, какое минимальное количество строк кода и файлов с ко-
дом в целом необходимо для успешной атрибуции. Еще одно возможное на-
правление для дальнейшего развития — определение влияния обфускаторов 
на атрибуцию программного кода.
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