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Opis:
V sodobnem svetu je potrebno opraviti veliko komunikacije, med drugim tudi
po telefonu. Če si uporabnik urnik klicev beleži v koledarju, lahko le-ta hitro
postane nepregleden. Aplikacija za upravljanje opomnikov za telefonske klice
bi urnik klicev ločila od urnika aktivnosti/sestankov v koledarju posameznika.
Zasnujte spletno in mobilno aplikacijo za upravljanje z opomniki za tele-
fonske klice. Aplikaciji nato razvijte in pri razvoju uporabite tehnologije po
lastnem izboru.












1.1 Predstavitev domene . . . . . . . . . . . . . . . . . . . . . . . 1
1.2 Cilji diplome . . . . . . . . . . . . . . . . . . . . . . . . . . . . 2
1.3 Pregled sorodnih aplikacij – primerov . . . . . . . . . . . . . . 2
1.4 Struktura diplome . . . . . . . . . . . . . . . . . . . . . . . . 3
2 Orodja in tehnologije 5
2.1 Visual Studio Code . . . . . . . . . . . . . . . . . . . . . . . . 5
2.2 JavaScript . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 6
2.3 MongoDB . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7
2.4 Heroku . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7
3 Uporabljena ogrodja 9
3.1 Nuxt.js . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 9
3.2 Node.js . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 10
3.3 Vue.js . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 10
3.4 Vuex . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 11
4 Analiza 13
4.1 Podatkovni model . . . . . . . . . . . . . . . . . . . . . . . . . 13
4.2 Diagram primerov uporabe . . . . . . . . . . . . . . . . . . . . 16
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Povzetek
Naslov: Aplikacija za upravljanje opomnikov za telefonske klice
Avtor: Sandi Stipič
Z uporabo sodobnih tehnologij si lahko ob vsakdanjih opravilih še doda-
tno povečamo produktivnost in si omogočimo bolj organizirano delo. Prav
to želimo omogočiti uporabniku z razvojem spletne aplikacije Personal Call
Manager, kjer bo lahko upravljal in vodil dogodke za telefonske klice.
Preko spletne aplikacije bo imel uporabnik dostop do pregleda vseh svojih
dogodkov in opomnikov, ki jih bo lahko na hiter in enostaven način urejal,
dodajal in odstranjeval. Uporabnik bo imel možnost prejemanja opomnikov
v obliki potisnega obvestila, preko katerih bo lahko s samo nekaj dodatnimi
kliki pričel s telefonskim klicem. Do aplikacije pa bo lahko uporabnik dosto-
pal na vseh modernih napravah, ki podpirajo spletni brskalnik.
Ključne besede: spletna aplikacija, telefonski klic, kontakt, dodajanje do-
godka, dodajanje opomnika, upravljanje in vodenje telefonskih klicev.

Abstract
Title: Application for the management of reminders for phone calls
Author: Sandi Stipič
The use of modern technologies can further increase our productivity and
enable us to work in a more organized way. In this thesis, the aim is to
achieve just that by developing a web application Personal Call Manager
where the user will be able to manage events for phone calls.
Through the web application, the user will have access to an overview
of all their events and reminders, which can easily be edited, added, and
removed. The user will have the option of receiving reminders in the form of
a push notification, through which he will be able to start a phone call with
just a few extra clicks. He will also be able to access the application from all
modern devices that support the web browser.






Poslovna domena je upravljanje in vodenje osebnih opomnikov za telefonske
klice preko spletne aplikacije Personal Call Manager. Kaj hitro se zgodi, da
človek ob preobremenjenosti in velikem številu opravkov enostavno pozabi
na kakšen nujen klic, ki bi ga moral opraviti še isti dan. Sodobna tehnologija
nam tako omogoča bolj organizirano delo, hkrati pa nam lahko prikraǰsa
veliko časa in skrbi pri usklajevanju in razporejanju opomnikov.
Aplikacija uporabniku pomaga avtomatizirati postopek razporejanja opo-
mnikov s prednaloženimi kontakti, kadar je to zanje najbolje. Uporabnik
lahko do aplikacije dostopa tudi, ko ni za računalnikom. Ne glede na to, ali
je zunaj pisarne ali potuje na pomemben sestanek ima ves nadzor nad do-
godki in opomniki tudi na svojem pametnem telefonu in na vseh napravah,
ki podpirajo spletni brskalnik. Kot je bilo že omenjeno, uporabnik upravlja
s prednaloženimi kontakti, za katere mu ni potrebno skrbeti, saj se ti nepo-
sredno sinhronizirajo preko ponudnikov identitet Google in Microsoft Office
365, preko katerih se lahko uporabnik prijavi v aplikacijo.
Aplikacija poskrbi tudi za prikaz opomnikov v obliki potisnega obvestila,
preko katerih lahko uporabnik s samo nekaj dodatnimi kliki prične s telefon-
skim klicem. Ob opravljenem klicu, se lahko dogodek odstrani, označi kot
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opravljen ali pa se ponovno uporabi za nadaljnje sestanke.
1.2 Cilji diplome
Cilj diplomske naloge je razvoj in izdelava preizkušenega koncepta (ang.
Proof Of Concept ali POC) spletne aplikacije Personal Call Manager, name-
njeno za upravljanje in vodenje opomnikov za telefonske klice. Cilj aplikacije
je uporabniku omogočiti razumljivo, pregledno in enostavno orodje. Ciljno
občinstvo aplikacije so posamezniki, katerim bi uporaba povečala produktiv-
nost z bolj organiziranim in brezskrbnim planiranjem pomembnih ali malo
manj pomembnih telefonskih klicev.
Ena od funkcionalnosti in ciljev aplikacije je omogočiti uporabniku prijavo
z obstoječim uporabnǐskim računom preko ponudnikov identitet Google in
Microsoft Office 365 ter sinhronizacija kontaktov s ponudniki identitet, ki bi
potekala samodejno ali na ukaz. Uporabniku bo po prijavi omogočeno doda-
janje dogodkov preko obrazca, ki mu bo omogočal izbiro med prednaloženimi
kontakti preko iskalnega polja s samodejnim izpolnjevanjem. Obrazec bo
omogočal tudi dodajanje naziva dogodka, datum in uro dogodka, opis do-
godka ter opomnike, ki se bodo uporabniku prikazovali v obliki potisnih
obvestil. Vsi dodani dogodki bodo uporabniku vedno prisotni na seznamu
vseh dogodkov, kjer bo lahko dogodek urejal, označil kot zaključen ali pa ga
odstranil.
Vsakemu prijavljenemu uporabniku se omogoči tudi povezovanje z dru-
gimi uporabnǐskimi računi preko enega od prej omenjenih ponudnikov identi-
tet. Omogoči se mu tudi vpogled v vse povezane račune, brisanje posameznih
računov ter trajno brisanje celotnega računa.
1.3 Pregled sorodnih aplikacij – primerov
Konkurenčne aplikacije so vse tiste, ki na kakršen koli način ponujajo upra-
vljanje osebnih dogodkov ali opomnikov. Ena takih aplikacij je Google Calen-
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dar, ki jo je razvil Google. Google Calendar je brezplačen spletni in mobilni
koledar, ki nam omogoča hitro načrtovanje sestankov in dogodkov ter preje-
manje opomnikov o prihajajočih dejavnostih. Aplikacija je zasnovana tako,
da se lahko dogodki delijo z drugimi, tako da lahko en dogodek uporablja
in spremlja tudi več uporabnikov. Google Calendar je poleg velikega nabora
storitev in funkcionalnosti tudi zelo enostaven za uporabo [12].
Enostavna uporaba in moč orodja, ki jo ponuja Google Calendar sta bili
glavni vodili tudi med razvojem naše aplikacije. Kljub podobnemu principu
upravljanja dogodkov in opomnikov v obeh aplikacijah, tako v Google Ca-
lendar kot v naši Personal Call Manager, je glavna razlika ta, da je naša
aplikacija posebej prilagojena dogodkom za telefonske klice.
1.4 Struktura diplome
Diplomska naloga se začne s predstavitvijo domene, cilji diplome, kjer je
opis problema, ki ga rešuje aplikacija in pregledom sorodne aplikacije, ki
zaključuje prvi večji sklop diplome (poglavje 1). V drugem sklopu nada-
ljujemo s predstavitvijo glavnih orodij in tehnologij (poglavje 2) ter upo-
rabljena ogrodja (poglavje 3), ki smo jih uporabili tekom razvoja aplika-
cije. V naslednjem večjem sklopu nadaljujemo z analizo (poglavje 4) in
načrtovanjem diplomske naloge (poglavje 5), kjer predstavimo podatkovni
model, diagram primerov uporabe in arhitekturo sistema. Diplomsko na-
logo zaključimo s predstavitvijo aplikacije (poglavje 6) ter zaključkom (po-




2.1 Visual Studio Code
Visual Studio Code je brezplačen urejevalnik izvornih kod, ki ga je izdelal
Microsoft za Windows, Linux in maxOS [18]. Združuje najbolǰse spletne,
domorodne in jezikovno specifične tehnologije. Z uporabo Electrona ureje-
valnik združuje spletne tehnologije, kot sta JavaScript in Node.js, s hitrostjo
in prilagodljivostjo domorodnih aplikacij [7]. Urejevalnik je mogoče razširiti
z razširitvami, ki so na voljo preko centralnega repozitorija [6], ki razvijal-
cem omogoča izdelavo in uporabo razširitev ter bogato prilagajanje njihove
izkušnje urejanja, gradnje in odpravljanja napak [7].
V osnovi ima urejevalnik vgrajeno podporo za najpogosteǰse programske
jezike. Ta osnovna podpora vključuje poudarjanje sintakse, ujemanje okle-
pajev, zlaganje kode, nastavljanje izvlečkov, bogato razumevanje semantične
kode in navigacijo ter predelavo kode. Vključuje tudi podporo za dokončanje
kode IntelliSense za JavaScript, TypeScript, JSON, CSS in HTML ter pod-




JavaScript je objektno skriptni programski jezik, ki je poleg HTMLja in
CSSja ena temeljnih tehnologij svetovnega spleta [10]. JavaScript omogoča
interaktivne spletne strani in je bistveni del spletnih aplikacij. Jezik podpira
dogodkovne, funkcionalne in nujne sloge programiranja. Ima aplikacijske
programske vmesnike (API) za delo z besedilom, datumi, regularnimi izrazi,
standardnimi podatkovnimi strukturami in objektnim modelom dokumentov
(DOM). Jezik sam po sebi ne vključuje nobenega vhoda/izhoda (I/O), kot
so to na primer omrežja, pomnilniki ali grafične naprave, saj te vmesnike
ponuja gostiteljsko okolje, običajno spletni brskalnik. Prvotno so bili Java-
Script mehanizmi uporabljeni samo v spletnih brskalnikih, zdaj pa so vdelani
v nekatere strežnike, običajno preko Node.js. Vdelani so tudi v različne apli-
kacije, ustvarjene z ogrodji, kot sta Electron in Cordova [1].
JavaScript se danes najpogosteje uporablja in je najprimerneǰsi jezik za
razvoj, in če se želimo učiti JavaScript, moramo razumeti osnove JavaScript
in ECMAScript. ECMAScript je JavaScript standard, ki mu dodaja nove
funkcionalnosti. Javascript je tako v bistvu ECMAScript v svojem jedru,
vendar ga nadgrajuje [20]. Zadnja stabilna različica je 17. junija 2015 ura-
dno standardiziran ECMAScript 6, vendar se zaradi omejene podpore novih
funkcionalnosti v spletnih brskalnikih in na strežnikih še zmeraj večinoma
uporablja ECMAScript 5 iz leta 2009 [1]. Kljub temu lahko z uporabo
Babel.js orodjem pretvorimo kodo v ECMAScript 6 + nazaj v združljivo
različico. Babel.js je brezplačen in odprtokodni prevajalnik JavaScript, ki
je priljubljeno orodje za uporabo najnoveǰsih funkcij programskega jezika
JavaScript [28]. Razvijalci lahko tako uporabljajo nove jezikovne funkcije
JavaScript z uporabo Babel za pretvorbo izvorne kode v različice JavaScript,
ki jih razvijajoči se brskalniki lahko obdelujejo [26].
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2.3 MongoDB
MongoDB je nerelacijska (NoSQL) podatkovna baza. MongoDB podatke
shranjuje v prilagodljive dokumente, podobne JSONu, kar pomeni, da se
polja lahko razlikujejo od dokumenta do dokumenta, struktura podatkov pa
se lahko sčasoma spreminja. Model dokumenta se preslika na predmete v
aplikacijski kodi in olaǰsa delo s podatki. Namenske poizvedbe, indeksiranje
in združevanje v realnem času nudijo zmogljive načine za dostop do vaših
podatkov in njihovo analizo [21].
Za hitro in enostavno brskanje po podatkih se lahko uporabi grafični
programski vmesnik MongoDB Compass. MongoDB Compass omogoča pa-
metneǰse odločitve o strukturi dokumentov, poizvedbah, indeksiranju in pre-
verjanju veljavnosti dokumentov [23].
Kot storitev na zahtevo pa imamo na voljo MongoDB Atlas, ki nudi upra-
vljanje MongoDB podatkovnih baz v oblaku in deluje na platformah Amazon
Web Services, Microsoft Azure in Google Cloud. Storitev nudi avtomatiza-
cijo s preizkušenimi praksami, ki zagotavljajo razpoložljivost, razširljivost in
skladnost z najzahtevneǰsimi standardi varnosti podatkov in zasebnosti [22].
2.4 Heroku
Heroku je storitev na zahtevo v oblaku (ang. Platform as a Service). Sto-
ritev trenutno podpira veliko programskih jezikov, med njimi je tudi nekaj
sodobnih kot so Java, Node.js, Scala, Clojure, Python, PHP in Go [9, 25].
Platforma je elegantna, prilagodljiva in enostavna za uporabo, razvijalcem
pa ponuja najpreprosteǰso pot za gradnjo, upravljanje in razširjanje sodob-
nih aplikacij. Heroku je v celoti upravljan, kar daje razvijalcem svobodo, da
se osredotočijo na svoj osnovni izdelek, ne da bi pri tem motili vzdrževanje
strežnikov, strojne opreme ali infrastrukture [13].
Heroku ponuja brezplačno naročnino, za učenje novega jezika, eksperi-
mentiranje in prototipiranje novih idej in konceptov. Prav tako ponujajo
vgrajena orodja za enostavno skaliranje in vzdrževanje zdravja aplikacij, ko
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Nuxt.js je brezplačen in odprtokodno ogrodje za kreiranje spletnih aplikacij,
ki temeljijo na ogrodju Vue.js, Node.js, Webpack in Babel.js. Njegov cilj
je razvijalcem pomagati , da hitro, enostavno in organizirano izkoristijo vr-
hunske tehnologije [27]. Ogrodje želi uporabnikom omogočiti, da ustvarijo
spletne poglede v JavaScript z uporabo ogrodja Vue.js z eno datotečno kom-
ponento [17] in ki lahko deluje kot enostranska aplikacija v brskalniku (SPA),
kot tudi upodabljanja na strani strežnika (SSR), ki se nato (po upodabljanju
na strani strežnika)
”
rehidrirajo“ v popolno funkcionalnost SPA [24, 4]. Poleg
tega ogrodje uporabnikom omogoča, da imajo vsebino ali njene dele v celoti
predhodno upodobljene na strežniku in strežene na način statičnih generator-
jev spletnih mest. Prednosti tega pristopa so med drugim tudi zmanǰsani čas
za interaktivnost in izbolǰsan SEO v primerjavi s SPAji, ker spletni strežnik
streže celotno vsebino vsake strani, preden se izvede kateri koli JavaScript na
strani odjemalca. Druga možnost je, da lahko ohranimo tako prednosti tra-
dicionalnih strani, ki so upodobljene na strani strežnika, kot tudi izbolǰsano
interaktivnost in napreden uporabnǐski vmesnik SPA. Glavna prednost sa-
mega okvira Nuxt.js je v tem, da konfiguracijo in nastavitev takih aplikacij
poenostavi in omogoči brezhibno razvijanje programov, ki lahko preprosto
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razvijejo dele uporabnǐskega vmesnika [3].
3.2 Node.js
Node.js je odprtokodno, medplatformno, zaledno okolje izvajalnega okolja
JavaScript, ki izvaja kodo JavaScript zunaj spletnega brskalnika. Node.js
razvijalcem omogoča, da uporabljajo JavaScript za pisanje orodij ukazne
vrstice in za skriptiranje na strani strežnika – izvajanje skriptov na strani
strežnika za ustvarjanje dinamične vsebine spletne strani, preden je stran
poslana v uporabnikov spletni brskalnik. Zato Node.js predstavlja paradi-
gmo
”
JavaScript povsod“, ki poenoti razvoj spletnih aplikacij okoli enega
programskega jezika in ne različnih jezikov za skripte na strani strežnika in
odjemalca [2].
Node.js ponuja tudi bogato knjižnico različnih modulov JavaScript, ki v
veliki meri poenostavlja razvoj spletnih aplikacij z uporabo Node.js. Sledi
nekaj pomembnih lastnosti, zaradi katerih je Node.js prva izbira arhitektov
programske opreme. Vsi APIji knjižnice Node.js so asinhroni, torej nebloki-
rajoči. V bistvu pomeni, da strežnik, ki temelji na Node.js, nikoli ne čaka, da
API vrne podatke. Strežnik se po klicu premakne na naslednji API, mehani-
zem obveščanja o dogodkih Node.js pa strežniku pomaga, da dobi odgovor iz
preǰsnjega klica API. Knjižnica Node.js je zgrajena na V8 JavaScript Engine
Google Chrome in je zelo hitra pri izvajanju kode [30].
3.3 Vue.js
Vue.js je odprtokodno progresivno ogrodje za gradnjo uporabnǐskih vmesni-
kov in enostranskih aplikacij. Za razliko od drugih monolitnih ogrodij je Vue
zasnovan od tal navzgor, da omogoča postopno prilagodljivo arhitekturo.
Osnovna knjižnica je osredotočena samo na plast pogleda in jo je enostavno
integrirati z drugimi knjižnicami ali obstoječimi projekti [31]. Komponente
Vue razširjajo osnovne elemente HTML, da vključijo kodo za večkratno upo-
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rabo. Na visoki ravni so komponente elementi po meri, na katere prevajalnik
Vue veže vedenje. V Vue je komponenta v bistvu primerek Vue z vnaprej
določenimi možnostmi [11].
Vue ponuja najbolǰse dele drugih začelnih ogrodij ter številne druge funk-
cije, ki so edinstvene za Vue. Tu je le delni seznam: Vue za arhitekturo in
ponovno uporabo uporablja arhitekturo, ki temelji na komponentah. V svo-
jih komponentah ločuje HTML, CSS in JS. Vue bo izgledal in se počutil zna-
nega tako razvijalcem kot oblikovalcem.Ponuja popoln GUI za servisiranje,
gradnjo in ustvarjanje projektov. Vue uporablja vročo ponovno nalaganje,
ko se zažene kot aplikacija. Vroče ponovno nalaganje posodablja samo tisto,
kar se je na strani spremenilo brez osveževanja [19].
3.4 Vuex
Vuex je knjižnica za aplikacije Vue.js, ki upravlja stanja in nam tako zago-
tavlja tisti edini vir resnice. Služi kot centralizirana shramba za vse kompo-
nente v aplikaciji s pravili, ki zagotavljajo, da je stanje lahko mutiralo le na
predvidljiv način. Ko začnemo shranjevati stanje v njem, postane naše stanje
veliko enostavneǰse in veliko lažje ga razumemo. Tako ima lahko vsaka kom-
ponenta, ki sloni na našem globalnem stanju, neposreden dostop do nje. Ko
ena komponenta posodobi stanje Vuex, lahko druge komponente poslušajo,
kdaj se to stanje spremeni, nato pa se lahko reaktivno odzovejo na podlagi





Z orodjem Datensen Mood Modeler smo na osnovi diagramov primera upo-
rabe in zahtev izdelali podatkovni model (Slika 4.1), ki vsebuje pet entitet.
Vsaka entiteta hrani unikatno identifikacijsko število id tipa ObjectId in je
privzeta vrednost polja vsakega dokumenta, ki se ustvari med ustvarjanjem
katerega koli dokumenta [29].
Entiteta users predstavlja vse uporabnike in hrani ločene podatke glede
na ponudnika identitet, katerega uporabnik uporabi ob prijavi v aplikacijo.
Podatki ponudnika identitet Google se hranijo v google tabeli objektov, med-
tem ko se podatki ponudnika identitet Office 365 hranijo v azuread tabeli
objektov. Vsak objekt znotraj specifičnega ponudnika identitet hrani po-
datke pridobljene preko API zahteve med postopkom prijave in avtorizacije.
Pridobljeni podatki, ki se hranijo so: unikatna identifikacijska številka upo-
rabnǐskega računa, elektronska pošta, uporabnǐsko ime, profilna slika, ponu-
dnik identitete (google ali azuread), varnostni žeton za dostop, datum in ura
veljavnosti varnostnega žetona za dostop in žeton za osveževanje. Dokument
za hranjenje posameznih uporabnikov lahko istočasno hrani več računov istih




Naslednja entiteta connections hrani uporabnikove kontakte, prav tako
pridobljene preko API zahtevka za posameznega ponudnika identitet. Vsak
dokument lahko hrani kontakte le enega uporabnika, ki ga kot referenco
določa uporabnǐska unikatna identifikacijska številka. Entiteta hrani tudi
status sinhronizacije, ki nam pove ali se v ozadju izvaja sinhronizacija kon-
taktov ali ne. Za vsak objekt kontakta, ki ga entiteta hrani v tabeli kontaktov
hranimo: unikatna identifikacijska številka kontakta, unikatna identifikacij-
ska številka uporabnika posameznega računa, ime kontakta, profilna slika
kontakta, telefonske številke kontakta v privzeti ter kanonični obliki in po-
nudnika identitete (google ali azuread).
Naslednja entiteta schedules hrani uporabnikove dogodke in opomnike.
Tako kot entiteta kontaktov tudi ta hrani dogodke le enega uporabnika, tako
vemo, kateremu uporabniku pripada posamezni dogodek. Poleg tega se za
vsak dogodek hrani še: naziv dogodka, datum in ura dogodka, opis dogodka,
status dogodka, ki nam pove ali je dogodek še aktiven ali zaključen, tabelo
opomnikov in tabela kontaktov pridobljenih iz entitete connections. Za vsak
objekt opomnikov entiteta hrani metodo opomnika (potisno obvestilo ali ele-
ktronska pošta), enoto (minuta, ura, dan ali teden) in število v povezavi z
izbrano časovno enoto. Za vsak objekt kontakt pa se hrani unikatna identi-
fikacijska številka kontakta ter telefonska številka v kanonični obliki.
Še zadnja entiteta, ki je odvisna od uporabnika je notificationsubs in hrani
njegove prijave na potisna obvestila na vseh napravah s katerimi upravlja.
Za vsako prijavo entiteta hrani: datum in uro veljavnosti, končno točko in
skrivni unikatni ključ.
Zadnja entiteta sessions je samostojna in neodvisna in hrani sejo spletne
aplikacije za vsako napravo in brskalnik posebej. Entiteta hrani tudi: datum
in uro veljavnosti seje ter samo sejo v obliki objekta.
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Slika 4.1: Podatkovni model.
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4.2 Diagram primerov uporabe
Prikazan diagram primerov uporabe (Slika 4.2) smo izdelali z uporabo orodja
SAP PowerDesigner v jeziku UML, kjer primeri uporabe določajo pričakovano
vedenje in ne natančen način, kako se to zgodi. Ključni koncept modeliranja
primerov uporabe je, da nam pomaga oblikovati sistem z vidika končnega
uporabnika na lahko razumljiv način tako za razvijalce sistema kot za upo-
rabnike.
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Slika 4.2: Diagram primerov uporabe.
18 Sandi Stipič
4.2.1 Primeri uporabe
Kratek opis primerov uporabe je prikazano v tabeli 4.1.
Tabela 4.1: Primeri uporabe.
Primer uporabe opis
Prijava Za nove in neprijavljene uporabnike se ob zagonu apli-
kacije odpre prijavno okno. Uporabnik se lahko pri-
javi z enim od dveh ponudnikov identitet (Google ali
Office 365).
Avtentikacija V primeri uspešne prijave se podatki o uporabniku
pridobljeni preko ponudnikov identitet pošljejo na
strežnik in uporabnika preusmeri na pregled dogod-
kov.
V primeru neuspešne prijave, uporabnik ne obstaja
ali pa je uporabnik že vpisan se uporabnika preusmeri
nazaj na prijavno okno.
Sinhronizacija kontak-
tov
V primeru uspešne prijave in avtentikacije (ang.
authentication) se ustvari cron delo, ki z veljavnim
varnostnim žetonom za dostop v ozadju izvede API
zahtevo za sinhronizacijo uporabnǐskih kontaktov. V
primeru izvajanja ali ob uspešnem zaključku zahteve
je uporabnik primerno obveščen s sporočilom v glavi
aplikacije. V primeru, da se zahtevek za sinhronizacijo
ne izvaja, lahko uporabnik v vsakem trenutku zahteva
ponovno sinhronizacijo kontaktov.
Nadaljevanje na naslednji strani
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Tabela 4.1 – nadaljevanje iz preǰsnje strani
Primer uporabe opis
Pregled dogodkov Prikaz seznama vseh aktivnih dogodkov ali dogod-
kov. Preko tega seznama lahko uporabnik upravlja
vse svoje dogodke. Vsaka pravilno formatirana tele-
fonska številka kontakta v dogodku deluje kot pove-
zava s pozivom k dejanju (CTA). Ob kliku na telefon-
sko številko se preko naprave avtomatsko sproži klic.
Urejanje dogodka Uporabnik lahko kadarkoli uredi ali popravi obstoječi
dogodek ali pa ga z urejanjem ponovno uporabi. Novi
podatki se pošljejo na strežnik, ki poskrbi, da se po-
novno pripravijo potisna obvestila. Ob uspešni spre-
membi se uporabnika preusmeri na seznam vseh ak-
tivnih dogodkov, kjer je prikazan urejen dogodek.
Brisanje dogodka Ob uspešni odstranitvi dogodka se ta odstrani iz se-
znama vseh aktivnih dogodkov. Strežnik poskrbi, da
se odstranijo vsa potisna obvestila vezana na odstra-
njeni dogodek.
Zaključi dogodek Uporabnik lahko označi dogodek kot zaključen, ki pre-
makne dogodek na začelje seznama vseh dogodkov.
Dogodek je temu primerno tudi grafično prikazan.
Dodajanje dogodka Ob pritisku na gumb Shrani se vpisani podatki
pošljejo na strežnik. Ob uspešnem dodajanju se upo-
rabnika preusmeri na seznam vseh aktivnih dogodkov,
hkrati pa strežnik poskrbi za pripravo potisnih obve-
stil. Potisno obvestilo vsebuje naziv dogodka, datum
in uro dogodka, opis dogodka in gumb s pozivom k
dejanju (CTA), ki vodi do seznama vseh dogodkov.
Vsak novo dodani dogodek se prikaže na seznam vseh
dogodkov.
Nadaljevanje na naslednji strani
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Tabela 4.1 – nadaljevanje iz preǰsnje strani
Primer uporabe opis
Potisna obvestila Vsak uporabnik se ima možnost prijaviti ali odjaviti
od prejemanja potisnih obvestil na vseh napravah,
preko katerih upravlja aplikacijo. Prijava ali odjava
od potisnih obvestil se pošlje na strežnik.
Pregled uporabnǐskega
računa
Prikaz seznama vseh prijavljenih in povezanih upo-
rabnǐskih računov. Preko tega seznama lahko upo-
rabnik upravlja vse svoje uporabnǐske račune.
Brisanje upo-
rabnǐskega računa
V primeru dveh ali več povezanih uporabnǐskih
računov ima uporabnik možnost izbrisati posamičen
uporabnǐski račun s klikom na gumb s pozivom k de-
janju za izbris. Ob izbrisu uporabnǐskega računa se
glede na njegovo unikatno identifikacijsko številko od-
stranijo vsi dogodki in kontakti. Prav tako se izvede
odjava od potisnih obvestil. Uporabnik ima možnost
tudi trajnega brisanja računa s klikom na gumb s po-
zivom k dejanju (CTA) za brisanje računa. Zahteva
odstrani vse uporabnǐske račune in izvede vse dogodke
omenjene pri izbrisu enega računa. Ob uspešni trajni
odstranitvi se izvede odjava uporabnika, kjer se ga
preusmeri na prijavno okno.
Brisanje kontaktov Brisanje kontaktov se izvede ob brisanju upo-
rabnǐskega računa, kjer se strežniku pošlje zahteva za
odstranitev vseh kontaktov dotičnega uporabnika.
Dodajanje upo-
rabnǐskega računa
Dodajanje novega uporabnika vodi k primeru uporabe
prijave novega uporabnika.
Nadaljevanje na naslednji strani
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Za vsako spremembo dogodka, bodisi je to dodaja-
nje, urejanje se izvede priprava potisnih obvestil. Pri-
prava poskrbi, da se za vsak opomnik posameznega
dogodka uporabniku na napravi ob točno določenem
času pravilno prikaže potisno obvestilo. V primeru
odstranjevanja ali zaključku dogodka se potisno obve-
stilo odstrani.
Odjava Ob uspešni odjavi se uporabnika preusmeri na pri-






Prikazano shemo (Slika 5.1), ki prikazuje arhitekturo sistema smo izdelali s
pomočjo brezplačnega orodja draw.io preko spletnega brskalnika. Iz sheme
vidimo, da aplikacija uporablja arhitekturni koncept odjemalec – strežnik.
Odjemalec in strežnik med seboj komunicirata s podprtim REST API vme-
snikom, za katerega je poskrbljeno v zalednem delu. Zaledni del tako pripravi
vse podatke, ki jih spletna aplikacija potrebuje od strežnika za nemoteno delo
in prikaz uporabnǐskega vmesnika ter čim bolǰso uporabnǐsko izkušnjo. Sple-
tna aplikacija zahteva in pošilja podatke na strežnik z uporabo definiranih
zahtevkov HTTP in njihovih končnih točk. Zaledni del poleg odjemalca ko-
municira z zunanjimi spletnimi storitvami preko HTTP API zahtevkov.
Podatki, ki se pošiljajo med zalednim delom in aplikacijo, kot tudi med za-
lednim delom in zunanjimi spletnimi storitvami poteka preko objektov JSON.
Strežnik je izdelan z ogrodjem Nuxt.js z uporabo pogona Node.js in z
ogrodjem Express.js, ki skrbi za usmerjanje zahtevkov znotraj strežnika ter
knjižnico axios, ki se uporablja za pošiljanje HTTP API zahtev.
Za hranjenje podatkov skrbi podatkovna baza MongoDB, ki gostuje v
storitvi v oblaku MongoDB Atlas, medtem ko sama aplikacija gostuje na
platformi Heroku. Za varno komunikacijo po omrežju med aplikacijo in po-
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datkovno bazo skrbi standardno šifriranje TLS.
Za potisna obvestila skrbi strežnik z uporabo knjižnice web-push. Strežnik
mora poskrbeti, da se potisna obvestila izvajajo preko protokola Web Push,
in da je sporočilo, ki se pošilja šifrirano v skladu s specifikacijami za šifriranje
sporočil za Web Push. Potisno obvestilo se prikaže na napravi le, če uporab-


















5.2 Odločitev za izbor tehnologije progresiv-
nih spletnih aplikacij
Da smo dosegli podporo tako namiznim kot tudi mobilnim napravam, smo se
odločili, da aplikacijo zgradimo z uporabo tehnologije progresivnih spletnih
aplikacij (ang. Progressive Web Apps ali PWA). Progresivne spletne aplika-
cije so nova vrsta aplikacijske programske opreme, dobavljene prek spleta, ki
so zgrajene z uporabo običajnih spletnih tehnologij, vključno s HTML, CSS
in JavaScript. Namenjene so delu na kateri koli platformi, ki uporabljajo
brskalnik, skladen s standardi. Funkcije PWA zmanǰsujejo razliko med upo-
rabnǐsko izkušnjo v delovanju spletne aplikacije in tistimi aplikacijami, ki so
nameščene direktno na računalnike ali mobilne naprave [15].
Glavne arhitekturne funkcije spletnih aplikacij PWA in pogoji, katerim
mora tehnično ustrezati so uporaba certifikata za HTTPS protokol, stori-
tvene delavce (ang. service workers) in manifest spletnih aplikacij. Servisni
delavci dajejo razvijalcem možnost, da ročno upravljajo s predpomnjenimi
podatki in nadzorujejo uporabnǐsko izkušnjo, ko ni omrežne povezave. Hkrati
pa pohitrijo prikazovanje vsebine. Manifest vsebuje metapodatke, specifične
za aplikacijo, kot so ime aplikacije, URL naslov, ikone, . . . ki omogočajo
prikaz in izgradnjo aplikacije [5]. Uporabniki si lahko aplikacijo enostavno
namestijo preko URL povezave, kjer se prikaže ikona z znakom plus ali pa
preko menija, kjer sledijo povezavi za dodajanje na začetni zaslon. Nekateri
spletni brskalniki samodejno ugotovijo, da gre za PWA aplikacijo in ob pr-
vem obisku spletnega mesta ponudijo dodajanje na začetni zaslon v obliki
pojavnega okna. Ko si uporabnik na napravo namesti aplikacijo in s tem vse
ustrezne datoteke, ki jih potrebuje za delovanje dobi zaradi hitrosti prikaza
in delovanja občutek, da uporablja pravo (ang. native) aplikacijo. Hkrati
pa kljub občutku, da upravljamo s pravo aplikacijo ta zaseda precej manj




Slika 6.1: Obrazec za prijavo v aplikacijo.
Ob prvem zagonu spletne aplikacije se uporabniku prikaže obrazec za
prijavo v aplikacijo (Slika 6.1). Obrazec je identičen vsem uporabnikom,
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tako novim kot tudi obstoječim. Razlika med uporabniki pa lahko nastane
med samim procesom avtentikacije, kjer bo za obstoječe uporabnike proces
kraǰsi, saj jim ne bo potrebno ponovno potrditi privolitev preko pogovornega
okna za privolitev. Seveda to velja samo v primeru, če privolitev ni izrecno
preklicana.
Aplikacija ne omogoča prijave preko lokalnega računa, kot tudi ne re-
gistracije uporabnika. Tako se je v aplikacijo možno prijaviti samo preko
enega od ponudnikov identitet Google ali Microsoft Office 365. Prijava s
ponudnikom identitet aplikaciji dovoli, da pridobi vse potrebne informaciji o
uporabniku, kot je njegovo uporabnǐsko ime, elektronska pošta, slika profila,
unikatna identifikacijska številka in varnosti žeton za dostop. Da pa aplika-
cija pridobi vse potrebne informacije ta od uporabnika zahteva avtentikacijo,
za katero se uporablja protokol OAuth. Uporabnik mora za uspešno avten-
tikacijo preko pogovornega okna za privolitev privoliti zahtevi pooblastila za
dostop do njegovih informacij in da se lahko v njegovem imenu izvede neko
dejanje preko API zahtevkov z varnostnim žetonom za dostop. Za večino
težav, ki gredo lahko narobe med procesom avtorizacije poskrbi že ponudnik
identitet in uporabniku izpǐse opozorilo o napaki. Sama aplikacija pa v pri-
meru napake uporabnika preusmeri nazaj na formo za prijavo, kjer lahko
poskusi ponovno.
Po uspešni prijavi in avtentikaciji pa je uporabnik preusmerjen na domačo
stran aplikacije. Aplikacija hrani uporabnǐsko sejo, ki uporabniku omogoči
lažji dostop ob naslednjem zagonu aplikacije. Ta bo preko seje ugotovila, da
je uporabnik že prijavljen in mu bo prikazala domačo stran z dogodki.
Prav tako se ob prijavi v ozadju z uporabo cron dela pošlje API zah-
teva na zunanjo spletno storitev za sinhronizacijo uporabnikovih kontaktov.
Zunanje storitve s katerimi aplikacija komunicira v imenu uporabnika preko
varnostnega žetona za dostop sta Google APIs in Microsoft Graph API. Za-
radi velikega števila API zahtev na zunanje storitve imajo te postavljene
omejitve in kvote, da zaščitijo sistem pred prejemanjem več podatkov kot jih
zmorejo in, da zagotovijo pravično porazdelitev sistemskih virov. Omejitve
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se lahko spreminjajo in so odvisne od veliko faktorjev, tudi od storitev in
funkcij, zato so lahko omejitve različne. Naša aplikacija zahteva vsak API
zahtevek iz enega IP naslova in iz iste identifikacijske številke aplikacije v
imenu vseh uporabnikov, na kar vpliva, kako hitro se lahko doseže določeno
omejitev.
Splošne omejitve in kvote za Google APIs so petdeset tisoč zahtev na
projekt na dan, oziroma deset poizvedb na sekundo na naslov IP. Microsoft
Graph API pa dovoljuje deset tisoč zahtev na deset minutno obdobje, na
identifikacijsko številko aplikacije. Aplikacija mora za nemoteno in efektivno
delovanje poskrbeti, da se velikosti zahtev razdelijo na manǰse kose in, da se
po potrebi zmanǰsuje ali povečuje stopnja API zahtev.
6.2 Pregled dogodkov
Ob uspešni prijavi v aplikacijo je uporabnik preusmerjen na domačo stran
aplikacije, kjer ima pogled nad vsemi svojimi dogodki (Slika 6.2). Uporabniku
se ob prihodu na domačo stran, omogoči celotna uporabnǐska izkušnja. Prvič
ima dostop do vseh funkcionalnosti, ki jih aplikacija ponuja.
V glavi strani ima uporabnik dostop do hitrih povezav, kot je prijava ali
odjava na opomnike, sinhronizacija kontaktov in gumb s pozivom na dejanje,
ki odpre stranski meni v katerem se nahaja glavna navigacija. Glavna naviga-
cija vsebuje povezave do pregleda vseh dogodkov, dodajane novih dogodkov,
pregleda uporabnǐskih računov, dodajanje uporabnǐskih računov, sinhroni-
zacija kontaktov in odjavo.
Glavna vsebina forme ima na vrhu tedenski koledar, ki prikazuje trenutni
aktivni teden ter označen aktiven trenutni dan v tednu, in po izgledu odstopa
od ostalih dnevov. Trenutna verzija prototipa te aplikacije ne omogoča do-
datnih funkcionalnosti, ki bi omogočal koledarju, da bi na kakršen koli način
vplival na prikaz seznama dogodkov. Tako se pod koledarjem prikaže seznam
vseh dogodkov.
V seznamu vseh dogodkov se vsak dogodek prikaže v obliki kartice in
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Slika 6.2: Seznam dogodkov.
lahko vsebuje naziv dogodka, opis dogodka, ime kontakta, telefonsko številko
kontakta, profilno sliko kontakta in datum in ura dogodka. Vsaka pravilno
formatirana telefonska številka kontakta v dogodku deluje kot povezava s
pozivom k dejanju (CTA). Ta ob kliku poskuša vzpostaviti klic v napravi, v
kateri je bila povezava odprta in olaǰsa delo s kopiranjem telefonske številke.
V desnem zgornjem kotu kartice se nahaja ikona, ki predstavlja stanje do-
godka. Ikona peščene ure pomeni, da je dogodek v teku in aktiven, medtem
ko ikona kljukice pomeni, da je dogodek zaključen. Na dnu kartice aktivnega
dogodka se nahajajo trije gumbi s pozivom na dejanje, preko katerih lahko
uporabnik dogodek uredi, odstrani ali pa označi kot zaključen. Na dnu kar-
tice zaključenega dogodka pa se nahaja samo možnost odstranitve dogodka.
Seznam dogodkov v trenutni verziji na vrhu seznama prikaže aktiven dogo-
dek, ki je bil dodan kot zadnji. Na koncu aktivnih dogodkov pa se zvrstijo
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dogodki označeni kot zaključeni.
V primeru, da se ob sinhronizaciji kontakta na kakršen koli način spreme-
nijo podatki posameznega kontakta, bodisi je to ime kontakta, profilna slika
ali pa se celo odstrani oziroma spremeni kontaktna telefonska številka se ta
sprememba odraža tudi v dogodku. Dogodek hrani unikatno identifikacijsko
številko kontakta, preko katerega sistem preslika vse spremembe. V primeru,
kjer se je kontakt odstranil pri sinhronizaciji, se slednji še vedno ohrani v
dogodku, saj aplikacija omogoča kreiranje kontaktov po meri, ki niso nujno
v naboru sinhroniziranih kontaktov.
Nad seznamom dogodkov in koledarja se na desni strani nahaja gumb,
preko katerega lahko uporabnik doda nov dogodek. Modul za dodajanje
dogodkov bomo podrobneje opisali v poglavju 6.3.
6.3 Dodajanje dogodkov
Do ene glavnih funkcionalnosti aplikacije za dodajanje dogodkov (Slika 6.3)
lahko uporabnik dostopa iz glavne navigacije v stranskem meniju ali pa preko
gumba, ki se nahaja na domači strani aplikaciji nad seznamom vseh dogod-
kov. V glavi strani ima uporabnik na voljo gumb za odpiranje stranskega
menija in gumb za vrnitev nazaj na domačo stran. Vsebina strani vsebuje
formo, preko katere uporabnik kreira nov dogodek. V primeri urejanja do-
godka se ta ureja preko iste forme, razlika je le, da so polja pred izpolnjena.
Tako da vse, kar velja za dodajanje dogodka, velja v večini tudi za urejanje.
Na začetku forme se nahaja polje za dodajanje kontaktov. Polje bo glede
na vnos samodejno poskušalo najti in prikazati želeni kontakt uporabnika z
uporabo samodokončanja, ki olaǰsa, pohitri in izbolǰsa uporabnǐsko izkušnjo
vnašanja kontaktov iz nabora uporabnikovih kontaktov. Ob vnašanju v polje
se po kratkem zamiku, ko uporabnik zaključi s pisanjem, v ozadju z uporabo
axiosa samodejno izvajajo API klici na strežnik, ki nazaj vračajo in prika-
zujejo uporabniku najbližje zadetke. Poizvedba ǐsče in prikazuje zadetke iz
nabora vseh sinhroniziranih kontaktov po telefonski številki in imenu kon-
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Slika 6.3: Obrazec za dodajanje dogodka.
takta. V primeru, da uporabnik najde želeni in iskani kontakt ga lahko
s klikom doda na seznam kontaktov, medtem pa se iz polja odstrani za-
dnja poizvedba in omogoči uporabniku iskanje naslednjega kontakta. Polje
omogoča tudi kreiranje kontakta po meri, v primeru, da poizvedba ne najde
iskani kontakt. Kontakt po meri je vedno dostopen med poizvedbo in se
kreira med samim postopkom poizvedbe, kjer je ime ali telefonska številka
kontakta po meri kar iskani niz. S klikom na kontakt po meri se ta prav
tako doda v seznam kontaktov in ponastavi polje za novo iskanje. Seznam
kontaktov omogoča brisanje vseh ali pa posameznih kontaktov. Prav tako
seznam kontaktov ne dovoljuje podvajanja.
Pod poljem za dodajanje kontaktov se nahaja polje za vnos naziva do-
godka, polje za vnos datuma dogodka, polje za vnos ure dogodka, ki mu
sledi polje za vnos opomnika. Polje za vnos opomnika tvorijo tri polja. Prvo
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polje je spustni seznam, preko katerega uporabnik izbira metodo opomnika
in ponuja možnost potisnega obvestila ali elektronske pošte. Drugo polje je
prav tako spustni seznam, preko katerega uporabnik izbira časovno enoto
opomnika in ponuja možnost minute, ure, dneva ali tedna. Tretje polje je
vnosno polje, preko katerega uporabnik vnese število, ki bo določilo koliko
časa pred dogodkom želi uporabnik prejeti opomnik. Trenutna verzija pro-
totipa omogoča dodajanja opomnikov v obliki potisnih sporočil. Uporabnik
ima možnost brisanja in dodajanja opomnikov. Prav tako je lahko dogodek
tudi brez opomnika. Pod poljem za vnos opomnika se nahaja polje za vnos
opisa dogodka in čisto na koncu gumb za shranjevanje dogodka.
Ob uspešnem dodajanju dogodka je uporabnik preusmerjen na domačo
stran, kjer je na vrhu seznama že viden ustvarjen dogodek. V ozadju se med-
tem pripravijo opomniki, ki bodo uporabnika obvestili o dogodku v obliki
potisnih obvestil. Potisno obvestilo bo poskrbelo, da bo uporabnik na dogo-
dek obveščen tudi, če bo aplikacija neaktivna.
6.4 Sinhronizacija kontaktov
Kot je že omenjeno v poglavju 6.1 aplikacija komunicira z zunanjimi sple-
tnimi storitvami Google APIs in Microsoft Graph API, preko katerih pridobi
uporabnikove kontakte. Modul za sinhronizacijo kontaktov skrbi za tri glavne
procese.
Eden od procesov skrbi za pošiljanje API zahtev na zunanjo storitev iz
strežnika. S katero zunanjo spletno storitvijo bo strežnik komuniciral se
odloča glede na shranjeni uporabnikov podatek o ponudniku identitete. V
primeru neuspešne komunikacije se sinhronizacija zaključi, v nasprotnem pa
od zunanje storitve strežnik pridobi vse potrebne podatke, ki jih lahko ra-
zrešuje naslednji proces.
Pridobljeni podatki se nato pripravijo v obliko, ki je razumljiva aplika-
cija, saj bo s podatki morala znati upravljati. Kontakti, ki nimajo telefonske
številke so odstranjeni iz seznama, prav tako se telefonske številke validi-
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Slika 6.4: Prikaz izvajanja sinhronizacije kontaktov.
rajo, ter se pretvorijo v kanonično obliko. Kanonična oblika je univerzalna
oblika telefonske številke, ki je standardizirana in splošno priznana v številni
različni programski opremi. Zunanja storitev Google APIs že sama poskrbi
za univerzalni format telefonske številke, zato je tam ta korak odveč. Goo-
gle APIs ob zahtevi vrne poleg kontaktnih podatkov in telefonske številke
tudi kontaktno profilno sliko, medtem ko zunanja storitev Microsoft Graph
API za pridobitev kontaktove profilne slike zahteva ločeno API zahtevo za
vsakega kontakta posebej, tudi če ta nima profilne slike.
Ko so vsi podatki pripravljeni se lahko izvrši naslednji proces, ki shrani
podatke v podatkovno bazo. Podatkovna baza shrani podatke o kontaktih
tako, da enostavno pri vsaki novi sinhronizacij najprej odstrani obstoječe in
nato doda nove kontakte za vsakega uporabnika posebej, glede na njegovo
identifikacijsko številko.
Omenjeni procesi sinhronizacije se izvajajo v ozadju in delujejo nemo-
teno pri vsaki uspešni prijavi uporabnika v aplikacijo ali pa ob uporabni-
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kovem ukazu. Uporabnik lahko med uporabo aplikacije v vsakem trenutku
s klikom na gumb z ukazom ponovno zahteva sinhronizacijo kontaktov. V
primeru sinhronizacije na ukaz se bodo sinhronizirali kontakti vseh poveza-
nih uporabnǐskih računov, v primeru prijave pa samo za uspešno prijavljen
uporabnǐski račun. Sam proces sinhronizacije lahko v skrajnih primerih traja
tudi nekaj minut, zato je v tem času onemogočeno ponovno sprožanje sinhro-
nizacije kontaktov. Proces izvajanja je prikazan z vrtljivo animacijo ikone
na gumbu za sinhronizacijo ter rdeče obarvanim obvestilom na vrhu glave
domače strani aplikacije (Slika 6.4).
6.5 Pregled uporabnǐskih računov
Slika 6.5: Seznam vseh povezanih uporabnǐskih računov.
Uporabnik ima preko aplikacije možnost upravljanja svojih uporabnǐskih
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računov preko seznama vseh povezanih uporabnǐskih računov (Slika 6.5). Do
pregleda uporabnǐskih računov uporabnik dostopa preko glavne navigacije v
stranskem meniju.
Tako kot dogodki omenjeni v poglavju 6.2, se v seznamu uporabnǐskih
računov vsak uporabnǐski račun prikaže v obliki kartice. Kartica prikazuje
ime in priimek uporabnika, uporabnǐski elektronski naslov, s katerim se je
uporabnik prijavil, profilno sliko uporabnika in informacijo zadnje uspešne
sinhronizacije kontaktov. V desnem zgornjem kotu kartice se informativno
prikazuje ikona ponudnika identitete za dodatno pomoč pri razločevanju vseh
uporabnǐskih računov. Na dnu kartice se nahaja gumb za sinhronizacijo
kontaktov in v primeru, da ima uporabnik dva ali več računov tudi gumb za
brisanje posameznega računa.
V primeru, da se uporabnik odloči odstraniti enega od svojih računov bo
aplikacija samodejno poskrbela za čǐsčenje vseh podatkov, ki so povezani z
izbrisanim računom. Čǐsčenje podatkov vključuje brisanje vseh dogodkov in
povezanih potisnih obvestil, odjava uporabnika od potisnih obvestil ter bri-
sanje vseh kontaktov. Uporabnik se lahko odloči tudi za popolno odstranitev
računa. V tem primeru se odstrani poleg že omenjenih podatkov tudi celoten
uporabnǐski račun, ki ga hrani aplikacija. Aplikacija ob uspešni odstranitvi
uporabnika odjavi iz aplikacije, prav tako so uporabnikovi podatki za vedno
izgubljeni in jih ni mogoče povrniti.
Ob vsaki novi prijavi v aplikacijo se v primeru, da uporabnik ne obstaja
kreira nov uporabnǐski račun, ki ga hrani aplikacija. Uporabnik ima možnost
povezovanja več uporabnǐskih računov. To lahko stori preko povezave za do-
dajanje računa, ki se nahaja v glavni navigaciji v stranskem meniju ali pa
preko gumba dodaj, ki se nahaja v desnem zgornjem kotu seznama upo-
rabnǐskih računov. Uporabnik bo po kliku preusmerjen na formo za prijavo,
kjer bo za dodajanja sledil procesu prijave omenjenem v poglavju 6.1. Ob
uspešni prijavi aplikacija poveže novo dodani uporabnǐski račun z obstoječimi
in jih združi v enoto.
Že obstoječi uporabnǐski računi, ki jih hrani aplikacija se ne morejo po-
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novno povezati z drugim računom. Za povezovanje že obstoječega računa





Glavni cilj diplomske naloge je bil razvoj in izdelava preizkušenega koncepta
spletne aplikacije Personal Call Manager, ki ciljnim skupinam uporabnikov
omogoča, da hitro in enostavno upravljajo s svojimi dogodki in opomniki
za telefonske klice. Prototip aplikacije je bil razvit do te mere, da zado-
stuje potrebam uporabnikov, saj ponuja vse pomembne funkcionalnosti, ki
so potrebne za nemoteno delovanje in tako zadovoljstvo uporabnika. Seveda
pa je še veliko prostora za izbolǰsave na vseh področjih, tako optimizacije
in izbolǰsanje uporabnǐske izkušnje kot tudi zalednega sistema, ki aplikaciji
povečajo vrednost.
Pri samem razvoju sem se soočali z nekaterimi izzivi, ki so zahtevali
poglobljeno razumevanje uporabljenih tehnologij in ogrodij. Hkrati sem z
reševanjem problemov nabirali nove izkušnje in nadgrajevali svoje znanje.
Izbira prave tehnologije in ogrodij je močno pripomogla k uspešnosti razvoja
trenutnega stanja aplikacije, ki zadošča prvotnemu namenu in cilju.
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7.1 Ideje za nadalnji razvoj
7.1.1 Izbolǰsave uporabnǐske izkušnje upravljanja z do-
godki
Pri testiranju upravljanja z dogodki so se pojavile manjkajoče funkcional-
nosti, ki bi jih marsikateri uporabnik za popolno izkušnjo tudi pričakoval.
Nekaj takih izbolǰsav je:
podvajanje dogodkov za hitreǰse kreiranje novih dogodkov, ki se ne raz-
likujejo veliko od že kreiranih dogodkov. Uporabnik bi se lahko izognil
kreiranju novega dogodek iz ničle tako, da bi dogodek, ki mu najbolje
ustreza enostavno podvojil preko gumba na kartici želenega dogodka.
Po kreiranju novega dogodka, bi ga lahko uredil po želji, tako kot vse
ostale,
skupinski klic, ki bi ga lahko uporabnik enostavno ustvaril in sprožil s
klikom na povezavo za klic v kartici dogodka. Trenutno mora upo-
rabnik sam dodajati in vzpostavljati skupinske klice, saj mu aplikacija
omogoča samo povezave za klic s posameznimi kontakti,
rekurzivni dogodki, ki bi se ponavljali po določenem intervalu, tako pa
mora uporabnik za želeno funkcionalnost vsakemu ponavljajočemu do-
godku po zaključku nastaviti nov datum in uro,
validacija obrazca, ki bi preprečila uporabniku kreiranje praznih dogod-
kov. Trenutni obrazec ne preverja obvezna polja ali pa točnost formata
vnosov. Za začetek bi bilo že dovolj, če bi bilo vsaj polje s kontakti
obvezno ter, da bi obrazec prikazoval sporočila v primeru napak, ki bi
se pojavile ob kreiranju.
7.1.2 Optimizacija zalednega sistema
Za optimizacijo in izbolǰsavo zalednega sistema se bomo dotaknili par ključnih
tem, ki so značilne za takšne kompleksne sisteme kot je naša aplikacija.
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Varnost. Aplikacija z uporabo ogrodij in s komunikacijo preko zavarova-
nih protokolov že skrbi za varnost sistema, vendar pa so še možne
izbolǰsave. Predvsem slepo zaupanje ogrodju in zunanjim ponudnikom
(ang. third party) knjižnic, za katere pričakujemo, da upoštevajo vse
varnostne standarde in ukrepe. Potrebno bi bilo preveriti ali so bili
primeri, kjer so se pojavile težave in kako take stvari nadgraditi ter
uporabnikom nuditi najbolǰso varnost in zaščito podatkov. Zaščititi
bi bilo potrebno vse komunikacije med strežnikom in zunanjimi stori-
tvami, kjer bi komunikacija potekala samo preko znanih in dovoljenih
IP naslovov, ki se nahajajo v zanesljivih belih seznamih (ang. white-
list).
Testiranje enot (ang. unit testing). Med samim razvojem aplikacije se
nismo posluževali metodi testiranja enot. Izvorna koda in delovanje
modulov je zato lahko bolj ranljiva na vsako spremembo in dodatno
novo funkcionalnostjo.
Skalabilnost. Aplikacija trenutno gostuje na testnem okolju, ki ne ponuja
velikega manevrskega prostora. Ob večji obremenjenosti in v primeru,
ko bi bila aplikacija dostopna širši javnosti bi se moral tudi sistem temu
primerno nadgraditi.
7.1.3 Dodane funkcionalnosti
Aplikacija bi bila lahko nadgrajena s funkcionalnostmi kot so:
Koledar. Uporabnik bi lahko imel preko funkcionalnega koledarja ves pre-
gled nad dogodki. Prikazoval bi si lahko dogodke na dnevni, tedenski,
mesečni ali pa celo letni ravni. Prav tako bi lahko na koledarju hitro
videl koliko dogodkov ima na kateri dan za lažjo organizacijo.
Metode opomnikov. Dodati bi bilo potrebno, da lahko aplikacija pošilja
opomnike tudi na uporabnǐski elektronski naslov, če se uporabnik za to
odloči. V primeru več povezanih uporabnǐskih računov in posledično
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večjemu številu elektronskih pošt bi se moralo uporabniku omogočiti
izbira na katero elektronsko pošto želi prejeti posamičen opomnik.
Glasovno upravljanje. Aplikacija bi lahko omogočala dodajanje dogodkov
preko glasovnega upravljanja. Uporabnik bi z nekaj pred definiranimi
glasovnimi ukazi lahko na hiter in preprost način dodajal dogodke in
opomnike.
Temni način. Aplikacija bi lahko ponujala tudi temni način tako, da bi
uporabnik preklapljal med svetlo in temno temo. Pri temni temi bi se
vsi svetli deli zatemnili, kjer bi belo ozadje postalo temno sivo. Ena
od prednosti temnega načina je, da se oči manj naprezajo, saj oddaja
manj svetlobe kot pa svetli način.
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