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PART I. Problem Analysis 
We started our Ph. D. training by studying product derivation in industrial 
product families. The goal of this study was to understand the ins- and outs 
of product derivation, and identify why organizations are involved in a 
situation where they experience too much dependency on experts and 
product derivation is too expensive and takes too long. Part I is the result of 
this first research phase. It describes a framework of concepts that explains 
product derivation, a description of case studies in terms of this framework, 
and the identification of typical product derivation problems that cause 
expert dependency, high costs, and long time-to-market. In addition, we 
present a classification of methods that, supposedly, address these issues. 
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Chapter 3 Product derivation framework 
In this chapter, we present a product derivation framework that is meant to 
define a common language on product derivation. To avoid confusion, we 
start with a section containing definitions of a number of terms used 
throughout this Thesis. We continue by presenting a classification for 
product families, as well as a generic software derivation process. We 
conclude this chapter by discussing the relation between product family 
classification and several aspects of product derivation. Combined, these 
sections build up the product derivation framework that is used in 
subsequent Parts of this Thesis. 
Based on Section numbers 
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3.1. Terminology 
We use the following terminology in this document. 
Product derivation. A product is said to be derived from a product family if it is 
developed using reusable product family artifacts. The term product derivation 
therefore refers to the complete process of constructing a product from product 
family software artifacts. 
Architecture. A product family architecture is the higher level structure that is 
shared by the product family members. It denotes the ‘‘fundamental organization 
of a system embodied in its components, their relationships to each other and to the 
environment, and the principles guiding its design and evolution’’ (IEEE1471, 
2000). Each product family member derives its architecture from this overall 
structure. 
Component. A unit of composition with explicitly specified provided, required 
and configuration interfaces and quality attributes (Bosch, 2000). 
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Variation point. Places in the design or implementation that identify locations at 
which variation will occur (Jacobson et al., 1997). Two important aspects related to 
variation points are binding time and realization mechanism. The term ‘binding 
time’ refers to the point in a product’s lifecycle at which a particular alternative for 
a variation point is bound to the system, e.g. pre- or post-deployment. The term 
‘mechanism’ refers to the technique that is used to realize the variation point (from 
an implementation point of view). Several of these realization techniques have 
been identified in the recent years, such as aggregation, inheritance, 
parameterization, conditional compilation (see e.g. Jacobson et al., 1997; 
Anastasopoulos and Gacek, 2001). 
Configuration. A configuration is an arrangement of components and associated 
options and settings that partially or completely implements a software product. A 
partial configuration partially implements a software product in the sense that not 
all variants are selected yet or some variation points are not yet (completely) dealt 
with. Likewise, a complete configuration is able to fully implement the product 
requirements, i.e. all necessary variants are selected. In a complete configuration 
not all variation points have to be bound yet, however. There may still be variation 
points that are bound at runtime for example. 
Knowledge types. We distinct three types of knowledge that are used during 
product derivation, i.e. tacit, documented, and formalized knowledge. Tacit 
knowledge (Nonaka and Takeuchi, 1995) is implicit knowledge that only exists in 
expert minds. Documented knowledge is explicit knowledge that is expressed in 
informal models and descriptions. Formalized knowledge is explicit knowledge 
that is written down in a formal language, such as the UML (UML, 2000), and can 
be used and interpreted by computer applications. 
3.2. Product Family Classification 
As illustrated in Chapter 1, product families are a successful form of intra-
organizational reuse that is based on exploiting common characteristics of related 
products. In this section, we present a classification of the different types of 
product families that captures most product families we encountered in practice. 
This classification consists of two dimensions of scope, i.e. scope of reuse and 
domain scope. 
The first dimension, scope of reuse, denotes to which extent the commonalities 
between related products are exploited. We identify four levels of scope of reuse, 
ranging from standardized infrastructure to configurable product base. 
• Standardized infrastructure. Starting from independent development of each 
product, the first step to exploit commonalities between products is to reuse the 
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way products are built. Reuse of development methodologies is achieved by 
standardizing the infrastructure with which the individual applications are 
built. The infrastructure consists of typical aspects such as the operating 
system, components such as database management and graphical user 
interface, as well as other aspects of the development environment, such as the 
use of specific development tools. 
• Platform. With a standardized infrastructure in place, the next increase in 
scope of reuse is when the organization maintains a platform on top of which 
the products are built. A platform consists of the infrastructure discussed 
above, as well as artifacts that capture the domain specific functionality that is 
common to all products. These artifacts are usually constructed during domain 
engineering. Any other functionality is implemented in product specific 
artifacts during application engineering. Typically, a platform is treated as if it 
was an externally bought infrastructure. 
• Software product line. The next scope of reuse is when not only the 
functionality common to all products is reusable, but also the functionality that 
is shared by a sufficiently large subset of product family members. As a 
consequence, individual products may sacrifice aspects such as resource 
efficiency or development effort in order to benefit from being part of the 
product family, or in order to provide benefits to others. Functionality specific 
to one or a few products is still developed in product specific artifacts. All 
other functionality is designed and implemented in such a way that it may be 
used in more than one product. Variation points are added to accommodate the 
different needs of the various products. 
• Configurable product family. Finally, the configurable product family is the 
situation where the organization possesses a collection of shared artifacts that 
captures almost all common and different characteristics of the product family 
members, i.e. a configurable asset base. In general, new products are 
constructed from a subset of those artifacts and require no product specific 
deviations. Therefore, product derivation is typically automated once this level 
is reached (i.e. application engineers specify a configuration of the shared 
assets, which is subsequently transformed into an application). 
In addition to the scope of reuse as described above, we identify a second 
dimension, domain scope. The domain scope denotes the extent of the domain or 
domains in which the product family is applied. 
• Single product family. The first domain scope is the individual product 
family, where a single product family is used to derive several related products.  
• Programme of product families. In case of a programme of product families, 
several product families together form a complete system. A shared 
architecture defines the overall structure of the software systems. The 
individual components of the system are developed according to an individual 
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product family approach as described above. The programme of product 
families is especially applicable for very large software systems. 
• Hierarchical product families. A hierarchical product family consists of 
several layers of product families. The top-level product family denotes 
functionality that is shared by all products, while the lower-level product 
families specialize the upper levels. This scope is particularly applicable in 
situations where the number and variability of the involved products is large or 
very large and a considerable number of staff members is involved in 
producing those products (Bosch, 2000). 
• Product population. The product population approach is concerned with reuse 
of functionality across several domains. Each product family has its own 
architecture and domain specific components for the required domain specific 
functionality. Functionality that is shared between the domains is developed in 
shared components that can be used in the domain specific architectures. For 
more detailed information on product populations, see Ommering (2002). 





Figure 5. The generic two-phased product derivation process. The shaded boxes 
denote the two phases of the generic product derivation process. Requirements 
engineering manages the requirements throughout the entire process. 
Focusing on the scope of reuse dimension with a single product family as domain 
scope, we have generalized the derivation processes we encountered in practice to 
a generic process as illustrated in Figure 5. 
This generic process consists of two phases, i.e. the initial and the iteration phase. 
In the initial phase, a first configuration is created from the product family assets. 
During this phase, the application engineer has substantial freedom in choosing 
alternative product family assets. In the iteration phase, the initial configuration is 
modified in a number of subsequent iterations until the product sufficiently 
implements the imposed requirements. The freedom of choice of the application 
engineer is much more limited during the iteration phase as all decisions have to be 
made within the context of the product configuration at hand. 
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In addition to the phased selection activities described above, in all product 
families, except for product families with the largest scope of reuse, typically some 
code development is required during product derivation. This adaptation aspect is 
not strictly bound to one phase in the derivation process. We therefore provide a 
more detailed description of both phases, as well as a separate description of the 



















































Figure 6. The generic two-phased product derivation process in detail. During the initial phase of the process, a first product 
configuration is derived from the product family artifacts. Until the product is finished, the initial configuration is modified in a 
number of subsequent iterations during the iteration phase. Requirements that cannot be accommodated by existing artifacts are 
handled by product specific adaptation or reactive evolution (denoted by the dashed boxes). 
35 
3.3.1. Initial phase 
The input to the initial phase is a (sub)set of the requirements that are managed 
throughout the entire process of product derivation (see Figure 5). These 
requirements originate from, among others, the customers, legislation, the 
hardware and the product family organization. In the initial phase, three alternative 
approaches towards deriving the initial product configuration exist, i.e. assembly, 
configuration selection, and a hybrid of the former two approaches (see Figure 6 








Composition: Mix of 
Construction and Generation
Hybrid: Mix of Assembly and 
Configuration Selection  
Figure 7. Alternatives during the initial phase. This figure portraits the alternative 
ways to derive an initial configuration. The composite approach mixes construction 
and generation, while the hybrid approach mixes assembly and configuration 
selection. 
Assembly. The first approach to initial derivation involves the assembly of a subset 
of the shared product family assets to the initial software product configuration. 
We identify three types of assembly approaches. 
• In the construction approach the initial configuration is constructed from the 
product family architecture and shared components. The first step in the 
construction process, as far as necessary or allowed, is to derive the product 
architecture from the product family architecture. The next step is, for each 
architectural component, to select the closest matching component 
implementation from the component base. Finally, the parameters for each 
component are set. 
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• In case of generation, shared artifacts are modeled in a modeling language 
rather then implemented in source code. From these modeled artifacts, a subset 
is selected to construct an overall model. From this overall model an initial 
implementation is generated. 
• The composition type (see also Figure 7) is a composite of the types described 
above, where the initial configuration consists of both generated and 
implemented components, as well as components that are partially generated 
from the model and extended with source code. 
Configuration selection. The second approach to initial derivation involves 
selecting a closest matching existing configuration. An existing configuration is a 
consistent set of components, viz. an arrangement of components that, provided 
with the right options and settings, are able to function together. 
• An old configuration is a complete product implementation that is the result 
from a previous project. Often, the selected old configuration is the product 
developed during the latest project as it contains the most recent bug-fixes and 
functionality. 
• A reference configuration is (a subset of) an old con figuration that is explicitly 
designated as basis for the development of new products. A reference 
configuration may be a partial configuration, for example if almost all product 
specific parameter settings are excluded, or a complete configuration, i.e. the 
old configuration including all parameter settings. 
• A base configuration is a partial configuration that forms the core of a certain 
group of products. A base configuration is not necessarily a result from a 
previous product. In general, a base configuration is not an executable 
application as many options and settings on all levels of abstraction (e.g. 
architecture or component level) are left open. In contrast to a reference and 
old configuration, where the focus during product derivation is on reselecting 
components, the focus of product derivation with a base configuration is on 
adding components to the set of components in the base configuration. 
The selected configurations are subsequently modified by rederiving the product 
architecture, adding, re- and deselecting components and (re)setting parameters. 
The effectiveness of configuration selection in comparison to assembly is a 
function of the benefits in terms of effort saved in selection and testing, and the 
costs in terms of effort required for changing invalidated choices as a result of new 
requirements. Configuration selection is especially viable in case a large system is 
developed for repeat customers, i.e. customers who have purchased a similar type 
of system before. Typically, repeat customers desire new functionality on top of the 
functionality they ordered for a previous product. In that respect, configuration 
selection is basically reuse of choices. 
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Hybrid. Similar to the composite assembly approach, a hybrid approach to 
configuration exists that mixes assembly and configuration selection. This hybrid 
approach involves selecting a number of partial configurations (pre-assembled 
components or subsystems) that are integrated to a larger assembly. 
Initial validation. The initial validation step is the first step that is concerned with 
determining to what extent the initial configuration adheres to the requirements. In 
the rare case that the initially assembled or selected configuration does not provide 
a sufficient basis for further development, all choices are invalidated and the 
process goes back to start all over again. In case the initial configuration 
sufficiently adheres to the requirements, the product is finished. Otherwise, the 
product derivation process enters the iteration phase. 
3.3.2. Iteration Phase 
The initial validation step marks the entrance of the iteration phase (illustrated in 
Figure 6). In some cases, an initial configuration sufficiently implements the 
desired product. In most cases, however, one or more cycles through the iteration 
phase are required, for a number of reasons. 
First, the requirements set may change or expand during product derivation, for 
example, if the organization uses a subset of the collected requirements to derive 
the initial configuration, or if the customer has new wishes for the product. Second, 
the configuration may not completely provide the required functionality, or some 
of the selected components simply do not work together at all. This particularly 
applies to embedded systems, where the initial configuration is often a first ‘guess’. 
This is mainly because the exact physics of the controlled mechanics is not always 
fully known at the start of the project, and because the software performs 
differently on different hardware, e.g. due to production tolerances, or 
approximated polynomial relationships. Finally, the product family assets used to 
derive the configuration may have changed during product derivation, for example, 
due to bug fixes. 
During the iteration phase, the product configuration is therefore modified and 
validated until the product is deemed ready. 
Modification. A configuration can be modified on three levels of abstraction, i.e. 
architecture, component and parameter level. Modification is accomplished by 
selecting different architectural component variants, selecting different component 
implementation variants or changing the parameter settings, respectively. 
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Validation. The validation step in this phase concerns validating the system with 
respect to adherence to requirements and checking the consistency and correctness 
of the component configuration. 
Orthogonal to the two phases of the derivation process is the aspect of 
accommodating requirements that cannot be handled by as-is reuse, i.e. reuse 














Figure 8. Three types of artifact evolution. Reactive evolution and product specific 
adaptation are product derivation activities, while proactive evolution is a ‘pure’ 
domain engineering activity. 
Although Macala et al. (1996) suggested a five year prediction window for 
functionality in software product families, in general, products do not precisely 
adhere to any designed or planned path (Svahnberg and Bosch, 1999). As a result, 
new product family members may present requirements during product derivation 
that are not accounted for in the shared product family artifacts. Rather then 
selecting different artifact variants during the phases described above, these 
unsupported requirements can only be accommodated by adaptation (denoted by 
the dashed boxes in Figure 6). Adaptation involves adapting the product (family) 
architecture and adapting or creating component implementations. We identify 
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three levels of artifact adaptation, i.e. product specific adaptation, reactive 
evolution and proactive evolution (see Figure 8). 
Product specific adaptation. The first level of evolution is where, during product 
derivation, new functionality is implemented in product specific artifacts (e.g. 
product architecture and product specific component implementations). To this 
purpose, application engineers can use the shared artifacts as basis for further 
development, or develop new artifacts from scratch. As functionality implemented 
through product specific adaptation is not incorporated in the shared artifacts, it 
cannot be reused in subsequent products unless an old configuration is selected for 
those products. 
Reactive evolution. Reactive evolution involves adapting shared artifacts in such a 
way that they are able to handle the requirements that emerge during product 
derivation, and can also be shared with other product family members. As 
reactively evolving shared artifacts has consequences with respect to the other 
family members, those effects have to be analyzed prior to making any changes. 
Proactive evolution. The third level, proactive evolution, is actually not a product 
derivation activity, but a domain engineering activity. It involves adapting the 
shared artifacts in such a way that the product family is capable of accommodating 
the needs of the various family members in the future as opposed to evolution as a 
reaction to requirements that emerge during product derivation. Proactive evolution 
requires both analysis of the effects with respect to current product family 
members, as well as analysis of the predicted future of the domain and the product 
family scope. Domain and scope prediction is accomplished in combination with 
technology roadmapping (Kostoff and Schaller, 2001). 
Independent of the evolution type chosen, the scope of adjustment required on 
architecture or component level varies in four different ways. 
1. Add variation points. A new variation point has to be constructed if 
functionality needs to be implemented as variant or optional behavior, and 
no suitable variation point is available. In this, we recognize two distinct 
situations. In the first situation, the new functionality is needed as option or 
alternative to already implemented stable behavior. This situation mostly 
occurs if the need for variance was not recognized before or when a change 
in market conditions forces the organization to support more than one 
alternative in parallel. In the second situation, the existing system behavior is 
only extended with the new functionality. In both the situations that the 
conceptual variant functionality did and did not exist as stable behavior, an 
interface has to be defined between the variable behavior and the rest of the 
system. Furthermore, an appropriate mechanism and associated binding time 
have to be selected and the mechanisms and variant functionality have to be 
40 
implemented. In addition, in the situation where existing functionality is 
involved, the implemented functionality has to be clearly separated from the 
rest of the system and reimplemented as a variant that adheres to the 
variation point interface. In case the binding time is in the postdeployment 
stage, software for managing the variants and binding needs to be 
constructed. 
2. Change the realization of existing variation points. Changes to a variation 
point may be required for a number of reasons. Changes to a variation point 
interface, for example, may be required to access additional variable 
behavior. Furthermore, mechanism changes may be required to move the 
point at which the variant set is closed to a later stage, while a change to the 
binding time may be required to increase flexibility or decrease resource 
consumption. In addition, variation point dependencies and constraints may 
need to be alleviated. In any case, changes to a variation point may affect all 
existing variants of the variant set in the sense that they have to be changed 
accordingly in order to be accessible. 
3. Add or change variant. When the functionality fits within the existing set 
of variation points, it means that the functionality at a point of variation can 
be incorporated by adding a variant to the variant set. This can be achieved 
by extending or changing an existing variant, or developing a new variant 
from scratch. These new or changed variants have to adhere to the variation 
point interface, as well as existing dependencies and constraints. 
4.  Remove a variant or variation point. A typical trend in software systems is 
that functionality specific to some products becomes part of the core 
functionality of all product family members, e.g. due to market dominance, 
or that functionality becomes obsolete. The need to support different 
alternatives, and therefore variation points and variants for this functionality, 
may disappear. As a response, all but one variant can be removed from the 
asset base, or the variation point can be removed entirely. If in the latter case 
one variant is still needed, it has to be re-implemented as stable behavior. 
Now that we have established a framework of concepts regarding the derivation 
process with the two phases and the adaptation aspect, the next question is how 
these concepts relate to the scope of reuse classification discussed in Section 3.2. 
3.4. Relating scope of reuse and product derivation 
In the previous section, we stated that products were derived according to a generic 
process, independent of the scope of reuse. However, there are differences for each 
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of the scopes in the realization of several aspects during product derivation. In this 
section we discuss those differences. 
 
Figure 9. Proportion of cost in four scopes of reuse. This figure presents the division 
between effort spent in domain and application engineering for the four scopes of 
reuse discussed in Section 3.2. 
3.4.1. Standardized infrastructure 
Although it provides a first step towards sharing software assets, a standardized 
infrastructure provides relatively generic behavior. The infrastructure is typically 
very stable, and very little domain engineering effort is required. Except for 
creating and maintaining proprietary glue code, almost all effort is directed towards 
application engineering (see Figure 9). Therefore, adaptation during product 
derivation in this type of product family usually only concerns product specific 
adaptation (see Section 3.3.3). 
As the infrastructure contains no domain specific functionality, it cannot fully 
specify a family architecture, let alone fully document and formalize knowledge to 
derive a product architecture. It furthermore only documents those parts of 
component interfaces that are concerned with functionality provided by the 
infrastructure. Although components may contain variations, variability can be 
managed as in traditional software development. 
3.4.2. Platform 
A platform requires a certain amount of domain engineering to create and maintain 
the assets that implement the common functionality. The main effort, however, is 
still assigned to application engineering (see Figure 9), and adaptation during 
product derivation is still mainly concerned with product specific adaptation (see 
Section 3.3.3). 
A platform usually lacks the information about specific products constructed on top 
of the platform. However, products within a platform based product family require 
more conformance in terms of architectural rules and constraints that have to be 
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followed. These rules and constraints should be explicitly documented. The 
component interfaces should also be documented, or at least partially.  
Since the platform only captures common functionality, the number of variation 
points is relatively low. The only variation points available are related to variability 
that cross-cuts all products. Such variations that are common to all products can be 
captured and managed explicitly. 
3.4.3. Software product line 
The amount of effort spent in domain and application engineering is roughly equal 
in the case of a software product line scope of reuse (see Figure 9). Adaptation 
during product derivation is concerned with both product specific adaptation and 
reactive evolution (as described in Section 3.3.3), but the amount of adaptation 
required highly depends on the stability of the domain and the maturity of the 
organization. 
A software product line provides a product family architecture that specifies both 
commonalities and differences of the products. For each architectural component, 
one or more component implementations are provided. For more stable and well 
understood components, one configurable component implementation exists.  
Depending on domain stability and maturity of the organization, for some variation 
points, the binding time, dependencies and set of variants change frequently, while 
other variation points are quite stable. Frequent changes make it uneconomical to 
formalize all knowledge necessary to derive the products. A solution in those 
situations is to at least partially formalize the specification of the component 
interfaces for automated consistency checks. The remaining part can remain either 
documented or tacit. 
3.4.4. Configurable product family 
A configurable product family typically captures all commonalities and differences 
in the product base. Most effort in the product family is therefore directed towards 
proactive evolution. In the occasional event that changes are required they are 
handled through reactive evolution (see also Section 3.3.3). 
The product family architecture is enforced in the sense that no product can or 
needs to deviate from the commonalities and differences specified in the 
architecture. The components are often stabilized when this scope of reuse has 
been reached, and consequently, most components have one configurable 
component configuration. The return on investment for formalizing knowledge in 
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deriving products using these stable components is therefore substantially higher 
than in a software product line. 
3.5. Related work 
After being introduced by Parnas (1976), the notion of software product families 
has received substantial attention in the research community since the 1990s. The 
adoption of software product families has resulted in a number books, amongst 
others, Clements and Northrop (2001), Jacobson et al. (1997), Jazayeri et al. 
(2000), Weiss and Lai (1999) and Jan Bosch (Bosch, 2000), as well as workshops 
(PFE 1-4), conferences (SPLC 1 and 2), and several large European projects 
(ARES, PRAISE, ESAPS and CAFÉ). 
Several articles that were published through these channels are related to this 
chapter. The notion of a variation point was introduced by Jacobson et al. (1997). 
The notion of variability has also been discussed in earlier work of our research 
group, amongst others, by presenting three recurring patterns of variability and 
suggesting a method for managing variability in software product families (van 
Gurp et al., 2001), discussing variability issues (Bosch et al., 2001), and presenting 
a taxonomy of variability realization mechanisms (Svahnberg et al., 2002). Several 
variability realization techniques have further been identified by Jacobson et al. 
(1997), Jazayeri et al. (2000) and Anastasopoulos and Gacek (2001), while 
Bachmann and Bass (2001) specifically discuss design and realization of variability 
in software architectures. 
Geyer and Becker (2002) and Salicki and Farcet (2001) present the influence of 
expressing variability on the application engineering process. They assume a more 
naive unidirectional process flow, however, rather then a phased process model 
with iterations for reevaluating the choice for variants. Process models that are 
more concerned with the development of individual software products have 
emerged over the years as well. The first known published process model is 
Royce’s waterfall model (Royce, 1970), which is often also used to model the 
abstraction levels or, alternatively, the lifecycle phases of a software product. Other 
well known iterative development process models that resemble the ideas of the 
phased product derivation model we presented in Section 3.3, are the spiral model 
(Boehm, 1988), the Rational Unified Process (Kruchten, 2000), and the 
incremental model (Mills et al., 1980). 
The two-dimensional maturity classification of product families presented in this 
chapter is an extension and refinement of the one-dimensional maturity 
classification presented in earlier work (Bosch, 2002). This one-dimensional 
classification consisted of the following levels: standardized infrastructure, 
platform, software product line, configurable product base, programme of product 
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lines, and product populations. The configurable product family relates to the 
approaches presented by Weiss and Lai (1999) and Czarnecki (1997), who employ 
generative techniques to derive individual products, and to the Model Driven 
Architecture approach proposed by the OMG (OMG, 2003). This relationship 
between product derivation and MDA has furthermore been identified by, for 
example, Monestel et al. (2002) and Deelstra et al. (2003). 
3.6. Conclusion 
Software product families can be classified according to two dimensions of scope. 
The first dimension, scope of reuse, denotes to which extent the commonalities 
between related products are exploited. The first scope of reuse is the standardized 
infrastructure, which involves reusing the way products are built. The platform 
consists of the standardized infrastructure, as well as artifacts that capture the 
domain specific functionality that is common to all products. In a software product 
line not only the functionality common to all products is reusable, but also the 
functionality that is shared by a sufficiently large subset of product family 
members. As a consequence, individual products may sacrifice aspects such as 
resource efficiency or development effort in order to benefit from being part of the 
product family, or in order to provide benefits to others. Finally, the configurable 
product family is the situation where the organization possesses a collection of 
shared artifacts that captures almost all common and different characteristics of the 
product family members, i.e. a configurable asset base. 
The second dimension, domain scope, denotes the extent of the domain or domains 
in which the product family is applied. The first domain scope is the single product 
family, where a single product family is used to derive several related products. In 
a programme of product families several product families together form a complete 
system. A hierarchical product family consists of several layers of product families, 
and a product population approach is concerned with reuse of functionality across 
several domains. 
Focusing on the scope of reuse dimension in a single product family domain scope, 
the derivation process that we generalized from practice consists of two main 
phases, i.e. the initial and the iteration phase (see Figure 6). In the initial phase, a 
first configuration is created from the product family assets by assembling a subset 
of shared artifacts or by selecting a closest matching existing configuration. The 
initial configuration is then validated to determine to what extent the configuration 
adheres to the requirements imposed by, amongst others, the customer and 
organization. If the configuration is not deemed finished, the derivation process 
enters the iteration phase. In the iteration phase, the initial configuration is 
modified in a number of subsequent iterations until the product sufficiently 
implements the imposed requirements. 
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Requirements not accounted for in the shared artifacts are handled by adapting 
those artifacts. We have identified three levels of adaptation. The first level is 
product specific adaptation, where new functionality is implemented in product 
specific artifacts. The second level, reactive evolution, involves reactively adapting 
shared artifacts in such a way that they are able to handle the new functionality, 
and can still be shared with other product family members. The third level, 
proactive evolution, is actually not a product derivation activity, but a domain 
engineering activity that we added for completeness sake. It involves adapting the 
shared artifacts in such a way that the product family is capable of accommodating 
the needs of the various family members in the future. 
The terminology, maturity classification, and generic product derivation process 
we presented in this chapter, are used throughout this thesis. It is a product 
derivation framework that is meant to serve as a frame of reference to the reader.  
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