The number of students entering Higher Education in the UK continues to increase, and there is no sign of an end to this trend. This expansion brings with it a more diverse student body -students are diverse in terms of their prior experiences, their pre-existing skills, their expectations and their motivations. This highly varied student body often encounters a teaching regime that was designed for a smaller, and much more homogeneous, group of students. This is a significant problem in Computing courses, and especially in introductory programming. Students will approach learning to program from a wide variety of backgrounds, yet they will usually be taught and assessed in the same way. This paper considers the diversity of the introductory programming class, and describes some attempts to handle this diversity in the teaching programmes at the School of Computing at the University of Leeds.
INTRODUCTION
Programming is, rightly or wrongly, a fundamental part of the study of computing at Higher Education level, and as such is generally taught early in programmes of study. The way to teach programming is supposedly well understood -the necessary material fits neatly into a course to be taught over a semester or term, and can be formed into a convenient sequence as concepts become more complex. Few experienced academics would be much daunted by the prospect of teaching such a module to a class of interested, motivated students.
Unfortunately, experience shows time and again that learning programming is much harder than teaching it. Anyone who has presented an introductory programming module will be all too familiar with students who appear to be totally unable to grasp the basic concepts. Others who come to supervise final year dissertations will have been faced with students who insist that they want to avoid programming at all costs (this attitude, characterised by the statement "I just can't program", has a name -learned helplessness (see for example Keller 1983 , Peterson et al 1993 ).
Something, then, is wrong. There is surely little point in retaining a teaching structure that clearly fails to meet the needs of many students (although it must be admitted that the proportion of students making up this "many" is a matter of debate). Then again it is surely the case that this approach to teaching did indeed work at some point in the past -it is not unlikely that those currently teaching negotiated a similar scheme themselves, and with some success. So, what has changed?
DIVERSITY
As an academic discipline, computing is still in its infancy. Nevertheless, it is expanding rapidly, and there is no sign of an end to this trend. This expansion brings with it increased funding and an increased importance for the discipline, but it also brings with it a different student body -one that is significantly more diverse.
Twenty, perhaps only fifteen, years ago computing was a niche discipline. The microcomputer was just appearing in homes, and most students approaching degree level courses had some sort of background with these devices. They had experience of using these machines at quite a low level. They had programmed them, probably in BASIC, and many of them had more than a passing acquaintance with machine level code.
Few of the students of 2001 have this background. The home computer is now more widespread, but it is now a mere tool. It is used, via application software, to carry out tasks, access the Internet, or to play games. Any programming is often limited to simple macros in application packages. Even those students who approach Higher Education with an educational background in computing may well not have programmed to any meaningful extent, as programming is dropped from some 'A' level courses. This is not to say that no students come to introductory programming courses today with a background in programming. Some still do, but they are now in the minority. For example, the trend to recruit more mature students brings with it a greater chance of recruiting students who have significant experience of programming in a commercial context, and who may well be "better" programmers than those about to teach them.
The crucial change taking place is that the backgrounds of the class are significantly more diverse than they were in the past.
As well as in background, students are diverse in other ways (and this diversity will increase as a greater proportion of the population enter Higher Education). Some of the diversity factors are physical and obvious, including age, gender, and ethnic background. Others are less so, such as prior educational experience, learning skills, preferred learning styles, "life skills", expectation, and motivation. In a modern University it is not even safe to assume that all students in an introductory programming class are studying computing -a proportion of the class may well come from joint honours schemes, with some of the students taking programming as their only foray into computing in their course.
Consider, for example, the influence of just one factor, gender and its impact on a student's study methods. Previous studies have shown that women seek help in different ways , are less likely to cheat (Newstead 1998) , are more likely to adopt a deep approach to their learning (Magee et al 1998) , and are more likely to be interested in learning for its own sake (Greasley 1998) . With many other factors determining how students approach their learning, there is no such thing as a "typical" student.
Given this diversity (and it is an increasing diversity), is it really sensible to teach all the students in the same way? Or, to reverse the question, is it sensible to expect them all to learn in the same way?
MOTIVATION
Confronted with a class who are clearly failing to learn to program, an instructor may well simply take the view that they are not motivated. This is an easy, attractive, solution but it is untrue, and a case of a bad worker blaming their tools. Effective learning is a result of the whole learning climate (Biggs 1999) , and not merely a result of some pre-existing attributes of the students. The climate includes the attributes of the students, the teachers, the teaching department, and the institution. Indeed, the suggestion that students are not motivated to learn to program has been contradicted by recent work at Leeds and the University of Kent at Canterbury (Jenkins 2001) , where nearly half the first year students described their main purpose for being at University as "learning".
Motivation is, however, a crucial component of this environment. Motivation is hard to quantify in any meaningful way, and equally hard to identify. It is possible to observe an individual and from observations to infer their level and form of motivation, but the observer can never be sure (Ball 1977) . The prevailing view of the extent of motivation (see for example Keller 1983) is to see it as a function of two factors, expectancy and value, as:
motivation = expectancy x value
The two factors are said to multiply, rather than add, since if either falls to zero there will be no motivation. It seems reasonable to assume that all students, at the outset of their course at least, attach some value to success, even if it is simply at a level of avoiding failure. The crucial component, then, is expectancy. It follows that each student must expect to succeed (defined according to their personal aspiration), and that an environment must be fostered where this is the case. Further, since students are motivated in different ways, and are diverse in many other ways, there must be multiple separate learning environments.
APTITUDE
It is clearly not feasible to devise environments to suit all potential sub-groups of students (in any case, this would probably result in an individual environment for each student!). However, if an instructor sets out to provide a range of environments some sort of method of classifying students into groups is required. Classification on the grounds of some physical characteristic is unlikely to be acceptable (on the grounds of political correctness if nothing else), and classification based on level of motivation is impractical, so some other method is needed. An attractive option is aptitude.
Assuming appropriate measures, a relationship between achievement (outcome) and aptitude can be observed in many cognitive domains (Snow and Lohman 1984): This is a generic relationship between "learning from instruction" and pre-existing cognitive ability. The steeper line in the diagram shows the results for fairly abstract teaching, where the students are left to infer much of the message themselves. In contrast, the dotted line shows the contrasting approach where more emphasis is placed on simplifications, abstractions and analogies. In the latter case, more able students perform worse, but their less able peers perform better as a result of more explicitly directed learning activities. The can be attributed to many factors. Snow and Lohman themselves argue that the improved performance of lower-aptitude students within a simple learning environment is a consequence of reducing the information processing burden. On the other hand, high-aptitude students suffer in such an environment because the more prescriptive approaches interfere with their own established learning strategies. This can be attributed to the motivating effect of "educational novelties" (Keller 1983 ) inspiring the weaker students while their able colleagues are more likely to feel patronised by a trivialisation (Dijkstra 1989).
This theory suggests, then, that the best approach is to identify the point on the "Aptitude" axis corresponding to the cross-over point of the two lines. Students with less aptitude can then receive more detailed instruction, while those with more can be left more to their own devices with the instructor adopting more of a "support" role.
An alternative view of aptitude sees students very broadly as "academic" and "non-academic" (Biggs 1999) , and considers how best to support these two contrasting groups. The argument proposed is that the more "academic" student will learn, in essence, no matter what the teacher does, while the less academic will need more encouragement and will need to be coerced into engagement. This view presents a further argument for treating these two very broad groups of students separately.
DEALING WITH DIVERSITY
In general terms, then, the aim is to divide the students into two groups -those who have an aptitude for programming, and those who do not. This is by no means a straightforward business, but it can be done (a fuller account is in . A range of techniques can be used, not the least useful of which is the students' own assessment. At Leeds, four categories have been identified:
Rocket Scientists
those who were already proficient programmers.
Copers
those who would find the module challenging, but who would cope and eventually pass reasonably well.
Strugglers
those who would find the module difficult, and who would not pass without significant extra support.
Competents those who remain, who will pass with limited support provided as and when needed.
Separate routes (in terms of presentation style, level of content, and assessment regime) can be devised to guide each of these groups through the module in a way that suits them . The Rocket Scientists, for example, can be removed from the mainstream teaching, and left to explore some specific aspects of programming that interest them with limited staff involvement. On the other hand, the Strugglers will need much extra support, ideally in small groups. A happy side effect of this structure is that limited staff time is devoted where it will be of most use.
CONCLUSIONS
Students are increasingly diverse. Teaching and assessment must correspondingly become more diverse to deal with this phenomenon. There is little increased workload for staff in running a module with varied teaching and assessment routes (although it must be admitted that there are some wider quality and consistency issues), and there is evidence at Leeds at least that the resulting learning environment is better for all .
It is not claimed that the classification described here is perfect. Moreover, it is difficult to classify students accurately, although with their own assessments and the teachers' experience a reasonable job can be done. Experiments with formal aptitude testing have not provided convincing evidence of its worth.
The next stage in coping with the diversity of the student intake at Leeds will be to remove the group presently identified as "Strugglers" from the mainstream teaching in much the same way as the Rocket Scientists are currently removed. The present assessment regime is too restrictive for these students, as they tend to lurch, almost hopelessly, from one assessment to the next, so a separate regime will be devised (cf. that for the Rocket Scientists in Jenkins and Davy 2001) to better meet their needs.
Students are diverse, and so are teachers. The experience at Leeds is that some teachers prefer to work with one of the four groups, and are more effective when they do so. This can only be a good thing.
The students learning to program have changed. It is time for the teaching to change to meet their changing needs. If it does not, the time is not far away when it will be too late.
