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Pro zajištění bezpečné komunikace se pouţívají bezpečnostní protokoly. Ty pouţívají šifrování pro 
vytvoření privátních komunikačních kanálů v nezabezpečené síti. Tato práce se zabývá návrhem 
takovýchto protokolů a jejich vlastnostmi. Je zde uvedeno, jaké vlastnosti a poţadavky by měl 
výsledný protokol splňovat a také jaké existují nejběţnější útoky na takovýto protokol.  
V druhé části práce je pak podrobněji popsána metoda trace vzorců, která se zabývá návrhem 
protokolů. Na jejím principu byla následně vytvořena knihovna funkcí pro podporu práce 
s bezpečnostními protokoly. Na závěr jsou uvedeny příklady některých protokolů, které byly 





The security protocols are widely used for providing safe communication. They are used for creating 
private communication channels in unsecured area. This thesis deals with the design of such protocols  
and their properties. The first part deals with properties and requirements of designed protocol as well 
as with the most common attacks on protocols. 
In the second part, the method of trace formula is described in more detail. This method is 
used for analytic design of security protocols. Later, the library of automated functions was created 
upon the principles of the method. The library support both the handling of protocol properties and 
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V dnešním světě je výpočetní technika nedílnou součástí našeho ţivota. Dalo by se říci, ţe s počítači 
se setkáváme „na kaţdém rohu“. Většina domácností jiţ vlastní počítač, téměř všechny firmy a 
společnosti vyuţívají informačních systémů. To jsou hlavní důvody velkého rozvoje počítačových 
sítí, především internetu. Počítačové sítě byly zpočátku vyuţívány především pro vědecké či vojenské 
účely. V těchto sítích nebylo nutné věnovat velkou pozornost zabezpečení, neboť uţivateli byli 
hlavně kolegové a spolupracovníci. Kdyţ uţ existovalo nějaké zabezpečení, byla to jednoduchá 
autentizace uţivatelů pomocí hesla, přičemţ toto heslo bylo sítí zasíláno nezabezpečeně. 
Díky rozvoji počítačů a hlavně díky rozvoji internetu pronikly počítačové sítě do našeho 
běţného ţivota. A protoţe dnes pouţíváme sítě nejen ke komunikaci, ale i pro správu účtů nebo pro 
elektronické obchodování a zároveň se ve velké míře zvýšila počítačová kriminalita, je nutné věnovat 
zabezpečení počítačových sítí velký důraz.  
Při komunikaci přes nechráněnou síť hrozí, ţe se někdo můţe pokusit získat námi zasílané 
informace a ty posléze zneuţít ve svůj prospěch. Moţností, jak se takovýmto útokům bránit, je 
několik. Jednou z nich je pak pouţití bezpečnostních protokolů pro zajištění zabezpečené komunikace 
v nezabezpečené síti. Princip takovýchto protokolů spočívá v tom, ţe kdyţ spolu chtějí některé 
subjekty komunikovat, tak se nejprve dohodnou na šifrování zpráv, které si budou vyměňovat, a to 
takovým způsobem, aby nikdo neoprávněný neměl moţnost tuto komunikaci narušit. Bohuţel, 
s rozšiřujícím se pouţíváním bezpečnostních protokolů se rozšířily i útoky na tyto protokoly, a proto 
je nutné vyvíjet stále nové a bezpečnější protokoly. 
Tato práce se zabývá otázkou návrhu bezpečnostního protokolu. Nejprve je uveden obecný 
postup, jak by mělo být postupováno při návrhu bezpečnostního protokolu a také co vše by měl 
návrhář takového protokolu vzít v úvahu a na co by si měl dát při návrhu pozor. Dále jsou uvedeny 
existující příklady některých metod návrhu protokolů. 
  Protoţe většina zdrojů, ze kterých jsem čerpal, je uvedena v anglickém jazyce a doslovný 
překlad do češtiny nebyl ekvivalentní k významu v originále, přizpůsobil jsem některé tyto termíny 
pro snazší pochopení a některé ponechal v originálním anglickém jazyce.  
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2 Základní pojmy 
V této kapitole nejprve uvedu a vysvětlím několik pojmů, které přímo souvisí s bezpečnostními 
protokoly a jsou dále v práci pouţívány. 
 
2.1 Bezpečnostní protokol 
Pojem protokol značí v informační technologii konvenci nebo standart, podle kterého probíhá 
komunikace mezi dvěma subjekty. V případě bezpečnostního protokolu se pak jedná o komunikaci, 
při které mezi sebou komunikují subjekty pomocí šifrovaných zpráv s cílem dosáhnout nějaké úrovně 
bezpečnosti komunikace. Cílem takovýchto protokolů bývá autentizace komunikujících subjektů, 
vytvoření šifrovacích klíčů nebo distribuce takovýchto klíčů. 
 
2.2 Autentizace 
Autentizace můţe být chápána jako proces, kterým účastník komunikace prokazuje svoji identitu. 
Obsahuje-li bezpečnostní protokol část obsahující autentizaci, lze jej označit jako autentizační 
protokol. Samotný proces autentizace probíhá obvykle výměnou informací, které jsou známy pouze 
účastníkům, kterých se komunikace týká. V případě, ţe se jedná o dostatečně silný autentizační 
protokol, je pro potenciálního narušitele velmi obtíţné podvrhnout některému z uţivatelů zprávu 
s falešným původem.  
 
2.3 Šifrovací klíč 
Šifrovací klíč je taková informace, která určuje průběh šifrování. Tento klíč určuje, jakým způsobem 
bude zpráva transformována do šifrovaného textu, nebo naopak dešifrována. Bezpečnostní protokol 
se stará o distribuci čerstvých klíčů, které nezná nikdo jiný neţli účastníci komunikace. Při pouţití 
různých klíčů získáme kompletně různé šifry, které při pouţití nesprávného klíče na dešifrování 
vypadají pouze jako náhodný text. V distribuci klíčů můţe figurovat i třetí strana (důvěryhodný 
server), které věří oba komunikující subjekty, a která můţe vygenerovat nový klíč nebo pouze předat 
klíč vytvořený jednou stranou straně druhé.   
 
2.4 Symetrické šifrování 
Při symetrickém šifrování jsou pouţity takové algoritmy, které vyuţívají ten samý klíč pro šifrování  i 
dešifrování zpráv. Předpokladem pro bezpečnou komunikaci pak je, ţe onen šifrovací klíč znají pouze 
komunikující strany, popřípadě důvěryhodný server. Zpráva, kterou chce odesilatel poslat, je 






Obr. 2.1. Symetrické šifrování 
 
 
2.5 Asymetrické šifrování 
Asymetrické šifrování vyuţívá dvojice klíčů. Šifrování probíhá pomocí veřejného klíče (public key), 
který je znám všem subjektům, kteří chtějí komunikovat s vlastníkem tohoto klíče. Dešifrování je pak 
moţné pomocí klíče privátního (private key), který vlastní pouze subjekt, pro který je tato zpráva 
určena.  
Asymetrické šifrování má proti symetrickému šifrování výhodu v tom, ţe se strany nemusejí 
domlouvat na tajném sdíleném klíči před zahájením utajené komunikace. Na druhou stranu je zde 
nebezpečí podvrţení veřejného klíče. 
 
 
Obr. 2.2.  Asymetrické šifrování 
 
2.6 Nonce 
Tento pojem často překládaný jako „keksík“ značí náhodně vygenerované číslo, které se pouţívá při 
kontrole identity komunikujících klientů. Takto generovaná čísla mohou být rozlišována jako 
odhadnutelná (časové razítko zaručující čerstvost - freshness) nebo neodhadnutelná (náhodně 
generované číslo).  
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3 Úvod do bezpečnostních protokolů 
Jak jiţ bylo zmíněno, návrh bezpečnostních protokolů je závislý na funkci, která zajišťuje bezpečnost. 
Tato funkce můţe spočívat na autentizaci uţivatele, distribuci klíče nebo kombinaci obojího. V této 
kapitole je nejprve uveden postup, na kterém je ukázáno, jaké předpoklady by měl bezpečnostní 
protokol splňovat. Dále je v této kapitole popsána základní architektura protokolu, jeho vlastnosti a 
některé moţné útoky na takovýto protokol. Tato kapitola především vychází z knihy autorů Boyda a 
Mathurii [1]. 
 
3.1 Návrh bezpečnostního protokolu  
Dříve neţ začneme se samotným návrhem protokolu, je nutné si stanovit, co vše musí komunikace 
pomocí takového protokolu splňovat. Tyto podmínky jsou ukázány na jednoduchém příkladu návrhu 
protokolu, kdy si je třeba uvědomit, ţe moţností, jak stanovit architekturu protokolu, existuje 
mnohem více. Uvedený scénář obsahuje mnoţinu uţivatelů protokolu, z nichţ chce nějaká dvojice 
vytvořit nový klíč pro zajištění bezpečnosti při jejich pozdější šifrované komunikaci. Takovýto klíč je 
nazýván jako relační klíč (session key). Úspěšné dokončené vytvoření tohoto klíče (a ověření pravosti 
subjektu) je pouze začátkem komunikace. Poté, co je stanoven vhodný klíč, který bude vyuţit pro 
ochranu těch dat, která jsou záměrem komunikace pomocí zvoleného kryptografického algoritmu, lze 
přejít k samotné komunikaci.  
Pro navázání komunikace mohou uţivatelé volat server, který bude daný protokol provozovat. 
Všichni uţivatelé pak plně důvěřují tomuto serveru, který provozuje protokol a neprovozuje ţádné 
jiné aktivity, které by mohly vědomě ohrozit bezpečnost komunikace. Kromě toho je server 
důvěryhodný při generování nových klíčů, coţ je provedeno takovým dostatečně náhodným 
způsobem, který sníţí šance útočníka získat jakékoliv uţitečné informace. 
Tento ukázkový protokol obsahuje tři subjekty (v anglické literatuře nazývané  principals, tedy 
“šéfové“) a to dva uţivatele označené A a B a důvěryhodný server S. Cílem tohoto protokolu pak je 
vytvořit spojení mezi uţivateli A a B a vytvořit bezpečnostní klíč KAB, který lze následovně pouţít pro 
bezpečnou komunikaci. Úlohou serveru S je vygenerovat takovýto klíč KAB, který posléze zašle 
uţivatelům A a B. Cíle takového protokolu lze shrnout následovně: 
 
 Na konci protokolu by měla být hodnota klíče KAB známa pro A i B, ale nikdo jiný by 
tuto hodnotu znát neměl (výjimkou můţe být server S). 
 Strany A a B by měly vědět, ţe KAB je čerstvý (freshness – viz dále). 
 
Příklad protokolu, který chce vytvořit nový relační klíč, je zobrazen na obrázku 3.1. Jak je 
vidět, protokol se skládá ze tří zpráv. Pomocí první zprávy kontaktuje uţivatel A server S. Tato zpráva 
obsahuje identity obou částí, které by spolu měly sdílet nový klíč. V druhé zprávě vrací server S klíč 




                 Obr. 3.1.  První příklad protokolu 
 
Dříve, neţ prověříme bezpečnost tohoto protokolu (jeho nedostatky), bychom si měli uvědomit, 
ţe jako specifikace protokolu je takovéto zobrazení naprosto nedostačující. Všimněme si 
následujících rysů: 
 
 Jsou uvedeny pouze ty zprávy, které úspěšně prošly celým během protokolu. 
Neexistuje tedy popis, co se stane v případě, ţe zpráva je přijata ve špatném formátu 
nebo ţe není vůbec doručena. Takovéto informace by měly být zahrnuty do specifikace 
komunikačního protokolu a zároveň by měly slouţit k prokázání základních funkčních 
vlastností [20].  Pokud tyto informace nejsou uvedeny ve specifikacích 
kryptografického protokolu, nelze zaručit, ţe tento protokol bude bezpečný. 
 Neexistuje specifikace vnitřních akcí subjektů. V mnoha protokolech jsou vnitřní akce 
celkem zřejmé, např. můţe být snadno vypočteno, co bude poţadováno jako výstup 
příští zprávy. V jiných případech ale můţe nastat mnoho alternativ a volba můţe mít 
rozhodující význam na zabezpečení. 
 Implicitně předpokládáme, ţe A i B vědí, ţe přijaté zprávy jsou součástí protokolu. Je 
běţnou praxí vynechat detaily o tom, ţe počítač v síti musí být schopen sledovat 
konkrétní běh protokolu. Naopak lze vloţit detaily o tom, jaký klíč by měl být pouţit 
pro rozšifrování přijaté šifrované zprávy. 
 
Navzdory omezením při specifikaci protokolu zůstává tento způsob nejpouţívanější metodou 
pro popis šifrovacího protokolu pouţívaným v literatuře. Ekvivalentní reprezentací takovéhoto 
protokolu je zobrazení zpráv zaslaných v úspěšném běhu protokolu, kde kaţdá zpráva předchází 
subjektům, mezi kterými by měla být přenesena. Například předchozí protokol by mohl být 
specifikován následovně. 
 
1. A → S : A, B 
2. S  → A : KAB 
3. A → B : KAB, A   
 
Protokol 3.1 První protokol v konvenční notaci 
 
Tento způsob zápisu je často upřednostňován, pokud je poţadován kompaktnější popis. 
Nicméně takto zobrazený protokol je těţší si představit. Navíc lze říci, ţe uvedená forma zápisu má 
větší tendenci v utvrzení předpokladu, ţe se zprávy bezpečně dostanou na místo určení, neţli 




3.1.1 Důvěrnost (Confidentiality)     
Nyní jsme si jiţ vědomi některých očividných problémů, které mohou nastat při prvotním návrhu 
protokolu. Účelem této části proto bude jednoznačně stanovit předpoklady pro daný protokol. 
Problémem je, ţe relační klíč KAB musí být zaslán A i B, ale nesmí jej získat ţádná jiná entita. Lze 
tedy stanovit předpoklad, ţe útočník, proti jehoţ útokům je implementováno zabezpečení, můţe 
naslouchat všem zprávám, které jsou zasílány nebo přijímány. To lze povaţovat za reálný předpoklad 
v typickém komunikačním systému, jakým můţe být internet nebo společná síť.  
 
Bezpečnostní předpoklad 1  Útočník může naslouchat všem zprávám, které byly zaslány 
v kryptografickém protokolu. 
 
S cílem zajistit důvěrnost je nezbytné pouţít šifrovací algoritmus a související klíče. Prozatím 
budeme předpokládat, ţe server S bude sdílet tajný klíč se všemi uţivateli systému. Klíče KAS a KBS 
budou tedy sdíleny mezi A a S, respektive mezi B a S. Potřeba udrţet klíč KAB důvěrný pak vede k  
druhému návrhu protokolu (viz. Obr. 3.2). 
 
 
Obr. 3.2.  Druhý příklad protokolu 
 
Tento protokol začíná stejně jako první, tedy ţe A zašle S zprávu obsahující identity dvou částí, 
které budou poté sdílet společný klíč. Server S následně vygeneruje klíč KAB, který jednotlivě 
zakóduje pomocí klíčů KAS a KBS a pošle jej zpět A. Subjekt A pak předá zakódovaný klíč B společně 
se svojí identitou, takţe subjekt B ví, kdo všechno tento klíč vlastní. 
Tento protokol je v otevřeném prostředí zrovna tak nebezpečný jako první protokol, ale z úplně 
odlišných důvodů. Pasivní odposlech nemůţe vidět KAB od té doby, co jsou zprávy šifrovány a co je 
smí číst pouze oprávněný příjemce, který vlastní klíč potřebný k dešifrování. To je spojeno s otázkou 
šifrovacích algoritmů, jejichţ pochopení je základem pro správný návrh bezpečnostních protokolů.  
Nicméně podrobné detaily o pouţitých šifrovacích algoritmech jsou často nepodstatné a takovýmto 
detailům se během části návrhu protokolu často vyhýbáme. Všechny útoky popsané v této části jsou 
nezávislé na pouţitém šifrovacím algoritmu. 
V mnoha analýzách je předpoklad „dokonalého kódování“, který říká, ţe protivník nemůţe 
získat ţádné informace při pozorování šifrované zprávy. Tento předpoklad s sebou nese jisté 
povinnosti pro návrh protokolu. Aby byl návrh praktický, musí být k dispozici vhodný šifrovací 
algoritmus, který bude splňovat všechny bezpečnostní poţadavky. Navíc tyto poţadavky musí být 
jednoznačně stanoveny v části, ve které jsou uvedeny specifikace protokolu. Alternativním přístupem 
můţe být vloţení abstraktního modelu šifrovacího algoritmu jako část specifikace protokolu. Analýza 
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protokolu pak můţe směřovat k tomu, aby výhody, které protivník můţe získat z odposlechu 
protokolu, byly dostatečně malé.  
 
3.1.2 Autentizace 
Problémem protokolu zobrazeného na obr. 3.2 není, ţe prozrazuje bezpečnostní klíč KAB, ale ţe není 
zabezpečena informace o tom, kdo jiný vlastní tento klíč. Potřebujeme tedy vytvořit účet, který 
zabrání útočníkovi nejen poslouchat zaslané zprávy, ale i zachytávat je a měnit jejich obsah. 
 
Bezpečnostní předpoklad 2  Protivník je schopný změnit všechny zprávy zaslané pomocí 
kryptografického protokolu pomocí nějaké dostupné 
informace. Navíc může útočník přesměrovat každou zprávu 
pro jakoukoliv entitu. Tyto předpoklady zahrnují také 
schopnosti generování a vkládání zcela nových zpráv. 
 
Při pohledu na tento předpoklad lze tedy stručně říci, ţe útočník má úplnou kontrolu nad 
kanálem, přes který zprávy protokolu procházejí. Nyní začíná být zřejmé, proč je návrh 
autentizačních protokolů tak obtíţný.   Při porovnání s běţným protokolem je zde zapojena neznámá 
a neočekávaná entita. Ačkoli v platném běhu protokolu nemůţe být zapojeno více neţ čtyři nebo pět 
zpráv, existuje nespočetně variant, ve kterých můţe být zapojen útočník. Tyto varianty mají 
neomezený počet zpráv a kaţdá musí splňovat bezpečnostní poţadavky protokolu [2]. 
 
 
Obr. 3.3.  Útok na druhý protokol 
 
Na tomto obrázku je znázorněn jeden lehký útok, který spočívá v tom, ţe útočník C snadno 
zachytí zprávu zaslanou od A k B a nahradí identitu A identitou D (přičemţ D můţe být jakákoliv 
identita včetně samotného C). Následně pak entita B uvěří, ţe sdílí klíč s D, přičemţ ve skutečnosti by 
jej měla sdílet s A. Následující děj pak bude záviset na scénáři, ve kterém je protokol pouţit, ale můţe 
zahrnovat takové akce, jako kdyţ B předává informace A, které by měly být sdíleny pouze s D. I kdyţ 
C nezíská klíč KAB, lze protokol shledat za prolomený od té chvíle, kdy přestal splňovat poţadavek, 
který říká, ţe uţivatel by měl vědět, kdo jiný zná sdílený klíč. Nicméně další útok zobrazuje, jak 




     Obr. 3.4.  Alternativní útok na druhý protokol 
 
V tomto útoku změní C zprávu od A pro S tak, ţe S zašifruje klíč KAC pomocí klíče C (KCS) 
místo toho, aby pouţil klíč KBS. Vzhledem k tomu A nedokáţe rozlišovat mezi kódovanými zprávami 
určenými pro jiné subjekty a nebude tak detekovat změnu. Všimněme si, ţe KAB je jednoduché a 
formální jméno pro řetězec bitů reprezentující relační klíč, který je rovněţ přijat A. Mimo jiné, C 
shromaţďuje zprávy zamýšlené od A k B tak, ţe B nedokáţe detekovat ţádnou neobvyklost. 
Výsledkem tohoto útoku pak je, ţe A věří, ţe zápis bude úspěšně dokončen s B, zatímco ve 
skutečnosti C zná klíč KAC a tak se můţe maskovat za B stejně tak jako se naučit všechny informace, 
které A posílá k B. V porovnání s předcházejícím útokem bude tento útok úspěšný, pokud C je 
legitimní uţivatel, který zná server S. Z toho lze odvodit další předpoklad, který bude zaloţen na 
tvrzení, ţe členové komunikujících skupin jsou větší hrozbou neţ nečlenové. 
 
Bezpečnostní předpoklad 3  Útočník může být legitimním účastníkem (členem) protokolu, 
nebo vnější stranou (nečlen), nebo kombinací obojího. 
 
K zabránění takovéhoto útoku je třeba zakódovat a svázat jména všech uţivatelů sdílejících 
klíč KAB s hodnotou KAB. To vede k protokolu zobrazenému na obr. 3.5, kde jsou jména A i B vloţena 
do zakódované zprávy přijaté od S. Lze snadno ověřit, ţe v takovémto protokolu nebude úspěšný 
ţádný z dříve uvedených útoků. Je nezbytné, aby zprávám kódovaným pomocí kryptografického 





Obr. 3.5. Třetí příklad protokolu 
3.1.3 Opakování (Replay) 
Doposud se protokol zlepšil tak, ţe útočník není schopen zaútočit ani nasloucháním ani tím, ţe změní 
zprávu zaslanou mezi oprávněnými uţivateli. I přesto ale protokol ještě není dostatečně dobrý pro 
poskytování bezpečnosti za normálních podmínek. Problém pochází od rozdílu v kvalitě mezi 
dlouhodobými kódovanými klíči sdílenými nejprve s S a relačním klíčem KAB generovaným pro 
kaţdý běh protokolu.  
Jedním z důvodů, proč je nový klíč generován pro kaţdou relaci, je, ţe relační klíče očekávají, 
ţe mohou být zneuţity k útoku. Pravděpodobně budou pouţity s různými daty regulárních formátů, 
které je dělají cílem pro dešifrování. Také mohou být umístěny v poměrně nedostatečně chráněném 
skladu, kde mohou být nedbale snadno vyřazeny poté, co relace skončí. Druhý důvod pro pouţití 
nových relačních klíčů je, ţe komunikace v různých relacích by měla být oddělena. Především by 
nemělo být moţné opakovat zprávy z předchozích relací [1]. 
Pokud budeme uvaţovat, ţe staré klíče mohou být opakovány v následující relaci, pak se celá 
skupina zmiňovaných útoků stává velmi reálnou. Všimněme si, ţe i kdyţ je A opatrné při správě jím 
pouţívaných relačních klíčů, kompromitace relačního klíče subjektu B můţe stále dovolit útok 
opakováním, pokud A komunikuje s B.   
 
Bezpečnostní předpoklad 4  Útočník může získat hodnotu relačního klíče KAB použitého 
v jakémkoliv dostatečně starém běhu protokolu. 
 
 
Obr. 3.6.  Útok na třetí protokol 
 
Obrázek 3.6 ukazuje útok opakování na třetí navrhnutý protokol. Tentokrát C zachytilo zprávu 
od A pro S, ve skutečnosti S nehraje ţádnou roli v protokolu. Klíč K´AB je starý relační klíč, který byl 
pouţit A a B v předchozí relaci. Z prvního bezpečnostního předpokladu lze očekávat, ţe C můţe znát 
všechny zprávy šifrované K´AB, které byly předány mezi A a B. Podle čtvrtého bezpečnostního 
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předpokladu lze také brát v potaz, ţe C můţe znát hodnotu K´AB. Pokud tedy A dokončí a odešle 
zprávu pro B, C můţe rozšifrovat pozdější informace šifrované K´AB, nebo vkládat a měnit zprávy, 
jejichţ pravost je chráněna klíčem K´AB. 
Všimněme si, ţe útok opakováním z obrázku 3.6 můţe být povaţován jako úspěšný dokonce i 
v případě, kdy C nezískalo hodnotu klíče K´AB. To proto, ţe se C podařilo, aby A a B přijalo starý 
relační klíč. Takový útok můţe být uţitečný pro útočníka, protoţe dovoluje C opakovat zprávy 
chráněné K´AB, které byly zaslány v předchozí relaci. Navíc má C povoleno získat více šifrovaných 
dat pomocí stejného klíče, který by mohl pomoci při dešifrování. 
Toto jsou různé mechanismy, které mohou být pouţity k povolení uţivatelům kontrolovat, zda 
nebyl přehrán relační klíč. Více o takovýchto mechanismech se lze dočíst v odborné literatuře [1], ale 
pro nás bude nyní důleţitější metoda nazývaná výzva-odezva (challenge-response).  
V této metodě A generuje novou náhodnou hodnotu NA, známou jako nonce (viz. Kapitola 2.6). 
Subjekt A zašle své nonce NA k S na začátku protokolu spolu s ţádostí o nový klíč. Pokud je stejná 
hodnota přijata s relačním klíčem, pak A můţe odvodit, ţe klíč nebyl přehrán. Tento závěr bude platit 
tak dlouho, dokud budou klíč a nonce šifrovaně svázány takovým způsobem, ţe pouze S můţe 
vytvářet takové zprávy. 
Vzhledem k tomu, ţe B nekontaktuje přímo server S, protoţe je pro něj nepohodlné posílat své 
vlastní nonce k S s tím, ţe bude vráceno společně s KAB. Jak pak můţe získat stejná ujištění jako A, ţe 
KAB nebyl přehrán? 
Kdyţ je zakódovaný klíč pro B vloţen do zakódované části zprávy A, pak A můţe získat 
ujištění, ţe zpráva je čerstvá. Zdá se, ţe A můţe poslat toto ujištění B ve speciálním „handshake“: B 
bude generovat nonce NB a zašle chráněné KAB k A. Pak A můţe pouţít relační klíč k zaslání 
související odpovědi zpět k B. To vede k dalšímu pokusu o protokol zobrazenému na obr. 3.7. 
 
 
Obr. 3.7.  Čtvrtý příklad protokolu (Needham-Schroeder) 
 
Protokol, kterého jsme dosáhly pomocí řady kroků, je jeden z nejslavnějších v předmětu 
kryptografických protokolů. Byl zveřejněn v roce 1987 dvojicí Needham a Schroeder [21] a stal se 
základem pro celou třídu souvisejících protokolů. Bohuţel originální Needham-Schroederův protokol 
je zranitelný téměř stejně proslulým útokem Denninda a Saccoa [22]. Jejich útok ukázal, ţe nastala 
chyba ve výše uvedeném tvrzení o ospravedlnění návrhu protokolu. Toho můţe být obsaţeno za 
předpokladu, ţe pouze A bude schopno vytvořit správnou odpověď na zprávu číslo 4 od subjektu B. 
Od chvíle, kdy lze očekávat ţe protivník C zná hodnotu starého relačního klíče, je tento předpoklad 
nereálný. V útoku na obrázku 3.8, kde se C maskuje jako A, je tak útočník schopný přesvědčit B 





Obr. 3.8.  Útok na čtvrtý protokol 
 
Samozřejmě, ţe jakmile je tento útok zjištěn, lze poměrně snadno navrhnout způsoby, jak mu 
zabránit. Níţe uvedená metoda odstraňuje předpoklad, ţe jak pro A, tak pro B je nevyhovující posílat 
své výzvy k S. To vede k finálnímu protokolu zobrazenému na obrázku 3.9. 
Bylo by neuváţené tvrdit, ţe tento protokol je bezpečný předtím, neţ bude podrobněji 
charakterizován. Přesto lze říci, ţe se vyhne všem útokům, se kterými jsme se doposud setkali, za 
předpokladu, ţe pouţitý kryptografický algoritmus poskytuje vlastnosti důvěrnosti a integrity a server 
S jedná správně.  
 
Obr. 3.9.  Pátý protokol 
 
 
Moţnost zaslat své nonce k S obou uţivatelům způsobí, ţe protokol nyní zahajuje B, které zašle 
svoje nonce NB nejprve k A. A přidá svoje nonce NA a zašle obě hodnoty k serveru S, které je nyní 
schopno vrátit KAB v oddělených zprávách pro A a B, přičemţ tyto zprávy mohou být kontrolovány 
jejich příslušnými příjemci, zda jsou čerstvé. I kdyţ se můţe zdát, ţe tímto protokolem bylo dosaţeno 
více neţ v protokolu na obrázku 3.7 pouţitím menšího počtu zpráv, ve skutečnosti dosáhlo A méně 
v tomto protokolu. To proto, ţe A v protokolu na obrázku 3.7 by mohlo ověřit nejen to, ţe klíč je 
nový a známý pouze pro A, B a S, ale také ţe B ve skutečnosti přijalo klíč. Této vlastnosti konfigurace 
klíče je dosaţeno díky tomu, ţe B pouţije klíč ve zprávě 4, za předpokladu, ţe {NB}K
AB
 nemůţe být 
vytvořeno bez znalosti KAB. V posledním protokolu ani A ani B nemůţe na konci úspěšného běhu 
protokolu odvodit, zda ostatní skutečně obdrţeli klíč KAB.  
Vţdy, kdyţ je navrhován nový protokol a jsme schopni odhalit nebo pochopit útoky na něj, 
vedou tyto kroky k jeho zlepšení návrhu. Častý výskyt takových útoků by ale měl být varováním, 
zvláště pro realizaci bezpečnostních protokolů. Velká část nedávného výzkumu v kryptografických 






3.2 Architektura protokolu 
V předcházející kapitole se architektura protokolu skládala z přímého důvěryhodného serveru, který 
generoval relační klíč, a dvou jiných subjektů. Nyní zváţíme alternativní architektury. Tři rysy, které 
bereme v úvahu jako kriteria architektury ke klasifikaci různých protokolů, jsou: které klíče jsou jiţ 
ustanoveny, jak je relační klíč generován a pro kolik uţivatelů má slouţit protokol. Všimněme si, ţe 
druhé kriterium je aplikovatelné pouze pro protokoly s organizací klíče. 
 
3.2.1 Existující šifrovací klíč 
Obecně není moţné dosáhnout ověření relačního klíče bez existujícího bezpečnostního kanálu. Ve 
skutečnosti můţe být tento princip formálně uveden a správně prokázán[11]. Proto s výjimkou 
moţnosti bezpečného vytvoření klíčů, je nezbytné, aby klíče byly sdíleny mezi různými subjekty, 
nebo aby byly k dispozici certifikované veřejné klíče. Můţeme pohlíţet na pouţití veřejného klíče 
jako na ekvivalentní pouţití off-line serveru. Pro vytvoření nového relačního klíče pro dva subjekty 
existují v podstatě tři moţnosti. 
 
 
1. Subjekty jiţ sdílí tajný klíč. 
2. Je pouţíván Off-line server. To znamená, ţe subjekty získají certifikovaný veřejný klíč. Pro 
ověření pravosti veřejného klíče můţe být nezbytné ověřit řetězec certifikátů. 
3. Je pouţíván On-line server. To znamená, ţe kaţdý subjekt sdílí klíč s důvěryhodným 
serverem. Pro předávání informací mezi jednotlivými stranami můţe být nezbytné je 
zasílat prostřednictvím řetězců on-line serverům.              
 
3.2.2 Metody generování relačního klíče 
Zde jsou uvedeny různé způsoby, jak můţe být generován relační klíč v protokolech s organizací 
klíče. V následující části pouţijeme pojem „uţivatel“ v tom smyslu, ţe se jedná o subjekt, který 
pouţívá relační klíč pro následnou komunikaci a pojem entita (principal), který bude značit subjekt 
provozující protokol. Například na obr. 3.9 budou A a B uţivatelé, zatímco S nikoli. Všechny tři části 
A, B a S jsou ale entity. 
 
Protokol předávající klíč patří mezi protokoly s organizací klíče, ve kterém jedna z entit 
vygeneruje klíč a ten je pak předán všem uživatelům protokolu. 
 
Protokol s dohodnutým klíčem je protokol s organizací klíče, ve kterém je relační klíč vstupní 
funkcí do všech uživatelů protokolu. 
 
Hybridní protokol je protokol s organizací klíče, ve kterém je relační klíč vstupní funkcí do 
více než jedné entity, ale ne u všech uživatelů. To znamená, že protokol je protokol s dohodnutým 
klíčem z pohledu některých uživatelů, a protokol předávající klíč z pohledu ostatních.  
  
V literatuře je protokol předávající klíč typicky spojován s protokoly pouţívajícími on-line 
server, zatímco protokol s dohodnutým klíčem se spojuje s protokoly pouţívajícími off-line server. 
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Nicméně toto není důvod k omezení a existují příklady protokolů s dohodnutým klíčem, ve který má 
on-line server vstup pro relační klíč a protokolů předávajících klíč s off-line serverem [1]. 
 
3.2.3 Počet uživatelů 
Poslední součástí architektury protokolů je počet entit, které se účastní v protokolu. Většina protokolů 
s organizací klíče byla soustředěna na případ, kde chtějí dva uţivatelé vytvořit relační klíč pro 
komunikaci point to point. Rozšíření na protokoly s asociací klíčů to ale můţe komplikovat. Pro 
takové protokoly je totiţ docela moţné, aby se jevily jako protokoly předávající klíč pro některé 
entity (ty, které přijímají relační klíč v šifrovacím kanálu) a protokoly s dohodnutým klíčem pro jiné 
entity (mají na vstupu relační klíč) [4].   
 
3.3 Vlastnosti šifrování 
V této kapitole budou stručně uvedeny základní a nejdůleţitější vlastnosti, které by měl kaţdý 
šifrovací algoritmus splňovat.  Více o tom, co bude stručně uvedeno v této kapitole, lze nalézt v knize 
od autorů Menezes, van Oorchot a Vandstone [23]. Identifikujeme čtyři základní cíle, kterých by měl 
šifrovací algoritmus dosáhnout. 
 
Důvěrnost 
Důvěrnost zabezpečuje, ţe data jsou k dispozici pouze oprávněným uţivatelům. Čehoţ je obvykle 
dosaţeno pomocí zakódování dat tak, ţe pouze ti uţivatelé, kteří mají korektní dešifrovací klíč, je 
mohou dešifrovat. V bezpečnostních protokolech je důvěrnost základní vlastností pro zabezpečení, 
aby klíče a jiná data byla k dispozici pouze tak, jak byla původně zamýšlena. 
 
Integrita dat  
Tato vlastnost zajišťuje, ţe data nebyla změněna neautorizovanými entitami. Toho můţe být 
dosaţeno pomocí pouţití hashovacích funkcí v kombinaci s kódováním, nebo pouţitím zprávy 
s autentizačním kódem pro vytvoření samostatného kontrolního pole. Integrita dat je podstatná 
v mnoha kryptografických protokolech k ochránění základních prvků jako jsou identifikace a 
nonce. 
 
Ověření původu dat  
Toto ověření zaručuje originalitu dat. Je to základní krok v zajištění jak ověření subjektů 
v protokolu, tak stanovení klíče. Od chvíle, kdy jsou změněna data, se musí změnit jejich původ. 
Můţeme říct, ţe ověření zdroje dat naznačuje integritu dat. Ačkoliv je v podstatě moţné dosáhnout 
integrity dat bez ověření původu, je toho běţně dosahováno stejnými mechanismy. 
 
Nepopiratelnost 
Nepopiratelnost zabezpečuje, ţe subjekty nemohou popřít zaslaná data, ke kterým se zavázaly. To 
zpravidla poskytuje mechanismus digitálního podpisu. Nepopiratelnost je málokdy poţadována 
v protokolech pro autentizaci a stanovení klíče, ale automaticky poskytuje důleţité sluţby 
zajišťující integritu dat a ověření původu dat. 
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3.4 Čerstvost (Freshness) 
Jiţ jsme viděli, ţe pro protokoly, které pouţívají stanovení relačního klíče, jsou jedním z poţadavků, 
aby byl kaţdý uţivatel schopen ověřit, ţe klíč je nový a není přehrán ze starých relací. Tato vlastnost 
se vztahuje i na řadu dalších protokolů. Například, pro protokoly navrţené pro dosaţení ověření 
v reálném čase je běţným poţadavkem protokolu ověření, ţe jednotlivé zprávy jsou nové, nebo 
čerstvé. Stojí za to povšimnout si typických způsobů, jak je dosaţeno čerstvosti v existujícím 
protokolu [2].  
Před uvedením detailů si řekněme, ţe existují dva odlišné základní způsoby, jak zaručit 
čerstvost jednotlivým uţivatelům. První způsob nastane, pokud se uţivatel podílí na výběru hodnoty 
(která můţe často být novým relačním klíčem), zatímco druhý je, kdyţ se uţivatel musí spoléhat na 
hodnotu, kterou dostal a která musí být sama o sobě známa jako čerstvá. Typický příklad prvního 
případu je protokol s dohodnutým klíčem. Zde dva uţivatelé A a B oba zvolí vstup NA respektive NB 
pro nový relační klíč KAB. Relační klíč pak bude vytvořen pomocí některé z vstupních funkcí [1]. 
 
KAB = f(NA,NB) 
Rovnice 3.1. Vytvoření relačního klíče 
 
Ţádanou vlastností funkce f je, ţe by nemělo být moţné pro A nebo B násilně získat starou 
hodnotu KAB, i kdyţ jsou známy ostatní vstupy. To znamená, ţe kaţdý uţivatel musí nezávisle 
potvrdit, ţe KAB je čerstvé. Této vlastnosti je dosaţeno tak, ţe jakmile je vybráno NA pro A, B není 
schopné vybrat NB takovým způsobem, aby KAB mělo starou hodnotu.  
Čerstvost musí mít takovou vlastnost, která bude moci zaručit, ţe tyto hodnoty nebyly pouţity 
dříve (v některých protokolech je od hodnot pouţitých pro čerstvost rovněţ poţadováno, aby měly 
další vlastnosti, ale to je zejména proto, ţe jsou pouţity i pro jiné účely neţ jen jako zajištění 
čerstvosti). Typické tři způsoby pro zaručení čerstvosti jsou časová razítka (Timestamps), nonce a 
počitadla (counter).      
 
 
3.4.1 Časové razítko (Timestamp)  
Odesílatel zprávy přidá aktuální čas do zprávy v momentě jejího odeslání. Příjemce to pak 
zkontroluje tak, ţe tuto hodnotu porovná s lokálním časem. Pokud je přijaté časové razítko uvnitř 
přijatelného časového rozsahu aktuálního času, pak je zpráva povaţována za čerstvou. Potíţ při 
pouţívání časových razítek je, ţe jsou poţadovány synchronizace hodin a razítka musí být bezpečně 
udrţována. Gong ale poukázal na to, ţe kdyţ jsou hodiny entit dokonalejší neţ hodiny zbylých částí 
systému, můţe existovat zranitelnost dokonce i po tom, co jsou hodiny opraveny. To proto, ţe útočník 
můţe zachytit a potlačit zprávu, která by měla být čerstvou. Gong toto nazval útok potlačující přenos 




Příjemce zprávy A generuje nonce NA a pošle jej zasilateli zprávy B. Nonce NA je pak vráceno se 







1. A → B: NA 
2. B → A: f (NA, …) 
 
Protokol 3.2: Pouţití nonce 
 
Kontrola nonce je provedena hned po obdrţení a vyplývá z ní, zda je zpráva čerstvá, protoţe 
zpráva nemůţe být vytvořena dříve, neţ bylo nonce generováno. Pozornost je třeba věnovat kvalitě 
vytvářených nonces, které mají být pouţity, protoţe bychom měli počítat s tím, ţe odpověď můţe být 





Odesilatel a příjemce udrţuje synchronizované počitadlo, jehoţ hodnota je zaslána se zprávou a pak 
navýšena. Nevýhodou počitadel je, ţe stav informace musí být udrţován pro kaţdé potenciální 
účastníky komunikace. Řízení počitadel můţe také způsobit problémy přítomnost chyb v přenosovém 
kanálu. Gong ukázal, ţe pokud počitadlo není synchronizováno s příjemcem, pak můţe nastat preplay 
útok. 
3.5 Útok na protokol 
V dosavadním průběhu jiţ bylo uvedeno několik útoků na protokol. V této části bude představeno 
několik nejznámějších útoků, přičemţ pro mnoho protokolů tento seznam není kompletní. Způsobů, 
jak můţe útočník ovlivnit jeden nebo více protokolů je nespočetně mnoho. Zde budou uvedeny ty 
nejběţnější hrozby pro kryptografické protokoly, které by neměly být opomenuty.  
 
3.5.1 Odposlouchání (Eavesdropping)   
Naslouchání je moţná nejzákladnější útok na protokol, který spočívá v tom, ţe útočník zachytí 
informaci zaslanou v protokolu. Většinou je to způsobeno tím, ţe se útočníkovi povede získat 
neautorizovaný přístup ke komunikaci. V této kategorii se nachází většina programů, které se snaţí 
odposlechnout heslo, pomocí něhoţ se klient přihlašuje ke vzdálenému serveru. Tato hesla se často 
posílají zcela nešifrována a jsou tedy poměrně lehce zjistitelná [3]. 
 
 





Útočník, který nějakým způsobem získá přenášenou zprávu, můţe pozměnit její obsah. Některé útoky 
zprávy nemění, ale rozštěpí je a znovu sestaví z různých zpráv. Příjemce tak dostane zprávu, kterou 
sice původně vyslala autorizovaná strana, ale během přenosu došlo k nějakému zásahu do jejího 
obsahu. 
Obranou proti takovýmto útokům je zajištění integrity jednotlivých zpráv a zajištění 
dostatečného šifrování. Příklady útoků na protokol, ve kterých šifrování neposkytuje poţadované 
vlastnosti integrity, uvedli Stubblebine a Gligor [24] nebo Mao a Boyd [25]. 
 
 
Obr. 3.11. Útok modifikací zprávy 
 
3.5.3 Útok přehráním (Replay attack) 
Útok přehráním zobrazuje takovou situaci, kde útočník zasahuje do běhu protokolu vloţením zprávy, 
nebo části zprávy, která jiţ byla dříve odeslána v některém z předchozích běhů protokolu. Jedná se 
tedy o aktivní útok, kdy útočník vkládá své vlastní zprávy.  
Tento typ útoku je zaloţen na principu, ţe komunikace mezi zúčastněnými subjekty je 
odposlouchávána a útočník si tuto komunikaci ukládá pro její další analýzu. Poté co zachycená data 
analyzuje, můţe takováto data pouţít pro podvrţení identity útočníka vůči některému ze subjektů. 
Ten totiţ nemá ţádnou moţnost ověřit čerstvost zprávy (freshness). Útok opakováním je často 
pouţíván v kombinaci s jinými útoky.  
Obranou proti tomuto útoku je zajištění čerstvosti zprávy pomocí časových razítek (viz. 
Kapitola 3.1.1). Materiál, který útočník pouţije k útoku, můţe být z běhu protokolu, který se koná 
současně jako běh útoku. 
 
3.5.4 Preplay 
Útočník se zabývá spuštěním protokolu před spuštěním legitimními entitami. Preplay by mohlo být 
povaţováno za přirozenou existenci opakování, i kdyţ není jasné, ţe to je opravdu útok, který můţe 
být sám o sobě něčemu uţitečný. Zajímavý příklad takového útoku se nazývá Burmesterův 
trojúhelníkový útok (triangle attack) [1].  
 
3.5.5 Odraz (Reflexe) 
Útok spočívá v tom, ţe útočník odešle zprávy protokolu zpět k entitě, která je odeslala. Reflexe je 
speciálním případem přehrání (replay). Typický scénář je, ţe dvě entity provozují protokol se 
sdíleným klíčem a jedna (někdo) jednoduše vrací výzvu, která byla původně zamýšlena pro ni. Tento 
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útok je moţný pouze v případě, ţe je povolen paralelní běh stejných protokolů, coţ je často reálný 
předpoklad. Příkladem můţe být, kdyţ jeden šéf je Internet host, který můţe přijmout relaci 
od různých entit při pouţití stejné identity a sady šifrovacích klíčů. Strategií protivníka můţe být 
podnícení protokolu k současnému běhu několika protokolů. 
 
Bezpečnostní předpoklad 5 Útočník může zahájit libovolný počet paralelních běhů 
protokolu mezi některými entitami, včetně různých běhů 
zahrnující ty samé entity a entity se stejnými nebo různými 
rolemi v protokolu. 
  
Uvaţme následující protokol 1.4 jako jednoduchý příklad. Předpokládejme, ţe A a B jiţ sdílí 
tajný klíč K a vybere si příslušné nonce NA a NB pro pouţití v protokolu. Protokol je určen k vzájemné 
autentizaci obou stran prokázáním znalosti klíče K. 
 
 
1. A → B : {NA}K 
2. B → A:  {NB}K, NA 
3. A → B:  NB 
 
Protokol 3.3 Protokol zranitelný odrazem  
 
Po obdrţení druhé zprávy A odvodí, ţe zpráva musela být zaslána B, neboť pouze B má klíč K. 
Pokud je ale A připraven zapojit se do paralelního běhu protokolu, nastane další moţnost a to, ţe 
zpráva byla původně vytvořena A samotným. Útočník C pak můţe úspěšně dokončit dva běhy 
protokolu, jak je zobrazeno v útoku 1.2. 
 
1. A → C : {NA}K 
1’.  C → A : {NA}K 
2’.  A → C : {N’A}K, NA 
2. C → A : {N’A}K, NA 
3. A → C : N’A 
3’.  A → C : N’A 
 
Útok 3.1: Útok odrazem na protokol 1.4 
 
   Ihned po obdrţení první zprávy C začne další běh protokolu s A a odrazí zpět zprávu 
obdrţenou od A. Odpověď umoţňuje C reagovat na první zprávy a pak mohou být dokončeny oba 
běhy protokolu. Ve skutečnosti bylo veškeré kryptografické zpracování provedeno A, zatímco A se 
domnívá, ţe tyto dva běhy byly dokončeny B. Tento druh útoků je často nazýván jako „útok věštbou“ 
(oracle attack).  
 
3.5.6  Popření služeb 
V tomto útoku (často nazývaném jako DoS útok) útočník zabrání pravým uţivatelům v dokončení 
protokolu. Útok se prakticky vykoná před sluţbami, které jsou poţadovány k interakci s mnoha 
klienty. Útok můţe být rozdělen na ty, které směřují k spotřebování výpočetních zdrojů serveru (útok 




V zásadě se zdá, ţe není moţné zabránit DoS útoku úplně. Kaţdý pokus o zaloţení spojení 
musí být buď následkem rozdělení připojení, nebo musí pouţít nějaké výpočetní práce k ustanovení, 
ţe pokus je neplatný.  Nicméně existují jistá opatření, která mohou být brána v potaz pro sníţení 
dopadu DoS útoku. Některé protokoly pak mohou být zranitelní tímto útokem mnohem více neţ 
ostatní, coţ je potřeba vzít v potaz [26]. 
Mezi tyto útoky lze zařadit i útok, který provádí podvrţení identity, kdy se útočník pokusí 
vytvořit zprávu s falešnou identitou odesílatele.   
 
 
           Obr. 3.12.  Útok podvrţením identity 
 
Alternativou útoku podvrţením identity můţe být útok přerušení komunikace, kde se 
útočníkovi podaří zničit nebo znepřístupnit přenášenou zprávu. 
 
 
     Obr. 3.13.  Útok přerušením komunikace 
 
3.5.7 Psané útoky 
Kdyţ je protokol napsaný, jsou jeho prvky jasně zřetelné. V praxi entita, která přijímá zprávu ať uţ 
zakódovanou nebo ne, vidí řetězec bitů, který musí být interpretovaný. Psané útoky toto vyuţívají 
k vytvoření příjemce mylně vkládajícího zprávu, přijímacího jeden prvek protokolu jako jiný (prvek 
zprávy odlišného typu). Např. prvek, který byl zamýšlen jako identifikátor entity, můţe být 
akceptován jako klíč. Takovéto útoky typicky pracují s opakováním předcházející zprávy. 
Psané útoky pracují v kódovaných částech první a poslední zprávy kvůli podobnosti – začnou 
s tou samou částí zprávy a zakódují ji pomocí stejného klíče. Jako obyčejně pro tento druh útoku 
potřebujeme udělat nějaký speciální předpoklad pro případ, kdy je útok úspěšný. Útok je závislý na 
délce sloţených polí M, A, B (M je nonce vybraná A společně s NA) budou stejně velké, jako je 
očekávaná velikost pro klíč KAB, coţ můţe být docela rozumný předpoklad. Např. M bude mít 64 bitů, 





Dříve jiţ bylo uvedeno, ţe kryptografický algoritmus pouţitý v protokolu je často abstraktně 
upravován a povaţován za odolný vůči dešifrování.  Nicméně existují některé výjimky, které by měly 
být uvedeny. Nejdůleţitější výjimkou je taková, kdy je známo, ţe klíč je slabý a lze jej relativně 
snadno uhodnout, jakmile útočník získá dostatečné mnoţství důkazů, které mu jsou k dispozici. 
Takovýto důkaz bude za normálních okolností dvojice hodnot, z nichţ jedna je funkcí klíče, 
příkladem můţe být holý text a odpovídající kódovaný text. 
Nejběţnější příklad pro vyuţití slabého klíče je získání hesla. V této situaci lze efektivní délku 



































4 Metody návrhu bezpečnostního 
protokolu 
 
V této kapitole budou uvedeny jednotlivé způsoby, jakými lze navrhovat bezpečnostní protokoly. Jak 
jiţ bylo zmiňováno v předchozí kapitole, základními principy jsou autentizace a distribuce klíče, které 
jsou pouţity v jednotlivých níţe uvedených metodách. V současné době je hojně vyuţívána 
kombinace obou těchto principů. 
 
4.1 Autonomní protokoly 
Tento přístup k návrhu bezpečnostních protokolů pojednává o generování protokolu „za letu“ podle 
jeho aktuálních potřeb. Kdyţ chtějí dva subjekty navázat spojení je lepší, aby místo vzájemného 
nabídnutí klasické fixní nabídky „známých“ protokolů, projednali (popřípadě i s ostatními) a stanovili 
nový protokol, který bude specielně přizpůsoben současnému bezpečnostnímu prostředí a 
podmínkám. Takto navrţené protokoly jsou samo-konfigurující, protoţe k prvotní konfiguraci 
potřebuje protokol znát pouze základní předpoklady a cíle protokolu a dále se konfigurují podle 
aktuálních potřeb pro komunikaci. Navíc ohroţení klíče nebo změna vztahů důvěryhodnosti mezi 
entitami můţe vést k samo-léčení protokolu nebo k syntéze nového protokolu, tedy k přeţití události. 
Tyto vlastnosti samo-léčení, samo-konfigurace a přeţití jsou součástí prohlášení o autonomních 
protokolech [27]. Důleţitou vlastností je i to, ţe entita můţe ţádat o pomoc jinou entitu při syntéze 
protokolu, pokud nemá dostatek vlastní důvěry k syntéze protokolu. Autonomní protokoly pro svůj 
popis vyuţívají rozšířenou BSW logiku (viz. Níţe) [5].  
 
4.1.1 Rozšířená BSW logika  
BSW logika je typem BAN logiky [3], která pouţívá abstraktní kanály podobné Spi Kalkulu 
k reprezentaci komunikace mezi subjekty. Sada subjektů, které mohou číst nebo odesílat zprávy přes 
kanál Ch, je označena jako sada čtenářů s(r(Ch)), respektive sada autorů s(w(Ch)). Příkladem tohoto 
zápisu pak můţe být například zápis: s(r(Ch) = Ω a s(w(Ch)) = {P}, coţ bude značit důvěryhodný 
kanál, pomocí něhoţ mohou jakékoliv subjekty z Ω ověřit, zda zpráva byla podepsána privátním 
klíčem subjektu z P. 
V původní BSW logice není moţné, aby mohly entity jakýmkoli způsobem reprezentovat 
drţení nonce nebo klíče entitě z P. Entita můţe pouze říci, co vidí nebo čemu důvěřuje, ale nemůţe 
generovat vlastní zprávu na základě svých znalostí. 
V logice BAN jsou entity povaţovány za důvěryhodné [2], logika GNY [3] pak stanovuje 
axiomy, pomocí kterých posuzuje důvěryhodnost entity. V BSW logice jsou pravidla o 





4.2 Fail-Stop protokoly 
 Další metodu návrhu bezpečnostních protokolů, která způsobí, ţe se protokol v případě selhání 
zastaví, navrhli Gong a Syverson [18]. Pokud dojde v tomto protokolu k přijetí zprávy, která je 
v rozporu se specifikací protokolu, pak všechny kauzálně následující zprávy nebudou odeslány. Coţ 
znamená, ţe vykonávání protokolu se zastaví okamţitě poté, co se objeví jakákoliv odchylka od 
průběhu vykonávání navrţeného protokolu. Tímto způsobem se zabrání účinkům aktivních útoků, 
protoţe aktivní útok je jedinou příčinou předčasného ukončení protokolu. Aktivní útok pak nemůţe 
způsobit, aby bylo odesláno více škodlivých zpráv, takţe útočník nemůţe získat více neţ jedno 
tajemství pomocí pasivního odposlechu. Z tohoto důvodu je moţné při verifikaci brát v potaz pouze 
pasivní útoky, coţ ji dělá snazší, protoţe pasivní útoky se dají mnohem lépe pochopit a je tedy i 
snazší bránit se jim.   
Ve fail-stop protokolu, který splňuje všechny stanovené poţadavky [2], můţe být kaţdá zpráva 
šifrována buď pomocí sdíleného klíče mezi odesilatelem a příjemcem, nebo můţe být podepsána 
soukromým podpisovým klíčem odesilatele. Nikdo jiný tak nemůţe provádět nezjistitelné úpravy 
zprávy bez předchozího získání těchto klíčů, a protoţe toho můţe dosáhnout pouze zásahem do 
protokolu, je po zjištění tohoto zásahu běh protokolu okamţitě zastaven, tedy získané informace 
nebudou pro útočníka tolik uţitečné. 
 Pro ověření důvěrnosti dat protokolu (informace jsou známy pouze sadě účastníků a nikdo jiný 
nemůţe tyto informace získat) se ve fail-stop metodě pouţívá GNY logika [19] a pro ověření 
správnosti pak BAN logika [3]. 
 
4.3 Použití Trace vzorce 
Trace logika popisující vlastnosti zabezpečení můţe být pouţita přímo při návrhu bezpečnostních 
protokolů, coţ můţe být začleněno do přirozené cesty specifikace protokolu. Díky tomu můţe být 
verifikace provedena pomocí dříve vyvinutých nástrojů. Ve výsledku pak mohou být stopy (traces) 
provádění protokolu testovány v takových situacích, které porušují specifikaci protokolu. 
Tato metoda pro návrh bezpečnostních protokolů je zaloţena na myšlence specifikace 
protokolu a předpokládaných vlastností současně. Protokol je pak tvořen kombinací klasických zpráv 
a trace vzorců. Tak můţe návrhář přesně určit místo v provádění protokolu, na kterém se má daná 
formulace nacházet. Tento způsob návrhu pak umoţňuje integrovat fázi návrhu a fázi verifikace [7]. 
 
Procedury pro typický návrh pomocí Trace vzorců 
Nejprve je nutné stanovit si poţadavky, co by měla výsledná aplikace, která má vyuţívat 
bezpečnostní protokol, splňovat. Poté je třeba tyto poţadavky přeloţit na specifikace pro 
bezpečnostní protokol, které budou popsány pomocí trace vzorců. Jako třetí krok je vytvořen prototyp 
zpráv protokolu. Následně jsou připojeny dané trace vzorce do vytvořených zpráv a jsou formulovány 
specifikace protokolu. Po těchto krocích se jiţ můţe pokračovat s ověřováním specifikací protokolu, 





5 Použití trace vzorce pro návrh 
bezpečnostních protokolů  
Jak jiţ bylo řečeno, princip této metody spočívá v současném stanovení specifikací protokolu a 
vlastností, kterých má daný protokol dosáhnout, tedy určení počátečních a cílových znalostí a 
předpokladů. Pomocí této specifikace pak lze přesně určit to, čeho má daný protokol dosáhnout a po 
návrhu takového protokolu lze ověřit, zda skutečně splňuje stanovené cíle, popřípadě lze navrhovaný 
protokol upravit podle potřeb. 
 Popis protokolu je pak tvořen kombinací standardních zpráv protokolu a trace vzorců. Tímto 
způsobem můţe návrhář přesně určit místo v provádění protokolu, ve kterém má být daný vzorec 
obsaţen.  
Tato kapitola vychází především z práce autorů R. Corina, A. Durante, S. Etalla a P.Hartela[7].  
 
 
5.1 Příprava protokolu 
Uvaţujme, ţe Subjekty = {A1, B1, … , A2, B2, …} jsou souborem proměnných reprezentující oprávněné 
agenty a konstanta ε představuje vetřelce, přičemţ ε ∉ Subjekty. 
 
Notace zprávy:  Zprávy jsou tvořeny na základě volné algebry generované pomocí 
následujících operátorů z konečné mnoţiny konstant: 
 t1, t2 - párování 
 pk(P) - veřejný klíč (public key) k P 
 h(t)  - hash (t) 
 {t}k
↔  - term t je šifrovaný klíčem k algoritmem symetrického   
    klíče 
 {t}k  - term t je šifrován klíčem k algoritmem veřejného klíče 
          (asymetrické šifrování) 
 sigk(t) -  podpis t, který je ověřen veřejným klíčem k. Předpokladem  
   je, ţe soukromý (privátní) klíč z dvojice klíčů nebude  
   nikdy prozrazeny. Útočník si tak můţe vytvořit pouze 









5.2 Model Protokolu 
V komunikačním protokolu je obvykle jeden krok specifikován za pomoci standardní notace A→B:M, 
který značí, ţe proběhla výměna zprávy M mezi subjekty A a B. Tento zápis ale není příliš vhodný 
pro formální verifikaci zvoleného protokolu, neboť se ve skutečnosti během jednoho kroku protokolu 
vykonají dvě akce. První akcí je, ţe subjekt A odešle zprávu M, druhou pak ţe B obdrţí zprávu M .´ 
Pokud se útočníkovi podaří nějakým způsobem narušit tento protokol, můţe nastat, ţe M se nemusí 
rovnat M .´ Kromě pozměněné zprávy pak můţe dojít i k podvrţení některé ze stran komunikace       
(A odešle zprávu B´ a B obdrţí zprávu od A´). Vzhledem k těmto okolnostem je vhodné zvolit takový 
přístup, který uvaţuje oddělený pohled na kaţdý z komunikujících subjektů, coţ je myšlenkou 
zavedení rolí protokolu.   
 
Definice 1: Role protokolu je dvojice 〈A, [M1 ◊ B1, M2 ◊ B2, … , Mn ◊ Bn]〉, kde  
{A, B1, … , Bn} ∈ Subjekty, ◊ ∈ {⇦, ⇨}  a M1, … , Mn jsou zprávy . 
 
Mějme roli protokolu 〈A, [M1 ◊ B1, M2 ◊  B2, … , Mn ◊ Bn]〉. Pak A je tzv. identita role, 
zatímco prvky Mi ◊ Bi, kde i = 1 … n, se nazývají akce rolí, přičemţ akce M⇨B je akcí poslat, 
zatímco M⇦B je akce přijmout. Role protokolu jsou ve spojení s bezpečnostními protokoly také často 
nazývány jmény iniciátor a respondent, popřípadě server. 
Na následujícím příkladu je zobrazen protokol ve standardní notaci, který je posléze 
extrahován pro zobrazení příslušných rolí. 
 
Příklad 1.  Mějme protokol: 
 
      Zpráva 1:  A→B: NA 
      Zpráva 2:  B→A: {NA}pk(A)  
 
       Pak role protokolu iniciátor a respondent jsou:  
     iniciátor (A1, B1, NA1) = 〈A1, [NA1⇨B1, {NA1}pk(A1) ⇦B1]〉 
     respondent (A2, B2, NA2) = 〈B2, [NA2⇦A2, {NA2}pk(A2) ⇨A2]〉 
 
 
Všimněme si, ţe pro kaţdou roli jsou pouţity různé proměnné (např. pro zastoupení NA se 
pouţívají  NA1 a NA2). To znamená, ţe objekty (zprávy nebo subjekty) nemusí být nutně stejné pro 
všechny účastníky komunikace. Například pokud je odesílaná zpráva zachycena útočníkem, můţe být 
nahrazena jinou zprávou, která je pak přijata druhou stranou. Nicméně my budeme předpokládat, ţe 
se jedná o bezpečný protokol, tedy ţe ţádný útočník nemůţe napadnout komunikaci a pozměnit 
některé z objektů. 
Po dosaţení konečného počtu rolí lze odpovídajícím způsobem získat scénář systému. 
  
Definice 2: Scénář systému je konečná množina instancí rolí protokolu. 
 








5.2.1 Trace sémantika 
Nyní začneme s popisem vykonávání scénáře systému pomocí konkrétní sémantiky, ve které 
předpokládáme, ţe daný scénář je typu „ground“ (v překladu toto slovo značí „zem“, coţ není zcela 
výstiţné, proto bude tento pojem i dále uváděn v anglickém jazyce). Scénář takovéhoto typu 
neobsahuje ţádné volné proměnné (kaţdý subjekt plní některou z rolí a kaţdá zpráva je/bude 
odeslána, resp. přijata). Provádění scénáře je popsáno pomocí stop (angl. traces), které jsou sloţeny 
z jednotlivých událostí, coţ je jediná akce, kterou subjekt provádí. 
  
 Definice 3: Událost je dvojice 〈A: M ◊ B〉, kde A, B ∈ Subjekty, ◊ ∈ {⇦, ⇨} a M je  
zpráva.  
 
 Událost 〈A: M ⇨ B〉je pak chápána jako „subjekt A poslal zprávu M, o které předpokládá, 
že bude přijata subjektem B“. Oproti tomu událost 〈B: M ⇦ A〉znamená „agent B obdrží zprávu M 
pravděpodobně od subjektu A“.  
 
 Definice 4: Stopa je konečný sled „ground“ událostí. 
 
Při analýze protokolu je pak moţné skombinovat scénář systému například s obvyklým 
Dolev-Yao vetřelcem [28], který můţe provádět následující akce: 
 
 Zachytit a zjistit (učit se) všechny odeslané zprávy. 
 Zavést do systému nové zprávy tvořené pomocí informací, které útočník zná.  
 
Informace, které vetřelec získá, jsou uloţeny v sadě termů K nazývané znalosti vetřelce. 
Vykonávání scénáře systému (typu zem) je pak popsáno během protokolu. 
 
Definice 5: Mějme scénář typu „ground“ S a K značící původní znalosti útočníka složené 
z konstant reprezentujících identity subjektů a jejich veřejných klíčů. Nechť tr 
značí inicializační, prázdnou stopu. Běh protokolu je sled událostí  získaný ze 
sekvence následujících kroků:  
 
1. Neprázdná role v S je vybrána nedeterministicky a její první akce p je  
z ní odebrána. Nechť a je identita zvolené role.   
2. Pokud p = t ⇨ y, pak: 
 t je přidáno do znalostí útočníka, K := K ∪ {t}.  
 událost e = 〈a : p〉  je přidána do tr, tr := tr ∙ e. 
3. Pokud a = t ⇦ y, pak:  
 kontrola, zda útočník ε může generovat t na základě svých 
znalostí K, pokud ano, pak je událost e =〈a : p〉přidána 
do tr, tr := tr ∙ e. 






5.3 Trace logika 
V této části je uveden jazyk trace logiky, pomocí kterého jsou popsány vlastnosti zabezpečení. 
Nejprve je nutné stanovit, co by měla být tato logika schopna vyjádřit, například: 
 „zpráva M není známa vetřelci ε“ 
 „existuje nějaká událost e, která je zaznamenána v tr“ 
 „nonce N je čerstvé“ 
 
Tyto příklady jsou uvedeny pouze pro získání představy o tom, jak takováto stanovení mohou 
vypadat. Při skutečném návrhu je pak nutné takováto stanovení pečlivě zváţit a posléze navrhnout 
jejich tvar. Vezmeme-li v potaz tyto příklady, můţeme definovat jazyk trace logiky.  
 
Definice 6: Trace logika je generována pomocí následující gramatiky: 
F ::= true | false | F1 ∧ F2 | F1 ∨ F2 | F1 → F2 |∀e ∈ tr : F |∃e ∈ tr : F |∃t : F|¬F      
|e1 = e2 | e1  e2| generable(tr, m)  
 
Kde e, e1 a e2 jsou události, tr je stopa a m, m1 a m2 jsou zprávy.  
 
 I kdyţ se volba těchto konstruktorů můţe jevit jako významná pouze pro tento případ, je do 
velké míry moţné právě pomocí této logiky ve skutečnosti stanovit sadu velice zajímavých 
bezpečnostních vlastností. 
 Nyní definujeme přesný výraz vzorce trace logiky.  
  
Definice 7: Předpokládáme, že [F] je soubor dobře formovaného vzorce trace logiky. Pak 
sémantika funkce 〚∙〛 : [F] → {true, false} je následující. 
〚true〛    = true 
〚false〛    = false 
〚F1 ∧ F2〛    = true, pokud 〚F1〛 = true a 〚F2〛 = true 
〚F1 → F2〛    = true, pokud 〚F1〛 implikuje 〚F2〛 
〚¬F〛     = true, pokud 〚F〛 = false 
〚∀x ∈ tr:F〛     = true, pokud pro kaţdé e z tr platí: 〚F[e/x] 〛 = true  
〚∃x ∈ tr:F〛     = true, pokud pro některé e z tr platí: 〚F[e/x] 〛 = true  
〚generable(tr,m)〛  = true, pokud ε můţe generovat m 
〚m1  m2〛   = true, pokud m1 je subterm m2 
〚e1 = e2〛    = true, pokud událost e1 je stejná jako událost e2 
 
 Neformálně se predikát generable(tr, m) pouţívá pro kontrolu bezpečnosti. Přitom 
bezpečnostní kontrola můţe být vykonána tak, ţe se přímo pokusíme dotázat vetřelce ε, zda je 
schopen generovat jako výstup zprávu m. Nicméně je zřejmé, ţe schopnost vetřelce vytvořit zprávu m 





5.4 Specifikace protokolu 
V této části je kombinována definice protokolu a vzorce trace logiky za účelem stanovení pojmů 
rozšířená role protokolu a rozšíření scénář systému. 
  
Definice 8: Rozšířená role protokolu  je trojice 〈A, [M1 ◊ B1:F1, … , Mn ◊ Bn:Fn], Finv〉, 
kde {A, B1, … , Bn} ∈ Subjekty, ◊ ∈ {⇦, ⇨} , M1, … , Mn jsou zprávy a Finv,  
F1, … , Fn jsou vzorce trace logiky . 
 
Intuitivně, přidání vzorce Fi po vykonání akce role protokolu znamená, ţe Fi musí být platný 
poté, co je příslušná akce vykonána. Navíc Finv musí zůstat platný po vykonání každé akce této role. 
Podobně je pak i definován rozšířený scénář systému.  
 
Definice 9: Rozšířený scénář systému je konečná množina instancí rozšířených rolí 
protokolu. 
 
Z této definice pak lze usoudit, ţe jiţ máme všechny prostředky potřebné k následovné 
verifikaci bezpečnostního protokolu. 
 
 
5.5 Procedury pro typický návrh protokolu 
V této chvíli jiţ lze stanovit postup, podle kterého můţe být proveden typický návrh komunikačního 
protokolu. 
 
1. Určení požadavků aplikace. 
2. Přeložení požadavků na seznam bezpečnostních vlastností (popsaných pomocí vzorců trace 
logiky). 
3. Poskytnutí prototypu zpráv. 
4. Připojení vzorců trace logiky do zpráv protokolu a formulace specifikací protokolu. 
5. Pokračovat v ověřování specifikací protokolu. 
 
Pokud po pátém kroku skončí ověřovací fáze chybou, je nutné vrátit se zpět ke třetímu kroku a 
provést nový návrh prototypu zpráv. V tomto bodě by pak měla být vyvinuta maximální snaha 
dodrţet některá pravidla pro návrh protokolu. I přesto, ţe ověřovací fáze končí chybou, je moţné 
ušetřit mnoho času, pokud jsou dodrţena tato jednoduchá pravidla jako například: 
 
 Nikdy nepodepisovat nic, co neznáte. 
 V kaţdé situaci se snaţit zajistit čerstvost (freshness). 
 Být explicitní  –  neoptimalizovat protokol aţ do takové míry, aby došlo k vynechání  






6 Implementace návrhu bezpečnostních 
protokolů 
Dle zadání této diplomové práce jsem měl implementovat zvolený přístup tak, aby výsledkem byla 
knihovna funkcí pro podporu návrhu bezpečnostních protokolů. Implementace měla být provedena 
tak, ţe mělo být vyuţito jiţ existujících knihoven pro manipulaci s protokoly a heuristickými 
metodami.  
V rámci této práce jsem provedl návrh a implementaci takových funkcí, které mohou být 
součástí návrhu protokolu metodou pouţití trace vzorců.  
Implementace tohoto projektu byla provedena ve vývojovém prostředí MS Visual Studio 
2008 v programovacím jazyce C/C++. 
 
 
6.1 Počáteční kroky  
Při implementaci tohoto projektu bylo nutné si nejprve uvědomit, co má daný projekt splňovat, jaké 
informace jsou známy na vstupu a co má být výstupem. Jako vstupní hodnoty jsem uvaţoval, ţe 
kaţdý subjekt má stanoveny určité vlastnosti, jakými jsou jeho znalosti, cíle a počáteční předpoklady. 
Při běhu protokolu jsou pak tím, ţe subjekt odesílá a přijímá zprávy, tyto vlastnosti průběţně 
aktualizovány a doplňovány. 
 
Znalosti: Informace, které má subjekt uvedeny jako své znalosti, mohou být názvy 
ostatních subjektů, znalost notes nebo různých klíčů. 
 
Cíl subjektu: Jako cíl subjektu je zamýšlena libovolná informace, kterou disponuje některý 
z jiných subjektů (nonce, klíč), kterou chce tento subjekt získat. 
 
Předpoklady: Každý subjekt si vede informace o vlastnostech jemu známých ostatních 
účastnících komunikace (jedná se o subjekty, jejichž název má uveden ve 
svých znalostech). 
 
Protoţe implementace také do jisté míry vyuţívá lexikální analýzy, existuje jistá skupina 
„zakázaných“ znaků. Jména jednotlivých subjektů mohou být jakákoli slova nebo písmena, ovšem 
s výjimkou toho, aby obsahovali symboly „K“ nebo „N“. Pokud je pak v protokolu přítomen takový 
subjekt, který je uvaţován jako server, je mu rezervováno označení „S“. 
Symbol „K“ je prioritně vyhrazen pro označení klíče. Uvaţujeme tedy, ţe pokud analyzátor 
narazí na znak „K“, povaţuje jej za klíč. Obdobnou funkci plní znak „N“, který reprezentuje 




6.2 Úvod do implementované metody 
V této podkapitole bude stručně vysvětleno, podle jakého „klíče“ je postaven návrh vytvářené 
aplikace.   
Za první významný bod je povaţováno stanovení počátečních vlastností protokolu, tedy 
stanovení účastníků komunikace, jejich znalostí a cílů. Po tomto kroku následuje inicializace 
protokolu, ve které jsou vygenerovány počáteční předpoklady pro jednotlivé subjekty a poté je 
zvolena počáteční komunikující dvojice, tedy iniciátor a respondent. Zatímco iniciátor je vybrán 
náhodně z mnoţiny všech subjektů, volba respondenta se odvíjí od znalostí, kterými disponuje první 
strana komunikace. Podle vlastních počátečních předpokladů iniciátor usoudí, zda jej některý z „jemu 
známých“ subjektů zná. Pokud ano, je výběr respondenta u konce. Pokud však nenajde ţádný takový 
objekt, je pak jako příjemce první zprávy zvolen jeden ze subjektů, který je odesilateli znám, avšak on 
sám znát odesilatele zprávy nemusí.  
Počáteční nastavení je tedy provedeno, a pokud nedošlo k nějaké chybě, je moţné přistoupit 
k samotnému běhu protokolu, v němţ se prakticky vykonávají dvě hlavní operace, kterými jsou 
zasílání zpráv (funkce sendMessage) a jejich přijímání, tedy čtení (funkce readMessage). Takto 
zasílaná zpráva je pak vţdy „vloţena“ na společný komunikační kanál pro všechny subjekty. 
Komunikační kanál byl úmyslně vytvořen pouze jeden, společný pro všechny subjekty, aby v případě 
pokračování v této práci mohla být relativně snadno simulována úloha útočníka, tedy subjektu, který 
například můţe odposlouchávat vše, co se na daném kanále vyskytuje.  
Tento proces zasílání a čtení zpráv pak probíhá tak dlouho, dokud nedojde ke splnění všech 
stanovených cílů, nebo dokud nebude proveden zvolený maximální počet kroků (ten určuje konstanta 
MAX).  
Popis vybraných důleţitých funkcí implementované aplikace (jedná se především o metody 
sendMessage a readMessage) je pak uveden v kapitole 6.4. 
 
6.3 Popis tříd 
Knihovna funkcí protocol.h obsahuje 3 různé třídy, které byly pouţity k jednoznačnému popisu 
některých vlastností protokolu. Těmito třídami jsou třída popisující generovanou zprávu, třída 
popisující subjekty komunikace a třída pro popis protokolu samotného. 
 
6.3.1 Popis datových struktur a definovaných typů 
Pro usnadnění a zpřehlednění práce při popisu některých vlastností jsou implementovány struktury, 
které jsou posléze vyuţity v jednotlivých třídách pro popis jejich vlastností nebo jako parametry 
volaných funkcí.  
 
 
Seznam vytvořených struktur a datových typů: 
 






typedef map<string, vectString> sBelief;  Typ popisující předpoklady 
k jednomu subjektu (název subjektu,  
seznam jehopředpokládaných 
znalostí) 
   
 
typedef struct Struktura popisující klíč (jeho název 
{ a hodnotu true/false, zda je pouţit) 
 string name; 




typedef struct       Struktura popisující komunikační  
{        kanál. Obsahuje identifikaci  
 string from;     iniciátora, respondenta a zprávu,  
 string to;      která je zasílána, resp. přijímána. 
 cMessage mess; 




6.3.2 Třída cMessage 
Tato třída slouţí k popisu zprávy protokolu. V projektu je moţné si od subjektu vyţádat veškeré 
zprávy, které odesílal, přijímal, nebo ty, které nemohl rozšifrovat. Přičemţ ve své podstatě význam 
v dosavadní práci má pouze vlastnost přijatých zpráv.  
 Vzhledem k tomu, ţe se zpráva můţe skládat z libovolného počtu vnořených zpráv, bylo 
nutné strukturu této třídy navrhnout tak, aby mohla být tato podmínka splněna.  
 
6.3.2.1 Struktura 
vectString text;    
sKey key;       
vector<cMessage> nestMess;  
  
 Vlastnost text obsahuje text zprávy, který příjemce můţe číst v případě, ţe daná zpráva 
není šifrována ţádným klíčem, nebo v případě, ţe tento klíč zná. Klíč, kterým můţe být zpráva 
zašifrována je pak uloţen v proměnné key.  
Vektor nestMess pak obsahuje vnořené zprávy. Ty mohou obsahovat další vnořené zprávy. 
Pokud subjekt nezná klíč k „vnější“ zprávě, nemůţe číst ani zprávy vnořené. Důleţité je si uvědomit, 
ţe zpráva můţe mít naplněnou jak proměnnou text, tedy obsahuje nějaké informace, tak můţe 






6.3.2.2 Důležité metody třídy cMessage 
Zde jsou uvedeny důleţité metody implementované v této třídě. 
     
 void clearMessage(void);        
 bool emptyMessage(void);  
 
 Zatímco metoda clearMessage vyprázdní danou zprávu, včetně zpráv vnořených, metoda 
emptyMessage vrací odpověď na dotaz, zda zpráva obsahuje nějaké informace (tedy obsahuje 
nějaký text zprávy nebo vnořené zprávy).   
 
 
6.3.3 Třída cSubject 
Tato třída popisuje komunikující subjekty. Pro tyto prvky protokolu jsou v návrhu uvedeny pouze 
takové vlastnosti, které jsou nezbytné k bezproblémovému běhu protokolu. 
 
6.3.3.1 Struktura 
string name;  
vector<string> knowledge;       
vector<string> goals;        
sBelief belief;         
vector<cMessage> sendMess;      
vector<cMessage> recvMess;      
vector<cMessage> undecrypted;  
 
Z uvedené struktury je zřejmé, ţe vlastnost name udává jméno subjektu. Vlastnost 
knowledge stanovuje znalosti subjektu, které jsou sloţeny ze znalostí, jaké má subjekt jiţ na 
začátku  rozšířených o ty, které získal v průběhu běhu protokolu z příchozích zpráv. 
Vlastnost belief pak popisuje jiţ dříve zmiňované předpoklady, které jsou také v průběhu 
komunikace průběţně doplňovány. Zde si kaţdý subjekt udrţuje informace o tom, jakými znalostmi 
by měl zkoumaný subjekt disponovat. Pokud jiţ danou informaci příjemci jednou odeslal, 
předpokládá, ţe tato informace je danému subjektu známa (jedná se zejména o informace ohledně 
šifrovacích klíčů). 
  Kaţdý subjekt má také své cíle, tedy goals. Zde jsou uloţeny neznámé hodnoty, které chce 
subjekt během komunikace získat.  
 Dále jsou zde uvedeny vlastnosti popisující přijaté, odeslané a nerozšifrované zprávy 








6.3.3.2 Důležité metody třídy cSubject 
cSubject(string n, vectString know,vectString goal,  
sBelief bel);    
 string getNextKnowSubj(int from); 
 vectString getTextMessage(bool send);      
 
Metoda cSubject zastupuje konstruktor třídy cSubject, přičemţ jsou naplněny jeho vlastnosti. 




6.3.4 Třída cProtocol 
V této třídě je popsán protokol jako celek. V její struktuře jsou uloţeny všechny subjekty 




 vector<sChannel> roles; 
 vector<cSubject> subjects; 
 map<string, vectString> goalsProt;   
 
Vlastnost channel popisuje jiţ zmiňovaný komunikační kanál. Protoţe implementovaná pravidla 
mají ve své podstatě stejný formát, jakým disponuje komunikační kanál (odesilatel, příjemce a 
odeslaná zpráva), jsou výsledná pravidla běhu protokolu uloţená v proměnné roles seznamem se 
strukturou typu sChannel. V proměnné subjects se nachází veškeré subjekty se všemi svými 
vlastnostmi.  
 Hodnota goalsProt obsahuje sjednocené cíle všech subjektů. Rozdíl mezi těmito cíli a cíli 
uvedenými v jednotlivých subjektech (ve třídě cSubject) je v tom, ţe odsud jsou cíle postupně 
odebírány, pokud jich daný subjekt dosáhne. Oproti tomu ve vlastnosti samotného subjektu goals 
zůstávají cíle neměnné (coţ by mohlo být vyuţito například při pozdější validaci). 
 
6.3.4.2 Důležité metody třídy cProtocol 
int init(void); 
 void sendMessage(sChannel &chan); 
void readMessage(sChannel &chan, cMessage & adedMess); 
 void resend(sChannel &chann); 
 void run(unsigned int max_int); 
 
Metodou init je provedena jiţ zmiňovaná inicializace protokolu (viz. Kapitola 6.2). Důleţitými 
funkcemi jsou pak sendMessage a readMessage, popřípadě resend (podrobněji jsou tyto 
funkce popsány v následující kapitole). 
34 
 
 Metoda sendMessage slouţí ke generování zpráv, ve funkci pak probíhá její zpracování. 
Pokud subjekt není schopen zprávu rozšifrovat, je pouţita metoda resend, která tuto zprávu 
přepošle dalšímu subjektu. 
  Funkce run pak provádí generování výsledných pravidel, coţ probíhá do té doby, dokud 
nejsou splněny veškeré stanovené cíle, nebo dokud není dosaţeno maximálního počtu kroků, který je 
stanoven proměnnou max_step. 
Podrobnější popis a princip funkcí sendMessage a readMessage je uveden v následující 
kapitole (kapitola 6.4). 
 
 
6.4 Princip automatizace 
Jak jiţ bylo řečeno, automatizace zvoleného algoritmu spočívá v čtení a odesílání zpráv, coţ je 
prováděno opakovaně v cyklu do té doby, dokud všechny subjekty nezískají své cíle, nebo dokud není 









6.4.1 Metoda sendMessage 
Jde o metodu, která provádí odeslání zprávy od stanoveného subjektu, přičemţ generování můţe 
probíhat dvěma způsoby. To buď jako reakce na přijatou zprávu, tedy odpověď, nebo jako vytvoření 
dotazovací zprávy. O tom, jaký charakter bude generovaná zpráva mít, rozhoduje především seznam 
přijatých zpráv. Pokud má subjekt generovat odpověď, je na vrcholu seznamu právě zpráva, která 
obsahuje dotazovací informace.  
V takovém případě se provede nejprve načtení informací o této přijaté zprávě, kde se subjekt 
zajímá pouze o obsah zprávy a jejího tvůrce. Pokud se jedná o „neprázdnou“ zprávu, je postupně 
procházena a na základě jejího obsahu se generuje odpověď.  
To je prováděno takovým způsobem, kdy se nejprve zjistí, zda je právě čtená hodnota názvem 
pro subjekt, nebo nikoli. V tom případě, ţe se skutečně jedná o subjekt, ověří se, jestli tento prvek má 
ještě nějaké nesplněné cíle. Pokud ano, respondent si nejprve podle svých předpokladů o daném 
subjektu ověří, ţe vlastní nějaký společný klíč, kterým by mohl takto generovanou zprávu zašifrovat. 
Pokud ano, přidá pak do zprávy poţadované informace. Pokud nevlastní ţádný společný klíč, mohlo 
by dojít k vyzrazení tajné informace, proto zprávu nemůţe odeslat.  
Protoţe se tento postup opakuje pro všechny subjekty obsaţené v „textu“ přijaté zprávy, můţe 
pak být výsledkem zpráva, která je sloţena z několika vnořených zpráv, přičemţ kaţdá vnořená 
zpráva je šifrována svým klíčem a odesilatel předpokládá, ţe tento klíč nikdo jiný nezná. 
Pokud ale subjekt nedisponuje ţádnými takovými znalostmi, které by mohlyuspokojit 
poţadavky iniciátora dotazu, dojde ke generování nové zprávy, která bude mít roli dotazu. Při tomto 
kroku můţe být stanovena nová dvojice, mezi níţ bude provedeno zaslání výsledné zprávy. 
Pokud je vygenerována takováto zpráva, je její obsah tvořen především těmi znalostmi 
subjektu, které jsou nějakým způsobem spojeny s poţadovanými informacemi, jeţ chce subjekt získat 
















6.4.2 Metoda readMessage 
Jak jiţ název napovídá, je pomocí této funkce prováděno čtení přijaté zprávy. Musíme si uvědomit, ţe 
zpráva můţe obsahovat libovolný počet vnořených zpráv, které mohou obsahovat další vnořené 
zprávy. V takovém případě se tato metoda volá rekurzivně, dokud není proces čtení proveden pro 
všechny zprávy. 
Samotné čtení zprávy se pak odvíjí na základě vlastností šifrovacího klíče. Je-li přijatá zpráva 
zašifrována, subjekt, který zprávu obdrţel, zjistí, zda vlastní poţadovaný klíč, kterým můţe zprávu 
dešifrovat. Pokud nemůţe zprávu číst, předá ji do speciální proměnné, ve které jsou uloţeny zprávy 
k přeposlání (to zajišťuje funkce resend). V případě, ţe poţadovaný klíč vlastní, nebo ţe není 
pouţito šifrování, je podrobněji zkoumán obsah zprávy. 
Příjemce nejprve prozkoumá „text“ přijaté zprávy, na jehoţ základě provede doplnění svých 
znalostí a také provede aktualizaci předpokladů vzhledem k subjektu, který zprávu odeslal. Poté 
ověří, zda zpráva neobsahuje nějaké vnořené zprávy a pokud ne, tak proces čtení končí. V opačném 
případě je provedeno rekurzivní volání celého procesu, kde je jako zpráva předána zvolená vnořená 
zpráva. To probíhá do té chvíle, dokud nebudou přečteny veškeré vnořené zprávy, o kterých subjekt 













7 Demonstrace výsledků 
V této kapitole budou demonstrovány výsledky dosavadní práce na příkladech jednoduchých 
protokolů.  
 
7.1 První příklad protokolu 
První demonstrovaný příklad bude klasický protokol, který obsahuje tři subjekty, A, B a S, kde 
subjekt A chce navázat šifrovanou komunikaci s B. Pro navázání komunikace se vyuţije třetí strany, 
která sdělí subjektu A symetrický klíč KAB pro šifrování zpráv mezi subjekty A a B. Subjekty A i B 
pak poţadují, aby druhá strana komunikace provedla potvrzení pomocí nonce.  
 
Specifikace generovaného protokolu 
 
A, B, S:    Subjekty komunikace 
NA, NB:   Nonces 
KAS, KBS, KAB:  Klíče 
 
A – klient  
B – klient (klient A chce komunikovat s klientem B)  
S – server (server umoţní komunikaci. Předá klientovi a klíč pro komunikaci)  
KAS – klíč pro komunikaci mezi klientem A a serverem  
KBS – klíč pro komunikaci mezi klientem B a serverem  




Výsledek návrhu protokolu  
 
1. A→S: {A,B,NA}KAS 
2. S→A: {B,KAB}KAS {A,KAB}KBS 
3. A→B: {A,KAB}KBS 
4. B→A: {NB}KAB 
5. A→B: {NA}KAB 
 
 









Návrh pomocí trace logiky 
Při pouţití trace logiky jsou stanoveny jednotlivé role subjektů ve standardní notaci, které mají 
následující tvar: 
 
iniciátor   〈A, [{A, B, NA}KAS ⇨ S:F1 , {B,KAB}KAS,{A,KAB}KBS  ⇦ A:F2, 
       { A, KAB}KBS ⇨ B:F3, {NB}KAB ⇦ A:F4 ,{NA}KAB  ⇨ A:F5 ]〉  
 
respondent  〈B, [{A, KAB}KBS ⇦ A:F6 , {NB}KAB ⇨ A: F7,{NA}KAB  ⇦ A:F8]〉  
 
server  〈S, [{A, B, NA}KAS ⇦ A: F9, {B,KAB}KAS,{A,KAB}KBS  ⇨ A:F10]〉  
 
 
7.1.1 Reprezentace jednotlivých vlastností všech subjektů  
Uvedené tabulky obsahují znalosti, předpoklady a poţadované cílové znalosti, které mají subjekty 
před zahájením komunikace. Následně je pak zobrazeno, jak se tyto vlastnosti aktualizují během 
průběhu protokolu po jednotlivých krocích.  
 
Tabulka 7.1  Počáteční znalosti jednotlivých subjektů 
Subjekt Počáteční znalosti 
A A, S, B, NA, KAS 
B B, S, NB, KBS 
S A, B, KAS, KBS, KAB 
 
Tabulka 7.2  Počáteční předpoklady jednotlivých subjektů 
Subjekt Počáteční předpoklady jednotlivých subjektů 
A →B: S 
→S: A,B,KAS 
B →S: B,KBS 




Tabulka 7.3  Požadované cílové znalosti 
Subjekt Požadované cílové znalosti 
A KAB, NB 








Tabulka 7.4.  Znalosti jednotlivých protokolů v průběhu protokolu 









 A A,S,B,NA,KAS,KAB 
3 B B,S,NB,KBS,A,KAB 





 A A,S,B,NA,KAS,KAB,NB 
5 B B,S,NB,KBS,A,KAB,NA 
 S A,B,KAS,KBS,KAB,NA 
 
Tabulka 7.5  Aktuální předpoklady v průběhu protokolu 
 Subjekt Aktuální předpoklady v průběhu protokolu 
 A 
→B: S 
→S: A, B, KAS,NA 






→S: A, B,KAS,NA,KAB 






→S: A, B,KAS,NA,KAB 
3 B 






→B: S,A, NB,KAB 


















7.2 Druhý příklad protokolu 
Jako druhý příklad bude uveden protokol, který obsahuje subjekty čtyři, A, B, C a S, kde subjekt A 
chce navázat šifrovanou komunikaci s B a subjekt B chce navíc komunikovat se subjektem C. Pro 
navázání komunikace je opět vyuţit server S, který sdělí subjektu A symetrický klíč KAB pro šifrování 
zpráv mezi subjekty A a B a subjektu B pak klíč KBC pro komunikaci mezi B a C. Všechny subjekty 
pak poţadují, aby druhá strana komunikace provedla svoji autentizaci zasláním příslušného nonce.  
 
Specifikace generovaného protokolu 
 
A, B, C, S:    Subjekty komunikace 
NA, NB, NC:    Nonces 
KAS, KBS ,KCS, KAB, KBC:  Klíče 
 
A – klient  
B – klient (klient A chce komunikovat s klientem B)  
C – klient (klient B chce komunikovat s klientem C)  
S – server (server umoţní komunikaci. Předá klientovi a klíč pro komunikaci)  
KAS – klíč pro komunikaci mezi klientem A a serverem  
KBS – klíč pro komunikaci mezi klientem B a serverem  
KCS – klíč pro komunikaci mezi klientem C a serverem  
KAB – klíč pro komunikaci mezi klientem A a klientem B 
KBC – klíč pro komunikaci mezi klientem B a klientem C 
 
Výsledek návrhu protokolu  
1. A→S: {A,B,NA}KAS 
2. S→A: {B,KAB}KAS {A,KAB}KBS 
3. A→B: {A,KAB}KBS 
4. B→A: {NB}KAB 
5. A→B: {NA}KAB 
6. B→S: { B, C, NB}KBS 
7. S→B: {C,KBC}KBS {B,KBC}KCS 
8. B→C: {B,KBC}KCS 
9. C→B: {NC}KBC 
10. B→C: {NB}KBC 
 Obr. 7.2 Druhý příklad protokolu 
 
Návrh pomocí trace logiky 
iniciátor   〈A, [{A, B, NA}KAS ⇨ S:F1 , {B,KAB}KAS,{A,KAB}KBS  ⇦ A:F2, 
       { A, KAB}KBS ⇨ B:F3, {NB}KAB ⇦ A:F4 ,{NA}KAB  ⇨ A:F5 ]〉  
 
respondent  〈B, [{A, KAB}KBS ⇦ A:F6 , {NB}KAB ⇨ A: F7,{NA}KAB  ⇦ A:F8]〉  
 




iniciátor   〈N, [{B, C, NB}KBS ⇨ S:F11 , {C,KBC}KBS,{B,KBC}KCS  ⇦ B:F12, 
       { B, KBC}KCS ⇨ C:F13, {NC}KBC ⇦ C:F14 ,{NB}KBC  ⇨ C:F15 ]〉  
 
respondent  〈C, [{B, KBC}KCS ⇦ B:F16 , {NC}KBC ⇨ B: F17,{NB}KBC  ⇦ B:F18]〉  
 
server  〈S, [{B, C, NB}KBS ⇦ B: F19, {C,KBC}KBS,{B,KBC}KCS  ⇨ C:F20]〉 
 
 
Tabulka 7.6  Počáteční znalosti jednotlivých subjektů 
Subjekt Počáteční znalosti 
A A, S, B, NA, KAS 
B B, C, S, NB, KBS 
C S, NC, KCS 
S A, B, C, KAS, KBS, KCS, KAB, KBC 
 
Tabulka 7.7  Počáteční předpoklady jednotlivých subjektů 
Subjekt Počáteční předpoklady jednotlivých subjektů 
A →B: S 
→S: A,B,KAS 
B →C: S 
→S: B,C,KBS 






Tabulka 7.8  Požadované cílové znalosti 







Tabulky obsahující informace o stavu znalostí a předpokladech v průběhu takto generovaného 










8 Dosavadní výsledky a možnosti 
dalšího rozšíření 
Doposud byl proveden návrh jednoduché knihovny funkcí, které by měly slouţit při návrhu 
bezpečnostních protokolů. Implementace vychází z metody návrhu vyuţívající trace logiku (trace 
vzorce), popsanou autory R. Corin, A. Durante, S. Etalla a P.Hartel[7], kde její princip spočívá v tom, 
ţe se neuvaţuje pravidlo (např. A→ B: A,NA) jako jeden krok, ale povaţuje jej za dvě akce, přičemţ 
první akcí je odeslání zprávy subjektem A a druhou je pak přijetí této zprávy subjektem B. 
V souvislosti s tím jsou zavedeny pojmy iniciátor a respondent. 
Při implementaci byla tato vlastnost zohledněna tím způsobem, ţe si kaţdý subjekt udrţuje 
informace o posílaných i přijímaných zprávách, tedy jsme schopni stanovit, kdo ţádá o komunikaci 
s daným subjektem. Velkou měrou se pak v implementaci projevuje lexikální analýza, na jejímţ 
základě jsou jednotlivé prvky a informace zkoumány a dochází ke generování případných odpovědí, 
respektive zpráv. 
Bohuţel problematika bezpečnostních protokolů je příliš rozsáhlá a na implementaci takového 
návrhu, který by byl plně funkční a zároveň bezpečný, je třeba získat mnohem více podrobností o 
bezpečnosti při komunikaci a také mít dostatek časových prostředků. 
Ve spojení s tímto problémem je třeba také zmínit, ţe zkoumaná metoda návrhu protokolů 
pomocí pouţití trace vzorců se skládá z více částí, neţli pouze návrhu protokolu. Obrovská síla této 
metody spočívá v opakovaném testování a verifikaci navrţeného protokolu, přičemţ je brán ohled na 
moţnost útoku na takovýto protokol.  
Na základě těchto uvedených fakt lze říci, ţe problematika bezpečnostních protokolů je velmi 
komplikovaná a v dosavadní práci lze pokračovat několika směry, přičemţ těmi hlavními mohou být 
testování správné funkčnosti navrţeného protokolu, nebo detailní proniknutí do základních principů 
















9 Závěr  
V této práci byly uvedeny základy pro návrh bezpečnostních protokolů, přičemţ byly zmíněny takové 
argumenty, které je nutné při takovémto návrhu brát v úvahu. Obeznámili jsme se s vlastnostmi, které 
by měl bezpečnostní protokol splňovat a jaké předpoklady musí být splněny, pokud chceme zaručit 
bezpečnou komunikaci. Ve spojení s tímto problémem bylo uvedeno i několik nejznámějších útoků 
na protokoly a také moţnosti obrany vůči některým z nich. Dále je v práci uvedeno několik metod, 
které jsou vyuţívány při návrhu bezpečnostních protokolů. Jelikoţ současně vzniká více prací na toto 
téma, pokusil jsem se uvést jiné neţ standardní a nejznámější bezpečnostní protokoly a metody 
návrhu. 
V druhé části této práce je pak podrobně popsána metoda, která provádí návrh pomocí trace 
logiky (trace vzorců). Tato metoda není příliš rozšířenou v oblasti návrhu bezpečnostních protokolů, 
ale jeví se jako dobrý přínos pro tuto problematiku.  
Jako praktická část byla vytvořena knihovna funkcí v jazyce C++. Úkolem výsledné práce je 
vytvořit takový algoritmus, který provádí návrh protokolu za předem stanovených podmínek, tedy za 
předpokladu, ţe kaţdý subjekt má stanoveny své počáteční znalosti a cíle, kterých chce dosáhnout. 
Jelikoţ knihoven v C++, které se zaobírají tímto tématem a které by splňovaly moje poţadavky, není 
mnoho, respektive dostupné nebyly ţádné, byl algoritmus navrţen tak, ţe pouţívá pouze standardní 
knihovny programovacího jazyka.  
 Hlavním přínosem dosavadních výsledků získaných při psaní této práce bylo proniknutí do 
problematiky bezpečnostních protokolů a hlubší pochopení jejich principu funkčnosti, spojené 
s moţnostmi postupu při návrhu takových protokolů, zejména pak metodou vyuţívající trace vzorců.  
Protoţe je problematika bezpečnostních protokolů velmi obsáhlá, nelze počítat s tím, ţe 
dosavadní práce bude dostačující pro kompletní návrh zcela funkčního a bezpečného protokolu. Proto 
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Příloha 1. Doplňky k druhému demonstrovaného příkladu protokolu 












































Příloha č.1:  Doplňky k druhému demonstrovanému návrhu  protokolu 
Jako druhý příklad byl uveden protokol, který obsahuje subjekty čtyři, A, B, C a S, kde subjekt A chce 
navázat šifrovanou komunikaci s B a subjekt B chce navíc komunikovat se subjektem C. Pro navázání 
komunikace je opět vyuţit server S, který sdělí subjektu A symetrický klíč KAB pro šifrování zpráv 
mezi subjekty A a B a subjektu B pak klíč KBC pro komunikaci mezi B a C. Všechny subjekty pak 
poţadují, aby druhá strana komunikace provedla svoji autentizaci zasláním příslušného nonce.  
 
Specifikace generovaného protokolu 
A, B, C, S:    Subjekty komunikace 
NA, NB, NC:    Nonces 
KAS, KBS ,KCS, KAB, KBC:  Klíče 
 
A – klient  
B – klient (klient A chce komunikovat s klientem B)  
C – klient (klient B chce komunikovat s klientem C)  
S – server (server umoţní komunikaci. Předá klientovi a klíč pro komunikaci)  
KAS – klíč pro komunikaci mezi klientem A a serverem  
KBS – klíč pro komunikaci mezi klientem B a serverem  
KCS – klíč pro komunikaci mezi klientem C a serverem  
KAB – klíč pro komunikaci mezi klientem A a klientem B 
KBC – klíč pro komunikaci mezi klientem B a klientem C 
 
 
Výsledný návrh protokolu:  
1. A→S: {A,B,NA}KAS 
2. S→A: {B,KAB}KAS {A,KAB}KBS 
3. A→B: {A,KAB}KBS 
4. B→A: {NB}KAB 
5. A→B: {NA}KAB 
6. B→S: { B, C, NB}KBS 
7. S→B: {C,KBC}KBS {B,KBC}KCS 
8. B→C: {B,KBC}KCS 
9. C→B: {NC}KBC 











Tabulka znalostí v průběhu protokolu 


























































































B S  
→S: A, B,KAS,NA,KAB  
B 
→A: B,KAB  
→C: S 
→S: B,KBS  








































→A: B,KAB,NB,NA  
→C: S 
→S: B,KBS,C,NB  
C →S: C,KCS 
S 









→A: B,KAB,NB,NA  
→C: S 
→S: B,KBS,C,NB,KBC 
C →S: C,KCS 
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B C C NC,NB 
→S: C,KCS 
S 
→A: B,KAS,NA, KAB 
→B: C,KBS,KAB,NB,KBC 
→C: KCS,KBC 
