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In this chapter, we introduce the Areas of Interest (AOI), a new element of system design
information created with the purpose of emphasizing groups of diagram elements that
share common design properties. We present an overview of the main requirements for
the areas of interest and explain the reasons under which the design decisions were made.
Next, we describe and compare two different methods for visualizing AOIs, and discuss
their trade-offs from an algorithmic perspective. We present the application of AOIs on
UML class and component diagrams.
3.1 Introduction
An important part of understanding complex software systems requires getting insight
in how system properties, such as performance, trust, reliability, or code-level attributes,
such as complexity or cohesion, correspond to the system architecture. Such properties
can be seen as defining several areas of interest over the system architecture. Informally
put, an area of interest, or AOI, consists of a set of system architecture elements that share
some common property of interest to the one analyzing the system.
In this chapter, we address one central question regarding areas of interest: How can
we visually represent several, possibly overlapping, areas of interest on a given software
architecture diagram, so that their graphical representation efficiently and effectively con-
veys the sets of elements sharing the underlying properties which the areas are built to
show? We proceed to answer this question in a design-oriented fashion, the steps being
as follows.
First, we give a more rigorous definition of areas of interest in terms of sets and data
attribute values (Section 3.2). This also enables us to express the goals of an AOI drawing
in a precise manner, and distill a set of requirements that such a drawing should comply
with. As we shall see, these requirements are of various natures, the main ones being
centered around visual understandability, scalability, and rendering speed (Section 3.3).
These requirements are in line with the overall requirements for the visualization of design










32 CHAPTER 3. AREAS OF INTEREST
Next, we present a first method for visualizing the AOIs - the so-called inner skeleton
method. The inner skeleton method satisfies well the scalability and speed requirements,
but has limitations in visual understandability (Section 3.4). We use the observations de-
veloped during the design and application of this method to create a second visualization
method for AOIs - the outer skeleton method. As the naming suggests, the outer skele-
ton method uses geometric information defined on the outside hull of the elements in a
given AOI, while the inner skeleton uses geometric information located inside this hull.
The outer skeleton increases visual understandability by imitating the way humans would
draw AOIs with pen on paper (Section 3.5). We discuss several extensions that further
improve the understandability and scalability of the outer skeleton method in Sections 3.6
and 3.7. Sections 3.8 and 3.9 conclude our presentation of the AOI visualization with a
general discussion and several examples on real-world class and component UML dia-
grams.
3.2 Data model
First, we introduce our data model for the areas of interest, in line with the software de-
sign representation presented in Section 1.3. As input information, we consider a system
model (e.g. UML model), which contains a set of diagrams, such as class, component, or
sequence diagrams, related to it. Formally, we define an area of interest (AOI) as a set of
model elements. A model element m can be present in different diagrams Di, in which
case m will be shown by the corresponding diagram elements di ∈Di. Hence, in different
diagrams Di, the same AOI can be visualized as different sets of diagram elements di.
The simplified data model of the areas of interest is shown in Fig. 3.1 using a UML class
diagram.
Figure 3.1: Data model
Usually, model elements are grouped in a given AOI precisely to reflect the fact that
they share a common property of particular interest in a given system analysis. Simple
examples of areas of interest built along this idea are: ”all high-reliability components”,
i
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3.3. REQUIREMENTS OVERVIEW 33
”all components using over 1 MB of memory”, ”all components introduced in the system
version 2.3”, or ”all components in the same thread” [117].
As we see in the above examples, the common properties that are shared by the model
elements contained in a given AOI essentially reflect the values of the data attributes of
those elements. Hence, we distinguish two main ways to create areas of interest, based
on the origins of the data attributes of the system elements:
• manual construction: AOIs, and their corresponding data attributes, are manually
assigned and created by users. This can happen either in the process of iterative
system design, but also in activities such as refactoring or reverse-engineering.
• automatic construction: AOIs, and their corresponding data attributes, are created
in a (semi)automatic manner by system analysis tools. Data attributes take their
values from various software metrics [28, 33] which can be computed by existing
analysis tools [124]. Clearly, a wide range of AOI types and scenarios is possible
in this case.
The AOI creation classification presented above is important as it helps us discover
several characteristics of AOIs from the way these emerge in practice. Manual AOI cre-
ation, being essentially a human design activity, is strongly visual: In most cases, users
effectively draw the desired AOIs around elements of an existing diagram. For exam-
ple, Figure 3.2 shows an actual photograph of a design tool after a design session. The
smooth-shaped, colored, contours indicate two areas of interest, whose intersection con-
tains exactly one diagram element. In this case, the AOI definition and its visual repre-
sentation are one and the same thing. This is an intuitive representation of AOIs, but it
has the disadvantage that it needs manual work to be created. In contrast, automatic AOIs
are not typically drawn, but represented implicitly using tables whose rows contain the
diagram elements and columns the various metrics computed on the system. However
easy to automate, a tabular AOI representation is quite unintuitive, as compared to the
visual representation discussed formerly. For instance, a visual AOI representation can
easily show which elements are in two AOIs at the same time; this is much harder to do
when using a tabular representation.
Our goal is to bridge the gap between the AOI definition and the AOI visual repre-
sentation sketched above. We want to enable users to define their AOIs using metrics and
data attributes, and be able to automatically create visual representations, or visualiza-
tions, which resemble the ones which are drawn by typical users during design sessions.
In the next session, we refine the above goals in a set of detailed requirements regard-
ing the drawing of areas of interest in software design diagrams.
3.3 Requirements overview
Understanding and communication of the structure and quality attributes of the architec-
ture is essential during development and maintenance activities for all stakeholders who
participate in them. We identify the main stakeholders concerned with software structure
and quality understanding, and knowledge sharing as shown in Table 3.1, following a
similar analysis done in [30]:
i
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34 CHAPTER 3. AREAS OF INTEREST
Stakeholders Function/Roles
Designers share knowledge, take design decisions
Developers take technical decisions, implement a system
Maintainers take technical decisions, maintain a system
Testers test and analyze a system, share knowledge
Development managers share knowledge
Table 3.1: Stakeholders and roles
Figure 3.2: Whiteboard architecture drawing
From Table 3.1, we see that sharing knowledge among a wide range of types of tech-
nical experts is a crucial ingredient of the involved activities. When considering AOIs as
one of the datasets they work with, an immediate consequence is that AOIs should be rep-
resented (visualized) with a high level of understandability. This is our main requirement
to the AOIs drawing. The way AOIs are drawn should be intuitive and easy to interpret
for all stakeholders.
But what is the most understandable way to depict an AOI? Clearly, we cannot an-
swer this question exhaustively, as this would imply trying out all possible visualization
designs for an AOI. We address this question by returning to the manual creation of AOIs
(Section 3.2). We assume, as a design start point, that an AOI visualization method which
imitates the way humans draw AOIs with pen on paper should produce understandable
results for a large class of users. To illustrate this, consider Figure 3.2 which shows an
actual whiteboard-like drawing from a design session of a component diagram with two
manually drawn AOIs (one drawn in filled light-blue and one drawn as a red outline).
The AOI visualization methods presented in the remainder of this chapter built around
this assumption by trying to imitate, in an automatic fashion, several graphical elements
that we identified when studying several human-drawn AOIs on system diagrams similar
to the one shown in Figure 3.2. The elements which we identified as typical for a human
AOI drawing are as follows
i
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3.3. REQUIREMENTS OVERVIEW 35
• AOI shapes are two-dimensional, just as the diagram drawings;
• AOI shapes surround the elements which are logically contained in the respective
areas;
• AOI shapes are drawn without changing the layout of a given system diagram;
• AOI shapes are typically soft, containing few sharp angles and straight lines;
• AOI shapes have a ’sketchy’ look, different from the precise look of the diagram
drawing;
• the pen style (thickness, sharpness) used to draw AOIs is different than the pen style
used to draw the diagrams.
A more detailed analysis of these design elements and the understandability of user-drawn
AOIs is presented separately in Chapter 4.
Let us now detail the above observations. First, we limit ourselves to two-dimensional
AOI visualizations. This is a natural conclusion of the fact that software system diagrams
are predominantly drawn in 2D in practice, as reflected by the various UML design tools
(e.g. [38], [107], [13]). Second, the fact that AOIs surround the contained elements is
fundamental to the visual representation of the areas of interest, following the well-known
model of Venn-Euler diagrams used in many fields, such as discrete mathematics. Third,
the fact that AOI drawing should not change the layout of a given diagram follows natu-
rally from the usage scenarios: In most cases, users want to represent concerns expressed
by AOIs on a given, familiar system diagram. It follows that the diagram’s layout, that is
the positions and sizes of the diagram elements, should not be changed when adding AOI
information. We do not want to change a given layout to show areas of interest, as this
can destroy the user’s ’mental map’ and severely reduce understandability, a well known
fact in information visualization (see e.g. [90]). Finally, drawing AOIs in a different
graphical style (soft curves, using a fuzzy pen style) than the diagram (hard lines, sharp
pen style) visually separates the two types of information, such as structure (diagrams)
from attributes (areas), and also reflects that AOIs are added in a separate design process,
atop a diagram and after a diagram is created.
We should note that our AOI drawing constraints, as inferred from our explicit de-
sire to mimic human drawings, limits ourselves to a specific class of drawings. Several
other ways of visually representing areas of interest, such as groups of related diagram
elements, exist. Many software visualization tools such as Rigi [111], Prefuse [71], or
MetricView [108], often used in reverse engineering and reengineering activities, make
different representation choices. An overview hereof is given in Chapter 2. One possi-
bility is to simply draw AOIs as rectangular boxes instead of our proposed soft curves.
Drawing AOIs as boxes without changing the base diagram layout yields unacceptably
high visual clutter and diminished understandability on general diagrams where the ele-
ments of an area can be scattered across the entire diagram. A second option is to change
the layout of the diagram to bring elements logically contained in the same area(s) close
to each other. While this solution can lead good results for a small number of area over-
laps, this method destroys the user’s mental map which is reflected by the given diagram
i
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36 CHAPTER 3. AREAS OF INTEREST
layout. Also, this solution does not work when we have several AOIs which we want to
show in sequence, rather than simultaneously, on a given diagram. It is unacceptable to
change the diagram layout every time we want to show (or hide) a given area of interest.
Finally, we mention the solution of visualizing an AOI by marking its elements with icons
scaled, colored, and shaped to show metric values. Yet, inferring AOIs from such markers
is hard for diagrams with many overlapping AOIs, as we see later.
Moreover, we would like to modify or explore our visualizations in real-time, even for
large diagrams and many AOIs. For example, users should be able to quickly switch on
or off a given AOI, change its drawing style, or even interactively re-layout the diagram.
We summarize now the requirements of our AOI visualization in Table 3.2. The re-
quirements are numbered for easy reference in the following discussion.
Requirement Description
UML-related
M1 - AOIs must preserve the given UML diagram layout and drawing
Understandability
U1 - the drawing technique should mimic the way humans draw
the areas themselves
U2 - AOIs should be drawn with minimal visual clutter, even
when they overlap
U3 - AOIs and other diagram elements should not visually interfere
Scalability
S1 - Drawing of AOIs should be real-time, even for large diagrams
and many areas
Table 3.2: Requirements to drawing of AOIs
We next present two different methods for visualizing areas of interest, which attempt
to comply with the above listed requirements. As we see, these methods have a number
of particular advantages and drawbacks, and are therefore suitable for specific scenarios.
3.4 Inner skeleton solution
Our first method consists of two steps. First, we build a so-called skeleton of the AOI
using the elements’ geometric layout data, thereby addressing requirement (M1). We call
this the inner skeleton of an area of interest, to distinguish it from the outer skeleton,
which is the subject of our second AOI visualization technique (see Section 3.5). Next,
we draw the AOI using a graphics technique called texture splatting. By controlling the
various splatting parameters, we shall address requirements (U1, U2, U3).
3.4.1 Inner skeleton construction
The input of the first step is the set of elements in a given AOI. For every element, we
assume we have its geometric layout information in the diagram, such as the position and
size of its 2D rectangular bounding box. We now build the skeleton of the AOI as follows
i
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3.4. INNER SKELETON SOLUTION 37
(see also Figure 3.3, which illustrates the complete process on a simple AOI that contains
three elements).
Figure 3.3: Geometric inner skeleton construction







is the area-weighted barycenter of the elements (Ai is the area of element ci).
Given element ei, with bounding box of widthwi and height hi, a radius Ri =max(wi,hi)






for the center Centre as a fraction kR of the average radius. Setting the value for kR
is explained in the next section. Next, every line segment (ci,Centre) is sampled with
several points pi j spaced with some small distance δ = |pi− pi+1|, e.g. δ = 0.1R. For
every pi j, we compute also a radius ri j by linear interpolation between the radii R and Ri
at the end of the segment (ci,Centre). The final representation of the inner skeleton is the
set of points and radius values {(pi j,ri j)}.
3.4.2 Texture splatting
We now use the skeleton to draw the AOI, as follows. First, we construct a so-called
splat. This is a radial function T (x,y) = f (
√
x2+ y2). T looks as shown by Fig. 3.4 a
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So, T increases linearly with the distance for k = 1 (see Fig. 3.4 b). We implement
T as a transparency (also called alpha) texture with the OpenGL graphics library [123].
Hence, T = 0 yields fully transparent pixels and T = 1 fully opaque pixels.
Figure 3.4: Splat texture(a) and texture profile (b)
The inner skeleton method renders the AOI by drawing the texture T centered at ev-
ery skeleton point pi j, scaled by the radius ri j, and colored by a user specified AOI color.
Figure 3.5 shows the result of the texture splatting for the AOI of the elements in Fig. 3.3.
The texture splatting method presented above is conceptually similar with another tech-
Figure 3.5: Area of interest drawn with splatting
nique, graph splatting [114, 104]. In graph splatting, a general graph is represented as a
continuous scalar field by convolving (summing up) a set of radial splats centered at the
graph node positions. While similar in technique, the two splatting methods serve differ-
ent purposes. In graph splatting, the idea is to replace an entire discrete graph drawing
by a continuous, smooth-looking, image where non-uniform spatial node densities are
reflected by different values of the splatted signal. In our case, the aim is to construct a
fuzzy shape (the AOI) where the transparency is low at the shape’s edge and high at the
shape’s center. Moreover, we use a uniform point sampling density along the skeleton
branches, since we want to achieve a uniform shape transparency along these branches.
i
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3.4. INNER SKELETON SOLUTION 39
Several properties of this method are visible here. First, the AOI drawing is visually
quite different (i.e, soft and round) from the diagram drawing (drawn with sharp, straight
lines). This distinguishes the two visually. Splatting the inner AOI skeleton is a robust,
simple and fast way to draw a shape that contains all elements in an AOI and has a simple,
predictable star-shaped look. This also explains the use of the word ’skeleton’ in naming
this method: the set of lines on which the circles’ centers lie is, indeed, nothing else
than the geometric skeleton, also called the medial axis in computational geometry, of the
contour produced by splatting [88]. The resemblance goes further: in a different context,
circular texture splatting of an arbitrary 2D shape’s contour have been used to compute
the geometric skeleton of a shape [96]. Here, we do the opposite: we splat the geometric
skeleton, which we construct in advance, to obtain the corresponding shape’s contour.
We let users vary kR (see Sec. 3.4.1) to control the tightness and smoothness of the
AOI shape. Small (kR ∈ [0.1,0.5]) values yield the typical tight star-shaped AOIs shown in
Fig. 3.6 a. Large (kR ∈ [1,3]) values yield rounded, softer shapes (Fig. 3.6 d). In-between
kR values balance the trade-off between the shape smoothness and tightness (Fig. 3.6 b,c).
Figure 3.6: Area of interest drawn with inner-skeleton splatting
By controlling the various splatting parameters, we obtain visual effects useful for
different user scenarios. If we want to draw ’hard’ AOIs with a sharp, precise, border,
we set k < 1 for the texture profile (e.g. k = 0.3, Fig. 3.7 a). This is useful e.g. to show
important, prominent system properties or metrics having a high confidence value. If we
want to draw ’soft’, fuzzy AOIs, we set k> 1 (e.g. k= 5, Fig. 3.7 b). This is useful e.g. to
show less important properties, which should not distract the eye from the more important
diagram drawing, or metrics having a low confidence value.
A second variation our users found very intuitive and useful during our case studies
(see Chapter. 7) was to draw AOIs as contours instead of filled shapes. For the inner
i
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Figure 3.7: Filled and contoured areas
skeleton solution, this is done in two passes. First, we draw the filled AOI using the splat
textures, as described so far. Second, we draw the same AOI, using the same splat texture
centered at the skeleton points, but now scaled to a smaller radius d ∗ ri j, and using the
background color, e.g. white. d ∈ [0,1] controls the contour width: d = 0 yields the
filled shapes, and d ≈ 1 yields a very thin contour. As before, k controls the contour
sharpness. Figure 3.7 (c,d) shows two examples of areas of interest drawn with contours
with a contour width d = 0.8.
However, contour drawing using the inner skeletons has the unpleasant property that
it erases the inside of the contour. This leads to undesired effects when e.g. drawing mul-
tiple, overlapping AOIs, as shown in Fig. 3.8. If desired, this problem can be eliminated
by using multi-pass rendering techniques.
Figure 3.8: Inner contour-area overlap problem
i
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Figure 3.9: Eraser texture design
3.4.3 Exclusion problem
Figure 3.10: Erasing incorrectly overlapping elements
The inner skeleton drawing method, described so far, guarantees that the drawn shape
visually surrounds all elements in the AOI. However, the drawn shape might surround,
or overlap with, elements which are logically not in the AOI, but close to (or completely
inside) that AOI, e.g. the element marked as ”problem” in Fig. 3.10 a. This is, of course,
an undesired side effect. One of our hard constraints is to never modify the diagram layout
(see Table. 3.2 M1). Hence, we must find some other solution to visually show that such
problem elements are actually not in the AOI they visually interfere with. We use the term
exclusion to denote the process in which such elements are eliminated from the areas they
inadvertently overlap.
We solve the exclusion problem as follows. First, we draw all AOIs as described so far.
Next, for all elements not in any AOI, we draw an eraser texture. This is a transparency
texture, like the splat texture (Fig. 3.4 a) used to draw the AOIs, except that it has a
i
i






42 CHAPTER 3. AREAS OF INTEREST
rectangular, instead of radial, shape (see Fig. 3.9 a) and a profile given by a slightly






, x≥ b (3.4)
Using a fixed k = 4 and varying b in [0,1] yields an eraser ranging from hard (b = 1) to
very soft (b= 0.1), as shown in Fig 3.10. The value b= 0.8 is a good default.
Drawing the eraser texture mapped on background-colored (white) rectangles slightly
larger than the components effectively erases the AOIs underneath, yielding the effect
shown in Fig. 3.10. The element that was erroneously overlapping with the AOI appears
now to be outside the AOI. As for the splat textures, we can control the eraser strength by
the k parameter, yielding results ranging from hard to soft (Fig. 3.10 c,d). A limitation of
this technique is that it works only when combined with the filled style of AOI drawing,
but not with the contour style. Another more effective possibility to avoid including such
overlapping elements is discussed in Section 3.6
Figure 3.11: Area of interest drawn with splatting
3.4.4 Discussion
The main features of the inner skeleton method are its simplicity of implementation and
predictable visual results. Implementing the complete method takes under 500 lines of
i
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C++ code using OpenGL for the texture splatting. The resulting AOI shapes always ex-
hibit a fixed, star-like, topology, i.e. a center point connected to the elements’ centers.
However useful, the inner skeleton AOI drawing has a major problem: It scales quite
poorly for diagrams having overlapping AOIs of complex shapes, see e.g. Figure 3.11.
This problem stems from the design limitation of the inner skeletons: they have a fixed,
star-like, topology. Inner skeletons work quite well for small-size AOIs, containing un-
der 5 elements, or AOIs whose elements’ convex hull is geometrically close to a regular
n-sided polygon.
However, the inner skeleton method produces less understandable results for more
complex shapes, e.g. Figure 3.11. Moreover, the eraser technique described in the pre-
vious section, while effective in eliminating a small number of overlaps, can produce a
distruptive effect when the number of overlapping elements is large and/or the amount of
spatial overlap is large. In such cases, the rounded shape of the AOIs is abruptly inter-
rupted by the rectangular cuts, yielding shapes which are hard to follow visually. Finally,
the eraser technique does not work together with the contour drawing, as already men-
tioned.
All in all, the inner skeleton visualization technique for AOIs is successful in showing
that AOIs can be effectively rendered atop of traditional system diagrams, using a different
drawing style and no layout modification, albeit with a number of limitations. In the
next section, we present a different AOI visualization method that keeps these desirable
properties and also removes the limitations of the inner skeleton technique.
3.5 Outer skeleton solution
In our second methods, we create AOI visualizations also using a two-stage process.
Firstly, a different kind of skeleton of the area, called the outer skeleton, is constructed
using the geometries of the area elements. In the second step, areas are drawn using color
and texture splatting. Finally, we propose a number of enhancements to the exclusion
problem described in Section 3.4.3. These enhancements are detailed in Sections 3.6
and 3.7.
3.5.1 Outer skeleton construction
We first explain the outer skeleton construction. This process has three steps, see Fig-
ure 3.12b-d. We start with the 2D bounding boxes (b1i,b2i,b3i,b4i) of the elements ei in
the AOI (Fig. 3.12 a). We first compute the convex hull C = {qi} of the corner points
{bi j}, yielding the result in Fig. 3.12 b. This is the tightest convex polygon that encloses
all our element bounding boxes, i.e. a possible approximation for an AOI shape. Still,
we would like smoother, tighter fitting, shapes. To obtain this, we first subsample C
(Fig. 3.12 c) such that the average distance δ between consecutive points |qi−qi+1| is a
given, small fraction of the convex hull perimeter |C|= ∑i |qi−qi+1|. In practice, we set
δ = 0.01|C|.
Next, we deform the subsampled contour qi so that it fits tighter the elements inside
and, at the same time, yields a smoother curve than the convex hull (Fig. 3.12 d). We
i
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Figure 3.12: Construction of outer skeleton
deform the contour by moving every point qi to q′i:




Here, ~n is the normal to the line segment (qi−1qi+1). Assuming {qi} are specified in
counterclockwise order, qi will be moved inwards inside C. This serves two purposes.
First, qi moves perpendicular to the contour with a distance εn which shrinks the contour,
making it tighter. Second, qi moves towards the center of the line segment (qi−1qi+1)with
distance εs. This is the well-known geometric Laplacian smoothing [100] with factor εs
applied to our contour, which guarantees to remove contour sharp corners. We do the





|qi− p j|)> 2δ (3.6)
i.e. the contour point qi is farther from all element corners p j and other contour points
q j (except its immediate neighbors q j−1, q j+1) than a distance 2δ . This test prevents the
contour to self intersect during deformation. We move all points until we reach a user-
set stop criterion or a maximum number of iterations Nmax. Different stop criteria model
different contour properties, as follows:
• Stopping when the deformed contour area A(C) reaches a fraction fA < 1 of the
initial contour area controls the tightness of the AOI shape. Smaller fA values mean
tighter areas. Stopping after a given number of iterations N < Nmax does roughly
the same and is also cheaper to implement.
• Stopping when the deformed contour length |C| reaches a fraction fC > 1 of the
initial contour length controls the smoothness of the AOI shape. Larger fC values
mean less smooth contours.
i
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Figure 3.13: Controlling tightness in outer skeleton method
Figure 3.13 shows several deformation steps for a simple AOI, starting from the con-
vex hull until a quite tight shape is reached after 20 iterations. The parameter setting
εn = 0.005|C|= 0.5δ ,εs = |qi−1−qi+1|/4, N ∈ [5..20] and fC ∈ [1,2] give very good re-
sults in practice for all configurations (shape, position, and number of diagram elements).
Besides preventing self-intersection, we must also prevent the contour to become too
sparsely sampled, due to the contour length increase during deformation in concave re-
gions. We do this by checking the distances |qi−qi+1| and |qi−qi−1| between the moved
point qi and its neighbors. If these exceed 2δ , we insert a new contour point halfway
between qi and the respective neighbor. Similarly, we check for the contour becoming
too densely sampled, and remove sample points if they are at a distance smaller than
δ/2. Sample point removal occurs in convex regions of the contour which are moved
inwards [17].
Fast convex hull and deformation computations are crucial for an efficient outer skele-
ton construction, given that we want near-real-time rendering. We use the Triangle geo-
metric library [86] which provides a state-of-the-art convex hull implementation. For the
deformation, the distance testing in Equation 3.6 must be done very efficiently. A naive
implementation would use O(NC(NC+E)) operations per deformation step for NC con-
tour points and E elements, which is too slow for real-time performance. We solve this by
using a fast spatial search structure that locates the nearest point q j to the moving point qi
in O(log(NC+E)) operations, using kd-trees [4]. All in all, these choices let us deform
complex contours containing hundreds of elements (E) and hundreds of contour points
(NC) in sub-second time.
i
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3.5.2 Drawing the areas
We draw the AOIs using the outer skeleton in two steps. First, we triangulate the deformed
contour {qi} (Sec. 3.5.1) and render the resulting triangles in the area’s color. This takes
care of the area itself. Next, we would like to draw a soft, fuzzy contour, similar to the
effect in Fig. 3.6 for the inner skeleton drawing. We first tried the same idea of splatting
the contour points with the radial texture. However, this requires a very high number of
splats (roughly, one every few contour pixels) to produce relatively smooth border, which
is quite inefficient. Using fewer splats yields a poor visual quality, where the individual
splats are visible, see Fig. 3.14. The contour in Fig. 3.14 a is rendered with splats. We
can see on the zoomed-in detail (Fig. 3.14 b) that, even though we are using a high splat
density, the border looks jagged. We solved this problem by designing a better rendering
Figure 3.14: Contour splatting: (a) contour; details with (b) radial and (c) band splatting
method for the outer skeleton, as follows. We first offset the contour points qi outwards
along the contour normal~n:
Figure 3.15: Soft border splatting for outer skeletons
q′i = qi+ εn~n (3.7)
Here,~n and εn are the same as in Equation 3.5. This creates a narrow band along the
contour (Fig. 3.15 a). Next, we create a ’band’ texture T (x,y) = f (x) (Fig. 3.15 b) where
f is the same profile as for the splat texture (Fig. 3.4) and use it to render the border
quadrilaterals (qiqi+1q′i+1q
′
i). This yields the soft border effect (Fig. 3.16) which looks
very much like the soft edges of the inner skeleton rendering (Fig. 3.6). We can control
i
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the softness of the border by adjusting texture parameters, just as for the inner skeleton
splatting described in Section 3.4.2.
Figure 3.16: Outer skeleton contour
Figure 3.17: Two areas drawn with the outer skeleton technique
The problem of overlapping contours, discussed in Section 3.4.2 and illustrated in
Figure 3.8, is easily solved when drawing AOI contours using the outer skeleton method
(Fig. 3.17). The solution is to simply skip the drawing of the color-filled triangulation and
to draw only the soft contour band, this time using a mirrored band texture (Fig. 3.15 c)
to make the border look symmetric on the contour inside and outside.
As shown in Fig. 3.17, we can now easily understand which elements are in which
AOI, for instance the upper-right element is in both AOIs. After our users experimented
with this display mode and some large diagrams (see Section 3.6 and Chapters 4 and 7),
they required the same intuitive display of overlapping AOIs also in filled area mode, not
only contour mode. To allow overlapping AOIs drawn in filled mode, we used a special
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blending mode, as follows. First, we render the background black. Next, we render
all AOIs using 1−RGBi, where RGBi is the actual color of area i, in additive OpenGL





The above can be interpreted as follows: Areas are rendered as before where they do
not overlap. Overlap regions have a color equal to the subtractive blending of the over-
lapping areas’ colors, i.e. overlapping regions show up as darker colors. The examples of
color blending in overlapping areas is in (Fig. 3.25).
However, blending more than two colors, such as in the case of regions where three or
more areas overlap, can create dark hues which are hard to distinguish. Another equally
serious problem is that blending mixes colors, yielding hues which may not have any
significance, or may even have a wrong significance, e.g. when the mix of two colors c1
and c2 of two areas A1 and A2 yields a color cmix which is very similar to the color of
some other unrelated area A3. In Chapter 6, we present a solution to this problem using
texture patterns in the different context of visualizing data values on areas of interest.
3.5.3 Mixing inner and outer skeleton AOIs
In comparison with the inner skeleton method presented in Section 3.4, the outer skele-
ton method reduces visual clutter, as the generated shapes follow the placement of the
enclosed diagram elements more closely. The outer skeleton blending mode combines
colors in regions where several areas of interest overlap in order to make such regions
easily visible. The inner skeleton method still can be useful for small or middle-sized
AOIs having a convex hull close to a regular n-sided polygon. For large AOIs or AOIs
containing elements which are spatially scattered over large diagrams, the outer skeleton
method produces results which are definitely easier to understand than the inner skeleton
technique.
However, the two techniques are not mutually exclusive. Figure 3.18 shows the same
large UML class diagram and areas of interest as in Figure 3.11, this time rendered with
a mix of outer and inner skeleton techniques, as well as filled and contoured areas. For
illustration, we have also included one area of interest drawn in a traditional style, that is,
using a rectangular frame surrounding its elements (see Figure 3.18, lower-right). Clearly,
the two rendering techniques and the filled and contour rendering flavors can nicely co-
exist in the same visualization. This variation in rendering techniques can be useful when
emphasizing different system aspects, e.g. by using different rendering styles for different
classes of properties.
3.6 Handling of exclusion
Albeit effective in rendering complex AOIs, the outer skeleton technique has an important
limitation: it cannot directly handle elements which inadvertently overlap the extent of an
area of interest, but are logically not inside that area — the so-called exclusion problem
i
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Figure 3.18: Mixed areas rendering using frames, inner skeletons and outer skeletons.
introduced in Section 3.4.3. This problem is also exhibited by the inner skeleton method,
as discussed earlier. We present next an effective solution to the exclusion problem im-
plemented in the framework of the outer skeleton method.
3.6.1 Reviewing the exclusion problem
The contour constructed using the outer skeleton method described in Section 3.5 may
erroneously overlap, or include, elements which are logically not in the AOI. In Sec-
tion 3.4.3, we presented a method for marking such elements using an eraser texture for
the inner skeleton method. The same method can be used for the outer skeleton technique.
However, as we see below, a number of important limitations of the eraser texture method
remain true for the outer skeleton case.
Consider Figure 3.19 where elements A−D are in the area and E, F are outside. The
eraser method works reasonably well if we draw filled areas and the overlapping elements
are completely inside the area, e.g. E in Figure 3.19 a. However, even in this case the
eraser cue is not salient enough to easily see that E is outside the area. For elements
partially overlapping the area which need to be excluded, e.g. F in Figure 3.19 a, the cue
is even weaker. For contour-drawn areas, the eraser technique works very weakly (F in
Figure 3.19 b) or not at all (E in Figure 3.19 b) as there is little or nothing to erase. This is
a serious limitation since contour drawing is preferred to filled drawing in many situations,
i
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Figure 3.19: Limitations of the eraser technique. When drawing the AOI as a contour,
element E is incorrectly shown as being inside.(a) Filled drawing and (b) contour drawing.
for example when one has only few available colors, when printing contours in black and
white, when many contours overlap, or when blending-capable graphics hardware is not
available. However, the most important problem of the eraser technique was that it turned
out to be very unnatural for the most users who were shown it during our evaluations
(Chapters 4 and 7).
In the following, we present an effective solution the exclusion problem in conjunction
with the outer skeleton visualization method.
3.6.2 Geometric exclusion
Our main idea for tackling the exclusion problem is to edit the contour, before deforming
it, in order to exclude the wrongly overlapping elements. The process works as follows
(see also the scheme in Figure 3.20 and Listing 3.1).
Figure 3.20: Geometric-based exclusion steps. (a) Start situation, (b) find cut line, (c)
connect contours, and (d) cut sharp corners
1 compute o v e r l a p p i n g e l emen t s e t O= {oi}
2 f o r ( a l l oi i n O )
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3 {
4 c r e a t e c on t o u r p i e c e Co a round oi
5 po = p o i n t on Co c l o s e s t t o c on t o u r C
6 pC = p o i n t on C c l o s e s t t o Co
7 r e ady = f a l s e
8
9 whi le ( ! r e ady )
10 {
11 / / Move i n n e r p o i n t l e f t
12 p = po
13 whi le (d(p, po)< dmax )
14 {
15 i f ( ppC i n t e r s e c t s no e l emen t e j )
16 { r e ady = t rue ; break }
17 move p t o l e f t a l ong Co
18 }
19 i f ( r e ady ) break ;
20
21 / / Move i n n e r p o i n t r i g h t
22 p = po
23 whi le (d(p, po)< dmax )
24 {
25 i f ( ppC i n t e r s e c t s no e l emen t e j )
26 { r e ady = t rue ; break }
27 move p t o r i g h t a l ong Co
28 }
29 i f ( r e ady ) break ;
30
31 / / I n n e r move f a i l e d , do o u t e r move
32 move pC t o l e f t a l ong C
33 }
34
35 connec t Co t o C us ing l i n e ppC
36 c u t s h a r p c o r n e r s
37 }
Listing 3.1: Iterative exclusion algorithm
First the overlapping element set O = {oi} is computed by testing, for all elements,
if any of the four element corners falls within the already computed AOI convex hull
C (Section 3.5). This requires a simple point-in-convex-polygon test which is fast and
robust [20]. Next, each element oi ∈ O is excluded in turn, as follows. A finely sampled
rectangular contour Co is constructed around the bounding box of oi (Fig. 3.20 b). Next,
a short cut line connecting Co with the original contour C is computed such that it does
not intersect any of the elements ei in ei ∈C. To do this, we use the following heuristic.
We find first the closest two points po ∈ O and p ∈ C. Next, we move both po and pC
along the inner and outer contours O and C respectively, until the line does not intersect
any element. We start by moving po around O to the left (counterclockwise sweep) until
a non-intersecting line is found or a too high distance dmax from the starting position, as
computed along O, is reached. If no line can be drawn, we try now moving po to the right
(clockwise sweep). If this fails too, then we move the other point p one step along the
outer contour C, and repeat the inner contour sweep again. When a cut line was found
(dotted line in Figure 3.20 b), we connect the inner and outer contours by constructing
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two sampled line segments, close and parallel to the cut line (Figure 3.20 c).
The contour editing described above can create contours having unnecessary sharp
corners. We reduce these in a separate pass. For each point pi along the contour, we
compute the angle α = ̂pi−1pipi+1 made by that point with its two neighbors. If the angle
drops under a minimal value αmin, and the line pi−1pi+1 does not intersect any diagram
element ei, then we remove pi from the contour by connecting pi−1 and pi+1. Good val-
ues for αmin are in the range [40,70] degrees. We repeat this procedure iteratively until
no removal is possible. The final result is shown in Fig. 3.20 d. When excluding sev-
eral overlapping elements oi, sharp corners are removed after excluding each element oi,
and not at the end. This gives better quality, as unnecessary sharp corners are eliminated
as soon as possible. This also accelerates the further smoothing steps, since the contour
gets simpler (that is, has less points). Finally, the shrinking process, which moves con-
tour points in normal direction with constant speed, is more stable if sharp corners are
eliminated, a well-known fact from the geometric level-set theory [85].
Figure 3.21 shows the same diagram as in Fig. 3.19. We see how the elements F
and E are iteratively removed (Figures 3.21 b and c). The red line shows the contour
after exclusion and sharp corner removal. The dotted black line shows the contour after
exclusion but before sharp corner removal. Figures 3.21 d-f show the result after doing a
few smoothing steps. Clearly, these results are better than the initial one in Figure 3.19 b.
The exclusion algorithm now very clearly shows what is inside, and what outside, an
area. The unnatural eraser effect is now gone. The sharp corner cutting procedure has
the additional positive effect of smoothing the contour, yielding a more natural ’flow-of-
hand’-like drawing.
Figure 3.21: Geometric-based exclusion.
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3.6.3 Limitations and workarounds for excluding elements
There are situations when the above heuristic for element exclusion (or any other algo-
rithm, for that matter) cannot find a cut line that connects the element to be excluded witht
he AOI contour without hitting some other element contained in that area. This occurs, for
instance, when the element to be excluded is completely surrounded by a ring of elements
which are in the area (see e.g. Figure 3.22). This situation can be easily detected algo-
rithmically by monitoring when point pC has executed a full loop over the area’s contour
C (line 32 in Listing. 3.1). Although such configurations would not be typically found in
most software architecture diagrams, we discuss below two methods to handle them.
Figure 3.22: Exclusion algorithm for cases when no straight cut from the excluded ele-
ment(5) to the area’s contour is possible. Shortest-cut solution (left) and eraser solution
(right)
The first solution groups all elements in O from an Area A which cannot be excluded
using the cut technique in a new AOI Aexcl . Since these elements are completely blocked
from seeing A’s contour, they must be fully contained in A. We now show the exclusion of
these elements from A by drawing the contour of Aexcl using the standard AOI algorithm,
i.e. taking care to exclude elements which are in A but not in Aexcl . Next, we draw the
contour of A ignoring the exclusion. Figure 3.22 (left) shows an example. The Area A
logically contains the elements 1 . . .5 but not the elements Excl1 and Excl2. The latter
two cannot be handled by the cut line technique, so they constitute Aexcl . Hence, we draw
the contour of A ignoring Excl1 and Excl2 and separately the contour of Aexcl , this time
taking care to avoid element 5, which is not in Aexcl . The Aexcl contour is nested in the A
contour, since the elements in Aexcl are completely within A. This technique handles well
a large range of configurations. However, it would fail when the inner contour drawing
Aexcl , which involves the cut line method, fails from precisely the same reason the initial
exclusion of its elements from A failed. This happens in configurations involving several
concentric rings of elements which alternately belong to A and Aexcl . Although we could
handle such situations by the addition of more contour pieces, this would create AOIs
with several disconnected components which are increasingly hard to follow visually.
From discussions with actual software engineers who use UML in their daily work
and tested our tool on repeated occasions, we observed a net preference for rendering
AOIs as simply connected contours (shapes without holes) rather than multiple (inner and
i
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outer) contours. The main explanation given was that simply connected shapes are eas-
ier to follow visually, especially in complex diagrams with several areas whose contours
overlap. In such cases, one needs to visually follow an area’s contour to discern that area,
so an area with multiple disconnected boundaries may be wrongly perceived as several
separate areas. Secondly, there are cases when one only has a few (or no) colors to draw
the areas, for example in print-outs. In such cases, it is hardly possible to group discon-
nected contours as inner and outer boundaries of the same area, since color discrimination
is not available.
A second solution for the cases when the cut line algorithm fails due to blocked con-
tour visibility is to use as cut line the shortest segment linking the element(s) to exclude
with the AOI’s contour, i.e. the segment (po, pC) computed as in lines 5 and 6 in List-
ing. 3.1. Although this cut will intersect (at least) one of the elements which are logically
inside the area, it has the desirable property of being the shortest possible one, thus the
visually least disturbing, and also it generates a simply connected contour.
Figure 3.22 (middle) shows such a situation. The AOI contains elements 1 . . .4 but
must exclude element 5, which cannot be connected via a straight path with the area’s
contour. Since no non-intersecting cut line can be found, the shortest cut line is used,
which will intersect element 3. To further emphasize this cut, we skip the sharp corner
cutting and smoothing (described in Section 3.6.2 and Chapter 4) for this cut. The cut will,
hence, stay thin and have a visually distinct appearance from the regular cuts (compare
Fig. 3.22, left, with Figure 3.21 f). For comparison purposes, Figure 3.22 (right) also
shows the original eraser technique described in Sec. 3.4.3, which only works on filled
areas. Overall, the preferences informally observed ranked the shortest-cut solution as the
most accepted (Figure 3.22 middle), followed by the multiple contours (Figure 3.22 left)
and finally the eraser technique (Figure 3.22 right).
3.7 Natural flow-of-hand
Figure 3.19 shows also a second problem of the original AOI rendering technique (apart
from the exclusion problem discussed above). Close to the elements, the contours are too
tight. In the middle, they are too loose. The contour smoothness is not optimal, as it looks
too much like a sharp-angled polyline. The non-uniform tightness and sharp angles create
a computer-made, unnatural contour look, quite different from the flow-of-hand typical to
human drawings.
Figure 3.23: Contour smoothing close to elements
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We achieve a more uniform tightness along the entire contour by the following pre-
processing step. Right after the convex hull is sampled, and before the exclusion begins,
we offset every point pi on the contour C outwards with a small distance equal to the
shrinking step εn. Figure 3.23 a shows this process on a zoom-in at one of the corners of
the diagram in Fig. 3.19. The offset makes the initial contour looser, which gives it further
space to deform and nicely curve itself around the elements (Fig. 3.23 b). The usage of
this technique is also shown in Fig. 3.21.
The natural flow-of-hand technique presented here is easy to provide in the framework
of the outer skeleton method, as this method explicitly models the contour of an AOI as
a set of points. In contrast, such a technique would be not possible in the framework
of the inner skeleton, which uses an implicit contour representation given by the linear
variation of the circles’ radii that get splatted (Section 3.4.1). By definition, the inner
skeleton produces shapes that are symmetric with respect to the star-shaped skeleton,
while a natural flow-of-hand contour requires more freedom in defining the shape.
3.8 Discussion
3.8.1 Improved AOI rendering method
Our improved method arguably brings the results of AOI drawing algorithm closer to the
results of actual human drawings. To illustrate this, let us consider three drawings of areas
of interest on the same diagram (Figure 3.24).
The top image is an actual scan of one of human drawings, done in a user evaluation
described further in Chapter 4. The middle image shows the result of the our AOI drawing
method produced on the same diagram using the eraser technique (Section 3.4.3). In this
drawing, we recognize all problems named so far: Some elements (A,B,C) are incorrectly
included in surrounding areas, whereas they should be outside, as shown in the top draw-
ing; and the contours are tight and sharp close to the elements but loose and smooth in
the middle. The bottom drawing shows our rendering method which uses the geometric
exclusion (Section 3.6.2). The elements A,B,C are now correctly excluded. The contours
have a more uniform smoothness and are not so tightly close to the elements. This draw-
ing looks of a higher quality as compared to the one produced by the original algorithm.
Probably the most appealing fact is that the areas drawn here simply look natural and quite
similar to the human-drawn one shown in the top image in Figure 3.24. A more detailed
analysis and measurements of similarities of computer and human-drawn AOI drawings
will be presented separately in Chapter 4, in support of our claims of understandability.
Following the presentation so far in this chapter, we conclude that the outer skele-
ton method, complemented by the geometric exclusion and flow-of-hand techniques pre-
sented in the last two sections, is our method of choice for visualizing areas of interest
from the point of view of understandability.
To illustrate the scalability aspect of this method, let us consider Figure 3.25, which
shows an example featuring twelve areas on a UML class diagramwith 110 classes, drawn
as filled contours. The right zoom-ins show the areas framed in white on the left images.
We see now the two problems of the method without geometric exclusion: Class A is
incorrectly marked as contained in area 1. This is because the eraser (Section 3.4.3) is
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Figure 3.24: Comparison of AOI drawings (scans of the paper images)
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overwritten by the color of area 2, in which A is indeed included. Class B is only in area
2, so the eraser is visible as a faint white border. However, when the diagram is zoomed
out, this eraser becomes almost invisible. The improved method (Section 3.6) remediates
both problems. Now the inclusion of A in Area 2 and the fact B is outside both Areas 1
and 2 is clear.
Figure 3.25: The improved exclusion method
The AOI rendering technique can be used on different types of diagrams besides class
diagrams. Figure 3.26 shows two areas of interest rendered on a message sequence chart.
Here, the new exclusion technique is crucial, due to the typical layout of such diagrams.
The use of AOIs to show performance related-parameters of component-based systems is
discussed in Chapter 7. Generally speaking, the AOI rendering technique can be used to
emphasize logical subsets on many types of graph-like diagrams.
The improved method (Section 3.6) does not introduce new parameters that the user
has to tune explicitly. The main user parameters, such as AOI color, drawing mode (filled
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Figure 3.26: Example of drawing AOIs on message sequence diagrams
or contour), AOI transparency, and contour tightness, are still the same as in the original
method. In particular, the relatively complex geometric exclusion algorithm is fully auto-
matic. The speed of the improved method is slightly (about 10-15%) worse as compared
with the original method. This is due mainly to the exclusion process which has to find an
optimal cut line (Section 3.6) and also cut corners, both being iterative processes. How-
ever, we should stress that we have not highly optimized this code. Standard geometric
optimizations such as spatial search techniques [4] can easily eliminate this performance
decrease. Even with the performance drop, the AOI rendering still occurs in subsecond
time.
3.8.2 Incorporating edges in areas of interest
In some cases, it may be desirable to constrain not only elements of a diagram to be
contained in a given AOI, but also edges denoting relationships between such elements.
For example, if two elements e1 and e2 are contained in an area A, then one may desire to
constrain A to also include all edges (e1,e2) between them. A typical use-case hereof is
emphasizing structural patterns such as design patterns. This can be achieved by adding
sample points on the edges whose both end-elements are contained in a given AOI to the
set of sample points generated on the elements’ bounding boxes. The AOI construction
algorithm will treat all these points uniformly, i.e. deforming the contour and constructing
the cut lines without getting too close to them. When using straight-line segments to
represent edges, these are contained by default in the initial convex hull that encloses all
the area elements, so the only difference is the increased number of sites (points) taken
into account during the area deformation and exclusion step. Note that precisely the same
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technique can be used for handling elements with non-rectangular shapes.
This technique works very well for diagrams having areas with little overlap. Con-
sider, for example, a class hierarchy drawn on several layers as a tree or directed acyclic
graph. The elements’ convex hull will automatically include all edges in this hierarchy.
The deformation (shrinking) step will move the contour inwards, as usual. If sample
points on these edges are explicitly added to the AOI, the contour shrinking will stop
when getting in their proximity, the rest of the algorithm staying unchanged.
However, when several areas considerably overlap and they also contain many edges,
the blocking configuration described in Sec. 3.6.3 may occur more frequently. Such sit-
uations can generate overly complex curved contours, which, again, are hard to follow
visually. An alternative solution to handle the logical edge inclusion in AOIs is to refrain
from geometrically including them in the areas, but mark them with the color(s) of the
area(s) they are part of. Though not ideal, this solution is robust and easy-to-implement.
3.9 Conclusion
The methods for rendering areas-of-interest presented in this chapter have been tested
on a large set of tens of UML diagrams, both hand-drawn and automatically extracted
from source code. In virtually all cases, the results produced by the improved rendering
method (Section 3.8.1) were satisfactory, in the sense of being easy to understand and
close to human-style drawings. We only noticed a few pathological cases when the outer-
skeleton method was not able to construct suitable shapes, beyond the cases described in
Section 3.6.3. However, these so-called pathological cases contained configurations such
as several overlapping elements (due to an incorrect construction of the original input lay-
out). We can safely assume that actual UML diagrams used in software engineering do
not contain such configurations. Alternatively, an actual production-quality implementa-
tion of our AOI algorithm could easily detect such cases and refrain from attempting to
construct AOIs in those situations.
In terms of understandability, the computer-drawn AOIs are close to human-drawn
ones. As this is an important requirement of our research (see Chapter 1), we study the
differences between the two types of AOIs in greater detail in the next chapter.
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