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Johdanto 
Jokainen tietokonepeli vaatii vuorovaikutteisuutta. Virtuaalitilassa on aika paljon 
erilaisia kohteita. Ne liikkuvat, muuttuvat ja ovat usein yhteistyössä toistensa 
kanssa. Niiden yhteistoiminnan tuloksena on pelin vuorovaikutteisuus. Me 
pystymme saamaan tietoa erilaisista kohteista, antamaan niille viestejä ja 
vaikuttamaan niihin. Se voi synnyttää tapahtumaketjuja, jolloin toinen teko 
vaikuttaa toiseen jne. 
Opinnäytetyön tavoitteena – oli kehittää yleinen malli pelien virtuaalimaailman 
olioiden yhteistoiminnalle. Tämä malli olisi mahdollisimman yleiskäyttöinen ja 
muunneltava. 
Tämän tavoitteen saavuttamiseksi tutkittiin aihealuetta ja luonnosteltiin 
vuorovaikutusmallin käsite.  
 2 
 
Alueen analyysi 
Tietokonepelien peruskäsitteet 
Tietokonepeli on tietokoneohjelmisto, jonka tarkoitus on peliprosessin toteuttaminen. Peli 
voi yhdistää monia pelaajia sekä olla itse kumppanina. Pelin toteuttamiseksi käytetään 
usein kameraa, näppäimistöä, peliohjaimia, tietokonehiirtä jne.  
Tietokonepelit käytetään pelaajien viihdyttämiseksi ja laajasti kaupallisissa tarkoituksissa. 
Ne voi olla sekä erilaiset monipelaajapelit, simulaatiopelit että ohjelmat, joiden 
tarkoituksena on houkutella mahdollisia ostajia. Yhdysvalloissa pelit pidetään taiteena ja 
pelit jopa kilpailevat elokuvien kanssa. Tietokonepelejä käytetään usein, että saattaisin 
kokemusta ja harjoitusta erilaisten ammattien aloilla. 
 (Computer Hope, 2017a; Alastair H., 2006; Computer Hope, 2017b; Kent, 2001) 
 
Tietokonepelien kehitys 
Tietokonepelit näkivät päivänvalon jo aikoja sitten ja kehittyvät nykyäänkin. Pelien historia 
sai alkunsa 1950-luvulla. 
Silloin upea trio otti ensimmäiset askeleet. Ralph Baer, insinööri, vuonna 1951 ehdotti 
ajatusta vuorovaikutteisesta televisiosta (William, 2013; Wolf, 2012;), Douglas A. loi 
vuonna 1952 ristinolla-pelin tietokonemallin  "OXO". Lisäksi William Higinbotham 
suunnitteli vuonna 1958 "Tennis" - tietokonepelin, jota voi pelata kolmisin. (William, 2014) 
Vuonna 1962  Digital Equipment Corporation - yhtiö suunnitteli  Space War – kultti-
pelin.(Wolf, 2012; Graetz, 1981)  
 
18 Kuva 1. Spacewar! It Came From MIT Lähde: (Graetz, 1981) ( Kiitokset: Steve Russell) 
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Vuonna 1970 
Vuonna 1970 Douglas Engelbart loi tietokonehiiren ja sai patentin. Tällä hetkellä jokainen 
pelaaja käyttää tietokonehiirtä. (Jr Thomas T Goldsmith, Mann Estle Ray, 25 jan1947; 
Machine to play game of nim; Engelbart,1970;) 
Vuonna 1975 William Crouter loi seikkailupelin nimeltään Colossal Cave Adventure, joka 
sai aika paljon huomiota yleisön keskuudessa. (Wolf, 2012) 
Kaksi vuotta sen jälkeen pelin suunnitelu oli aika kehittynyt ja nyt pelit vaikuttavat paljon 
PC - kehitykseen. (Wolf, 2012) 
Kuva 2. Pac-Man Lähde: (The Dot Eater, 2017) (Kiitokset: Toru Iwatani ja 
Namco/Midway.) 
 
Vuonna 1980 
PC - tietokoneet halpenivat paljon ja niitä aletiin myydä yhä enemmän. Samalla 
ilmestyivät yhtiöt, jotka erikoistuivat nimenomaan tietokonepeleihin. Namco - yhtiö on 
julkaissut monille tutun ja suositun “Pac-Man” - tietokonepelin, jossa ohjattiin keltaista 
olemusta sokkelorakennuksessa poimimalla samalla vihanneksia ja hedelmiä (Kent, 2001; 
Laird, 2005). 
Vuonna 1987 syntyivät näytönohjaimet VGA ja SVGA, joiden avulla käytettävissä oli 256 
eri väriä (Wolf, 2012). 
 
Vuonna 1990 
Näinä aikoina tietokonepelien markkinointi kehittyi aika paljon. Vuonna 1993 suosittu yhtiö 
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nimeltään Id Software julkaisi kulttipelin – Doom/Wolfenstein ja siitä sai alkunsa uusi  
genre ammuntapeli (Computer Hope, 2017; Kent, 2001). 
Vuonna 1994 syntyi ensimmäinen peli, jota pelattiin verkostossa -  Rise of the Triad. Vuosi 
sitten päivänvalonsa näki ensimmäinen 3D - ammuntapeli nimeltään The Terminator: 
Future Shock. 3D - effektia käytiin silloin osittain maailman laajuutta ja vihollisia kuvatessa 
(Wolf, 2012). 
Kuva 3. Duke Nukem 3D  Lähde: (Agent Palmer, 2014) (Kiitokset: 3D Realms) 
 
1996 vuodesta lähtien alkoi todellisten 3D - pelien aikakausi. Voodoo 1 -  3D näytönohjain 
on ilmestynyt vuonna 1996. Samalla ilmestyivät Duke Nukem 3D ja Quake –maailman 
ensimmäiset täysin 3D-effektilla täytetyt pelit. Super Mario, Command & Conquer: Red 
Alert, Tomb Raider, Resident Evil, Diablo saivat alkunsa myöskin tänä vuonna. (Computer 
Hope, 2017; Science Media Museum, 2011) 
Vuonna 1998 ilmestyivät StarCraft jf Half-life - kulttipelit. Nykyäänkin monet pelaavat näitä 
pelejä, kun taitavasti suunniteltu pelien mekaniikka saa yleisöä kiinnostumaan niihin. 
(Computer Hope, 2017; Science Media Museum, 2011) 
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Kuva 4. Command & Conquer: Red Alert Lähde: (Command and Conquer Wiki) (Kiitokset: 
Westwood Studios / EA ) 
  
Nykyaika 
Nykymaailmassa tietokonepelien markkina on kehittynyt kovalla vauhdilla. Vuosittain 
ilmestyy tuhansia pelejä, joiden kopiot levitetään ympäri maailmaa ja joista saadaan 
miljardia dollaria. (@deantak, 2016) 
Tietokoneiden kehitys on tiiviissä suhteessa pelien kanssa, kun nimenomaan 
tietokonepelejä varten suunnitellaan tehokkaat näytönohjaimet ja suorittimet ja 
suurennetaan keskusmuistin kokoa. (georgiawilliams5, 2015) 
 
Tietokonepelien luokittelu 
Tietokonepelit voidaan luokitella eri kriteerien mukaan: 
 Tyylilaji: esim. ajopelit, strategiapelit; 
 Toistotila: yhden tai monen käyttäjän; 
 Visuaalinen esitys: Peli voi olla kuvanpohjainen tai tekstipohjainen. Peli voi olla 
myös kaksiulotteinen (2D), kolmiulotteinen (3D) tai VR- Virtual Reality. On 
olemmassa myös pelejä, joissa ääni on tärkeä. 
 Alustakohtaisia: Mille alustoille ajaa pelejä, vain pelit ovat alustasta riippumaton. 
(Apperley, 2006; Hanna, 2017) 
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Luokittelu tyylilajin: 
 Seikkailupeli tai Quest (Adventure) - peli, jossa kaikki teot suoritetaan peräkkäis 
järjestyksessä ja näissä peleissä käytettään laajasti erilaiset arvoitukset. 
 Action (Toiminta) - peli, joka vaatii pelaajalta olla aina jatkuvassa taistelussa, se 
peli on täynnä taisteluja ja ammuntaa. 
 Roolipeli (RPG – Eng.  Role Playing Game) - pelin ominaisuutena on se, että pelin 
henkilöt saavat pelin aikana erilaiset taidot ja kyvyt, jotka sitten voi kehittää 
tekemällä erilaisia tekoja. Tähän genreen kuuluvat monipelaaja 
roolipeli(MMORPG)t, jotka erottuvat yksipelaaja peleistä sitä myöten, että niissä ei 
ole lopputarkoitustaan. 
 Strategia peli (strategia) - pelissä ohjataan erilaisia yleismaailmallisia prosessia: 
talouden kehitystä, armeijan luomista, puistojen rakentamista jne. Tässä genressa 
käytetään tavallisesti kaksi järjestystä: reaaliaika ja peräkkäistä järjestystä. 
 Simulointipeli (Simulator) - peli, jonka tarkoituksena on jäljitellä todellisia tekoja 
realielämästä, esimerkiksi auton tai panssarivaunun ohjausta. 
(Apperley, 2006; Hanna, 2017) 
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Pelin tekninen termistö 
Suomen kielen terminologia lainattiin Englannin kielestä. On hyvin vaikea löytää vertaisia 
sanoja Englannin kielestä, mutta joskus on silti mahdollista käyttää nimiä suomeksi. 
 Tekstuuri – (rakenne). On olemassa 2D-kuvaa, jota voi käyttää 3D-kuvien 
puitteissa, tai ruudulla ilmestyvissä kuvissa. 
 2D-peli (kaksiulotteinen peli) - peli, jossa käytetään vain kaksiulotteisuus (2D-tila). 
 3D-peli (kolmiulotteinen peli) - jossa käytetään 3D- mallit ja 3D- pelimaailmaa. 
 Tile – (laatta) - pieni kuva, jota käytetään peleissä tasojen rakentamiseksi. On 
olemassa AutoTile - saumattomien karttojen rakentamiskeino. 
 Polygone (monikulmio) - monikulmio, jota käytetään 3D-olioiden luomiseksi. 
Pääsääntöisesti tietokonegrafiikka käyttää kolmioita. 
 Pixel (pikseli) - eli kuva-alkio on bittikarttagrafiikassa kuvan pienin yksittäinen osa. 
Kuvatiedostossa oleva alkio eli kuvapikseli koostuu yhdestä tai useammasta 
lukuarvosta, jotka vastaavat eri värikomponenttien kirkkautta. Pixel – on lyhennys 
ja tarkoittaa Picture Element (Graf, 1999, s. 569). 
 Texture Filtering (tekstuuri suodatus) - on 3D-grafiikassa käytetty tekniikka, jolla 
voidaan parantaa tekstuurien laatua pinnoilla, jotka ovat kaltevassa kulmassa ja 
kaukana kamerasta. 
 Camera (kamera) - projektio, joka on suunnattu pelimaailmaan, sillä on omat 
leveytensä, korkeutensa, kiertokulmansa ja koordinaatit 2D tai 3D - tilassa. 
 Light Model (Valaistuksen malli) - kohteiden valaistuskeinot. 
(Pulsipher, 2010; jmonkeyengine, 2017; Graf, 1999, s. 569) 
 
 
Peliolioiden yhteistoiminta 
«Puhu, jotta minä näkisin sinut». 
Sokrates 
 
Jos et kiinnitä huomiota pelien erityispiirteisiin voidaan pitää, että pelimaailmaan koostuu 
peliolioista ja niiden yhteistoiminnan säännöistä. Pelaaja on yksi näistä olioista. Olion 
käyttäytymistapaa ja tekoja määrää itse pelaaja. Kohdeolio saa nimensä pelin hahmolta. 
Samoin kuin tosimaailman oliot ovat yhteistoiminnassa toistensa kanssa ovat myös pelin 
virtuaalioliot yhteistoiminnassa toistensa kanssa.  
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Peliprosessi 
Dreamfall - pelissä meidän tulee arvata arvoituksia ja taistellakin. Samalla meidän pitää 
liikkua sillä tavalla, etteivät viholliset näkisi meitä. Monissa tilanteissa pelaaja voi ratkaista 
yhtä ja samaa tehtävää eri tavalla - toimia salaisesti, käyttää voimaa tai saada vihollisia 
uskomaan. Kokonaisuudessa prosessin järjestys on peräkkäinen. Peli on 3D-tilassa, 
kaikki hahmot ohjataan näppäimistön(liikkeet) tai tietokonehiiren (kameran kääntö, teot) 
avulla. Pelaaja ohjaa samalla monta hahmoa, juonen riippuen se voi ohjata yhtä kolmesta 
keskushahmosta - Zoe Castillo, April Rayn tai Kian Alvane (TLJwiki, 2017). 
Dreamfall - seikkailupelin erikoisuutena on se, että peliprosessi on suunnattu hahmojen 
yhteistoiminnan ohjaukseen ja niiden seikkailuihin pelimaailmassa, eikä vaan arvoitusten 
arvaamiseen, mikä on seikkailupelille ominaista (TLJwiki, 2017). 
Pelissä käytetään laajasti Ray casting (säteiden heittäminen) keinoa: jostain pisteestä 
heitetään säde, johon pelimaisema mahdollisesti vastaa.Geometristen algoritmien avulla 
säde voi tiedottaa meitä osumasta jonkun kohteen kanssa. Kohteella pitää olla muotonsa. 
Kameran avulla me voimme muuttaa säteen suuntaa. (Chaudhuri, 2002) 
Kuva 5. Dreamfall: The Longest Journey – RayCasting käyttämisen, olioden 
etsintämiseen. (Kiitokset: Funcom) 
DreamFall- pelissä heitetään näkymätön säde, joka auttaa löytämään esineitä jolloin esine 
on löydetty, aktiivinen tila näkyy vihreällä värillä ja ruudun oikeassa alakulmassa näkyy 
silmä. Ja nyt, jolloin kaikki on valmiina, me voimme esimerkiksi lukea kirjan. 
Tietokonehiiren vasenta näppäintä painamalla me kuulemme äänen ja saamme pienen 
viestin. 
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Yhteistoiminnan tulokset: 
 Tietokonehiiren vasen näppäin on yhteistoiminnan ehto; 
 Ääniviesti ja teksti - yhteistoiminnan tulokset; 
 
Tämän esimerkin avulla me voimme katsella yhteistoiminnan kaaviota: 
Jos löytyy esine 
voi 
vuorovaikutta 
yhdessä
Keskittyä etsineehen(saada 
nykyinen)
Kyllä
Jos on 
painettu 
hiirellä
Kyllä
Lähettää viesti esineille 
yhteisestä 
vuorovaikutuksesta
Saada tulos 
vuorovaikutuksesta
 
Kuva 6. Yleisen tason aktiviteettikaavio esineiden vuorovaikutuksesta 
 
Olioiden etsintä säteen avulla ei aina riitä yhteistoiminnassa; silloin tähän osallistuvat 
geometriset kuviot, jotka ovat liipaisimen (trigger) roolissa. (Jorge Rodriguez, 2013) 
Yhteistoiminta näkymättömän olioiden kanssa: 
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Kuva 7. Dreamfall The Longest Journey - Trigger käyttämisen (Kiitokset: Funcom) 
 
Yhteistoiminnan keino on törmäys kiikun tilassa (harma suorakulmio on trigger, hahmo on 
myöskin kuvattu geometrisessa kuviossa). 
 Liipaisuehto - Automaattinen käynnistys (lisäehtoja ei tarvitse) 
 Tulos – pelikohtaus (Pelivideo) 
Kuva 8. Dreamfall The Longest Journey- Trigger tulos - Pelivideo aloita (Kiitokset: Fun-
com) 
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Lopputulos 
Pelitilan virtuaaliolioiden yhteistoiminnasta voi tässä vaiheessa tehdä yhteenvetoa. 
Yhteistoiminnan kohteilla on yleisiä piirteitä: 
 Yhteistoiminnan keino (automaattinen, etsinnän keinon käyttäminen tai 
RayCasting); 
 Kohteen olotila (sitä edellyttää sen hetken käyttäytymistapa); 
 Kommunikointi (viestien saanti ja lähettäminen kohtien välillä); 
 Yhteistoiminnan ehdot (erikoiset ehdot kohteen yhteistoiminnassa, esim. tietokone 
hiiren, näppäin, arvot tiettyjen muuttujien, jne.); 
 Tapahtuma (tai toiminnon välillä tapahtuu vuorovaikutusta menetelmä ja 
testiolosuhteissa) voivat käyttää erilaisia tapahtumia riippuen viestin tyypistä ja 
tilaan vaikuttavat kohteen. 
(Larman, 2004; jamie, 2015;) 
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Käsite 
Johdanto 
Käsite – ilmentää tietyllä tavalla tulkintaa esineistä, ilmiöistä ja asioista. Tulkinta saattaa 
kattaa prosessin, johtavan ajatuksen tai rakentavan periaatteen, joka voi olla peräisin 
teoreettisesta tiedosta. 
Joten ennen kuin aloitat kehittää mallia vuorovaikutuksesta, on ensin selvitettävä, miten ja 
millä ne ovat vuorovaikutuksessa. Siinä tarkoituksessa piirrämme selvityskaavioita ja 
lopun lopuksi toteutetaan tulevan vuorovaikutuksen mallin arkkitehtuuri kaavio (Nystrom, 
2014). 
 
Perusajatus 
Pelihahmot voivat lähettää toisilleen viestejään ja sillä tavalla olla aina yhteydessä. 
Viesti on virtuaalimaailman numerotieto, jota voi saada, välittää ja käsitellä. Kuvassa 9 on 
esimerkki viestien vaihdosta: 
Viestin toiminnollisuus
Vuorovaikutus Viesti
Vuorovaikutus Viesti
Vuorovaikutus Viesti
Vuorovaikutus Viesti
Vuorovaikutus Viesti
Vuorovaikutus Viesti
Objekteja toimittavat 
viestejä 
vuorovaikutusten
 
Kuva 9. Yleinen viestintä toiminnallisuuden käsite (Zhu s.97 Game World Graph 
Formalism, 2014) 
 
Kaaviosta näkyy (kuva 9) että viestit voivat olla globaalisia eli ne välitetään 
yhteistoiminnan jokaiselle kohteelle, tai paikallisia - ne välitetään vain kuulijoille. 
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Kohteet voivat ilmoittaa kuulijoille erilaisista muutoksista ja saada viestejä toisilta kohteilta. 
(Larman, 2004) 
Yhteistoiminnan perusalgoritmi voisi olla kuvassa 10 esitetyn kaltainen. 
Yhteistoiminnan algoritmi: 
Interaktiivinen objekti
Vuorovaikutus ehtoja
Olosuhteita laukaisevan 
tapahtuman
Tapahtuma
Vaiheiden ehtoja 
käynnistystapahtumia 
tuleva objekteihin
 
Kuva 10. Yleiskuva vuorovaikutuksesta virtuaalisen olion kanssa. Vapaamuotoinen 
kaavio. 
Jokainen kohde voi suorittaa erilaisia tekojaan. Yhteistoiminnan ehto on tärkein ehto 
yhteistoiminnan toteuttamisessa. 
Kun kaikki yhteistoiminnan ehdot on huomioitu, tarkistetaan tapahtuman käynnistysehtoa 
ja sen jälkeen tapahtuu itse tapahtuma. 
Ehdot ja tapahtumat riippuvat kohteen tilasta. Tilat sisältävät ehdot ja tapahtumat.  
(Larman, 2004; Ashrafi and Ashrafi, 2008; Object Management Group, 2003;) 
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Esimerkki ovesta kuvassa 11: 
Olotila
Uusi Olotila
(jännitystä ilmassa)
Olotila 1
(Kirkas/puhdas)
Olotila 2
(Pilven)
Tuleva Olotila
(Ukonilma)
Uusi Olotila
Objekteilla on useita 
olotiloja ja se riippuu 
tiettyyn tarkoituksen
Esim. Taivas kunto
 
Kuva 11. Olioiden olomuotodiagrammi (Mukailtu UML Statechart Diagram eli tilakaavio) 
(Ashrafi and Ashrafi, 2008) 
Esimerkkeinä pelaamista ovea kuvassa 12: 
Olotila (esimerkki)
Ovi on suljettu
Ovi on auki
Vielä jotain
Objekteilla on useita 
olotiloja ja se riippuu 
tiettyyn tarkoituksen
Tapahtuma: Oven avaus 
(Olotilan vaihto)
Yhteistyön ehtoja: 
Oleva riittävästi lähellä
Käynnistäminen ehtoja:
Avain ja E näppäin
Tapahtuma: Oven suljettaminen 
(olotilan vaihto)
Vuorovaikutuksen ehtoja: Oleva 
riittävästi lähellä
Käynnistämisen ehtoja:
Avain ja E näppäin
 
Kuva 12. Esineen olomuotodiagrammi, peli-oven esimerkkeinä. (UML Statechart Diagram 
eli tilakaavio) (Ashrafi and Ashrafi, 2008) 
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Tämän näkemyksen avulla voi rakentaa joustavan ja laajan yhteistoiminnan mallin 
virtuaalitilassa. Viestien vaihto tekee olioiden vuorovaikutuksen selkeäksi ja näkyväksi 
samoin kuin tilakaaviot tekevät viestinvälityksen vaikutukset eli olioiden tilat selkeästi 
näkyviksi. (jamie, 2015; Bevilacqua, 2015; Nystrom, 2014) 
Ongelman ilmaisu 
Tutkimusongelmana on siis virtuaalitilassa työskentelevien olioiden yhteistoiminnan 
suunnittelu. Päätavoitteena voi pitää joustavaa ja laajaa järjestelmää.  
Esimerkkinä kuvassa 13:
Arkkitehtuuri
InteractiveObject
Dispatcher EventListener
Player
Item
Door
hierarkia voidaan laajentaa
 
Kuva 13. Yleisen järjestelmän arkkitehtuurin vuorovaikutusesimerkki. Vapaamuotoinen 
kaavio. 
Kuva 13 kuvaa pääkohdetta hierarkiassa InteractiveObject. 
Tämän hierarkian pääkohteen tehtävät ovat: 
 Yhteistoiminta, käynnistys ja itse tapahtuma; 
 Tilojen lisääminen ja poistaminen; 
 Seurata tai lakata seuraamasta viestejä; 
 Lisätä viestien kuuntelijoita; 
 Lähettää ja käsitellä viestejä; 
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Arkkitehtuurin perusteella pitäisi rajata ja saada toteutetuiksi korkeimman tason oliot, 
joiden avulla voi rakentaa mutkikkaammat oliot Player: 
 Yhteistoiminnan ehto: säteiden heittäminen (Raycast); 
 Käynnistys: Enter-näppäin. 
 
Ohjatut oliot muuttavat tietojansa viestien seurauksena. Tietojen muuttamisen voi estää 
sopivalla viestillä. 
 
Ohjaavat oliot muuttavat ohjattujen olioiden tietoja viestien avulla ja symbolisoivat 
ohjattujen olioiden tiloja käyttäjälle.  
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Arkkitehtuurin suunnittelu 
Johdanto 
Tässä osiossa kehitin mallien välistä vuorovaikutusta. Kuvasin keinoja kommunikoida 
asynkronisen viestinsiirron avulla. Silloin oliot ovat riippumattomia muista 
vuorovaikutuskohteista. Jokainen uusi kuuntelijaolio voi olla "lennossa" kytkettynä tai 
irrotettuna viestinlähteestä. Mallissa on myös erittäin joustava tiedonsiirtoyhteys, jonka 
avulla kohdeoliot voivat määrittää käyttöliittymän itse. (Zhu, 2014; Andika, 2015) 
Keinot 
Unity 3D 
Unity 3D on alustariippumaton keino, joka käytetään 2D tai 3D pelien suunniteltavaksi 
Windows ja OS X - käyttöjärjestelmissä. Pelit, jotka ovat suunniteltu Unity - avulla voi 
käyttää Windows, OS X, Android, Apple iOS, Linux - käyttöjärjestelmissä, ja samalla   Wii, 
PlayStation 3 ja XBox 360 - pelikonsoleilla. Samalla voi suunnitella selaimessa toimivia 
pelejä, sitä varten kannattaa asettaa Unity Web Player. Unity3D - n avulla suunniteltu pelit 
käytetään DirectX ja OpenGL-ssa. (Unity - Products, 2017) 
Ominaisuudet: 
 muutama ohjelmointikieli: C#, JavaScript ja Boo; 
 nopea käynnistys; 
 Drag-and-Drop -n käyttäminen; 
 tuonnin suuret mahdollisuudet; 
 on saatavissa interface 
 alusriippumattomuus; 
 joustavuus, tehokkuus ja laajuus; 
 on olemassa ilmainen versio rajoituksineen; 
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Visual Studio 
Visual Studioon kuuluu lähdekoodin editori IntelliSense-tuella ja refaktorointi. 
Sisäänrakennettu virheenkorjausjärjestelmä voi toimia sekä lähdekoodin tasolla että 
koneen tasolla. Muut sisäänrakennetut keinot sisältävät HTML-editori, tietokannan 
kaavion muotoilu.  
Visual Studio antaa mahdollisuuksia käyttää erilaisia liitännäisiä ja sisältää lähdekoodin 
ohjausjärjestelmät (esim. Subversion и Visual SourceSafe). Visual Studiossa käytetään 
uusia keinoja koodin visuaalisen suunnittelun toteutetuksi ohjelmointikielten 
perusteella(esim. Team Explorer:n asiakas voi toimia Team Foundation Server:issä).  
Tässä työssä Visual Studio toimii MonoDevelopin parhaana vaihtoehtona, jota käyttää 
Unity3D. 
 
 
Kuva 14 Visual Studio graafinen käyttöliittymä 
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Ohjelmointikieli C# 
C# (englanninkielinen lausunta: C sharp) — olio-ohjelmointikieli. Vuosina 1998-2001 se oli 
suunniteltu Anders Heilsbergin johdolla Microsoft - yhtiössä Microsoftin liitännäisten 
ohjelmointikielenä. Microsoft on pyrkinyt saamaan C#:lle virallisen standardisoinnin. NET 
Framework sittenkin oli standartisoitu ECMA-334:na ja ISO/IEC 23270:na. 
C# kuuluu C-kaltaisten kielten ryhmään, joista C# kielen syntaksi on läheisin 
rakenteeltaan C++ ja Java – kielille. Tämä ohjelmointikieli sisältää polymorfismin, 
operaattorien uudelleenlataus, tapahtumat, ominaisuudet, delegaatit ja attribuutit, 
yhdistetyt keinot ja metodit, iteraattorit, LINQ, poikkeukset, XML-muotoiset kommentit. 
 C# -kieli on ottanut paljon C++, Java, Delphi, Moduli – ja Smalltalk –ohjelmointikielistä, 
jotka ovat aika ongelmallisia ja mutkikkaita monien ohjelmistojen suunnittelussa; esim. C# 
ei sisällä luokkien perintää, mutta sisältää interface-ien perintää, kun taas C++sisältää 
luokkien periytymisen.Valitsin C# - kielen pääkieleksi, koska sillä on kaikki tarvittavat 
ominaisuudet toteutetuksi, se sisältää delegaattien, tapahtumien ja yleistysten 
sisäänrakennetun tuen, mikä helpottaa sen toteuttamisen.(Webster, 2016; Wagner, 2017) 
 
 
Perusmalli 
“Pyrkikää kohteiden heikkoon yhteistoimintaan” 
Head First Java Patterns 
 
Peleissä on tavallisesti paljon erilaisia yhteistoiminnassa olevia kohteita. Mitä vähemmän 
ne tietävät toisistaan, sen joustavampi järjestelmä on. Toisen kohteen ei tule tietää toisen 
sisällöstä (Porter, 2013; Dias da Costa, 2015). 
Kommunikointi 
Kohteiden yhteistoiminnan toteutetuksi käytetään "Tarkkailja" - suunnittelumallia. 
"Tarkkailija" (Observer) - on käyttäytymisen suunnittelumalli. Samalla tästä mallista 
käytetään "Riippuvaiset" (Dependents) ja "Toimittaja - Tilaaja" (Publisher-Subscriber) - 
nimiä. Sillä tavalla kohteiden välillä syntyy riippuvaisuus. Jos toisen kohteen tila muuttuu, 
sitten kaikille siitä kohteesta riippuvaisille kohteille ilmoitetaan tästä. (Suzdalnitski, 2015) 
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Kuinka sitten luodaan toteutusriippumaton rajapinta? 
public interface Observer { 
void AddListener(string eventType, Callback handler); 
void AddListener<T>(string eventType, Callback<T> handler); 
void AddListener<T, U>(string eventType, Callback<T, U> handler); 
void AddListener<T, U, V>(string eventType, Callback<T, U, V> handler); 
 
void RemoveListener(string eventType, Callback handler); 
void RemoveListener<T>(string eventType, Callback<T> handler); 
void RemoveListener<T,U>(string eventType, Callback<T,U> handler); 
void RemoveListener<T,U,V>(string eventType, Callback<T,U,V> handler); 
 
void Fire(string eventType); 
void Fire<T>(string eventType, T arg1); 
void Fire<T, U>(string eventType, T arg1, U arg2); 
void Fire<T, U, V>(string eventType, T arg1, U arg2, V arg3); 
} 
”Tarkkailija”(Observer) on aika joustava interface-liitäntä; ensiksi välitetään tapahtuman 
tyyppi, sitten Callback. 
    public delegate void Callback(); 
    public delegate void Callback<T>(T arg1); 
    public delegate void Callback<T, U>(T arg1, U arg2); 
    public delegate void Callback<T, U, V>(T arg1, U arg2, V arg3); 
Yhteistoiminnan periaatteet: 
 Pitkäaikainen yhteistoiminta (viestien vaihto kohteen kanssa); 
 Nopea yhteistoiminta;  
Vuorovaikutteisuuden kohteen interface: 
interface INteractive { 
     void Connect(IDispatcher from); 
     void Disconnect(IDispatcher from); 
     void Send(string eventType); 
     void Send<T>(string eventType, T arg); 
     void Send<T, U>(string eventType, T arg1, U arg2); 
     void Send<T, U, V>(string eventType, T arg1, U arg2, V arg3); 
 } 
 Connect – viestien saaminen 
 Disconnect – kommunikoinnin keskeyttäminen 
 Send – nopea viestien lähettäminen 
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"Tarkkailija"(Observer) - toiminnan toteutetuksi otetaan käytöksi erikoisesti valmistettua 
Messageria. Esimerkiksi kuten kuvassa 15: 
 
 
Kuva 15. Abstracti malli toteutusrippumattomasta rajapinnasta Kaaviotekniikka: (Ashrafi 
and Ashrafi, 2008)  
 
Tilat 
Yhteistoiminnassa olevat kohteet vaihtavat tilojansa. Tässä tilanteessa käytetään 
äärellistä automaattia. Äärellinen automaatti on malli äärellistilaiselle tietokoneelle, joka 
saa syötteen merkki kerrallaan. Automaatin lopputulos riippuu sen tilasta. (Finite State 
Machine - Unify Community Wiki, 2012) 
Vaatimukset: 
 Tilojen lisääminen ja poistaminen; 
 Tilojen vaihto; 
 Tilojen päivitys; 
  Ulottavuus; 
Äärellisen automaatin vaatimukset: 
 Ulottuvuus; 
 Tilalähdön ja tilatulon käyttäminen; 
 Tilojen velvollisuuksien suorittaminen; 
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Lisätään mahdollisuus vuorovaikutustilalle. Kuva 16.  
 
Kuva 16. Abstrakti malli vuorovaikutustilan toteuttamista Kaaviotekniikka: (Ashrafi and 
Ashrafi, 2008) 
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Nyt kaikki vaatimukset otetaan huomioon, katsotaan kokonaiskuva. Kuva 17. 
 
Kuva 17. Lopullinen kaavio vuorovaikutteisesta oliosta. Kaaviotekniikka: (Ashrafi and 
Ashrafi, 2008) 
 
Tällä mallilla on mahdollisuuksia vaihtaa tietoja muiden kohteiden kanssa, jotka ovat 
suunniteltu tämän mallin perusteella.  
Tilojen vaihto äärellisten automaattien perusteella. 
InteractiveObject sisältää kaikki vaatimukset. Seuraavassa osassa katsotaan 
erikoistapauksia. 
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Yksityistapauksia täytäntöönpanoon olioiden vuorovaikutuksissa 
Otetaan esimerkiksi pelin kohde "Ovi"(Door). 
Ovi– on yhteistoiminnan esine, mikä tarkoittaa sitä, että me pystymme välittämään tietoa 
sille, jotta se avautuisi. Siitä johtuu se, että ovella on omat tilansa. (Eduardo Dias da 
Costa, 2015) 
Oven tilat: 
 Avattu; 
 Suljettu; 
 On avaamassa/sulkemassa; 
 
Tilat "Avaamassa/sulkemassa" ovat samanlaisia, kun tämä tila on siirtymätila. Oven väri ei 
ole oven tila, samalla jos ovi on rikottu tai lukittu, ei se tarkoita sen tiloja. Nämä ovat oven 
parametrit. 
Katsotaan oven tilojen kaavio: 
Avattu Suljettu
Avaamassa/
Sulkemassa1. 2.
3.4.
 
 Kuva 18. Oven tila kaavio 
 "Avattu" -tilasta siirto tilaan "on avaamassa" 
 "On sulkemassa" - tilasta siirto tilaan "Suljettu" 
 "Suljettu" - tilasta siirto tilaan "on avaamassa" 
 "On avaamassa" - tilasta siirto tilaan "Avattu" 
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Millä tavalla ovi avautuu tai sulkeutuu? 
Tässä tilanteessa meidän kannattaa käyttää kohteiden yhteistoiminnan mekanismia, 
esimerkiksi ovikelloa, jotta ovi alkaisi avautua tai sulkeutua. 
Ollakseen yhteydessä kohteen yhteydessä henkilön päälle käytettävä Connect -metodi, ja 
samalla meidän tulee saada erikoissovellukset. 
Esimerkiksi: 
protected override void Connect(Observer from) { 
  from.AddListener<MainObject, string>(“Action”, OnAction);        } 
protected override void Disconnect(Observer from) { 
  from.RemoveListener<MainObject, string>(“Action”, OnAction);            
} 
protected virtual void OnAction(MainObject from, string type) { 
        } 
 
Connect(Observer from) -metodissa käytetään viestien lähdettä:  AddListener<MainOb-
ject, string>(“Action”, OnAction). 
Harkitan yksityiskohtia: 
Connect - metodissa käytetään viestien lähdettä:  AddListener<MainObject, 
string>(“Action”, OnAction). 
Kun puhe on jostain tilanteesta “Action”, sitten saamme viestin  OnAction(MainObject 
from, string type),  MainObject from – Keneltä, string type – toiminnan tyyppi. 
Disconnect(Observer from) - metodi keskeyttää tätä yhteyttä. 
Se edes auttaa meitä reagoimisessa eri tyyppisiin toiminnoihin. 
 
Sillä tavalla me reagoimme “Action” - tyyppiselle tilanteelle ja saamme tietoa MainObject 
from – Keneltä, string type – toiminnan tyyppi. 
Oletetaan että meillä on yhteistoiminnan kohde Player, joka voi välittää tietoa toisille 
kohteille. Me haluamme Ovi - kohteen saavan Player - kohteelta tietoa; sitä varten meidän 
kannattaa liittää Ovi - kohteeseen Connect(Observer from) – metodin avulla: 
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Door.Connect(Player) 
Välittääkseen tietoa Ovelle meidän kannattaa käyttää Fire-metodi Playerin puolella. 
Fire(“Action”, Player, “Action”) 
 
 
Kuva 19. Oven viestivaihdon kaavio. Kaaviotekniikka: (Ashrafi and Ashrafi, 2008) 
Tämän tekstin määritellyn mukaan, voimme mallintaa oven, joka vastaa seuraavat 
vaatimukset: 
 TIlat (ovella on monta tilaa, ja siirrot niiden välillä); 
 Reaktio ulkopuolisiin vaikutuksiin (Connect - metodi avulla voi saada viestejä 
ulkopuolelta OnConnect-menetlmän ja reagoida); 
 Heikko yhteys (Kohteen on samantekevää, mistä viestit tulevat). 
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Lopullinen oviolion luokkakaavio on kuvassa 20. 
 
Kuva 20. Vuorovaikutteisen oviolion lopullinen luokkakaavio. Kaaviotekniikka: (Ashrafi and 
Ashrafi, 2008) 
Door Kaavio selitys: 
Ovi - kohteeseen liittyvät ulkopuoliset viestinnän lähteet, mutta oven tilojen pitää itse 
reagoida erilaisiin vaikutuksiin OnAction-metodin avulla. 
Osa, Door-metodi koodistä: 
OnAction(Observer from, string type) { 
      var state = _fsm.CurrentState() as Actionable; // Saadan nykytila 
if (state != null) { 
      state.OnAction(from, type); // Delegoidan kutsu nykytilan 
            } 
        } 
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AbstractDoorState – oven tilojen abstraktinen tyyppi. 
OpenDoorState, CloseDoorState, OpeningDoorState – oven tilojen tyypit; jokaisessa niistä 
voi määritellä siirrot toisiin tiloihin. Jokainen tila voi reagoida ulkopuolisiin vaikutuksiin, esim. 
"Suljettu"-tilasta siirto "Avaamassa" - tilaan. Kuva 21. 
OnAction(Observer from, string type) { 
  if (type == “Action”) { // Jos toiminta tyyppi "Action" 
       Entity.ChangeState(Door.States.Opening); // Saadaan yhteyden omistajan ja muutettaan 
sen tila ”Openin”(Avautuu) 
            } 
        } 
 
Kuva 21. Ovi on suljettu ja valmis vuorovaikutusta varteen 
  
 29 
 
Lähetetään ovelle viesti yhteistoiminnasta. Kuva 22. 
Fire(“Action”, Player, “Action”) 
 
Kuva 22. Ovi reagoi ja alkaa avautumaan 
Mutta millä tavalla me saamme yhteyttä oveen? 
Tässä tilanteessa meitä auttaa erikoinen keino - Ray Casting, sanomme sitä Laseriksi. 
Tämä on riippumaton keino, joka etsii yhteistoiminnan kohteita ja ilmoittaa uuden kohteen 
löydetyn kuuntelijoille. 
Että Player kohde voi käyttää tätä komponenttia, luoda tarpeeksi hyvä yhteys häneen 
(puitteissa Player): 
Laser.AddListener<INteractive>(“newItem”, OnNewItem) // Nyt joka kerta kohde Laser löytää uusi 
esine vuorovaikutuksen, se antaa uuttaa tietoa OnNewitem-metodi 
private void OnNewItem(INteractive item) // Saadan uutta tietoa inter. oliosta  
        { 
            if (_currentItem != null) // Jos nykyinen olemassa 
                _currentItem.Disconnect(this); // Katkaistaan siteet 
 
            if (_currentItem != item) { // Jos, uusi tai tyhjä 
                _currentItem = item; 
                if (_currentItem != null) { // Jos ei ole tyhjä 
                    _currentItem.Connect(this); // Asetamme viestintä 
                } 
        } 
Nyt Player - kohde voi käyttää Ray Casting.  
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Tämä algoritmi liittyy Laseriin. Kuva 23. 
 
Kuva 23. Laserolion luokkakaavio. Kaaviotekniikka: (Ashrafi and Ashrafi, 2008) 
Laser-kohde toteuttaa "Strategia" - kaaviota, joka antaa mahdollisuuksia muuttaa heti 
haun käyttöä: 
RayCaster = new CenterRayCaster(); // Nyt haun strategiaa suorittaa CenterRayCaster-
kohde. 
CenterRayCaster toteuttaa  IRayCasterin interface-liitäntää, ja sitä voi käyttää strategian 
kohteena: 
class CenterRayCaster : IRayCaster 
      // tämä strategia on hyvin yksinkertainen 
      // Hankimme näyttöön keskipiste 
      _horizontalWidth = Screen.width / 2; 
      _verticalWidth = Screen.height / 2; 
 
      _castVector = new Vector3(_horizontalWidth, _verticalWidth); 
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 // Saamme säde ”näkö” suuhdellisen, pikemmin kameran suunta 
      _ray = Camera.main.ScreenPointToRay(_castVector); 
 
Sillä tavalla kameran kääntämällä me voimme löytää uusia esineita ja olla 
yhteistoiminnassa niiden kanssa. 
Playerin yhteistoiminta ulkopuolella olevien kohteiden kanssa: 
 Pitää saada uusi yhteistoiminnan kohde; 
 Jos on yhteyttä nykyisen kohteen kanssa, sitten pitää keskeyttää tätä; 
 Jos uusi kohde on löydetty, sitten pitää ottaa siihen yhteyttä; 
 Pitää lähettää viesti omille kuuntelijoille (näppäintä painamalla, tilojen tai tietojen 
muuttamalla). 
(jamie, 2015; ESC Tutorials, 2015; Paul Conway, 2014; Gayathri Anbazhagan, 2017; Ja-
son Walters, 2015.) 
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Loppusanat 
Minä analysoin tätä alaa ja sain tärkeitä tietoja yhteistoiminnan kohteista, joiden perusteella 
olen tehnyt yhteenvedot. 
Suunnittelun vaiheessa kaikki pikkuseikat selvenivät. Ihan alussa tavoitteena oli se, että 
mallin(kohteen) osat tietäisivät toisistaan ja vaikuttaisivat toisiinsa mahdollisimman vähän, 
mikä tekisi mallista joustavan ja laajan; ja samalla se antoi minulle mahdollisuutta lisätä 
uusia muutoksia työhöni.  
Tilojen muutokset määräävät kohteiden mutkikkaita tekojaan ja käyttäytymistapojaan. Tilat 
voidaan lisätä tai poistaa millä hetkellä tahansa. Tätä menetelmää voi käyttää, jos haluaa 
lisätä kohteeseen viisautta ja älykkyyttä, eli suunnitella tekoälyn. Lopussa otin katseltavaksi 
esimerkit, joissa käytin viestien vaihdon menetelmää, vuorovaikutuksen erilasia keinoja ja 
kohteiden tiloja. 
 
 
  
 33 
 
Liitteet 
 34 
 
Lähteet 
Agent Palmer (2014) ‘Duke Nukem 3D is a Pop Culture Icon that was, and still is, a great 
Video Game | Agent Palmer’, 4 April. URL: http://agentpalmer.com/5814/media/duke-
nukem-3d-is-a-pop-culture-icon-that-was-and-still-is-a-great-video-game/ (Luettu: 23 
Lokakuu 2017, agentpalmer on luultavasti Blog - käyttäjän nimi). 
Alastair H. Cummings (2006) The Evolution of Game Controllers and Control Schemes 
and their Effect on their games - Semantic Scholar. URL 
https://www.semanticscholar.org/paper/The-Evolution-of-Game-Controllers-and-Control-
Sche-Cummings/76f3d23b46896af6e602ad28436f9ec774a67d7e (Luettu: 23 Tammikuu 
2017). 
Andika, B. et al. (2015) ‘Interactive Rehabilitation Game Development Using Natural User 
Interface Devices’. URL: 
https://www.researchgate.net/publication/267799745_Interactive_Rehabilitation_Game_D
evelopment_Using_Natural_User_Interface_Devices (Luettu: 23 Helmikuu 2017). 
Apperley, T. H. (2006) ‘Genre and game studies: Toward a critical approach to video 
game genres’, Simulation & Gaming, 37(1), pp. 6–23. doi: 10.1177/1046878105282278. 
URL http://journals.sagepub.com/doi/10.1177/1046878105282278 (Luettu: 17 Helmikuu 
2017). 
Ashrafi, N. and Ashrafi, H. (2008) Object Oriented Systems Analysis and Design. 1st edn. 
Upper Saddle River, NJ, US: Pearson Education, Limited. URL: 
https://www.amazon.com/Object-Oriented-Systems-Analysis-Design/dp/0131824082 
(Luettu: 18 Elokuu 2016). 
Dias da Costa, E. Freelance Software Engineer @ Toptal (2015) Unity with MVC: How to 
Level Up Your Game Development, Toptal Engineering Blog. URL: 
https://www.toptal.com/unity-unity3d/unity-with-mvc-how-to-level-up-your-game-
development (Luettu: 5 Marraskuu 2017, ). 
Command & Conquer: Red Alert (2017) Command and Conquer Wiki. URL: 
http://cnc.wikia.com/wiki/Command_%26_Conquer:_Red_Alert (Luettu: 01 Marraskuu 
2017). 
Computer Hope (2017) Game history. URL: https://www.computerhope.com/his-
tory/game.htm (Luettu: 30 Lokakuu 2017). 
@deantak (2016) ‘Worldwide game industry hits $91 billion in revenues in 2016, with mo-
bile the clear leader’. URL: https://venturebeat.com/2016/12/21/worldwide-game-industry-
hits-91-billion-in-revenues-in-2016-with-mobile-the-clear-leader/ (Luettu: 30 Heinäkuu 
2017, , @deantak on luultavasti Blog Sivun - käyttäjän nimi). 
TLJwiki (2017) Dreamfall, TLJwiki. URL: http://tlj.wikia.com/wiki/Dreamfall (Luettu: 30 
Lokakuu 2017). 
Engelbart, D. C. (1970) ‘X-y position indicator for a display system’. Palo Alto, US-CA, US. 
URL: https://www.google.com/patents/US3541541. (Luettu: 30 Lokakuu 2017). 
 
 35 
 
ESC Tutorials (2015) ESC Unity HowTo - Coding - C# Raycasting. URL: 
https://www.youtube.com/watch?v=sQnGvzdh7dY. (Luettu: 15 Maaliskuu 2017, ESC 
Tutorials on luultavasti YouTube Sivun - käyttäjän nimi). 
Bevilacqua, F. (2015) How to Implement and Use a Message Queue in Your Game. URL: 
https://gamedevelopment.tutsplus.com/tutorials/how-to-implement-and-use-a-message-
queue-in-your-game--cms-25407 (Luettu: 11 Maaliskuu 2017). 
Finite State Machine - Unify Community Wiki (2012). URL: 
http://wiki.unity3d.com/index.php/Finite_State_Machine (Luettu: 29 Marraskuu 2017). 
Graf, R. F. (1999) Modern Dictionary of Electronics, Seventh Edition 7th Edition. Boston, 
US-MA, US: Newnes. URL: https://www.amazon.com/dp/0750698667/ref=rdr_ext_tmb. 
(Luettu: 29 Marraskuu 2017). 
Gayathri Anbazhagan (2017) ‘Raycasting In Unity’, 30 Kesäkuu. URL: http://www.c-
sharpcorner.com/article/raycasting-in-unity/ (Luettu: 29 Kesäkuu 2017).  
georgiawilliams5 (2015) ‘Understand hardware technologies for game platforms’, Geo-
Gamer, 6 Helmikuu. URL: 
https://georgiawilliams5.wordpress.com/2015/02/06/understand-hardware-technologies-
for-game-platforms/ (Luettu: 29 Helmikuu 2017, georgiawilliams5 on luultavasti Wordpress 
- käyttäjän nimi). 
Graetz, J. M. (1981) ‘The Origin of Spacewar’, Creative Computing Magazine, pp. 56–67. 
URL: http://archive.org/details/creativecomputing-1981-08 (Luettu: 18 Maaliskuu 2017). 
Hanna, P. (2017) ‘Video Game Technologies’. Belfast, IR, 8 February. URL : 
https://www.di.ubi.pt/~agomes/tjv/teoricas/01-genres.pdf. (Luettu: 18 Maaliskuu 2017). 
jamie (2015) Interacting with other GameObjects - MVCode, Interacting with other 
GameObjects - MVCode. URL: https://www.mvcode.com/lessons/interacting-with-other-
gameobjects-jamie (Luettu: 30 Lokakuu 2017, jamie on luultavasti MVCode - käyttäjän 
nimi). 
Jason Walters (2015) ‘Raycasting in Unity’, 12 August. URL : 
https://channel9.msdn.com/Blogs/raw-tech/Raycasting-in-Unity (Luettu: 30 Lokakuu 
2017). 
jmonkeyengine (2017) 3D Game Development Terminology. URL : 
https://jmonkeyengine.github.io/wiki/jme3/terminology.html (Luettu: 30 Lokakuu 2016). 
Jorge Rodriguez (2013) Math for Game Developers - Trigger Areas (AABB Intersection). 
URL : https://www.youtube.com/watch?v=ENuk9HgeTiI (Luettu: 29 Marraskuu 2017, 
Jorge Rodriguez on luultavasti YouTube - käyttäjän nimi). 
Jr Thomas T Goldsmith, Mann Estle Ray (25 jan1947) ‘Cathode-ray tube amusement de-
vice’. URL : http://www.google.com/patents/US2455992 (Luettu: 30 Lokakuu 2017). 
Kent, S. L. (2001) The Ultimate History of Video Games: From Pong to Pokemon--The 
Story Behind the Craze That Touched Our Lives and Changed the World. 1st edn. Rose-
ville, CA, US: Three Rivers Press. URL : https://www.amazon.com/Ultimate-History-Video-
Games-Pokemon/dp/0761536434 (Luettu: 20 Maaliskuu 2017). 
 36 
 
Laird, J. E. (2005) ‘History of computer games’, 7 September. URL: 
https://www.coursehero.com/file/7365015/History/ (Luettu: 1 Helmikuu 2017). 
Larman, C. (2004) Applying UML and Patterns: An Introduction to Object-Oriented Analy-
sis and Design and Iterative Development. 3 edition. Upper Saddle River, N.J: Prentice 
Hall. URL : https://www.amazon.com/Applying-UML-Patterns-Introduction-Object-Ori-
ented/dp/0131489062%3FSubscrip-
tionId%3D1C5ZS71D9A07T4RCRKG2%26tag%3Dcern%26linkCode%3Dxm2%26camp
%3D2025%26creative%3D165953%26creativeASIN%3D0131489062 (Luettu: 30 Loka-
kuu 2017). 
Pulsipher, L. (2010) ‘GlossaryforGameDesigners’. URL : http://pulsiphergames.com/glos-
saryforgamedesigners.pdf (Luettu: 30 Lokakuu 2017). 
‘Machine to play game of nim’ (no date). URL : 
http://www.google.com/patents/US2215544 (Luettu: 30 Lokakuu 2017). 
Object Management Group, I. (2003) OMG Unified Modeling Language Spcification: 
March 2003 Version 1.5. An Adopted Formal Specification of the Object Management 
Group, Inc. formal/03-03-01. Needham Heights, MA, US: Object Management Group, Inc. 
URL : http://www.omg.org/spec/UML/1.5/PDF/ (Luettu: 3 Lokakuu 2016). 
Paul Conway (2014) Unity 3D: First Person Interactions Part 1 - Raycasting. URL : 
https://www.youtube.com/watch?v=KPdP3CdzUmk (Luettu: 23 Marraskuu 2017, Paul 
Conway on luultavasti YouTube - käyttäjän nimi). 
Porter (2013) ‘Unity: Now You’re Thinking With Components’, envatotuts+. URL : 
https://gamedevelopment.tutsplus.com/articles/unity-now-youre-thinking-with-compo-
nents--gamedev-12492. (Luettu: 31 Lokakuu 2017). 
Nystrom, R. (2014) Architecture, Performance, and Games · Introduction · Game Pro-
gramming Patterns. URL : http://gameprogrammingpatterns.com/architecture-
performance-and-games.html (Luettu: 1 Marraskuu 2017). 
Science Media Museum (2011) ‘The history of videogames, 1951–2011’, National Science 
and Media Museum blog, 7 June. URL : https://blog.scienceandmediamuseum.org.uk/60-
years-history-of-videogames-timeline-1951-2011/ (Luettu: 9 Heinäkuu 2017). 
Chaudhuri, S. (2002) What is Raytracing? Tripod® URL : 
http://fuzzyphoton.tripod.com/whatisrt.htm (Luettu: 29 Marraskuu 2017, Chaudhuri, S. on 
luultavasti Tripod® - käyttäjän nimi). 
Suzdalnitski, I. (2015) ‘Advanced CSharp Messenger - Unify Community Wiki’, Unify Com-
munity. URL : http://wiki.unity3d.com/index.php/Advanced_CSharp_Messenger (Luettu: 9 
Kesäkuu 2017). 
The Dot Eaters (2017) ‘Pac-Man’, The Dot Eaters. URL : 
http://thedoteaters.com/?bitstory=pac-man (Luettu: 30 Lokakuu 2017). 
Unity - Products (2017) Unity. URL : https://unity3d.com/unity (Luettu: 23 Marraskuu 
2017). 
Wagner, B. (2017) ‘C# Guide’. URL: https://docs.microsoft.com/en-us/dotnet/csharp/. (Lu-
ettu: 23 Marraskuu 2017). 
 37 
 
Webster, L. (2016) ‘Game Development and Debugging’, Visual Studio, 13 September. 
URL : https://www.visualstudio.com/vs/game-development/ (Luettu: 23 Marraskuu 2017). 
What is a Game? (2017). URL : https://www.computerhope.com/jargon/g/game.htm (Lu-
ettu: 29 Lokakuu 2017). 
William (2013) ‘Ralph Baer | The Dot Eaters’, 15 November. URL : 
http://thedoteaters.com/?cat=315 (Luettu: 29 Marraskuu 2017, William on luultavasti Blog 
- käyttäjän nimi). 
William (2014) ‘Tennis For Two’, The Dot Eaters, 15 January. URL : 
http://thedoteaters.com/?bitstory=tennis-for-two (Luettu: 29 Marraskuu 2017, William on 
luultavasti Blog - käyttäjän nimi). 
Wolf, M. J. P. (2012) Encyclopedia of Video Games [2 volumes]: The Culture, Technol-
ogy, and Art of Gaming. Santa Barbara, Calif: Greenwood. URL : https://www.ama-
zon.com/Encyclopedia-Video-Games-volumes-Technology/dp/031337936X. (Luettu: 16 
Kesäkuu 2017) 
Zhu, M. (2014) Model-Driven Game Development Addressing Architectural Diversity and 
Game Engine-Integration. Doctoral dissertation. Norwegian University of Science and 
Technology. URL: http://www.idi.ntnu.no/research/doctor_theses/zhumeng.pdf (Luettu: 9 
Kesäkuu 2017). 
 
