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Abstract. Software processes play important role in overall business performances
of software organizations. However, in many cases processes are not well estab-
lished, leading to poor performances of software products and services. Since ma-
jority of software organizations are small, suffering from the lack of resources, there
is a permanent need for developing lightweight inductive approaches for assessing
and improving their processes. These approaches should start from the actual state
of the practice in software organizations, and result with the most suitable improve-
ment proposals. This paper presents a short introduction into software processes,
process assessment and improvement, and motivation for investigating the field of
inductive software process assessment. The paper also outlines basic principles of
inductive assessment approaches and future challenges.
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1. Introduction to software process
Success of contemporary business in many fields highly depends on software systems
that allow organizations to gain competitive advantage in the market. However, this de-
pendence on software systems impose many challenges to software organizations to de-
velop and maintain functional and efficient software systems, leading to defining and
implementing efficient processes that support software life cycle. According to Mu¨nch et
al. [45], processes can be seen as systematic approaches for accomplishing some tasks,
which in the case of software systems relate to managing, controlling, and optimizing
development and evolution of software-intensive systems and services. Although several
definitions of software process have been proposed in literature, a process is not perceived
as a rigid prescription for creating and evolving software systems, it is rather adaptable
approach enabling software engineers to select the most appropriate set of actions in a
given context [48]. Therefore, software organizations should establish process manage-
ment that enables continuous monitoring and improvement of processes, as well as ad-
equate understanding of processes impact on overall business performance. Boehm [11]
identified process and architecture strategies for enterprise success in the 21st century,
among which attention should be put on acquisition and contracting practices, human
relations, continuous process improvement, supplier management, internal research and
development strategies, and enterprise integration.
Recent reports from industry and academia revealed that the majority software projects
fail or are canceled due to the problems with: deadlines, meeting the expectations of cus-
tomers, or underestimated resources and budget [20, 48, 56]. The following quotations,
taken from [20], illustrate these problems:
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Unfortunately, software projects have the (often deserved) reputation of costing
more than estimated, taking longer than planned, and delivering less in quantity
and quality of product than expected or required.
Many software projects have been canceled after large investments of effort, time,
and money because no one could objectively determine the status of the work
products or provide a credible estimate of a completion date or the cost to com-
plete the project. Sad but true, this will occur again.
A significant number of process models have been proposed in last decades, but no
single approach has been widely accepted (not surprising) due to the existence of mul-
titude of contextual factors influencing the choice of process models and management
approaches [53]. For example, Pressman [48] proposed a generic process framework for
software engineering with the following activities: communication, planning, modeling,
construction, and deployment. In addition, software processes are supported by a set of
umbrella activities, such as project tracking and control, risk management, quality as-
surance, configuration management, technical reviews, etc. Description of software pro-
cesses mainly involve description of activities and their ordering within processes, but
Sommerville [56] suggests inclusion of: (1) Products or outcomes of activities (depend-
ing on a type of a process, products can be models, specifications, code, or a new version
of a software system), (2) Roles that reflect the responsibilities of people involved in a pro-
cess (typical roles in software processes are project manager, business analyst, software
architect, programmer, etc.), and (3) Pre- and post-conditions describing what should be
accomplished before and after enacting process activities (for example, before starting
with the detailed design of a software system, requirements must be approved by a cus-
tomer, or before implementing a maintenance tasks, impact and risk analyses must be
performed).
In software engineering practice, there is a common misconception that establishing
repeatable processes supported by appropriate infrastructure will increase costs and time
consumption in software development and maintenance [12]. Practitioners are usually
occupied with writing code, do not like writing and maintaining documentation, and feel
that introduction and continuous improvement of processes will bring in work overhead.
However, the following quotation, taken from Guide to the Software Engineering Body of
Knowledge (SWEBOK), 2014 edition [12], deny that standpoint:
There is a cost associated with introducing or improving a software process; how-
ever, experience has shown that implementing systematic improvement of soft-
ware processes tends to result in lower cost through improved efficiency, avoid-
ance of rework, and more reliable and affordable software.
These observations lead to recognition of Software Engineering Process as significant
knowledge area in software engineering, included in Guide to the Software Engineering
Body of Knowledge (SWEBOK) [12]. The adapted breakdown of topics for the Software
Engineering Process, taken from [12] is presented in Fig. 1, where the third subarea relates
to software process improvement (SPI) and assessment, which is in the focus of this text.
The next issue regarding adoption of software process best practice relates to dis-
tinguishing small and very small from medium-sized and large software organizations.
Although effective management and improvement of software processes can positively
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Fig. 1. Breakdown of topics for the Software Engineering Process [12]
affect overall business performances of software organizations, majority of small soft-
ware organizations have not adopted the best practice based approaches to SPI [15, 14].
In contrast, larger organizations have mostly accepted process management practice re-
fined in mostly used guidelines such as Standard CMMI Assessment Method for Process
Improvement (SCAMPI) [54], Software Process Improvement and Capability dEtermina-
tion (SPICE) [29], or ISO 9001:2015 [61].
2. Software process improvement
Improvement of software processes was initially conducted in the context of improving
software engineering practice, even before introducing the phrase Software Process Im-
provement (SPI) [48]. SPI encompasses activities that enable improvement of software
processes, resulting with higher quality of software products and services. According to
Sommerville [56]:
Process improvement means understanding existing processes and changing these
processes to increase product quality and/or reduce costs and development time.
Despite a large number of studies reporting the benefits of process improvement, Ban-
nerman [8] argued that success of process improvement as a management strategy is
highly dependent upon the capability of organizations to capture material gains. In ad-
dition, software organizations must adjust their processes in order to be able to reach the
levels of quality required by the industrial sector and market demands, and to introduce
measurement based approaches to SPI to justify how their processes are aligned with
business goals and customer expectations [22]. SPI usually relies on process assessment
findings by implementing process changes that best fit organization’s goals and interests
[35]. Practically, any SPI initiative must deliver return on investments for an organization.
Continuous iterative SPI approach, presented in Fig. 2, is based on a well-known
Plan-Do-Check-Act (PDCA) approach borrowed from the field of production and busi-
ness processes improvement. The PDCA cycle is repeated until problems identified in the
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practice (processes) are solved. Based on conducted measurements, the differences be-
tween the previous and improved processes were identified, which enables judging about
implemented improvements. Designing a SPI study requires considering the following
specificity of software organizations [16]: (1) process improvement aims at improving
products and services, (2) evaluation of improvement results is necessary for directing
further activities, (3) improvement should be seen as a continuous learning cycle in an
organization, and (4) improvement results and experiences should be systematized for
future projects.
Fig. 2. Plan-Do-Check-Act iterative approach to SPI
Software organizations vary widely, and each SPI initiative requires managers to be
sensitive to the context of change introduced through SPI implementation by considering
[37]: motivation for SPI, overall SPI strategy, stakeholders, current practice, and interac-
tions with customers. Several studies reported that standard based SPI approaches, such
as SCAMPI [54], SPICE [29] or ISO 9001:2015 [61], are inappropriate for the actual pro-
cesses or context in small software organizations, leading to development of lightweight
approaches, such as TAPISTRY [34], COMPETISOFT [47] or BG-SPI [6], that are suit-
able for them. In addition, ISO organization developed a standard ISO 29110 Software
engineering - Lifecycle profiles for Very Small Entities (VSEs) [30] which is version of
ISO 12207 Systems and software engineering - Software life cycle processes [28], tai-
lored for small organizations. Comparative analyses of SPI approaches in small software
organizations are presented in [41, 2]. Accoring to Horvat et al.[27] small software orga-
nizations encompass: (1) small branch companies of a large software company, (2) small
independent companies, and (3) IT department within larger organizations.
3. Software process assessment
Software process assessment (SPA) enables characterization of selected software pro-
cesses in terms of their capabilities in a given organizational context. Fig. 3 presents a
typical context for using SPA, with two main uses: (1) process improvement, and (2) pro-
cess capability determination. SPA results provide insights into strengths, weaknesses and
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risks inherent in processes, leading to the determination whether the processes achieve
their goals, and finally to prioritization of process improvement proposals.
Fig. 3. Context for using software process assessment [29]
Process capability determination is concerned with identifying and analyzing the ca-
pabilities of selected processes. In the case of prescribed process assessment guidelines
such as ISO/IEC 15504 [29] or SCAMPI [54] processes capabilities are compared against
a target process capability profile. Identified process capabilities may serve as a basis for
proposing and selecting process improvements, or for identifying maturity of processes.
However, prescriptive or model based approaches to SPA (and SPI) are usually not aligned
with organization’s goals, which causes that the added values of process improvement
initiative are unclear or questionable [45]. In addition, due to the high costs of process
assessment activities in prescribed guidelines, these approaches are not adopted by small
organizations [41, 45, 18]. On the other hand, when SPA starts from the real context within
an organization, without using prescribed assessment frameworks and guidelines, process
capabilities are not compared against any predefined profile, but rather reflect the real
identified capabilities. The first approach to SPA with using prescribed frameworks is
usually called top-down or deductive, while the second one is called bottom-up or induc-
tive since it starts from the bottom line of the practice in an organization, and proposed
improvements are grounded in the real practice and needs of an organization.
Top-down or deductive SPA approaches are mostly implemented in medium-sized and
large organizations that have resources to implement all activities prescribed in guidelines
such as ISO/IEC 15504 [29] or SCAMPI [54]. In these cases, process assessment checks
how processes’ capabilities fit within prescribed levels of process maturity, which may
lead to assessing maturity of the whole organization.
Bottom-up or inductive SPA approaches are mostly implemented in small organiza-
tions (up to 25 employees according to European Commission [19]). This segment of
software process practices cannot be neglected since small software companies dominate
in software industry all over the world. Due to the well known characteristics of small
software organizations [18], they often use special strategies and methods for assessing
and improving their practice. The main characteristics of small software companies that
lead selection of SPA approaches are: (1) Reduced number of employees that cannot de-
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vote their time to SPI activities, (2) Restricted funds that limit investments in SPI on long
term, (3) Specific culture and influence of human factors, and (4) Management style that
supports daily operations failing to do long-term planning (they often do not collect data
to track and measure their processes and organizational performances).
Regardless of the chosen approach, SPA activities form a cycle that encompasses the
following typical activities (see Fig. 4): (1) Identifying objectives - determining the out-
puts of assessment and processes to be assessed, (2) Planning assessment - choosing as-
sessment methodology and defining roles of involved people, (3) Performing assessment
- collecting and analyzing data, and providing feedback to organization, (4) Reviewing
results - summarizing data and documenting results of assessment, and (5) Follow up
- determining processes capabilities and improvement proposals, and initiating the next
assessment cycle if it is necessary.
Fig. 4. A cycle with typical software process assessment activities
The outputs of assessment are commonly feed into action plans for implementing pro-
cess improvements. In order to align proposed improvements with the organization ob-
jectives, these improvement proposals should be complete and relevant, which increases
the value of bottom-up or inductive approaches for assessing processes. In this course of
thinking, Gray et al. [23] proposed an incremental approach to process assessment and im-
provement based on variety of assessment techniques. Guidelines for designing software
process assessment and improvement approaches are presented in [63, 33]. Zarour et al.
[62] presented a systematic literature review on designing and implementing lightweight
assessment methods based on top-down best practice, and concluded that success of as-
sessment contributes to success of SPI as a whole. The reasons for designing lightweight
methods based on top-down best practice (standards, guidelines) are the lack of skilled
SPI experts and problems in initiating bottom-up SPI initiatives [62]. Lightweight meth-
ods are easier to design and implement, but they can be both top-down and bottom-up by
its nature.
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4. Inductive approaches to software process assessment
Inductive or bottom up approaches to software process assessment have recently gained
attention by the research community. These approaches are based on understanding orga-
nizational context and real needs of an organization, and can be easily adapted to organi-
zations that implement them. The main characteristics of inductive approaches are:
– They are tailored to the needs of an organization. All objectives are derived from the
real needs of an organization, and discovered through field work in the organization.
– They do not follow any prescribed framework/standard or best practice. Prescribed
guidelines and best practice propose what to assess and improve, which in most cases
does not match organizational needs, especially in small organizations.
– Design of an approach and a study are prepared by researchers and organization
staff. Since the staff knows what is going on in the practice and what are problems,
they provide the best information that are valuable in crafting an approach that best
suits organizational needs. Each organization has its specific needs, requiring a spe-
cific SPA approach.
– An organization chooses what to assess and improve. Selection of processes for as-
sessment and improvement is decision of management and staff, which are actively
involved in design and implementation of assessment activities.
– The focus is on critical issues in the practice. Assessment reveals several potential
improvement directions, but organization management chooses which of them to im-
plement based on what is the most important or critical. Engagement of staff in all
activities and decisions ensures achieving this goal.
– They facilitate organizational learning and knowledge sharing. Through joint work
of researchers and staff, relevant information are collected, enabling transformation of
tacit knowledge (most of knowledge in small organizations) into explicit knowledge
that becomes available to all staff. In this way organizational learning occurs at the
individual level, the level of teams and the whole organization.
– They are suitable for small organizations. In small organizations a research team is
usually composed of few skilled research experts supported by staff, which can be
focused on the context of everyday practice.
The main elements of inductive process assessment approaches are inductive reason-
ing, triangulation of data sources and methods for analyzing data, feedback to organiza-
tion, and support for organizational learning. These elements are discussed in the follow-
ing subsections.
4.1. Inductive reasoning
Inductive SPA approaches are based on inductive reasoning and thinking, which are char-
acterized as the generalization of specific observations and experiences, leading to more
general conclusions and results [42]. Fig. 5 presents a typical flow of inductive reasoning,
containing the following stages: (1) Observations - collecting facts and trying to mini-
mize bias, (2) Analysis - identification of patterns from collected and analyzed facts, (3)
Inference - generalization from patterns by identifying relations between the facts, and (4)
Theory development - testing and verification of inference and construction of generalized
theories.
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Fig. 5. A typical flow of inductive reasoning
Interpretative inductive inference includes identification of regular patterns through
detection of similarities and differences, leading to broader or more general results. In-
ductive reasoning is based on cognitive processes including analogies, classifications and
categorizations [32]. These inductive analysis techniques mostly use qualitative data col-
lected in the field, identify patterns through the process of qualitative coding of collected
data, and derive more general conclusions about observed problem through the process of
inference based on advanced coding techniques [52].
4.2. Triangulation
Inductive process assessment assumes collecting field data from the participants in the ob-
served context, i.e. from software experts that solve problems in everyday practice in their
organizations. Collected data may be quantitative and qualitative. This means that differ-
ent methods can be used for collecting data, and later for analyzing data, leading to trian-
gulation of data sources and methods for collecting and analyzing data [43]. Triangulation
has been recently accepted in empirical software engineering (the term is borrowed from
social science field) as a method for discovering knowledge and for increasing validity of
the research [39]. Fig. 6 presents the use of triangulation principle in inductive process as-
sessment approaches for identifying processes’ capabilities and improvement proposals,
and for systematizing knowledge about the practice surrounding examined processes.
Triangulation of data sources assumes using different sources of field data within an
organization, including both quantitative and qualitative data sources [36]. All data col-
lecting methods assumes active involvement of software engineers.
Quantitative data are usually extracted from available documents (e.g. Excel tables)
and from electronic repositorieswith historical data about business activities (e.g. Database
with records containing tasks, requests, reports). However, quantitative data are not well
suited for inductive analysis, and in these approaches they support or confirm findings
inductively developed from qualitative data.
Qualitative data are the main sources of data in inductive approaches. The main
techniques for collecting qualitative data in the field are [25]: individual in-depth semi-
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Fig. 6. Triangulation of data sources and methods for analyzing data in inductive SPA
structured interviews with the key experts in an organization, focus groups or brainstorm-
ing sessions with groups of experts, practice observation (field notes, audio and video
records), and documents. Qualitative data are usually in the form of unstructured texts,
which requires specific data analysis methods based on reading text, identifying patterns,
and coding and developing findings in the form of rich descriptions, conceptual frame-
works or theories [38]. Qualitative data methods for collecting and analyzing data are
suitable for investigating and improving human based practice in small software compa-
nies, assuming extensive field work and cooperation with practitioners [57].
Through qualitative data analysis, supported with quantitative methods, the outputs
(findings) of assessment process emerge. These outputs include (see Fig. 7):
– Prioritized improvement proposals - potential improvements ranked based on the rel-
evance and criticality for an organization (preferably expert based ranking).
– Descriptions of processes’ capabilities and features - documents with detailed de-
scriptions of processes (text documents, tables and graphs).
– Systematized knowledge about the investigated segment of practice - conceptual knowl-
edge frameworks (ontology, frameworks, taxonomies).
4.3. Feedback
Feedback has been recognized as one of the most valuable tools for continuous develop-
ment and improvement of organizational performances [50]. Feedback enables: providing
information to relevant people, facilitating organizational learning, avoidance of mistakes,
and improvement of practice. Since feedback is in the core of problem solving activities,
it influences decision making and searching for solutions in a given context [24]. Feed-
back is mostly used in research on humans, aimed at presenting information to individuals
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Fig. 7. Outputs of inductive process assessment
regarding different aspects of performance, such as behavior or outcomes [5]. In addition,
feedback facilitates learning and performance improvement in organizations [26].
According to Aaen et al. [1], feedback is essential for effective management in soft-
ware process assessment and improvement initiatives because it helps in: obtaining visible
results in several important points during project implementation, keeping the effort in the
focus, and maintaining motivation, commitments, and legitimacy. In addition, feedback
is essential for understanding current state of the assessment process and results, as well
as for decision making in assessment process regarding selection of the next assessment
activities. Positive role of feedback in process assessment is discussed in several research
studies [17, 40, 58, 62]. At the other hand, Baddoo and Hall [7] discovered that the lack of
feedback to developers is important de-motivating factor in process improvement projects.
Feedback to organization (actually to staff) that conducts process assessment can be pro-
vided in different forms, such as feedback forms [51], or variety of documents presented
during working or feedback meetings [16, 58].
4.4. Support for organizational learning
It has been recognized that software process assessment initiatives enable identification
and packaging of knowledge residing in organization for reuse in future projects [4, 16,
31, 59]. Organizational learning assumes active participation of organization staff in all
assessment activities, which contributes to better implementation of identified improve-
ments and to learning from the experience. Ivarsson [31] stated that continuous and or-
ganized learning, which includes regular assessment of practice, helps software organiza-
tions to avoid the use of outdated practices based only on staff experience.
All assessment approaches support learning within organizations, but inductive ap-
proaches, assuming active involvement of staff, enable deeper insight into the practice, re-
sulting with learning based on comprehensively explicated experience. Information about
processes, residing in people minds, must be collected, refined and stored during process
assessment and improvement activities, which reflects learning and knowledge manage-
ment activities. Organizational learning activities enable availability of identified knowl-
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edge to all staff in organizations. In addition to improvement of business performance,
organizational learning can also lead towards improvement of used process assessment
methods [3].
5. Examples of studies
Inductive assessment studies are characterized by bottom-up approach in which assess-
ment assumes understanding and characterizing current state of the practice. Early work
in inductive process assessment relates to Quality improvement paradigm (QIP) intro-
duced by Basili and Caldiera [9]. QIP is based on identifying improvements from ex-
perience. The QIP assessment process is supported by goal oriented measurement and
organizational infrastructure (experience factory). On the basis of QIP, Briand et al. [13]
developed an inductive method for software process assessment and improvement, named
AINSI (An INductive Software process Improvement method). The method integrates
several complementary techniques such as qualitative data analysis, Goal Question Met-
ric paradigm [10] and quantitative evaluation.
Pettersson et al. [46] presented a lightweight method for assessment and improvement
planning (iFLAP), and an industrial case study. iFLAP assessment is based on organiza-
tion’s experience and knowledge, assuming active participation of staff, while triangu-
lation of multiple data sources was used for validating findings. iFLAP is lightweight
inductive approach suitable for small software organizations.
The author’s experience relates to a lightweight inductive approach for assessing soft-
ware processes based o frequent feedback [60]. The approach was designed and imple-
mented in a very small software company for assessing software maintenance processes
(Lightweight method for Maintenance Process Assessment based on Frequent Feedback
- LMPAF 2). The key element of the approach are feedback sessions (working meet-
ings organized in the company) used for providing feedback to the company staff, for
discussing current results and for directing future activities. The approach also supports
organizational learning [59].
6. Challenges
Due to the complexity of software engineering practice (processes) that includes tech-
nological, social and organizational issues, more comprehensive assessment should be
implemented by multidisciplinary assessment teams composed of experts with different
professional background (engineers, sociologists, economists, psychologists, anthropolo-
gists) [46, 21]. In addition to different expertise, these teams will be able to use and adapt
methods regularly used in their native disciplines [55].
The next challenge relates to assessing processes implemented by geographically dis-
tributed teams, which will lead to development of new methods and techniques that will
facilitate work of distributed teams of assessors. Development of contemporary network-
ing and Internet technologies and use of virtual and collaborative qualitative research
methods (e.g. instant messaging interviews, on-line focus groups and forums, Skype,
Twitter chat - text messaging, mobile and cloud qualitative research applications) will
assist in coping with these challenges [49, 44].
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7. Conclusions
Process assessment and improvement initiatives have been recognized and accepted by
industrial and academic communities as efficient ways for improving overall business
performances of software organizations. These initiatives require organizational resources
and scientific methods for achieving optimal results, assuming and supporting tight coop-
eration between practitioners from industry and researchers from academia in designing
and implementing these initiatives. Further, due to the fact that majority of software or-
ganizations are small and with well known constraints, and that contemporary market
is volatile and unpredictable, these initiatives should be lightweight, adaptable and they
should start from the real state of the practice and identified needs.
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