ABSTRACT Software Engineering is a discipline that provides a systematic approach to develop software in a cost-effective manner. Successful software development is challenged by various challenges, such as varying situational contexts, conformity with standards, changing requirements, optimism of schedule, schedule pressure, software complexity, and software invisibility. Varying situational contexts are the changed circumstances that are resulted due to varying situational factors. These situational factors are the root cause of varying situations, which need to be discovered in detail. If these situational factors are left unattended, they can cause software failures. Software standards can help to deal with software failures. In this paper, we have reviewed various software engineering standards from the Institute of Electrical and Electronics Engineers Standard Association. These software engineering standards were investigated for the factors and sub-factors that can lead to varying situations among software development team members. As a result we found 12 factors grouped with 52 sub-factors that can lead to varying situations among software development team members. These resulted factors and sub-factors can act as a source for varying situations among team members. Unattended identified situational factors can lead to software failures. This paper provides a guideline for the practitioners to consider these factors and sub-factors while performing software development in order to have a successful software development.
I. INTRODUCTION
Software engineering is a discipline that is concerned with the software production phases from the preliminary requirement gathering stage through maintenance of the software system [1] .
As compared to other traditional engineering disciplines, software engineering has evolved majorly in short span of time. It cannot be forgotten that in early computing days, the computerized systems were undersized. The programming was mostly done by the scientists in order to solve small problems regarding mathematics [1] . It was further seen that if errors came then it would be very annoying for the scientist who was struggling to find the answer. Now the picture of software has been changed and we have moved from small sized software to monstrous systems [1] . These systems are considered monsters on basis of their size and complexity.
As compared to past years software exposure, it has been seen that besides the software developers or scientists, now the software is equally visible to general public of all ages [1] . Today, software is operational explicitly, implicitly, and practically in all aspects of our lives, together with the dangerous systems that influence our wellbeing [1] .
It is therefore concluded that software engineering is a discipline that leads to a systematic approach where cost effective software development is performed [1] .
Regardless of our speedy progress, the software industry is well thought-out to be in a crisis. It happened almost 40 years ago when the term 'software crisis' was introduced [1] . This term narrated the inability of the software industry to provide a quality software product. At that time the average software projects exceeds the schedule by half. Similarly large number of projects were found either not functioning as expected or were not used at all [1] .
There are numerous challenges which industry needs to deal with, if it has to step forward for much more mature engineering discipline. Some of the challenges are; changing requirements, optimism of schedule, schedule pressure, conformity with standards, software complexity, and software invisibility [1] .
Requirement changeability is related to changing requirements that can occur due to varying sources. These varying sources of changing requirements make the software difficult to be predicted accurately. It is most common because usually the client side doesn't know about what actually they want from the development side to be built for them. Thus it usually becomes very difficult for the requirement analyst to understand about the exact requirements [1] .
Schedule optimism is another challenge for successful software development. Software engineers are usually having optimistic nature. In majority of the organizations, software engineers estimate about the schedule that how long any software will take for its completion. Last project experiences are usually ignored as every time the software engineers think that this time there is nothing wrong going to happen and they can complete the project on time. This usually ends with a committing date that is most of the time hard to accomplish and ultimately resulting to an industry which is tagged as 'never on time' [1] .
Schedule pressure is another challenge that can act as a barrier in a successful software development process. It is seen that often aggressive commitments regarding schedule are made as people require commitments from the software engineers. Due to such schedule pressure, most of the projects are late and are considered as failure before even they are started [1] .
It is equally difficult to have conformity with standards and procedures. One of the challenges that are faced by the software engineers to have successful software is its conformity with the set standards and procedures. While software development process is conducted, careful steps should be taken to select the appropriate standards and procedures in order to perform various activities [1] .
Besides other challenges, software complexity and invisibility is the most essential one that are seen in any software development process. It is known that software itself is complex and it becomes even more complex when efficient code is written. With the advent of time, complexity of the software will be more increased as more and more efficient code will be introduced [1] .
Software invisibility is another essential challenge towards successful software development process. Software is invisible and it will remain invisible. The only thing that can be seen in software is the set of instructions. Due to invisible nature of software, it is usually very difficult for software engineers to capture and understand the accurate requirements of a software system [1] .
Besides the above mentioned challenges, various situational factors can act as a barrier for a successful software development [2] , [3] . Some of the situational factors examples are related to human, technical, and management aspects. These factors are the root cause of varying situations, which needs to be discovered in detail. If these situational factors are left unattended, they can cause software failures [4] .
Software standards can help to deal with software failures [5] . There are numerous standards regarding software engineering. Some of those standards are generic and some are specific towards any industry. Likewise, some of the standards are initiated from procurement agencies and others are either developed by certified bodies or related to certain software categories [6] . These standards comprehensively highlight the factors that can lead to varying situations [4] . These factors should be carefully considered during software development for resisting software failures [4] .
In this study, we have reviewed various software engineering standards to investigate the situational factors that can lead to varying situations among software development team members.
Remaining paper comprises of five sections. Section II reports the research background. Section III discusses the research method used to recognize the situational factors. Section IV specifies the IEEE standards. Section V discusses the research elaborating the findings and future work. Section VI discusses the findings. Section VII elaborates some future work that can extend this research. Section VIII reports the limitations of this study, and Section IX concludes the research.
II. RESEARCH BACKGROUND
Software seems by its nature to be challenging to wangle on a large scale. Nonetheless, there is a limitless request for a software that is large, and well-engineered regardless of the fact that we majorly get small or large software project failures [7] . These software project failures can be the result of varying situational contexts among team members [3] , [4] . Software engineering standards significantly acknowledge the consideration of these varying situational contexts while conducting software development life cycle [4] .
Fearing stories about enormously failed projects contain software component substantially. A Standish Group survey [8] specifies that 44% of software projects were either over budget or overdue whereas, 22% of the software projects failed altogether. According to the survey, these failure issues were not only specific to the private sectors but also applied equally to public sector projects. For example, a US military project was launched that was 1 billion dollars over budgeted and was still not operational [9] .
Likewise, a License Application Mitigation Project (LAMP) was launched by Department of Licensing in Washington State. It was found that $41.8 million was allocated to automate the registration and license process. The duration of the project was over 5 years. The project couldn't be successfully completed and was cancelled by wasting almost $40 million [9] . Now the question arises, that who to be blamed for such failures?
Basically there can be two common concepts related to any unsuccessful software; faults and failure [10] . Both faults and failure are strongly related with each other. It may happen that software faults can continue unnoticed and may certainly do not ground a system failure [10] .
On the other side, there can be some faults that can reason many failures. Faults occur in software engineering due to various reasons. Not understanding and carefully tackling varying situational contexts among team members is one of the reasons behind software engineering failures [2] .
Software engineering standards significantly acknowledge the importance of situational contexts [4] , [6] .
There is a study conducted by Khan et al. [4] in 2014, where situational context is investigated for requirement engineering process. The study has identified the situational factors from various standards and models and recommended to consider them while performing requirement engineering process in global software development.
The study [4] has significantly acknowledged the importance of considering the situational contexts and has identified the factors and sub-factors that can lead to varying situations during requirement engineering process in global software development environment. However, it is focusing on a single phase of software development life cycle, hence lacking the analysis of support standards for the complete software development process. Lack of such analysis requires a comprehensive mapping with software standards.
In this study we are exploring the software engineering standards for their acknowledgment towards situational contexts for the complete software development life cycle. Each standard is investigated for the various factors that can lead to varying situational contexts among software engineering team members.
III. METHODOLOGY
For this study, we have searched the IEEE database for the standards. The searching keywords for the standards were 'software engineering', 'standards', and 'system engineering'.
The IEEE standards repository was searched for the related standards based on the keywords. The standards repository is well maintained by IEEE Standard Association [11] .
We have reviewed the existing IEEE standards from IEEE Standard Association [11] . We designed a protocol and followed it for searching the standards. The filtration protocol comprised of three levels. At first level the standards were filtered on basis of 'topic', which is related to our keywords.
The second level of the filtration protocol was to check whether the standards are active or not active. Only the active standards were included in our dataset.
The third level of the filtration protocol is related to standards general information that can be gathered from the abstract of the standard.
We have applied the above mentioned filtration protocol in order to have most relevant standards. Fig.1 shows the steps of searching protocol.
As shown in Fig.1 , at first level, standards by topic were browsed in IEEE Standards Association website. The topic of standard for which we browsed for is ''software and system engineering standards''. As a result, 411 standards were found. At second level of our searching process, filter of active standards was applied on 411 standards. As a result, 131 standards were left behind. At this level all the inactive standards were excluded from the data set.
Lastly remaining 131 standards were filtered on basis of their abstracts. As a result, 32 standards were left behind, considering most relevant to be included in this study.
The 32 filtered standards regarding software and system engineering were then critically reviewed in order to extract the data from them. The extraction detail from the standards is reported in section IV.
IV. IEEE STANDARDS
After applying filtrations and finally selecting the most relevant standards, the required data is extracted from them. Table 1 shows the IEEE standards that are selected to be included in the dataset. Table 1 Column 'Standard Name' shows the selected standards. Column 'Year' shows the publication year of each standard. Column 'Focus Area' shows the domain of each standard.
As shown in Table 1 , there are 32 standards. Each of the standards is elaborated below.
1012-2017-This standard deals with verification and validation process at system, software, and hardware level. Each of the term system, software and hardware incorporates documentation. Verification and validation processes include the software product's analysis, its evaluation, its review, and testing.
1633-2016-This standard provides the ways to assess and predict the software reliability. It gives the required for measuring the reliability of software.
24748-4-2016-This standard in detail explains the requirements regarding software life cycle process models applications. This standard also guides for the content required in generation of software engineering management planning document. 15026-3-2013-This standard provides the information regarding integrity levels with its equivalent requirements that are necessary to be achieved in order to illustrate the accomplishment of the integrity levels.
15026-4-2013-This standard provides theguidance for implementing chosen processes, activities, and tasks for those software products that require assurance claims for critical properties.
29119-1-2013-This standard defines and explains the concepts and glossary on which these testing standards are assembled.
29119-2-2013-The standard defines the software testing process that can take place at organizational, test management, and dynamic test levels. 42010-2011-This standard deals with architecture description regarding creation, analysis and sustainment of systems. In specific the standard elaborates the architecture viewpoints, frameworks, and common practices for describing an architecture.
29119-3-2013-
1517-2010-This is a framework that extends the IEEE Std 12207(TM)-2008 and incorporates the methodical practice of reuse. It enables a system to be created from reusable assets.
26513-2010-This standard gives necessity towards testing and reviewing of software user documentation as component of the software development life cycle. It provides detail process for employ in testing and reviewing of user documentation.
26514-2010-This standard gives necessity towards designing and developing of software user documentation as component of the software development life cycle. It elaborates the documentation process from the standpoint of the developer. 
1016-2009-
This standard describes the required information for software design descriptions. This software design description represents software design that will be used for communicating information regarding design to its relevant stakeholders. This standard is appropriate to computerized databases and design depiction languages. More specifically this standard can be applied for manual documents and other ways of descriptions.
1044-2009-This standard presents a standardized approach to the organization of software inconsistencies within the project lifecycle. Classification helps to reduce the chances of defect insertion or to enhance the probability of early defect discovery.
16326-2009-This standard specifies content for managing projects.
1028-2008-This standard deals with the description of five various reviews that can be required during software development life cycle. The various review types are management reviews, technical reviews, inspections, walkthroughs, and audits.
14764-2006-This standard provides guideline for processes to manage and execute software maintenance activities.
16085-2006-This standard defines the process for managing risk in the software development life cycle.
1061-1998-This methodology is used for generating quality requirements. Besides, the methodology is utilized to identify, implement, analyze and validate the quality metric related to process and product.
Software engineering standards reported above and shown in Table 1 , significantly acknowledge the importance of situational contexts.
Each standard is investigated for the various factors and sub-factors that can lead to varying situational contexts among software engineering team members. The factors and sub-factors from each of the reported standards is reported in section V.
V. FINDINGS
Each of the IEEE standards for software engineering is investigated for factors and sub-factors that can lead to varying situational contexts.
Based upon the analysis of the selected standards (shown in Table 1 ), it is found that standards have various focus areas. Fig. 2 shows the distribution of standards based upon their focus areas.
As shown in Fig.2 , it is analyzed that the selected IEEE standards for this study belong to 8 categories. The categories are named as: documentation, requirement, software testing, quality assurance, software life cycle, practices and guidelines, management, and software maintenance.
It is notified that out of 32 selected IEEE standards, majority of the standards are related to software documentation. The documentation related standards are eight in number [12] , [15] , [16] , [24] , [28] , [31] , [33] , [37] . All these standards focused on situational factors regarding software documentation.
Out of 32 selected IEEE standards in total, five of the standards are related to software practices and guideline [13] , [26] , [27] , [38] , [43] . All these standards focused on situational factors regarding software practices and guidelines.
As shown in Fig.2 , there are three categories 'software testing', 'quality assurance', and 'software life cycle' that comprises of four standards each.
The IEEE standards [17] , [22] , [23] , [40] related to software testing focuses on situational factors that can lead to varying situational contexts regarding software testing related aspects. These varying situational contexts are the changed circumstances regarding software testing among the team members.
Likewise, the IEEE standards [18] - [20] , [29] related to quality assurance focuses on situational factors that can lead to varying situational contexts regarding quality assurance related aspects. These varying situational contexts are the changed circumstances regarding software quality assurance among the team members.
The IEEE standards [14] , [26] , [30] , [34] related to software life cycle focuses on situational factors that can lead to varying situational contexts regarding life cycle related aspects. These varying situational contexts are the changed circumstances regarding software life cycle among the team members.
As shown in Fig.2 , there are two categories 'software requirements, and 'software management' that comprises of three standards each.
The IEEE standards [32] , [35] , [36] related to software requirements focuses on situational factors that can lead to varying situational contexts regarding requirements related aspects. These varying situational contexts are the changed circumstances regarding software requirements among the team members.
The IEEE standards [25] , [39] , [42] related to software management focuses on situational factors that can lead to varying situational contexts regarding management related aspects. These varying situational contexts are the changed circumstances regarding software management among the team members.
There is one IEEE standard found under the category of software maintenance. The identified standard [41] focuses on situational factors that can lead to varying situational contexts regarding maintenance related aspects. These varying situational contexts are the changed circumstances regarding software maintenance among the team members.
The identified factors and sub-factors from each standard is shown in Table 2 . The table comprises of three columns; IEEE standard, Factors, and sub-factors. Table 2 illustrates the factors and sub-factors extracted from various IEEE standards. In total we have found 12 factors; Software Quality Assurance, Configuration Management, Testing, Software design and Architecture, Software Anomalies, Process Reusability, Software Reliability Practice, Software Maintenance, Software Document, Risk management, Software Development Life Cycle (SDLC), and Requirement engineering. There are various sub-factors which are grouped under each of the factors.
Factor 'Software Quality Assurance' comprises of five sub-factors; Software quality assurance process, Software quality metrics selection, Understanding across stakeholders for quality assurance, Stakeholder engineering decisions regarding quality assurance, and Methods for defining and using integrity levels requirements.
Factor 'Configuration Management' comprises of four sub-factors; Identifying and acquiring configuration items, Strategies for controlling changes, Reporting the status of configuration items, and Software build and release engineering.
Factor 'Testing' comprises of four sub-factors; Testing techniques, Testing terminologies and concept, Testing process, and Test document.
Factor 'Software design and Architecture' comprises of five sub-factors; Design description, Design notation, Representation schemas, Architecture document template, and Architecture frameworks.
Factor 'Software Anomalies' comprises of four subfactors; Classification of anomalies, Defects analysis approaches, Project management approaches, and Software process improvement approach.
Factor 'Process Reusability' comprises of four sub-factors; Activities and tasks for reusing assets, Activities and tasks for identifying reusable assets, Activities and tasks for constructing reusable assets, and Activities and tasks for maintaining and managing reusable assets.
Factor 'Software Reliability Practice' comprises of two sub-factors; Methods for assessing reliability, and Methods for predicting reliability.
Factor 'Software Maintenance' comprises of two sub-factors; Process for managing software maintenance activities, and Process for executing software maintenance activities.
Factor 'Software Document' comprises of eleven sub-factors; Template for content, Requirements for managers of user documentation, Documentation management process, Information management process, Documentation team, Measurement for documentation management control, Documentation quality management, Documentation process improvement, Requirements for acquirers and suppliers of user documentation, Requirements for testers and reviewers of user documentation, and Requirements for designers and developers of user documentation.
Factor 'Risk management' comprises of single sub-factor namely; Process for managing risks.
Factor 'Software Development Life Cycle (SDLC)' comprises of six sub-factors; Process model selection, Understanding model application on system, Organizational It is observed that highest numbers of sub-factors are grouped under factor 'software document'. After 'software document' the factor 'Software Development Life Cycle (SDLC)' comes that comprises of six sub-factors. All other factors are almost having same number of sub-factors except 'risk management' that comprises of single sub-factor.
It can be notified from the level of factors and sub-factors extracted from each of the standard, that situational contexts are majorly varied due to varying software document template for content, requirements for managers of user documentation, documentation management process, information management process, documentation team, measurement for documentation management control, documentation quality management, documentation process improvement, requirements for acquirers and suppliers of user documentation, requirements for testers and reviewers of user documentation, and requirements for designers and developers of user documentation.
In order to further the understanding, Fig. 3 shows the set of factors that can lead to varying situational contexts. These situational contexts are the changed circumstances among the team members regarding various aspects.
VI. DISCUSSION
There can be two common concepts related to any unsuccessful software; faults and failure [10] . Both faults and failure are strongly related with each other. It may happen that software faults can continue unnoticed and may certainly do not ground a system failure [10] . On the other side, there can be some faults that can reason many failures. Faults occur in software engineering due to various reasons. Poor understanding and carelessly tackling varying situational contexts among team members is one of the reasons behind software engineering failures [2] .
Software engineering standards significantly acknowledge the importance of situational contexts [4] . We have investigated the factors (as shown in Fig. 3 ) that can lead to varying situational contexts, ultimately leading to failure software. Each of the factors is grouped with related sub-factors that can affect the successful development of a software system, thus resulting in failure software. Fig. 4 shows the ratio of identified sub-factors grouped under each of the factors that can lead to failure software by acting as a source of varying situational contexts.
As shown in Fig. 4 , there are 12 factors. Each one of them is grouped with various sub-factors. The highest level of subfactors is found under factor 'software document'. It is interpreted that there are numerous aspects regarding software document that in largely can lead to software failures.
The second highest level of sub-factors is found under factor 'software development life cycle'. It is interpreted that there are numerous aspects regarding software development life cycle, if left unattended can lead to software failures.
Factors 'software quality assurance' and 'software design and architecture' are grouped with third highest number ratio of sub-factors. Likely five factors 'configuration management', 'testing', 'software anomalies', 'process reusability', and 'requirement engineering' are grouped with four subfactors each. There are two sub-factors, each grouped under 'software reliability practice', and 'software maintenance'. Whereas factor 'risk management' is at the lowest level in the list, having the least number of sub-factors from the IEEE standards.
It is analyzed and concluded that the identified factors and sub-factors are the source of varying situational contexts. Unattended factors and sub-factors can affect the successful development of a software system, thus can result in failure software. This study acts as a guideline, which if followed can help academicians and practitioners to overcome software failures by considering the reported factors and sub-factors.
VII. FUTURE WORK
According to this research, software document related aspects are highest in number which largely can lead to software failures. Future work can be conducted to further explore these aspects by providing the solution strategies for controlling them.
This study has in general investigated the factors and subfactors that can lead to varying situational contexts among team members. The software development life cycle phases can be explored to find that which factors and sub-factors affect the various phases of software development and to what extent. This investigation can help to further explore the major software development phases that can lead to software failure.
In future these factors and sub-factors can be taken to industry for investigating their practicality level in real practice. Besides, the practitioners can be contacted for any industry based factor and sub-factors that they experience while they perform software development.
The study can further be extended for sustainable software development. It can be explored that what impact varying situational contexts can have on software sustainability? And how less sustainable software due to varying situational contexts can lead to failure software?
VIII. LIMITATION
This study has some limitations regarding the standards. We have included only the standards from IEEE Standard Association. The results in terms of factors and sub-factors may become more comprehensive, if we would have included the other sources of standards like International Standard Organization (ISO). The software engineering standards from other sources can be investigated in near future for the factors and sub-factors that can lead to software failure by acting as a source of varying situational contexts.
This study has grouped the sub-factors under related factors. The researchers have tried their best to perform the grouping carefully, but it may happen that some of the subfactors are missed or wrongly grouped.
Furthermore, the terminologies and naming conventions used for factors and sub-factors are carefully done but it may happen that some inappropriate terms are used for representing any factor and sub-factor.
IX. CONCLUSION
Software engineering is a discipline that is concerned with various phases of software production from the preliminary requirement gathering stage through to maintenance of the software system. It is therefore concluded that software engineering is a discipline that leads to a systematic approach where cost effective software development is performed. Regardless of the speedy progress, the software industry is well thought-out by several to be in a crisis. At that time the average software projects exceed the schedule by half. Similarly, large number of projects were either not functioning as expected or were not used at all. There are numerous other challenges, industry needs to deal with, if it continued to step forward for much more mature engineering discipline. Varying situational contexts among team members are one of the many challenges that can lead to failure software if left unattended. Software engineering standards significantly acknowledge the importance of situational contexts. In this study we have investigated the IEEE standards association for the relevant standards. We found 32 most relevant standards after performing filtration on the data set. We concluded that these software engineering standards significantly acknowledge towards consideration of situational contexts for successful software. Each standard is investigated for the various factors and sub-factors that can lead to varying situational contexts among software engineering team members. Based upon the analysis, we came across a pattern in the identified standards. We reported 8 categories under which these standards are grouped. Each of the standard reports the factors and sub-factors related to its category. The identified factors are 12 in number. Each of them is further grouped with the related sub-factors (52 in number) that ultimately can lead to failure software if not addressed properly. This study provides a guideline for the practitioners to consider these factors and sub-factors while performing software development in order to have a successful software development.
