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Conclusions 
The length of this review measures the significance attached by this reviewer to 
the challenge posed by the appearance of this book. The attempt has been made to 
identify curriculum requirements through analysis, not habit/prejudice. 
History shows that revolutions stem from good ideas, the implementation of which 
has suddenly become possible. Only now have Bird and Wadler made possible the 
realisation of the revolution in programming pending for twenty years, by facilitating 
the transmission of its central idea, the necessity of formal methods, to the core of 
the curriculum. A few scholars across the world are already lucky enough to get 
this “first-class” treatment. Let’s hope the rest don’t get left behind for too long. 
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Compiling Functional Languages. By A. Diller. Wiley, Chichester, United Kingdom, 
1988, Price X15.95 (paperback). ISBN o-471-920274. 
This text describes a number of different techniques which can be used in the 
implementation of functional programming languages. The style of writing is intelli- 
gible; each chapter has an introductory synopsis and is structured into sections and 
subsections. Suggestions of suitable books and papers for further reading are 
scattered liberally throughout. 
After a brief introduction to Lispkit we are treated to a lengthy exposition of 
combinatory logic, followed by a demonstration of the translation of a functional 
language (Lispkit) into combinators. The lambda calculus and its relationship with 
combinatory logic is discussed briefly. 
The motivation behind the inclusion of chapter of somewhat esoteric bracket 
abstraction algorithms and another on supercombinator algorithms is not at all 
obvious. In contrast the section on program transformation, which is based on the 
work of Darlington, is well written, as is the section on partial evaluation. 
The ubiquitous “rule of signs” example is given to illustrate abstract interpreta- 
tion, followed by a short introduction to domain theory and some simple examples 
of the use of abstraction rules in strictness analysis. One third of the chapter on 
type systems is devoted to a section entitled “Motivation”. After reading the rest 
of the chapter the reader may well feel motivated to look elsewhere for a more 
extensive treatment of this material. 
The author includes in an appendix the Pascal source code of a compiler and 
reducer for Lispkit, prefacing the appendix with excuses for the code’s inefficiency 
and inelegance. The reader is invited to improve upon it, which would certainly not 
be difficult for most Pascal programmers. 
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On numerous occasions Diller relies on references to provide supplementary 
information, particularly to the “classic” texts on functional programming such as 
those by Henderson, Peyton Jones, and Glaser, Hankin and Till. Consequently the 
book is more suitable for recommendation to those doing research than as a course 
text for undergraduates. 
One slightly peculiar assumption that the author seems happy to make is that the 
reader’s level of knowledge of the book’s subject is at least equal to that of his own. 
For example, in the chapter on type systems, Diller expresses disapproval of Milner’s 
type system wihout describing the system or giving any reasons for his viewpoint. 
This tendency probably stems from the fact that the book originated from the 
author’s M.Sc. thesis, Unfortunately, the reader may be left feeling that the evolution 
from a thesis entitled “An Evaluation of Functional Language Implementation 
Techniques” to a book on compiling functional languages is not quite complete. 
Topics such as code generation and garbage collection, which surely deserve a place 
in a book with this title, are hardly mentioned. For example, there is no description 
of the G-machine, although Diller does acknowledge its importance (“the most 
efficient lazy implementation technique at present for purely applicative languages”), 
and the SECD machine is referred to merely as an influence behind Curien’s 
categorical abstract machine. The book’s other weak point is its index, which leaves 
a lot to be desired. However, those doing research may well find that this book is 
worth acquiring for its glossary, annotated biblography and references, all of which 
are surprisingly good. 
Rachel HARRISON 
University of Southampton 
Southampton, United Kingdom 
A Method of Programming. By Edsger W. Dijkstra and W.H.J. Feijen. Addison- 
Wesley, Wokingham, United Kingdom, 1988, Price X15.95 (paperback), ISBN 
o-201-17536-3. 
This book is an outgrowth of course notes composed for a course on programming 
at the University of Eindhoven. It is originally written in Dutch, and translated to 
English by Joke Sterringa. 
The book is made up of two parts, which correspond, in the authors’ words, to 
“the lectures and their instruction, respectively”. The distinction between “lectures” 
and “instruction” appears to be an Eindhoven-specific, or Netherlands-specific, 
one. It is defined by the authors in these terms: “the lectures unfold the subject 
matter that is specific to programming, while the instruction describes the logical 
apparatus used for this and contains the exercises”. This distinction reminds this 
reader of the French-inspired separation between “tours” and “travaux diriges”, 
but this is not confirmed by the authors’ definition, nor by a scrutiny of the 
