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ABSTRAK 
Dewasa ini perhitungan jarak terdekat dan pembuatan lintasan pada 
permukaan merupakan permasa/ahan umum dalam Computational Geometry. 
Masa/ah ini muncul pada beberapa aplikasi seperti perencanaan gerakan robot. 
navigasi terrain, dan Sistem lnformasi Geograjik. Untuk itu diperlukan suatu 
metode yang ejisien dan efektif untuk menghitung geodesic distance dan membuat 
geodesic path. 
Dalam Tugas Akhir ini dilakukan penerapan algorilme perhilungan 
geodesic distance pada permukaan objek triangular mesh untuk dibuktikan 
lingkat keakuratan dan efisiensinya. Algorilme yang diterapkan adalah Fast 
Marching Method on Triangulated Domain (FMM on TD) yang berjalan dengan 
kompleks it as waktu O(n lg n). dimana n adalah jumlah titik pada permukaan. Inti 
dari algoritme ini adalah melakukan front propagation dari titik awal ke segala 
arah yang mungkin sampai diperoleh titik akhir. Setiap bergerak maju algoritme 
ini selalu menghilung nilai jarak suatu titik terhadap titik awal. Setelah proses 
perhitungan geodesic distance selesai, dilakukan proses pembuatan geodesic 
path. Inti dari proses ini adalah melakukan hack propagation pada permukaan 
dari titik akhir sampai diperoleh titik awal. 
Berdasarkan uji coba, tingkat keakuratan algoritme FMM on TD adalah 
lebih dari 95%. Keakuratan ini dipengaruhi oleh jumlah segitiga pembentuk 
permukaan. Semakin banyak segitiga semakin akurat geodesic distance yang 
dihasilkan, tetapi waktu yang dibutuhkan untuk melakukan proses perhilungan 
menjadi semakin lama. 
Kata Kunci : Computational Geometry, Geodesic Distance, Geodesic Path, 
Triangular Mesh, Fast Marching Method on Triangulated 
Domain. Front Propagation, Back Propagation 
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BABI 
PENDAHULUAN 
Pada bab ini akan dibahas mengenai Jatar belakang dan tujuan dari 
pembuatan tugas akhir, menentukan permasalahan yang akan dipecahkan beserta 
batasan dari penyclcsaiannya. Kemudian metodologi yang digunakan dalam 
penyelcsaian permasalahan serta sistematika dalam penulisannya. 
1.1. L ATAR B ELAKANG 
Perhitungan jarak terdekat dan pembuatan lintasan pada suatu permukaan 
mcrupakan permasalahan umum dalam dunia ilmu pengctahuan dan teknik 
khususnya Computational Geometry. Masalah ini muncul pada beberapa aplikasi 
sepcrti perencanaan gcrakan robot, navigasi Lerrain, dan Sistem lnformasi 
Geografik. 
Geodesic Distance adalah jarak terdekat antara pasangan titik pada 
pcrmukaan objek 3 dimensi. Jarak ini dihitung tanpa melewati bagian dalam dari 
objek 3 dimensi tersebut. Geodesic Path adalah lintasan pada pcrmukaan objek 3 
dimensi yangjaraknya direpresentasikan oleh Geodesic Dislance. 
Ada beberapa algoritme yang telah dikembangkan untuk perhitungan 
Geodesic Distance ini. Algoritme-algoritme tersebut mempunyai tingkat 
komplcksitas yang berbeda-beda. Salah satu algoritme yang paling awal 
dikembangkan untuk menghitung Geodesic Distance ini adalah D{jkstra 's-like 
algorithm yang dikembangkan oleh Mitchell pada tahun 1987. Algoritme 
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D(ikslra's-like ini berjalan pada tingkat kompleksitas waktu O(m2 lg m) dan 
tingkat kompleksitas ruang O(m2) dimana m adalah jumlah dari edge pada mesh. 
Pada tahun 1999, Kapoor juga mengembangkan algoritme yang mirip dengan 
D(ikslra 's-like Algorilhm yang dikembangkan oleh Mitchell, tctapi dengan 
struktur data yang lebih efisien sehingga algoritme tcrsebut dapat be~jalan pada 
tingkat komplcksitas waktu O(n lg2 n) dimana n adalah jumlah titik (vertices) 
pada mesh. Pada tahun 1990, Chen dan Han mengembangkan algoritme yang 
membangun struktur data berdasar pada pembentangan permukaan (surface 
unfoldings). Algoritme tersebut berjalan pada tingkat kompleksitas waktu O(n2) 
dan tingkat kompleksitas ruang O(n). Pada tahun 1998, Sethian dan Kimmel 
menggunakan Fasl Marching Method (FMM) untuk menentukan fungsi jarak dari 
satu titik ke semua titik lainnya pada permukaan dengan tingkat kompleksitas 
waktu O(n lg n). Sampai sekarang mungkin algoritme Fast Marching Me/hod 
inilah yang mempunyai tingkat kompleksitas waktu yang paling cepat. Tetapi 
tidak scpcrti algoritmc-algoritme lainnya, algori tme Fasl Marching Method ini 
tidak menghasilkan Geodesic Distance dan Geodesic Palh yang sebenarnya. 
melainkan hanya perkiraannya saja. 
Olch karena itu dalam tugas akhir ini akan dilakukan penerapan suatu 
algoritme pcrhitungan geodesic distance pada permukaan objek 3 dimensi yaitu 
algoritmc Fast Marching Method untuk dianal isis tingkat keakuratan dan tingkat 
cfisiensinya. 
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1.2. TUJUAN PEMBUATAN TUGAS AKHIR 
Tujuan dari pembuatan tugas akhir ini adalah merancang dan membangun 
perangkat lunak yang menerapkan dan mengimplementasikan algoritme Fast 
Marching Method untuk perhitungan Geodesic Distance dan pernbuatan Geodesic 
Path pada permukaan objek 3 dimensi. Setelah itu menganalisis kinerja algoritme 
terse but. 
1.3. PERMASALAHAN 
Berdasarkan Jatar belakang yang telah diuraikan sebelumnya, permasalahan 
yang akan diselesaikan dalam tugas akhir ini adalah sebagai berikut: 
1 . Bagaimana mengimplementasikan algoritme Fast Marching Method 
scbagai algoritme untuk menghitung Geodesic Distance. 
2. Bagaimana membuat Geodesic Path dari Geodesic Distance yang telah 
dihasilkan oleh algoritme Fast Marching Method. 
3. Bagairnana cara menggunakan file dengan format .PLY sebagai data 
triangular mesh dalam aplikasi visualisasi objek tiga dimensi. 
4. Bagaimana membuat struktur data yang tepat untuk irnplementasi 
algoritme Fast Marching Method. 
5. Bagaimana cara menerapkan fungsi fungsi library yang disediakan 
OpenGL dalam aplikasi Visualisasi Objek 3 Dimensi. 
6. Bagaimana mengadakan analisis dan uji coba terhadap implementasi 
algoritme Fast Marching Method. 
1.4. BATASAN PERMASALAHAN 
•'-"' .. ..-u., ••••• 
••n~' Tla..elQIW 
Sfi'UlU"" - .. u~·--
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Dari permasalahan-permasalahan di atas, maka batasan dalam tugas akhir 
ini adalah: 
I. Data Objek yang digunakan adalah data dengan format file . ply yang 
merupakan data polygon mesh dan dikhususkan untuk data poligon 
segitiga (triangular mesh). 
2. Algoritme yang dianalisis adalah Fast Marching Method. 
3. Graphic Library yang digunakan adalah Open Graphic Library 
(OpenGL). 
4. Bahasa Pemrograman yang digunakan adalah menggunakan C++ 
dengan Compiler dan Tools Microsoft Visual C++ 6.0. 
5. Batasan dalam implemetasi algoritrne adalah komputasi sekuensial. 
6. Batasan parameter yang digunakan untuk melakukan percobaan adalah 
besar data dan lama waktu pernrosesan 
1.5. METODOLOG I TUGAS AKHIR 
Metodologi yang digunakan dalam penyusunan tugas akhir ini diantaranya: 
I . Studi literatur dan pemahaman algoritrne 
Sebagai langkah awal, pada tahap ini dilakukan pengumpulan literatur 
dan mempelajari konsep dan teori algoritme Fast Marching Method. 
2. Perumusan masalah dan perumusan penyelesaiannya 
Langkah berikutnya adalah pendefmisian masalah, batasan-batasan 
masalah, serta langkah-langkah penyelesaian yang mengarah pada 
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perangkat lunak yang akan dikembangkan. 
3. Perancangan perangkat lunak 
Langkah yang dilakukan pada tahap ini adalah melakukan perancangan 
data, perancangan antar muka, perancangan proses perhitungan 
Geodesic Distance dan proses pembuatan Geodesic Path.. 
4. Pcmbuatan perangkat lunak 
Pada tahap ini dilakukan proses implementasi dari perancangan 
perangkat Junak yang telab dibuat pada tahap sebelumnya. 
5. Pengujian dan revisi program 
Pada tahap ini dilakukan evaluasi dan perbaikan dari program yang telab 
dibuat. 
6. Penulisan naskah Tugas Akhir 
Pada tahap akhir dari serangkaian metodologi ini, dilakukan penulisan 
dokumentasi dari tahapan konsep, perancangan, sampai tahap akhir, 
yaitu penerapannya 
1.6. SISTEMATIKA PENUL..ISAN 
Metodologi yang digunakan dalam Penyusunan Tugas akhir 101 adalah 
sebagai bcrikut : 
1. DAB I Pendahuluan 
Pada bagian ini dijelaskan tentang Jatar belakang yang mendasari tugas 
akhir ini, tujuan serta manfaat tugas akhir, batasan masaJah, metodologi 
pembuatan tugas akhir, serta sistematika penulisan buku tugas akhir ini. 
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2. BAB II Dasar Teori 
Bab ini membahas mengenai dasar teori yang digunakan pada tugas 
akhir ini diantaranya mengenai algoritme Fast Marching Method yang 
digunakan sebagai algoritme perhitungan Geodesic Distance, proses 
pcmbuatan Geodesic Path, struktur data Heap sebagai struktur data yang 
digunakan dalam algoritme Fast Marching Method, dan format file PLY 
sebagai format file masukan dari perangkat lunak. 
3. BAB III Perancangan Perangkat Lunak 
Bab ini membahas mengenai perancangan perangkat lunak perhitungan 
Geodesic Distance dan pembuatan Geodesic Path pada permukaan 
objek 3 dimensi meliputi perancangan data, perancangan proses dan 
perancangan antar muka. 
4. BAB IV lmplementasi Perangkat Lunak. 
Bab ini membahas mengenai implementasi dari perancangan yang telah 
dibuat pada bab III meliputi implementasi struktur data, implementasi 
proses perhitungan Geodesic Distance, implementasi proses pembuatan 
Geodesic Path, dan implementasi antar muka. 
S. BAB V Uji Coba dan Evaluasi 
Bab ini membahas mengenai uji coba dan evaluasi yang dilakukan 
terhadap perangkat lunak yang telah dibangun. 
6. BAB VI Penutup 
Bab ini menjelaskan mengenai kcsimpulan dan saran dari keseluruhan 
Tugas Akhir ini. 
BABII 
DASARTEORI 
Pada bah ini akan dibahas mengenai teori-teori penunjang dalam 
perancangan dan pembuatan aplikasi perhitungan Geodesic Dsilance dan 
pembangunan Geodesic Path pada permukaan objek tiga dimensi. Pembahasan 
akan dimulai dari pengenalan mengenai geodesic distance dan geodesic path, 
kemudian dilanjutkan Fast Marching Method, algoritme yang digunakan untuk 
melakukan perhitungan Geodesic Distance pada perrnukaan objek tiga dimensi 
dan Pembuatan Geodesic Path. Pada bagian selanjutnya akan dibahas mengenai 
format file PLY yang digunakan sebagai data masukan dan keluaran perangkat 
lunak. 
2.1. GEODESIC DtSTANCE DAN GEODESIC PATH 
Geodesic Distance adalah jarak terdekat antara pasangan titik pada 
permukaan objek 3 dimensi. Jarak ini dihitung tanpa melewati bagian dalam dari 
objek 3 dimensi tersebut. Geodesic Path adalah lintasan pada permukaan objek 3 
dimensi yang merepresentasikan Geodesic Distance. 
Geodesic Distance antara 2 titik pada suatu permukaan bidang datar adalah 
jarak Euclidian. Jarak Euclidian dinyatakan oleh rumus sebagai berikut : 
2.1 
dimana d adalahjarak Euclidian antara titik A (x A,yA ) dan titik B (x8,y8). 
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y 
Geodesic 
Path 
Gambar 2-1 Geodesic Path Pada Bidang Datar (bidang XY) 
8 
X 
Geodesic Path yang merepresentasikan Geodesic Distance dari 2 titik pada 
permukaan bidang datar adalah sebuah garis lurus yang menghubungkan titik A 
dan titik B (gam bar 2-1 ). 
Geodesic Distance antara 2 titik pada suatu permukaan bola (sphere), dapat 
dihitung menggunakan rumus sebagai berikut : 
d =r.a 2.2 
dimana r adalah panjang jari-jari bola tersebut dan a adalah besar sudut 
pusat yang dibentuk oleh 2 vektor dari 2 titik pada permukaan bola tersebut. 
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Gombar 2-2 Permulcaan Bola (Sphere) Dilihat Secara 3 Dimensi 
Geodesic Path yang merepresentasikan Geodesic Distance dari 2 titik pada 
suatu permukaan bola (sphere) adalah berupa busur dari lingkaran yang melalui 2 
titik pada permukaan tersebut dan berpusat pada pusat bola. 
\. 
\ 
\ 
I 
I 
I 
I 
/ 
B 
Gombar 2-3 Penampang Bola (Sphere} Dilihat Secara 2 Dimensi 
Pada Gambar 2-3 di atas tampak bola secara 2 dimensi (dilihat dari depan). 
geodesic path yang merepresentasikan geodesic distance antara titik A dan B 
adalah busur AB yang ditunjukkan dengan garis putus-putus. 
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Geodesic Distance antara 2 titik pada suatu permukaan objek 3 dimensi 
terutama objek 3 dimensi yang tidak beraturan sulit sekali untuk dihitung. Hal ini 
disebabkan karena kontur dari permukaan objek 3 dimensi bisa bermacam-macam 
sekali bentuknya. 
Gombar 2-4 Contoh Permukaan Objek 3 Dimensi yang Tidak Beraturan 
Seperti contoh permukaan objek 3 dimensi pada Gambar 2-4, tentulah sulit 
untuk menghitung Geodesic Distance antara titik A dan B dengan tepat, karena 
kontur dari permukaan objek tersebut tidaklah rata dan teratur. Untuk 
memecahkan masalah tersebut dilakukan beberapa pendekatan secara numerik, 
salah satunya adalah Algoritme Fast Marching Method yang akan dijelaskan pada 
sub bab berikut. 
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2.2. FAST MARCH ING METHOD 
Algoritme perhitungan Geodesic Distance pada pennukaan objek 3 dimensi 
merupakan topik umum dalam dunia Computational Geometry atau Ilmu ukur 
ruang. Banyak penelitian masih dilakukan untuk menemukan algoritme 
perhitungan Geodesic Distance yang akurat dan efektif. 
Algoritrne yang paling akhir dikembangkan adalah Fast Marching Method. 
Fast Marching Method ini diperkenalkan oleh James A. Sethian, seorang Profesor 
Matematika dari University of California, Barkeley, USA. Algoritme ini dapat 
digunakan secara luas dalam berbagai bidang ilmu, antara lain untuk 
menyelesaikan pennasalahan : shape offseting, shape from shading, shape 
detection, pengembangan photolithographic, perhitungan first arrivals in seismic 
travel times. optimal path planning around obstacles, perhitungan jarak dari kurva 
yang komplck dan permukaan, pembuatan lintasan terpendek pada permukaan, 
dan lain-lain. Secara khusus algoritme Fast Marching Method untuk masalah 
perhitungan Geodesic Distance dan pembuatan Geodesic Path pada permukaan 
triangular mesh dikembangkan oleb James A. Sethian dan Ron Kimmel, 
algoritme yang dikembangkan dikenal dengan istilah Fast Marching Method on 
Triangulated Domain (FMM on TD). 
Dalam pennasalahan perhitungan Geodesic Distance dan pembuatan 
Geodesic Path, secara matematis tujuan dari algoritme Fast Marching Method ini 
adalah mencari pendekatan penyelesaian persamaan Eikonal : 
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!V'T jF = 1 2.3 
dengan T adalah fungsi jarak. dari suatu titik terhadap titik awal (starting vertex), 
dimana nilai T pada titik awal sama dengan 0 dan F adalah fungsi kecepatan dari 
propagasi, dimana F dapat berupa cost (biaya) yang dibutuhkan untuk berpindah 
dari satu titik ke titik lainnya, tetapi dalam pennasalahan geornetri yang hanya 
mempertimbangkan jarak saja nilai F = 1. 
Inti dari algoritme Fast Marching Method ini adalah melak.ukan propagasi 
menyebar I maju (front propagation) dari sebuah titik sebagai starting vertex ke 
segala arah yang rnungkin. Setiap bergerak rnaju algoritme ini selalu menghitung 
dan menyirnpan nilai jarak suatu titik terhadap titik awal (starting vertex), nilai 
jarak tersebut disimpan sebagai properti dari titik tersebut. Tiap titik diproses, 
semakin jauh titik tersebut nilai jaraknya menjadi semakin besar. Proses propagasi 
maju dari algoritme Fast Marching Method ini dapat dianalogikan sebagai 
kobaran api yang membak.ar padang rumput, kobaran api ini berjalan maju dengan 
kecepatan konstan ke segala arah membakar rumput yang belum terbakar. Proses 
"pembakaran'' ini dimulai pada titik awal dan bergerak maju "membakar" titik-
titik lain di sebelahnya. Titik yang telah ''terbakar" berarti titik tersebut telah 
diproses atau telah dihitung nilai jaraknya dari titik awal. Proses ini berhenti 
sampai titik akhir (end vertex) telah '"terbakar" atau telah dihitung nilai jaraknya. 
Algoritme Fast Marching Method on Triangulated Domain ini romp 
dengan algoritme Dijkstra yang digunakan untuk memecahkan masalah single-
source shortest paths pada sebuah graf berbobot dan tak. berarah (weighted and 
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nondirected graphs). Idenya adalah mendeskripsikan permukaan triangular mesh 
sebagai sebuah graf, dimana sisi dari segitiga adalah sebagai garis penghubung 
berbobot dan tak bcrarah (nondirected weighted edge) yang menghubungkan 2 
vertex. Vertex pada graf dinyatakan oleh titik pada ruang 3 dimensi. Nilai bobot 
(weight) dari suatu edge sama dengan jarak Euclidian an tara 2 titik dihubungkan 
olehedgetersebut, w(e v,.v ) = d(v, ,v 1 ). 
Algoritme Dijkstra terdiri dari langkah-langkah berikut : 
Inisialisasi : Ambit v0 menjadi source vertex, nilai T(vo) = 0 dan tctapkan pada 
semua vertex lainnya T(v) = oo. 
Langkah 1 : Update semua vertex v, yang terhubung dengan vo oleh sebuah edge 
melalui cara: T(v,) = minlT(v,),T(v,)+ w(ev, .• )). 
Langkah 2 : Masukkan vertex yang baru di-update tersebut ke daJam struktur data 
min-heap. Jika vertex tersebut telah ada di dalam min-heap, maka 
hanya update lokasi vertex tersebut di dalam min-heap. 
Langkah 3 : Jika min-heap telah kosong, keluar dari proses, jika tidak pindahkan 
vertex pada puncak dari struktur min-heap dan sebut vertex tersebut 
sebagai vo. 
Langkah 4 : Kembali ke langkah I. 
Perbedaan antara aJgoritme Fast Marching Method on Triangulated Domain 
dengan algoritme Dijkstra adalah pada langkah update (langkah 2). Pada 
algoritmc Fast Marching Method on Triangulated Domain, untuk meng-update 
nilai dari suatu titik digunakan Update Sethian's Method. Metode ini bertujuan 
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untuk menghitung nilai T dari suatu titik berdasarkan ni lai T dari 2 titik lainnya 
yang berada pada segitiga yang sama. 
Penjelasan langkah-langkah algoritme Fast Marching Method on 
Triangulated Domain akan dijelaskan secara detail pada sub bab berikutnya. 
2.2. 1 Karakteristik Fast Marching Method on Triangulated Domain 
Masukan (input) dari algoritme Fast Marching Method on Triangulated 
Domain adalah sebuah lriangular mesh yaitu representasi permukaan (surface) 3 
dimensi yang dibentuk oleh segitiga-segitiga. Triangular mesh terdiri dari 
himpunan titik pada ruang 3 dimensi yang membentuk triangulated surface. 
Selain itu perlu juga masukan 2 buah titik dari himpunan titik tersebut sebagai 
titik awal (starling verlex) dan titik akhir (end vertex). 
Keluaran (outpul} dari algoritme Fast Marching Method on Triangulated 
Domain adalah Geodesic Distance antara titik awal dan titik akhir. Dan apabila 
digunakan untuk menyelesaikan Single-source Shortest Paths Problem maka 
keluaran yang dihasilkan adalah sebuah array dengan ukuran n (jumlah titik pada 
mesh). Array ini berisi nilai T dari semua titik pada mesh. Selain itu apabila 
digunakan untuk menyelesaikan All Pairs Shortest Path Problem maka keluaran 
yang dihasilkan adalah sebuah array dengan ukuran n x n. 
Perlu diketahui bahwa pada algoritme ini, setiap titik pada mesh mempunyai 
beberapa properti yaitu : 
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• T, yang menyatakan nilai geodesic distance titik tersebut dari titik awal. 
Nilai T ini mempunyai monotonicity property yaitu semakin akhir titik 
tersebut dihitung nilai T-nya maka makin besar nilainya dibandingkan 
nilai T dari titik yang dihitung lebih awal. Jadi Jama-kelamaan nilai T dari 
titik-titik yang diproses makin besar nilainya. Selain itu nilai T dari suatu 
titik hanya dapat di-update dengan nilai T baru yang lebih kecil dari nilai 
T sebelumnya, sehingga yang dihasilkan nantinya merupakan nilai T 
minimum, dengan kata lain merupakan jarak terdekat dari titik awal. 
• Status, yang menunjukkan status dari titik tersebut. 
Ada 3 macam status, yaitu: 
o Far, artinya titik tersebut belum pemah diproses atau dihitung 
geodesic distance-nya. 
o Close, artinya titik tersebut pemah diproses, tctapi nilai geodesic 
distance-nya belum final. Nilai geodesic distance tersebut dapat 
berubah atau di-update lagi. 
o Fix, artinya titik tersebut telah diproses. Nilai geodesic distance-nya 
sudah Final sehingga nilai geodesic distance tersebut tidak perlu dan 
tidak dapat di-update lagi. 
Dengan dibedakannya semua titik yang ada berdasarkan statusnya maka 
diperoleh 3 himpunan titik, yaitu : Himpunan Far Vertex, Himpunan Closed 
Vertex, dan Himpunan Fixed Vertex. 
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2.2.2 Tabap lnisialisasi 
Sarna halnya dengan algoritme Dijkstra, algoritme Fast Marching Method 
on Triangulated Domain mempunyai tahap inisialisasi. Berikut langkah-langkah 
dalam tahap inisialisasi : 
• Semua titik yang ada statusnya ditetapkan menjadi Far. 
• Nilai geodesic distance atau nilai T dari tiap titik ditetapkan menjadi tidak 
hingga (infinite). 
• Pada titik awal (Starting vertex). nilai T ditetapkan = 0. 
• Status titik awal ditetapkan menjadi close. Hal ini berarti memindahkan 
titik awal dari himpunanfar vertex ke hirnpunan closed vertex. 
2.2.3 Tabap Perulangan 
Setelah tahap inisiaJisasi selesai dilakukan, maka algoritme Fast Marching 
Method on Triangulated Domain dilanjutkan dengan tahap perulangan. Tahap 
perulangan ini terus dilakukan sampai nilai geodesic distance dari titik akhir (end 
vertex) telah diperoleh atau dengan kata lain sampai status dari titik akhir menjadi 
fix. 
Berikut langkah-langkah dari tahap perulangan : 
• Ambit titik trial yang merupakan titik pada himpunan closed vertex 
dengan nilai T terkecil I minimum. 
• Tetapkan status titik trial tersebut menjadifzx. 
• Tetapkan juga status tiap titik tetangga dari titik trial (titik yang terhubung 
oleh satu edge I garis penghubung dengan titik trial) yang bukan anggota 
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dari hirnpunan fixed vertex menjadi close. Hitung nilai T dari tiap titik 
tersebut. Apabila T yang baru dihitung Jebih kecil dari T yang lama rnaka 
update nilai T dengan nilai T yang baru, jika tidak rnaka nilai T yang lama 
tidak perlu diganti. Langkah-langkah dalam rnenghitung nilai T akan 
dijelaskan pada sub bab berikutnya. 
• Kernbali ke langkah pertama tahap perulangan. 
2.2.3.1 Mengbitung Nilai T 
8 
Gombar 2-5 Titik C yang berada do/am satu segitiga dengan litik A dan B 
Dalarn tahap perulangan di sub bab sebelumnya, disebutkan pada langkah 
ketiga untuk menghitung nilai T dari tiap titik tetangga dari titik trial. Pada 
garnbar 2-5, untuk rnenghitung nilai T dari suatu titik (sebut saja titik C) 
diperlukan nilai T dari 2 titik lainnya (sebut saja titik A dan B) yang berada dalam 
segitiga yang sarna dengan titik yang ingin dihitung nilai T-nya (titik C). Nilai T 
dari titik-titik Jain tersebut harus rnemenuhi T(B) > T(A), jika tidak maka titik 
yang menjadi A dan B ditukar. Apabila titik tersebut mempunyai banyak segitiga, 
rnaka titik tersebut akan dihitung nilai T-nya sebanyak segitiga yang dimilikinya. 
Lalu diambil nilai T yang paling kecil untuk menjadi nilai geodesic distance titik 
tersebut dari titik awal. 
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Ada 3 kemungkinan yang dapat terjadi waktu menghitung nilai T pada suatu 
titik atau dengan kata lain waktu mencari T(C) dari T(A) dan T(B) yang diketahui 
nilainya, yaitu : 
• Jika T(A) = oo dan T(B) = oo, maka nilai T(C) tidak bisa dihitung dari 
T(A) dan T(B) tersebut. 
• Jika T(A) < oo dan T(B) = oo, maka nilai T di titik C dapat dihitung dengan 
menggunakan rumus : 
T(C) = T(A) +b 2.4 
dimana b adalahjarak euclidian antara titik A dan titik C. 
• Jika T(A) < oo dan T(B) < oo, maka nilai T di titik C dapat dihitung dari 
nilai T(A) dan T(B) dengan menggunakan proses Update Sethian's Method 
yang akan dijelaskan pada sub bab 2.2.3.2. Tetapi perlu diperhatikan 
terlebih dahulu bahwa sebelum melakukan proses Update Sethian's 
Method, sudut C pada segitiga ABC tersebut harus merupakan sudut lancip 
(sudut C ::; 90°). Jika sudut C pada segitiga ABC bukan merupakan sudut 
lancip (sudut C > 90°), maka harus dilakukan proses Unfolding Triangles 
terlebih dahulu untuk membagi sudut C itu menjadi 2 buah sudut lancip. 
Proses Unfolding Triangles akan dijelaskan pada sub bab 2.2.3.3. 
2.2.3.2 Proses Update Sethian's Method 
Proses ini dilakukan waktu menghitung nilai T di suatu titik dengan bantuan 
nilai T dari 2 titik lainnya yang berada pada segitiga yang sama. Misalkan titik 
yang ingin dihitung nilai T nya adalah titik C dan 2 titik lain yang berada dalam 
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satu segitiga dengan titik C adalah titik A dan B, maka nilai T pada titik C dapat 
dihitung menggunakan rumus : 
T(C) = T(A) + 1 2.5 
Tujuan dari Update Sethian's Method adalah untuk mencari nilai I. Caranya 
ialah dengan membangun sebuah bidang L\EFH di atas L\ABC dimana L\EFH 
tersebut mempunyai kemiringan terhadap L\ABC = l. Sudut EMN = 45°. 
Didefinisikan juga nilai u = T(B)- T(A), panjang sisi BC = a, panjang sisi AC = 
h. panjang sisi AB = c. 
Gombar 2-6 Konstruksi !:iEFH yang mempunyai gradientterhadap MBC - I 
Dari gam bar 2-6 di atas, maka dapat dirumuskan bahwa: 
t - u 
--=W 
h 
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2.6 
dimana h adalah panjang garis MN dan w adalah kemiringan 6EFH terhadap 
MBC, jadi w = tan LEMN = 1 . 
Kemudian panjang sisi AD dapat ditulis sebagai: 
,.. 
DF u 
-=-= -
b AD AD 
AD = bu 
I 
- B~--~----~-.~-------
0 
0 • 
-·· .............. --- -.- •\••- -:------ --- :------- - ~-········ ------
0 0 
o o I o o 
I 4 f-----· ......... ---------~--- ----·, ---------:----------~---------~--------· ..... .. 
t o I I I 
t I t I I 
I 0 I I I 
I I I I 
I I t I 
I I I o 
I I t f 
I I 0 I I 
-····· ........... ~-------- .-------··-:····----·~:-·········;···--····:-····----· ....... .. 
I t o 0 
o o I I 
o f I t 
o I t I 
t I I I 
0 t I I t 
o- ----- ·------A.---------~---------~---------+···------~---------~-------·· ------
, f I o I I 
0 0 I I I f 
0 I I I t I 
0 t 0 I o I 
I t I o I f 
Gambar 2-7 AABC dilihat dari alas (secara 2 dimensi) 
Dari gambar 2-7 di atas, maka panjang sisi CD dapat dirumuskan dengan 
menggunakan panjang sisi AD, yaitu : 
CD = b - AD = b- bu = b(t - u) 2.7 
t I 
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Setelah itu nilai h (panjang garis GC yang tegak lurus dengan garis BD) 
dapat dihitung melalui proses dalil Cosinus dan dalil Sinus pada segitiga BCD 
terlebih dahulu. Didefinisikan ¢ = LCBD dan 0 = LBCD. 
Dengan Dalil Cosinus pada 8-BCD diperoleh : 
BD2 = a2 + CD2 - 2aCDcosO 
Kemudian dengan Dalil Sinus pada LillCD diperoleh : 
sin¢ CD 
--=-
sinO BD 
. "' CD . O sm'l' = -sm 
BD 
Akhimya dengan menggunakan ~CBG, maka diperoleh : 
h = a sin¢ 
h CD. O = a - sm 
BD 
h = a.CDsinO 
.Ja2 +CD2 - 2aCDcosO 
2.8 
Lalu dengan menggunakan persarnaan 2.6 dan memasukkan persamaan 2.7 ke 
persamaan 2.8 diperoleh : 
1-u h=-
w 
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2.9 
Akhimya dari persamaan 2.9 akan diperoleh persamaan kuadrat untuk nilai I: 
2.10 
Persamaan kuadrat untuk nilai t di atas dapat diselesaikan dengan 
menggunakan rumus abc, sebagai berikut: 
Jika diketahui persamaan kuadrat nilai x: ax2 + bx + c = 0 
. - b ± .J b2 - 4ac Maka penyelesatannya : x1, x2 = ------2a 
Untuk menjaga konsistensi dan monotonicity property, nilai I harus selalu 
bemilai positif. Selain itu titik update G harus berada di dalam segitiga ABC. 
Titik G yang dihasilkan harus selalu ada pada garis BD. Ketika G = 0, maka 
LBDC = 7r dan panjang CD = acosB, seperti yang digambarkan pada gambar 
2 
2-8. Pada batasan lain, jika G = B, maka LCBD = 7r dan panjang CD= _a_, 
2 cosB 
seperti yang digambarkan pada gambar 2-9. 
Gombar 2-8 MBC jika titik update G = D 
t 
E 
A 
Gombar 2-9 MBCjika titik update G - B 
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Jadi agar titik G, tetap berada di dalam segitiga maka CD= b(t - u) (dari 
I 
persamaan 2. 7) harus memenuhi persamaan : 
b(t -u) a 
acos85. 5.-- 2.11 
t cosO 
Selain itu solusi nilai 1 dari persarnaan 2.10 harus memenuhi : u < 1 . Jika 
kedua syarat tersebut terpenuhi maka untuk menghitung nilai T pada titik C 
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digunakan T(C) = min{T(C),T(A) +t} , jika tidak terpenuhi maka nilai T pada 
titik C dihitung dengan T(C) = min{T(C),T(A)+b,T(B) +a} 
2.2.3.3 Proses Unfolding Triangles 
Proses Update Sethian 's Method yang telah dijelaskan pada sub bab 
sebelumnya ini hanya dapat dilakukan jika sudut C pada ~ABC besamya tidak 
lebih dari 90° atau dengan kata lain sudut C adalah sudut lancip. Ini merupakan 
syarat mutlak karena jika sudut C lebih besar dari 90° atau sudut C merupakan 
sudut tumpul akan mengakibatkan nilai cos8 negatif (gambar 2-l 0 kiri). 
I 
I ', 
I ', 
I ', 
I ', 
I ', 
A A \ Daerah Pembagian ' ', 
1 Sudut ', 
I 
I 
I 
I 
Gombar 2-10 MBC dengan sudut C adalah sudut tumpul 
Untuk itu jika sudut C pada suatu segitiga merupakan sudut tumpuJ, maka 
perlu dilakukan proses Unfolding Triangles untuk membagi sudut C tersebut 
menjadi 2 buah sudut lancip. 
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Gambar 2-11 Mesh sebe/um dan sesudah proses Unfolding Triangles 
Ide dari proses Unfolding Triangles ini adalah membuat daerah pembagian 
sudut (gam bar 2- I 0 kanan), lalu memperluas daerah segitiga mula-mula (MBC) 
dengan membentangkan (unfolding) segitiga-segitiga yang bersebelahan sampai 
diperoleh sebuah titik D yang berada pada daerah pembagian sudut (gambar 2-11 
kanan). Dengan garis yang menghubungkan titik D dan titik C, maka sudut C 
tersebut telah dibagi menjadi 2 buah sudut lancip yaitu : LACD dan LBCD. 
Setelah proses Unfolding Triangles ini selesai, maka dilakukan proses 
Update Sethian 's Method pada MCD dan dilanjutkan pada 6 BCD untuk 
menghitung nilai T, nilai T yang terkecil diambi1 untuk menjadi nilai T(C). 
2.2.4 Kompleksitas Algoritme Fast Marching Method 
Algoritme Fast Marching Method on Triangulated Domain ini mempunyai 
kompleksitas waktu O(n lg n) dimana n adalah jumlah titik yang ada, nilai 
kompleksitas ini didapat dari : 
• Waktu untuk meng-update nilai T dari semua titik yang ada = O(n) 
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Algoritme Fast Marching Method akan menghitung semua nilai T dari tiap 
titik yang ada sampai nilai T pada titik akhir (end vertex) telah diperoleh 
dan status titik akhir tersebut telah menjadifix. Proses meng-update nilai T 
dari tiap titik tersebut berjalan dengan kompleksitas waktu O(n). 
• Waktu untuk memelihara struktur data min-priority queue dari himpunan 
close vertex = O(lg n) 
Di dalam tiap tahap perulangan dilakukan operasi-operasi push, pop dan 
decrease-key terhadap min-priority queue yang menyimpan himpunan 
close vertex. Tiap operasi tersebut berjalan dengan kompleksitas waktu 
O(lg n). Penjelasan lebih detail mengenai struktur data min-priority queue 
ada pada sub-bab 2.4. 
2.3. PEMBUATAN GEODESIC PATH 
Geodesic Path adalah lintasan terpendek pada pennukaan objek 3 dimensi 
yang menghubungkan 2 buah titik pada pennukaan tersebut yaitu titik awal dan 
titik akhir. Lintasan ini merepresentasikan geodesic distance antara kedua titik 
tersebut. Karena geodesic path merupakan representasi dari geodesic distance, 
maka sebelum melakukan proses pembuatan geodesic path. perlu dilakukan 
proses Fast Marching Method on Triangulated Domain untuk menghitung 
geodesic distance dari titik awal ke semua titik lainnya. 
Inti dari pembuatan geodesic path adalah melakukan propagasi balik (back 
propagalion) dimulai dari titik akhir sepanjang penurunan gTadien dari distance 
map sampai dipcroleh titik awal. Distance Map adalah matriks berukuran n yang 
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berisi geodesic distance tiap titik dari titik awal. n adalah jumlah titik. Jadi dengan 
kata lain pembuatan geodesic path adalah memecahkan Ordinary Differential 
Equation (ODE) : 
dX(s) ;;;;-\JT 
ds 
X(O);;;; v0 
2.12 
dimana X(s) adalah fungsi kurva parametrik yang merepresentasikan lintasan 
geodesic path pada pennukaan objek 3 dimensi dan vo adalah titik awal. Ada 2 hal 
yang perlu diperhatikan dalam melakukan pembuatan geodesic path yaitu : 
Current Vertex dan Current Face. Current Vertex adalah titik yang akan terus 
dipropagasi. Setiap kali bergerak, posisi Current Vertex tersebut disimpan, karena 
posisi-posisi inilah yang nantinya membentuk geodesic path. Sedangkan Current 
Face adalah segitiga dimana Current Vertex akan dipropagasi. 
Berikut langkah-langkah untuk pembuatan geodesic path : 
• Tetapkan Current Vertex sebagai vertex yang akan dipropagasi. Sebagai 
inisialisasi awal Current Vertex adalah titik akhir. 
• Lakukan Prosedur Khusus untuk mernilih Current Face yaitu segitiga 
dimana Current Vertex akan dipropagasi. 
• Lakukan Prosedur Umum untuk propagasi Current Vertex pada Current 
Face sampai Current Vertex di tepi Current Face, atau dengan kata lain 
sampai Current Vertex hampir keluar dari Current Face. 
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• Jika setelah dipropagasi Current Vertex berada di tengah edge, maka 
Current Face di set segitiga yang merupakan tetangga dari Current Face 
sebelumnya melalui edge yang memuat Current Vertex dan lakukan 
kembali Prosedur Umum dengan Current Face yang baru. 
• Jika setelah dipropagasi Current Vertex berada tepat pada sebuah vertex, 
maka lakukan Prosedur Khusus terlebih dahulu sebelum Prosedur Umum. 
• Prosedur Umum dan Prosedur Khusus di atas terus dilakukan sampai 
Current Vertex rnencapai titik awal. 
2.3.1 Prosedur Kbusus 
Tujuan dari prosedur ini adalah memilih segitiga yang memuat Current 
Vertex sebagai segitiga di mana Current Vertex akan dipropagasikan. Langkah-
langkah Prosedur Khusus adalah sebagai berikut : 
• Pada Current Vertex pilih vertex tetangga dengan nilai T yang terkecil 
untuk menjadi Vertex acuan. 
• Pilih segitiga yang memuat Current Vertex dan Vertex acuan, dimana 
vertex lain pada segitiga tersebut mempunyai nilai T terkecil dibandingkan 
pada segitiga lainnya. 
• Set Current Face dengan segitiga yang dipilih tersebut. 
2.3.2 Prosedur Umum 
Prosedur ini adalah inti dari proses pembuatan geodesic path karena pada 
prosedur ini dilakukan proses propagasi Current Vertex. Prosedur ini terdiri dari 2 
proses utama yaitu : 
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• Inisialisasi Triangular Interpolation Quadratic pada Current Face. 
• Propagasi Balik Current Vertex pada Current Face. 
2.3.2.1 Ioisialisasi Triangular Interpolation Quadratic 
Tujuan dari langkah ini ialah untuk mencari fungsi T yang merupakan 
fungsi jarak suatu titik terhadap titik awal. Langkah lnisialisasi Triangular 
Interpolation Quadratic ini dilakukan di tiap face segitiga yang dilewati ketika 
dilakukan back propagation dari titik akhir sampai ke titik awaJ. 
Misalkan titik yang akan dipropagasi adalah titik P dan segitiga yang 
memuat titik P tersebut adalah MBC, lalu dari MBC tersebut dibentuk basis 
ortonormal R2 dengan titik C sebagai pusat basis. Vektor basis u diperoleh dari 
normalisasi vektor CA, yaitu dengan rum us : u = CA/ length( CA) dan Vektor 
basis v diperoleh melalui rumus: v = normalize(u x CB xu). 
Pada gambar 2-12 tampak ortonormal basis R2 dengan titik C sebagai pusat 
basis, vektor u dan vektor v sebagai vektor basis yang saling tegak lurus. 
I • . . . . 
r·+· r ····:····-:-···· :.. ; ··!--:-, ... ~....... : ....... : .. . ·: .. : .. 
T !'-~J ... ::.J· .. : . ·: . ~ -t.· 
~ : :, : 
: i\ : 
: : ' : 
... ~ .... ·;.. . ....... .. . 
J- -~- ~· - .. ~ ......... ·~ .. 
•• 
t._l_.i__ _. i. i__i_ 
s 's s sc 
Gombar 2-12 Ortonormal basis If pada t.A BC 
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Setelah basis ortonormal dibentuk, dilakukan proses unfolding triangles dari 
ketiga tetangga dari L\ABC agar menjadi sebidang dengan ~ABC sehingga 
diperoleh 6 buah titik V,(x,,yJ, i={1,2,3,4,5,6} pada ortonormal basis R2 yang 
telah dibuat sebelumnya. Ketiga titik pertama mengacu pada titik A,B,C dan 
ketiga titik selanjutnya mengacu pada titik-titik dari 3 segitiga yang merupakan 
tetangga dari ~ABC . 
. I 
t 
V4 
I 
....... -
- l 
V5 
Gambar 2-13 Pendataran segitiga-segitiga tetangga ke basislf pada !!.ABC 
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Gambar 2-14 Hasil pendataran segitiga-segitiga tetangga ke basisK pada !!.ABC 
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Dari enam buah titik ~(x1,yJ, i={1,2,3.4. 5,6}, tetapkan nilai fungsi T(x,y) 
dengan nilai geodesic distance (nilai T,) tiap titik tersebut yang telah dihasilkan 
dari proses Fast Marching Method on Triangulated Domain. Karena interpolasi 
yang digunakan adalah kuadratik maka fungsi yang dibangun berbentuk : 
T(x,y) =a+ bx +cy + dxy +ex2 + Jy2 2. 13 
Dengan memasangkan tiap titik ~(x,,yJ dan T, maka diperoleh 6 persamaan 
dengan 6 variabel yang tidak diketahui (a.b,c,d,e,j). Dalam persamaan matriks 
dapal dinyatakan melalui persamaan : 
r, 2 2 a x, y, x,y, x, y, 
r2 2 2 b x2 Y2 X2Y1 x2 Y2 
T, 2 2 c x3 YJ x3y3 XJ y, 
= X T1 2 2 d x .. Y.t x .. y .. x .. Y4 
T5 2 2 e X~ Ys XsYs Xs Ys 
r6 2 2 .r x6 Y6 x6y6 x6 Y6 
T=MC 2.14 
Matriks C dalam persamaan 2.14 di atas dapat dicari dengan menggunakan 
metode Lower-Upper Decompotition atau metode Gauss-Jordan Elimination. 
Dengan menggunakan persamaan permukaan tersebut, maka fungsi vektor 
gradient dari setiap titik di dalam ortonormal basis L\ABC dapat dihitung dengan : 
G(x.y)= VT(x.y) = { ar~.y), ar~.y) }= {b+dy+2ex,c+dx+ 2ff) 2.15 
Vektor gradien ini kemudian dapat digunakan untuk mempropagasi titik P di 
dalam b.ABC sampai titik P tersebut keluar dari b.ABC. 
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2.3.2.2 Back Propagation Current Vertex pada Current Face 
Proses ini bertujuan untuk memprediksi lintasan geodesic path pada current 
face. Suatu pendekatan numerik yang dilakukan untuk memprediksi lintasan 
tersebut adalah dengan mempropagasi mundur current vertex sampai titik tersebut 
keluar dari currentfa.ce. 
Pendekatan Numerik tersebut dapat dirumuskan sebagai : 
P'= p- 0 X VT(P) 2.16 
dengan P adaJah current vertex dan J adaJah konstanta skaJar yang menunjukkan 
besar step pengurangan dari kurva. Setiap titik P yang diperoleh disimpan ke 
dalam suatu list point pembentuk geodesic path. 
Pada gambar 2-15 (kiri) tampak hasil back propagation dengan current 
vertex asal yaitu titik A dan current face adalah 6ABC. Garis merah dari A yang 
memotong 6ABC menunjukkan lintasan hasil propagasi titik A, sedangkan pada 
gambar 2-1 5 (kanan atas dan kanan bawah) tarnpak inset dengan perbesaran 5 kali 
dari gambar 2-1 5 (kiri). Pada gambar ini tampak titik-titik yang merupakan hasil 
propagasi titik A menggunakan rum us persamaan 2.16 dengan 6 - 0. 0 I. 
'I' 
• I 
u 
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.. 
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Gombar 2-15 Hasil back propagation dari titik A pada 6.ABC 
2.3.3 Koordinat Barycentric 
Koordinat Barycentric ini pertama kali ditemukan oleh Mobius pada tahun 
1827. Pada sebuah segitiga yang dibentuk oleh 3 titik (V,, V 2, V J), suatu titik P di 
dalam sebuah segitiga dapat dinyatakan secara unik dengan koordinat Barycentric 
2.17 
Karena a, + a2 + a3 = I, maka a3 = 1- a1 - a 2 . Sehingga persamaan 2.17 
dapat disederhanakan menjadi : 
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2.18 
Gambar 2-16 Koordinat Barycentric Titik P lerhadap segitiga V1 V" V; 
Nilai koordinat Barycentric a1, a2, dan a3 menyatakan fraksi luas segitiga-
segitiga pembentuk segitiga V 1 V 2 V 3. Pada gam bar 2-16 (kiri) ditunjukkan bahwa 
!::. PV 1V2. Nilai At, A2, A3 dapat dicari dengan menggunakan rumus luas segitiga 
jika diketahui panjang ketiga sisinya (lihat gambar 2-16 kanan). 
A1 = ~s(s-e1 )(s-t2 )(s-t3 ), dengan s=(e1 + 12 +13 )/2 
A2 = ~s(s-e2 )(s-f1 )(s -t3 ), dengan s = (e2 +11 + 11)/2 
A3 = ~s(s- e3)(s- t 1 )(s- /2), dengan s = (e3 +11 +12 )/2 
2.19 
Setelah nilai A 1, A2, dan A3 telah diperoleh, maka nilai a,, a2, dan a3 
dihjtung dengan : 
2.20 
Dalam pemakaiannya~ koordinat Barysentric tnl cukup istimewa karena 
memiliki kondisi khusus yaitu : 
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• Jika salah satu dari nilai at, a2, atau a3 bemilai 0, maka titik P berada tepat 
pada salah satu sisi segitiga V 1 V 2 V 3· 
Gombar 2-17 Koordinat Barycentric Titik P untuk kondisi khusus pertama 
Pada gambar 2-17, jika a1 yang bernilai 0 maka titik P akan berada pada 
edge yang menghubungkan V 2 V 3 ( contoh : titik P 1). Jika a2 yang bemilai 0 
maka titik P akan berada pada edge yang menghubungkan V 1 V 3 ( contoh : 
titik P1). Jika a3 yang bernilai 0 maka titik P akan berada pada edge yang 
menghubungkan V1V2 (contoh: titik P3). 
• Jika salah satu dari nilai a1, a2, atau a3 lebih besar dari 1 atau kurang dari 
0. maka titik P berada diluar segitiga V 1 V 2 V 3· 
Sebagai contoh, pada gambar 2-18 tampak titik P berada diluar segitiga 
V 1 V 2 V 3. Hal ini dikarenakan karena nilai a 1 bernilai -0.25. 
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Vz 
Gombar 2-18 Koordinat Barycentric Titik P untuk kondisi khusus kedua 
Karena keistimewaannya, koordinat Barycentric ini sering digunakan pada 
bidang grafika terutama pada persoalan Ray Tracing dan Ray Casting. Di dalam 
proses pembuatan Geodesic Path, koordinat Barycentric ini digunakan untuk 
menyimpan hasil proses back propagation sebuah titik (Current Vertex) pada 
sebuah segitiga (Current Face) seperti yang telah dijelaskan pada sub-bab 2.3.2.2. 
Selain digunakan untuk penyimpanan, koordinat Barycentric ini juga berguna 
untuk menentukan apakah proses propagation dari current vertex itu telah berakhir 
atau belum. Proses propagation berakhir apabila current vertex telah keluar dari 
segitiga. 
2.4. HEAP 
Struktur data (binary) heap adalah sebuah objek array yang dapat 
ditampilkan sebagai sebuah nearly complete binary tree. Masing-masing node 
dari tree berkorespondensi pada sebuah elemen dari array yang menyimpan nilai 
dari node. Tree diisi secara lengkap pada semua level kecuaJi kemungkinan tree di 
level (depth) paling bawah, yang diisikan dari paling kiri sampai ke sebuah node. 
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Sebuah array A yang merepresentasikan sebuah heap adalah memiliki dua atribut: 
length[A ]. jumlah dari elemen dalam array A, dan heap-size[A ], jumlah dari 
elemen dalam heap disimpan dalam array A. Jika semua elemen dalam heap 
disimpan dalam array maka length[A] = heap-size[A]. 
Pada sebuah tree, didefinisikan bahwa akar (root) dari tree adalah elemen 
pertama atau elemen paling atas dari tree tersebut. Jika diberikan indeks i dari 
sebuah node, maka indeks dari parent-nya dinyatakan sebagai PARENT(i), indeks 
dari anak kiri dinyatakan LEFT{i). dan indeks dari anak kanan dinyatakan 
RIGHT(i). Ketiganya dapat dihitung hanya sebagai berikut : 
PARENT'i) 
return .;(2 
LE'FT ( i) 
return 2i 
RIGHT(i) 
return 2i -t 1 
Pada kebanyakan komputer, prosedur LEFT dapat menghitung 2i dalam 
satu instruksi sederhana dengan menggeser representasi biner dari i ke kiri satu 
bit. Dengan cara yang sama, prosedur RJGHT dapat menghitung 2i + l secara 
cepat dengan menggeser representasi biner dari i ke kiri satu bit dan 
menambahkan I sebagai /ow-order bit. Prosedur PARENT dapat menghitung i/2 
dengan menggeser posisi representasi biner dari i ke kanan satu bit. 
Gambar 2-19 menunjukkan sebuah heap yang dapat dinyatakan sebagai 
binary tree dan sebuah array. Bilangan di dalam lingkaran pada masing-masing 
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node dalam tree adalah nilai yang disimpan pada node itu. Bilangan di atas sebuah 
node adalah index yang berkorespondensi dalam array. Pada array kurva di atas 
dan di bawah array adalah garis-garis yang menunjukkan relasi parent-child~ 
parents selalu berada di kiri anak-anaknya (child). 
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Gombar 2-19 Sebuah heap yang ditunjukkan sebagai (a) binary tree dan (b) sebuah array 
Ada dua jenis binary heap tree : max-heap dan min-heap. Pada kedua jenis 
tersebut, nilai dalam node harus memenuhi sebuah heap property, spesifikasi yang 
bergantung pada jenis heap. Dalam sebuah max-heap, max-heap property adalah 
setiap node i selain root (node paling atas), memenuhi : 
A(PARENT(i)] ~ A(i ] 
Dengan kata lain setiap node nilainya lebih kecil atau sama dengan nilai node 
parent-nya. Oengan demikian, elemen paling besar dalam sebuah max-heap 
disimpan dalam root, dan subtree dari sebuah node berisi nilai tidak lebih besar 
daripada isi dari node itu sendiri. Sebuah min-heap diatur dengan cara yang 
berlawanan dengan max-heap; min-heap property adalah setiap node i selain root, 
memenuhi: 
A(PARF.NT(i)] ~ A(i] 
Schingga elemen terkecil dalam sebuah min-heap terletak pada root. 
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Dengan adanya property tersebut, struktur data Heap dapat diaplikasikan 
sebagai metode untuk pengurutan yaitu metode Heapsort. Selain untuk metode 
Heapsort, struktur data Heap juga dapat diaplikasikan untuk antrian prioritas 
(priority queue) . Priority queue adalah struktur data queue yang diatur sedemikian 
rupa sehingga elemen pertama (head) dari queue tersebut adalah elemen yang 
memiliki prioritas utama. Sarna seperti binary heap tree, priority queue juga 
mempunyai 2 jenis yaitu :Max-priority queue dan Min-priority queue. Pada Max-
priority queue, elemen pertama adalah elemen yang selalu memiliki nilai terbesar 
dari elemen lainnya. Sebaliknya, pada Min-priority queue, elemen pertama adalah 
elemen yang selalu memiliki nilai terkecil dari elemen lainnya. 
Dalam Tugas Akhir ini digunakan struktur data min-priority queue untuk 
menyimpan titik-titik yang menjadi anggota himpunan Closed Verlex atau dengan 
kata lain titik-titik yang statusnya adalah close. Setiap melakukan tahap 
perulangan (sub bab 2.2.3) akan diambil titik trial yang merupakan titik pada 
himpunan closed vertex dengan nilai T terkecil I minimum. Jika nilai yang 
dibandingkan dalam heap adalah nilai T dari tiap titik, maka titik trial adalah titik 
yang berada pada head dari min-priority queue tersebut. Berikut akan dijelaskan 
lebih lanjut mengenai struktur data min-priority queue. 
2.4.1 Min-Priority Queue 
Min-Priority Queue adalah struktur data queue yang elemen pertamanya 
(head) selalu merupakan elemen dengan njJai (key) terkecil. Min-priority queue 
ini adalah bentuk array dari min-heap binary tree. Sehingga Min-priority queue 
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juga harus memenuhi min-heap property. Dalam penerapannya, min-priority 
queue memiliki beberapa prosedur sebagai berikut: 
• PUSH-HEAP( A, x ), yaitu memasukkan elemen x ke dalam himpunan 
array A. Operasi ini dapat ditulis sebagai A ~ A U {x}. 
• POP-HEAP( A ), yaitu mengeluarkan elemen dari A dengan nilai (key) 
terkecil. 
• DECREASE-KEY( A, i, k ), yaitu menurunkan nilai dari elemen ke-i dari 
A dengan nilai barn k yang lebih kecil dari nilai sebelumnya. 
Pada algoritme FMM on TD, prosedur PUSH-HEAP ini dijalankan ketika 
memasukkan suatu vertex baru ke dalam himpunan Closed Vertex. Sedangkan 
fungsi POP-HEAP dijalankan waktu mengambil Trial Vertex yang merupakan 
titik dari himpunan Closed Vertex dengan nilai T terkecil. Dan prosedur 
DECREASE-KEY dijalankan ketika meng-update nilai T pada suatu Vertex yang 
statusnya close dengan nilai T baru yang lebih kecil. 
Selain prosedur di atas, min-priority queue juga mempunyai beberapa 
prosedur dasar yang digunakan untuk memelihara min-heap property. Prosedur-
prosedur tersebut antara lain : 
• MIN-HEAPIFY( A. i) 
• UP-HEAP( A, i) 
Penjelasan dari prosedur-prosedur terse but ada pada sub bah berikut. 
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2.4.2 Memelihara Min-Heap Property pada Min-Priority Queue 
MIN-HEAPIFY adalah subroutine penting untuk memelihara Min-Heap 
Property. Masukan dari prosedur ini adalah sebuah array A dan index i dari array. 
Ketika MIN-HEAPIFY dipanggil, diasumsikan bahwa sub-trees yang akamya 
pada LEFT(i) dan RIGHT(i) adalah juga merupakan min-heap, tetapi pada 
kenyataannya A [i] mungkin lebih besar daripada anak-anaknya, hal akan 
melanggar properti min-heap. Untuk itu tujuan dari prosedur MIN-HEAPIFY 
adalah untuk membiarkan nilai pada A[i] bergerak turun (float down) dalam tree 
sehingga sub-tree yang akamya pada index i juga menjadi sebuah min-heap. 
MIN-HEAPIFY (A, i) 
1 1- LEFT(i) 
2 r ~- RIGHT(i) 
3 if 1 ~ heap-size[A) and A[l) < A[i] 
4 then smallest - 1 
5 else smallest - i 
6 if r ~ heap-size[A] and A[r] < A[smallest] 
7 then smallest - r 
8 if smallest # i 
9 then exchange A[i] - A[smallest] 
10 MIN-HEAPIFY (A, smallest) 
Pada prosedur MIN-HEAPrFY, elemen-elemen A[i], A[LEFT(i)), dan 
A[RIGHT(i)] d itentukan mana yang paling kecil, dan index dari elemen terkecil 
tersebut disimpan dalam variabel smallest. Jika A[i] adalah elemen yang paling 
kecil, maka subtree yang akarnya pada node-i adalah sebuah min-heap dan akhiri 
prosedur MIN-HEAPIFY. Sebaliknya, jika salah satu dari kedua anak memiliki 
elemen terkecil, maka A[i] ditukar dengan A[smallest], yang menyebabkan node-i 
dan anaknya memenuhi properti min-heap. Node yang bcrindeks smallest, 
bagaimanapun j uga sekarang memiliki nilai asal A[i], dan dengan demikian 
subtree memiliki akar pada smallest ini dapat melanggar properti min-heap. 
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Konsekuensinya, MIN-HEAPIFY harus dipanggil secara rekursif pada subtree 
terse but. 
Pada penerapan min-priority queue, prosedur MIN-HEAPIFY ini dipanggil 
ketika menjalankan fungsi POP-HEAP. 
POP-HEAP (A) 
1 if heap-size[A] < 1 
2 then error "heap underflowu 
3 min - A[1] 
4 A(l) - A[heap-size[A]] 
5 heap-size[A] - heap-size[A] - 1 
6 MIN-HEAPIFY (A, 1) 
return min 
Pada fungsi POP-HEAP setelah nilai pada A[i] diambil. maka nilai pada 
A [i] diganti dengan nilai A[heap-size[A]) yang merupakan nilai terbesar pacta A. 
Langkah ini mengakibatkan properti min-heap dilanggar. Untuk itu perlu 
dilakukan prosedur MIN-HEAPIFY untuk menjaga properti min-heap. 
Selain prosedur MIN-HEAPIFY, digunakan juga prosedur UP-HEAP yang 
cara kerjanya mirip dengan prosedur MIN-HEAPIFY. Bedanya adalah prosedur 
ini bertujuan untuk mernbiarkan nilai A(z1 bergerak naik dalam tree selama nilai 
A[i] lebih kecil dari nilai A[PARENT(i)]. 
UP-HEAP (A, 1) 
• while i > 1 and A[PARRENT(i)] > A[i] 
2 do exchange A(PARRENT(i)] ~ A[i] 
3 i - PARRENT(i) 
Pada prosedur UP-HEAP, elemen A[i] dan A[PARRENT(i)] dibandingkan 
jika nilai A[i] lebih besar maka sudah rnernenuhi property Min-Heap dan akhiri 
prosedur UP-HEAP. Sebaliknya, jika A[i] lebih kecil maka nilai A[z1 ditukar 
dengan A [P ARRENT(i)], bagaimanapun juga setelah pertukaran terse but nilai 
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A[PARRENT(i)] yang baru dapat melanggar properti Min-Heap. Untuk itu proses 
pertukaran antara elemen A[PARRENT(i)] dan A(i] dilakukan terus menerus 
selama A[i] lebih kecil dari A[PARRENT{i)]. 
Pada penerapan min-priority queue, prosedur UP-HEAP ini dipanggil ketika 
menjalankan prosedur PUSH-HEAP. 
PUSH-HEAP (A, x) 
1 heap size[A] - heap-size[A] + 1 
2 A[heap-size[A]] - x 
3 UP-HEAP (A, heap-size[A]) 
Pada prosedur PUSH-HEAP, nilai baru x dimasukkan pada array A urutan 
paling belakang. Dengan nilai yang baru ini, min-heap property dapat dilanggar, 
untuk itu perlu dilakukan UP-HEAP pada elemen yang baru tersebut. 
Selain pada prosedur PUSH-HEAP, prosedur UP-HEAP juga dipanggil 
ketika menjalankan prosedur DECREASE-KEY. 
DECREASE-KEY (A, i, k) 
1 if k > A[i] 
2 then error "new key is larger then current keyu 
3 A[i] - k 
4 UP-HEAP (A, i) 
Pada prosedur DECREASE-KEY, setelah nilai pada elemen A[i] berhasil 
diganti dengan nilai k yang lebih kecil. Dengan nilai yang baru ini, min-heap 
property dapat dilanggar, untuk itu perlu dilakukan UP-HEAP pada elemen 
tersebut. 
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2.4.3 Kompleksitas Min-Prioriy Queue 
Untuk menghitung kompleksitas waktu pada struktur data Min-Priority 
Queue pcrlu dilakukan analisis algoritme terhadap prosedur-prosedur untuk 
memclihara Min-Heap Property. Prosedur-prosedur tersebut antara lain prosedur 
MIN-IIE/\PIFY dan UP-HEAP. Berikut analisis algoritmc pada proscdur MIN-
HEAPIFY: 
MIN-HEAPIFY (A, i) 
1 - .. FFT ( i) 
2 r · - RIGHT(i) 
3 if 1 !>, heap- size(A] 
4 then smailesc - 1 
and 
5 else smallesc - I 
6 if r !>, heap- size(A] and 
7 then smallest - r 
8 if smallest "I I 
A[l] < A( i] 
A[r) < A[smallest] 
9 then exchange A [ i) - A[sma11est) 
10 MIN-HEAPIFY (A, smallest) 
cost times 
c10 2n I 3 
MIN-I IEAPIFY dijalankan secara rekursif pada subtree yang memiliki root 
pada salah satu anak dari A[i). Pada worst case, besar dari subtree tersebut adalah 
2n/3, yang akan tctjadi ketika baris terakhi r dari tree tepat setcngah penuh. Dari 
anal isis di atas dipcroleh : 
T(n) = {c' +c2 +c, + c~ + c~ +c6 +c7 +c8 +c9 ·~~ka n =I 
(c, +c2 +c3 +C4 +c5 +c6 +c7 +c8 +c9 )+c10T(2n / 3) ,pka n >I 
2
·
21 
Jika nilai masing-masing cost dianggap scbagai konstanta, maka diperoleh 
persamaan recurrence sebagai berikut : 
{
0(1) ,jika n = 1 
T(n) = 
T(2n/3)+0(1) ,jika n >I 2.22 
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Dengan rnenggunakan Master Theorem : T(n) = aT(n I b)+ f(n), rnaka 
diperoleh nilai a = L b = 3/2, danj{n) = 8(1). Pada Case 2 dari Master Theorem 
disebutkan bahwa jika f(n) = 0(nlo8• 0 ). maka T(n) = 0(n1og.u lgn). Maka 
dengan nilai logh a= 0, diperoleh T(n) = 0(lgn). Sehingga dapat disirnpulkan 
bahwa kornpleksitas waktu dari prosedur MIN-HEAPIFY adalah O(lg n) dirnana 
n adalah ukuran dari heap atau tree. 
Sedangkan untuk analisis prosedur UP-HEAP adalah sebagai berikut : 
UP-HEAP (A, i) COS/ times 
, while i > 1 and A[PARRENT(i)} > A [ i} Cl h 
2 do exchange A[PARRENT(i)} - A(i] C] h-I 
3 i - PARRENT(i) C; h-I 
Pad a prosedur UP-HEAP terdapat sebuah looping. Pad a worst case, 
pcrintah di dalarn looping ini dilakukan sebanyak h-l kali. Nilai h rnenunjukkan 
height dari tree. Nilai h dapat dinyatakan : h = Llog2 n J+ 1. Dari anal isis di atas 
diperoleh: 
T(n) = 0(log2(n))E e(lgn) 2.23 
Sehingga dapat disirnpulkan bahwa kornplcksitas waktu dari prosedur UP-
HEAP adalah O(lg n) dirnana n adalah ukuran dari heap atau tree. 
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Prosedur POP-HEAP menjalankan prosedur MIN-HEAPIFY sekali. 
sehingga kompleksitas waktu dari prosedur POP-HEAP sama dengan 
kompleksitas waktu dari prosedur MIN-HEAPIFY yaitu O(lg n). Sedangkan 
prosedur PUSH-HEAP dan DECREASE-KEY menjalankan prosedur UP-HEAP 
sekali, sehingga kompleksitas waktu dari masing-masing prosedur PUSH-HEAP 
dan DECREASE-KEY sama dengan kompleksitas waktu dari prosedur UP-HEAP 
yaitu O(lg n). 
Karena semua prosedur yang digunakan dalam struktur data Min-Priority 
Queue memiliki kompleksitas O(lg n), maka struktur data Min-Priority Queue 
berjalan pada kompleksitas O(lg n), dimana n adalah jumlah elemen dalam 
queue. 
2.5. FORMAT FILE PLY 
Setiap orang yang baru bekerja di bidang grafika komputer (computer 
graphic) kadang-kadang akan mengalami kebingungan dalam menentukan format 
penyimpanan objek grafik. Kadang setiap programmer membuat file format 
sendiri untuk proyeknya, dan ini menyebabkan data objek tersebut tidak fleksibel. 
Diperlukan suatu format sehingga data objek bisa digunakan pihak lain. 
Terdapat beberapa file format yang digunakan untuk menyimpan objek 
grafik dan salah satunya adalah PLY Polygon file format. Format PLY merupakan 
file format untuk menyimpan objek grafik yang sering digunakan untuk 
kepentingan pendidikan I penelitian di bidang grafika komputer. Data Polygon 
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mesh dari Stanford University untuk model basil 3DScanning juga dire/ease 
menggunakan format file ini. Masih banyak format file yang lain seperti VRML 
file, poly file, obj file. 
Format file PLY menggambarkan sebuah objek sebagai kumpulan dari 
elemen diantaranya elemen titik, permukaanlbidang dan elemen-elemen yang 
lainnya. Setiap tipe elemen memiliki satu atau lebih properti yang menjelaskan 
elemen itu sendiri seperti wama, vektor normal bidang, kordinat dari tekstur, sifat 
tembus(transparancy) maupun material dari elemen tersebut. Setiap file PLY 
digunakan hanya untuk satu buah objek grafik. Sumber data objek grafik tersebut 
bisa berasal dari digitasi objek, objek poligon yang berasal dari program 
pemodelan, range data hasil dari pemindaian objek asli dengan laser scanner atau 
terrain data. Namun format PLY tidak menyertakan matrik transfonnasi . 
istantiasi objek, hierarki objek seperti pada format VRML. 
Objek PLY secara sederhana didefinisikan sebagai sebuah daftar (list) dari 
titik/vertex (x,y,z) dan daftar dari bidanglpoligon(face) yang dideskripsikan 
sebagai index dari daftar titik(list of vertex). Bidang I poligon tersebut bisa berupa 
segitiga, segiempat dan seterusnya segibanyak. Kebanyakan dari file PLY 
menyertakan kedua informasi inti ini. Vertex dan face merupakan 2 contoh 
elemen yang digunakan dalam file PLY. Setiap elemen yang terdapat dalam file 
PLY memiliki beberapa properti yang spesifik. Informasi minimal(typical) yang 
biasanya menjadi properti adalah informasi (x,y,z) sebagai pembentuk vertex dan 
index dari list vertex sebagai pembentuk face. Aplikasi bisa membuat properti 
48 
baru untuk setiap elemen sebagai informasi tambahan untuk setiap objek, seperti 
properti red, green dan blue sebagai informasi warna untuk setiap vertex elemen. 
Properti baru yang baru ditambahkan bisa diabaikan oleh aplikasi lama jika 
properti tersebut tidak dikenal. Selain properti, aplikasi juga bisa membuat 
Elemen baru dan properti yang mendukungnya seperti elemen Edge dengan 
properti index vertex dan material dengan properti ambient, diffuse dan specular. 
Elemen baru ini juga bisa diabaikanjika aplikasi lama tidak mengenalinya. 
2.5.1 Struktur File 
Struktur dari file PLY secara sederhana adalah seperti dibawah ini: 
Header 
Vertex list 
Face List 
(list elemen yang lainnya) 
Header merupakan beberapa baris teks yang menjelaskan objek secara 
keseluruhan. Header diantaranya menjelaskan mengenai format penulisan file, 
apakah ditulis secara ASCII atau binary, menjelaskan mengcnai tipe elemen 
termasuk nama dari elemen(seperti Vertex, Face, Edge), jumlah elemen yang 
terdapat dalam objek, dan beberapa properti lainnya yang menjadi informasi 
tambahan dari elemen. Setelah Header kemudian diikuti oleh daftar elemen untuk 
setiap tipe elemen seperti yang terdapat pada struktur diatas. 
Dibawah ini adalah contoh file PLY dengan format ASCII yang 
menjelaskan tentang objek Kubus. Komentar yang berada didalam kurung bukan 
bagian dari file, hanya sebagai keterangan yang digunakan dalam contoh. 
49 
komentar yang merupakan bagian dari file biasanya dimulai dengan keyword 
"comment". 
ply 
format ascii 1.0 
comment made by anonymous 
comment this file is a cube 
element vertex 8 
property float32 x 
property float32 y 
property float32 z 
element face 6 
{format ascii/binary,nomor versi} 
{ keyword komentar } 
{"vertex" element, jumlah 8 
{x kordinat sbg properti } 
{y kordinat sbg properti } 
{z kordinat sbg properti } 
{"face" elemen, jumlah 6 } 
property list uint8 
end header 
int32 vertex index 
0 0 0 
0 0 1 
0 1 1 
0 1 0 
1 0 0 
1 0 
1 1 
1 1 
4 0 
4 7 
4 0 
4 1 
4 2 
4 3 
1 
1 
0 
1 
6 
4 
5 
6 
7 
2 
5 
5 
6 
7 
4 
3 
4 
1 
2 
3 
0 
{ akhir dari header} 
{ mulai vertex list} 
{ mulai face list } 
Gombar 2-20 Contoh File Ply 
Contoh diatas memperlihatkan komponen dasar dari header. Setiap bagian 
dari header diakhiri dengan carriage-return ASCII string yang dimulai dengan 
keyword. Awal dan akhir dari header adalah ply<cr> dan end_header<cr>. 
Karakter ply<cr> harus menjadi 4 karakter pertama dalam file PLY. Kemudian 
diikuti keyword "format'' untuk menentukan apakah ASCII atau binary format, 
yang diikuti nomor versi . keyword berikutnya kemudian menjelaskan mengenai 
setiap elemen yang terdapat pada file PLY dan diikuti oleh properti masing-
masing. 
Bentuk umum dari header elemen adalah sbb: 
element <element-name> <number-in-file> 
property <data-type> <property-name-1> 
property <data-type> <property-name-2> 
property <data-type> <property-name-3> 
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daftar properti yang tertulis setelah elemen mendefinisikan tipe data dari 
properti dan urutannya dalam setiap daftar elemen. Terdapat 3 jenis tipe data yang 
dimiliki properti yakni scalar, string dan list. Dibawah ini adalah daftar dari tipe 
data scalar: 
Tabe/2-1 Tipe Data format file PLY 
Name Type Number of bytes 
int8 character l 
uint8 unsigned character l 
intl6 short integer 2 
uintl6 unsigned short integer 2 
int32 integer 4 
uint32 unsigned integer 4 
float32 single-precision float 4 
float64 double-precision float 8 
Bentuk umum dari properti yang menggunakan tipe data list adalah seperti 
dibawah ini: 
property list <numerical-type> <numerical-type> <property-name> 
Contoh dari penggunaan properti ini adalah seperti pada objek kubus diatas: 
property list uint8 int32 vertex_index 
Tni menjelaskan bahwa properti vertex _index mengandung sebuah unsigned char 
uint8 yang menentukan jumlah index vertex pembentuk poligon dan diikuti oleh 
daftar vertex_index dengan tipe int32. 
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Untuk User-defined Element, format yang dipakai sama dengan format 
untuk elemen vertex,face ataupun edge. Seperti contoh dibawah ini: 
element material 6 
property ambient red uinta 
property ambient_green uinta 
property ambient blue uinta 
property ambient coeff float32 
property diffuse red uinta 
property diffuse_green uinta 
property diffuse blue uinta 
property diffuse coeff float32 
property specular_red uinta 
property specular_green uinta 
property specular_blue uinta 
property specular_coeff float32 
property specular_power float32 
{ ambient color } 
{ diffuse color } 
{ specular color } 
{ Phong power } 
Untuk menggunakan elemen material ini untuk setiap vertex , pada bagian 
akhir properti vertex bisa ditambahkan satu buah properti: 
property material_index int32 
yang menunjukkan bahwa untuk setiap elemen vertex yang bersangkutan 
mempunyai material dengan index material index. 
BAB III 
PERANCANGANPERANGKATLUNAK 
Pada bab ini akan dibahas mengenai perancangan desain sistem perangkat 
lunak perhitungan Geodesic Distance menggunakan algoritme Fast Marching 
Method on Triangulated Domain dan pembuatan Geodesic Path. Pembahasan ini 
meliputi perancangan data berupa data masukan, data pada saat proses berjalan 
dan data keluaran, perancangan proses berupa perancangan proses buka data 
model, perancangan proses Fast Marching Method untuk perhitungan geodesic 
distance, perancangan proses pembuatan geodesic path dan proses visualisasi 
model. Perancangan perangkat lunak inj menggunakan pendekatan desain 
bcrorientasi objek yang direpresentasikan dengan mengunakan UML (Unified 
Modeling Language) dengan perangkat lunak Rasional Rose Enterprise Edition 
2000e. 
3.1. PERANCANGAN DATA 
Perangkat lunak ini secara garis besar mengelompokkan data-data yang 
berkaitan dengan proses perrutungan geodesic distance, proses pembuatan 
geodesic path, maupun proses visualisasi menjadi tiga bagian yaitu data 
masukan, data proses, dan data keluaran. 
3.1.1 Peraocaogao Data Masukao 
Data masukan yang digunakan untuk perangkat lunak ini berasal dari 
berkas masukan dengan format ply. Seperti apa yang telah dijelaskan pada bab II 
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mengenai Format file PLY, berkas ini bisa digunakan untuk menyimpan berbagai 
macam atribut dari suatu model baik atribut dasar seperti titik dan poligon 
maupun atribut tambahan yang biasanya berhubungan dengan proses visualisasi 
seperti material dan warna. Namun pada perangkat lunak ini, data minimal yang 
dibutuhkan agar proses perhitungan geodesic distance dan pembuatan geodesic 
path serta visualisasi bisa dilakukan adalah data titik (Vertex/ Vertices) dan data 
poligon sebagai atribut dasar pembentuk model. Format penulisan dari data 
model yang disimpan di berkas masukan yang bertipe teks (ASCII) adalah 
sebagai berikut (atribut dasar) : 
ply ::extension file 
format ascii 1.0 ::tipefile 
element vertex [jml] 
property float x 
property float y 
property float z 
element face [jml] 
property list uchar int vertex indices 
end header 
[data vertex] 
[data face] 
Ketcrangan untuk masing-masing data adalah sebagai berikut: 
1. element : menyatakan jenis atribut model yang disimpan , dalam hal 
ini adalah data titik (vertex) dan data poligon (jace). Dan diteruskan 
dengan jumlah elemen yang disimpan dalam berkas tsb. 
2. property : menyatakan data apa saja yang disimpan untuk setiap 
elemen yang bersangkutan. Jika elemen berupa vertex maka properti-
nya merupakan koordinat x,y,z dengan tipe data float. sedangkan jika 
elemen berupa face maka propertinya merupakan list dari index vertex. 
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3. [data vertex] : rnerupakan data vertex itu sendiri, dimana data yang 
disimpan tergantung dari properti elemen vertex. Jika data vertex: 
0.2 0.34 -0.56 
maka data x = o. 2 ,y = o. 34, z = -o. 56 
4. [data face] : rnerupakan data poligon dari model. Jika data face: 
3 0 4 2 
maka jumlah titik pembentuk poligon adalah 3. Data berikutnya ( 0 , 4 
dan 2) adalah index dari vertex pembentuk poligon tersebut.. 
Proses perhitungan geodesic distance menggunakan algoritme Fast 
Marching Method on Triangulated Domain hanya dapat berjalan dengan 
masukan data poligon segitiga (triangular mesh). Oleh karena itu pada aplikasi 
ini, data masukan dibatasi harus berupa triangular mesh. 
Untuk menampung data masukan dari berkas ply tersebut, dibuatkan 
wrapper class seperti yang tampak gambar 3.1. 
,.....-- Pnt3 ~ 
~3]:float 
~etO 
I 
GeoFace 
~ormalizeQ 
~<cons!» dotO 
~<cons!>> crosso l ;=t» ~~hO ~~ 
~ld : uns1gned longj 
~et() -pFaceNeighborsO -mpVertex[3] 
~dex() _j 
~Normal() 
• 
-mpF aceNe~ghbors[3] 
GeoVerte~ 
~T : double 
~ld . unsigned long 
~rd() 
~Index() 
~setGeoVertexO 
~TO 
~Normal() _1 
} 
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-pVertexNeighborsO 
Gombar 3-1 Kelas Diagram untuk data masukan 
Setiap data vertex dari berkas ply akan disimpan dalam objek GeoVertex. 
Geo Vertex digunakan untuk rnengen.kapsulasi data vertex yang ada pada berkas 
ply. Data yang dienkapsulasi diantaranya adalah data index untuk menentukan 
urutan dari vertex terse but didalam array. Data index merupakan data yang san gat 
penting karena data face pada berkas ply dibentuk dari index ini. Setiap 
GeoVertex juga akan mengandung objek Pnt3 untuk menyimpan data koordinat 
x. y dan z yang berasal dari berkas ply (kelas Pnt3 akan dijelaskan kemudian) dan 
data vektor normal yang nantinya berguna dalam proses visualisasi model. Kedua 
objek Pnt3 pada GeoVertex diperlihatkan pada gambar 3.1 dengan relasi 
Aggregation antara kelas GeoVertex dengan Pnt3. Operasi yang disediakan pada 
Geo Vertex adalah operasi-operasi untuk mengakses dan men-set nilai dari atribut 
yang dimilikinya. 
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Kelas GeoFace digunakan untuk mengenkapsuJasi dataface yang ada pada 
berkas ply. Data yang dienkapsulasi adalah data vertex yang membentuk face, 
dalam hal ini data yang disimpan bukan data mentahan dari berkas ply yakni 3 
buah data index, melainkan pointer ke objek GeoVertex dengan index tersebut. 
GeoFace juga menyimpan objek Pnt3 untuk menyimpan vektor normal dariface 
tersebut dimana nantinya digunakan dalam proses visualisasi. 
Kelas Pnt3 merupakan kelas yang digunakan untuk mengenkapsulasi data 
yang berhubungan dengan koordinat tiga dimensi maupun vektor. Kelas ini 
dibuat untuk mempermudah operasi-operasi matematika maupun operasi vektor 
yang dikenakan pada objek ini. Operasi-operasi yang disediakan kelas Pnt3 
diantaranya : 
Tabel 3-1 Method pada kelas Pnt3 
Method Penjelasan 
Overloading operator Digunakan untuk mempermudah operasi (+ - * I += -= *= /= == !=) 
aritmatika yang dikenakan pada objek Pnt3 
length() Digunakan untuk mencari panjang dari 
objek Pnt3 
normalize() Digunakan untuk menormalisasi objek Pnt3 
(mencari unit vektor) 
scale() Digunakan untuk menskala objek Pnt3 
c:b.st () Digunakan untuk mencari jarak antara 2 
objek Pnt3 
dot() Digunakan untuk melakukan perkaJian titik 
(dot product) antara 2 objek Pnt3 
cross() Digunakan melakukan perkalian silang 
(cross product) antara 2 objek Pnt3 
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Method Peojelasan 
normal() Digunakan untuk menghitung vektor 
normal antara 2 objek Pnt3 (vektor yang 
tegak lurus dengan 2 objek Pnt3) 
3.1.2 Perancangan Data Proses 
Data Proses adalah data yang dibutuhkan selama aplikasi berjalan. Data 
yang dibutuhkan diantaranya adalah data untuk melakukan proses perhitungan 
geodesic distance, proses pembuatan geodesic path dan data yang dibutuhkan 
untuk keperluan visualisasi model ke layar. Ada beberapa data utama yang 
berperan penting yaitu : 
I. Data Permukaan : merupakan data yang diperlukan untuk melakukan 
proses perhitungan geodesic distance, pembuatan geodesic path 
maupun proses visualisasi permukaan dari model. Data ini terdiri dari : 
• Vertex : merupakan titik-titik kordinat pembentuk model. Vertex 
merupakan data yang nantinya akan diposisikan ulang ( dirata-
ratakan I refinement) untuk menghasilkan perrnukaan yang halus. 
• Face : Perrnukaan yang akan dibuat merupakan perrnukaan yang 
dibentuk oleh rangkaian poligon (Polygonal Mesh) dan tipe poligon 
yang digunakan adalah Segitiga (Triangle). 
2. Data Lintasan : merupakan data yang diperlukan untuk melakukan 
proses pembuatan geodesic path dan visualisasi geodesic path tersebut 
pada model. Data ini terdiri dari : 
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• Point : Merupakan titi.k yang berada di tengah edge. Titik ini 
adalah awal dari lintasan pada suatu face. Edge adalah garis yang 
menghubungkan dua buah vertex. Setiap point mengandung 
infonnasi dua vertex yang membentuk edge dimana point tersebut 
berada, posisi point tersebut pada edge dan infonnasi face dimana 
point tersebut berada serta Sub Point List. Data point ini digunakan 
dalarn membentuk Geodesic Path. 
• Sub Point List : Merupakan daftar titik yang membentuk 
geodesic path pada suatu face. Setiap Sub Point mengandung 
infonnasi koordinat barycentric terhadap segitiga dimana Sub Point 
itu berada. Data ini digunakan dalam membentuk Geodesic Path. 
3. Data Visualisasi Model merupakan data yang digunakan untuk 
memberikan efek pada model yang digarnbar di layar diantaranya data 
warna dari model, garis, data cahaya dan material dari permukaan 
model, jenis penggambaran yang diinginkan oleh pengguna. 
Dibawah ini akan dibahas masing-masing struktur data yang digunakan 
untuk proses perhitungan geodesic distance, proses pembuatan geodesic path, 
dan proses visualisasi. 
3.1.2.1 Data Proses Perbitungan Geodesic Distance 
r-
GeoFace 
~ld uns_~g_ned_l_ong---1 
-1 
l:::~::::= It'"" ~lNextVertexO ~) ~ ~lndexo eNe~ghbo 3j ,..fx 
_j -pFaceNeigh 
-mpF 
: 
\ector<GeoFace•> ] 
GeoVertex 
~T double 
~ld uns1gned long 
~TO 
.,ndexO 
~etState() 
~etT() 
~!State() 
~pareVertex() 
~esetGeoVertexO l t 
-pVertexi hbofs 
~ ~oeetor<GeoVertex'> ~ 
-pFront 
Gombar 3-2 Kelas Diagram untuk data proses Perhitungan Geodesic Distance 
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Data yang dibutuhkan untuk proses perhitungan geodesic distance adalah 
data permukaan meliputi data Vertex dan Face. Data vertex dienkapsulasi dalam 
kelas Geo Vertex. Sedangkan data face dienkapsulasi dalam kelas GeoFace. 
Di dalam tiap kelas GeoVertex ini terdapat informasi koordinat vertex dan 
variable T yang merupakan geodesic distance antara vertex tersebut dengan 
starting vertex. Tidak hanya itu, di dalam tiap kelas Geo Vertex juga terdapat 
informasi berupa daftar (vector) pointer ke objek GeoVertex lainnya yang 
merupakan vertex tetangga dari GeoVertex tersebut. Selain itu juga terdapat 
daftar (vector) pointer ke objek GeoFace yang merupakan Face yang memiliki 
Geo Vertex terse but. 
Sedangkan di dalam tiap kelas GeoFace terdapat informasi berupa 3 buah 
pointer ke objek GeoVertex yang membentuk segitiga (face) tersebut dan 3 buah 
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pointer ke objek GeoFace lainnya yang merupakan face tetangga dari GeoFace 
terse but. 
Selain data permukaan, proses perhitungan geodesic distance memerlukan 
2 buah pointer ke objek GeoVertex, sebagai titik awal (starting vertex) dan titik 
akhir (end vertex). 
3.1.2.2 Data Proses Pembuatan Geodesic Path 
CGeoPIIIh 
-mpFaceNeghbors[3) ~tepSae double 
~tPah() 
~ertex() 
~ePah() 
~Newf>011110 
~esetGeoPah() 
-mPantl.Jst ~oee~or<GeoPoint•> 
GeoFace 
~ld unstgned long 
-pCwface 
GeoVertex 
~T double 
-mpVertex{3) ~ld LflStgned long 
-pVertt 
-pVert2 
-pPI1!\Face 
-pFace-::_ 
·pTnangulertntl!fllOiatton 
GeoTnangula~nterpolaion 
~<~street» ComputeGradient() 
~«abstract» SetUp Triangulertnterpolation() 
~<abstract» get Type() 
Geo Tnangularlntl!fllOialton_ Quadratic 
~6) double 
~puteGilldientO 
~Type() 
~«~o~rtual» SetUpTnangliarlnterpolalion() 
~nVertexKeniiOI(} 
~ndVertexKerstOI() 
~TO 
~0 
-pOrigin_ 
-pFront 
-p()jrection _ 
GeoVertexlemtor 
~l'btncrement_ unstgned tnt 
~Right Vertex() 
~LeftVertex() 
~~Face() 
~Left Face() 
GeoPOint 
~·double 
~et~ace(} 
~etCoord() 
~Vertex2Q 
~etVertextO 
~Vertex tO 
~Vertex2() 
~Coord() 
~CIJ!f'ace() 
~SubP01ntLJstO 
-mSubP ·must 
loeCior<Pnt3> 
Gombar 3-3 Kelas Diagram untuk data proses Pembuatan Geodesic Path 
Data yang dibutuhkan dalam proses pembuatan geodesic path adalah data 
vertex dan face dari proses perhitungan geodesic distance dan data lintasan. Kelas 
CGeoPath digunakan untuk mengenkapsulasi data lintasan yang akan dibuat. 
61 
Di dalam kelas CGeoPath terdapat informasi berupa daftar (vector) pointer 
ke objek GeoPoint. Kelas GeoPoint ini mengenkapsulasi data titik-titik 
pembentuk lintasan. Kelas GeoPoint ini menyimpan SubPointList yaitu daftar 
(vektor) kelas Pnt3 yang merupakan koordinat barycentric dari titik pembentuk 
lintasan terhadap segitiga (face) dimana titik tersebut berada. Selain itu kelas 
GeoPoint mengandung informasi 2 buah pointer ke objek Geo Vertex untuk 
menyimpan vertex yang membentuk edge dimana point tersebut berada dan 
sebuah pointer ke objek GeoFace untuk menyimpan face dimana lintasan dibuat. 
Dalam melakukan proses pembuatan geodesic path diperlukan data untuk 
menyimpan fungsi T hasil interpolasi triangular kuadratik. Untuk menyirnpannya 
digunakan kelas GeoTriangularlnterpolation_ Quadratic yang merupakan 
turunan dari kelas GeoTriangularlnterpolation. Dalarn kelas 
GeoTriangularlnterpolation_ Quadratic disimpan informasi 6 variabel koefisien 
pembentuk fungsi T(x, y) =a+ bx + cy + dxy + ex2 + fi . Selain itu juga 
diperlukan kelas Geo Vertexlterator yang digunakan untuk meng-iterasi objek 
Geo Vertex yang ada. 
3.1.2.3 Data Proses Visualisasi 
Data proses visualisasi dienkapusulasi pada suatu kelas yaitu kelas 
StateManager. Kelas ini digunakan untuk menyirnpan data-data environment 
dari aplikasi seperti tipe penggambaran model apakah digambar dengan mode 
point. line, flat polygon atau smooth polygon, apakah mode backface culling 
diaktifkan atau tidak, apakah penggambaran menggunakan cahaya atau tidak, 
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apakah nomor ID dari tiap vertex ditampilkan atau tidak, apakah panel informasi 
ditampilkan atau tidak. Selain itu juga digunakan untuk menyimpan warna baik 
warna background, wama material dari model maupun wama garis. 
StateManager 
1--------~hininess : float 
~RenderSmoothPolygon : bool 
~RenderFiatPolygon : bool 
~RenderVertexNumber : bool 
~Renderline : bool 
~RenderPoint : bool 
~ShowPanel : bool 
~FiipNormals : bool 
~utoSpin bool 
~Uselight : bool 
~ShowlightBall : bool 
~BackfaceCull bool 
~Shiny : bool 
~lor(4) : ftoat 
~ode1Color(4) : float 
~neColor(4) . 11oat 
Gambar 3-4 Kef as StateManager 
3.1.3 Peraocaogao Data Keluarao 
Hasil pengolahan dari perangkat lunak ini adalah data nilai geodesic 
distance titik pada permukaan dari titik awal. Nilai geodesic distance ini 
disimpan pada variabel T yang dimiliki oleh tiap kelas GeoVertex. Untuk 
keperluan uji coba, nilai T ini dapat disimpan menjadi sebuah file teks. Selain 
informasi geodesic distance, perangkat lunak ini juga memberikan keluaran 
berupa titik-titik yang digunakan untuk membentuk geodesic path, yang 
merupakan lintasan pada permukaan yang menghubungkan titik awal dan titik 
akhir. Informasi daftar titik-titik tersebut disimpan dalam kelas GeoPoint yang 
ada pada kelas CGeoPatb. 
3.2. PERANCANGAN PROSES 
: Pengguna 
• start 
Membuka ) 
Data Model 
....---:-::---:t 
( Visualisasi Mode') 
I 
v 
/ Memilih Starting l 
\_ Vertex & End Vertex 
I 
~---=::-' 
( 
Proses Fast Marching ) 
. Method 
'----- ---
( Proses Pembuatan 
'- Geodesic Path 
l 
Visualisasi Geodesic) 
Path ada Model 
•• oo 
Gombar 3-5 Activity Diagram dari Peranglcat Lunak 
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Secara umum alur aktivitas dari pengguna dalam menjalankan perangkat 
lunak dapat dilihat pada gambar activity diagram di atas. Pada gambar tersebut 
tampak urutan aktivitas yang dapat dilakukan oleh pengguna melalui perangkat 
lunak ini. Urutan ini tidak boleh dilanggar. Sebagai contoh jika ingin melakukan 
proses pembuatan geodesic path maka proses membuka data model sampai 
dengan proses Fast Marching Method harus telah dilakukan terlebih dahulu. 
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Dari beberapa aktivitas tersebut dibagi lagi menjadi beberapa proses yang 
bisa dilakukan oleh pengguna dalarn perangkat lunak ini yang diantaranya 
adalah: 
1. Membuka data model. 
2. Melakukan proses Fast Marching Method one step sebagai langkah 
perhitungan geodesic distance. Proses ini hanya menjalankan hanya 
sekali tahap perulangan algoritme Fast Marching Method on 
Triangufaled Domain. 
3. Melakukan proses Fast Marching Method Complete. Proses liD 
menjalankan semua tahap algoritme Fasl Marching Method on 
Triangulated Domain sampai selesai. 
4. Melakukan proses pembuatan geodesic path. 
5. Merubah metode visualisasi dari model. Menggambar point, line ,flat 
polygon maupun smooth polygon (guround shading). Selain itu bisa 
mcrubah wama dari latar belakang, model, garis dan melakukan 
transformasi terhadap model meliputi rotation, translation, spinning, 
dan zooming. 
V1Suahsas1 M()dej 
dan GeodesiC Path 
Pembuatan Geodesic Path 
.---
MembUka Data Model 
Pengguna 
<<1nclude>> 
<<Include>> 
Fast Marching Method One Step 
<<Include>> 
c'> 
Fast March1ng Method Complete 
Gombar 3-6 Use Case Diagram proses-proses yang dapat dilakukan o/eh pengguna 
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Gambar 3-6 menunjukkan proses-proses yang dapat dilakukan oleh 
pengguna. Untuk lebih jelasnya, proses-proses tersebut akan dibahas berikut ini. 
3.2.1 Peraocaogan Proses Buka Data Model 
Untuk membuka data model, pengguna meminta kelas CGeoDistAp p untuk 
membuka dialog Open File. Setelah menerima nama file yang akan dibuka, kelas 
CGeoDistDoc meminta kelas PolygonModel untuk me-load model dengan 
menjalankan operasi LoadModel. Dalam operasi LoadModel, PolygonModel 
membuat objek mesh baru untuk menampung data model. PolygonModel 
kemudian membuat parser (PlyParser) untuk dapat membaca data model 
dengan format ply. Data model kemudian dibaca dengan menjalankan operasi 
ReadMesh pada kclas PlyParser. Jika operasi LoadModel berhasil dilakukan, 
CGeoDistDoc merninta kelas CGeodesic untuk melakukan operas1 
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ResetGeodasic. Untuk lebih jelasny~ diagram berikut memberikan alur proses 
pembukaan data model. 
Q 
: Penqguna 
1. OpenFileDialog( ) 
1.1. OnOpenDocument(LPCTSTR) 
lltt1. LoadModel(const char") 
1 t 1 1. createMesh( ) 
< 
1.11.2 ReadM'5rh(const chr, Mesh3d*) 
1 1.13 setMesh(Mesh3d•) 
---~ 
11.1 3 1 Bui 
11.2. ResetGeodesic(GVertexPtr, GVertexP1r) 
Gombar 3-7 Sequence diagram untukproses pembacaan data model 
Seperti dijelaskan pada perancangan data diatas, perangkat lunak ini 
menggunakan format file ply sebagai format data model. Format file ply 
merupakan format yang sudah umum digunakan dalam kegiatan penelitian dan 
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telah tersedia module ply untuk digunakan bagi para peneliti yang di-re/ease oleh 
Stanford University dan sifatnya adalah GPL(General Public Lisence). Perangkat 
lunak ini akan menggunakan module tersebut dalam proses pembacaan data 
model tepatnya pada kelas PlyParser. AJur prosesnya digambarkan pada 
diagram dibawah ini. 
: PolvaooModel : PlvParser : P!yfile 
1 ReadMesh(const char*, Mesh3d*) 
> 
1.1. open_for_readmg(~nst char•, mt•, char* • *) 
12. geLelement_desc~ijoo(char·. int*, int*) 
1.3. get_property(char• >lyProperty*) 
1.4. get_elemenl(void*) 
> 
Gambar 3-8 Sequence diagram untuk operasi readMesh pada Parser 
Operasi open_ for_ reading berfungsi untuk mendapatkan jumlah tipe 
elemen yang ada di file ply beserta dengan nama elemennya. Untuk setiap 
elemen yang ada, kemudian dicari jumlah data elemen dan jumlah properti yang 
dimilikinya dengan menjalankan operasi get_element_descript:ion. Sebelum 
data elemen bisa dibaca, dapatkan properti untuk masing-masing elemen dengan 
menjalankan operasi getyroperty. Setelah semua infonnasi elemen 
didapatkan, data elemen bisa dibaca dengan melakukan iterasi sebanyak jumlah 
data elemen yang bersangkutan dengan menjalankan operasi get_element. 
3.2.2 Perancangan Proses Perhitungan Geodesic Distance 
• start 
'+' ~ setlap Vertex 
T=lnfin1te, Status= Far ) 
"--
Pads Starting Vertex : \ 
T=O, Status = Close ) 
Mencari litik trial yang merupakan titik peda closed ..ertex dengan 
,,. Tt.,.oOI. T .. , ........ , _,, -hm- b 
'i__ 
Cari titik-titik tetangga dan llt1k tnal yang statusnya 
bukan ix. Hitung n1l81 T dan llap t1tlk tefSebut 
Status litik Tetangga = Far Status lit1k Tetangga = Close 
La.kukan Decrease-Key untuk meng-update ) 
n1la1 T dari titik yang sudah close 
1 
(
"' lakukan Decrease-Key untuk meng-update ) 
mle1 T dari ht1k yang sudah close 
Status End Vertex != Fix t -<>~ - _[ 
I 
Status End' Vertex= FIX 
Gombar 3-9 Activity Diagram dari Proses Perhitungan Geodesic Distance 
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Seperti yang telah dijelaskan pada bagian sebelumnya, proses perhitungan 
geodesic distance yang dilakukan dalam perangkat luna.k ini rnenggunakan 
algoritme Fast Marching Method on Triangulated Domain. Gambar 3-9 di atas 
rnenunjukkan alur secara umum proses perhitungan Geodesic Distance. Dari 
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urutan alur tersebut dibagi menjadi 2 macam proses dalam menerapkan algoritme 
FMM on TD. Proses-proses tersebut antara lain Proses Fast Marching Method 
One Step yaitu proses FMM on TD hanya dengan sekali iterasi dan Proses Fast 
Marching Method Complete yaitu proses FMM on TD semua iterasi sampai 
selesai. Untuk lebih jelasnya proses-proses tersebut akan dijelaskan pada bagian 
berikut. 
3.2.2.1 Perancangan Proses Fast Marching Method One Step 
Untuk melakukan proses Fast Marching Method One Step, pengguna 
meminta kelas CGeoDi.stVi.ew untuk melakukan operasi FastMa.rchingOneStep. 
CGeoDi.stVi.ew menjalankan operasi ResetGeodesic pada CGeodesi.c apabila 
proses FMM on TD telah selesai dari proses sebelumnya. Operasi 
ResetGeodesi.c ini dilakukan untuk melakukan tahap inisialisasi dari proses 
FMM on TD. Setelah itu dilanjutkan menjalankan operasi 
PerformFastMarchingOneStep. 
Di dalam operasi PerformFastMarchi.ngOnaStep, dijalankan beberapa 
operasi-operasi penting sesuai dengan sesuai dengan langkah-langkah tahap 
perulangan dari proses FMM on TD yang telah dijelaskan pada sub bab 2.2.3 
Operasi-operasi tersebut antara lain adalah: 
• Pop_ Heap yaitu untuk memilih vertex pada himpunan Closed Vertex yang 
memiliki nilai T terkecil (sub bab 2.4.2). 
• ComputeVertexDi.stance untuk menghitung nilai T dari suatu vertex 
(sub bab 2.2.3.1 ). 
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• UnfoldTriangle untuk membagi sebuah sudut tumpul menjadi 2 buah 
sudut lancip. Operasi ini dilakukan jika ditemukan segitiga tumpul pada 
permukaan (sub bab 2.2.3.3). 
• ComputeUpdate_SethianMethod untuk menghitung nilai T dari suatu 
Vertex dengan bantuan nilai T dari 2 vertex lain pada sebuah segitiga (sub 
bab 2.2.3.2). 
• Push_ Heap untuk memasukkan Closed Vertex yang baru ke dalam 
himpunan Closed Vertex (sub bab 2.4.2). 
Setelah nilai T telah diperoleh maka pada kelas GeoVertex dijalankan 
operasi setT untuk menetapkan nilai T dari Vertex tersebut, lalu dijalankan 
operasi setState untuk mengubah status vertex tersebut. Apabila operast-
operasi diatas telah selesai maka dilakukan operasi update_status dan 
need_redraw untuk menvisualisasikan hasil proses ini. Untuk lebihjelasnya, alur 
proses Fast Marching Method One Step bisa dilihat pada gam bar 3-10. 
71 
r 
CGeoD1stvlew : CGeodesic . GeoVertex 
Penaguna _j 
OnComputeFmmOneStep( ) 
> 1.1. FastMarchingOneStep( ) 
< 
1.1.1. ResetGeodesic(GVertexPtr. GVertexPtr) I( ~. 1 . 1 . \ ResetAIIGeoVertex( ) 
1.1.1.2. SetUpFastMarch1ng() 
< 
1.1.2. PerformFastMarchmgOneStep( ) 
----> 
1 2 UpdateStatus( ) 
.:E--
1.3. need_redraw() 
< -
11.2.1. Pop_Heap() 
< 
1 1.2.2. ComputeVertexD1stance(GeoFace&, 
GeoVertex&, GeoVertex&, GeoVertex&, 
< GeoVertex&) 
1 1 2.2.1 UnfoldTnangle(GeoFace&, GeoVertex&, 
GeoVertex&, GeoVertex& dou~e& . doub~&. 
< double&) 
1.1.2.2.2. ComputeUpdate_SethianMethod(double, 
I
< ouble, dou~e. double, double, double) 
1.1.2.3. setT(double) 
~ 1 
r 1.1.2.4. setS~te(T_GeoVertexState) 
1 1.2.5. Push_Heap() 
< 1 
Gombar 3-10 Sequence Diagram proses Fast Marching Method One Step 
3.2.2.2 Perancangan Proses Fast Marching Method Complete 
· Pengguna 
I : CGeoOistvlew 1 l : CGe9desic 
1 OnComputeFmmComplete( ) 
1.1. F astMarchlngComplete( ) 
<E--l 
1.1.1. PerformFastMarching() 
1.1.1.1. PenoonFlarchingOneStep( ) 
j< 1 
~2. UpdoteSlat"'( I 
I J~' ~-······o 
LJ 
Gombar 3-11 Sequence Diagram proses Fast Marching Method Complete 
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Untuk melakukan Proses Fast Marching Method Complete, pengguna 
meminta kelas CGeoDistView untuk melakukan operasi 
FastMarchingComplete. Lalu CGeoDistView menjalankan operas I 
PerformFastMarching pada CGeodesi.c. Pada operasi PerformFastMarching 
dilakukan operasi PerformFastMarchingOneStep berulang-ulang sarnpai proses 
Fast Marching Method telah selesai. Apabila telah selesai maka dilakukan 
operasi update status dan need redraw untuk menvisualisasikan hasil proses 
- -
ini . Secara umum, alur proses Fast Marching Method Complete bisa dilihat pada 
gambar 3-1 1 . 
3.2.3 Perancangan Proses Pembuatan Geodesic Path 
• start 
___:1 
{CUrrent Vertex diset ) 
\.._ d81198" End Vertex 
~"'Lakukan Prosedur Umum. untuk mempropagas1 Current ' 
'- Vertex sampa1 hamptr keluar dan Current Face __./ 
I 
Current Vertex be tepat pada sebuah Vertex =+ 
Current Vertex be !Jdak pada sebuah Vertex 
Current ve!fex bukan Start1ng Vertex 
- ~ Set Current Face dengan seg~hga la10 yang merupakan ~ tela dan Current Face esal dan memuat Current Vertex 
Current Vertex m pakan Starting Vertex 
Gombar 3-12 Activity diagram untuk Proses Pembuatan Geodesic Path 
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Secara umum alur aktivitas dari proses pembuatan Geodesic Path dapat 
dilihat pada gambar activity diagram di atas. Dari diagram tersebut dibuat alur 
proses seperti yang tampak pada sequence diagram gam bar 3-13. 
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• CGeoQistView : CGeode$1C . GeoPoot 
Pengguna 
1 OnComputeComputeGeodesicPath() 
> 
1 1 ComputeGeodesicPath( ) 
< 
1 1 1 ComputeGeoP ath( ) 
1.1.1.1. ComputePath(GeoVertex&, unsigned int) 
--->; 
1 2 need redraw( ) 
~ -
1.1.11.1 ~"Path{GeoVertex&) 
< 
1.1 1 1 1 1 remolot!Po.ntl.Jst(} 
"" 1 1 1 1 1 1 1 remolot!SubPointlJst() 
:';>-
1 1 1 1 t 2 addVertex(GeoVertex&) 
< 1 1 1 1 1 2.1 SetPant(GeoPOtnt&) 
> 
1 1 1 1 1 2 2 Pusl't_Pantust(GeoPoirt&) 
< 
... 
- 1 1 1 1 2 addNewl'ant( ) 
-< 
1.1.11 2.1 Pop_POtntl.Jst() 
~< 
_1.:!: 1.1 2 2 SetUpTriangutamt~ion() 
,_j 
1.1. 1.1.2.3. ComputeGradiem(GeoVertex&, GeoVertex&, 
GeoVertex&, double, double, double&, double&) 
~ 
1.1 1 1 2 4 adciSubPoiflt() 
>-
1.1 1 12.5 ad<IVertex(GeoVertex&) 
~ 
Gombar 3-/3 Sequence Diagram proses Pembuatan Geodesic Path 
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Pada gambar 3-13 tampak bahwa untuk melakukan proses Pembuatan 
Geodesic Path, pengguna meminta kelas CGeoDistView untuk melakukan operasi 
ComputeGeodesicPath. CGeoDistView menjalankan operas I 
ComputeGeodesicPath pada CGeodesic untuk membentuk Geodesic Path pada 
kelas CGeoPath. Pada operasi computeGeoPath, kelas CGeodesic meminta kelas 
CGeoPath menjalankan operasi ComputePath. 
Di dalam operasi computePath, dijalankan beberapa operasi-operasi 
penting sesuai dengan sesuai dengan langkah-langkah pembuatan geodesic path 
yang telah dijelaskan pada sub bab 2.3. Operasi-operasi tersebut antara lain 
adalah: 
• InitPath yaitu untuk membersihkan kelas CGeoPath dan 
menginisialisasi awal kelas CGeoPath, menjadikan titik akhir (end vertex) 
sebagai awal propagasi lintasan. 
• addVertex yaitu untuk melakukan prosedur khusus (sub bab 2. 3.1 ). 
• addNewPoint yaitu untuk rnelakukan prosedur umum (sub bab 2.3.2). 
• SetUpTriangularinterpolati.on yaitu untuk melakukan inisialisasi 
Triangular Interpolation Quadratic pada segitiga dimana akan dibuat 
lintasan didalamnya (sub bab 2.3.2.1). 
• ComputeGradient yaitu untuk mencari nilai 'VT(x,y) sebagai vektor 
gradient yang menentukan arab suatu titik yang dipropagasi mundur. 
Apabila telah selesai, dilakukan proses need redraw untuk menvisualisasikan 
Geodesic Path yang telah dibuat. 
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3.2.4 Proses Visualisasi 
Proses visualisasi terdiri dari empat bagian sub proses yaitu transformasi, 
pencahayaan, inisialisasi material dan terakhir adalah proses penggambaran pada 
layar. Agar fungsi OpenGL dapat berjalan dengan baik, device tempat untuk 
menggambar objek atau dalam hal ini adalah kelas CGeoDistView harus 
diinisialisasi terlebih dahulu. Inisialisasi dilakukan ketika objek view tersebut 
dibuat dengan operasi setUpOpenGL, kemudian dilakukan inisialisasi pada kelas 
AppGUI melalui operasi SetGUI. Proses penggambaran (rendering) ke dalam 
layar dilakukan berulang-ulang setiap kali diminta olch window atau ketika 
pengguna merubah arah sudut pandang. Proses tersebut dilakukan pada event 
OnDraw. Proses penggambaran ke dalam buffer dilakukan oleh operasi redraw 
pad a kelas AppGUI. 
Pada operasi redraw dilakukan beberapa operasi penting antara lain : 
• update_depth yaitu untuk meng-update jarak dari pusat camera ke pusat 
rotasi. 
• setupGLstate yaitu untuk pengaturan viewport dan properti OpenGL 
aktivasi. 
• setup_ matrices yaitu untuk pengaturan pencahayaan material dan 
warna model. 
• SetGL yaitu untuk pengaturan proyeksi dan rotasi ruang pandang. 
• render yaitu untuk penggambaran model ke buffer. 
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• draw _light untuk penggambaran cahaya pada buffer. 
• draw_panel untuk penggambaran panel info pada buffer. 
• swap_ buffers untuk menukar buffer yang aktif dengan buffer yang baru. 
3-14. 
Dengan adanya fungsi swap_ buffers ini maka proses visualisasi ini 
menggunakan teknik double b~ffering. Dengan teknik ini maka efek 
flicker atau efek kedip akan hilang. 
Untuk lebih jelasnya, alur proses visualisasi ini dapat di lihat pada gambar 
. QGeoDistView : AooGUI 
1 Onereate(LPCREA lESTRUCl) 
rr 1 ~~ 1. s.;Up<lponGl(HOC) 
2. OnlnitiaiUpdate( ) 
! n< 2.1. ~tGUI(PolygonModel") 
~ >n 
3. OnDraw(COC") 
< ___J 
3.1. redraw() 
StateManager 
p update_depth(bool. float) 
3.1.2. setupGLstate( ) 
·~ 
[ . Camera 
3.1.2.1. getR~IatPolygon() 
J 3.1.2.2. getBack~eCull() 
3.1 .2.3. getBgCoiOI{ ) 
>o 
3.1 .3. setup_matrices(bool) 
~ 3.1.6. draw_panel() 
1..-
~--
u 3.1. 7 swapbuffels( ) 
C<:=J 
Gambar 3-14 Sequence diagram dari Proses Visualisasi 
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3.3. PERANCANGAN ANT AR MUKA 
File 
Open J 
Close J 
Exit J 
~ 4 Toolbar l 
I 
~ Status Bar Console 
[ New Window J 
Cascade l 
-t Tile 
_j 
Arrange Icons 
Render Compute 
Point FMM One Step 
Line FMM Complete 
Flat Polygon 
Reset Geodesic 
Smooth Polygon 
Vertex Number Compute Geodesic Map 
Compute Sphere 
Shiny 
Compute Flat Surface 
Backface Cull 
Print GeoMap to Text File 
Use Lighting 
Auto Spin Compute Geodesic Path 
Show Panel Show All Geodesic Path 
Random End Vertex & 
Change Color 
Compute Geodesic Path 
Line 
Help 
Polygon 
~ About Geodist... l 
Command 
Gombar 3-15 Rancangan dari drop down menu 
79 
Interaksi antara pengguna dengan perangkat lunak menggunakan mouse 
dan beberapa tombol pada Keyboard. Interaksi ini sebagian besar adalah untuk 
melakukan proses transformasi dari model seperti rotasi, translasi, zooming 
maupun proses perubahan posisi sumber cahaya. Untuk melakukan proses buka 
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data model, proses Fast Marching Method, proses pembuatan Geodesic Path dan 
perubahan atribut penggambaran dari model menggunakan dropdown Menu 
seperti yang terlihat pada gambar 3-15. 
Untuk melakukan proses membuka dan rnenutup data model, pengguna 
dapat memilih menu pada menu dropdown File yaitu Open untuk mernbuka data 
model dan Close untuk menutup data model. Perangkat Lunak ini dibuat dengan 
prinsip MDI (Multi Document Interface), sehingga pengguna dapat mernbuka 
beberapa data model sekaligus tanpa harus menutup data model yang lama. 
Menu dropdown Render digunakan untuk mengatur visualisasi dari model. 
Pada group pertarna digunakan untuk menentukan tipe penggambaran model 
dilayar, apakah Point, Line, Flat Polygon, atau Smooth Polygon, dan apakah 
Vertex Number ditampilkan. Group kedua digunakan untuk menentukan keadaan 
lingkungan dari penggambaran model, apakah menggunakan cahaya (Use 
Lighting), kilau (Shiny), putar otomatis (Auto Spin) maupun fasilitas Backface 
Cull. Menu change color digunakan untuk merubah wama baik warna latar 
belakang, garis, dan poligon. 
Menu dropdown Compute digunakan untuk melakukan proses perhitungan. 
Pada group pertama digunakan untuk melakukan proses FMM untuk perhitungan 
Geodesic Distance. Lalu perintah Reset Geodesic untuk melakukan Reset 
Geodesic dari Model. Pada group berikutnya terdapat perintah-perintah untuk 
melakukan ujicoba, yaitu menghitung Geodesic Map, menghitung Geodesic 
Distance dari titik-titik pada permukaan bola (sphere) dengan menggunakan 
81 
rumus geometri, menghitung Geodesic Distance dari titik-titik pada permukaan 
bidang datar (flat surface) dengan menggunakan rumus geometri dan menulis 
hasil Geodesic Map pada sebuah file teks. Pada group terakhir digunakan untuk 
melakukan proses pembuatan Geodesic Distance. Pada group inj terdapat 
perintah Compute Geodesic Path, Show All Geodesic Path, dan Random End 
Vertex & Compute Geodesic Path. 
Menu dropdown view digunakan untuk mengaktifkan atau menon-aktifkan 
toolbar, status bar, dan console. Sedangkan Menu dropdown window untuk 
melakukan pengaturan apabila dibuka ban yak dokumen (data model). 
Menu Command pada menu dropdown Help digunakan untuk 
menampilkan informasi dalam menggunakan aplikasi ini . Sedangkan menu about 
untuk menampilkan informasi pembuat aplikasi. 
BABIV 
IMPLEMENT AS! PERANGKAT LUNAK 
Pada bab ini akan diuraikan tentang implementasi dari rancangan perangkat 
lunak yang telah dibuat pada bab III. Pembahasan meliputi lingkungan 
pembangunan perangkat Iunak, implementasi struktur data, implementasi proses 
dan implementasi antar muka. 
4.1. LINGKll CAN PEMBANGUNAN P ERANGKAT L UNAK 
Lingkungan pembangunan apl ikasi ini meliputi perangkat keras dan 
perangkat lunak yang digunakan. Spesifikasi perangkat keras dan perangkat lunak 
yang digunakan dalam pembangunan aplikasi penghitungan geodesic distance dan 
pembuatan geodesic path ini dapat dilihat pada tabel dibawah ini. 
Tabe/4-1 Lingkungan pembangunan aplikasi 
Prosesor AM D Duron I I 00 MIIz 
Pcrangkat Keras Memory 512MB 
VGA Card GeForce 4 MX 440 64 MB 
Sistem Operasi : Microsoft Windows 2000 Pro. 
Bahasa Pemrograman : C++. 
Perangkat Lunak Compiler & Tools : Microsoft Visual C++ v6.0 
Graphics Library : Open Graphics Library(OpenGL) 
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4.2. IMPLEMENTASI STRUKTUR DATA 
Pada sub bab ini akan dijelaskan mengenai irnplementasi dari perancangan 
data yang telah dibuat pada bab III. Masing-masing kelas akan diperlihatkan 
atribut yang dimiliki dan fungsi untuk masing-masing atribut. 
4.2.1 Kelas Pnt3 
1 class Pnt3 
2 public: 
3 float v[3); 
4 
5 //----- member function -----
6 float dot(const Pnt3 &vee) const ; 
7 Pnt3 cross (const Pnt3 &vee) const; 
8 float length(void) const ; 
9 float square_length(void) const ; 
10 E'nt3& normalize (void) ; 
11 }; 
Gombar 4-1 Potongan Kode Deklarasi Kelas Pnt3 
Kelas Pnt3 digunakan untuk menyimpan koordinat 3 dimensi dari model . 
pada kelas ini disediakan fungsi fungsi aritmatika yang digunakan untuk 
mempennudah proses perhitungan pada vertex. Kordinat x, y, dan z disimpan di 
array v dengan tipe data float. 
4.2.2 Kelas Geo Vertex 
1 class GaoVertex I 
2 private : 
3 enum T_GeoVertexState{Far,Close , Fix}; 
4 
5 
6 
7 
8 
9 
10 
11 
12 ) ; 
T GeovertexState mState ; 
unsigned int mid; 
Pnt3 mCoord ; 
E'nt3 mNormal; 
double mT; 
vector<GeoFace*> pFaceNeighbors; 
vector<GeoVertex*> pVertexNeighbors; 
Gombar 4-2 Potongan Kode Deklarasi Kelas GeoVertex 
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Varia bel mState digunakan untuk meny1mpan status dari vertex terse but 
apakah Far, Close atau Fix. Variabel mid digunakan untuk menyimpan nomor 
urut vertex dalarn vertexlist., mCoord digunakan untuk menyimpan koordinat 3 
dimensi dari vertex, mNormal digunakan untuk menyimpan vektor normal dari 
vertex yang digunakan untuk smooth polygon pada proses rendering model. 
Variabel mT digunakan untuk menyimpan nilai geodesic distance titik tersebut 
dari titik awal. Variabel pFaceNeighbors merupakan daftar pointer ke objek 
GeoFace yang menjadi tetangga dari titik m1. Sedangkan variabel 
pVertcxNeighbors merupakan daftar pointer ke objek GeoVertex yang menjadi 
tetangga dari titik ini. 
4.2.3 Kelas GeoFace 
1 class GeoFace ( 
2 
3 
private : 
GeoVertex* mpVertex[3) ; 
4 Pnt3 mNormal ; 
5 Geoface* mpfaceNeighbors (3] ; 
6 unsigned int mi d ; 
7 static GeoTriangularinterpolation :: T_TriangulationinterpolationType 
8 TriangulationinterpolationType ; 
9 GeoTriangularlnterpolation* pTriangularinterpolation ; 
10 ) ; 
Gambar 4-3 Potongan Kode Dek/arasi Kelas GeoFace 
Variabel mpVertex digunakan untuk menyimpan vertex yang membentuk 
objek Geoface. Data yang disimpan berupa data pointer sebanyak 3 buah dengan 
tipe GeoVertex. mNormal digunakan untuk menyimpan vektor normal dari face 
tersebut, vektor normal ini dipakai pada proses render model secara flat polygon. 
Variabel mpFaceNeighbors digunakan untuk menyimpan face yang menjadi 
tetangga dari face tersebut. Data yang disimpan berupa data pointer ke objek 
GeoFace. Variabel mlndex digunakan untuk menyimpan nomor urut face dalam 
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Face List. Sedangkan variabel pTriangularlnterpolation dan 
TriangulationinterpolationType untuk menyimpan kelas GeoTriangularlnterpola-
tion yaitu kelas yang mengatur interpolasi segitiga dari face tersebut dan tipe 
interpolasi yang digunakan. 
4.2.4 Kelas GeoTriangularlnterpolation_ Quadratic 
1 class GeoTriangularinterpolation( 
2 public : 
3 enum T_TriangulationinterpolationTypc{kLinear, kQuadratic) ; 
4 
5 
} ; 
6 class GeoTriangularinterpolation Quadratic : public 
7 GeoTriangularinterpolation -
8 ( 
9 private : 
10 double C[6] ; 
11 
12 
13 ) ; 
Pnt3 u, ; 
Pnt3 w; 
Gamhar -1--1 Potongan Kode Deldarasi Kelas GeoTriangularlnterpolation Quadratic 
Kelas ini digunakan dalam proses pembuatan Geodesic Path sebagai data 
yang menyimpan fungsi T(x,y). Variabel C digunakan untuk menyimpan 6 buah 
koefisien pembentuk fungsi T. Variabel u, v untuk menyimpan vektor pembentuk 
basis ortonormal pada face, sedangkan w untuk menyimpan koordinat 3 dimensi 
dari titik pusat basis ortonormal yang dibuat. 
4.2.5 Kelas GeoPoint 
1 class GeoPoint I 
2 priva e : 
3 vector<Pnt3> mSubPointList; 
4 GeoVertex* pVertl ; 
5 GeoVertex• pVert2 ; 
6 double rCoord; 
7 GeoFace* pCurFace ; 
8 I ; 
Gamhar 4-5 Potongan Kode Deklarasi Ke/as GeoPoint 
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Kelas GeoPoint ini digunakan untuk menyimpan titik awal propagasi yang 
berada ditengah-tengah edge, dan titik-titik hasil propagasi yang berada di dalam 
face yang bersangkutan. V ariabel mSubPointList merupakan daftar titik 
pembentuk lintasan hasil propagasi yang berada dalam face tertentu. Variabel 
pVertl dan pVert2 merupakan pointer ke objek GeoVertex yang membentuk 
edge. rCoord merupakan nilai rasio jarak titik tersebut dari vertex pertama yang 
membentuk edge (p Vert 1 ). Sedangkan variabel pCurFace adalah pointer ke objek 
GeoFace untuk menyimpan Face dimana lintasan ini dibuat. 
4.2.6 Kelas CGeoPatb 
1 class CGeoPath 
2 
3 
4 
5 
6 
7 
privatP : 
I ; 
vector<GeoPoint*> mPointList ; 
GeoFace* pCurFace ; 
GeoFace* pPrevFace ; 
double rStepSize ; 
Gombar 4-6 Potongan Kode Dek/arasi Kelas GeoPath 
Kelas CGeoPath ini digunakan dalam untuk menyimpan geodesic path yang 
menghubungkan titik awal dan titik akhir. Variabel mPointList digunakan untuk 
menyimpan data vertex yang membentuk Path dalam bentuk pointer ke objek 
GeoPoint. Yariabel pCurFace dan pPrevFace untuk menyimpan pointer ke Objek 
GeoFace yang menunjukkan face mana yang sedang dan telah dilewati oleh path. 
Sedangkan rStepSize adalah konstanta skalar yang menunjukkan step dari 
penambahan propagasi. 
4.2. 7 Kelas CGeodesic 
1 class CGeodesic { 
2 private : 
3 vector<GeoFace*> mFaceLisl ; 
4 vector<GeoVertex*> mVertexList ; 
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5 vector<GeoVertex*> mCloseVertex ; 
6 
7 Geovertex* pStart ; 
B GeoVertex* pEnd ; 
9 float mTimeCost ; 
10 float *mGeoMap; 
11 
12 boo1 bisMarchingEnd; 
13 CGeoPath mGeoPath ; 
14 
Gambar 4-7 Potongan Kode Deklarasi Kelas CGeodesic 
Kelas CGeodesic merupakan kelas utama dalam perangkat lunak ini. Kelas 
ini digunakan unluk menyimpan semua struktur data yang berhubungan dengan 
proses penghitungan geodesic distance dan pembuatan geodesic path. Variabel 
mfaceList merupakan daftar pointer ke objek Geoface yang menyimpan semua 
face yang dimiliki oleh model. Variabel mVertexList merupakan daftar pointer ke 
objek GeoVertex yang menyimpan semua vertex yang dimiliki oleh model. 
Variabel mCloseVertex merupakan daftar pointer ke objek GcoVertex yang 
menyimpan Vertex yang statusnya Close. Variabel pStart dan pEnd menyimpan 
titik awal dan titik akhir. Variable mTimeCost menyimpan waktu yang 
dibutuhkan untuk melakukan proses. Variabel mGeoMap digunakan untuk 
menyimpan array yang berisi nilai geodesic distance tiap titik dari titik awal. 
Variabel blsMarchingEnd adalah variabel bertipe boolean untuk menunjukkan 
apakah proses FMM sudah selesai atau belum. Sedangkan mGeoPath digunakan 
untuk menyimpan data geodesic path yang dibuat. 
4.3. IMPLEMENTASI PROSES 
Pada sub bab ini akan dijelaskan mcngcnai implemcntasi dari perancangan 
proses yang telah dibuat pada bah Ill. Implementasi ini meliputi implementasi 
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proses buka data model , implementasi proses perhitungan geodesic distance, 
implementasi proses pembuatan geodesic path, dan implementasi proses 
visualisasi model ke layar. 
4.3.1 Proses Buka Data Model 
Untuk proses buka data model, terlebih dahulu dibutuhkan nama file ply 
yang menyimpan data model tersebut. Berikut adalah implementasi dialog untuk 
memasukkan nama file : 
1 
2 
3 
4 
5 
6 
7 
8 
9 
10 
11 
12 
13 
14 
15 
CString CGeoDistApp:: OpenFi1eDialog() 
{ 
static char szFilter[256] ; 
strcpy(szFilter, " Ply Files (* . ply) l* . plyl " ) ; 
CFileDia1og filedlg(TRUE , NULL, NULL, OFN_FILEMUSTEXIST 
FN PATHMUSTEXIST I OFN HIDEREADONLY I OFN OVERWRITEPROMPT, 
-szFilter ,this->m_pActiveWnd) ; -
filedlg .m ofn.lpstrTitle = "Open"; 
if(filedlg . DoModal{)==IDOK) { 
return filedlg . GetFileName() ; 
else 
return "" . 
' 
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Setelah mendapatkan nama file yang akan dibuka, maka akan dibuat objek 
model, kemudian data model ini di-load dengan menggunakan fungsi LoadModel 
yang dimiliki oleh objek model. Berikut adalah fungsi untuk load model. 
1 
2 
3 
4 
5 
6 
7 
8 
9 
10 
11 
12 
13 
14 
bool PolygonModel : : LoadModel{const char *_pmodelfilenamel ( 
PlyParser *pParser ; 
Mesh3dPtr pNewMesh; 
boo1 retval ; 
11----- buat mesh3d baru 
pNewMesh = createMesh() ; 
11----- buat parser -----
pParser = new PlyParser ; 
retval pParser->ReadMesh (_pmodelfilename, pNewMesh) ; 
if(retval && setMesh( pNewMesh)) { 
11----- ambil nama model 
char* resVal ; 
89 
15 if (resVal = (strrchr( pmodelfilename,' \\ ' ))){ 
16 _pmodelfilename = resVal+l ; 
17 
18 strcpy(modelName, _pmodelfilename) ; 
19 return true; 
20 
21 else{ 
22 return false ; 
23 
24 ) ; 
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Pada saat me-load model, data model akan dibaca dengan menjalankan 
fungsi ReadMesh. Objek ini memanfaatkan library ply yang ada. Berikut adalab 
fungsi untuk membaca data model dari file ply. 
1 bool PlyParser : : ReadMesh(const char *_infilel Mesh3d *_pmesh) ( 
2 int 1 , j ; 
3 int nelems; //jml element dalam file 
4 char **elist ; 
5 PlyFile ply; 
6 
7 
8 
9 
if (ply.open_for_reading((char* ) infile 1 &nelems , &elist) 
return 0 ; 
set_offsets() ; 
char *elem name ; //nama elemen 
int num_elems ; //jml item untuk setiap element 
int nprops ; //jumlah property 
for (i 0 ; i < nelems ; i++) { 
elem_name- elist[i) ; 
0) 
10 
11 
12 
13 
14 
15 
16 
17 
18 
19 
ply.get element_description(elem_namel &num_elems , &nprops) ; 
20 
21 
22 
23 
24 
25 
26 
27 
28 
29 
30 
31 
32 
33 
34 
35 
36 
37 
if(equal strings( "ver tex" 1 elem name)) I 
if (ply. is_ valid_property ("vertex" 1 vert_prop_x . name) && 
ply . is valid property( "vertex" 1 vert prop y . name) && 
ply . is-valid-property( "vertex" 1 vert-prop z . name)) I 
ply . get_property(elem_name, &vert_prop_x) ; 
ply . get_property(elem_name, &vert_prop_y) ; 
ply . get_property(elem_name 1 &vert_prop_zl ; 
PlyVertex pVert ; 
for(j - O; j < num_elems ; j++) { 
ply.get_element((void*) &pVert) ; 
VERTEX3D .,.vert ; 
vert - _pmesh->makeVertex(pVert . coord) ; 
if(equal strings( " face " 1 elem ndllle)) { 
if (ply . is_ valid _property ( ' face" I face _props [OJ . name)) { 
ply . get_property( " face " 1 &face_props[0]) ; 
if(num_elems 0) 
continue; 
PlyFace pFace ; 
for(j = O; j < num_elems ; j++) I 
ply . get_element_noalloc((void *) &pFace) ; 
if(pFace . nverts != 3) 
continue ; 
FACE3D *tri ; 
90 
38 
39 
40 
41 
42 
43 
44 
45 
46 
47 
48 tri = _pmesh- >ma keFace(_pmesh->getVertex(pFace . verts[O]) , 
pmesh->getVertex(pFace . verts[1]) , 
=pmesh->getVertex (pFace . verts[2])) ; 
49 
50 
51 
52 pmesh->calculateNormalPerVertex() ; 
53 return 1; 
54 }; 
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Setelah data model berhasil dibaca. kemudian objek CGeodesic di-set 
dengan mesh hasil pembacaan. Proses ini dilakukan oleh fungsi setMesh pada 
kelas CGeodesic. 
1 void CGeodesic : : setMesh(Mesh3d *mesh) 
2 I 
3 GVertexPtr pv; 
4 
5 FOR_EACH_VERTEX3D(mesh->getVertexLisL() , ilv) 
6 pv makeVertex(P(itv) - >Coord()) ; 
7 addVertex(pv) ; 
8 END 
9 
10 GFacePtr pf ; 
11 GVertexPtr v1 , v2 , v3 ; 
12 unsigned int i=O ; 
13 
14 FOR EACH FACE3D(mesh->getFaceList() , itf) 
15 vl • getVertex(P(itf) - >vl()->Index()) ; 
16 v7. = getVertex(P(itf)->v2()->Index()) ; 
17 v3 • getVertex(P(itf)->v3()->Index()) ; 
18 pf = makeFace(vl,v2 , v3) ; 
19 addFace(pf) ; 
20 if(vl->getFace()==NULL) 
21 vl->setFace(mFaceList[i]) ; 
22 if(v2->getFace()==NULL) 
23 v2->setFace(mFaceList[i]) ; 
24 if(v3->getFace()==NULL) 
25 v3->setFace(mFaceList[i]) ; 
26 i++; 
27 END 
28 BuildConnectivity () ; 
29 
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Di dalam fungsi setMesh dijalankan fungsi BuildConnectivity yaitu 
untuk membangun vertex dan face tetangga. Berikut adalah fungsi 
BuildConnectivity. 
1 void CGeodesic : : BuildConnectivity() 
2 { 
3 FOR_EACH_LFACE(mFaceList , itf) 
4 GF'acePtr pFace (GFacePt r ) *itf ; 
5 for(unsigned long i=O ; i <3 ; i++) 
6 mVertexList[pFace- >v(i) - >Index()J-> 
pFaceNeighbors . push_back(pFace) ; 
7 END 
8 
9 GVertexPtr va , vb ; 
10 FOR EACH LFACE(mFaceList , itf3) 
11 for(int iEdge=O; iEdge<3 ; iEdge++) { 
12 va c ('itf3)->v(iEdge+l) ; 
13 vb • (*itf3)->v(iEdge+2 ; 
14 (~itf3) ->v(iEdge) ->addVertexNeighbor(va) ; 
15 (•itf3)->v(iEdge)->addVertexNeighbor(vb) ; 
16 
17 END 
18 
19 FOR_EACH_LFACE(mFaceList , itf2) 
20 GFacePtr pFace = (GFacePtr) *itf2 ; 
21 
22 vector<GFacePtr>* pFaceList(3] ; 
23 
24 for(unsigned long i=O ; i<3 ; i++){ 
25 GVertexPtr pVert = pFace- >v(i) ; 
26 pFaceList[i] = &(mVe r texList[pVer t->Index()]-> 
27 
28 
29 for(i O; i<3 ; i++) 
30 { 
31 GFacePtr pNeighbor = NULL ; 
32 unsigned long il=(i+l)%3 ; 
33 unsigned long i2=(i+2)%3 ; 
34 
35 bool bFind - false ; 
36 
pFaceNe ighbors) ; 
37 for(LFITERATOR itl=pFaceList[il) - >begin l ; 
l.Ll !=pFaceLl.st [il]->end() && bFind! true ;· ltl) I 
38 GFacePtr pFacel = *itl ; 
39 for(LFITERATOR it2=pFaceList(i2)->begin() ; 
it2!=pFaceList[i2J->end() && bFind!=true ; ++it2) { 
4 0 GFacePtr pFace2 = * i t2 ; 
41 if ( pFacel==pFace2 && pFacel! =pFace) 1 
42 pNeighbor= pFacel ; 
43 bFind=true; 
44 
45 
46 
47 
48 
49 
50 
pFace->setFaceNeighbor (pNeighbor , i) ; 
if(pNeighbor) { 
92 
51 
52 
53 
54 
55 
56 
57 
long nEdgeNumber = pNeighbor- >getEdgeNumber(•pFace->v(il) , 
•pface->v(i2)) ; 
ASSERT(nEdgeNumber>=O) ; 
pNeighbor->setFaceNeighbor(pFace, nEdgeNumber) ; 
I 
END 
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4.3.2 Proses Perhitungan Geodesic Distance 
Proses perhitungan Geodesic Distance dilakukan dengan menggunakan 
algoritme Fast Marching Method yang mempunyai 2 tahap yaitu tahap inisialisasi 
dan tahap perulangan. Untuk melakukan tahap inisiaJisasi dijalankan fungsi 
ResetGeodesic. Berikut adalah fungsi untuk melakukan tahap inisialisasi FMM 
onTO. 
1 void CGeodesic :: ResetGeodesic(GVertexPtr _start , GVertexPtr _end) 
2 { 
3 //tiap vertex T•inf , status•far 
4 FOR EACH LVERTEX(mVertexLi s t , itv) 
5 GVertexPtr pVert = (GeoVertex *) •itv; 
6 pVert->ResetGeoVertex() ; 
7 END 
8 
9 setStart (_start) ; 
10 setEnd (_end) ; 
11 
12 SetUpFastMarching() ; 
13 
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Untuk mengimplementasikan tahap perulangan FMM on TD, digunakan 
fungsi PerformFastMarchingMethodOneStep. Berik.ut adalah fungsi untuk 
melakukan tahap perulangan FMM on TD. 
1 boo! CGeodesic : : PerformFastMarchingOneStep(bool bAll) 
2 I 
3 if (mCloseVertex . empty()) { 
4 this->bTsMarchingEnd-true; 
5 return true ; I /finish 
6 ) 
7 ASSERT(bisMarchingBegin ) ; 
8 
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9 GVertexPtr pCurVert - mCloseVertex . front() ; 
10 ASSERT(pCurVert !=NULL) ; 
11 
12 std :: pop_heap(mCloseVer~ex. begin(l , mCloseVertex . end(l , 
CompareVertex) ; 
13 
14 mCloseVertex . pop_back() ; 
15 
16 pCurVert->setState(GeoVertex:: Fix) ; 
17 
18 if(pCurVert == pEnd && !bAll) { 
19 return true ; I /finish 
20 
21 
22 FOR EACH LVERTEX(pCurVert->pVertexNeighbors , itv) 
23 GVertexPtr pNewVert = *itv; //pFace->v(temp+i) ; 
24 ASSERT(pNewVert!=NULL) ; 
25 
26 double rNewDistance = GEO_INFINITE; 
27 
28 FOR_EACH_LFACE(pNewVert - >pFaceNeighbors , itf) 
29 GFacePtr pFace = (GFacePtr) *itf; 
30 ASSERT(pFace!:NULLl ; 
31 
32 GVertexPtr pVertl = (GVertexPtr) pFace-> 
getNextVertex(*pNewVer~) ; 
33 ASSERT(pVertl!:NULL) ; 
34 
35 GVertexPtr pVert2 : (GVertexPtr) pFace-> 
getNextVertex(*pVertl) ; 
36 ASSERT(pVerL2!=NULL) ; 
37 
38 if(pVertl - >T() > pVert2->T()){ 
39 GVertexPtr pTempVert = pVertl ; 
40 pVertl:pVert2 ; 
41 pVert2=pTempVert ; 
42 ) 
43 //Menghi tung Nilai T 
44 rNewDistance = MI N(rNewDistance , ComputeVertex Distance( *pFace , 
*pNewVert ,*pVertl , *pVert2 , *pCurVert->getFront())) ; 
45 END 
46 swiLch(pNewVert->getState ()) I 
47 case GeoVertex ::Close : 
48 if(rNewDistance<=pNewVert- >T()) 
4 9 ( 
50 pNewVert->setT(rNewDistance) ; 
51 pNewVert->setFront(pCurVert->getFront()) ; 
52 std : :make_heap(mCloseVertex . begin() , mCloseVertex . end() , 
CompareVertex ) ; 
53 
54 break; 
55 case GeoVertex :: Far : 
56 pNewVert->setT(rNewDistance) ; 
57 mCloseVertex . push back(pNewVert) ; 
58 std: :push_heap(mCloseVertex . begin() , mCloseVertex . end() , 
CompareVertex) ; 
59 pNewVert->setState(GeoVertex :: Close) ; 
60 pNewVert->setFront(pCurVert->getFronl()) ; 
61 break; 
62 case GeoVertex : : Fix : 
63 
94 
64 break ; 
65 default : 
66 ASSERT(false) ; 
67 I 
68 END 
69 return bisMarchingEnd; 
70 } 
Gombar -1-14 Potongan Kode Fungsi PerformFastMarchingOneStep pada Ke/as CGeodesic 
Di dalam fungsi PerformFastMarchingOneStep dijalankan fungsi 
ComputeVertexDistance yaitu fungsi untuk menghitung nilai T atau nilai 
geodesic distance dari suatu titik terhadap titik awal. 
1 double CGeodesic : :ComputeVertexDistance(GeoFace &CurrentFace , 
GeoVertex &CurrentVertex , Geovertex &Vertl , 
GeoVertex &Vert2 , GeoVertex &CurrentFront) 
2 
3 
4 
int E" 1 ; 
5 if{Vertl . getState() !-GeoVertex : : Far I I 
6 
7 
8 
9 
10 
11 
12 
13 
14 
15 
16 
17 
18 
19 
20 
21 
22 
23 
24 
25 
26 
27 
28 
29 
30 
31 
32 
33 
34 
35 
36 
37 
Vert2 . getState() != GeoVertex :: Far) 
Pnt3 Edgel = Vertl . Coord() - CurrentVertex. Coord{) ; 
double b Edgel . length{) ; 
Edgel I b ; 
Pnt3 Edge2 Vert2 . Coord() - CurrentVertex . Coord() ; 
double a Edge2 . length{) ; 
Edge2 f ... a ; 
double dl Vertl . T() ; 
double d2 = Vert2 . T() ; 
boo! bVertlUsable Ver tl . getState() GeoVertex :: Far && 
bool bVert2Usable 
Vertl . getFront() •• &CurrentFront ; 
Vert2 . getState() !- GeoVertex :: Far && 
Vert2 . getFront() •• &CurrentFront ; 
if(!bVertlUsable && bVert2Usable) { 
return d2 + a k F; 
if(bVertlUsable && !bVert2Usable) 1 
return dl + b k F; 
} 
if(bVertlUsable && bVert2Usable) I 
double dot= Edgel . dot(Edge2) ; 
if(dot<O && bUseUnfolding ) 
double c , dotl , dot2 ; 
GVertexPtr pVert = UnfoldTriangle (CurrentFace , 
Currentvertex , Vertl , Vert2 , c , dotl , dot2) ; 
if(pVert!=NULL && pVert->getState() !•GeoVertex:: Far) 
I 
double d3 = pVert- >T() ; 
double t ; 
t-ComputeUpdate SethianMBthod (dl , d3 , c , b , dotl , F) ; 
t MIN(t ,Compute0pctate_SethianHethod (d3 , d2 , a , c , dot2 ,F)) ; 
return t ; 
38 
39 
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40 return ComputeOpdate_SethianMethod (dl , d2 , a , b , dot , F) ; 
41 
42 
43 return GEO INFINITE ; 
44 
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Di dala.m fungsi ComputeVertexDistance dijalankan fungsi 
UnfoldTriangle untuk membagi sebuah sudut tumpul menjadi 2 buah sudut 
lancip. Fungsi ini dilakukan jika ditemukan segitiga tumpul pada permukaan. 
1 GVertexPtr CGeodesic : :UnfoldTriangle(GeoFace &CurFace, 
2 
3 
4 
5 
6 
7 
a 
9 
10 
11 
12 
13 
14 
15 
16 
17 
18 
19 
20 
21 
22 
23 
24 
25 
26 
27 
28 
29 
30 
31 
32 
33 
34 
35 
36 
37 
38 
39 
40 
41 
GeoVertex &vert,GeoVertex &vertl, Geovertex &vert2 , 
double &dist, double &dotl, double &dot2) 
Pnt3& v a vert.Coord() ; 
Pnt3& vl • vertl . Coord() ; 
Pnt3& v2 e vert2 . Coord() ; 
Pnt3& el "' vl-v ; 
double rNorml- el.length() ; 
el /c rNorml ; 
Pnt3& e2 = v2-v; 
double rNorm2- e2 . length() ; 
e2 /• rNorm2 ; 
double dot= el .dot(e2); 
Pnt2 eql PnL2(dot ,sqrtf(l-dot*dot )) ; 
Pnt2 eq2 • Pnt2(1 , 0) ; 
Pnt2 xl(rNorml,O); 
Pnt2 x2 • eql * rNorm2; 
Pnt2 xstartl = xl; 
Pnt2 xstart2 ~ x2 ; 
GVertexPtr pVl 
GVertexPtr pV2 
&vertl ; 
&vert2 ; 
GFacePtr pCurFace = (GFacePtr) CurFace .getFaceNeighbor(vert) ; 
unsigned int nNum=O; 
while(nNum<50 && pCurFace! =NULL) { 
GVertexPtr pV = (GVertexPtr ) pCurFace->getVertex(*pVl,*pV2); 
ASSERT(pV!•NULL) ; 
el • pV2->Coord() - pVl- >Coord(); 
double rNorml- el . length() ; 
el /• rNorml ; 
e2 c pV->Coord() - pVl->Coord(); 
double rNorm2 = e2.length(); 
42 e2 I= rNorm2 ; 
43 
44 Pnt2 vv • (x2-xl) *rNorm21rNorml ; 
45 dot= el . dotCe2) ; 
46 Pnt2 x = vv . Rotate(-acos(dotl) + xl ; 
47 
48 
49 
50 
51 
52 
53 
54 
55 
56 
57 
double lambdall 
double 1ambdal2 
double lambda21 
double lambda22 
bool bintersectll 
boo! bintersect12 
boo1 bintersect21 
boo! bintersect22 
- (xl.dot (eql)) 
- {xl.dot {eq2l) 
- (x2 . dot (eql)) 
- (x2 . dot (eq2)) 
(lambda l l >=Ol 
( lambda12>=0) 
(lambda21>=0) 
( l ambda22>=0) 
58 if(blntersectll && bintersect12) { 
I 
I 
I 
I 
&& 
&& 
&& 
&& 
(x-xl) . dot(eq1) ) ; 
(x-x1) . dot(eq2) ) ; 
(x-x2) . dot(eql) ) ; 
(x-x2) . dot (eq2) ) ; 
{ lambdall < 1) ; 
(lambda12<=1) ; 
( l ambda21< 1) ; 
( lambda22<=1) ; 
59 pCurFace (GFacePtr) pCurFace->getFaceNeighbor( *pV2) ; 
60 pV2 • pV ; 
61 x2• x ; 
62 }else if(b!ntersect21 && bintersect22l { 
63 pCurFace = (GFacePtr) pCurFace->getFaceNeighbor(*pVl) ; 
64 pVl ~ pV ; 
65 xl = x; 
66 }else ( 
67 dist • x . length( 
68 dotl- x .dot(xstartl) I (dist * xstartl . length()) ; 
69 dot2 = x .dot(xstart2) I Cdist * xstart2 . length()) ; 
70 return pV; 
71 
72 nNum++ ; 
73 
74 return NULL ; 
75 
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Selain itu di dalam fungsi ComputeVertexDistance juga dijalankan fungsi 
ComputeUpdate_ Sethi anMethod untuk menghitung nilai T dari suatu Vertex 
dengan bantuan nilai T dari 2 vertex lain pada sebuah segitiga sesuai dengan 
rum us yang telah dijelaskan pada sub bab 2.2.3 .2. 
1 double CGeodesic :: ComputeUpdate SethianMethod(double dl , double d2 , 
double a , double b , double dot , double Fl 
2 
3 double t = GEO_INFINITE ; 
4 double rCosAngle = dot ; 
5 double rSinAngle2 1-dot*dot ; 
6 double u = d2-dl; 
7 
8 double f2 ~ a*a + b*b - 2 *a *b *rCosAngle ; 
9 double f1 ~ b * u * {a*rCosAngle-b) ; 
10 double fO b • b • (u*u- F*F*a*a *rSinAngle2) ; 
11 double delta= fl*fl - fO*f2 ; 
12 
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13 if {delta >=0> { 
14 if(MYABS(f2)>GEO EPSILON){ 
15 t • (-fl - sqrtf(delta))/f2 ; 
16 
17 if(t<u II b*{t-u)/t<a*rCosAngle 11 a/rCosAngle<b*(t-u)/t){ 
18 t• (-f1 + sqrtf{delta))/f2 ; 
19 
20 
21 else { 
22 if(f1!=0) 
23 t = -fO/fl ; 
24 else 
25 t = -GEO_INFINITE; 
26 
27 
28 else 
29 t=-GEO_INFINITE ; 
30 
31 if(u<t && a*rCosAngle < b*(t-u)/t && b*(t-u)/t < a/rCosAngle) { 
32 return ttdl; 
33 )else 1 
34 return MIN{b*Ftdl , a*F+d2) ; 
35 
36 
Gambar .J-17 Potongan Kode Fungsi ComputeUpdate_SethianMethod pada Kelas CGeodesic 
Fungsi PerformFastMarchingOne Step hanya mengimplementasikan tahap 
peru Iangan FMM on TD sebanyak sekali peru Iangan. Untuk 
mengimplementasikan tahap perulangan FMM on TD sampai selesai atau sampai 
nilai T pada titik akhlr (end vertex) diperoleh digunakan fungsi 
PerformFastMarching. Fungsi ini sebenamya hanyalah menjalankan fungsi 
PerformFastMarchingOneStep secara berulang-ulang sampai selesai. 
1 void CGeodesic :: PerformFastMarching(bool bAll) 
2 I 
3 int begin , ends ; 
4 begin • c .iock () ; 
S while { ! this->PerformFastMarchingOneStep (bAll) ) { I 
6 ends ~ clock 
7 mTimeCost = ( float ) ( ends - begin ) ; 
8 
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4.3.3 Proses Pembuatan Geodesic Path 
Untuk melakukan proses pembuatan Geodesic Path pengguna meminta 
kelas CGeoDistView untuk menjalankan fungsi ComputeGeodesicPath. Pada 
fungsi tersebut kelas CGeoDistView menjalankan fungsi ComputePath pada kelas 
CGeoPath. lnti dari proses pembuatan Geodesic Path dilakukan oleh fungsi 
ComputePath tersebut. 
1 void CGeoPath : : ComputePath(GeoVertex &StartVert, 
unsigned int nMaxLength) 
2 
3 this->lnitPath(StartVert) ; 
4 unsigned int nNum=O ; 
5 while(this->addNewPoint()==O && nNum<nMaxLength) { 
6 nNum~~ ; 
7 
8 
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Pada fungsi ComputePath ini dijalankan fungsi InitPath yaitu fungsi 
untuk menginisialisasi awal kelas CGeoPath. Inisialisasi yang dilakukan adalah 
membersihkan kelas CGeoPath dan menempatkan titik akhir (end vertex) sebagai 
titik awal propagasi. 
1 void CGeoPath : : InitPath(GeoVertex &StartVert) 
2 { 
3 this->removePointList() ; 
4 this->addVertex (StartVert) ; 
5 
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Fungsi removePointList digunakan untuk membersihkan kelas CGeoPath 
dari hasil proses pembuatan Geodesic Path sebelumnya. 
1 void CGeoPath :: removePointList() 
2 { 
3 GPointlt itp; 
4 FOR EACH(iLp , mPointList) 
5 if{(*itp)) { 
6 (*itp)->mSubPointList . clear() ; 
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7 delete (•itp) ; 
8 } 
9 END 
10 mPointList.clear(); 
11 
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Sedangkan Fungsi addVertex digunakan untuk mengimplementasi 
prosedur k.husus seperti yang telah dijelaskan di subbab 2.3.1. 
1 void CGeoPath : : addVertex(GeoVertex &Vert) 
2 { 
3 pPrevFace = pCurFace ; 
4 double rBestT = GEO_INFINITE ; 
5 pCurFace • NULL; 
6 GVertexPtr pSelectedVert = NULL; 
7 
8 for(GeoVertexiterator it Vert . BeginVertexiterator(); 
it!=Vert . EndVertexiterator() ; ++it) 
9 
10 GVertexPtr pVert = (GVe rtexPtr l *it; 
11 
12 if (pVert->T () < rBestT) { 
13 rBestT s pVert->T() ; 
14 pSelectedVert = pVert ; 
15 GVertexPtr pVert1 = (GVertexPtrl it . GetLeftVertex() ; 
16 GVertexPtr pVert2 = (GVertexPtr) it . GetRightVertex() ; 
1'7 if(pVert1!=NULL && pVert2!=NULL) { 
18 if(pVert1->T() < pVert2 - >T()) 
19 pCurFace = (GFacePtr) it .GetLeftFace() ; 
20 else 
21 pCurFace = (GFacePtr) it . GetRightFace() ; 
22 }else if(pVertl!=NULL) { 
23 pCurFace (GFacePtr) it . GetLeftFace() ; 
24 )else { 
25 pCurFace = (GFacePtr) it . GetRightFace(); 
26 
27 
28 
29 GeoPoint• pPoint = new GeoPoint ; 
30 mPointList.push back(pPoint} ; 
31 pPoint->setVertex1(Vert) ; 
32 pPoint->setVertex2(*pSelectedVert); 
33 pPoint->setCoord 1) ; 
34 pPoint->setCurFace(*pCurFace) ; 
35 
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Setelah fungsi InitPath selesai dilakukan maka dijalankan fungsi 
addNewPoint sebagai implementasi dari prosedur umum yang telah dijelaskan 
pada sub bab 2.3.2. 
1 int CGeoPath::addNewPoint() 
2 I 
3 GPointPtr pPoint = mPointList . back(); 
4 
5 GVertexPtr pVertl = pPoint->getVertexl(); 
6 GVertexPtr pVert2 = pPoint->getVertex2(); 
7 GVertexPtr pVert3=(GVertexPtr)pCurFace-> 
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getVertex(*pVertl,*pVert2); 
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T SubPointList& SubPointVector 
double x,y,z; 
x ~ pPoint->getCoord() ; 
y 1-x; 
z "' 0 ; 
pPoint->getSubPointList(); 
double 11 = (pVertl->Coord() - pVert3->Coord()) . length(); 
double 12 a (pVert2->Coord(l - pVert3->Coord()) .length(); 
pCurFace->SetUpTriangularinterpolation (); 
unsigned int nNum=O; 
while(nNum<1000) I 
nNum·~; 
double dx,dy; 
double l,a; 
pCurFace->ComputeGradient (*pVert1,*pVert2 , *pVert3,x,y,dx, dy); 
if(MYABS(dx)>GEO EPSILON){ 
1 "' 11 • x/dx;-
a "' y-l*dy/ 2; 
if(l>O && l<=rStepSize && O<=a && a<=l) { 
GPointPtr pNewPoint = new GeoPoint ; 
mPointList.push back(pNewPoint); 
pNewPoint->setVertex1(*pVert2) ; 
pNewPoint->setVertex2(*pVert3) ; 
pNewPoint->setCoord(a) ; 
pPrevFace = pCurFace ; 
if(pCurFace->getFaceNeighbor{*pVert2 , *pVert3) - NULL) I 
pNewPoint->setCurFace(*pCurFace); 
return 0 ; 
pCurFace= (GFacePtr) pCurFace-> 
getFaceNeighbor(*pVert2,*pVert3); 
pNewPoint->setCurFace(*pCurFace); 
if(a<0.01 && pVert2->T()<GEO_EPSILON) 
return -1; 
if(a>0.99 && pVert3- >T(l<GEO_EPSILON) 
return -1 ; 
return 0; 
if(MYABS(dy)>GEO EPSILON) { 
1=12*y/dy; -
a = x-l*dx/11 ; 
if( 1>0 && l<=rStepSize && 0<-a && a<-1) { 
GPointPtr pNewPoint = new GeoPoint ; 
mPointList.push back(pNewPoint); 
101 
61 pNewPoint->setVertex1{*pVert1) ; 
62 pNewPoint->setVertex2(*pVert3) ; 
63 pNewPoint->setCoord(a) ; 
64 pPrevFace = pCurFace ; 
65 
66 if(pCurFace->getFaceNeighbor(*pVert1 , *pVert3)c=NULL){ 
67 pNewPoint->setCurFace(*pCurFace) ; 
68 return 0 ; 
69 
70 pCurFace=(GFacePtr)pCurFace-> 
getFaceNeighbor(*pVertl , *pVert3) ; 
71 pNewPoint->setCurFace(*pCurFace) ; 
72 
73 if(a<O . Ol && pVert1->T()<GEO_EPSILON) 
74 return -1 ; 
75 tf(a>0 . 99 && pVert3- >T()<GEO_EPSILON) 
76 return -1 ; 
77 return 0; 
78 
79 
80 
81 if(MYABS(dx/l1+dy/12)>GEO_EPSILON) 
82 1 • -z/(dx/ll+dy/12); 
83 a = x-l*dx/11; 
84 if( 1>0 && 1<=rStepSize && O<=a && a<•l ) { 
85 GPointPtr pNewPoint = new GeoPoint ; 
86 rnPointList.push_back(pNewPoint} ; 
87 pNewPoint->setVertex1(*pVert1) ; 
88 pNewPoint->setVertex2(*pVert2) ; 
89 pNewPoint->setCoord(a) ; 
90 pPtevFd~e = pCurFace; 
91 
92 if(pCurFace->getFaceNeighbor(*pVert1 , *pVert2)==NULL){ 
93 pNewPoint->setCurFace(*pCurFace); 
94 return 0 ; 
95 
96 pCurFace=(GFacePtr) pCurFace-> 
getFaceNeighbor(*pVert1 , *pVert2l ; 
97 pNewPoint->setCurFace(*pCurFace) ; 
98 
99 if(a<O . Ol && pVert1- >T()<GEO_EPSILONl 
100 return -1; 
101 if(a>0.99 && pVert2- >T()<GEO_EPSILON) 
102 return -1; 
103 return 0; 
104 
105 
106 
107 if(MYABS(dx)<GEO_EPSILON && MYABS(dy)<GEO_EPSILON) { 
108 GVertexPtr pSelectedVert = pVert1 ; 
109 if(pVert2->T() < pSelectedVert->T()) 
110 pSelectedVert = pVert2 ; 
111 if(pVert3->T(l < pSelectedVert->T(ll 
112 pSe1ectedVert = pVert3 ; 
113 
114 this->addVertex(*pSelectedVert) ; 
115 if(pSe1ectedVert->T()<GEO_EPSILON) 
116 return -1; 
117 if(pCurFace==pPrevFace && pPoint->getCoord()>l-GEO_EPSILON) I 
118 return -1 ; 
119 
120 return 0 ; 
121 
122 
123 double xprev = x , yprev = y ; 
124 
125 x = x - rStepSize*dx/11 ; 
126 y a y - rStepSize*dy/12 ; 
127 
128 if( x<O II x>l II y<O II y>ll 
129 { 
130 GFacePtr pNextFace=(GFacePtr) pCurFace-> 
getFaceNeighbor( ~pvert3) ; 
131 
132 if(pNe xtFace==pPrevFace I 1 
pCurFace->ge tFaceNeighbor(*pVert3)=cNULL) 
133 
134 GVertexPtr pSe1ectedVert = pVert1 ; 
135 if(pVert2->T(l < pSelectedVert->T()) 
136 pSelectedVert=pVert2 ; 
137 if(pVert3->T(l < pSelectedVert->T()) 
138 pSelectedVert=pVert3 ; 
139 
140 this->addVertex(*pSelectedVert) ; 
141 
142 if(pSelectedVert->T(l < GEO_EPSILON) 
143 return -1 ; 
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144 if(pCurFace==pPrevFace&&pPoint->getCoord()>l-GEO_EPSILON) ( 
145 return -1 ; 
146 
147 }else I 
148 pPrevFace = pCurFace ; 
149 pCurFace = (GFacePtr) pCurFace->getFaceNeighbor(•pverL3) ; 
150 GPointPtr pNewPoint = new GeoPoint ; 
151 mPointList . push_back(pNewPoint) ; 
152 pNewPoint->setVer t ex1(*pVert1) ; 
153 pNewPoint->setVertex2(*pVert2) ; 
154 pNe wPoint->setCurFace (*pCurFace) ; 
155 pNe wPoint->setCoord (xprev) ; 
156 
157 return 0; 
158 
159 Pnt3 temp(x , y, l-x-y) ; 
160 SubPointVector . push_back(temp) ; 
161 
162 GVertexPtr pSe1ectedVert = pVert1 ; 
163 
164 if(pVert2->T()<pSelectedVert- >T()} 
165 pSelectedVert = pVert2 ; 
166 if(pVert3->T()<pSelectedVert->T() ) 
167 pSelectedVert = pVert3 ; 
168 
169 this->addVertex(*pSe1ectedVert} ; 
170 
171 if(pSelectedVert->T(} < GEO_EPSILON) 
172 return -1 ; 
173 if(pCurFace- pPrevFace && pPoint- >getCoord() > 1-GEO_EPSILON) 
174 return-! ; 
175 return 0; 
176 
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Pada fungsi addNewPoint dijalankan fungsi SetUpTriangular 
InterpolatJ.on sebagai implementasi proses inisialisasi Triangular Interpolation 
Quadratic pada scgitiga dimana akan dibuat lintasan didalarnnya seperti yang 
dijelaskan pada sub bab 2.3.2.1. 
1 
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28 
29 
30 
31 
32 
33 
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35 
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37 
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41 
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void GeoTriangularinterpolation Quadratic :: 
SetUpTriangularinterpolation(GeoFace& face) 
GVertexPtr pVO (GVertexPtr) Face.getVertex(O); 
GVertexPtr pVl • (GVertexPtr) Face . getVertex(l) ; 
GVertexPtr pV2- (GVertexPtr) Face.getVertex(2) ; 
GFacePtr pFaceO Face . getFaceNeighbor(O) ; 
GFacePtr pFacel Face . getFaceNeighbor(l); 
GFacePtr pFace2 ~ Face . getFaceNeighbor(2); 
GVertexPtr pWO=NULL; 
GVertexPtr pWl=NULL; 
GVertexPtr pW2~NULL; 
if (pFaceO! •NULL) 
pWO=(GVertexPtr) pFace0->getVertex(*pVl ,~ pV2); 
if (pFacel! cNULL) 
pWl-(GVertexPtr) pFacel - >getVertex(*pVO ,*pV2); 
if (pFace2! •NULL) 
pW2=(GVertexPtr) pFace2- >getVertex(*pVO , *pVl) ; 
Pnt3 VO = pVO->Coord() ; 
Pnt3 Vl = pVl->Coord() ; 
PnL3 V2 pV2->Coord() ; 
Pnt3 WO,Wl,W2; 
if(pWO!=NULLl 
WO = pWO->Coord(); 
else 
wo (Vl+V2)*0.5 ; 
if(pWl ! .. NULL) 
Wl • pWl->Coord(); 
else 
Wl .. (V0+V2)•0 .5; 
if(pW2!=NULL) 
W2 • pW2->Coord(); 
else 
W2"' (VO+Vl)*( . S; 
Pnt.3 eO • V0-V2; 
Pnt3 el ., Vl-V2 ; 
Pnt3 e2 • Vl-VO; 
Pnt3 sO WO - V2; 
Pnt3 sl - Wl - V2; 
Pnt3 s2 W2 - VO ; 
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double 10 eO . length ) ; 
double 11 = el . length ) ; 
double 12 - e2 . length() ; 
double mO = sO . length() ; 
double ml • sl . length() ; 
double m2 • s2 . length() ; 
u • e0/10; 
v • { (u . cross(el)) . cross{u)) ; 
v . normalize() ; 
w • V2 ; 
double a • acos{ eO .dot(e1)/(10*11)) ; 
double b - acos( el . dot(s0)/{ll*m0)) ; 
double c acos{ eO . dot(s l )/{lO*ml)) ; 
double d- acos{-e0 . dot(e2)/(10*12)) ; 
double e = acos( e2 .dot (s2) I (12*m2)) ; 
double Points(6) [2) ; 
Points(O) [OJ 10 ; 
Points[OJ [1] = 0 ; 
Points[!) [OJ c ll*cos(a) ; 
Points[l)[l)- ll*sin a) ; 
Points[2) [0) • 0 ; 
Points(2J [l] 0; 
Points(3] (OJ = mO*cos{a+b) ; 
Points[3) [1) - mO•sin{a+b) ; 
Polnts(4] (OJ ml•cos(c) ; 
Points(4] [1) = -ml*sin(c) ; 
Points[5] [0] 
Points(5] Ill • 
10 - m2*cos(d+eJ ; 
m2*sin( d+e) ; 
double Values[6] ; 
Values[OJ = pVO->T() ; 
Values(!] • pVl->T(J ; 
Values(2) pV2->T() ; 
if( pWO! NULL ) 
Values[3] = pWO->T() ; 
else 
Values[3] = (Values[1]+Values[2])*0 . 5; 
if ( pWl! "'NULL ) 
Values[4] = pWl->T J ; 
else 
Values[4] = (Values[O]+Values[2])*0 . 5; 
if ( pW2 ! =NULL ) 
Values[SJ = pW2->1 ) ; 
else 
Values[5] z (Values[l]+Values[OJ) *O. S; 
Fit2ndOrderPolynomial2D( Points , Values , C) ; 
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Setelah fungsi SetUpTriangularinterpolation berhasil dilakukan maka 
pad a fungsi addNewPoint dilanjutkan dengan melakukan fungsi 
ComputeGradient untuk menghitung nilai VT(x.y) pada suatu titik di dalam 
suatu segitiga. Dengan bantuan nilai VT(x,y) maka proses propagasi titik dapat 
di lakukan sampai titik tersebut keluar dari face. 
1 void GeoTriangularlnterpolation Quadratic :: ComputeGradient( 
GeoVertex& vO ,GeoVertex& vl;GeoVertex& v2, double x , double y, 
double &dx , double &dy) 
2 
3 Pnt3& e • v2 . Coord(); 
4 Pnt3 eO vO . Coord() - e ; 
5 Pnt3 el - v1.Coord() - e; 
6 
7 Pnt3 trans a e-w; 
8 
9 double pOO • eO .dot u ; 
10 double pOl a e1.dot(u) ; 
11 double plO ~ eO . dot(v ; 
12 double p11 = el.dot(v); 
13 
14 rlnuhle s- x•pOO + y*pOl + trans . dot(u) ; 
15 doublet= x*plO + y*pll + trans . dot(v) ; 
16 
17 double gu=C[l] t C[3)*t + C[4]*2*s ; 
18 double gv=C[2) + C[3)*s + C[5]*2*t ; 
19 
20 double rDet pOO*pll - pOl*plO; 
21 ASSERT(rDet! rO) ; 
22 if(MYABS(rDet)>GEO EPSILON) { 
23 dx 1/rDet * (-pll*gu - pOl*gv) * eO . length() ; 
24 dy 1/rDet * (-plO* gu + pOO*gv) * el . length(); 
25 
26 else 
27 dx=dy=O; 
28 
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4.3.4 Proses Visualisasi 
Oalam pemrograman grafik dengan menggunakan library OpenGL, sebelum 
fungsi-fungsinya dapat digunakan. maka device tempat untuk menggambar objek 
harus diinisialisasi terlebih dahulu. Terdapat perbedaan antara GDI device sebagai 
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device default dalam pernrograman Win32 yang biasa disebut device context, 
dalam OpenGL objek digambar di device yang disebut rendering context. 
Sebuah rendering context dibuat dengan menggunakan fungsi 
wglCreateContext. Dalam perangkat lunak ini, rendering device dibuat didalam 
fungsi SetUpOpenGL. 
1 BOOL CGeoDistView:: SetUpOpenGL (HDC hdc) 
2 { 
3 PIXELFORMATDESCRIPTOR *ppfd; 
4 int pixelformat; 
5 
6 PIXELFORMATDESCRIPTOR pfd = I sizeof(PIXELFORMATDESCRIPTOR) , 1 , 
I ; 
7 
PFD_DRAW TO WINDOW PFD_SUPPORT_OPENGL I PFD_DOUBLEBUFFER, 
PFD TYPE RGBA, 24 , 0, 0, 0, 0 , 0, 0, 0, 0, 0 , 0 , 0, 0, 
24 , -8 , 0~ PFD_MAIN_PLANE, 0, 0 , 0 , 0 
8 ppfd c &pfd; 
9 
10 if ( (pixelformat = ChoosePixelFormat(hdc, ppfd)) - 0) { 
11 :: MessageBox(NULL, "ChoosePixelFormat failed ", "Error", MB_OK) ; 
12 return FALSE; 
13 
14 
15 if (SetPixelFormat(hdc , pixelformat , ppfdl -= FALSE) { 
16 : :MessageBox(NULL, "SetPi xelFormat failed ", "Error", MB OK) ; 
17 return FALSE; 
18 
19 
20 return TRUE ; 
21 
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Oengan memanggil fungsi setUpOpenGL pada saat window dibuat, 
kemudian dengan menjalankan perintah wglMakeCurrent untuk mengaktifkan 
Rendering Context, maka fungsi-fungsi OpenGL siap untuk digunakan. 
1 int CGeoDistView :: OnCreate(LPCREATESTRUCT 1pCreateStruct) 
2 I 
3 if (CView::OnCreate(lpCreateStruct) == -1) 
4 return -1 ; 
5 
6 HWND hWnd- GetSafeHwnd() ; 
7 m hgldc- :: GetDC(hWnd) ; 
8 if (! SetUpOpenGL (m_hgldc)) { 
9 : :MessageBox ( :: Get Focus () , " SetUpOpenGL Failed !", "Error" ,MB_OK) ; 
10 retu rn -1 ; 
11 
12 
13 m hg1rc • wglCreateContext(m hgldc) ; 
14 inti~ wg1MakeCurrent(m hgldc, m hglrc) ; 
15 SetTimer(1000, 30,NULL) ; - -
16 
17 return 0 ; 
18 
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Untuk menampilkan model di layar, aplikasi memanggil fungsi 
need_redraw secara berulang-ulang setiap kali dibutuhkan. Baik ketika event 
OnDraw maupun setiap kali pengguna merubah arah sudut pandang. 
1 void CGeoDistView: : need_redraw() 
2 I 
3 HWND hWnd c GetSafeHwnd() ; 
4 HOC hOC : : GetDC(hWnd) ; 
5 
6 wg MakeCurrent(hDC,m_hglrc) ; 
7 redraw () ; 
8 
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Proses penggambaran ke dalam buffer dan pengaturan terhadap properti 
OpenGL dilakukan oleh fungsi redraw pada AppGui. 
1 void AppGUI : : redraw() 
2 { 
3 // validasi model 
4 if (! theModel) { 
5 glClear(GL COLOR BUFFER BIT GL_DEPTH_BUFFER_BIT) ; 
6 swapbuffers(); - -
7 return ; 
8 
9 
10 if (first_time) { 
11 resetviewer(); 
12 first_time ~ false; 
13 
14 
15 update_depth (); 
16 
17 // Set viewport dan clear screen 
18 setupGLstate () ; 
19 glClear(GL COLOR_BUFFER_BIT I GL_DEPTH_BUFFER_BIT) ; 
20 
21 // Set up projection, mode1view matrices , dan lighting 
22 setup_matrices (theState->getUseLight()) ; 
23 mFrustum.CalculateFrustum(} ; 
24 
2 5 render () ; 
108 
26 draw_light() ; 
27 
28 if{!theModelStatus->bisSelecting && theState->getShowPanel()) 
29 draw_panel() ; 
30 
31 swapbutfers() ; 
32 return ; 
33 
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Pada fungsi redraw dijalankan fungsi update_ depth yaitu untuk meng-
update jarak dari pusat camera ke pusat rotasi. 
1 void AppGUI :: update_depth(bool update_rot_depth, float hint) 
2 { 
3 if (!theModel) 
4 return ; 
5 
6 setup matr~ces(false) ; 
7 float depth=O ; 
8 if (hint + surface_depth > l . Oe- 5 * theModel->getRadius()) 
9 depth • suLface_depth + hint ; 
10 
11 if (!depth) 
12 return ; 
13 
14 surface depth - depth ; 
15 if (!update_rot_depth) 
16 return ; 
17 
18 II Rotasi disekitar permukaan jika kamera dekat ke permukaan , 
19 II jika Lidak rotasi terhadap pusaL model 
20 float dist2center = Dist(thecamera.pos ,theModel->getCenter()) ; 
21 rot depth min(depth*(l. Of+DEPTH FUDGE *thecamcra . fov) , 
- dist2center); 
22 
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Setelah fungsi update_ depth selesai dijalankan. fungsi redraw menjalankan 
fungsi setupGLstate. Pada fungsi setupGLstate dilakukan pengaturan viewport 
dari layar. Selain itu dilakukan pengaturan terhadap beberapa properti rendering 
openGL seperti properti DEPTH_ TEST. Pengaturan shading model dilakukan 
apakah model digambar dengan menggunakanjlat shading atau smooth shading. 
Penentuan apakah model digambar dengan menggunakan backface cull atau tidak 
serta penentuan warna background juga diatur pada fungsi ini. 
1 void AppGUI :: setupGLstate() 
2 { 
3 glViewport(viewportx() , viewporty() , screenx() , screeny()); 
4 
5 glColorMask(GL_TRUE, GL_TRUE , GL_TRUE, GL_TRUE) ; 
6 glDepthMask(GL_TRUE ; 
7 glEnable(GL_DEPTH_TEST) ; 
8 glDepthFunc(GL LESS) ; 
9 g1Disable(GL DITHER); 
10 glDisable(GL=BLEND) ; 
11 glDisable(GL_LIGHTING) ; 
12 
13 if(theState->getRenderSmoothPolygon()) 
14 glShadeModel(GL_SMOOTH) ; 
15 else 
16 glShadeModel(GL_FLAT) ; 
17 
18 if (theState->getBackfaceCull()) 
19 glEnable(GL_CULL_FACE) ; 
20 else ( 
21 glDisable(GL_CULL_FACE) ; 
22 
23 glClearColor(theState->getBgColor(O) , theState->getBgColor(l) , 
theState->getBgColor(2) , theState->getBgColor(3)); 
24 
25 glClearDepth(1 . 0); 
26 
27 glBlendFunc(GL SRC_ALPHA, GL ONE MINUS SRC ALPHA) ; 
28 
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Setelah fungsi s e t upGLstate selesai dijalankan, fungsi redraw 
menjalankan fungsi s etup_ matrices yaitu untuk pengaturan pencahayaan 
material dan warna model. 
1 void AppGUI :: setup_matrices(bool delighting) 
2 { 
3 II Reset Model Matrix 
4 glMatrixMode(GL PROJECTION) ; 
5 glLoadidentity(J; 
6 glMatrixMode(G~ MODELVIEW) ; 
7 glLoadidentity 
8 
9 II Set up posisi cahaya sebelum loading modelview matrix 
10 if (delighting) 1 
11 GLfloat lightO position[) = { lightdir[O), _ightdir(l) , 
- lightdir(2), 0 }; 
12 glLightfv(GL_LIGHTO, GL_POSITION , lightO_position); 
13 
14 
15 II Set up projection n modelview matrices 
16 thecamera. SetGL (surface_depthiDOF, surface_depth•DOF, 
17 
18 
19 
II Set up pencahayaan 
if (dol ighting) 1 
static float nocolor[4) 
screenx() , screeny()) ; 
I 0 , 0 , 0, 1 I; 
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20 GLf1oat mat_shininess[] = ( theState->getShininess l }; 
21 GLfloat global ambient[) AMBIENT , AMBIENT, AMBIENT , 1 }; 
22 GLfloat *lightO ambient theState->getLightAmbient() ; 
23 GLfloat *lightO=diffuse theState- >getLightDiffuse() ; 
24 GLfloat *lightO_specular theState->getLightSpecular() ; 
25 GLfloat •diffuse = theState->getDiffuse( 
26 GLfloat •mat_specular = theState->getSpecular() ; 
27 
28 glMaterialfv(GL_FRONT_AND_BACK, GL AMBIENT AND DIFFUSE, 
- - -diffuse) ; 
29 glMaterialfv(GL FRONT AND BACK, GL SPECULAR, mat specular) ; 
30 glMaterialfv(GL=BACK, -GL_SPECULAR , -nocolor) ; 
31 glMaterialfv(GL FRONT AND BACK, GL SHININESS , mat shininess) ; 
32 glLightfv(GL_LIGHTO , GL_AMBIENT, lightO_ambient) ; 
33 glLightfv(GL LIGHTO , GL DIFFUSE , lightO diffuse) ; 
34 glLightfv(GL-LIGHTO , GL-SPECULAR , lightO specular) ; 
35 glLightModelfv(GL LIGHT-MODEL AMBIENT , global ambient) ; 
36 glLightModeli(GL_LIGHT_MODEL_LOCAL_VIEWER , GL=TRUE) ; 
37 glLightModeli(GL_LIGHT_MODEL_TWO SIDE, GL TRUE) ; 
38 glColorMaterial(GL_FRONT_AND_BACK, GL_AMBIENT_AND_DIFFUSE) ; 
39 glEnable(GL_COLOR_MATERIAL) ; 
40 glEnable(GL_LtGHTING) ; 
41 glEnable(GL_LIGHTO); 
42 
43 
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Pengaturan proyeksi layar dilakukan dengan menggunakan objek camera 
yang dimiliki oleh aplikasi yaitu dengan memanggil fungsi setGL pada objek 
camera. 
1 void Camera : : SetGL(float neardist , float fardist , float width , 
float height) 
2 
3 float diag = sqrtf(sqr(width) + sqr(height)) ; 
4 float top • height/diag * O. Sf*fov * neardist ; 
5 float bottom = -top; 
6 float right= width/diag * O. Sf*fov * neardlst ; 
7 float left • -right; 
8 
9 glMatrixMode(GL_PROJECTION) ; 
10 glFrustum(left, right , bottom, top, neardist , fardist) ; 
ll 
12 glMatrixMode(GL MODELVIEW) ; 
13 glRotatefC180.0f/M_P:*rot , rotaxis 0) , rotaxis[l) , rotaxis[2)) ; 
14 glTranslatef(-pos[O) , -pos[l) , -pos[2]l ; 
15 
Gombar 4-33 Potongan Kode Fungsi SetGL pada kef as Camera 
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Setelah berhasil menjalankan fungsi update_depth, setupGLstate, dan 
setup_matrices. Maka fungsi redraw menjalankan fungsi render untuk 
melakukan proses penggambaran model pada buffer. 
1 void CGeoDistView: : render() 
2 { 
3 CGeoDistDoc* pDoc = GetDocument(); 
4 
5 bool fix=false ; 
6 
7 Mesh3d *_pmesh = (Mesh3d *)pDoc->pModel->mesh; 
8 
9 //draw faces 
10 if(theState->getRenderFlatPolygon() I I 
theState- >getRenderSmoothPolygon() 
11 
12 glPolygonMode(GL_FRONT_AND_BACK, GL_fiLL) ; 
13 glEnable(GL_POLYGON_OFFSET_fiLL) ; 
14 glPolygonOffset(l . O, l . O) ; 
15 
16 FOR_EACH_ fACE3D(_pmesh->getfaceList(),itf) 
17 fix~false ; 
18 GFacePtr pFace = (GFacePtr) pDoc->pGeo->getFace( 
(*itf)->Index()); 
19 for(int i=O;i<3;i++) { 
20 if(pFace->getVertex(i)->getState()--GeoVertex :: Fix) 
21 fix=true; 
22 } 
23 if(fix) 
24 g1Color3f(O , l , l) ; 
25 else 
26 glColor4fv(theState->getMode1Color() ) ; 
27 
28 glBegin(GL TRIANGLES); 
29 if(theState->getRenderFlatPolygon()) 
30 g1Normal3fv((*itf)->Normal() . v ) ; 
31 
32 if(theState->getRenderSmoothPolygon()) 
33 glNormal3fv((*itf)->mpVertex[O]->mNormal . v); 
34 g1Vertex3fv((*itf)->vl(l->Coord() . v) ; 
35 
36 if(theState->getRenderSmoothPolygon()) 
37 glNormal3fv((*itf)->mpVertex[l]->mNormal.v); 
38 g1Vertex3fv((*itf)->v2()->Coord() . v) ; 
39 
40 if(theState->getRenderSmoothPolygon()) 
41 g1Norma13fv((*itf)->mpVertex[2]->mNormal . v); 
42 g1Vertex3fv((*itf)->v3()->Coord() .v); 
43 glEnd(); 
44 END 
45 
46 //draw line 
47 if(theState->qetRenderLine()) 
48 { 
49 glPolygonMode(GL FRONT AND BACK, GL LINE); 
50 FOR EACH FACE3D(=pmesh=>getFaceList() , itf2) 
51 glLineWidth(l) ; 
52 glColor4fv(theState->getLineColor()); 
11 2 
53 glBegin(GL_TRIANGLES) ; 
54 g1Normal3fv( *itf2) - >Normal() . v ) ; 
55 g1Vertex3fv((*itf2)->vl()->Coord() . v) ; 
56 g1Vertex3fv((*itf2)->v2()->Coord() . v} ; 
57 g1Vertex3fv((*itf2) - >v3()->Coord() . v) ; 
58 glEnd(); 
59 END 
60 
61 
62 //draw vertex 
63 if(theState->getRenderPoint()) 
64 { 
65 FOR EACH_ LVERTEX(pDoc- >pGeo->mVertexList , itv2) 
66 GVertexPtr pVert = (GeoVertex*) *itv2 ; 
67 glPointSize(lO) ; 
68 g!Disable( GL_LIGHTING ) ; 
69 g!Begin( GL_POINTS ) ; 
70 
71 switch(pVert- >getState()) { 
72 case GeoVertex:: Fix : //fix 
73 g1Color3f(l , l , O) ; 
74 break; 
75 case GeoVertex :: Far : //far 
76 g!Color3f(O , l , Ol ; 
77 break; 
78 case GeoVertex ::Close : //close 
79 g1Color3f(1 , 0, 0) ; 
80 break; 
81 
82 glNormal3fv{pVert->mNormal . v) ; 
83 glVertex3fv(pVert->Coord() . v) ; 
84 g!End(); 
85 
86 glEnable( GL LIGHTING) ; 
87 END 
88 //draw trial point 
89 GVertexPtr trial =pDoc- >pGeo->getTrialVertex () ; 
90 if(trial) { 
91 g!Disable( GL_LIGHTING ) ; 
92 glPointSize(l2) ; 
93 g1Color3f(l , l , O) ; 
94 glBegin( GL POINTS) ; 
95 g1Vertex3d(trial->Coord() . v[O) , trial->Coord() . v[l) , 
trial->Coord() .v[2J ) ; 
96 g!End(); 
97 glEnable( GL LIGHTING) ; 
98 
99 
100 if(!theState->getRenderFlatPolygon() && 
!theState->getRenderSmoothPolygon() 
101 
102 glDisable( GL_LIGHTING ) ; 
103 glPolygonMode(GL FRONT AND BACK, GL FILL) ; 
104 FOR_EACH_FACE3D(=pmesh=>getFaceList() , itf0) 
105 glBegin(GL_TRIANGLES) ; 
106 glColor4fv(theState->getBgColor()) ; 
107 
108 g1Normal3fv((*itf0)->Normal() . v ) ; 
109 g1Vertex3fv(( *itf0)->vl()->Coord() . v) ; 
110 g1Vertex3fv((*itf0)->v2()->Coord() . v) ; 
111 g1Vertex3fv(( *i tf0) - >v3()->Coord() . v) ; 
112 glEnd() ; 
113 
113 END 
114 glEnable( GL LIGHTING) ; 
115 
116 } 
117 //draw vertex number 
118 if(theState->getRenderVertexNumber()) 
119 { 
120 FOR EACH LVERTEX(pDoc->pGeo->mVertexList , itv3) 
121 GVertexPtr pVert ~ (GeoVertex*) *itv3 ; 
122 gprintf(m hgldc , pVert->Coord() . v[O] , pVert->Coord() . v[1) , 
- pVert->Coord() . v[2) ,"%d", pVert->Index()) ; 
123 END 
124 
125 
126 //draw starting point 
127 GVertexPtr start=pDoc- >pGeo- >getStart() ; 
128 
129 g1Disable( GL_LIGHTING ) ; 
130 glPointSize(15) ; 
131 g1Co1or3f(0,0 , 1) ; 
132 glBegin( GL POINTS) ; 
133 g1VertexJd(start->Coord() . v[O) , start->Coord() . v[l) , 
start->Coord() . v[2) ) ; 
134 glEnd() ; 
135 g1Enab1e( GL LIGHTING) ; 
136 
137 //draw end point 
138 GVertexPtr end=pDoc->pGeo->getEnd() ; 
139 g1Disable( GL LIGHTING) ; 
140 glPointSize 1S); 
141 g1Co1or3f(l,O , ll; 
142 g1Begin( Gl POINTS ) ; 
143 g1Vertex3d(end->Coord() . v[O) , end->Coord() . v[l) , 
end->Coord() .v[2) ) ; 
144 glEnd () ; 
145 g1Enab1e( GL LIGHTING) ; 
146 
147 //draw Geo Path ; 
148 if(pDoc->pGeo->mGeoPath .mPointList . size()>O) { 
149 g1LineWidth(5) ; 
150 g1PointSize(5) ; 
151 glDisab1e( GL_LIGHTING ) ; 
152 g1Co1or3f(1 , 0 , 0); 
153 glBegin( GL_LINE_STRIP ) ; 
154 int counter=O; 
155 FOR_EACH_ LPOINT(pDoc- >pGeo- >mGeoPath .mPointList , itp) 
156 counter++; 
157 GPointPtr pPoint = (GPointPtrl ~itp; 
158 
159 Pnt3 Pos = pPoint->getVertexl()->Coord()~pPoint->getCoord() 
+ pPoint->getVertex2()->Coord()*(1-pPoint->getCoord()) ; 
160 
161 g1Vertex3d(Pos . v[O] , Pos . v[1) , Pos . v[2) ); 
162 if(counter>nMaxCountPathl 
163 break; 
164 GFacePtr pFace = pPoint->getCurFace() ; 
165 
166 vector<Pnt3>& SubPointVector- pPoint->getSubPointList() ; 
167 Pnl3& vO = pPoint->getVertex1()->Coord() ; 
168 Pnt3& v1 = pPoint- >getVertex2()->Coord() ; 
169 GVertexPtr pLastVert = pFace->getVertex( 
*pPoint->getVertex1() , *pPoint->getVertex2()) ; 
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170 Pnt3& v2 = pLastVert->Coord() ; 
171 vector<Pnt3> :: iterator it ; 
172 FOR EACH(it , SubPointVector) 
173 Pnt3& coord = *it ; 
174 Pos = vO*coord . v[O] + vl*coord . v[l) + v2 • coord . v[2] ; 
175 glVertex3d( Pos . v[O] , Pos . v[l) , Pos . v[2)) ; 
176 END 
177 END 
178 glEnd() ; 
179 glEnable(GL_LIGHTING) ; 
180 
181 
Gambar 4-34 Potongan Kode Fungsi render pada kelas CGeoDistView 
Setelah semua selesai digambar atau fungsi render selesai dilakukan, 
buffer ditampilkan pada kelas CGeoDistView dengan memanggil fungsi 
SwapBuffers. Fungsi ini bertujuan untuk menukar buffer yang aktif dengan 
buffer yang baru. 
4.4. IMPLEMENTASI ANTAR MUKA 
Berikut ini adalah implementasi dari rancangan antar-muka yang telah 
dibuat pada bab lii . 
~Computmg Geodesic Distance 1!!!11!1 f3 
D Eile Render !:.ompute ~rew ~indow ljelp 
Qpen ... 
!:.lose 
1 icosa2. ply 
z. blrl_zipper .ply 
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i E: \ T A \MODEL \06J\apocalypse. ply 
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BABV 
UJI COBA DAN EV ALUASI 
Pada bab ini dibahas mengenai uji coba terhadap perangkat lunak yang telah 
dibangun. Uji coba ini dilakukan terhadap data triangular mesh dari berkas ply 
dimana data tersebut dihasilkan dari proses 3D Scanning yang di-re/ease oleh 
Stanford University maupun data dari format file lain yang telah dikonversi ke 
format file ply. 
5.1. LINGKUNGAN PELAKSANAAN UJI COBA 
Pada sub bab ini akan dijelaskan mengenai lingkungan uji coba aplikasi 
Perhitungan Geodesic Distance dan Pembuatan Geodesic Path yang meliputi 
perangkat keras dan perangkat lunak yang digunakan. Spesifikasi perangkat keras 
dan perangkat lunak yang digunakan dalam pengujian ini dapat dilihat pada tabel 
berikut: 
Tabe/5-1 Lingkungan Pengujian Aplikasi 
Prosesor AMD Duron 11 00 MHz 
Perangkat Keras Memory 512MB 
VGACard GeForce 4 MX 440 64MB 
Sistem Operasi Microsoft Windows 2000 Pro. 
Perangkat Lunak Graphic Library OpenGL version 1.4 
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5.2. DATA UJI COBA 
Data masukan yang akan digunakan dalam uji coba ini dapat dilihat pada 
tabel di bawah ini : 
Tabel 5-2 Data Model yang dipakai dalam Uji Coba 
Data Model Properti 
Vertex Face 
1. sphere . ply 12 20 
2 . sphere1 . ply 42 80 
3 . sphere2 . ply 162 320 
4 . sphere3 . ply 642 1280 
5 . sphere4 . ply 2562 5120 
6 . sphere5.ply 10242 20480 
7. sphere6 . ply 40962 81920 
8. sphere7 . ply 163842 327680 
9. flat . ply 9 8 
10. flat1 . ply 25 32 
11. flat2 . ply 81 128 
12 . flat3 . ply 289 512 
13. flat4 . ply 1089 2048 
14. flat5 . ply 4225 8192 
15 . flat6. ply 16641 32768 
16. flat7 . ply 66049 131072 
17 . manekin.ply 2732 5420 
18 . dragon .ply 5352 10920 
19 . bunny .ply 174 60 34725 
20 . foot .ply 25845 51690 
21. hand.ply 38219 76438 
22 . horse.ply 48478 96952 
23 . buddha.ply 59958 119920 
24 . shoe.ply 78239 156474 
25 . topo . ply 88596 175943 
26. mountain . ply 152709 303832 
27. cylinder . ply 853 1752 
28 . swissroll.ply 4686 9024 
29 . s-surface . ply 3304 6318 
30 . limas . ply 8134 16384 
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5.3. ASUMSI DALAM UJI CODA 
Dalarn pelaksanaan uji coba ini, terdapat beberapa asumsi yang digunakan 
agar pelaksanaan uji coba dapat berjalan dengan lancar. Asumsi-asumsi tersebut 
diantaranya : 
l. Data masukan yang berfungsi sebagai inisial Mesh merupakan 
polygonal mesh dengan bentuk poligon segitiga (triangular mesh), 
setiap face hanya mengandung 3 vertex. 
2. Arah dari urutan vertex padaface berlawanan arah dengan putaran jarum 
jam (counterclockwise). 
3. Setiap edge pada inisial mesh hanya digunakan oleh maksimal 2 face 
(Manifold surfaces). 
4. Di dalam data masukan tidak boleh ada vertex yang tidak mempunyai 
face. Setiap vertex minimal dipakai untuk membentuk sebuahface. 
5. Di dalam data masukan setiap vertex harus dapat dihubungkan ke semua 
vertex lain melalui edge-edge yang ada baik secara langsung maupun tak 
langsung. 
5.4. PELAKSANAAN UJI CODA DAN Ev ALUASI 
Pada sub bab ini akan dijelaskan mengenai uji coba yang dilakukan 
terhadap perangkat lunak yang telah dibuat. Uji coba tersebut diantaranya : 
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5.4.1 Uji Coba Kebenaran 
Uji coba kebenaran dilakukan untuk menguji validitas dari geodesic 
distance yang dihitung menggunakan algoritme Fast Marching Method on 
Triangulated Domain ini. Percobaan yang dilakukan adalah melakukan proses 
FMM on TD untuk menghitung geodesic distance dari sebuah titik awal ke semua 
titik lainnya (.'iingfe source shortest path problem). Evaluasi yang dilakukan 
terhadap hasil uji coba ini meJiputi perhltungan rata-rata kesalahan (error rate). 
Rumus perhitungan tingkat kesalahan adalah sebagai berikut : 
abs(A- B) 1 ooo~: err = x ;ro 
B 
5.1 
Dimana: 
err = tingkat kesalahan. 
A = nilai geodesic distance hasil dari algoritme FMM on TO 
B = nilai geodesic distance sebenarnya 
Nilai err di atas dihitung pada setiap titik, dimana nilai geodesic distance di 
tiap titik menunjukkan jarak titik tersebut terhadap titik awal. Nilai rata-rata 
kesalahan (error rate) dihitung dengan menghitung nilai rata-rata (mean) dari 
semua nilai err yang dirniliki oleh setiap titik. Nilai error rate dirurnuskan sebagai 
berikut: 
n- l I err, 
Error Rate = ..;..';....:;.0--
n 
Dimana n adalah jumlah titik , dan i menunjukkan nomor indeks dari tiap titik. 
5.2 
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Pelaksanaan uji coba kebenaran ini dibagi menjadi 2 macam yaitu : 
5.4.1.1 Uji Coba dengao Sebuah File Model, namuo deogao loputao Titik 
Awal yang Berbeda 
Uji coba ini menggunakan masukan 2 buah model yaitu model permukaan 
bidang datar Ulat surface) dan permukaan bola (sphere). Alasan penggunaan 
model-model terscbut dikarenakan pada model tersebut nilai geodesic distance 
sebenarnya dapat dihitung secara geometri analitis. Pada model permukaan bidang 
datar, nilai geodesic distance sebenarnya dapat dihitung dengan menggunakan 
rumus jarak Euclidian (persamaan 2.1). Sedangkan pada model permukaan bola, 
nilai geodesic distance sebenarnya dapat dihitung dengan menggunakan rumus 
panjang busur lingkaran (persamaan 2.2). 
Pada tiap model, percobaan dilakukan sebanyak I 0 kali dengan inputan titik 
awal yang berbeda-beda ditentukan secara acak (random). Hasil percobaan dapat 
dili hat pada label di bawah ini : 
Tabel 5-3 Hasil Uj i Coba pada Model Permukaan Bidang Datar 
Nama File: flat7.ply 
JumlahTitik : 66049 
Jumlah Segitiga: 131072 
Percobaan ke- 10 Titik Awal Error Rate 
1 0 0,64125% 
2 6334 0,57602% 
3 19169 0,66612% 
4 11478 0 64601% 
5 44265 0,54744% 
6 59212 0,51233% 
7 23281 0 43231% 
8 491 
--
0,21712% 
9 32391 0,67594% 
10 60722 0,65739% 
Rata-rata 0,557193% 
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Tabel 5-./ Has if Uji Coba pada Model Permukaan Bola I Sphere 
Nama File: sphere6.ply 
Jumlah Titik : 40962 
Jumlah Seg_itig_a : 81920 
Percobaan ke- 10 Titik Awal Error Rate 
1 0 1,3704% 
2 15213 0,57619% 
3 33297 0,54759% 
4 23796 0,54018% 
5 4769 0,6604% 
6 10805 0,73596% 
7 40933 0,5437% 
8 9961 1,0653% 
9 292 0,51664% 
10 26590 0,53485% 
Rata-rata 0,709121% 
5.4. 1.2 Uji Coba dengan Bentuk Masukan yang Sarna, namun dengan 
J umlah Segitiga yang Berbeda 
Pada sub bab ini akan dilakukan uji coba kebenaran hasil perhitungan 
geodesic distance dengan menggunakan bentuk model yang sama, namun masing-
masing memiliki jumlah segitiga yang berbeda. Uji coba ini dilakukan terhadap 
bentuk model permukaan bidang datar dan permukaan bola. Untuk tiap bentuk 
model dibuat 8 file model yang memiliki resolusi yang berbeda. Semakin tinggi 
resolusi maka semakin banyak jumlah titik/vertex dan segitigalface yang terdapat 
pada model tersebut. 
Pada tiap model dilakukan sekali percobaan, kemudian dihitung error rate-
nya. Hasil percobaan pada bentuk permukaan bidang datar dapat dilihat pada tabel 
berikut: 
124 
Tahel 5-5 Hasil Uji Coba pada Bentuk Permukaan Bidang Datar dengan herhagai reso/usi 
Nama File Jumlah Titik Jumlah Seg_it~g_a Error Rate 
flat. ply 9 8 7,9203% 
flat1 .ply 25 32 7,5089% 
flat2.ply 81 128 6,058% 
flat3.ply 289 512 4,3407% 
flat4.ply 1089 2048 2,8702% 
flat5.ply 4225 8192 1,7988% 
flat6.ply 16641 32768 1,0885% 
flat7.ply 66049 131072 0,6413% 
Rata-rata 4,0283375% 
Scdangkan hasil percobaan pada bentuk permukaan bola dapat dilihat pada 
tabel berikut : 
Tabel 5-6 Hasil Uji Coba pada Bentuk Permukaan Bola dengan berbagai resolusi 
Nama File Jumlah Titik Jumlah Segitiga Error Rate 
sphere. ply 12 20 4,6817% 
sphere1 .ply 42 80 3,8094% 
sphere2.ply 162 320 3,1704% 
sphere3.ply 642 1280 2,4769% 
sphere4.ply 2562 5120 2,0018% 
-
sphere5.ply 10242 20480 1,6289% 
sphere6.ply 40962 81920 1,0704% 
sphere 7. ply 163842 327680 0,4521% 
Rata-rata 2,41145% 
Dari hasil percobaan diatas terli hat bahwa banyaknya jumlah segitiga pada 
suatu model berpengaruh pada tingkat keakuratan nilai geodesic distance yang 
dihasilkan. Semakin banyak jumlah segitiga semakin kecil error rate sehingga 
makin tinggi tingkat keakuratannya. 
Gam bar 5-1 dan 5-2 menunjukkan grafik error rate terhadap jumlah segitiga 
yang ada dalam model. 
125 
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Gombar 5-2 Grajik Error Rate pada Model Permukaan Bola 
5.4.2 Uji Coba Kecepatan Eksekusi Proses Fast Marching Method on 
Triangulated Domain 
Pada sub bab ini akan dilakukan uji coba untuk mengetahui waktu yang 
dibutuhkan perangkat lunak untuk melakukan proses Fast Marching Method. 
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Percobaan yang dilakukan adalah melakukan proses FMM on TO untuk 
menghitung geodesic distance dari sebuah titik awal ke semua titik lainnya (single 
source shortest path problem). Evaluasi yang dilakukan terhadap hasil uji coba ini 
adalah perhitungan rata-rata kecepatan eksekusi. 
Uji coba ini dilakukan dengan menggunakan 10 file model yang berbeda-
beda resolusinya, diurutkan dari resolusi rendah ke resolusi tinggi. Pada tiap 
model, percobaan dilakukan sebanyak 10 kali dengan inputan titik awal yang 
berbeda-beda ditentukan secara acak (random), kemudian dicatat waktu yang 
dibutuhkan untuk sekali eksekusi dan dihitung rata-ratanya. Hasil percobaan dapat 
dilihat pada tabel di bawah ini : 
Tabe/ 5-7 Hasi/ Uji Coba pada berbagaifile model dengan berbagai resolusi 
Nama File Jumlah Waktu Eksekusi ti~ Percobaanjdlm milidetil9_ Rata-Tltik 1 2 3 4 5 6 7 8 9 10 rata 
manekin.ply 2732 62 62 63 78 63 78 79 63 62 63 67,3 
dragon.ply 5352 172 157 156 156 157 157 156 156 157 156 158 
bunny.ply 17460 532 531 516 532 531 515 531 531 516 516 525,1 
foot. ply 25845 672 688 687 704 656 672 687 688 688 687 682,9 
hand.ply 38219 1015 1046 1031 1063 1047 1015 1031 1046 1062 1063 1041 ,9 
horse. ply 48478 1406 1375 1422 1390 1391 1422 1406 1359 1422 1406 1399,9 
buddha.ply 59958 1844 1828 1875 1859 1984 1875 1860 1950 1907 1859 1884,1 
shoe. ply 78239 2140 2172 2219 2140 2261 2265 2203 2219 2187 2219 2202,5 
topo.ply 88596 2578 2516 2500 2703 2641 2766 2985 2656 2640 2734 2671 ,9 
mountain.ply 152709 4719 4750 4532 4812 4641 4781 4656 4985 4n7 4750 4740,3 
Dari proses uji coba yang telah dilakukan didapatkan hasil yang 
digarnbarkan dalarn bentuk grafik. Pada gambar 5-3 ditarnpilkan grafik 
perbandingan waktu eksekusi terhadap jumlah titik yang ada pada model. Dari 
grafik tcrsebut dilihat bahwa semakin banyak jumlah titik, maka waktu yang 
diperlukan semakin lama. Sebagai perbandingan, dapat dilihat pada garnbar 5-4 
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yang menunjukkan grafik kompleksitas algoritrne FMM O(n lg n) seperti yang 
telah dijelaskan pada sub bab 2.2.4. 
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Gombar 5-3 Grajik Walctu Eksekusi terhadap Jumlah Titik 
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Gombar 5-4 Grajik Kompleksitas Algoritme FMM O(n log n) 
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5.4.3 Uji Coba Visualisasi Geodesic Path 
Pada uji coba ini dilakukan proses pembuatan geodesic path dan kemudian 
divisualisasikan pada model. Seperti yang telah dijelaskan pada sub bah 2.1 
bahwa geodesic path adalah lintasan pada permukaan objek 3 dimensi yang 
merepresentasikan geodesic distance. Sehingga geodesic path yang 
merepresentasikan geodesic distance dari 2 titik pada permukaan bidang datar 
adalah sebuah garis lurus yang rnenghubungkan kedua titik tersebut. Untuk itu 
dilakukan uji coba pembuatan geodesic path pada model permukaan bidang datar. 
Pada gambar 5-5 tampak hasil uji coba pembuatan geodesic path pada permukaan 
bidang datar adalah garis lurus yang menghubungkan titik awal dan titik akhir. 
Gombar 5-5 Hasil Uji Coba Pembuatan Geodesic Path pada Permukaan Bidang Datar 
Selain pada permukaan bidang datar, dilakukan juga uji coba pada model 
perrnukaan bangun ruang sederhana seperti silinder dan Iimas. Pada gambar 5-6 
tampak geodesic path yang berupa garis lurus pada permukaan silinder dan Iimas 
yang menghubungkan titik awal dan titik akhir 
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(a) Tabung (b) Limas Segitiga 
Gombar 5-6 Hasil Uji Coba Pembuatan Geodesic Path pada Permukaan Tabung dan Limas 
Pada sub bab 2.1 juga telah dijelaskan bahwa geodesic path pada 
pennukaan bola (sphere) adalah berupa busur lingkaran pada pennukaan. Untuk 
itu dilakukan uji coba pembuatan geodesic path pada sebuah bola. Pada Gambar 
5-7 tampak geodesic path pada permukaan sphere. Pada gambar sebelah kiri, 
geodesic path tampak seperti garis lurus karena sphere dilihat dari depan. Pada 
gambar sebelah kanan sphere dilihat dari pinggir. 
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(a) dilihat dari depan (b) dilihat dari samping kiri 
Gombar 5-7 Hasil Uji Coba Pembuatan Geodesic Path pada Permukaan Sphere 
Pada model permukaan lain seperti permukaan berbentuk huruf S dan 
permukaan swissroll (gulungan spiral). Geodesic path akan berbentuk sesuai 
dcngan bentuk permukaannya. Pada gambar 5-8 tampak hasil uji coba visualisasi 
geodesic path pada permukaan huruf S dan permukaan swissroll 
(a) S-surface (a) Swissro/1 
Gamhar 5-8 Hasil Uji Coba Pembuatan Geodesic Path pada Permukaan berbentuk hurufS dan 
Swissro/1 
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Berikut gambar-gambar basil uji coba perangkat lunak untuk membentuk 
geodesic path pada model-model lain yang lebih rumit yaitu model-model hasil 
pemindaian 3 dimensi dan model terrain (permukaan kulit bumi). 
I 
{a) manekin.ply {b) bunny.ply 
(c) hand.p/y (d) foot. ply 
(e) dragon.ply 
I 
(g) buddha.ply 
i 
! 
' 
r 
' ) 
I 
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I 
(/) horse.ply 
(h) buddha.ply 
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J 
(i) topografi.p/y 
OJ mountain.ply 
Gambar 5-9 Hasil Uji Coba Pembuatan Geodesic Path pada Berbagai Model yang Rum it 
BABVI 
KESIMPULAN DAN SARAN 
Bab ini berisi kesimpulan yang diperoleh berdasarkan uji coba yang telah 
dilakukan. Selanjutnya diberikan beberapa saran yang mungkin dapat digunakan 
untuk mengembangkan basil yang diperoleh pada tugas akbir ini. 
6.1. KESIM PULAN 
Setelah dilakukan serangkaian uji coba dan analisis terhadap perangkat 
lunak yang dibuat, maka dapat diambil kesimpulan sebagai berikut: 
1. Algoritme Fast Marching Method on Triangulated Domain dapat 
digunakan sebagai pendekatan untuk menghitung geodesic distance 
antara 2 titik pada permukaan objek triangular mesh dengan tingkat 
keakuratan lebih dari 95 %. 
2. Kecepatan eksekusi algoritme FMM on TO dipengaruhi oleh jumlah 
titik. Kompleksitas waktunya adalah O(n lg n), dimana n adalah jurnlah 
titik yang dimiliki oleh model. Jadi semakin banyak titik yang ada maka 
semakin lama waktu yang dibutuhkan untuk melakukan perhitungan. 
3. Banyaknya scgitiga yang membentuk triangular mesh berpengaruh pada 
error rate dari hasil algoritme FMM on TO. Semakin banyak segitiga 
yang ada semakin sedikit error rate yang dihasilkan. Banyaknya 
segitigajuga berpengaruh padajurnlah titik pada mesh. Semakin banyak 
segitiga yang ada semakin ban yak jumlah titik yang ada 
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6.2. SARAN 
Perangkat lunak perhitungan geodesic distance dan pembuatan geodesic 
path pada objek triangular mesh ini dirancang dengan menggunakan pendekatan 
berorientasi objek. Perangkat lunak ini dapat membuka bermacam-macam tipe 
format data masukan. Pada tugas akhir ini tipe model yang diimplementasikan 
hanya tipe Poligon Model dengan bentuk segitiga, dan parser yang digunakan 
untuk membaca data masukan hanya untuk format data ply (PiyParser). Beberapa 
kemungkinan pengembangan lebih lanjut dari perangkat lunak ini adalah sebagai 
berikut: 
I. Agar perangkat lunak dapat digunakan untuk melakukan proses 
triangulasi pada poligon model dengan bentuk selain segitiga atau model 
non triangular mesh. sehingga meskipun model yang dibuka bukan 
merupakan triangular mesh, tetap dapat dihitung geodesic distance-nya 
dengan menggunakan algoritme Fast Marching Method on Triangulated 
Domain. 
2. Agar perangkat lunak dapat digunakan untuk membuka tipe model 
lainnya, seperti terrain model (DEM file) dapat dibuatkan kelas model 
tersendiri selain Poligon Model. 
3. Format untuk menyimpan data poligon model sebagai data objek 3 
dimensi selain ply ada bermacam-macam seperti VRML, inventor, obj, 
poly. Untuk dapat membaca data tersebut dapat dibuatkan parser untuk 
masing masing format (VRMLParser, ObjParser, JnventorParser atau 
PolyParser). 
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4. Beberapa kelas yang digunakan dalam perangkat lunak ini dapat dirubah 
ke dalam bentuk sistem Plug-in (dll library) sehingga dapat 
memudahkan untuk. dipakai dalam pengembangan aplikasi lain seperti 
aplikasi pendataran permukaan (surface .flattening), aplikasi model 
remeshing, dan lain-lain. 
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