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Várias evidências na literatura demonstram que a adoção de práƟcas ágeis têm uma inﬂuên-
cia posiƟva no desenvolvimento de soŌware, no entanto a sua adoção em organizações está
condicionada por vários desaﬁos.
Este trabalho apresenta os conceitos dos métodos ágeis, através da descrição das suas práƟ-
cas e princípios. Também são apresentados os maiores desaﬁos que as organizações enfrentam
quando pretendem adotar práƟcas ágeis, assim como os impactos que a adoção destas práƟcas
proporcionam para as organizações.
Neste trabalho realizou-se uma invesƟgação qualitaƟva através dométodo de estudo de caso
com a ﬁnalidade de encontrar evidências que suportam as recomendações para a adoção das
práƟcas ágeis no desenvolvimento de soŌware. Para esta invesƟgação foram uƟlizados, como
estudo de casos, dois projetos de desenvolvimento de soŌware onde foram adotadas práƟcas
ágeis.




Several evidences in literature demonstrates that the adopƟon of agile methods and pracƟces
have a posiƟve inﬂuence on the development of soŌware, but its implementaƟon in organizaƟ-
ons is constrained by several challenges.
This work presents the concept of agile methods through its pracƟces and principles. The
main challenges and impacts on organizaƟonswhen seeking to adopt approaches and agile prac-
Ɵces are also presented.
It is therefore proposed, conduct a qualitaƟve research method through the case study
method in order to ﬁnd evidence that helped characterize recommendaƟons for the adotap-
Ɵon of agile pracƟces in soŌware development. For this research was used as a case studies,
two soŌware development projects where agile pracƟces were adopted.
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Capítulo 1
Introdução
Este capítulo pretende apresentar a descrição do contexto e o que moƟva a realização deste
trabalho, seguindo-se os objeƟvos e a abordagem metodológica de invesƟgação uƟlizada. No
ﬁnal é apresentada a respeƟva estrutura do documento.
1.1 Contextualização
Os métodos de desenvolvimento de soŌware estão em constante evolução, devido à evolução
das tecnologias e às novas necessidades dos uƟlizadores. Atualmente, o ambiente de negócios é
dinâmico e deu origem a organizações em crescimento, a precisarem de adaptar conƟnuamente
as suas estruturas, estratégias e políƟcas para se adequarem ao novo ambiente. Essas organi-
zações precisam de sistemas de informação que evoluem constantemente para atender às suas
necessidades demudança. Mas os métodos tradicionais para desenvolvimento de soŌware não
têm a ﬂexibilidade necessária para ajustar dinamicamente o processo de desenvolvimento [5].
Os métodos tradicionais podem ser aplicados quando os requisitos do sistema são razoa-
velmente estáveis e o projeto deve ser realizado de forma linear [6]. Desta forma, é possível a
criação de um cronograma com os prazos de cada fase de desenvolvimento do projeto [7]. Os
sistemas de soŌware são abstratos e intangíveis, não estando restringidos pelas propriedades
dos materiais, nem governados pelas leis da İsica ou pelos processos de manufatura. Isso com-
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plica a engenharia de soŌware, porque não há limites naturais para o potencial do soŌware. Por
este moƟvo, o soŌware pode tornar-se extremamente diİcil de interpretar e demasiado caro
para se modiﬁcar [8], sendo este um fator muito importante da escolha do método a uƟlizar no
seu desenvolvimento.
Em projetos onde a mudança de requisitos é inevitável e as datas de entrega de soŌware
são curtas, é conveniente aplicar métodos ágeis [9]. No entanto, em organizações que estão
habituadas aosmétodos tradicionais, a adoção demétodos ágeis irá representar provavelmente
vários desaﬁos, uma vez que os dois Ɵpos de métodos de desenvolvimento de soŌware são
baseados em conceitos muito disƟntos [5].
A moƟvação deste trabalho engloba-se sobretudo na adoção das práƟcas ágeis para desen-
volvimento de soŌware. Para esse efeito, foi realizada umadescrição pormenorizada sobre estas
práƟcas (e métodos ágeis, pois incluem um conjunto de práƟcas pré-deﬁnidas) e uma análise no
contexto de dois projetos de desenvolvimento de soŌware onde foram adotadas práƟcas ágeis.
Estes projetos foram desenvolvidos em diferentes organizações: um na WinTrust, com sede em
Lisboa e um escritório em Braga, e o outro na Bosch Car MulƟmédia Portugal, com sede em
Braga. Este trabalho pretende produzir um conjunto de recomendações que possam ser imple-
mentadas por aqueles que têm que introduzir práƟcas ágeis numa organização de desenvolvi-
mento de soŌware.
1.2 ObjeƟvos
O objeƟvo geral desta dissertação é contribuir com recomendações para facilitar a adoção de
práƟcas ágeis no âmbito de organizações que desenvolvem soŌware. Assume-se que a organi-
zação pretendemudar a sua forma de desenvolver soŌware (seja para todos os projetos futuros,
seja apenas no contexto dum projeto especíﬁco) e que idenƟﬁcou vantagens na adoção de prá-
Ɵcas ágeis (no limite, a adoção dum determinado método).
Os objeƟvos especíﬁcos deste trabalho são:
• Analisar casos onde as práƟcas ágeis foram adotadas e perceber como as práƟcas foram
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introduzidas nas equipas.
• Caracterizar recomendações com base nas análises realizadas;
• Validar as recomendações caraterizadas através de um projeto real.
Com o trabalho desenvolvido foram encontradas evidências que reforçam a perƟnência da ado-
ção de práƟcas ágeis para desenvolver soŌware.
Para aƟngir os objeƟvos foi realizada uma invesƟgação qualitaƟva e aplicado o método de
estudo de caso. A recolha de dados foi realizada através de entrevistas, análise de documentos
e análise de arƟgos.
1.3 AbordagemMetodológica
Tendo em conta o objeƟvo deste trabalho, a abordagem de invesƟgação foi qualitaƟva, uma vez
que este estudo enquadra-se nas condições deste Ɵpo de invesƟgação, tais como [10]:
• Contacto intenso e prolongado com uma “situação real”;
• Ter como objeƟvo uma visão holísƟca do contexto em estudo;
• A recolha de dados a parƟr do conhecimento dos próprios atores;
• A análise dos dados não altera a originalidade dos mesmos;
• A recolha dos dados é efetuada com instrumentos não padronizados;
• Os dados são quase sempre em forma de “palavras” obƟdas através de observações dire-
tas ou indiretas, entrevistas e documentos;
• Os dados são analisados para comparar, contrastar e descobrir padrões.
Existem alguns métodos usados na invesƟgação qualitaƟva, tais como, teoria fundamentada,
etnograﬁa, estudo de caso, entre outros [11]. Para este estudo, o método escolhido foi o de
estudo de caso do Ɵpo múlƟplo.
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Para Yin [12], um “caso” pode ser algo bem deﬁnido ou concreto (como um indivíduo, um
grupo ou uma organização), mas também pode ser algo menos deﬁnido ou deﬁnido num plano
mais abstrato (como decisões, programas, processos de implementação ou mudanças organiza-
cionais).
Segundo Zelkowitz e Wallace [13], num estudo de caso os invesƟgadores observam e mo-
nitorizam um projeto e recolhem dados ao longo do tempo. Segundo outro autor, Yin [12],
“um estudo de caso é uma estratégia de invesƟgação mais adequada quando queremos saber
o “como” e o “porquê” de acontecimentos atuais sobre os quais o invesƟgador tem pouco ou
nenhum controlo.”
Segundo Guba e Lincoln [14], o objeƟvo de um estudo de caso é relatar os factos como
sucederam, descrever situações ou factos, proporcionar conhecimento acerca do fenómeno es-
tudado e comprovar ou contrastar efeitos e relações presentes no caso e segundo Yin [12], o
objeƟvo é explorar, descrever ou explicar.
Num estudo de caso é possível deﬁnir quatro fases sequenciais de estruturação [15]:
Deﬁnição da Unidade de Análise: esta fase consiste na escolha da unidade que consƟtui o caso,
essa escolha é feita pelo próprio invesƟgador, o mesmo tem de ter a habilidade de perce-
ber que dados são suﬁcientes para a compreensão do objeto como um todo;
Recolha de Dados: esta fase é realizada geralmente através do uso de múlƟplos métodos de
recolha de dados, tais como, entrevistas, observação, análise de documentos, quesƟoná-
rios, entre outros. A recolha deve ser feita também através de múlƟplas fontes, de forma
a possibilitar diferentes perspeƟvas e permiƟr a triangulação dos dados;
Seleção, Análise e Interpretação dos Dados: esta fase consiste na avaliação e seleção dos da-
dos que serão essenciais e tem ligação com os objeƟvos da invesƟgação. Só os dados
selecionados serão analisados. O invesƟgador deve deﬁnir antecipadamente o plano de
análise e considerar as limitações dos dados obƟdos, caso contrário deve apresentar os
resultados em termos de probabilidade;
Elaboração do Relatório: esta fase consiste na elaboração do relatório ﬁnal.
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1.4 Estrutura do Documento
O presente documento tem uma estrutura sob a forma de capítulos.
No capítulo 1 é apresentada uma breve contextualização sobre a moƟvação da realização
deste estudo, idenƟﬁcação dos objeƟvos que se pretendem alcançar e a abordagem metodoló-
gica adotada como orientação desta invesƟgação.
No capítulo 2 é apresentado o estado de arte no que se refere aos conceitos que estão relaci-
onados comoobjeƟvo principal deste estudo de caso, onde são expostos conceitos relacionados
com práƟcas ágeis.
No capítulo 3 é apresentado o estudo de casos uƟlizados neste trabalho, enquadrados com
a abordagem metodológica de invesƟgação adotada, assim como a caracterização de recomen-
dações para a adoção de práƟcas ágeis no desenvolvimento de soŌware.
No capítulo 4 é apresentada a validação parcial do trabalho realizado, onde foram imple-
mentadas algumas das recomendações caraterizadas num projeto real.
No capítulo 5 e úlƟmo é apresentada a conclusão deste trabalho e perspeƟvas de trabalho
futuro.
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Capítulo 2
Estado da Arte
Este capítulo pretende apresentar o estado de arte associado às temáƟcas abordadas no pre-
sente trabalho. Começa por apresentar um método tradicional, designado por modelo em cas-
cata, seguindo-se com a apresentação dos métodos ágeis e uma apresentação mais aprofun-
dada de dois desses métodos, o Scrum e o XP (Extreme Programming). Este capítulo termina
com a apresentação dos maiores desaﬁos que as organizações enfrentam quando pretendem
adotar práƟcas ágeis, assim como os impactos que a adoção dessas práƟcas proporcionam para
as organizações que desenvolvem soŌware.
2.1 Modelo em Cascata
O modelo em cascata é um método tradicional, este modelo já é anƟgo, foi iniciado por Royce
em 1970 e está dividido em várias fases sequenciais no ciclo de vida no desenvolvimento de
soŌware, ou seja, assim que uma fase esƟver concluída, dará início à fase seguinte [16].
As fases estão deﬁnidas sequencialmente como é mostrado na Figura 2.1.
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Figura 2.1: Fases do desenvolvimento de soŌware baseado no modelo em cascata.
Cada fase tem um processo bem deﬁnido a ser seguido, e no ﬁnal de cada uma delas de-
vemos ter acesso à documentação respeƟva. Segundo Sommerville as fases são deﬁnidas da
seguinte forma [8]:
Análise. Nesta fase o objeƟvo é contactar as partes interessadas no sistema com a ﬁnalidade de
levantar todos os requisitos ao pormenor dessemesmo sistema e preparar umdocumento
com todos os requisitos especiﬁcados.
Conceção. Depois de concluir a fase de levantamento de requisitos, através do documento que
foi preparado, é criada a arquitetura adequada para o sistema, envolvendo a idenƟﬁcação
e descrição das principais abstrações do sistema e seus relacionamentos.
Implementação. É a fase onde é efetuada a construção do soŌware e onde são efetuados os
testes unitários.
Testes. Aqui é efetuada a integração do soŌware de forma a testar se o sistema cumpre todos os
requisitos que foramdeﬁnidos, posteriormente, caso os requisitos sejam todos cumpridos
o sistema é entregue ao cliente.
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Normalmente só se deve avançar para a fase seguinte assim que a anterior esƟver concluída.
No entanto, existe ligação de uma fase para a outra e por norma só na fase seguinte se consegue
detetar a necessidade de efetuar alterações na fase anterior, isto implica retrabalho na docu-
mentação de forma a reﬂeƟr essas alterações. Normalmente esse retrabalho tem um custo
elevado, levandomesmo a que após pequenas iterações deste procedimento, as mesmas sejam
deixadas para trás. Desta forma o sistema pode acabar por não fazer o que o cliente pretendia.
Este é um problema do uso domodelo em cascata, pois o cliente não temmuitas oportunidades
de dar feedback sobre o sistema [17].
O modelo em cascata tem o foco sobre um plano, o problema é que desta forma o processo
de desenvolvimento é realizado linearmente (Figura 2.1), onde não pode haver muitas mudan-
ças. Mas asmudanças ocorremmuito frequentemente em quase todos os projetos de soŌware.
E logo na fase inicial, no levantamento de requisitos, é onde surgem as questões, que por norma
quase nunca são suﬁcientes, de seguida esses problemas são levados para a fase de conceção
que acabam por resultar em conﬂitos e defeitos na fase de implementação [18].
O modelo em cascata só deve ser usado quando se sabe realmente o que é pretendido, e
não deve sofrer mudanças radicais no desenvolvimento do sistema [8].
2.2 Métodos Ágeis
Em grande parte dos projetos que uƟlizam as abordagens tradicionais para o desenvolvimento
de soŌware, como o modelo em cascata, muito tempo é dispensado em reuniões para saber
o que está a acontecer e quais são os problemas de forma a progredir no desenvolvimento do
soŌware. No entanto, quando surgem novos requisitos o impacto é enorme no desenvolvi-
mento, quanto maior o progresso, maior será o trabalho para integrar os novos requisitos no
soŌware. Nas abordagens tradicionais é criada documentação em todas as fases do processo,
alguma desta documentação por vezes é desnecessária [19].
Segundo Dennis Brandl [19], os gestores de projetos acreditam que se os clientes soubes-
sem melhor os requisitos que pretendem, então os projetos não acabariam tarde e acima do
orçamento previsto.
10 CAPÍTULO 2. ESTADO DA ARTE
É importante referir tambémas razões para o insucesso da abordagemdomodelo emcascata
para o desenvolvimento de soŌware segundo Peter DeGrace e Leslie Hulet [20]:
• Os requisitos não são totalmente compreendidos no início do projeto;
• Os uƟlizadores só sabem verdadeiramente o que querem depois de verem uma versão
inicial do soŌware;
• Os requisitos alteram muitas vezes durante o processo de desenvolvimento do soŌware;
• Novas ferramentas e tecnologias fazem com que as estratégias de implementação sejam
imprevisíveis.
Os métodos ágeis, como o Scrum por exemplo, podem ajudar a resolver o problema do
insucesso da abordagem domodelo em cascata, uma vez que estes métodos baseiam-se no de-
senvolvimento iteraƟvo. Os métodos ágeis têm como caraterísƟcas o desenvolvimento rápido
e as mudanças conơnuas, ou seja, tem uma caraterísƟca adaptaƟva ao contrário dos métodos
tradicionais que são prediƟvos. Estes métodos consistem em ciclos iteraƟvos curtos, onde prin-
cipalmente os desenvolvedores e cliente têm uma envolvência aƟva nestes ciclos até ao ﬁm do
projeto [19].
Estes ciclos permitem realizar mudanças aos requisitos, através da inserção, eliminação ou
alteração de requisitos previamente idenƟﬁcados [21]. Além disso a prioridade de cada requi-
sito pode ser alterada. Desta forma, não há necessidade da criação de documentação exagerada
como nas abordagens tradicionais, apenas é criada a necessária [19]. OManifesto Ágil foi criado
em Fevereiro de 2001, onde dezassete especialistas em desenvolvimento de soŌware tornaram
o termo “Métodos Ágeis” mais popular. Devido às diferentes experiências no desenvolvimento
de soŌware, estes especialistas uniram-se com o objeƟvo de descobrir as melhores formas de
desenvolvimento, parƟlhando os princípios mais comuns. Através dessa parƟlha de conheci-
mento chegaram a um consenso em torno de quatro valores principais [22]:
• Indivíduos e interaçõesmais que processos e ferramentas;
• SoŌware em funcionamentomais que documentação abrangente;
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• Colaboração com o clientemais que negociação de contratos;
• Responder a mudançasmais que seguir um plano.
Alémdos quatros principais valores, oManifestoÁgil inclui doze princípios fundamentais [22],
que torna na maioria dos casos os métodos de desenvolvimento ágil mais apropriados do que
os métodos tradicionais para o desenvolvimento de soŌware:
1. A nossa maior prioridade é, desde as primeiras etapas do projeto, saƟsfazer o cliente atra-
vés da entrega rápida e conơnua de soŌware com valor;
2. Aceitar alterações de requisitos, mesmo numa fase tardia do ciclo de desenvolvimento. Os
processos ágeis potenciam a mudança em beneİcio da vantagem compeƟƟva do cliente;
3. Fornecer frequentemente soŌware funcional. Os períodos de entrega devem ser de poucas
semanas a poucos meses, dando preferência a períodos mais curtos;
4. O cliente e a equipa de desenvolvimento devem trabalhar juntos, diariamente, durante o
decorrer do projeto;
5. Desenvolver projetos com base em indivíduosmoƟvados, dando-lhes o ambiente e o apoio
de que necessitam, conﬁando que irão cumprir os objeƟvos;
6. O método mais eﬁciente e eﬁcaz de passar informação para dentro de uma equipa de
desenvolvimento é através de conversa pessoal e direta;
7. A principal medida de progresso é a entrega de soŌware funcional;
8. Os processos ágeis promovem o desenvolvimento sustentável. Os promotores, a equipa e
os uƟlizadores deverão ser capazes de manter, indeﬁnidamente, um ritmo constante;
9. A atenção conơnua à excelência técnica e ao bom design aumenta a agilidade;
10. Simplicidade - a arte de maximizar a quanƟdade de trabalho não realizado - é essencial;
11. As melhores arquiteturas, requisitos e desenhos surgem de equipas auto-organizadas;
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12. A equipa reﬂete regularmente sobre o modo de se tornar mais eﬁcaz, fazendo os ajustes
e adaptações necessárias.
No ﬁnal dos anos 90, surgiram vários métodos ágeis [23, 22], tais como: o Scrum, que já foi
referido anteriormente, o XP, o Lean Development SoŌware e o Kanban. Todos estes métodos
ágeis recorrem aos valores fundamentais do Manifesto Ágil [24]:
1. Ênfase no desenvolvimento colaboraƟvo onde as pessoas receberam privilégios sobre os
processos que restringiam o seu trabalho;
2. Eliminação do trabalho desnecessário, especialmente no que diz respeito a criação de
documentos desnecessários, restringindo-se a documentar o que é extremamente neces-
sário e nada mais. Embora tenha sido mal interpretado por muitos como “sem documen-
tação”;
3. Os clientes e os stakeholders deixaram de ser apenas um elemento isolado às margens do
desenvolvimento de soŌware, mas passam a ter um papel fundamental no acompanha-
mento da evolução do produto a ser desenvolvido;
4. Aceitação do facto da incerteza fazer parte do processo de desenvolvimento de soŌware
e da necessidade de controlar essas tendências de mudanças ao longo do projeto.
2.3 Scrum
A ideia do Scrum vemdo rugby em que as equipas andam com a bola para a frente em pequenos
passos para aƟngir o objeƟvo, ganhar o jogo. No Scrum a ideia baseia-se na mesma lógica, em
que a equipa de desenvolvimento em colaboração com os clientes e uƟlizadores vão evoluindo
o soŌware em pequenos passos, designados também de sprints no contexto do método Scrum.
Cada sprint pode durar entre 1 a 4 semanas, fornecendo rapidamente valor de negócio para o
cliente [19].
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Mesmo que os requisitos alterem radicalmente, ou porque foram mal compreendidos, ou
porque o cliente não sabe o que realmente quer, já não será um grande problema, pois este
método foi pensado para responder a essas situações [19].
Esta abordagem transmite ﬂexibilidade, adaptabilidade e produƟvidade, ajudando a melho-
rar as práƟcas de engenharia existentes numa organização, envolvendo aƟvidades frequentes
com o objeƟvo de idenƟﬁcar de forma consistente as deﬁciências ou impedimentos no desen-
volvimento do soŌware [19].
2.3.1 Papéis
O Scrum tem três papéis principais bem deﬁnidos [25]:
ScrumMaster. Não é considerado um líder, mas sim o responsável por garanƟr que o projeto
é realizado de acordo com as práƟcas, valores e regras do Scrum e que o projeto evolui como
planeado.
Product Owner. Representa as partes interessadas (stakeholders) e o negócio. É responsável
pela gestão e controlo do projeto, encarregando-se também de criar o Product Backlog e da
tomada de decisão sobre o mesmo.
Equipa de Desenvolvimento. Tipicamente é composta por cinco a nove elementos [19]. A
equipa é responsável pelo desenvolvimento e entrega do soŌware. Deve ser auto-organizada
com a ﬁnalidade de alcançar os objeƟvos de cada sprint.
Para entender melhor os papéis na gestão de projetos aplicando o método Scrum, muitas
vezes é uƟlizada a fábula “A galinha e o porco”. Nesta fábula a galinha e o porco cruzam-se na
rua e a galinha sugere ao porco em abrir um restaurante. O porco aceita a proposta da galinha e
pergunta-lhe qual é o nome que ela quer dar ao restaurante, onde a resposta dela é “presunto
e ovos”. Mas o porco diz à galinha que dessa forma ele está compromeƟdo (necessidade de
abater o porco para obter o presunto) enquanto a galinha está apenas envolvida (põe o ovo e
vai-se embora).
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Podemos assim aﬁrmar que o SrumMaster, o Product Owner e a equipa de desenvolvimento
representam os porcos e os gestores e stakeholders do projeto representam as galinhas, na me-
dida em que desempenham papéis auxiliares [19].
2.3.2 Processo
O Scrum inclui três fases no seu processo (ver Figura 2.2) [25] :
Pré-Jogo. Esta fase inclui duas subfases. A primeira é o planeamento, onde é criado o Product
Backlog que contém todos os requisitos que são conhecidos até aomomento. Osmesmos
são priorizados e é esƟmado o esforço necessário para o seu desenvolvimento. É também
deﬁnida a equipa do projeto, as ferramentas a uƟlizar e é realizada a avaliação dos riscos e
formação, caso seja necessário. Em cada iteração o Product Backlog é atualizado de forma
a preparar a próxima iteração. A segunda subfase consiste na conceção da arquitetura de
alto nível dos requisitos do Product Backlog.
Fase de Desenvolvimento ou Fase do Jogo. É considerada a parte ágil, onde o imprevisível é
esperado. As diferentes variáveis ambientais e técnicas podemmudar durante o processo,
e através dos sprints da fase de desenvolvimento é possível adaptar com ﬂexibilidade a
essas mudanças. Cada sprint inclui as fases tradicionais do desenvolvimento de soŌware,
como o modelo em cascata por exemplo, denotando-se a evolução do soŌware a cada
sprint.
Pós-Jogo. Nesta fase encontra-se o encerramento e lançamento do soŌware, em que todos os
requisitos estão implementados e não podem ser acrescentados novos requisitos.
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Figura 2.2: Processo Scrum.
2.3.3 PráƟcas
Existem algumas práƟcas de gestão que devem ser seguidas no Scrum [25]:
Product Backlog. Deﬁne tudo o que é necessário no produto ﬁnal com base no conhecimento
atual. É composto por uma lista de requisitos que é atualizada constantemente. Os requi-
sitos do Product Backlog podem incluir, por exemplo, caraterísƟcas, funções, correções
de erros, defeitos e melhorias. Esta práƟca inclui as tarefas para criar a lista de requisitos
do Product Backlog e controlá-lo de forma consistente durante o processo de adicionar,
remover, especiﬁcar, atualizar e priorizar requisitos. O Product Owner é responsável pela
manutenção do Product Backlog.
Existe uma reunião associada a esta práƟca denominada de Product Backlog Grooming,
que pode ser realizada com a ﬁnalidade de alterar, esƟmar e ordenar requisitos do Pro-
duct Backlog. Esta reunião ocorre parcialmente durante um Sprint, não sendo obrigatória.
Os parƟcipantes nesta reunião normalmente são o Product Owner e a equipa de desen-
volvimento [26].
EsƟmaƟva de Esforço. Toda a equipa é responsável por esta práƟca, que consiste em esƟmar,
para cada um dos requisitos do Product Backlog, o esforço necessário para o concluir.
Sprint. A equipa Scrum organiza-se de forma a desenvolver os requisitos selecionados para o
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respeƟvo sprint (pode durar de 1 a 4 semanas). A parƟr do momento que for esƟpulada a
duração de um sprint, essa duração deve ser manƟda até ao ﬁm do projeto. Dentro desta
práƟca são realizadas outras práƟcas tais como o Sprint Backlog, as reuniões Daily Scrum,
a reunião Sprint Planning, a reunião Sprint Review e a reunião Sprint RestrospecƟve, que
veremos de seguida. A Figura 2.3 mostra o esquema de desenvolvimento dos sprints.
Além dos sprints normais, caso haja necessidade, também se pode aplicar o Sprint Zero,
que ocorre antes do início do desenvolvimento. O Sprint Zero permite à equipa compreen-
der melhor as necessidades dos uƟlizadores, explorar o contexto e idenƟﬁcar os objeƟvos
para o projeto como um todo. A consolidação do conhecimento é uƟlizada para negociar
as prioridades do primeiro sprint e reﬁnar o Product Backlog [27].
Figura 2.3: Esquema de desenvolvimento dos sprints (Adaptada de [3]).
Reunião Sprint Planning. Esta reunião está dividida em duas fases. A primeira é organizada
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pelo Scrum Master e todos os intervenientes do processo estão presentes com o obje-
Ɵvo de decidir quais os requisitos a desenvolver no próximo sprint, ou seja, é efetuada
uma priorização dos requisitos. A segunda é entre o Scrum Master e a equipa Scrum,
concentrando-se na implementação a realizar durante o sprint.
Sprint Backlog. É uma lista de requisitos selecionados do Product Backlog para um sprint, sa-
bendo que esses requisitos são estáveis até o sprint estar concluído.
Reunião Daily Scrum. Durante o sprint é realizada uma reunião diária, sempre no mesmo ho-
rário, com a equipa de pé e com uma duração máxima de 15 minutos. Nestas reuniões
não se vão resolver problemas nem fazer apresentações do estado do sprint, o objeƟvo
é acompanhar o progresso da equipa e realizar compromissos perante a mesma [28]. O
acompanhamento do progresso é realizado pelo Scrum Master que pede aos elementos
da equipa Scrum para responder a três perguntas [29]:
1. O que foi feito desde a úlƟma reunião diária?
2. Que diﬁculdades surgiram, e como é que os outros membros podem ajudar?
3. O que será feito até à próxima reunião diária?
O Scrum Master vai orientando estas reuniões tentando sempre moƟvar a equipa.
Reunião Sprint Review. No úlƟmo dia do sprint, é incrementado ao soŌware todo o trabalho
efetuado nesse sprint e é apresentado às partes interessadas para avaliação.
Reunião Sprint RetrospecƟve. Esta reunião ocorre após a reunião Sprint Review e antes da pró-
xima reunião Sprint Planning. O objeƟvo é idenƟﬁcar melhorias para implementar no
próximo sprint [26].
2.4 XP
Um dos métodos mais populares e recomendados dos métodos ágeis é o XP. Este método foi
desenvolvido para atender às necessidades de pequenas equipas de desenvolvimento de soŌ-
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ware, que são confrontadas com a mudança de requisitos [30].
2.4.1 Valores
Ao avaliar certas aƟvidades do processo de desenvolvimento de soŌware deve haver referências
para entender se há progressos. O XP tem quatro valores fundamentais que são usados para
orientação das práƟcas aplicadas [30]:
Comunicação. A maioria das falhas dos projetos pode ser atribuída a problemas com a comu-
nicação. A comunicação subsƟtui quase todos os outros valores. A comunicação eﬁcaz
entre todos os envolvidos no projeto é a chave para o sucesso [31];
Simplicidade. “Qual é a coisa mais simples que poderia funcionar?” [32]. A mensagem é sim-
ples. Não tentar antecipar o futuro e sim deixá-lo acontecer. Muitas vezes quando se tenta
fazer essa previsão ﬁca demasiado caro. A saƟsfação dos requisitos funcionais atuais é o
mais relevante [31];
Feedback. As práƟcas do XP são projetadas para o feedback constante. As práƟcas, tais como
lançamentos de curta duração, integração conơnua e teste, fornecem feedback muito
claro. Esse feedback permite que o projeto possa avançar sobre uma base muito sólida;
Coragem. A coragem de reestruturar o código ou deitar todo o código fora e refazer nova-
mente [32].
2.4.2 PráƟcas
O XP emprega 12 práƟcas ágeis [32, 31, 33].
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Figura 2.4: PráƟcas XP.
1. Jogo de Planeamento. Cliente e equipa de desenvolvimento trabalham juntos para o plane-
amento do produto. Isto pode acontecer em diferentes escalas. Por exemplo no início
do desenvolvimento a sessão do planeamento será mais longa. Mas pequenas sessões
podem ocorrer depois de cada iteração. Independentemente da escala, as regras são ge-
ralmente sempre as mesmas:
1. Cliente e equipa de desenvolvimento criam uma lista de novos requisitos para o pro-
duto.
2. Equipa de desenvolvimento cria esƟmaƟvas para o esforço necessário da próxima
iteração, e o esforço para concluir cada requisito. Aqui também podem ser realiza-
das spikes. A spike é uma técnica usada para aƟvidades como pesquisa, inovação,
conceção, invesƟgação e protoƟpagem [2]. Com spikes, pode-se esƟmar adequada-
mente o esforço de desenvolvimento associado a um requisito ou mesmo entender
melhor uma exigência, minimizando assim o risco.
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3. O cliente e a equipa de desenvolvimento priorizam os requisitos e decidem quando
será lançada a próxima versão do soŌware funcional.
2. Versões pequenas. Colocar um sistema simples em produção rapidamente, em seguida, lan-
çar novas versões em ciclos muito curtos. Sendo também um fator chave na obtenção de
feedback sobre o soŌware funcional.
3. Metáfora. O uso de metáforas possibilita a transmissão de ideias de uma forma mais clara
e simples. Fazer com que o sistema seja fácil de explicar para os outros. Devemos estar
aptos para explicar o sistema a terceiros que não têm nenhuma experiência técnica. Prin-
cipalmente, é importante que o cliente e desenvolvedores possam compreender a metá-
fora. Um exemplo demetáfora pode ser visto em [34], onde uma descrição de um sistema
de recuperação de informação baseada em agentes é descrita através da seguinte metá-
fora “este programa funciona como uma colmeia de abelhas, que saem para encontrar o
pólen e trazem-no de volta para a colmeia”.
4. Design simples. Os requisitos mudam constantemente. Não há interesse em detalhar o de-
sign para algo que não se sabe como irá ﬁcar. Um dos lemas do XP é “Faça o mais simples
que possa funcionar” [32].
5. Testes. Os testes incluem testes unitários, os quais são automaƟzados e escritos pelos de-
senvolvedores e testes de aceitação, onde os clientes escrevem os testes demonstrando
que as caraterísƟcas foram alcançadas. Os testes são o indicador de conclusão.
6. Refactoring. Reestruturar o código sem alterar o comportamento do mesmo. Este melhora-
mento da estrutura interna do código permite remover a duplicação, melhorar a comuni-
cação, simpliﬁcar e permiƟr que novas funcionalidades sejam adicionadas facilmente no
futuro.
7. Pair Programming. Dois desenvolvedores trabalham lado a lado num computador para o
desenvolvimento do código, permiƟndo a revisão constante do mesmo. Pode ser mais
produƟvo do que dois desenvolvedores trabalharem individualmente.
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8. Propriedade coleƟva. Qualquer desenvolvedor pode alterar qualquer código em qualquer
parte do sistema a qualquer momento.
9. Integração conơnua. Exige aos desenvolvedores integrar o seu código cada vez que uma ta-
refa é concluída. Os testes devem passar a 100% antes da integração.
10. 40 horas semanais. Não ultrapassar 40 horas de trabalho por semana é uma regra.
11. Cliente presente. Convida o cliente a fazer parte da equipa de desenvolvimento em tempo
integral, está presente para clariﬁcar e responder a questões acima de tudo. O cliente
também é responsável por escrever testes de aceitação. Ele também está envolvido em
todas as fases de desenvolvimento.
12. Padronização do código. Comunicação é um valor fundamental. Adotar padrões de codiﬁ-
cação melhora a comunicação, uma vez que o código é consistente de classe para classe.
Todos os desenvolvedores devem ter o mesmo padrão de código.
2.5 Adoção de Métodos Ágeis
2.5.1 Desaﬁos
Enquanto osmétodos tradicionais conƟnuama dominar o desenvolvimento de sistemas, inúme-
ras opiniões e inquéritos demonstram claramente a crescente popularidade dos métodos ágeis.
A chegada destes métodos dividiu a comunidade de desenvolvimento de soŌware em campos
opostos de tradicionalistas e agilistas [5].
Segundo Boehm [35], as organizações devem cuidadosamente evoluir para o melhor equi-
líbrio entre os métodos ágeis e adaptá-los para se enquadrarem corretamente na organização.
Claramente, a maioria das organizações não podem ignorar a onda ágil, mas para as organiza-
ções que estão habituadas aosmétodos tradicionais, a adoção demétodos ágeis provavelmente
irá representar vários desaﬁos, uma vez que os dois métodos de desenvolvimento de soŌware
são baseadas em conceitos opostos [5].
22 CAPÍTULO 2. ESTADO DA ARTE
Pesquisas anteriores mostram que mudanças no processo de desenvolvimento de soŌware
representam fenómenos complexos demudança organizacional e não pode ser realizado apenas
pela subsƟtuição de ferramentas e tecnologias atuais por novas [36].
A estabilidade apresenta um dos maiores obstáculos à adoção de métodos no desenvolvi-
mento ágil. As diferenças entre as métodos tradicionais e ágeis recomendam as organizações a
repensar os seus objeƟvos [5].
A cultura organizacional tem um impacto signiﬁcaƟvo sobre a estrutura social das organiza-
ções, que por sua vez inﬂuência o comportamento e as ações das pessoas [36]. Uma vez que
uma cultura é bem estabelecida, é diİcil e demorado para mudar. Essa estabilidade cultural
pode ser o desaﬁo mais signiﬁcaƟvo para a adoção de abordagens ágeis [37].
Osmétodos ágeis exigem umamudança de gestão e controlo para a liderança e colaboração.
As organizações que facilitam essamudança precisam da combinação entre autonomia e coope-
ração, proporcionando ﬂexibilidade e capacidade de resposta [37]. Com essa mudança o papel
de um gestor de um projeto tradicional deve ser alterado para o papel de facilitador, que dirige e
coordena os esforços de colaboração de todas as pessoas envolvidas no desenvolvimento [38].
A aplicação dos métodos tradicionais no desenvolvimento de soŌware resulta numa grande
quanƟdade de documentação, já as abordagens ágeis incenƟvam a redução de sobrecarga, prin-
cipalmente na documentação. Grande parte do conhecimento dos membros da equipa de de-
senvolvimento ágil é adquirido pela experiência ao longo da vida. Por essa razão as organizações
podem-se tornar dependentes das equipas de desenvolvimento e pode potencialmente alterar
o equilíbrio de gestão para as mesmas [5].
Umprocesso social cooperaƟvo caraterizado por colaboração e comunicação entremembros
que valorizam e conﬁam uns nos outros, é fundamental para o sucesso dos métodos ágeis [39,
38]. No entanto para programadores acostumados a aƟvidades solitárias ou que trabalham em
grupos homogêneos de analistas e designers, a tomada de decisão colaboraƟva pode ser esma-
gadora [5].
Atualmente, há poucas evidências para sugerir que os métodos ágeis irão funcionar na au-
sência de pessoas competentes e acima da média [37, 35]. Isso pode causar problemas devido
à diﬁculdade em encontrar pessoas para a equipa de desenvolvimento que usammétodos ágeis
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e à desmoƟvação dos desenvolvedores não ágeis [5].
Num ambiente ágil, a equipa de desenvolvimento e o cliente tomam amaioria das decisões.
Isso cria um ambiente de tomada de decisão diverso devido às várias aƟtudes, objeƟvos e dispo-
sições cogniƟvas dos elementos da equipa [40]. Para uma organização pode haver necessidade
de um enorme esforço, tempo e paciência para construir uma cultura de conﬁança e respeito
entre os seus funcionários para facilitar essa tomada de decisão colaboraƟva [5].
O problema da mudança de aƟtudes e práƟcas, principalmente em organizações que du-
rante anos tentaram aƟngir maiores níveis de CMM (Capability Maturity Model), só pode ser
solucionado através de um invesƟmento signiﬁcaƟvo de tempo, esforço e capital [5].
Os processos tradicionais são baseados em medições orientadas para a conformidade e aƟ-
vidades. Os métodos ágeis dependem de especulação, ou de planear com a percepção de que
tudo é incerto, para encaminhar o rápido desenvolvimento de sistemas ﬂexíveis e adaptáveis de
alto valor. Estes métodos salientam a importância de avaliação ao contrário da medição, e são
altamente tolerantes à mudança. Uma das maiores barreiras para a migração é a mudança de
um modelo de processo a parƟr de um modelo de ciclo de vida para um que suporta o desen-
volvimento evoluƟvo e iteraƟvo. Essa mudança implica grandes alterações nos procedimentos
de trabalho, ferramentas e técnicas, canais de comunicação, estratégias de resolução de proble-
mas, e os papéis de pessoas dentro das organizações [5].
Omaior desaﬁo para um gestor de projeto é a seleção dométodomais apropriado dentro de
um conjunto de métodos ágeis atualmente disponíveis. Eles diferem em termos de tamanho da
equipa, propriedade do código, duração de cada ciclo iteraƟvo e mecanismos de reação rápida
e de mudança. Na ausência de uma abordagem ágil uniﬁcada, as organizações devem decidir o
que é mais compaơvel com as suas práƟcas existentes [5].
As ferramentas desempenham um papel fundamental no sucesso da implementação de um
método de desenvolvimento de soŌware. As organizações que pretendem adotar métodos
ágeis devem invesƟr em ferramentas que suportem e facilitem o rápido desenvolvimento itera-
Ɵvo, gestão de versões e conﬁgurações, JUnits, refactoring e outras técnicas ágeis [5].
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2.5.2 Impactos
A literaturamostra que commétodos ágeis muitas vezes o ROI (Retorno do InvesƟmento) émais
rápido em relação aosmétodos tradicionais [41]. Como conﬁrmação, Leﬃngwell [42] aﬁrma que
o ROI torna-se maior do que zero imediatamente após o primeiro sprint. O ROI é uma maneira
de medir o valor de negócio de métodos ágeis para novos produtos de desenvolvimento de
soŌware, onde o resultado pode ser obƟdo da seguinte forma [43]:
ROI = (Beneİcios – Custos) / Custos
Onde Beneİcios são os ganhos totais adquiridos a parƟr de métodos ágeis, incluindo be-
neİcio do uso do novo sistema e os Custos são o montante total gasto com os métodos ágeis,
incluindo formação, coaching, ferramentas automaƟzadas, entre outros [43].
Em alguns métodos, como o Scrum, onde existe o Product Backlog, sabe-se que a prioriza-
ção dos requisitos a serem desenvolvidos em todo o projeto é efetuada em função do valor de
negócio esperado para cada requisito [44], maximizando o ROI logo nos primeiros sprints [41].
Quando se trata da adoção do Scrum, o ROI normalmente é obƟdo de forma diferente [45]:
ROI = (Valor de Negócio) / Esforço
Onde o Valor de Negócio e o Esforço são apresentados em pontos atribuídos aos requisitos
do Product Backlog [41].
A adoção de métodos ágeis inﬂuência posiƟvamente o custo, produƟvidade, qualidade e
saƟsfação do cliente, o que resulta no aumento do ROI do projeto [46], a par disso existem cada
vez mais organizações que querem adotar os métodos ágeis [4].
No que se refere às práƟcas ágeis, existem algumas que são usadas commais frequência nas
organizações de desenvolvimento de soŌware [47]:
• ParƟcipação aƟva dos stakeholders;
• OƟmização do código fonte;
• Testes de regressão do código fonte;
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• Guias de codiﬁcação comuns;
• Integração conơnua;
• OƟmização da base de dados;
• Pair Programming;
• TDD (Test-Driven Development).
No entanto, as equipas de desenvolvimento ágil de soŌware não têm a obrigatoriedade de
adotarem essas práƟcas ágeis, podem adaptá-las em função de diversos critérios e fatores [48].
A combinação de várias práƟcas ágeis quemelhor se adequam ao projeto, revela ummaior nível
de maturidade ágil [49].
Ao longo dos úlƟmos anos as organizações têm quesƟonado: “Porque devemos adotar prá-
Ɵcas ágeis?” [50]. São inúmeras as histórias de sucesso de organizações que adotaram práƟcas
ágeis e que dão resposta a esta questão [51, 52, 53, 54], levando a muitas outras organizações
quererem adotar essas práƟcas [4].
Uma das preocupações das organizações quando pretendem adotar práƟcas ágeis é deter-
minar como o podem fazer, através da maturidade ágil, ou seja, o grau em que uma organização
pode adotar práƟcas ágeis. Para permiƟr uma avaliação da maturidade ágil de uma organização
é referida uma escala como o SAMI (Sidky Agile Measurement Index) [4].
SAMI foi desenvolvido na Virginia Tech por Dr. Ahmed Sidky na tentaƟva de orientar a adoção
ágil numa organização [55]. O SAMI baseia-se na ideia de que quanto maior o números de
práƟcas ágeis adotadas numa organização, maior a sua agilidade [55], determinando assim a
sua maturidade ágil. Como a contagem de práƟcas adotadas é uma medida simples, Dr. Ahmed
Sidky criou 5 níveis ágeis. Cada nível ágil tem um conjunto de práƟcas, as mesmas reﬂetem os
valores relevantes domanifesto ágil. Uma organização pode alcançar qualquer um dos níveis de
agilidade, desde que adote todas as práƟcas desse nível e os níveis abaixo [4].
Existem estudos que demonstram que a uƟlização de vários métodos ágeis em simultâneo,
em parƟcular a combinação do XP e Scrum, trazem beneİcios, tais como baixo custo, aumento
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da produƟvidade individual dos elementos da equipa, qualidade do soŌware e saƟsfação dos
clientes [56, 57, 1].
Uma comparação do XP e Scrum é apresentada na Tabela 2.1. A comparação é baseada
nos parâmetros de qualidade de práƟcas ágeis e nível de disponibilidade entre ambos os méto-
dos [1].
Tabela 2.1: Comparação do XP e Scrum [1]
Parâmetro de qualidade XP Scrum
PráƟcas de engenharia Sim Não
PráƟcas de gestão de projeto Não Sim
Aceitação de mudança em cada iteração Sim Não
PrioriƟzação de requisitos Sim Não
Refactoring Sim Não
Pair Programming Sim Não
Tamanho do projeto Pequeno a médio Médio a grande
TDD Sim Não
Auto-organização Não Sim
Testes unitários Sim Não
Conceção Centrada no código Centrada na conceção
Nível de documentação Menos Mais
Tamanho da equipa <10 <10 e múlƟplas equipas
EsƟlo de código Limpo e simples Não especiﬁcado
Ambiente tecnológico Feedback rápido Não especiﬁcado
Ambiente İsico
Equipa no mesmo local
e pouco distribuída
Não especiﬁcado
Cultura de negócio ColaboraƟvo e cooperante Não especiﬁcado
Capítulo 3
Estudo de Casos
Neste capítulo é apresentado um estudo de dois casos. Os casos estudados foram deﬁnidos
como unidades de análise. O primeiro é o projeto iFlow e o segundo o projeto CITT (Cross Inde-
pendent Test Tool), ambos projetos de I&DT (InvesƟgação e Desenvolvimento Tecnológico).
Para este estudo de casos houve a necessidade de recolha de dados. No caso do projeto
iFlow foram uƟlizados documentos técnicos e principalmente um arƟgo [2] relacionado com o
projeto. No caso do projeto CITT, além dos documentos relacionados com o projeto, também
foram realizadas entrevistas a elementos envolvidos no processo de execução do projeto. Após
a recolha de dados foi possível escrever este capítulo, que resultou da análise e interpretação
dos dados.
Os aspetos importantes que estão conƟdos neste capítulo que se encontram relacionados
com o tema deste trabalho são: (1) o processo de execução, e (2) as práƟcas ágeis. Estes aspetos
foram deﬁnidos principalmente através de dois projetos de desenvolvimento de soŌware, uƟli-
zados como unidades de análise. Em ambos os projetos analisou-se qual o processo de execução
uƟlizados e quais as práƟcas ágeis envolvidas.
Este capítulo tem como principal objeƟvo contribuir com recomendações para a adoção de
práƟcas ágeis no desenvolvimento de soŌware, através da análise das evidências relacionadas
com a adoção dessas práƟcas em cada um dos projetos.
27
28 CAPÍTULO 3. ESTUDO DE CASOS
3.1 Projeto iFlow
3.1.1 Contextualização
O projeto iFlow fez parte de uma das linhas de invesƟgação de um projeto de I&DT chamado
HMIExcel (Human-Machine Interface Excellence).
O projeto HMIExcel foi patrocinado pelo consórcio entre a Universidade doMinho (UMinho)
e Bosch Car MulƟmedia Portugal (Bosch), foi projetado para enfrentar os desaﬁos cienơﬁcos e
tecnológicos da Bosch Braga e para obter o reconhecimento desta unidade como um centro de
competência internacional de interface homem-máquina (HMI). O projeto teve a duração de 28
meses, iniciou em março de 2013 e terminou em Junho de 2015. Embora HMIExcel para o or-
ganismo de ﬁnanciamento fosse visto como um projeto, a sua complexidade e incerteza levou
o consórcio (UMinho e a Bosch) a gerir como um programa, ou seja, um conjunto de projetos
que estão de alguma forma relacionados a contribuir para o mesmo objeƟvo. O objeƟvo prin-
cipal do HMIExcel foi promover o invesƟmento em I&DT, para desenvolver e produzir conceitos
de mobilidade futuras no domínio automóvel, onde a academia e a indústria trabalharam em
conjunto tendo em vista produtos e processos inovadores. Estas soluções foram desenvolvidas
para atender às necessidades de produção e preparação da Bosch para responder aos desaﬁos
da Quarta Revolução Industrial (Indústria 4.0).
O projeto HMIExcel dividiu-se em treze linhas de invesƟgação, cada uma abordando um de-
saﬁo especíﬁco. Cada linha de invesƟgação seguiu um curso independente, todos os projetos
foram coordenados por uma equipa focada nos objeƟvos e nas entregas esperadas em cada li-
nha individual. Uma dessas linhas de invesƟgação, o iFlow, será usado neste trabalho como um
estudo de caso.
O iFlow é um projeto de I&DT, que teve como ﬁnalidade o desenvolvimento de um sistema
de soŌware de logísƟca integrada para a rastreabilidade da cadeia de fornecimento interno. O
iFlow é um sistema de soŌware de monitorização em tempo real dos fretes em trânsito, desde
os fornecedores até à fábrica Bosch, localizada em Braga. O principal objeƟvo do projeto foi
desenvolver um sistema de soŌware de rastreamento que através da integração da informação
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de transitários e dos disposiƟvos de GPS (nos veículos) permiƟsse controlar o ﬂuxo de matérias-
primas de fornecedores remotos (asiáƟcos) e locais (europeus) para o armazém da Bosch, noƟ-
ﬁcando os uƟlizadores em caso de qualquer desvio em relação ao tempo esƟmado de chegada
(ETA) e antecipando desvios do tempo de entrega.
Figura 3.1: Arquitetura do sistema de soŌware iFlow [2].
A Figura 3.1 ilustra a arquitetura do sistema de soŌware iFlow, ou seja, a integração do ser-
vidor iFlow (iFlow server) com outros sistemas. A arquitetura permite representar os protocolos
de interface signiﬁcaƟvos e os sistemas que foram envolvidos. O sistema uƟliza informações que
são fornecidas por diferentes fontes, como GPS, disposiƟvos de assistente pessoal digital (PDA)
ou SAP-OER (objeto de repositório de eventos). O servidormiddleware (middleware server) foi
desenvolvido com o objeƟvo de padronizar a forma como a informação entre a Bosch e os for-
necedores é trocada. Em seguida, o servidor iFlow executa toda a lógica de negócio, onde os
funcionários da Bosch têm acesso a todos os recursos através de uma interface web (app web).
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No caso doprojeto iFlow, esta colaboraçãoUMinho eBosch foi baseada na premissa, uma vez
que a Bosch era considerada principalmente comoumcliente de soŌware e aUMinho comouma
enƟdade de desenvolvimento de soŌware contratada. A equipa principal do iFlow foi composta
por nove elementos com formações mulƟdisciplinares:
• Bosch:
– um Product Owner, que representava outros oito elementos do departamento de
logísƟca, e Ɵnha a responsabilidade de estabelecer os requisitos;
– um elemento do departamento de TI (Tecnologia da Informação), responsável por
validar que cada incremento do produto desenvolvido poderia ser facilmente inte-
grado com o sistema da Bosch. Também colaborou com a Equipa de Desenvolvi-
mento em algumas funcionalidades do soŌware;
• UMinho:
– três coordenadores de I&DT, responsáveis por assegurar que o rigor cienơﬁco (tanto
do sistema como do processo de desenvolvimento de soŌware) e os prazos do pro-
jeto fossem aƟngidos;
– quatro desenvolvedores de soŌware com competências metodológicas e tecnológi-
cas (como análise de requisitos, conceção, modelação de base de dados, programa-
ção, testes, deployment, entre outras).
Todo o desenvolvimento de soŌware foi realizado nas instalações da Bosch, onde os elemen-
tos da equipa iFlow (à exceção dos coordenadores de I&DT) estavam localizados diariamente.
Os elementos da UMinho não Ɵnham conhecimento prévio do domínio (neste caso, logísƟca),
pelo que a equipa decidiu que o arranque do projeto consisƟa na recolha exausƟva e cuidada
dos requisitos do sistema a desenvolver.
Após a realização da engenharia de requisitos, e como o iFlow é um sistema de soŌware
para um contexto industrial, a equipa decidiu seguir o método Scrum como a abordagem ite-
raƟva para a fase de implementação. Esta fase foi realizada através de sprints. Com base nas
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entregas de soŌware incrementais, tanto a UMinho e a Bosch poderiam gerir as expectaƟvas do
seu projecto.
Como foi um projeto colaboraƟvo de soŌware Universidade-Indústria de I&DT, os papéis
anteriormente apresentados são ligeiramente diferentes dos papéis deﬁnidos pelo Scrum (ou
seja, Product Owner, ScrumMaster e Equipa de Desenvolvimento), no entanto foram facilmente
mapeados, conforme ilustrado na Tabela 3.1.










Elemento de TI (Bosch)
Coordenadores de I&DT (UMinho)
Desenvolvedores de SoŌware (UMinho)
O Product Owner foi o elemento responsável por estabelecer os requisitos, tal como referido
anteriormente, mas também parƟcipou em reuniões com os coordenadores de I&DT da UMi-
nho e desenvolvedores de soŌware para o monitorização do projeto (o papel gestor de projeto
não está incluído dentro de uma equipa Scrum). Assim, émapeado diretamente para o papel de
Product Owner. Além disso, o Product Owner era o ponto de contato entre o desenvolvimento
e as enƟdades prestadoras de serviços que concebiam o ecossistema. O facto do sistema de
informação da Bosch (não só das instalações de Braga, mas das instalações em todo o mundo
da Bosch Car MulƟmedia) ser gerido pela Bosh Car MulƟmedia Group, na Alemanha, e do sis-
tema em desenvolvimento estar incluído no sistema de informação da Bosch, inclui também o
departamento de TI da Bosch da Alemanha no ecossistema do projeto. Assim, o Product Owner
também se apresentou como um ponto de contato na negociação entre a equipa iFlow e o de-
partamento de TI da Alemanha, sobre os requisitos estarem em conformidade com a segurança
e a políƟca geral da Bosch Car MulƟmedia Group.
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O elemento do departamento de TI da Bosch foi responsável por validar o código desenvol-
vido durante os sprints, de modo a ser integrado nos sistemas de informação existentes. Ele
interagia diretamente com os desenvolvedores de soŌware da UMinho. Por esta razão, ele foi
considerado como parte da Equipa de Desenvolvimento. No entanto, ele foi responsável por re-
presentar o departamento de TI a parƟr de Braga durante as negociações com o departamento
de TI da Alemanha e com as enƟdades prestadoras de serviços. Então, dentro dessas tarefas,
ele também desempenhou o papel de um Product Owner.
A coordenação de I&DT foi composta por três professores da UMinho, das áreas de enge-
nharia de soŌware e também de logísƟca. Eles foram responsáveis por assegurar que as preo-
cupações académicas desse Ɵpo de projetos de I&DT fossem aƟngidas, onde as suas principais
preocupações foram assegurar o desenvolvimento para além do estado da arte, e coordenar
e acompanhar o desenvolvimento de entregas do projeto e arƟgos cienơﬁcos. Como a Bosch
nunca Ɵnha adotado processos de desenvolvimento de soŌware ágil, eles foram responsáveis
pela formação e controlo da adoção de práƟcas do Scrumna equipa do projeto, quandooprojeto
entrou na fase de implementação. Para esta responsabilidade, estes elementos são mapeados
para o papel de Scrum Master.
Os desenvolvedores de soŌware realizaram tarefas relacionadas com a engenharia de soŌ-
ware (como análise de requisitos, conceção, modelação de base de dados, programação, testes,
deployment, entre outras), portanto, a responsabilidade destes elementos foi mapeada direta-
mente para o papel de Equipa de Desenvolvimento.
3.1.2 Processo de Execução
Esta secção apresenta o processo de execução do soŌware do projeto iFlow e as adaptações
necessárias devido à natureza de pesquisa do projeto e à integração com serviços de terceiros.
Uma visão geral do processo está representada na Figura 3.2. O processo é composto por três
fases: iniciação, implementação e deployment.
A fase de iniciação incluiu aƟvidades demodelação de negócios, levantamento de requisitos,
e análise e conceção. A fase de implementação foi realizada em pequenas versões iteraƟvas e
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incrementais através dos sprints. Deve notar-se que a Figura 3.2 representa sete ciclos realizados
como sprints (círculos com borda cheia) e um ciclo que representa o refactoring (círculo com
borda tracejada). Este ciclo diferente pode não ser necessário em outros projetos de I&DT se a
arquitetura for estável durante todo o projeto.
E por ﬁm foi realizada a fase de deployment.
Figura 3.2: Visão geral do processo executado no projeto iFlow (Adaptada de [2]).
Fase de Iniciação
Dentro da fase de iniciação, o objeƟvo foi criar o Product Backlog, para dar início à fase de
implementação na forma de sprints. Devido à complexidade do projeto, também foi entregue a
documentação dos requisitos (o processo geral é representado na Figura 3.3).
Como o iFlow é um projeto de soŌware de I&DT, algumas aƟvidades de invesƟgação foram
realizadas ao longo do projeto e os resultados da invesƟgação Ɵveram que ser documentados.
O arranque inicial do projeto consisƟu na recolha exausƟva e cuidada dos requisitos do sistema
a desenvolver, e as tarefas iniciais foram conduzidas para especiﬁcar o âmbito do projeto, para
caracterizar o domínio e as aƟvidades (da logísƟca) da organização, para deﬁnir os termos e para
analisar ﬂuxos e dados.
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Figura 3.3: Fase de Iniciação (Adaptada de [2]).
Os processos logísƟcos relacionados com a organização e as lacunas do momento foram
documentados num relatório designado de “As-Is report”. Em seguida, os requisitos foram ex-
traídos, formalmente especiﬁcados em casos de uso UML (Uniﬁed Modeling Language) , como
mostra a Figura 3.4, dando origem a uma lista de requisitos de qualidade (não-funcionais) e uma
primeira versão da arquitetura lógica (diagrama de componentes UML). Este conjunto de requi-
sitos foi documentado em um relatório designado de “To-Be report” (que foi constantemente
atualizado ao longo do desenvolvimento). Ambos os modelos de casos de uso (especialmente o
“To-Be”) foram usados como base para criar um Product Backlog. A criação do Product Backlog
com casos de uso é diferente de outras estruturas ágeis, onde, por exemplo, em Scrum, o Pro-
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duct Backlog é composto por user stories. Um user story é uma caracterização centrada de um
requisito do cliente. Ele contém apenas as informações necessárias para os desenvolvedores do
projeto perceberem claramente o que é necessário para desenvolver. No entanto, os casos de
uso também são usados em estruturas ágeis.
Figura 3.4: Diagrama de casos de uso [2].
Na Figura 3.4 é ilustrado o modelo de casos de uso global do ﬂuxo do projeto. Cada um dos
casos de uso foi funcionalmente decomposto, o que resultou num total de 90 casos de uso de
mais baixo nível.
A fase de iniciação termina com o Sprint Zero. A maior parte da pesquisa tecnológica foi
realizada durante este sprint, antes do desenvolvimento dos seguintes sprints. No Sprint Zero,
cada requisito (caso de uso) foi priorizado pelo valor idenƟﬁcadopelas partes interessadas, neste
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caso foi uƟlizada a técnica de priorizaçãoMoSCoW. Além disso, para cada requisito foi esƟmado
o esforço quanƟtaƟvo para a seu desenvolvimento. Uma técnica que costuma ser uƟlizada é a
use case points, no entanto, neste projeto esta técnica não foi uƟlizada. Em vez disso, a equipa
do projeto iFlow deﬁniu que cada sprint corresponde a um esforço total de 20 pontos (o que
resultou em cerca de cinco pontos por semana), como base para a distribuição desses pontos
por requisito e seguir uma técnica comparaƟva semelhante à planning poker.
Fase de Implementação
Figura 3.5: Fase de implementação (Adaptada de [2]).
Dentro da fase de implementação (ver Figura 3.5), os requisitos do Product Backlog foram cons-
truídos de forma iteraƟva e incremental durante sete sprints de quatro semanas. Nesta fase,
foram realizadas as iterações Scrum. Na Figura 3.6 está representado um exemplo de um Sprint
Backlog para uma das iterações realizadas.
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Figura 3.6: Exemplo de um Sprint Backlog baseado nos casos de uso.
Cada sprint teve um planeamento padrão e estrutura que consisƟa em várias etapas, previ-
amente negociadas pelos elementos do projeto:
Desenvolvimento do Sprint: teve a duraçãodequatro semanas, e consisƟunodesenvolvimento
dos requisitos do Sprint Backlog;
Reunião da Monitorização do Sprint: ocorreu na segunda semana paramostrar o progresso do
sprint e monitorizar as tarefas do sprint. Os parƟcipantes foram o Product Owner, os co-
ordenadores de I&DT e a Equipa de Desenvolvimento;
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Reunião de Veriﬁcação e Validação (V+V) do Sprint: ocorreu na quarta semana e o objeƟvo foi
testar e validar os requisitos desenvolvidos pela Equipa de Desenvolvimento. Os parƟci-
pantes foram o Product Owner, a Equipa de Desenvolvimento, o elemento do departa-
mento de TI da Bosch e um uƟlizador do produto da Bosch. Em cada reunião de V+V
do sprint, o uƟlizador do produto dava a responsabilidade a diferentes uƟlizadores do
departamento de logísƟca para que os testes realizados pudessem abranger diferentes
percepções da organização. Durante o sprint, se houvesse a necessidade demover um re-
quisito para um próximo sprint devido a uma determinada restrição, o mesmo não seria
apresentado nesta reunião, e a equipa seria noƟﬁcada;
Reunião de Conclusão do Sprint: ocorreunomáximo, dois dias após a reunião deV+Vdo sprint,
e os parƟcipantes foram o Product Owner, os coordenadores de I&DT, o elemento do de-
partamento de TI da Bosch e a Equipa de Desenvolvimento. É semelhante a uma reunião
de Sprint RetrospecƟve e uma reunião de Sprint Planning, realizadas dentro da mesma
reunião. O objeƟvo principal foi analisar o progresso da fase de implementação, avaliar
a percentagem e conclusão do desenvolvimento dos requisitos e atualizar o gráﬁco de
burndown;
Reunião de Retrabalho do Sprint: ocorreu um dia depois da reunião da conclusão do sprint.
Após a reunião do V+V do sprint, algumas ações de retrabalho surgiram devido a uma su-
gestão da equipa de V+V. Neste caso, a Equipa de Desenvolvimento teve que desenvolver
essas ações de retrabalho até ao ﬁm do sprint. As reuniões de retrabalho do sprint foram
usadas para validar as ações de retrabalho realizadas. Os parƟcipantes foram os uƟlizado-
res do produto, o Product Owner, o elemento do departamento de TI da Bosch e a Equipa
de Desenvolvimento.
Para o desenvolvimento de cada requisito, a equipa realizou tarefas que envolveram várias
áreas de engenharia de soŌware.
Ocasionalmente, a equipa realizou spikes. A uƟlização das spikes no projeto iFlow jusƟﬁca a
inclusão da área de levantamento de requisitos em cada sprint, como mostrado na Figura 3.7.
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Em todos os sprints, foi necessário avaliar e atualizar a arquitetura lógica (área de análise e con-
ceção). Em seguida, os sprints foram realizados nas seguintes áreas: implementação, testes e
deployment. Estas spikes foram, em sua maioria, provenientes de requisitos baseados emmid-
dleware (por exemplo, relacionadas com a integração com serviços de terceiros, GPS, EPCIS ou
SAP-REA). Dentro dos requisitos restantes, a área de levantamento de requisitos não foi neces-
sária. Assim, em comparação com as áreas incluídas na Figura 3.8, o sprint foi realizado com as
restantes áreas, com exceção de levantamento de requisitos. Na verdade, é o que acontece no
processo Scrum (onde quase todos os esforços para o levantamento de requisitos são realizados
antes dos ciclos sprint, como o Sprint Zero ou similar).
Figura 3.7: As áreas realizadas dentro dos sprints (Adaptada de [2]).
Além disso, a implementação de alguns requisitos demiddleware envolveu a colaboração de
terceiros. O desenvolvimento desses requisitos foi gerido a parƟr de uma perspeƟva de equipa
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distribuída. O esforço de desenvolvimento por terceiros esteve devidamente alinhado com o
processo de desenvolvimento da equipa. No caso do projeto iFlow, a integração com as enƟda-
des de prestação de serviços necessitou que ambas as equipas trabalhassem juntas.
Em determinada altura, tanto a Bosch como a UMinho idenƟﬁcaram a necessidade de refac-
toring, para lidar com questões de segurança e de normalização. Esse refactoring levou a uma
pausa nas tarefas de execução. A arquitetura lógica de soŌware foi revista e os impactos foram
analisados. Algumas spikes orientadas para a conceção (semelhantes às spikes de arquitectura
do XP) foram realizadas, que seguiu depois para uma reestruturação da arquitetura. Neste caso,
houve um foco na área de análise e conceção, em vez da execução (ver Figura 3.8, onde é deta-
lhado o sexto Sprint incluído na Figura 3.2). Da mesma forma que os outros sprints, este esforço
também durou quatro semanas. Este esforço foi necessário, neste caso, mas pode ocorrer, ou
não, em qualquer projeto.
Figura 3.8: As áreas realizadas dentro do sprint através da técnica spike (Adaptada de [2]).
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3.2 Projeto CITT
3.2.1 Contextualização
O projeto CITT foi desenvolvido através de um consórcio composto por três organizações, o CCG
(Centro de Computação Gráﬁca), a WinTrust e a PRIMAVERA BSS.
O CITT foi um projeto de I&DT em co-promoção que teve a duração de 18 meses. O projeto
teve como principal objeƟvo a deﬁnição de umprocesso de testes e a criação de uma ferramenta
de testes automáƟcos, completamente diferenciadora dos produtos existentes nomercado, pro-
dutos esses conhecidos pela sua morosidade, complexidade e rigidez. Assim, este projeto visou
desenvolver uma ferramenta inovadora que permite a reuƟlização de trabalho já realizado, ob-
tendo um aumento signiﬁcaƟvo de produƟvidade no desenho de casos de teste. É uma ferra-
menta ﬂexível, que possibilita o desenvolvimento de testes automáƟcos independentemente
da tecnologia e da plataforma uƟlizada.
A ferramenta é capaz de acompanhar o ciclo de desenvolvimento do soŌware, ou seja, tes-
tes que são deﬁnidos na fase inicial do desenvolvimento conƟnuam a ser válidos ao longo do
desenvolvimento, necessitando apenas serem conﬁgurados e parametrizados.
Este projeto foi capaz de ir ao encontro das necessidades anteriormente descritas, através de
um processo e uma ferramenta de testes capazes de oferecer o suporte necessário às aƟvidades
de teste automáƟco, de forma rápida e eﬁciente.
No início do projeto foram estudadas duas soluções para a arquitetura de alto-nível que
se disƟnguiam apenas na camada de dados, sendo a primeira arquitetura composta por uma
camada de dados parƟlhada, uma instância da aplicação (ApplicaƟon) e um ambiente commúl-
Ɵplos uƟlizadores agrupados em organizações (MulƟ-Tenant). A Figura 3.9 ilustra a segunda
arquitetura, sendo esta idênƟca à primeira com a exceção da camada de dados, que neste caso
foi composta pormúlƟplas instâncias (MulƟ-Instance Database), esta úlƟma solução acabou por
ser escolhida porque foi mais simples de desenvolver e implementar.
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Figura 3.9: Arquitetura da ferramenta CITT.
A equipa principal do CITT foi composta por 6 elementos, a qual decidiu (por mútuo acordo
entre as organizações) implementar o método Scrum (ou seja, as três organizações implemen-
taram este método) na fase de implementação. A distribuição dos papéis dos elementos foi
deﬁnida da seguinte forma:
Scrum Master: um elemento da PRIMAVERA BSS, Ɵnha o papel de assegurar que os princípios e
os valores do método Scrum fossem respeitados e os prazos do projeto fossem aƟngidos;
Product Owner: um elemento da WinTrust e um elemento da PRIMAVERA BSS, Ɵnham a res-
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ponsabilidade de estabelecer os requisitos e validar o desenvolvimento. O elemento com
o papel de ScrumMaster também assumiamuitas vezes este papel, isto acontecia quando
nenhum dos elementos que representava o papel de Product Owner estava presente nas
reuniões Scrum;
Equipa de Desenvolvimento: um elemento do CCG (como analista/testador), dois elementos
da PRIMAVERA BSS (um deles subcontratado ao CCG) e dois elementos da WinTrust (que
estavam a trabalhar em Braga, lado a lado com as pessoas da PRIMAVERA BSS, dado pos-
suírem os seus escritórios no mesmo ediİcio), que Ɵnham a responsabilidade do desen-
volvimento da ferramenta CITT.
3.2.2 Processo de Execução
O processo executado neste projeto é composto por três fases: iniciação, implementação e tes-
tes. Uma visão geral do processo está representada na Figura 3.10.
Figura 3.10: Visão geral do processo executado no projeto CITT.
Na fase de iniciação foram realizadas aƟvidades de modelação de negócios, levantamento
de requisitos e análise e conceção. A fase de implementação foi realizada através de sprints. E
por úlƟmo a fase de testes foi realizada em simultâneo com a fase de implementação no úlƟmo
mês (ou seja, 12º mês da fase de implementação).
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Fase de Iniciação
Esta fase teve a duração de 6 meses e a sua ﬁnalidade consisƟu no levantamento e deﬁnição
dos requisitos dos principais elementos consƟtuintes da ferramenta, desta forma foi possível a
criação do Product Backlog. A parƟr do diagrama de casos de uso, que é ilustrado na Figura
3.11 foram extraídos os requisitos para adicionar ao Product Backlog em forma de user stories
e registados na ferramenta TFS (Team FoundaƟon Server). Na Figura 3.12 é mostrado como
exemplo a decomposição do caso de uso U7 em user stories.
Figura 3.11: Diagrama de casos de uso do projeto CITT.
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Ao longo desta fase foram realizadas 9 reuniões de levantamento de requisitos e deﬁnição
da arquitetura, algumas nas instalações do CCG e outras nas instalações da PRIMAVERA BSS, que
Ɵveram como parƟcipantes o Scrum Master, os dois Product Owners (um da WinTrust e outro
da PRIMAVERA BSS) e o elemento subcontratado ao CCG.
Figura 3.12: Exemplo de user stories do caso de uso U7.
Esta fase terminou comuma cerimónia Sprint Zero, em que foram atribuídas tarefas à Equipa
de Desenvolvimento, tais como deﬁnir a estrutura da base de dados e desenvolver as funciona-
lidades para um MVP (Produto Minimamente Viável).
Fase de Implementação
Dentro desta fase, os user stories do Product Backlog foram implementados durante 24 sprints,
em que cada sprint teve a duração de 2 semanas. Para cada sprint foi selecionado um subcon-
junto de user stories do Product Backlog, deﬁnindo assim o Sprint Backlog. Na Figura 3.13 está
representado um exemplo do Sprint Backlog do sprint 5.
Cada Sprint Backlog conƟnha um conjunto de user stories como referido anteriormente, as-
sim como informação associada a cada user story, tais como o responsável, o estado, o esforço
esƟmado através dos Story Points, entre outras. Os Story Points permiƟram ao Scrum Master
monitorizar o estado do desenvolvimento ao longo do projeto. Um exemplo de monitorização
é o gráﬁco de burndown como ilustra a Figura 3.14.
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Figura 3.13: Sprint Backlog do sprint 5.
Figura 3.14: Gráﬁco de burndown do sprint 5.
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Ao longo do projeto, foi decidido pelo Scum Master que de sprint a sprint cada uma das
funcionalidades existentes no sistema deveria rodar por cada elemento da equipa, com o ob-
jeƟvo de adquirirem conhecimento tecnológico sobre todas as funcionalidades. Desta forma,
conseguia-se algumas vantagens, tais como a possibilidade de um elemento ser capaz de subs-
Ɵtuir outro caso fosse necessário, os elementos não adquirirem maus hábitos, facilidade em
detetar bugs e mais cuidados na codiﬁcação. Devido a esta decisão, foi necessário implemen-
tar em alguns sprints a práƟca Pair Programming do método ágil XP, conseguindo assim que
elementos com competências mais especiﬁcas em relação a certas funcionalidades pudessem
apoiar outros elementos.
No entanto, a parƟr dos sprints a meio da fase de implementação, o Scrum Master ajustou
a Equipa de Desenvolvimento, optando por alocar cada elemento às funcionalidades que se
enquadravam nas suas competências tecnológicas.
Foi proposto pela PRIMAVERA BSS a implementação do método Scrum, acabando por ser
aceite pelas restantes organizações do consórcio:
Reunião Product Backlog Groomings: ocorria quando havia necessidade de reﬁnar o Product
Backlog. Um exemplo era quando o Product Backlog conƟnha poucos user stories e ha-
via a necessidade de adicionar mais. Os parƟcipantes eram o Scrum master (neste caso
representava o papel de Product Owner) e a Equipa de Desenvolvimento.
Reunião Sprint Review: ocorria no ﬁnal de cada sprint, sempre no mesmo dia e à mesma hora,
segundas-feiras (2 em2 semanas) às 16 horas. Os parƟcipantes eramo ScrumMaster, pelo
menos um dos Product Owner e a Equipa de Desenvolvimento. O objeƟvo desta reunião
consisƟa em validar os user stories desenvolvidos durante o sprint e idenƟﬁcar possíveis
novos user stories. Esta reunião era realizada via Skype, uma vez que as organizações se
encontravam localizadas em cidades diferentes.
Reunião Sprint Planning: ocorria um dia após a Sprint Review com o objeƟvo principal de se-
lecionar as user stories para o Sprint Backlog do novo sprint. De seguida, eram deﬁnidas
tarefas para cada uma das user stories, assim como a atribuição da pessoa responsável por
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essa tarefa e o tempo necessário (em horas) para a sua conclusão. Nos primeiros sprints,
era diİcil prever o tempo necessário para a conclusão de um requisito, porque a equipa
trabalhou junta pela primeira vez e o seu ritmo de desenvolvimento era desconhecido. A
parƟr dos primeiros sprints, foi possível prever o ritmo da equipa e esƟmar o tempo de
conclusão de um requisito de formamais eﬁciente. Os parƟcipantes eram o ScrumMaster
e a Equipa de Desenvolvimento.
Reunião Daily Scrum: ocorria todos os dias de manhã com a duração máxima de 10 minutos.
Os parƟcipantes eram o ScrumMaster e a Equipa de Desenvolvimento. O objeƟvo era ter
um ponto de situação do trabalho realizado, na medida em que todos os parƟcipantes se
compromeƟam com o que seria realizado no próprio dia e Ɵnham o conhecimento do que
foi feito no dia anterior. Esta reunião por vezes era realizada via Skype.
Reunião Sprint RetrospecƟve: ocorria imediatamente a seguir à Sprint Review. Os parƟcipan-
tes eram o ScrumMaster e a Equipa de Desenvolvimento. Todos os parƟcipantes podiam
intervir de forma a dar a sua opinião (sobre o trabalho realizado e/ou sobre a equipa) do
que correu bem ou mal no sprint, podendo também sugerir melhorias para os próximos
sprints. Por exemplo, numa destas reuniões veriﬁcou-se que havia esƟmaƟvas de esforço
de user stories incorretas, pois não havia conhecimento suﬁciente para deﬁnir essas esƟ-
maƟvas, então decidiram introduzir spikes nos próximos sprints. Esta reunião era realizada
via Skype, devido à localização das organizações.
Ainda dentro desta fase, durante o úlƟmo mês ocorreu a fase de testes, os quais foram rea-
lizados a todos os sprints. Após os testes aos sprints realizaram-se testes ao piloto.
3.3 Recomendações
Esta secção apresenta um conjunto de recomendações para a adoção de práƟcas ágeis no de-
senvolvimento de soŌware, com base no estudo de casos uƟlizado neste trabalho.
As recomendações descritas nesta secção são dirigidas a organizações predispostas à adoção
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de práƟcas ágeis, principalmente para organizações que se enquadrem num contexto idênƟco
a um dos casos analisados.
No entanto, aconselha-se a leitura do arƟgo [4], uma vez que apresenta uma estrutura (ver
Figura 3.15) que orienta as organizações na adoção de práƟcas ágeis. Esta estrutura consiste em
dois componentes: (1) o índice de medição ágil (mais especiﬁcamente a medição SAMI), e (2)
um processo de quatro etapas. Como já foi referido anteriormente, o SAMI permite idenƟﬁcar a
maturidade ágil de projetos e organizações. Por outro lado, o processo de quatro etapas ajuda
a determinar se as organizações estão preparadas ou não para a adoção de práƟcas ágeis e
idenƟﬁcar através da maturidade ágil das organizações, quais são as práƟcas ágeis que podem
ser introduzidas.
Figura 3.15: Estrutura de orientação para a adoção de práƟcas ágeis [4].
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As recomendações serão caracterizadas pelo seguinte conjunto de propriedades:
DesƟnatário direto: Elemento do projeto a quem é dirigida a recomendação. Poderão exisƟr
um ou mais desƟnatários diretos.
DesƟnatário indireto: Elemento do projeto que parƟcipa na práƟca associada à recomendação
implementada. O desƟnatário indireto não é obrigatório. No entanto poderão exisƟr um
ou mais desƟnatários indiretos.
Tipo de projeto: Esta propriedade apresenta qual o Ɵpo de projeto a que se desƟna a recomen-
dação. O projeto poderá ser do Ɵpo simples ou complexo. No entanto, uma recomen-
dação poderá ser direcionada para ambos os Ɵpos de projeto. Considera-se um projeto
simples quando tem um número reduzido de funcionalidades, todas elas com um grau
de implementação baixo. Já um projeto complexo, poderá ter funcionalidades para as
quais a equipa do projeto tem apenas conhecimento superﬁcial do respeƟvo domínio, ou
poderá ter um número elevado de funcionalidades independentemente do grau de co-
nhecimento sobre o seu domínio. No Ɵpo de projeto complexo, o risco de insucesso no
desenvolvimento pode ser considerado elevado.
Condição: Esta propriedade restringe a implementação da recomendação nos casos em que a
própria condição se veriﬁca. Poderão exisƟr uma ou mais condições. No caso de exis-
Ɵr mais do que uma condição, a veriﬁcação de pelo menos uma delas é suﬁciente para
implementar a recomendação.
Recomendação: Aqui é feita a descrição da recomendação.
Beneİcios: Esta propriedade apresenta os beneİcios dos valores e princípios ágeis que a im-
plementação da recomendação irá fomentar no contexto do projeto.
MoƟvação: Esta propriedade permite perceber com base em que argumentos foi feita a cara-
terização da recomendação.
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De seguida, serão apresentadas as recomendações caracterizadas através da análise do es-
tudo de casos apresentado. Caso a maturidade ágil de uma organização não seja suﬁciente-
mente alta para permiƟr a implementação de algumadas recomendações, amesmadeve decidir
se pretende ou não efetuar as mudanças e melhorias necessárias para que seja possível adotar
as práƟcas recomendadas, com a ﬁnalidade de obter beneİcios na adoção dessas práƟcas.
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3.3.1 ParƟlhar o conhecimento sobre os valores e princípios ágeis
Recomendação 1 - ParƟlhar o conhecimento sobre os valores e princípios ágeis
DesƟnatário direto:





• Pelo menos um elemento da equipa do projeto não tem conhecimento sobre os va-
lores e princípios ágeis no desenvolvimento de soŌware.
Recomendação
ParƟlha de conhecimento sobre os valores e princípios ágeis entre os elementos da equipa
do projeto, sempre que pelo menos um dos elementos dessa equipa não esteja com eles
familiarizado no contexto de desenvolvimento de soŌware. Esta parƟlha de conhecimento
deverá ser realizada pelos elementos da equipa que defendam e que possuam conhecimen-
tos sólidos sobre os valores e princípios ágeis. Aconselha-se a incorporação de pelo menos
um elemento com esse conhecimento, caso não exista ninguém dentro da equipa do pro-
jeto com esse conhecimento. A parƟlha desse conhecimento deverá ser realizada antes do
início do projeto.
Beneİcio:
• ParƟlha de conhecimento
MoƟvação: Com base nos dados analisados do projeto iFlow, veriﬁcou-se que os elementos
da Bosch não Ɵnham conhecimento sobre os valores e princípios ágeis no desenvolvimento
de soŌware. Para colmatar este facto, os coordenadores de I&DT da UMinho que possuíam
o conhecimento relevante sobre os valores e princípios ágeis ﬁcaram responsáveis por par-
Ɵlhar esse conhecimento.
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3.3.2 Aceitar a adoção de práƟcas ágeis propostas por parceiros tecnológicos
Recomendação 2 - Aceitar a adoção de práƟcas ágeis propostas por parceiros
tecnológicos
DesƟnatários diretos:
• Responsável pelo desenvolvimento





• Um elemento pertencente a uma organização parceira num projeto propõe a adoção
de práƟcas ágeis;
• ExisƟrem evidências de beneİcios de projetos passados.
Recomendação
Aceitar a adoção de práƟcas ágeis propostas por parceiros tecnológicos do projeto, sempre
que essas práƟcas demonstrem beneİcios, com base em indicadores de projetos anteriores
realizados em contexto semelhante ao atual. Idealmente, este Ɵpo de proposta deverá ser
realizada antes do arranque do projeto.
Beneİcios:
• Cliente mais envolvido no processo de desenvolvimento
• Eventual aumento da saƟsfação do cliente
MoƟvação: Com base nos dados analisados do projeto CITT, veriﬁcou-se que a PRIMAVERA
BSS propôs a adoção dométodo Scrum (contém um conjunto de práƟcas ágeis) às restantes
organizações, que acabaram por aceitar a proposta com base na experiência e beneİcios
apresentados.
As organizações que proponhamaadoção de práƟcas ágeis no desenvolvimento de soŌware
devem garanƟr e reconhecer os beneİcios obƟdos com esta adoção.
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3.3.3 Treinar práƟcas ágeis
Recomendação 3 - Treinar práƟcas ágeis
DesƟnatário direto:
• Responsável pelo desenvolvimento
DesƟnatário indireto:




• Equipa de Desenvolvimento não tem experiência com as práƟcas ágeis que fazem
parte do método ágil que o responsável pelo desenvolvimento selecionou.
Recomendação
Treinar o método ágil que o responsável pelo desenvolvimento selecionou para o processo
de desenvolvimento do projeto. Antes do projeto arrancar a Equipa de Desenvolvimento
deverá ter um período de treino para se familiarizar com as práƟcas ágeis que serão adota-
das. Para isso deverá parƟcipar no desenvolvimento de umprotóƟpode umprojeto simples,
durante 1 ou 2 iterações.
Beneİcios:
• ParƟlha de conhecimento
• Maior conﬁança nas práƟcas ágeis
• Perceção das vantagens e desvantagens de cada práƟca ágil
• Perceber o contexto em que as práƟcas ágeis podem ser uƟlizadas
MoƟvação: Combase na literatura e nos dados analisados (principalmente numa entrevista
realizada a um dos elementos da Equipa de Desenvolvimento) do projeto CITT, revelou-se
importante a necessidade de Equipas de Desenvolvimento que não têm experiência com
as práƟcas ágeis no desenvolvimento de soŌware, realizem parƟcipações em iterações de
outros projetos simples, antes do arranque do seu projeto.
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3.3.4 UƟlizar ferramentas de gestão ágil
Recomendação 4 - UƟlizar ferramentas de gestão ágil
DesƟnatário direto:
• Responsável pelo projeto
DesƟnatário indireto:





• Não é uƟlizada nenhuma ferramenta de gestão ágil ou é uƟlizada uma que não é con-
siderada adequada.
Recomendação
UƟlização de ferramentas direcionadas para a gestão ágil no desenvolvimento de soŌware.
Para isso deverá primeiramente veriﬁcar, se a organização já possui alguma ferramenta com
essas caraterísƟcas. Caso contrário, deverá ser disponibilizada uma ferramenta para esses
propósitos.
Beneİcios:
• Organização do projeto
• Monitorização do projeto
MoƟvação: Combase nos dados analisados do projeto CITT, veriﬁcou-se que as ferramentas
de gestão ágil (neste caso o TFS) disponibilizam um conjunto de caraterísƟcas que permitem
adotar práƟcas ágeis com um grau de diﬁculdade baixo, no processo de desenvolvimento
de soŌware.
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3.3.5 UƟlizar ferramentas de comunicação
Recomendação 5 - UƟlizar ferramentas de comunicação
DesƟnatários direto:
• Responsável pelo projeto
DesƟnatários indireto:





• Pelo menos um elemento da equipa do projeto não tem o seu posto de trabalho nas
mesmas instalações em que se encontra a restante equipa, quer seja de modo tem-
porário ou mesmo deﬁniƟvo.
Recomendação
UƟlização de ferramentas de comunicação, tendo como principal caraterísƟca a comunica-
ção síncrona, como por exemplo, o Skype e o telefone. Os elementos da equipa do pro-
jeto que têm o seu posto de trabalho nas mesmas instalações deverão reunir-se presenci-
almente, comunicando através da ferramenta escolhida apenas com o(s) elemento(s) cujo




Com base nos dados analisados do projeto CITT, veriﬁcou-se que devido à localização em
diferentes instalações do posto de trabalho de um dos elementos da Equipa de Desenvol-
vimento, houve a necessidade de uƟlizar estas ferramentas de modo a garanƟr a comuni-
cação. A equipa seguia o método ágil Scrum e o uso das ferramentas de comunicação foi
necessário apenas nas Reuniões Daily Scrum, Reuniões Sprint Review e Reuniões Sprint Re-
trospecƟve. No entanto, estas ferramentas podem ser uƟlizadas em qualquer situação que
seja necessário a comunicação entre quaisquer elemento que consƟtua a equipa.
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3.3.6 Avaliar o ritmo da Equipa de Desenvolvimento
Recomendação 6 - Avaliar o ritmo da Equipa de Desenvolvimento
DesƟnatário direto:
• Responsável pelo desenvolvimento
DesƟnatário indireto:





• Equipa de Desenvolvimento trabalha em conjunto pela primeira vez;
• Necessidade de esƟmar o mais eﬁcientemente possível o esforço para o desenvolvi-
mento de requisitos.
Recomendação
Avaliação do ritmo da Equipa de Desenvolvimento nas primeiras iterações. Deverá ser re-
gistado o tempo real que a equipa demorou para concluir os requisitos que foram desenvol-
vidos ao longo das primeiras iterações. Consideram-se as primeiras iterações todas aque-
las em que a esƟmaƟva e o desenvolvimento dos requisitos que foram realizados, tenham
resultados muito díspares. Após essas iterações a Equipa de Desenvolvimento deverá ser
eﬁciente na esƟmaƟva do esforço para o desenvolvimento de cada requisito.
Beneİcio:
• Minimização do risco
MoƟvação: Com base nos dados analisados do projeto CITT, veriﬁcou-se que as esƟmaƟvas
de esforço nas primeiras iterações (sprints) eram diİceis de prever porque foi a primeira vez
que a equipa trabalhou em conjunto e o seu ritmo de desenvolvimento era desconhecido.
Através da informação recolhida sobre a equipa nas primeiras iterações, foi possível, a parƟr
desse momento, esƟmar, o esforço para a conclusão de cada requisito.
58 CAPÍTULO 3. ESTUDO DE CASOS
3.3.7 Realizar reuniões frequentes
Recomendação 7 - Realizar reuniões frequentes
DesƟnatário direto:





• O cliente não sabe bemquais são as suas necessidades e o cliente tem disponibilidade
para reunir com a frequência prevista;
• As necessidades do cliente precisam de ser esclarecidas e o cliente tem disponibili-
dade para reunir com a frequência prevista.
Recomendação
Realização de reuniões frequentes com o cliente e se possível com toda a equipa do res-
peƟvo projeto. Estas reuniões deverão ser realizadas em curtos espaços temporais, ide-




• SaƟsfação do cliente
MoƟvação: Com base nos dois projetos e na leitura realizada para este trabalho surge a
caracterização desta recomendação. Salienta-se a importância do contacto pessoal com o
cliente, de modo a garanƟr o feedback constante, permiƟndo assim reajustar as suas neces-
sidades.
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3.3.8 UƟlizar o Sprint Zero
Recomendação 8 - UƟlizar o Sprint Zero
DesƟnatário direto:
• Responsável pelo projeto
DesƟnatário indireto:




• Requisitos do projeto não estão deﬁnidos pelo dono do produto.
Recomendação
UƟlização do Sprint Zero. O Sprint Zero consiste numa primeira iteração antes do arranque
das iterações da fase de implementação, que permiƟrá à equipa do projeto idenƟﬁcar e reﬁ-
nar os requisitos iniciais do projeto. Para a realização desta iteração deverão estar presentes
os elementos da equipa do projeto capazes de idenƟﬁcar os requisitos.
Beneİcio:
• Minimização do risco
MoƟvação: Com base nos dados analisados dos dois projetos (CITT e iFlow), veriﬁcou-se a
uƟlização do Sprint Zero, com o objeƟvo de idenƟﬁcar os principais requisitos do Product
Backlog, deﬁnir a arquitetura do projeto e atribuir tarefas à Equipa de Desenvolvimento
para as funcionalidades de umMVP.
Apesar do Sprint Zero não ser muito referenciado na literatura, tem vindo a ser adotado
pelas organizações ao longo do tempo, de modo a colmatar a necessidade de idenƟﬁcar os
principais requisitos do projeto.
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3.3.9 UƟlizar a técnica spike
Recomendação 9 - UƟlizar a técnica spike
DesƟnatário direto:
• Responsável pelo desenvolvimento
DesƟnatário indireto:




• Equipa de Desenvolvimento tem diﬁculdades em esƟmar o esforço para o desenvol-
vimento de pelo menos um dos requisitos de um domínio, sobre o qual não possuem
um elevado grau de conhecimento;
• Necessidade de esƟmar o esforço para o desenvolvimento de requisitos o mais eﬁci-
ente possível.
Recomendação
UƟlização da spike, técnica pertencente ao método XP. Esta spike deverá ocorrer quando a
Equipa de Desenvolvimento se deparar com pelomenos um requisito, de um domínio sobre
o qual não têm conhecimento suﬁciente. A spike poderá ocorrer a qualquer altura da fase
de implementação.
Beneİcio:
• Minimização do risco
MoƟvação: Com base nos dados analisados dos dois projetos (CITT e iFlow), veriﬁcou-se
que o conhecimento da Equipa de Desenvolvimento sobre o domínio de alguns dos requi-
sitos era insuﬁciente, tendo sido necessário uƟlizar a técnica spike para realizar esƟmaƟvas
de esforço mais eﬁcientes.
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3.3.10 UƟlizar a práƟca Pair Programming
Recomendação 10 - UƟlizar a práƟca Pair Programming
DesƟnatário direto:
• Responsável pelo desenvolvimento




• Pelo menos um elemento da Equipa de Desenvolvimento tem conhecimento técnico
mais avançado em relação à restante equipa;
• Pelo menos um elemento não está a conseguir acompanhar a restante equipa a nível
de conhecimento técnico.
Recomendação
UƟlização da práƟca Pair Programming. Esta práƟca deverá ser realizada por um elemento
da Equipa de Desenvolvimento com um nível de conhecimento técnico avançado e outro
elemento que não esteja a conseguir acompanhar a Equipa de Desenvolvimento. A práƟca
Pair Programming poderá ser uƟlizada em qualquer altura na fase de implementação, de
modo a garanƟr que a equipa tenha o mesmo nível de conhecimento técnico.
Beneİcios:
• ParƟlha de conhecimento
• Desenvolvimento colaboraƟvo
MoƟvação: Com base nos dados analisados do projeto CITT, veriﬁcou-se que houve a ne-
cessidade de toda a Equipa de Desenvolvimento estar no mesmo nível de conhecimento
técnico. A práƟca Pair Programming permiƟu que os elementos da equipa commais experi-
ência, parƟlhassem o seu conhecimento com os elementos commenor conhecimentos téc-
nicos. Segundo a literatura, esta práƟca consiste em dois desenvolvedores trabalharem no
mesmo computador, tendo como principal vantagem a revisão constante do código. Nesta
situação esta práƟca foi uƟlizada para a parƟlha de conhecimento.
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3.3.11 Rodar os elementos da Equipa de Desenvolvimento
Recomendação 11 - Rodar os elementos da Equipa de Desenvolvimento
DesƟnatário direto:
• Responsável pelo desenvolvimento
DesƟnatário indireto:





• Os elementos da Equipa de Desenvolvimento precisam de obter conhecimento téc-
nico sobre todas ou quase todas as funcionalidades existentes no sistema a desenvol-
ver.
Recomendação
RotaƟvidade de todos os elementos da Equipa de Desenvolvimento a cada iteração. Du-
rante a iteração os elementos da equipa deverão ser alocados a tarefas pertencentes a pelo
menos uma funcionalidade, sendo que na próxima iteração deverão ser alocados a tare-
fas pertencentes a outra(s) funcionalidade(s), mesmo que as tarefas das funcionalidades
anteriores não estejam concluídas.
Beneİcios:
• ParƟlha de conhecimento
• Desenvolvimento colaboraƟvo
MoƟvação: Com base nos dados analisados do projeto CITT, veriﬁcou-se que nos primeiros
sprints (iterações) da fase de implementação houve rotação entre todos os elementos da
Equipa de Desenvolvimento, com o objeƟvo principal de estes adquirirem conhecimento
tecnológico sobre todas as funcionalidades do sistema. Esta rotação, para além do conhe-
cimento tornou a Equipa de Desenvolvimento mais ágil e colaboraƟva.
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3.4 Conclusão
Este capítulo teve como objeƟvo contribuir para a adoção de práƟcas ágeis no desenvolvimento
de soŌware, através da caraterização de um conjunto de recomendações baseadas em evidên-
cias encontradas no estudo de dois casos, o projeto iFlow e o projeto CITT.
Através da análise dos dados recolhidos no estudo de casos, veriﬁcou-se que a adoção de
práƟcas ágeis no processo de desenvolvimento de soŌware trouxe beneİcios, tais como a co-
municação constante, a saƟsfação do cliente, a qualidade do soŌware, entre outros. No caso
do projeto iFlow houve a necessidade de realizar um mapeamento de papéis do projeto iFlow
para os papéis do método ágil Scrum, conseguindo assim ter o aproveitamento dos princípios e
valores das práƟcas ágeis no desenvolvimento de soŌware.
Apesar de ambos os projetos seguirem o método ágil Scrum também foram adotadas práƟ-
cas ágeis que não fazem parte desse método, foi o caso do Pair Programming (no projeto CITT)
e do Refactoring (no projeto iFlow), as quais pertencem ao método XP. Nesse senƟdo as or-
ganizações adotaram práƟcas ágeis que mais se adequavam ao projeto a desenvolver, com a
ﬁnalidade de obter beneİcios com essa adoção. No entanto as organizações devem ter uma
maturidade ágil que permita a adoção de práƟcas ágeis, caso contrário, deverão decidir se pre-
tendem ou não implementar as melhorias necessárias para obter essa maturidade, de modo a
serem capazes de adotar essas práƟcas com sucesso.
As recomendações que foram caraterizadas neste capítulo pretendem incenƟvar as organi-
zações na adoção de determinadas práƟcas ágeis, perante as suas necessidades no desenvolvi-
mento de soŌware, de modo a que obtenham beneİcios na sua incorporação no seu processo
de desenvolvimento.
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Capítulo 4
Validação do Trabalho
Neste capítulo é apresentada a validação deste trabalho. A validação foi realizada através da
implementação num projeto real, de algumas das recomendações caraterizadas no capítulo an-
terior. As recomendações foram selecionadas tendo em conta determinadas condições encon-
tradas no projeto e compaơveis com as condições necessárias para implementar essas recomen-
dações.
4.1 Desenvolvimento de Timeline e do Dashboard AnalíƟco
4.1.1 Contextualização
O projeto Desenvolvimento de Timeline e do Dashboard AnalíƟco (DTDA) foi desenvolvido pela
organização CCG. O projeto teve a duração de 6 meses, sendo o seu principal objeƟvo o desen-
volvimento de dois componente, o Dashboard AnalíƟco e a Timeline.
O componente do Dashboard AnalíƟco consisƟa na implementação de uma plataforma de
visualização de informação composta pelos seguintes módulos: (1) tabelas, (2) calendários, (3)
horários e (4) gráﬁcos simples.
O componente Timeline consisƟa no desenvolvimento de uma aplicação interaƟva, que apre-
senta um conjunto de eventos dispostos por ordem cronológica comos quais o uƟlizador poderá
interagir.
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A Timeline dispõe das seguintes funcionalidades:
• Funcionalidades de integração
– Capacidade de deﬁnir intervalo temporal a apresentar;
– Capacidade de carregar os itens temporais de várias fontes, em parƟcular: (1) json,
Dataset e (2) itens estáƟcos no HTML;
– Capacidade de deﬁnir o template de esƟlos (css) a aplicar.
• Funcionalidades de interação com o uƟlizador
– Capacidade de mostrar itens temporais com vários Ɵpos de duração temporal (itens
pontuais, itens que ocupam um intervalo de tempo);
– Capacidades de zooming, e navegação na Timeline;
– Capacidade de visualização detalhada dos itens da Timeline. A visualização é reali-
zada através de uma janela popup com a informação detalhada do evento, link para
o conteúdo;
– Possibilidade de criar itens na Timeline.
Numa primeira abordagem ao projeto foi realizada a análise de requisitos. Aqui foram le-
vantadas as necessidades do cliente, e posteriormente essas necessidades foram sistemaƟzadas
através de diagramas UML, o que incluiu a uƟlização de diagramas de várias naturezas, como
casos de uso, aƟvidades, sequências, estados ou classes. A Figura 4.1 ilustra um dos diagra-
mas UML criados, neste caso, representando o diagrama geral dos casos de uso do componente
Timeline.
Foram também deﬁnidos um conjunto de protóƟpos e mockups, que permiƟram uma pri-
meira apresentação visual do sistema.
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Figura 4.1: Diagrama geral dos casos de uso do componente Timeline.
A equipa principal do projeto DTDA foi composta por 4 elementos, pertencentes à organi-
zação CCG, para o desenvolvimento do componente Dashboard AnalíƟco e posteriormente foi
incorporado mais um elemento, também da organização CCG, para o desenvolvimento do com-
ponente Timeline. Os elementos da equipa adotaram os seguintes papéis:
Gestor de Projeto: um elemento responsável pela organização do projeto, bem como pela in-
teração com o cliente, sempre que fosse necessário;
Equipa de Desenvolvimento: três elementos responsáveis pelo desenvolvimento do compo-
nente Dashboard AnalíƟco. Posteriormente foi incorporado mais um elemento no de-
senvolvimento do componente Timeline. De salientar a minha parƟcipação neste projeto
como o elemento incorporado para o desenvolvimento do componente Timeline.
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4.1.2 Recomendações Implementadas
O CCG é uma organização que normalmente uƟliza o modelo em cascata no processo de desen-
volvimento. No entanto para o projeto DTDA sugeri a implementação das recomendações ca-
raterizadas, caso se veriﬁcasse que as condições apresentadas pelas respeƟvas recomendações
eram cumpridas. Esta sugestão teve como ﬁnalidade a validação de algumas das recomenda-
ções caraterizadas neste trabalho.
A sugestão foi aceite, e foram veriﬁcadas as condições para implementar cinco recomenda-
ções:
ParƟlhar o conhecimento sobre os valores e princípios ágeis
Recomendação 1 - ParƟlhar o conhecimento sobre os valores e princípios ágeis
Condição que se veriﬁcou:
• Pelo menos um elemento da equipa do projeto não tem conhecimento sobre os va-
lores e princípios ágeis no desenvolvimento de soŌware.
Implementação da recomendação: No projeto DTDA, um dos elementos da equipa fez
parte da Equipa de Desenvolvimento do projeto CITT, uƟlizado como estudo de caso neste
trabalho. Através da envolvência no projeto CITT, esse elemento adquiriu conhecimentos
sólidos sobre os valores e princípios ágeis no desenvolvimento de soŌware, ﬁcando assim
responsável, antes do arranque do projeto DTDA, pela parƟlha desse conhecimento à res-
tante equipa que não deƟnha esse conhecimento.
Resultado: Toda a equipa adquiriu conhecimentos sólidos sobre os valores e princípios ágeis
no desenvolvimento de soŌware.
Depois desta recomendação (Recomendação 1), o gestor de projeto decidiu adotar algumas
das práƟcas do método ágil Scrum: (1) Product Backlog, (2) Sprint e (3) Reunião Sprint Review.
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UƟlizar ferramentas de gestão ágil
Recomendação 4 - UƟlizar ferramentas de gestão ágil
Condição que se veriﬁcou:
• Não é uƟlizada nenhuma ferramenta de gestão ágil ou é uƟlizada uma que não é con-
siderada adequada.
Implementação da recomendação: A organização CCG já Ɵnha instalada uma ferramenta,
o Redmine, a qual foi uƟlizada para o projeto DTDA. Como foram adotadas algumas práƟcas
do método ágil Scrum, houve a necessidade de instalar um plugin adicional na ferramenta
Redmine orientado para o Scrum.
Resultado: Facilitou a adoção das práƟcas ágeis adotadas devido às suas caraterísƟcas di-
recionadas para a gestão ágil. No entanto, apesar de facilitar a adoção dessas práƟcas, esta
ferramenta não foi uma experiência muito enriquecedora devido à sua interface bastante
confusa e às limitações do plugin. Devido a este facto, a organização está em processo de
migração para outra ferramenta de gestão ágil, que consideram mais adequada.
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UƟlizar ferramentas de comunicação
Recomendação 5 - UƟlizar ferramentas de comunicação
Condição que se veriﬁcou:
• Pelo menos um elemento da equipa do projeto não tem o seu posto de trabalho nas
mesmas instalações em que se encontra a restante equipa, quer seja de modo tem-
porário ou mesmo deﬁniƟvo.
Implementação da recomendação: Um elemento da Equipa de Desenvolvimento não Ɵnha
o seu posto de trabalho nas mesmas instalações (CCG) da restante equipa, sendo assim
disponibilizado o Skype como ferramenta de comunicação.
Resultado: Foram realizadas várias reuniões durante o processo de execução do projeto.
Nestas reuniões parƟcipavam todos os elementos no projeto. Esta ferramenta foi muito
importante, namedida emque foi possível a comunicação entre a equipa que se encontrava
nas instalações do CCG e o elemento da Equipa de Desenvolvimento que se encontrava fora
das instalações. Em algumas das reuniões o cliente tambémesteve presente, deslocando-se
até às instalações do CCG.
Realizar reuniões frequentes
Recomendação 7 - Realizar reuniões frequentes
Condição que se veriﬁcou:
• As necessidades do cliente precisam de ser esclarecidas e o cliente tem disponibili-
dade para reunir com a frequência prevista.
Implementação da recomendação: Como o cliente se mostrou disponível para a realização
de reuniões frequentes, foram realizadas reuniões de 2 em 2 semanas, com a parƟcipação
do cliente e de toda a equipa do projeto.
Resultado: Devido ao contacto frequente com o cliente, foi possível garanƟr o feedback
constante, de modo a reajustar as suas necessidades.
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UƟlizar a práƟca Pair Programming
Recomendação 10 - UƟlizar a práƟca Pair Programming
Condição que se veriﬁcou:
• Pelo menos um elemento não está a conseguir acompanhar a restante equipa a nível
de conhecimento técnico.
Implementação da recomendação: Na fase de implementação do componente Timeline
(realizada após implementação do componente Dashbord AnalíƟco), fui incorporado na
Equipa de Desenvolvimento. Como um dos elementos da Equipa de Desenvolvimento já
Ɵnha um nível de conhecimento técnico avançado, ﬁcou com a responsabilidade de parƟ-
lhar esse conhecimento comigo. O conhecimento desse elemento foi adquirido devido à
sua experiência no desenvolvimento do componente Dashboard AnalíƟco.
Resultado: Devido à parƟlha de conhecimento, a Equipa de Desenvolvimento ﬁcou com o
mesmo nível de conhecimento técnico, demodo a progredir na implementação da Timeline
de forma constante. Esta recomendação também foi enriquecedora namedida em que teve
o beneﬁcio do desenvolvimento colaboraƟvo.
4.2 Conclusão
Com a implementação das cinco recomendações no projeto DTDA, veriﬁcou-se a existência de
beneİcios, tais como a saƟsfação do cliente, qualidade no projeto (em termos de resultados
esperados) e o desenvolvimento colaboraƟvo. Foi considerado um projeto com sucesso, na
medida em que todas as necessidades do cliente foram implementadas dentro do prazo e orça-
mento.
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Capítulo 5
Conclusões e Trabalho Futuro
Neste capítulo, são apresentadas as conclusões ﬁnais do trabalho, com foco nas contribuições e
trabalho futuro.
5.1 Conclusões
O objeƟvo deste trabalho consisƟu em contribuir com um conjunto de recomendações para
facilitar a adoção de práƟcas ágeis no âmbito de organizações que desenvolvem soŌware.
Através da análise de dois projetos uƟlizados como estudo de casos foi possível perceber
como foram adotadas as práƟcas ágeis no desenvolvimento de soŌware, e em que condições é
que cada organização senƟu necessidade de adoção dessas práƟcas.
A análise do estudo de casos permiƟu a caraterização de um conjunto de recomendações,
assim como a caraterização dos beneİcios da sua implementação, que poderão ser uƟlizadas
em determinadas condições ou necessidades idenƟﬁcadas no desenvolvimento de soŌware.
As organizações não têm a necessidade de adotar um método ágil por completo, podem
adotar as práƟcas ágeis que mais se adequam ao projeto a desenvolver. No entanto as organi-
zações devem ter uma maturidade ágil que permita a adoção de práƟcas ágeis, caso contrário
deverão decidir se pretendem ou não implementar as melhorias necessárias para obter essa
maturidade de modo a serem capazes de adotar essas práƟcas com sucesso.
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5.2 PerspeƟvas de Trabalho Futuro
Na realização deste trabalho, foram idenƟﬁcadas algumas possibilidades de trabalho futuro:
• IdenƟﬁcar mais recomendações através do estudo de outros casos;
• Validar a implementação das recomendações em diferentes organizações.
Glossário
método Carateriza o processo com um conjunto de aƟvidades uƟlizado no desenvolvimento de
soŌware.
método ágil Processo de gestão e desenvolvimento de soŌware que usa uma abordagem de
planeamento e execução iteraƟva e incremental.
processo Sequência de aƟvidades que deverão ser realizadas com o objeƟvo de aƟngir um de-
terminado resultado.
requisito Capacidade que um sistema deve possuir para saƟsfazer as necessidades dos uƟliza-
dores.
risco Circunstância potencialmente adversa que pode ter efeitos negaƟvos ou perversos no pro-
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Guião de Entrevista de Análise do
Projeto CITT
Com a criação deste quesƟonário, deﬁniu-se os seguintes objeƟvos:
1. Entender qual foi a ﬁnalidade do projeto
2. Descrever o processo de execução do projeto
3. Perceber porque foram adotadas práƟcas ágeis na execução do projeto
Através da deﬁnição do objeƟvo foram formuladas as seguintes questões:
1. O que foi desenvolvido no projeto?
2. Qual foi a duração do projeto?
3. Quais foram os métodos (incorpora um conjunto de práƟcas ágeis) ou práƟcas ágeis uƟli-
zados?
(a) Porquê?
(b) Caso tenha sido adotado o método Scrum
i. Qual foi a duração de cada sprint?
ii. Como descreve a importância das práƟcas deﬁnidas neste método?
4. Como foi o processo de implementação dos métodos ou práƟcas ágeis no projeto?
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5. Quantos elementos consƟtuíam a equipa?
(a) Quais foram os seus papéis?
(b) Quais foram as suas responsabilidades?
6. Qual era a experiência dos elementos da equipa?
7. A equipa Ɵnha conhecimento sobre as práƟcas ágeis?
8. Qual foi a reação da equipa na implementação das práƟcas ágeis?
9. Como foi realizada a comunicação entre os elementos da equipa?
10. O processo de execução foi composto por fases?
(a) Quais?
11. Como foi realizada a gestão de requisitos?
12. Foram deﬁnidas ferramentas para apoiar a gestão de requisitos?
(a) Quais?
(b) Porquê?
13. Durante o desenvolvimento do projeto foi realizada monitorização?
(a) Como?
(b) Porquê?
14. Quais os desaﬁos (diﬁculdades) encontrados na adoção das práƟcas ágeis?
15. Quais os impactos (beneİcios) encontrados na adoção das práƟcas ágeis?
