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Tato bakalářská práce se zabývá návrhem a tvorbou navigačního systému po areálu Fa-
kulty informačních technologií Vysokého učení technického v Brně s hlasovým ovládáním.
Vysvětluje metody používané pro hledání nejkratší cesty na mapě, rozpoznávání řeči a po-
pisuje existující navigační systémy s hlasovým ovládáním. Práce je zaměřena především
na tvorbu uživatelského rozhraní s hlasovým ovládáním. Cílem hlasového ovládání je, aby
použití tohoto navigačního systému bylo přístupné a efektivní na veřejném místě. Hlasové
ovládání je realizováno pomocí knihovny BSAPI.
Abstract
This bachelor’s thesis describes the design and developement of navigation system for the
Faculty of information technology, Brno university of technology with voice control. It
explains the methods used for finding the shortest path on the map, speech recognition and
describes existing navigation systems with voice control. The thesis is focused on creating
a user interface with voice control. The purpose of voice control is to make usage of this
navigation system more accesible and effective in a public place. Speech recognizing is
realized with BSAPI library.
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Jak jistě mnozí zažili, není jednoduché se orientovat v neznámém prostředí. Například
při příchodu do rozlehlého, nám neznámého, areálu budov není snadné udržet správnou
orientaci, následně pak při hledání konretní osoby na konkrétním místě, a někdy i v kon-
krétním čase, často propadáme panice a jsme rádi za každou radu či pomoc při nasměrování
k vytouženému cíli. V těchto případech jsou občas k nápomoci plánky, směrové tabule, či
kolemjdoucí lidé. Snaha ulehčit si život však doprovází lidstvo od prvopočátku, a tak i v ob-
lasti navigačních systémů jsme od směrových ukazatelů dospěli do bodu, kdy nám dostupné
technologie umožňují na základě vstupních informací vybrat nejideálnější trasu k našemu
cíli. V případě navigačních systémů budov umístěných na veřejném místě pro využití širo-
kou věřejností nám pak vznikají nová specifika. Často okolní prostředí, či situace nedovoluje
uživatelům tohoto systému zadávat vstupní informace klasickým způsobem, tedy přes klá-
vesnici, a nabízejí se tak možnosti pro využití technologií dotykových obrazovek, či pro
člověka přirozené hlasové komunikace, která je předmětem i této práce.
Cílem bakalářské práce byla implementace navigačního systému pro areál Fakulty in-
formačních technologií Vysokého učení technického v Brně, přičemž ovládání tohoto sys-
tému se děje prostřednictím hlasových příkazů zadaných uživatelem. Prvním úkolem bylo
navrhnout vhodný způsob datové reprezentace mapy a informací o osobách. To vše za úče-
lem pozdějšího vyhledávání osob, místoností a optimálních cest nebo efektivního zobrazení
mapy v grafické podobě. Následující fáze se týkala návrhu a implementace grafického uži-
vatelského rozhraní spravujícího zobrazení mapy areálu fakulty s možností vyhledání cesty
na základě definovaného počátku a cíle. Implementace systému proběhla v programovacím
jazyce C++. Po dokončení této fáze a otestování dosavadních výsledků přišlo na řadu při-
pojení hlasového ovládání, kdy pro rozpoznání ovládacích příkazů bylo využito knihovny
BSAPI, kterou vyvinula výzkumná skupina Speech@FIT. Na závěr byl systém podroben
otestování, při kterém byla hodnocena především efektivita hlasového ovládání.
Celá práce je rozčleněna do osmi kapitol. Druhá kapitola (2) se ve stručnosti zabývá
grafovou reprezentací mapy a algoritmy pro nalezení nejkratší cesty v grafu. Následující
kapitola (3) je věnována rozpoznávání řeči. Jsou zde uvedeny základní metody rozpoznávání
a popis rozpoznávače použitého v této práci. Kapitola (4) dává náhled na aktuální navigační
systémy využívající ovládání hlasem. Pátá a šeštá (5,6) kapitola je zaměřena na popis
návrhu a implementace samotného systému. V závěrečných dvou kapitolách (7,8) je popsáno





V této kapitole se zaměříme na reprezentaci mapy v podobě grafu a algoritmy sloužící pro
hledání nejkratší cesty. V pozdějších kapitolách (5.3) budou uvedeny dostupné knihovny
usnadňující práci s grafy a využívající popsané algoritmy pro hledání nejkratších cest
v grafu. Co je to graf a obecnou teorie o nich je možné najít v [22]. Tyto materiály byly
využity při tvorbě této kapitoly.
2.1 Grafová reprezentace
Obecně se problémy s hledáním nejkratší cesty v grafu vyskytují v mnoha situacíh. Ať už
jde o hledání dopravního spojení v jízdních řádech, plánování pohybu robotů, routování
paketů v síti internetu, hledání nejkratších cest v automobilových navigacíh nebo právě
navigování uvnitř budov. Motivací nám může být příklad budovy na obrázku 2.1 znázorněné
grafem, obrázek 2.2. Místnosti (a, b,. . . , g) odpovídají vrcholům a chodby mezi nimi (x, y, z)
hranám. Každá chodba má svoji délku, ta odpovídá ohodnocení odpovídající hrany. Z takto
zadaného grafu můžeme určit nejkratší cestu z jedné místnosti do druhé. Při zadání dalších
informací, jako je např. omezení na pohyb pouze ve vnitřních prostorách nebo využití pouze
bezbariérových přístupů, pak lze zjistit i nejoptimálnější cestu na základě těchto parametrů,




Obrázek 2.1: příklad budovy
2.2 Algoritmus A*
Algoritmus (vytvořený Peterem Hartem, Nilsem Nilssonem a Bertramem Raphaelem), slou-






Obrázek 2.2: budova reprezentovaná grafem
ných grafech, vychází z principů Dijkstrova algoritmu, ke kterým přidává heuristický prvek
[3].
V algoritmu je pro nalezení nejkratší cesty z počátečního vrcholu do koncového vrcholu
grafu uplatněn tzv. hladový princip [22]. Pro ohodnocení jednotlivých vrcholů je využí-
vána funkce f(x) = g(x) + h(x), kde g(x) reprezentuje funkci vyjadřující vzdálenost mezi
počátečním vrcholem a daným vrcholem a h(x) reprezentuje heuristickou funkci. Heuris-
tická funkce musí splňovat dvě podmínky – její hodnota musí být větší než nula a musí
být tzv. přípustná [22], tzn. její hodnota pro každý vrchol musí být nižší nebo rovna sku-
tečné vzdálenosti z daného uzlu do cíle (hodnota nikdy nemůže být větší než je skutečná
vzdálenost z daného uzlu do cíle). Podoba heuristické funkce se odvíjí od samotného řeše-
ného problému. Při použití algoritmu například při hledání nejkratší cesty z jednoho města
do druhého, lze jako heuristickou funkci použít vzdálenost vzdušnou čarou, jedná se totiž
o nejkratší možnou cestu.
Jako vstup algoritmu uvažujeme ohodnocený graf, počáteční vrchol a cílový vrchol.
Jako výstup pak dostáváme nejkratší cestu z počátečního vrcholu do cílového. Samotný
algoritmus po té probíhá v následujícíh krocích:
• Vytvoř prázdnou množinu cest F.
• Do množiny F vlož cestu nulové délky obsahující počáteční uzel s.
• Dokud není množina F prázdná, opakuj:
– Z množiny F vyber nejkratší cestu p (s nejnižší hodnotou f(p)) a odeber ji.
– Končí-li cesta v cílovém uzlu, vrať ji a ukonči výpočet.
– Vytvoř nové cesty použitím všech možných operátorů na koncový uzel cesty p,
které neobsahují smyčky.
– Jestliže dvě cesty končí ve stejném uzlu, odstraň všechny kromě té nejkratší
(s nejnižší hodnotou f(x)).
– Přidej cestu p do množiny F.
• Je-li množina F prázdná, oznam, že žádná cesta z počátečního do cílového uzlu nee-
xistuje.
Pro náš navigační systém není algoritmus A* příliš vhodný a to z důvodu obtížnější
volby heuristické funkce. Zatímco v případě použití při hledání nejkratší cesty mezi dvěmi
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městy lze uvažovat heuristickou funkci vzdušnou vzdálenost, v případě mapy budovy nám
situaci komplikuje možnost více podlaží a vzdušná vzdálenost tedy nemusí být vhodná.
O využití algoritmu A* v navigaci po budově pojednává tato práce [20].
2.3 Dijkstrův algoritmus
Autorem algoritmu, který jsem zvolil jako vhodný pro plánovaný systém, je nizozemský
informatik Edsger Wybe Dijkstra, uveřejnil ho v roce 1959 [22]. Algoritmus najde nejkratší
cestu v orientovaném grafu, který nemá záporné ohodnocení hran, mezi počátčním vrcholem
a všemi ostatními vrcholy grafu. Pokud bychom chtěli nalézt nejkratší cestu mezi dvěma
konkrétními vrcholy grafu, je možné algoritmus ukončit již po nalezení a označní konečného
vrcholu a v následujících iteracích algoritmu není nutné pokračovat.
Samotný algoritmus po té probíhá v následujícíh krocích [22]:
• Nastavíme u všech vrcholů jejich nejkratší cestu k počátku na hodnotu odpovídající
nekonečnu. U počátečního uzlu tuto hodnotu nastavíme do nuly.
• Všechny vrcholy vložíme do dočasné množiny.
• Dokud nejsou všechny vrcholy grafu nastaveny jako trvalé a zároveň není označen
konečný vrchol jako trvalý, opakuj:
– Z vrcholů umístěných v dočasné množině, vybereme vrchol V takový, jehož
hodnota nejkratší cesty k počátku je nejnižší. (V prvním kroce to bude počáteční
vrchol).
– Tento vrchol V přesuneme do trvalé množiny.
– Pro každý uzel, který není v trvalé množině a sousedí s vrcholem V, provedeme
aktualizaci ohodnocení. Porovnáme jejich nejkratší cestu k počátku se součtem
nejkratší cesty vrcholu V a ohodnocení hrany h, vedoucí z vrcholu V do právě
aktualizovaných vrcholů. Pokud je hodnota součtu nejkratší cesty vrcholu V a
ohodnocení hrany h menší než nejkratší cesta právě aktualizovaného vrcholu,
přiřadíme aktualizovanému vrcholu hodnotu tohoto součtu, jinak hodnotu po-
necháme.
Vstupem algoritmu uvažujeme nezáporně ohodnocený graf, počáteční vrchol a konečný
vrchol. Jako výstup pak volíme datovou strukturu, která obsahuje nejkratší cesty z počá-
tečního vrcholu do ostatních vrcholů. Během výpočtu je u každého vrcholu uchovávána
hodnota představující nejkratší nalezenou cestu z počátku a stav, který představuje, zda
je nalezená cesta dočasná nebo trvalá. Pozdější rekonstrukce nejkratší cesty je možná při-
dáním ukazatele na předchůdce u každého vrcholu (počáteční vrchol má předchudce sebe
sama).
Pro lepší názornost uveďme pseudokód [22], kde E je množina všech hran grafu, V je
množina všech vrcholů grafu, s je počáteční vrchol, v představuje jednotlivé vrcholy, d[v]
značí nejkratší cesty k počátku z jednotlivých vrcholů, d[s] značí nulovou nejkratší cestu
k počátku u počátečního vrcholu, N je množina dosud nenavštívených vrcholů (dočasné
vrcholy) a p[v] obsahuje ukazatele na předchůdce pro jednotlivé vrcholy.
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function Dijkstra(E, V, s)





while N is not empty
u = extractmin (N)
if u == target
break
for each neighbor v of u
alt = d[u] + l(u, v)
if alt < d[v]
d[v] = alt
p[v] = u
Tento algoritmus, jak již bylo uvedeno, bude uvažován při návrhu a implementaci navi-
gačního systému. Je to především z důvodu jeho všeobecné rozšířenosti a dostupné imple-




Hlasové ovládání je založeno na rozpoznání klíčových slov v nahrávce řeči. Pro nástínění
této problematiky vznikla následující kapitola. Při její tvorbě posloužily jako důležitý zdroj
informací [21] a [15]. Na závěr kapitoly je uveden popis knihovny BSAPI, která obsahuje
rozpoznávač a která bude využita při implementaci hlasového ovládání aplikace.
3.1 Rozdělení rozpoznávání řeči
Rozpoznávání řeči lze v základu dělit podle závisloti na mluvčím nebo podle metod rozpo-
znávání.
Z pohledu závislosti na mluvčím rozlišujeme systémy závislé na mluvčím (SD - Speaker
Dependent) a systémy na mluvčím nezávislé (SI - Speake Independent). Systémy závislé na
mluvčím obečně dosahují pro osobu, na kterou jsou natrénovány modely, lepších výsledků.
Před použitím těchto systémů je nutné, aby mluvčí, který bude systém využívat, namluvil
pro natrénování modelů trénovací nahrávky. Na druhou stranu systémy, které na mluvčím
závislé nejsou, jsou natrénované pomocí nahrávek od velkého množství lidí. Není dosahováno
takové přesnosti jako u systému na mluvčích závislých, umožňují však použití širšímu okolí
uživatelů bez trénovací promluvy.
3.2 Dynamické borcení času – DTW
Dynamické borcení časové osy (anglicky Dynamic Time Warping) provádí porovnávání
dvou nahrávek navzájem. Rozpoznávač k porovnávání využívá slovník se sadou vzorů slov
a nahrávka určená k rozpoznání je s tímto slovníkem porovnávána. Metoda měří podobnost
slov a hledá nejlepší shodu. Tato metoda je vhodná pro rozpoznávání izolovaných slov.
Pro zvýšení přesnosti lze využít adaptace na mluvčího – vzorovou sadu slov namluví sám
uživatel, který bude rozpoznávač používat.
3.3 Skryté Markovské Modely – HMM
Jde o statistické stavové automaty (modely) modelující řeč pomocí stavů a přechodů mezi
nimi. Tyto model je nutné předem natrénovat. Stavy skrytého Markovova modelu odpo-
vídají pravděpodobnostním (Gasussovým) rozložením parametrů určitého úseku řečového
signálu. Úsek může představovat fonémy, slabiky nebo i celá slova. Princip detekce řeči po
té spočívá v hledání nejpravděpodobnější cesty napříč rozpoznávací sítí. K tomu se využívá
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token passing algoritmu, založeném na počítání pravděpodobností průběžně při průchodu
modelem. Výsledkem hledání cesty je posloupnost modelů řeči.
Rozpoznávače využívající skryté Markovovy modely mohou být použity pro rozpoznání
izolovaných i spojených slov nebo i pro rozpoznání spojité plynulé řeči. Při rozpoznávání
slov je využíváno slovníků, kdy ke každému slovu ve slovníku odpovídá natrénovaný model.
U spojité řeči se pro modelování, místo celých slov, používají fonémy. Využitím modelů
modelujících fonémy získáváme navíc možnost modelovat i slova, která nejsou obsažena v
trénovacích záznamech.
3.4 Použitý rozpoznávač – knihovna BSAPI
Použitý rozpoznávač je založen na skrytých Markovských modelech modelujících fonémy a
je součástí knihovny BSAPI (Brno Speech Application Interface) [11]. K dispozici jsou také
natrénované modely společně se slovníkem obsahující několik tisíc českých slov.
Knihovna BSAPI slouží jako rozhraní pro komunikaci s knihovnou BSCORE (Brno Spe-
ech core). Ta vznikla jako projekt výzkumné skupiny Speech@FIT na Fakultě informačních
technologií Vysokého učení technického v Brně a poskytuje algoritmy pro parametrizaci,
klasifikaci nebo rozpoznávání plynulé řeči, detekci klíčových slov nebo např. identifikaci
mluvčího.
Aplikační rozhraní je objektově orientované. Každý algoritmus má svou vlastní třídu,
ty jsou přístupné prostřednictvím rozhraní, které je jednoznačně rozlišeno identifikátorem
(je tak možno zajistit např. počítání referencí a případné uvolňování paměti při nulových




Před samotným návrhem vlastního navigačního systému proběhl průzkum stávajích naviga-
čních systémů. Byla snaha nalézt existující navigační systém pro budovy, který by využíval
hlasového ovládání. Takový se však nalézt nepodařilo a tak pro průzkum hlasového ovládání
byly uvažovány GPS navigace s hlasovým ovládáním, konkrétně Navigon Plus 70 [7]. Pro
názornou ukázku navigačního systému v budově posloužila ineraktrivní dotyková tabule
jednoho z brněnských nákupních center.
4.1 Navigon Plus 70
Tato GPS navigace disponuje podporou hlasového ovládání v češtině. Před samotným pou-
žitím hlasového ovládání musí být tato funkce zapnuta v nastavení navigace. Používání
hlasového ovládání po té spočívá v jednom klepnutí na dotykové obrazovce pro jeho ak-
tivaci a postupným zadáváním hlasových pokynů navigaci, pro nalezení konkrétní adresy,
oblíbeného místa či důležitého místa v okolí. V rámci těchto voleb navigace před každým
krokem vyhledávání přehraje, co za druh vstupu očekává a po té oznamovacím tónem dává
pokyn k zadání uživatelského vstupu. Po dokončení procedury zádávání vstupních údajů
navigace před samotným vyhledáváním znovu přehraje zadané údaje a umožní případnou
korekci.
Obrázek 4.1: GPS navigace Navigon Plus 70
11
4.2 Informační dotyková tabule nákupního centra
Pro získání inspirace o navigačních systémech uvnitř budov posloužila informační tabule
(obrázek 4.2) umístěná v jednom z nákupních center v Brně. Zobrazuje informace o současné
poloze uživatele, dovoluje prohlížet seznam obchodů a jejich rozmístění v areálu obchodního
centra a vyhledává cestu k vámi zvolenému obchodu. Tato interaktivní tabule nevyužívá
hlasového ovládání, je ovládána skrze dotykovou obrazovku. Posloužila však pro představu
o možném vzhledu a funkčnosti navigačního systému.
Obrázek 4.2: Informační tabule v nákupním centru, autor: Pavel Ševela / Wikimedia Com-
mons [19]
4.3 Další systémy s hlasovým ovládáním
Pro úplnost zde uvádím další zajímavé aplikace, na které jsem při zkoumání stávajích sys-
témů narazil, ale které se přímo netýkají navigačních systémů. Využívají však hlasového
ovládání. Jednou z nich je aplikace pro rozpoznávání řeči Microsoft Windows Speech Re-
cognition [14], která umožňuje hlasové ovládání počítače. Nebo aplikace hlasem ovládáné




Návrh programu má za cíl ujasnit si cíle ještě před samotnou implementací a posloužit jako
vzor postupu při vývoji aplikace. Uvažovaný navigační systém byl navrhován s důrazem
na hlasové ovládání. V této kapitole lze postupně nalézt návrh implementace vnitřních
funkčních celků aplikace, volbu implementačních prostředků pro tvorbu aplikace a návrh a
tvorbu uživatelského rozhraní.
5.1 Požadavky na navigační systém
Základním požadavkem na navigační systém byla možnost zadávání hledané osoby, vyhle-
dávání trasy a ovládání uživatelského rozhraní za pomocí hlasového vstupu. Hlasové příkazy
by měli být uživateli na první pohled zřejmé a pochopitelné. Vzhledem k plánovanému vy-
užití systému na veřejných místech nebylo nutné uvažovat klasické ovládací prvky reagující
na myš či klávesnici. Aplikace měla být určena pro prostředí operačního systému Linux a
implementace měla proběhnout v jazyce C++.
Systém by na základě uživatelských příkazů měl ovládat zobrazení mapy, umožnit vy-
hledat osobu na základě zadaného jméno a příjmení a nalézt cestu k místnosti, v které daná
osoba sídlí. Princip činnosti navigačního systému je znazorněn na obrázku 5.1.
5.2 Knihovna pro tvorbu GUI
Pro implementaci byl přednostně uvažován jazyk C++, z tohoto požadavku se dále odvíjeli
možnosti volby knihovny pro tvorbu uživatelského rozharní. Základním požadavkem vedle
zvoleného programovacího jazyka byla multiplatformnost a možnost jednoduchého propo-
jení s ostatními knihovnami (modul pro rozpoznávání řeči, nahrávání zvuku, knihovna pro
práci s grafy, atd.). Výsledkem zhodnocení těchto požadavků bylo uvažování následujícíh
dvou knihoven.
5.2.1 wxWidgets
Jde o open-source knihovnu nabízející vytváření především grafického uživatelského roz-
hraní. Knihovna je multiplatformní, je možné ji použít na operačních systémech Microsoft
Windows, Linux nebo Mac OS a je dostupná pod licencí GNU LGPL [18]. Je implemntována
v jazyce C++ a kromě tohoto programovacího jazyka existuje podpora mnoha dalších, jako
například: Python (wxPython), Perl (wxPerl), Ruby (wxRuby) nebo Java (wx4j). Jedná
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Obrázek 5.1: Zobrazení principu činnosti aplikace
se o nativní toolkit, tzn. namísto napodobování a používání vlastních grafických prvků
používá nativní grafické prvky na podporovaných platformách. Je tak zachován dojem, že
aplikace byla vyvýjena pro konkrétní platformu. Při vývoji je možno použít vizualizační
framework WxFormBuilder [17]. Příkladem známých aplikací, které tuto knihovnu využí-
vají, může být například VLC Media Player (multimedální přehrávač) nebo Code:Blocks
(vývojové prostředí).
Aplikace založené na wxWidgets jsou řízeny událostmi, princip obsluhy událostí je na-
stíněn na obrázku 5.2
5.2.2 Qt
Podobně jako wxWidgets je i Qt multiplatformní knihovna určená ke tvorbě uživatelských
rozhraní, původně vyvýjenou od roku 1999 firmou Trolltech a později Nokia [8]. Jde o kni-
hovnu jazyka C++, ale existuje i ve verzích pro Python (PyQt), Ruby (QtRuby), C, Perl,
Pascal nebo Java (Jambi). Kromě modulů pro tvorbu grafického uživateslkého rozhraní
obsahuje podopru a moduly pro lokalizaci aplikací, SQL, zpracování XML, správu vláken,
přístup k souborům, práci se sítí nebo multimédii. Aplikace vyvíjené s pomocí této knihovny
je možné distribuovat pod licencí GPL nebo LGPL. Významnou součástí knihovny je pro
vývojáře volně dostupné vývojové prostředí Qt Source development kit, které obsahuje
např. Qt Designer pro tvorbu GUI pomocí grafického editoru, Qt Creator co by IDE pro
tvorbu aplikací v Qt, Qt Assistant zpřístupňující kvalitní online dokumentaci.
Základní princip Qt knihovny je postaven na existenci signálů a slotů využívaných pro
komunikaci mezi objekty. Ty lze využít ve všech objektech přímo i neppřímo zděděných od
třídy QObject. Signály se vzájemně propojují se sloty, přičemž plátí, že jeden slot může být
propojen s více než jedním signálem a stejně tak i opačně jeden signál může být napojen
na více slotů. Sloty samotné lze po té, i mimo příjem signálů, využít jako jakékoliv metody
objektu.
Tato knihovna byla zvolena pro implementaci uživatlského rozhraní tohoto projektu.
Oproti WxWidgets byla nejvýznamnější výhodou výborně zpracováná dokumentace s mnoha
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Obrázek 5.2: wxWidgets – příklad vykonání obsluhy stisku tlačítka [13]
praktickými ukázkami a především komplexní vývojové prostředí, které vývojáři Qt fra-
meworku dávají k dispozici zdarma. Další skutečností, která vedla k této volbě je to, že Qt
má k dispozici funkce pro zpracování formátu XML, který bude využit pro uložení grafové
reprezentace.
5.3 Knihovny pro práci s grafy
Z volby reprezentovat mapu pomocí grafu plyne nutnost implementovat grafovou reprezen-
taci a zamýšlené algoritmy v programovacím jazyce. Bylo by však zbytečné implementovat
tyto algoritmy svépomocí v situaci, kdy je volně dostupné velké množství knihoven, které
práci s grafy usnadňují. Kritériem při výběru knihovny byla implementace v jazyku C++
a pokud možno multiplatformnost.
5.3.1 Knihovna Boost
Jde o volně dostupnou, přenositelnou C++ knihovnu, která obsahuje spoustu knihoven
z různých oblastí, počínaje matematikou, přes multiplaformní vícevláknové programování
a konče zpracováním znakových řětězců. Ke každé této knihovně je dostupná online do-
kumentace v anglickém jazyce [1], která popisuje jak instalaci knihovny tak i její použití.
Knihovnou je možno využívat jak v Unix tak Windows systémech. V rámci knihovny Boost
existuje knihovna Boost Grap Library BGL [2], která je určena pro práci s grafovými struk-
turami. Tato knihovna umožňuje tvorbu různých typů grafů (orientovaný, neorientovaný,
typy a vlastnosti jeho vrcholů a hran, atd.) a poskytuje metody pro práci s nimi. Kupří-
kladu pro hledání nejkratší cesty v grafu, je k dispozici osm algoritmů: astar search, bell-
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Obrázek 5.3: Qt – princip signálů a slotů [9]
man ford shortest paths, dag shortest paths, dijkstra shortest paths, dijkstra shortest paths-
no color map, johnson all pairs shortest paths a r c shortest paths.
5.3.2 Další knihovny pro práci s grafy
Knihovna BGL se vyznačuje poměrně slušnou komplexností a i díky obsáhlé online doku-
mentaci byla zvolena jako vyhovující pro naši implementaci. Pro lepší přehled a případné
porovnání uvedu několik dalších knihoven, které při práci s grafy lze použít. Jednou z těchto
knihoven je knihovna Lemon (Library for Efficient Modeling and Optimization in Networks)
[5]. Jedná se o open-source C++ knihovnu zaměřenou na práci s grafy a sítěmi. Mimo jiné
umožňuje vytvářet grafové struktury, provádět vyhledávání v grafech (nejkratší, nejrych-
lejší,. . .), apod. Další knihovnou je igraph [4]. Jde o open-source software pro tvorbu a
manipulaci s neorientovanými i orientovanými grafy. Obsahuje implementace pro klasické
problémy teorie grafů (minimální kostry, toky v síti) a také implementuje algoritmy pro
některé nové metody síťové analýzy.
5.4 Knihovny pro zpracování zvuku
Pro správné fungování hlasového ovládání je potřeba zajistit online nahrávání zvuku při
běhu aplikace. Rozpoznávač knihovny BSAPI vyžaduje následující parametry vstupní na-
hrávky:
• WAV – formát uložených dat
• 8kHz – vzorkovací frekvence nahrávky
• MONO – 1 kanál
• PCM – 16-bitové vzorky
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V následujích podkapitolách budou uvedeny a popsány knihovny PortAudio [12] a libsndfile
[6], které budou využity pro záznam zvuku.
5.4.1 knihovna PortAudio
PortAudio je multiplatformní open-source knihovna určená pro přehrávání a záznam zvuku,
je psána v jazyce C, C++ a existuje implementace i pro jazyky PureBasic či Lazarus/Free
Pascal. Činnost knihovny je založena na volání callback funkcí zpracovávájících vstupní/výstupní
stream.
Knihovna splňuje požadované vlastnosti na výstupní nahrávku a proto byla použita při
implementaci. Protože však nedokáže ukládat záznam zvuku ve formátu WAV, ale pouze
RAW, jako knihovna BSAPI požaduje, bylo nutné nalézt způsob jak výslednou nahrávku
uložit ve správném formátu. K tomu účelu byla nalezena knihovna
tt libsndfile(5.4.2).
5.4.2 knihovna libsndfile
Libsndfile je C, C++ GNU LGPL knihovna určená pro čtení a zápis souborů obsahujících
navzorkovaný zvuk přes standardní rozhraní knihovny, podporuje formáty WAV či AIFF
(Apple). Knihovna je ve verzi pro operační systémy Linux (obecně lze však sestavit a
používat v libovolném Unixovém prostředí) i Windows a to ve 32 i 64 bitových verzích.
Tato knihova bude využita společně s knihovnou PortAudio (5.4.1) pro záznam a uložení
zvukové nahrávky při implementaci navigačního systému (obrázek 5.4).
Obrázek 5.4: Zpracování zvukového vstupu knihovnami PortAudio a libsndfile
5.5 Objektový návrh aplikace
Vzhledem ke skutečnosti že za implementační jazyk byl zvolen jazyk C++, bylo přistoupeno
k objektovému návrhu aplikace. Při návhru bylo nutné brát v potaz hlasové ovládání. Tento
způsob ovládání vyžaduje nahrávání vstupních příkazů mikrofonem. Aby při rozpoznávání
řeči a nahrávání zvuku nevznikal dojem zamrznuté aplikace, bylo nahrávání zvuku umístěno
do vlastního vlákna. Podobná situce by mohla nastat i u rozpoznávače slov, který je poměrně
náročný na systémové prostředky a vyžaduje určitý čas na rozpoznávání, je tedy taky
v samostatném vlákně. Po spuštění aplikace dojde ke konfiguraci hlavní aplikace a zobrazené
mapy. Zároveň bude nutné začít rozpoznávat řeč v samostatném vlákně. Na základě tohoto
rozpoznávání bude v případě detekce řeči započato nahrávání zvuku. Při detekci ticha
je nahrávání ukončeno, přičemž je o tom informována hlavní aplikace, která vydá pokyn
pro spuštění vlákna rozpoznávače. Po ukončení rozpoznávání slov budou rozpoznaná slova
předána hlavní aplikaci k dalšímu zpracování. Na základě těchto slov hlavní okno provádí
řídící operace nebo vyplňuje uživatelské vstupy, přičemž při detekci příkazu pro vyhledání
cesty je spuštěno vyhledávání, jehož výsledek je předán hlavní aplikaci. Ta následně zajistí
zobrazení nalezené cesty na mapě.
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Stručný popis plánovaných činnosti jednotlivých tříd:
• MainWindow – hlavní okno aplikace, řízení uživatelského rozhraní a chodu programu
• Ui MainWindow – prvky uživatelského rozhraní
• MapObjects – správa objektů mapy, jejich konfigurace a uchování
• MapWidget – vykreslení mapy do hlavního okna aplikace
• MapSearch – vyhledání nejkratší cesty na základě vstupních parametrů
• MapStartPosition – dialog pro nastavení výchozího bodu vyhledávání
• MapSettingsDialog – dialog pro nastavení úrovně hlasitosti detekce řeči
• MapAudioRecorder – samostatné vlákno nahrávání zvuku a detekce řeči
• MapRecognizer – samostatné vlákno pro rozpoznání slov v nahraném zvuku, využí-
vájící pro rozpoznávání rozpoznávače BSAPI
• MapRecognizerTarget – třída sloužící pro ukládání rozpoznaných slov do textového
souboru na disk
• ErrorHandler – poskytnutí zpráv o aktuálním stavu rozpoznávače
Obrázek 5.5: Objektový návrh aplikace
5.6 Návrh uživatelského rozhraní
Uživatelské rozhraní je navrženo čistě pro hlasové ovládání. Okno je rozděleno do tří svislých
částí. V prostřední části okna bude zobrazená vygenerovaná mapa. Informace o mapě a
vstupních údajích pro vyhledávání budou zobrazeny v levé části okna. Pravá část okna
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je určena pro zobrazení a editaci vstupních dat od uživatele. Ve spodní části okna bude
umístěn stavový řádek informující o aktuálním stavu aplikace, v horní části pak nalezneme
řádek menu, jedinou část uživatelského rozhraní reagující standarní ovládací prvky (myš).
Přes tohle menu budou vyvolávány dialogy pro nastavení aplikace. Znázornění rozčlenění












Obrázek 5.6: Návrh rozmístění prvků uživatelského rozhraní
5.7 Návrh formátu uložení grafu
Pro uložení grafové reprezentace mapy bylo nutné navrhnout vhodný formát. Ten byl zvolen
na bázi jazyka XML [16]. Tento formát se vyznačuje dobrou přenositelností a stukturovatel-
ností, navíc knihovna Qt disponuje funkcemi pro práci s tímto formátem. Možnou nevýho-
dou se může jevit nárust objemu dat, ketrý je daný značkami, jejichž velikost snadno může
překročit velikost samotných dat. Formát dat se, jak už z principu XML vyplývá, skládá
ze zanořených značek. Konkrétně jde o značky: <Fit>, <Floor>, <Node>, <Path>.
• <Fit> – kořenový element, bez parametrů
• <Floor> – element udávající poschodí (parametr Number)
• <Node> – element udávající vrchol grafu, jednoznačně identifikovaný (parametr id),
s popisem místnosti (Title), osob nacházejících se v místnosti (Persons) a s infor-
macemi o umístění na mapě (typ grafického objektu – Type a souřadnice – Coords)
• <Path> – element udávající cestu z vrcholu grafu (parametr Src – počátek, parametr
Dst – cíl, parametr Length – délka cesty). Parametr AccPoint udává souřadnice
kudy se z počátečního místa vstupuje do cílového. Parametrem ToFloor pak lze určit
přechod do jiného poschodí v případě schodišť a výtahů.
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Kapitola se zabývá vlastní implementací aplikace. Před samotnou implementací aplikace
bylo nutné převést mapu z informačního systému fakulty do XML formátu (6.1) a vytvořit
seznamy klíčových slov, která budou aplikací rozpoznávána (6.2). Po té již následovala
implementace samotných tříd dle objektového návrhu (6.3).
Implementace proběhla v jazyce C++ s využítím knihovny Qt. Dále bylo využito kniho-
ven PortAudio a libsndfile pro nahrávání zvuku, knihovny BGL pro hledání nejkratší
cesty v grafu a knihovny BSAPI pro rozpoznávání klíčových slov. O volbě těchto prostředků
pojednává kapitola 5.
6.1 Převod mapy z informáčního systému
Jako zdroj mapy posloužila mapa umístěná v informačním systému fakulty1. Mapa je zde
ve formátu HTML souborů, jednotlivá poschodí budov jsou každá ve zvláštním souboru.
Objekty mapy jsou v těchto souborech uvozeny značkou <AREA>, informace o nich jsou
uvedeny jako atributy tohoto tagu. Získání potřebných informací je tak otázkou parsování
textu v rámci těchto atributů.
Převod mapy ze vstupních souborů je realizován třídou MapObjects (6.3.2), která po-
stupně parsuje vstupní HTML soubor a na jeho základě vytváří objekty mapy, které ukládá
do souboru FitMap.xml.
Po vytvoření objektů následuje hledání jejich sousedů. Protože jsou jednotlivé objekty
reprezentovány polygony, je možné využít metodu třídy QPolygon z knihovny Qt, která
dokáže určit, zda se dané polygony protínají. Na základě výsledků této funkce dojde k
dopočítání přístupového bodu (atribut AccPoint) a to v polovině úsečky, která reprezentuje








1Dostupné na adrese http://www.fit.vutbr.cz/FIT/map/
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Výstup:




Po vytvoření objektů a určení jejich sousedů na mapě byla provedena ruční korekce
vygenerovaných dat. Bylo nutné doplnit přechody mezi poschodími a výtahy, přechody
mezi místnostmi, které nesousedí s chodbami, a vytvořit některé objekty, které ve vstupních
souborech úplně chyběli. Takto vygenerovaný a upravený XML dokument je již možné
použít ke generování mapy a vyhledávání cest k cíli.
6.2 Tvorba seznamů klíčových slov
Rozpoznávač knihovny BSAPI vyžaduje pro správnou funkci rozpoznávání slov seznam
klíčových slov. Tento seznam obsahuje slova, která bude rozpoznávač v audio nahrávce hle-
dat. Seznam slov je uložen jako obyčejný text s jednotlivými slovy na jednotlivých řádcích.
Pro účely aplikace byly vytvořeny celkem tři seznamy klíčových slov, mezi kterými se
volí v závislosti na aktuálním stavu systému. První dva obsahují jména a přijmení. Ta byla
získána za pomocí vytvořeného shell skriptu name surname.sh, který je ze vstupních HTML
souborů vyparsoval. Z těchto slov si rozpoznávač, z důvodu výskytu neznámých znaků,
neporadil s příjmeními ”Szöllös” a ”Szo˝ke”, jména byla přepsána do podoby ”Szolloš” a
”Szoke”. Třetí seznam obsahuje řídící příkazy, které jsou určeny k řízení chodu aplikace.
Seznamy klíčových slov jsou uloženy v souborech keywords control cmd.txt, keywords
name.txt a keywords surnames.txt. Tabulka 6.1 obsahuje použíté řídící příkazy i s jejich
výslovností v podobě fonémů.
příkaz výslovnost příkaz výslovnost
Jméno j m e: n o Zpět s p j e t
Příjmení p R i j m e N i, p R i: j m e N i Smaž s m a Z, s m a S
Nahoru n a h o r u Smazat s m a z a t
Dolů d o l u: Osoby o s o b i
Dobrý d o b r i:, d o b r i patro p a t r o
Korekce k o r e k c e vyhledat v i h l e d a t
Tabulka 6.1: Tabulka řídících příkazů s jejich výslovností
6.3 Popis implementace tříd navigačního systému
V následujících kapitolách bude uveden popis implementace jednotlivých tříd, implemento-
vané třídy odpovídají objektovému návrhu z kapitoly 5.5. Interakce mezi třídami je patrná
z obrázku 6.1.
6.3.1 Třída MainWindow
Třída reprezentující hlavní okno aplikace, řízení uživatelského rozhraní a chodu programu
(obr. 6.2). V rámci ní jsou implementovány metody inicializace grafického uživatelského
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Obrázek 6.1: Interakce mezi třídami aplikace
rozhraní i ostatních tříd (načtení objektů třídou MapObjects, zobrazení mapy MapWidget,
atd.). Jsou zde uchovány stavové proměnné určující stav aplikace a proměnné pro uchování
výsledků nahrávání, rozpoznávání a vyhledávání.
Hlavní okno aplikace se vždy nachází v jednom z následujících stavů:
FLOOR – změna zobrazeného pochodí
NAME – zadávání jména
SURNAME – zadávání přijmení
PERSONS – výběr osoby
MODIFY – korekce zadaného výrazu
CONTROL CMD – řídící příkazy
Na základě tohoto stavu je při přijetí signálu od nahrávače MapAudioRecorder spu-
štěno vlákno rozpoznávání s parametrem odpovídajícím současnému stavu. Po dokončení
rozpoznávání je od rozpoznáváče MapRecognizer obdržen signál o ukončení rozpoznávání
se seznamem rozpoznaných slov. Na základě současného stavu a rozpoznaných slov je pro-
vedena akce a přechod do nového stavu a zároveň vyslán signál nahrávači pro pokračování
v nahrávání. Přechody mezi stavy jsou zobrazeny na obrázku 6.3.
V závislosti na právě provedené akci, je zobrazována zpráva ve stavovém řádku aplikace.
Zprávy mohou být následující:
”Zvolte akci. . . ”
”Audio vstup a rozpoznávání. . . ”
”Zadejte jméno. . . ”
”Zadejte příjmení. . . ”
”Nerozpoznáno žádné slovo. . . ”
”Zvolte akci pro úpravy(nahoru, dolů). . . ”
”Zvolte akci pro výběr osoby(nahoru, dolů). . . ”
”Zvolte patro(nahoru, dolů). . . ”
”Chyba inicializace rozpoznávače. . . ”
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Obrázek 6.2: Třída MainWindow
Obrázek 6.3: Přechody mezi stavy třídy MainWindow
6.3.2 Třída MapObjects
Jak již bylo naznačeno v kapitole 6.1, tato třída, znázorněná na obrázku 6.4, má za úkol
správu objektů mapy. Implementuje dvě metody pro inicializaci těchto objektů, metoda
convertWebMapToObjects se stará o konverzi HTML dokumentů na objekty mapy nebo
XML dokument. Metoda convertWebMapToObjects pak inicializuje objekty mapy z do-
kumentu XML. Pro vnitřní reprezentaci mapy, v rámci programu, byly navrženy datové
struktury MAPOBJECT a MAPNEIGHBOOR:
struct
{
int floor; // přechod na poschodí
QString id; // id souseda
int pathLength; // délka hrany k sousedovi
QPoint accPoint; // přístupový bod k sousedovi
} MAPNEIGHBOR;
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Obrázek 6.4: Třída MapObjects
typedef struct
{
int floor; // umístění objektu na patře
QString id; // id objektu
QString type; // POLY/RECT
QString alt; // popisek objektu
QStringList persons; // seznam osob sidlícíh v dané místonosi
QPoint location; // souřadnice středu objektu
QList<QPoint> coords; // seznam bodů tvořících objekt
QList<MAPNEIGHBOR> neighbors; // seznam sousedů objektu
} MAPOBJECT;
Třída si uchovává seznam objektů datového typu MAPOBJECT, které jsou k dispozici
přes metodu getObjects, příp. getObjectsFromOneFloor. Tyto metody jsou využívány
ostatními třídami pro získání objektů za účelem vykreslení mapy, vyhledání osob nebo
vyhledání cesty.
6.3.3 Třída Ui MainWindow
Tato třída byla vygenerována na základě formuláře hlavního okna mainwindow.ui, obsahuje
prvky grafického uživatelského rozhraní a implementuje jejich chování. Výsledný vzhled
formuláře byl vytvořen na základě návrhu z kapitoly 5.6. Náhled na podobu hlavního okna
je na obrázku 6.5.
6.3.4 Třída MapSearch
Třída implementuje vyhledávání nejkratší cesty ke zvolenému cíli, její znázornění je na
obrázku 6.6. Využívá prostředků knihovny BOOST. Během inicializace jsou převedeny ob-
jekty mapy na graf reprezentovaný datovým typem adjency list. Pro vyhledávání cesty
poskytuje třída jedinou veřejnou metodu searchPath. Jejím vstupem je počáteční a kon-
cový vrchol, oba reprezentovány identifikátorem místnosti. Výstupem hledání je řetězec
posloupností identifikátorů místností a chodeb.
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Obrázek 6.5: Grafické uživatelské rozhraní aplikace
Vyhledávání je spuštěno po obdržení signálu z hlavního okna. O výsledcích je hlavní
okno informováno opět signálem. Po obdržení signálu o úspěšném hledání, vyšle hlavní okno
signál třídě MapWidget, která na něj reaguje vykreslením nalezené cesty.
Obrázek 6.6: Třída MapSearch
6.3.5 Třída MapSettingsDialog a MapStartPosition
Třídy MapSettingsDialog a MapStartPosition dědí od třídy QDialog. První z nich ob-
starává nastavení prahové hodnoty energie vstupního signálu z mikrofonu pro detekci řeči.
Tato hodnota je snímaná z horizontálního posuvníku. Během nastavování je nahrávání
zvuku pozastaveno a nahrávač informuje dialogové okno o úrovni nastavené enerige posí-
láním signálů. Dialogové okno tyto signály zpracovává a ve stavovém okénku informuje,
zda je nahrávač aktivovaný. Třída MapStartPosition slouží k nastavení startovní pozice
vyhledávání, při zadání identifikátoru místnosti prohledá všechny objekty mapy a pokud
nalezne objekt se zadaným identifikátorem, nastaví ho jako výchozí bod vyhledávání.
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6.3.6 Třída MapAudioRecorder
Nahrávání zvku je realizováno v samostatném vlákně třídou MapAudioRecorder, jenž je
děděna od třídy QThread. Nahrávání zvuku do souboru je započato na základě detekce řeči
na vstupu z mikrofonu a ukončeno při detekci ticha. Implementace detekce je také součástí
této třídy.
Obrázek 6.7: Třída MapAudioRecorder
Pro nahrávání zvuku je využito knihovny PortAudio. Toto nahrávání je založeno na
callback funkci. Po inicializaci a nastavení parametrů vytvářené nahrávky dochází v pravi-
delných intervalech k volání funkce recordCallback, která zpracovává data ze vstupního
bufferu. Detekce řeči probíhá na základě hodnoty energie vstupního signálu. Při překročení
určité hodnoty je detekována řeč a začíná nahrávání - ukládání dat ze vstupního bufferu do






Velikost posuvného okna pro počítání energie signálu a prahová hodnota energie byla určena
pokusy. Délka okna byla zvolena pro 200ms dlouhou nahrávku, což při 8kHz vzorkovací
frekvenci odpovídá 1600 vzorkům.
Dále bylo pokusy vypozorováno, že detekce řeči aktivuje nahrávání s malým zpožedím,
které odpovídá postupnému nárustu energie. Proto byl implementován buffer, který za-
držoval určitou část vstupních dat vyskytujících se před detekcí řeči. Tato data jsou na
konci nahrávání umístěna na začátek nahrávky. Délka takto zachycených dat byla pokusy
stanovena na 500ms (při 8kHz 4000 vzorků). Velice podobná situace nastala i v případě
ukončení nahrávky, detekce ticha nastávala příliš brzy. Nahrávka tak působila useknutým
dojmem. Tento problém byl vyřešen přidáním nového stavu do nahrávače. Tento ukončující
stav reprezentuje situaci, kdy bylo detekováno ticho, ale nahrávání po omezenou dobu dále
do naplnění příslušného bufferu pokračuje. Po naplnění bufferu jsou z něj data přidána na
konec nahrávky a nahrávač je uveden do vypnutého stavu. Délka ukončovací sekvence byla
27
opět stanovena na 500ms. Po definitivním ukončení proběhne uložení nahrávky do souboru
a detekce řeči opět pokračuje.
Ukládání zvukové narávky je reprzentováno metodou writeWavFile, která za pomocí
knihovny libsndfile zpracuje vektor vzorků signálu, převede ho a uloží do formátu WAV.
Třída o své aktivitě předává informace hlavnímu oknu pomocí signálů recordingSignal()
a startRecognitionSignal(). První informuje o započetí nahrávání, druhý pak informuje
hlavní okno o možnosti spustit rozpoznávání klíčových slov.
Mimo detekci ticha je uváděn nahrávač do vypnutého stavu ještě ve dvou případech.
Za prvé se tak děje při spuštěném rozpoznávání slov, aby během něj nedocházelo k přepi-
sování souboru s nahrávkou. A za druhé byla implementována možnost vypnutí nahrávání
za účelem nastavení úrovně prahové energie detekce řeči přímo z aplikace. Děje se tak
prostřednictvím třídy MapSettingsDialog. Nahrávač během tohoto stavu nenahrává zvuk
do souboru, ale pouze detekuje řeč a informuje o tom prostřednictvím signálů vyvolané
dialogové okno.
Pro ukončení činnosti nahrávače byla implementována metoda stop, která ukončuje
nahrávácí smyčku a uvolňuje alokované zdroje.
Stavy nahrávače:
RECORDING ON – aktivní nahrávání
RECORDING END – ukončující sekvence nasledující po detekci ticha
RECORDING OFF – nahrávání vypnuto, není detekována řeč
RECORDING STOP – ukončení činnosti, uvolnění zdrojů
RECORDING PAUSE – přerušení nahrávání v době rozpoznávání
RECORDING TEST – nahrávání přerušeno za účelem nastavení nastavení
6.3.7 Třídy MapRecognizer,MapRecognizerTarget a SErrorCallBackI
Obrázek 6.8: Třídy MapRecognizer,MapRecognizerTarget a SErrorCallBackI
Rozpoznávání klíčových slov je implementováno ve třídě MapRecognizer, která veřejně
dědí od třídy QThread. Jde tedy o samostatné vlákno aplikace. Inicializaci třídy má na
starost metoda init, ta nastavuje vnitřní proměnné třídy a konfiguraci rozpoznávače.
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Před samotným spuštěním vlákna je voláním metody setInKw z hlavního okna apli-
kace nastavena cesta k souboru se seznamem rozpoznávaných klíčových slov. Volba tohoto
seznamu závisí na aktuálním stavu hlavního okna aplikace, viz obrázek 6.3.
Metoda run představuje kód, který je vykonáván v samostatném vlákně. Volá se v
ní metoda ProcessFile třídy SKeywordSpottingI rozhraní BSAPI, jejíž činnost předsta-
vuje samotné rozpoznávání klíčových slov ze vstupní nahrávky. Výsledky rozpoznávání jsou
uloženy do souboru na disku za pomocí metody OnTranscription třídy MapRecognizerTarget.
Ta je veřejně děděná od třídy STransCallbackI. Rozpoznávač tuto metodu volá během roz-
poznávání po každém rozpoznaném slově, přičemž každé takto rozpoznané slovo je zapsáno
do výstupního streamu (souboru).
Během rozpoznávání podává rozpoznávač informace o svém stavu přes metody třídy
ErrorHandler, děděné od třídy SErrorCallbackI.
Po ukončení rozpoznávání je vyslán signál do slotu hlavního okna aplikace, která reaguje
zpracováním souboru s rozpoznanými slovy.
6.3.8 Třída MapWidget
Po načtení a inicializaci třídy MapObjects začíná inicializace vykreslovací plochy pro zobra-
zení mapy, třídy MapWidget, která dědí ze třídy QWidget. Na základě souřadnic objektů je
metodou drawMapFloor, volané z virtuální metody PaintEvent, vykresleno aktuální zvo-
lené poschodí. Metoda
PaintEvent je volána automaticky při každém požadavku přereslení widgetu. Pro zachování
možnosti změny velikosti okna třída uchovává relativní koeficienty coefX a coefY, jejichž
















nejvyssi y souradnice objektu mapy
)
(6.2)
Při vykreslování objektů ve widgetu jsou pak jejich souřadnice vynásobeny těmito koefici-
enty.
Vykreslování nalezené cesty na mapě se děje na základě obdrženého signálu od hlavního
okna. Při vykreslování dojde k propojení jednotlivých přístupových bodů (AccPoint) u ob-
jektů mapy, umístěných na vyhledané cestě, usečkami. Jejich zobrazení je po té realizováno
prostřednictvím metody PaintEvent v rámci překreslení widgetu.
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Následující část textu je věnována testování systému reálnými uživateli na jehož základě
byla zhodnocena přesnost hlasového ovládání a shrnuty poznatky uživatelů během testo-
vání.
7.1 Metodika a podmínky testování
Testování probíhalo v uzavřené tiché mistnosti. Celkem se testu zúčastnilo sedm uživatelů,
kromě jednoho se nikdy s hlasovým ovládáním aplikace nesetkali. Měli za úkol postupovat
podle následujícího postupu:
1. Vyzkoušet postupně zadat všechny řídící příkazy za účelem zadání všech druhů uži-
vatelských vstupů. Seznam řídících příkazů byl k dispozici.
2. Zadat deset cílů a spustit vyhledávání pro ověření činnosti navigace.
3. Přečíst padesát libovolných jmen a padesát libovolných přijmení z přiložených se-
znamů pro zhodnocení přesnosti rozpoznávače.
7.2 Zhodnocení testování
Při testování řídících příkazů byla sledována úspěšnost vykonání požadovaného příkazu.
Nejobtížněji rozpoznatelný a tedy nejčastěji neprovedený příkaz byl příkaz ”přijmení”.
Z testování přesnosti rozpoznávače při zádávání jmen a přijmení vyplynula průměrná úspěš-
nost rozpoznávače 83,7% u jmen a 89,1% u příjmení. Za neúspěšně rozpoznaný výraz byl
považován takový, jenž se alespoň nezobrazil v seznamu slov určených pro korekci. Nej-
hůře rozpoznatelnými jmény se stala jména ”Rudolf” a ”Igor”. Tato jména se něketrým
uživatelům nepodařilo zadat ani při opakovaném zadání výrazu.
7.3 Postřehy uživatelů
Některým uživatelům se zdála činnost rozpoznávání výrazů příliš pomalá a i přes informaci
o stavu aplikace na stavovém řádku měli obavu, zda probíhá nějaká činnost, či zda se
program nezasekl. Většina vyzdvihla filtrování osob na základě již zadaných vstupů. Všichni
uživatele se shodli, že by bylo vhodné aplikaci rozšířit o možnost zadání startovní pozice




V rámci bakalářské práce byl nejdříve navržen a po té implementován navigační systém
v areálu Fakulty informačních technologií. V rámci návrhu byly nastudovány a vysvětleny
algoritmy pro hledaní nejkratších cest a rozpoznávání řeči. Po prostudování stávajích na-
vigačních systémů byla navržena aplikace zaměřená čistě na ovládání hlasovými příkazy.
Hlasové ovládání bylo postaveno na rozpoznávači klíčových slov z knihovny BSAPI. Im-
plementace aplikace proběhla s využitím Qt frameworku v jazyce C++ a výsledkem byla
aplikace, která na základě vstupních dat od uživatele nalezne v databázi hledanou osobu,
místnost, ve které sídlí, a cestu k ní.
Po dokončení implementace proběhlo testování na reálných uživatelích. Ti potvrdili
vhodnost aplikace pro vyhledávání osob v areálu fakulty a cesty k nim. Navíc dali podněty
k dalšímu možnému vývoji aplikace.
Na základě poznatků testovacích uživatelů by další vývoj aplikace mohl směřovat k roz-
šíření hlasového ovládání i na zadání startovní pozice a případné vyhledávání místností
nejen podle osob, ale i podle identifikačních čísel místností.
Další vývoj by také mohl směřovat k vyšší multiplatformnosti, samotná Qt knihovna
již tento stav zaručuje, pro případné využití i na jiných platformách než je Linux, je ale
nutné dodat vhodné verze knihoven zajišťujících nahrávání zvuku (PortAudio,libsndfile) a
rozpoznávání řeči (BSAPI) (tyto verze existují). Zajímavým rozšířením aplikace by mohla
být odlišná grafická reprezentace mapy, jako například zobrazení více poschodí najednou,
či implementace virtuální prohlídky cesty, skrz budovu, k cíli.
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Pro úspěšnou kompilaci zdrojových kódů na systému Linux, je nutné mít nainstalovanu
knihovnu QT 4.7 a znát cestu k programu qmake pro vygenerování souboru Makefile nebo
mít nainstalovaný program QtCreator.
A.2 Kompilace
Kompilace lze spustit v programu QtCreator, v kterém otevřeme soubor mapfit-x86 32.pro
nebo mapfit-x86 64.pro (v závislosti na verzi operačního systému) a sestavení provedeme
klepnutím na příslušné tlačítko. Nebo lze zdrojové soubory zkompilovat zadáním následujích
dvou příkazů do příkazové řádky:
• qmake mapfit-x86 32.pro nebo qmake mapfit-x86 64.pro – vytvoří soubor Make-
file




Pro úspěšné využití hlasového ovládání je nutné mít platný licenční soubor k rozhraní
rozpoznávače BSAPI a funkční přípojení k síti internetu.
B.1 Spuštění a ovládání
Po spuštění programu je nutné zvolit výchozí pozici vyhledávání a to vyvoláním dialogového
okna z hlavní nabídky programu položkou Nastavení/Startovní pozice. V závisloti na
okolním prostředí je vhodné nastavit úroveň prahové energie pro detekci řeči, lze provést
rovněž z hlavní nabídky programu položkou Nastavení/Mikrofon. Po provedení těchto
dvou úkonů je systém připraven k použití.
B.1.1 Základní hlasové příkazy
Ihned po spuštění je možné zadávat následující hlasové příkazy:
• Jméno – příkaz pro zadání jména hledané osoby
• Přijmení – příkaz pro zadání příjmení hledané osoby
• Patro – příkaz pro volbu zobrazeného poschodí areálu budov
• Osoby – příkaz pro volbu osoby z nabízeného seznamu osob
• Vyhledat – příkaz slouží k vyhledání cíle a cesty k němu. Tento příkaz je k dipozici
až při zadání vstupů
• Smaž – smaže naposledy vyhledanou cestu a všechny uživatelské vstupy
B.1.2 Zadání jména a přijmení
V rámci vstupních sekcí pro zadání jména a přijmení je možno zadat:
• Smaž – zruší zadáné jméno nebo přijmení
• Dobrý – ukonční zadávání jména případně příjmení
• Korekce – příkaz pro volbu zobrazeného poschodí areálu budov
• jméno případně přijmení osoby kterou hledáme – zadání vstupních dat pro vy-
hledávání
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B.1.3 Korekce jména a příjmení
Při rozpoznání zadaného jména nebo přijmení, dojde k vyplnění řádku první rozpoznanou
hodnotou. V případě, že hodnota neodpovídá zamýšlenému jménu (příjmení), je možné
zvolit korekci a vybrat si jednu z dalších rozpoznaných hodnot:
• Nahoru – posun nahoru
• Dolů – posun dolů
• Dobrý – potvrzení vybrané hodnoty
• Zpět – opuštění nabídky korekce zpět na zadávání vstupu
B.1.4 Výběr osoby
Na základě zadaných vstupů dochází k filtrování osob v seznamu osob, listovat lze v něm
za pomci příkazů:
• Nahoru – posun nahoru
• Dolů – posun dolů
• Dobrý – potvrzení vybrané osoby
• Zpět – opuštění nabídky osob
B.1.5 Výběr poschodí
Mezi patry lze přepínat zadáním příkazu patro a následně volbou:
• Nahoru – vyšší patro
• Dolů – nižší patro




Soubory obsažené na přiloženém CD:
• src – zdrojové soubory
• tex – zdrojové soubory této práce v LaTeXu
• pdf – text bakalářské práce ve formátu PDF
• MapFit – aplikace zkompilovaná pro prostředí Linux dostupné v učebnách CVT Fa-
kulty informačních technologií
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