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 3 ABSTRAKT
Tato bakalářská práce pojednává o programovatelných automatech Mitsubishi  FX3U-32M, 
které jsou součástí výbavy laboratoře programovatelných automatů Ústavu automatizace a informatiky 
na Fakultě strojního inženýrství Vysokého učení technického v Brně.
Jejím cílem bylo  seznámení  se samotným programovatelným automatem,  jeho vývojovým 
prostředím GX IEC Developer 7.01 a vytvoření odpovídající dokumentace. Také vzniklo  zadání čtyř 
vzorových  úloh  s  různou  úrovní  obtížnosti  ke  kterým  byly  také  vyrobeny  přípravky  -  modely 
regulovaných soustav.
ABSTRACT
This bachelor's thesis deals with the programmable logic controlles Mitsubishi FX3U-32M, 
which are  a  part  of  equipment  in  the   laboratory of  programmable  controllers at  the  Institute of 
Automation and Computer Science of the Faculty of Mechanical Engineering at Brno University of 
Technology.
The main aim was to make self familiarity with this controller and development system GX 
IEC Developer 7.01 at first and create an appropriate documentation. There were also created four 
sample  exercises  with  different  level  of  difficulty  to  which  were  made  models  of  corresponding 
controlled members.
KLÍČOVÁ SLOVA
PLC, Mitsubishi FX3U-32M, FX2N-5A, GX IEC Developer 7.01
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1 ÚVOD
Programovatelný  automat  (Programmable  logic  controller  =  PLC)  je  digitální  počítač 
používaný  pro  automatizaci  elektromechanických  procesů,  jako  například  ovládání  soustrojí  u 
montážních pásů, výtahů nebo regulace ventilace a teploty. Programovatelné automaty se používají v 
mnoha  různých průmyslových odvětvích a  zařízeních.  Veškeré  úkony se  provádí  v  reálném čase, 
protože opožděné reakce na měnící se vstupy, by mohly způsobit nechtěné následky. 
Hlavní rozdíl mezi programovatelnými automaty a jinými typy počítačů je zvýšená odolnost 
vůči  poruše  v   různých  náročných  podmínkách  (prach,  vibrace,  vlhkost,  elektromagnetické  pole, 
výkyvy napětí, žár, chlad, atd.) a také schopnost práce s velkým počtem vstupů a výstupů (I/O). Ty 
pak propojují automat k snímačům a akčním členům. Programovatelný automat načítá limitní čítače, 
proměnné  měřených  spojitých  hodnot  (například  teplota  či  tlak),  nebo pozice  složitých  pozičních 
systémů. Akčními členy mohou být motory, pneumatické či hydraulické písty, elektromagnetická relé, 
elektromagnety  nebo  spojité  výstupy.  Vstupy/výstupy  mohou  být  do  automatu  vestavěny  nebo 
automat může mít připojeny externí I/O moduly.[4]
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2 MITSUBISHI FX3U-32M
V této kapitole jsou uvedeny různé technické údaje, které byly převzaty z materiálů firmy 
Mitsubishi.[1]
Obr. 1  Programovatelný automat MITSUBISHI FX3U-32M [1]
Firma Mitsubishi v dnešní době zabírá spolu se společnostmi Phoenix Contact nebo Siemens 
jednu  z  čelních  pozic  na  poli  automatizačních  techniky.  V  dnešní  době  se  stále  více  rozmáhají 
takzvané mikrosystémy, které nabízejí kompromis mezi logickými moduly Mitsubishi Alpha a velmi 
rozsáhlými automatizačními Q systémy.
Mezi  tyto  micro-PLC patří  i  Mitsubishi  FX, takzvaná řada flexibilních automatů.  Varianta 
FX3U pak patří  mezi  kompaktní,  dále rozšiřitelné  automaty,  které  přestože by se  daly označit  za 
micro-PLC, mají vlastnosti výkonnějších automatů.
2.1 Parametry 
• 16 digitálních vstupů (spolu s přídavnými vstupy až 384)
• 16 digitálních výstupů (spolu s přídavnými výstupy až 384)
• programová paměť o velikosti 64k kroků
• 512 časovačů
• 235 čítačů
• 8 vysokorychlostních čítačů
• komunikační možnosti: port RS-485, port RS-232,  Ethernet (TCP/UDP), Profibus-DP, CC-
Link, DeviceNet, CANopen, AS-interface
• rozměry: 150 x 90 x 86 [mm]
2.2 Popis ovládacích prvků 
Základní  modul  bez  rozšíření  obsahuje  svorkovnice  s  indikátory  stavu  vstupů  a  výstupů, 
indikátory a přepínače režimů programovatelného automatu a různé komunikační konektory. Přesné 
popisy a jejich rozmístění znázorňují následující dva obrázky.
Strana 16 2Mitsubishi FX3U-32M
Obr. 2  Popis jednotlivých prvků automatu – kryty svorkovnic zavřeny.[1]
 1 Horní kryt
 2 Kontrolky LED pro indikaci vstupních stavů
 3 Ochranný kryt
 4 Kryt pravé rozšiřující sběrnice
 5 Kontrolky LED pro indikaci provozních stavů
 6 Kontrolky LED pro indikaci výstupních stavů
 7 Úchyt na DIN lištu
 8 Konektor pro připojení programovací jednotky
 9 Přepínač RUN / STOP (Spuštěno / Zastaveno)
 10 Kryt levé rozšiřující sběrnice
 11 Kryt baterie
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Obr. 3  Popis jednotlivých prvků automatu – kryty svorkovnic otevřeny.[1]
 1 Svorkovnice napájení
 2 Svorkovnice vstupů (X)
 3 Upevňovací šroubky horní svorkovnice
 4 Názvy svorek
 5 Upevňovací šroubky dolní svorkovnice
 6 Svorkovnice výstupů (Y)
 7 Ochranné krytky svorkovnice
2.3 Pracovní režimy CPU 
Programovatelný  automat  má  dva  operační  módy.  Mezi  kterými  lze  přepínat  buď  pomocí 
programovacího prostředí nebo přímo na těle automatu. Tyto módy jsou RUN a STOP.
RUN – v režimu RUN provádí PLC program uložený ve své paměti. V tom to stavu nelze 
uploadovat program nový, ani provádět změny programu stávajícího.
STOP – v  režimu STOP je provádění programu zastaveno a je možno PLC programovat.
2.4 Rozšiřující moduly 
K základní  jednotce  je možno  z  důvodů rozšíření  jejích schopností  připojit  až  18 dalších 
rozšiřujících modulů, a to deset zleva a dalších osm zprava. Programovatelný automat FXU3 je plně 
kompatibilní i s rozšiřujícími moduly jiných typů PLC z řady Mitsubishi FX.
Tyto přídavné moduly se člení do několika kategorií dle jejich využití, a to vstupně výstupní, 
ovládací, komunikační a speciální, které jsou určeny pro specifické úkony.
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2.4.1 Vstupně výstupní
Tyto moduly slouží k navýšeni počtu digitálních nebo analogových  vstupů a výstupů. Některé 
analogové moduly obsahují již rovnou upravené  vstupy  pro J, K termočlánky.
Do této kategorie patří i analogový modul FX2N-5A, který je popsán níže.
2.4.2 Modul FX2N-5A
FX2N-5A je analogový modul, který má čtyři vstupní a jeden výstupní kanál. Vstupní kanál 
přijímá analogový signál a přepočítává ho na digitální hodnotu. Výstupní kanál bere digitální hodnotu 
a posílá na výstup analogový signál stejné velikosti.
U analogového signálu je možno vybrat mezi proudovými či napěťovými vstupy a výstupy. 
Příslušný  analogový  systém se  nastaví  funkcí  TO pomocí  základního  modulu  programovatelného 
automatu. Tento příkaz se používá pro nastavení různých typů analogového signálu pro každý kanál 
zvlášť.
Datový přenos mezi modulem FX2N-5A a základním modulem programovatelného automatu 
je proveden pomocí vyrovnávacích pamětí (dále nazývaných jen „BFM“) modulu FX2N-5A. Každá 
BFM se skládá z jednoho WORD, 16 bitů. BFM číslo 0 až 249 a funkce jsou přiřazeny ke každé BFM.
Instrukce  FROM/TO  se  používá  ke  čtení/zápisu  dat  mezi  BFM  a  programovatelným 
automatem. Při zapojení zdroje je do každé BFM zapsána výchozí hodnota. Proto jestli je žádána jiná 
hodnota BFM, je potřeba vytvořit program který při každém spuštění programovatelného automatu 
žádanou hodnotu do BFM zapíše. Hodnoty obsažené v BMF #0, #1, #18, #19, #22, #25, #41 až #45, 
#51 až #55, #71 až #74, #81 až #84 a #200 až #249 jsou uloženy ve vestavěné paměti EEPROM a jsou 
ochráněny před výpadkem napětí.
Některé BFM jsou uvedeny v následující tabulce.[3]
Pořadí BFM Popis Ochrana před 
výpadkem napětí 
Výchozí hodnota 
 #0   Určuje režim vstupních kanálů CH1 až CH4 ano H0000 
při dodávce
#1   Určuje režim výstupního kanálu CH1  ano H0000 
při dodávce
#2   Počet integrací pro kanál CH1 Rozsah 
nastavení: 1 až 256
.   8  
 #3   Počet integrací pro kanál CH2 Rozsah 
nastavení: 1 až 256
 .   8  
 #4   Počet integrací pro kanál CH3 Rozsah 
nastavení: 1 až 256
.   8  
#5   Počet integrací pro kanál CH4 Rozsah 
nastavení: 1 až 256
.   8  
#6   CH1 Data (průměrná hodnota)   .   .  
#7   CH2 Data (průměrná hodnota)   .   .  
#8   CH3 Data (průměrná hodnota)   .   .  
#9   CH4 Data (průměrná hodnota)   .   .  
#10   CH1 Data (okamžitá hodnota)   .   .  
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#11   CH2 Data (okamžitá hodnota)   .   .  
#12   CH3 Data (okamžitá hodnota)   .   .  
#13   CH4 Data (okamžitá hodnota)   .   .  
#14   CH1 výstupní data   .   K0  
#15   Výsledná výstupní data analogu 
(pokud je BFM #23  aktivní)
 .   K0  
#18   Při zastavení PLC uchová poslední 
hodnotu / vynuluje výstup
  K0  
#19  Znemožní změny nastavení vstupně 
výstupních charakteristik a některých 
funkcí. (Chráněná jsou BFM 0, 1, 18, 20, 
21, 22) 
  K1 při dodávce  
#20   Nastavení počátečních hodnot  .   K0  
#23   Nastavení přímého spojení mezi 
vstupními a výstupními daty analogu
 .   K0  
Tab. 4 Přehled nejdůležitějších BFM.[3]
BFM 0 Určení režimů vstupních kanálů CH1 až CH4 (Čtení/Zápis)
Obr. 5  Příklad nastavení BFM #0.[3]
BFM 0 se skládá ze čtyř číslic šestnáctkového kódu, kde každá z číslic je přidělena jednom 
kanálu.  Rozsah  každé  z  číslic  je  od  0  do  F.  Nejvyšší  číslice  odpovídá  čtvrtému kanálu,  zatímco 
nejnižší odpovídá kanálu prvnímu. Jednotlivé číslice znamenají.
0: Režim napěťového vstupu (-10 V až +10 V) (Rozsah zobrazení: -32000 až +32000)
1: Režim proudového vstupu (4 mA až 20 mA) (Rozsah zobrazení: 0 až +32000) 
2: Režim proudového vstupu (-20 mA až +20 mA) (Rozsah zobrazení: -32000 až +32000)
3: Režim napěťového vstupu (-100 mV až +100 mV) (Rozsah zobrazení: -32000 až +32000)
4: Režim napěťového vstupu (-100 mV až +100 mV) (Rozsah zobrazení: -2000 až +2000)
5: Režim voltmetru (-10 V až + 10 V) (Rozsah zobrazení: -10000 až +10000)
6: Režim ampérmetru (4 mA až +20 mA) (Rozsah zobrazení: 2000 až +20000 = 2 mA až
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    20 mA)  
7: Režim ampérmetru (-20 mA až +20 mA) (Rozsah zobrazení: -20000 až +20000)
8: Režim voltmetru (-100 mV až + 100 mV) (Rozsah zobrazení: -10000 až +10000)
9: Úprava měrky (-10 V až +10 V) (Maximální rozsah zobrazení: -32768 až +32767); výchozí 
     rozsah zobrazení: -32640 až +32640
A: Režim proudového vstupu s upravenou měrkou (-20 mA až +20 mA) (Maximální rozsah 
       zobrazení: -32768 až +32767); výchozí rozsah zobrazení: -32640 až +32640
B: Režim napěťového vstupu s upravenou měrkou (-100 mV až +100 mV) (Maximální rozsah 
      zobrazení: -32768 až +32767); výchozí rozsah zobrazení: -32640 až +32640
F: Kanál je vypnut a bude vždy navracet nulovou hodnotu
C až E: Neplatný vstup, kanál použije poslední platné nastavení
BFM 1 Určení režimu výstupního kanálu CH1 (Čtení/Zápis)
Obr. 6  Příklad nastavení BFM #1.[3]
BFM 1 se skládá ze čtyř  číslic šestnáctkového kódu, kde je pouze k jedné číslici  přidělen 
jeden kanál. Rozsah této číslice je od 0 do F. Tři nejvyšší číslice jsou modulem ignorovány, a nejnižší 
odpovídá prvnímu kanálu. Jednotlivé číslice znamenají.
0: Režim napěťového výstupu (-10 V až +10 V) (rozsah výstupu: -32000 až +32000)
1: Režim napěťového výstupu (-10 V až +10 V) (rozsah výstupu: -2000 až +2000)
2: Režim proudového výstupu (4 mA až 20 mA) (rozsah výstupu: 0 až 32000)
3: Režim proudového výstupu (4 mA až 20 mA) (rozsah výstupu: 0 až 1000)
4: Režim proudového výstupu (0 až 20 mA) (rozsah výstupu: 0 až 32000)
5: Režim proudového výstupu (0 až 20 mA) (rozsah výstupu: 0 až 1000)
6: Režim napěťového výstupu (-10 V až +10 V) (rozsah výstupu: -10000 až +10000)
7: Režim prostého proudového výstupu (4 mA až 20mA) (rozsah výstupu: 4000 až 20000)
8: Režim prostého výstupu (0 až 20mA) (rozsah výstupu: 0 až 20000)
9: Režim napěťového výstupu s upravenou měrkou (-10 V až +10 V) 
     (maximální rozsah výstupu: -32768 až +32767)
A: Režim proudového výstupu s upravenou měrkou (0 až 20 mA)
     (maximální rozsah výstupu: 0 až 32767)
B to F: Neplatný vstup, kanál použije poslední platné nastavení
BFM 2 až BFM 5 Počet integrací pro kanál (Čtení/Zápis)
Počet integrací pro kanál určuje počet vzorků, které se používají k výpočtu hodnot uvedených 
v BMF 6 až BFM 9. Rozsah počtu integrací je od 1 do 256. Pokud se paměť nastaví na K1, tak 
okamžitá  data  (současná  hodnota)  se  uloží  v  BFM 6 až  BFM 9.  Tato  data  jsou stejná  jako  data 
zobrazené  v  BFM 10 až  BFM 13.  Pokud  se  počet  integrací  nastaví  na  K0,  tak  se  tato  hodnota 
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automaticky změní na K1. Také pokud se tato hodnota nastaví na K257 či více, též se sama změní na 
K1.Počáteční hodnota BFM 2 až BFM 5 je K8. 
Průměrné  hodnoty dat  BFM 6 až  BFM 9 se  aktualizují  pokaždé,  když  se  uskuteční  A/D 
převod. BFM 6 až BFM 9 budou vždy obsahovat hodnotu, kterou získáme pomocí sumy současných 
hodnot všech vzorků, jejichž počet je specifikován v BFM 2 až BFM 5,  vydělenou jejich počtem.
BFM 6 až BFM 9 Průměrná hodnota jednotlivých kanálů (Pouze čtení)
Průměrné  hodnota  jednotlivých  vstupních kanálů se  zobrazí  v  BFM 6 až  v  BFM9.  Počet 
vzorků ze kterých se vypočítává průměrná hodnota se určuje pomocí BFM 2 až BFM 5. Zobrazená 
data jsou takzvaná „zpracovaná data“, takže kompenzace, zisk z kalkulací, digitální filtr a jiné funkce 
(pokud jsou vybrány) jsou vykonány ještě před výpočtem průměrné hodnoty.
BFM 10 až BFM 13 Okamžitá hodnota jednotlivých kanálů (Pouze čtení)
Okamžitý výsledek z A/D převodníku pro každý kanál se zobrazí v BFM 10 až BFM 13. 
Zobrazená data jsou takzvaná„zpracovaná data“, takže kompenzace, zisk z kalkulací, digitální filtr a 
jiné funkce (pokud jsou vybrány) jsou vykonány ještě před výpočtem průměrné hodnoty.
BFM 14 Výstupní data – první kanál (Čtení/Zápis)
BFM  15  přijímá  data  pro  D/A  převodník.  Pro  tato  data  se  použijí  kompenzace,  zisk  z 
kalkulací, digitální filtr a jiné funkce (pokud jsou vybrány).  Takže na D/A převodník se pošlou až 
zpracované data.
BFM 15 Výsledná výstupní data analogu (pokud je BFM #23  aktivní) (Pouze čtení)
Aktivace  funkce  přímého  výstupu  (BFM  23)  umožní  zpětné  čtení  výsledné  hodnoty 
analogového výstupu a to pomocí BFM 15.
BFM 18 Při zastavení PLC uchovej poslední hodnotu / vynuluj výstup (Čtení/Zápis)
Pokud je BFM 18 rovno 0,  tak ve chvíli kdy bude PLC v režimu stop, bude výstupem hodnota 
uložená v BFM 15 (hodnota BFM14 + hodnota přímého výstupu). V případě že bude funkce přímého 
výstupu aktivní, tak se bude výstupní hodnota nadále měnit v závislosti na změně vstupních hodnot.
Pokud je BFM 18 rovno K1 a není proveden žádný přístup pomocí instrukce TO po více jak 
200  ms  (ze  základního  modulu  programovatelného  automatu  do  modulu  FX2N-5A),  tak  změny 
výstupního  kanálu  budou  zastaveny  a  výstupní  hodnotou  se  stane  poslední  hodnota  z  BFM  15 
(hodnota BFM14 + hodnota přímého výstupu). 
Pokud je BFM 18 rovno K2 a není proveden žádný přístup pomocí instrukce TO po více jak 
200 ms  (ze  základního modulu  programovatelného automatu  do modulu  FX2N-5A),  tak výstupní 
hodnota bude změněna na přednastavenou hodnotu.
BMF  19  Znemožnění  změny  nastavení  vstupně  výstupních  charakteristik  a  některých  funkcí 
(Čtení/Zápis)
BFM  19  povolí  nebo  zakáže  změny  nastavení   vstupně  výstupních  charakteristik  pro 
následující funkce:
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BFM 0 (Určení režimu vstupních kanálů)
BFM 1 (Určení režimu výstupních kanálů)
BFM18 ( Při zastavení PLC uchová poslední hodnotu / vynuluje výstup)
BFM 20 (Nastavení počátečních hodnot)
 
Hodnoty nastavení jsou:
K1: Povol změny (tovární nastavení).
K2: Zakaž změny.
Při neplatném nastavení bude použita poslední funkční hodnota. (Jiné hodnoty než K1 a K2 
budou ignorovány) Hodnota BFM 19 je uložena v interní EEPROM, která je chráněna proti poškození 
zapříčiněnému nepřetržitým zapisováním stejné hodnoty do BFM 19.
BFM 20 Nastavení počátečních hodnot (Čtení/Zápis)
BFM 20 přepne modul FX2N-5A do továrního nastavení. Provedení zapříčiní návrat nastavení 
funkčních režimů, průměrných hodnot a jiných funkcí do továrního nastavení.
Hodnoty nastavení jsou:
K0: Normální stav.
K1:  Spustí  se  inicializace.  Po zapsání  K1 se  provedou změny nastavení  a  BFM se  zase  
automaticky vrátí na hodnotu K0.
Při neplatném vstupu, bude modul ignorovat jakékoliv jiné hodnoty než K1, a bude neustále 
udržovat  hodnotu  BFM 20 rovnu K0.  Hodnota  BFM 20 je  uložena v interní  EEPROM, která  je 
chráněna proti poškození zapříčiněnému nepřetržitým zapisováním hodnoty K1 do BFM  20.
Zapsání  hodnoty  K1  do  paměti  BFM  20  nastaví  následující  BFM  do  jejich  továrního 
nastavení: BFM 0 až 5, BFM 18, BFM 22, BFM 23, BFM 25, BFM 41 až 45, BFM 51 až 55, BFM 71 
až 74.
BFM 23 Nastavení přímého spojení mezi vstupními a výstupními daty analogu(Čtení/Zápis)
Obr. 7  Příklad nastavení BFM #23.[3]
V BFM 23 lze nastavit přímou závislost mezi čtyřmi vstupními a jedním výstupním kanálem. 
BFM 23 se skládá ze čtyř číslic šestnáctkového kódu, kde každá z číslic je přidělena jednom kanálu. 
Rozsah každé z  číslic  je  od 0 do F.  Nejvyšší  číslice  odpovídá čtvrtému kanálu,  zatímco  nejnižší 
odpovídá kanálu prvnímu. Jednotlivé číslice znamenají.
0: Odpovídající vstupní kanál na výstupní kanál nemá vliv.
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1:  Průměrné hodnoty (BFM 6 až BFM 9) odpovídajících kanálů jsou přidány k výstupní  
hodnotě v BFM 14.
2: Okamžité hodnoty (BFM 10 až BFM 13) odpovídajících kanálů jsou přidány k výstupní  
hodnotě v BFM 14.
3: Průměrné hodnoty  (BFM 6 až BFM 9) odpovídajících kanálů jsou odečteny od výstupní 
hodnoty v BFM 14.
4: Okamžité hodnoty (BFM až to BFM 13) odpovídajících kanálů jsou odečteny od výstupní 
hodnoty v BFM 14.
5 až F: Odpovídající vstupní kanál na výstupní kanál nemá vliv, ale zapne se hlášení chyb(bit 
15)  pro funkci přímého výstupu v BFM 29.
Příklad: Hodnota BFM 23 je nastavena na H1234.
Výstupní hodnota (BFM 15) = BFM 14 - BFM 10 - BFM 7 + BFM 12 + BFM 9
2.4.3 Komunikační
Tyto  moduly  umožňují  dálkovou  komunikaci,  správu  nebo  diagnostiku.  Dále  umožňují 
připojení  k  různým  druhům  průmyslových  sběrnic  AS  interface  (FX2N-32ASI-M),  ProfibusDP 
(FX0N-32NT-DP, FX2N-32DP-IF-D, FX2N-32DP-IF, FX3U-64DP-M) či CAN bus (FX2N-32CAN).
Jiné umožňují komunikaci přes USB (FX3U-USB-BD), Ethernet (FX3U-ENET), Device Net 
(FX2N-64DNET), CC-link (FX2N-16CCL-M, FX2N-32CCL) nebo jen přidávají dodatečné porty 
typu  RS-485 (FX2NC-485ADP, FX1N-485BD, FX3U-485-BD), RS-232 (FX2NC-232ADP, 
FX2N-232IF, FX3U-232-BD) a RS422 (FX2N-422BD, FX1N-422BD,  FX3U-422-BD)
2.4.4 Speciální
Sem  se  řadí  moduly  s  čítači  (FX3U-4HSX-ADP,  FX2N-1HC),  polohovací  moduly 
(FX2N-1PG-E, FX3U-20SSC-H) či moduly specializované na pulsní výstupy (FX2N-10PG).
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3 GX IEC DEVELOPER 7.01
GX  IEC   Developer  je  univerzální  prostředí  pro  programování  a  nastavování 
programovatelných automatů od firmy Mitsubishi. Je evropskou variantou GX Developeru, proti které 
je ještě rozšířena o podporu klasických příkazů podle standartu IEC se zvýšenou podporou textových 
programovacích jazyků. Program obsahuje řadu průvodců pro usnadnění nastavení programovatelného 
automatu a založení a správu i těch nejsložitějších projektů.
3.1 Popis prostředí
Následuje bližší popis jednotlivých položek zmíněných na snímku základní obrazovky editoru 
v příloze č. 1 : Popis prostředí GX IEC Developer.
3.1.1 Body (Tělo programu)
Jedna ze dvou součástí  POU. Provádí  se v ní  psaní  a editace programu v jednom ze pěti 
předem  zvolených  jazyků.  Ty  se  dělí  na  grafické  a  textové  jazyky.  Mezi  grafické  patří  jazyk 
kontaktních  schémat  (LD  –  Ladder  Diagram),  jazyk  funkčních  bloků  (FBD  –  Function  Block 
Diagram)  a  sekvenční  graf  funkcí  (SFC  –  Sequential  function  chart).  Mezi  textové  zase  patří 
strukturovaný text (ST – Structured Text), seznam instrukcí (IL – Instruction List) a sekvenční graf 
funkcí (SFC – Sequential function chart).  Také jsou na výběr dvě sady příkazů – sada Melsec od 
Mitsubishi a sada podle normy IEC 61131-3.Pokud píšeme v za pomocí sady IEC můžeme použít i 
některých příkazů z řady Melsec, ale zpětně to nejde.
3.1.2 Global_vars (Globální proměnné)
Slouží pro pojmenovávání a správu vstupů, výstupů, proměnných, konstant a funkčních bloků. 
Pomocí přiřazeného názvu je možné se na ně odkazovat v celém programu. U takto definovaných 
konstant můžeme přehledně změnit jejich výchozí hodnotu či datový typ,  a to na všech místech v 
programu najednou. Definování je také velmi důležité u funkčních bloků, které by jinak nešly použít. 
Další výhodou je možnost upravit původní názvy proměnných a konstant, tak že se zvýší přehlednost a 
orientace v programu. 
Obr. 8 Tabulka globálních proměnných
Například proměnná Vypinac1 (viz obrázek) je globální proměnnou vstupu. Jejím datovým 
typem je BOOL a systémová adresa je X0 v označení Melsec, respektive IX0 podle označení pomocí 
standardu  IEC.  Adresu  stačí  zadat  v  jednom formátu  a  program si  ji  do  druhého  převede  sám. 
Proměnné a konstanty, které nejsou vstupy ani výstupy, si programovatelný automat k paměti přidělí 
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automaticky.
3.1.3 Header (Hlavička – lokální proměné)
Je  variantou  na  Global_vars  (Globální  proměnné),  ovšem  proměnné  (konstanty)  jsou 
deklarovány jen pro příslušný oddíl programu a nikoliv pro celý projekt. Tím pádem mohou mít různé 
oddíly  deklarovány proměnné  (konstanty)  se  stejnými  názvy,  ale  jinými  hodnotami,  protože  tyto 
lokální proměnné vidí jen příslušný oddíl. Ovšem názvy lokálních a globálních hodnot se shodovat 
nemohou.
Obr. 9 Hlavička
3.1.4 Upload a download programu
Download  –  Zkopíruje  zkompilovaný  projekt  z  počítače  do  paměti  programovatelného 
automatu. Pro přesun musí být automat v režimu STOP
Project → Transfer → Download to PLC
Upload –  Zkopíruje program z paměti programovatelného automatu do současného projektu v 
GX IEC Developeru. Pro přesun musí být automat v režimu STOP.
 
Project → Transfer → Upload from PLC
Obr. 10 Dialog okna downloadu programu do PLC
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3.1.5 Kompilování programu
Check  –  Provede  kontrolu  správnosti  syntaxe  objektu  programu.  Může  se  použít  jak  pro 
kontrolu jednotlivých objektů tak i pro kontrolu celého projektu v GX IEC Developeru. Dokáže také 
provádět vzájemně oddělené kontroly hlaviček a těl programu v rámci jednotlivých oddílů programu. 
Výsledek kontroly se zobrazí v okně Compile/Check Messages.
Object → Check
Build – Build je kompilační procedura, která znovu zkompiluje pouze ty objekty v nichž byly 
provedeny nějaké změny. Spolu s nimi také zkompiluje i ostatní prvky projektu, které jsou přidruženy 
k  těmto  změnám.  Kompilace  musí  být  provedena,  aby  byl  možný  přenos  programu  do 
programovatelného automatu.  Výsledek kontroly se zobrazí v okně Compile/Check Messages.
Project → Build
Rebuild all – Znovu zkompiluje celý  projektu napsaného v GX IEC developeru. Kompilace 
musí  být  provedena,  aby byl  možný  přenos  programu do programovatelného automatu.  Výsledek 
kontroly se zobrazí v okně Compile/Check Messages.
Project → Rebuild
Obr. 11 Výsledek kompilace(kontroly) zobrazený v okně Compile/Check Messages
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3.1.6 Softwarová změna režimu automatu
Online → Start / Stop PLC
Obr. 12 Dialog změny režimu automatu
Execute – Nastaví vybraný režim programovatelného automatu.
Refresh – Znovu načte informaci o stávajícím režimu programovatelného automatu. 
Run (spustit) – přepne automat do režimu RUN. Podmínkou je přepínač režimů v poloze RUN 
a fungující spojení s počítačem. 
Stop (zastavit) – přepne automat do režimu STOP. Podmínkou je přepínač režimů v poloze 
RUN a fungující spojení s počítačem. 
3.1.7 GX Simulator
GX  IEC  Developer  také  obsahuje  virtuální  programovatelný  automat,  pojmenovaný  GX 
Simulator,  na  kterém je  možno  si  vyzkoušet  většinu  programů  bez  rizika  poškození  automatu  či 
nutnosti  programovatelný  automat  vůbec  připojit.  Bohužel  simulace  podporuje  pouze  základní 
jednotku, takže není možno  vyzkoušet správnou funkci přídavných modulů.
GX Simulator nám umožňuje provádět simulaci externích zařízení, vstupů a výstupů, kontrolu 
obsahu vyrovnávacích pamětí a časových diagramů. Je také podporována funkce ladění programu po 
jednotlivých krocích, ovšem tuto funkci podporují všechny druhy simulovaných programovatelných 
automatů až na typ FX3U.
Simulace může být spuštěna jen po splnění následujících podmínek. Musí být nainstalován 
GX Simulator, projekt musí být zkompilován a GX IEC Developer se nesmí nacházet v režimu on-
line.
Při spuštění
Online → GX Simulator
se přenesou parametry programovatelného automatu do GX Simulátoru a objeví se jeho hlavní dialog.
3GX IEC Developer 7.01 Strana 29
Obr. 13 Dialog GX simulátoru
To nám uvádí typ simulovaného programovatelného automatu (na obr.13 je to FX3U) a také 
umožňuje sledováni a změnu stavu automatu. Odtud můžeme také spustit časový diagram, který nám 
ukáže hodnoty jednotlivých proměnných v závislosti na čase.
Start → Monitor Function→ Timing Chart Display
Obr. 14 Timing Chart Display
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Změny hodnot vstupních proměnných provádíme v těle programu dvojklikem na jejich název. 
Stav proměnné  je signalizován její  barvou,  pokud je  její  název zvýrazněn žlutým pozadím je  její 
hodnotou logická 1, pokud ne je její hodnotou logická 0.
Při běhu GX Simulátoru není možno provádět změny programu. Také nejsou podporovány 
následující funkce: speciální funkční moduly,  rozšiřující vstupně výstupní moduly,  práce se sítěmi, 
přerušení programu a Čti z PA (Read from PLC), Porovnej z PA(Compare with PLC).
3.2 Přehled základních příkazů
Následující podkapitola obsahuje přehled vybraných příkazů instrukční sady. Jedná se jak o 
základní a nejčastěji používané příkazy, tak o příkazy použité při  řešení navržených úloh.
3.2.1 Contacts (kontakty)
LD (načíst) – Načte a přiřadí hodnotu příslušné vstupní proměnné na vrchol zásobníku. 
Ladder Diagram Function Block Diagram Instruction List Structured Text
LD
LDN (načíst negované) – Načte a přiřadí negovanou hodnotu příslušné vstupní proměnné na vrchol 
zásobníku.
Ladder Diagram Function Block Diagram Instruction List Structured Text
LDN (LDI - Melsec)
AND –  Provede logický součin příslušné vstupní proměnné a bitu na vrcholu zásobníku.
Ladder Diagram Function Block Diagram Instruction List Structured Text
prvky v sérii AND (AND- Melsec) AND
ANDN (ANI)  –  Provede logický součin negované hodnoty příslušné vstupní  proměnné  a  bitu  na 
vrcholu zásobníku.
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Ladder Diagram Function Block Diagram Instruction List Structured Text
prvky v sérii ANDN (ANI- Melsec) AND NOT
OR – Provede logický součet příslušné vstupní proměnné a bitu na vrcholu zásobníku.
Ladder Diagram Function Block Diagram Instruction List Structured Text
prvky paralelně OR OR
ORN (ORI) – Provede logický součet negované hodnoty příslušné vstupní proměnné a bitu na vrcholu 
zásobníku.
Ladder Diagram Function Block Diagram Instruction List Structured Text
prvky paralelně ORN (ORI - Melsec) OR NOT
NOT – Provede logickou negaci vstupní hodnoty a přidá ji na vrchol zásobníku.
Ladder Diagram Function Block Diagram Instruction List Structured Text
NOT NOT
3.2.2 Coils (cívky)
ST(výstup) – Načte hodnotu na vrcholu zásobníku a přiřadí ji na výstup.
Ladder Diagram Function Block Diagram Instruction List Structured Text
ST (OUT - Melsec) :=
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SET (nastavení) – Nastaví na určený výstup logickou 1. I po nulovém vstupu, zůstane na výstupu 
logická 1. Výstup může být vynulován pomocí instrukce RST
Ladder Diagram Function Block Diagram Instruction List Structured Text
S (SET - Melsec) SET_M(Vstup,Výstup)
RST (vynulování) – Nastaví na určený výstup logickou 0. 
Ladder Diagram Function Block Diagram Instruction List Structured Text
R (RST - Melsec) RST_M(Vstup,Výstup)
3.2.3 Logic Stack Instructions (operace se zásobníkem)
ALD  (logický  součin)  –  Provede  logický  součin  hodnot  na  prvních  dvou  pozicích  zásobníku  a 
výsledek uloží zpět do zásobníku na jeho vrchol.
Ladder Diagram Function Block Diagram Instruction List Structured Text
prvky v sérii
použití závorek 
(ANB - Melsec) použití závorek
OLD  (logický  součet)  –  Provede  logický  součet  hodnot  na  prvních  dvou  pozicích  zásobníku  a 
výsledek uloží zpět do zásobníku na jeho vrchol.
Ladder Diagram Function Block Diagram Instruction List Structured Text
prvky paralelně
použití závorek
(ORB - Melsec) použití závorek
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3.2.4 Timer and Counter Instructions (instrukce časovače a čítače)
TON (časovač zapnutí)  – Po dobu sepnutí  vstupu IN začne odpočítávat  čas  od okamžiku  sepnutí 
vstupu (IN). Uplynulý čas je zobrazen v ET (elapsed time) a po dosažení přednastaveného času PT 
(preset time) se nastaví na výstup Q logická jednička. Časovač se vyskytuje ve dvou variantách, které 
se liší přesností, se kterou je časový úsek měřen. A to varianty měřící čas po deseti milisekundách 
(TON_10) a sto milisekundách (TON).
Ladder Diagram Function Block Diagram Instruction List Structured Text
CAL TON
TON.IN, TON.PT, 
TON.Q, TON.ET
TON(IN,PT) ;
TON.Q, TON.ET
TP (pulsní časovač) – Při převedení pulsu na vstup IN, se nastaví na výstup Q logická jednička a začne 
se odpočítávat čas. Uplynulý čas se zobrazuje v ET (elapsed time) a po dosažení přednastaveného času 
PT (preset time) se opět nastaví na výstup Q logická nula. Časovač se vyskytuje ve dvou variantách, 
které se liší přesností se kterou je časový úsek měřen. A to varianty měřící čas po deseti milisekundách 
(TP_10) a sto milisekundách (TP).
Ladder Diagram Function Block Diagram Instruction List Structured Text
CAL TP
TP.IN, TP.PT, 
TP.Q, TP.ET
TP(IN,PT) ;
TP.Q, TP.ET
CTU (přičítající čítač) –  Při převedení pulsu na vstup CU, se navýší hodnota uložená v CV (current 
value) o jednu. Až hodnota CV dosáhne přednastavenou hodnotu PV (preset value),  nastaví se na 
výstupu Q logická jednička.  Při  přivedení  logické jedničky na vstup RESET se vynuluje  hodnota 
uložená v CV a čítač již dále nepřičítá.
Ladder Diagram Function Block Diagram Instruction List Structured Text
CAL CTU
CTU.CU,CTU.RESET,
CTU.PV,CTU.CV,
CTU.Q
CTU(PV,CV);
CTU.RESET, CTU.CV,
CTU.Q
3.2.5 Numerical Functions (Matematické funkce)
LIMIT  –  Pokud  je  vstupní  hodnota  IN  v  rozsahu  definovaném proměnnými  MN a  MX,  tak  je 
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nezměněna zapsána na výstup. Pokud je vstupní hodnota IN menší než MN, tak je na výstup zapsána 
hodnota MN.  Pokud je vstupní hodnota IN větší než MX, tak je na výstup zapsána hodnota MX.  
Ladder Diagram Function Block Diagram Instruction List Structured Text
LIMIT LIMIT(min., hodnota,
max.)
MUL_TIME (znásob čas) – Znásobí vstupní proměnou IN1 koeficientem IN2. Funguje pouze pro 
proměnné datového typu TIME. 
Ladder Diagram Function Block Diagram Instruction List Structured Text
MUL_TIME MUL_TIME(čas, 
koeficient)
ADD (součet) – Sečte všechny vstupní hodnoty a výslednou hodnotu nastaví na výstup. Maximální 
počet vstupů je dvacet osm.
Ladder Diagram Function Block Diagram Instruction List Structured Text
ADD_M
(ADD - Melsec)
použití znaménka +
DIV – Vydělí vstupní proměnou IN1 proměnou IN2 a  výslednou hodnotu nastaví na výstup.
Ladder Diagram Function Block Diagram Instruction List Structured Text
DIV použití znaménka /
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3.2.6 Buffer Memory Access Instructions(instrukce  pro přístup k pamětím)
FROM (čtení z modulu) – Slouží ke komunikaci s rozšiřujícím modulem definovaným v n1. Moduly 
jsou  značeny  od  0  do  7  v  závislosti  na  jejich  pozici  od  základního  modulu  programovatelného 
automatu (z pravé strany). Přečte hodnotu d z BFM jež je definována v n2. Parametr n3 udává počet 
WORDů přenesených mezi modulem a  programovatelným automatem.
Ladder Diagram Function Block Diagram Instruction List Structured Text
FROM_M n1, n2, n3, d
(FROM n1 n2 d n3 
- Melsec)
FROM_M(budící bit, 
n1, n2, n3, d)
TO (zápis do modulu) – Slouží ke komunikaci s rozšiřujícím modulem definovaným v n1. Moduly 
jsou  značeny  od  0  do  7  v  závislosti  na  jejich  pozici  od  základního  modulu  programovatelného 
automatu (z pravé strany). Zapíše hodnotu s do BFM jež je definována v n2. Parametr n3 udává počet 
WORDů přenesených mezi modulem a  programovatelným automatem.
Ladder Diagram Function Block Diagram Instruction List Structured Text
TO_M s, n1, n2, n3
(TO n1 n2 s n3 
- Melsec)
TO_M(budící bit, s, n1, 
n2, n3)
3.3 Uživatelsky definované funkce a funkční bloky
Jsou  funkce  definované  přímo  uživatelem dle  jeho  konkrétních  potřeb.  Může  se  jednat  o 
tvorbu chybějící funkce či pouhou náhradu skupiny opakujících se příkazů, za účelem zjednodušení a 
zpřehlednění  programu.  Tyto  výhody  budou  ovšem více  znatelné  při  složitějších  a  rozsáhlejších 
projektech.
Pro lepší pochopení se nyní vytvoříme ukázkovou funkci XOR_for_3, realizující funkci XOR 
pro tři vstupní proměnné, podle algebraického vzorce y=x1⋅x2⋅x3 x1⋅x2⋅x3 x1⋅x 2⋅x3
Tvorba nové funkce/ funkčního bloku:
Object→New→POU
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Obr. 15 Dialog změny vytvoření nového POU
V okně dialogu, které se zobrazí vyplníme jméno, zvolíme jako třídu nové POU Funkci 
(FUN), jako programovací jazyk například FBD a výsledný datový typ BOOL.
V Headeru funkce provedeme deklaraci vstupních proměnných (nezapomeňme nastavit Class 
na VAR_INPUT), která může vypadat třeba takto.
Obr. 16 Funkce XOR_for_3 – Header
Funkci realizujeme podle zadaní, a jako proměnou výstupu nastavíme funkci samotnou.
Obr. 17 Funkce XOR_for_3 – FBD
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Jak je vidět na obr.16 úspěšně jsme vytvořili uživatelsky definovanou funkci.
Obr. 18 Funkce XOR_for_3 v jazyce FBD
 Další výhodou je také fakt, že když upravíme kód funkce, všechny použité instance této 
funkce se také přizpůsobí. Čímž se můžeme vyhnout rozsáhlému upravovaní kódu v celém programu. 
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4 NAVRŽENÉ ÚLOHY
V rámci bakalářské práce byly navrženy čtyři úlohy. V nich jsou použity příkazy uvedené v 
předchozí kapitole. U každé úlohy je krátký úvod, zadání problému, teoretický postup řešení a příklad 
řešení naprogramovaný postupně pro všechny čtyři jazyky prostředí GX IEC developer.
4.1 Realizace osvětlení ze čtyř míst
Úvodní úloha jejíž účelem je seznámení s prostředím a vysvětlení použití základních příkazů.
4.1.1 Zadání
Pro  regulovanou  soustavu,  kde  světlo  svítí  při  zapnutí  lichého  počtu  přepínačů  sestavte 
pravdivostní tabulku, napište algebraickou rovnici, proveďte minimalizaci pomocí Carnaughovy mapy 
a proveďte realizaci prvky Boolenovy algebry.
4.1.2 Postup řešení
Pravdivostní tabulka:    
x1 x2 x3 x4 y
0 0 0 0 0
0 0 0 1 1
0 0 1 0 1
0 0 1 1 0
0 1 0 0 1
0 1 0 1 0
0 1 1 0 0
0 1 1 1 1
1 0 0 0 1
1 0 0 1 0
1 0 1 0 0
1 0 1 1 1
1 1 0 0 0
1 1 0 1 1
1 1 1 0 1
1 1 1 1 0
 Obr. 19 Realizace osvětlení ze čtyř míst –  pravdivostní tabulka
Strana 40 4Navržené Úlohy
Algebraická rovnice:
y= x1⋅x2⋅x3⋅x4 x1⋅x2⋅x3⋅x4 x1⋅x2⋅x3⋅x4x1⋅x2⋅x3⋅x4
 x1⋅x2⋅x3⋅x4 x1⋅x2⋅x3⋅x 4x1⋅x2⋅x3 x 4x1⋅x2⋅x3⋅x4
Obr. 20  Realizace osvětlení ze čtyř míst – algebraická rovnice
1 1
1 1
1 1
1 1
Obr. 21  Realizace osvětlení ze čtyř míst –  Carnaughova mapa
Z Carnaughovy mapy zjistíme, že algebraickou rovnici již více nelze minimalizovat, jelikož se 
jedna o minimální tvar.
4.1.3 Řešení v prostředí GX IEC Developer
Deklarace vstupních a výstupních proměnných v Global_vars,  by mohla například vypadat 
takto:
Obr. 22 Realizace osvětlení ze čtyř míst –  Global_vars
x
1
x
4
x
3
x
2
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Výsledné schéma  realizované pomocí  jazyku  Ladder  Diagram se  skládá ze  tří  paralelních 
větví, které reprezentují logický součet. A jsou tvořeny jednotlivými prvky v sérii, které reprezentují 
logické součiny.
Obr. 23 Realizace osvětlení ze čtyř míst – schéma LD
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Zadání  se může  také poměrně jednoduše realizovat  pomocí  funkčních bloků.  Je  zde vidět 
přímá analogie s výchozí rovnicí a to zejména podobě použití osmy vícevstupových hradel typu AND, 
jednoho hradla typu OR. A také ve znegování potřebných vstupů.
Obr. 24 Realizace osvětlení ze čtyř míst – schéma FBD
Dalším zápisem, kde je dobře vidět analogie s původní rovnicí je zápis pomocí IL. Nemožnost 
zvolení počtů vstupů funkcí OR a AND, lze plně kompenzovat použitím uvozovek. 
LD Vypinac4
ANDN Vypinac1
ANDN Vypinac2
ANDN Vypinac3
OR( Vypinac3
ANDN Vypinac1
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ANDN Vypinac2
ANDN Vypinac4
)
OR (Vypinac2
ANDN Vypinac1
ANDN Vypinac3
ANDN Vypinac4
)
OR (Vypinac1
ANDN Vypinac2
ANDN Vypinac3
ANDN Vypinac4
)
OR (Vypinac2
ANDN Vypinac1
AND Vypinac3
AND Vypinac4
)
OR (Vypinac1
ANDN Vypinac2
AND Vypinac3
AND Vypinac4
)
OR (Vypinac1
AND Vypinac2
ANDN Vypinac3
AND Vypinac4
)
OR (Vypinac1
AND Vypinac2
AND Vypinac3
ANDN Vypinac4
)
ST zarovka
Posledním způsob je použití jazyka Structured text. V tomto případě k zápisu použijeme přímo 
algebraickou rovnici, kterou jen přepíšeme do kompatibilní podoby:
zarovka:=  (Vypinac4  AND  NOT  Vypinac1  AND  NOT  Vypinac2  AND  NOT 
Vypinac3) 
OR (Vypinac3 AND NOT Vypinac1 AND NOT Vypinac2 AND NOT Vypinac4) 
OR (Vypinac2 AND NOT Vypinac1 AND NOT Vypinac3 AND NOT Vypinac4) 
OR (Vypinac1 AND NOT Vypinac2 AND NOT Vypinac3 AND NOT Vypinac4) 
OR (Vypinac2 AND NOT Vypinac1 AND Vypinac3 AND Vypinac4) 
OR (Vypinac1 AND NOT Vypinac2 AND Vypinac3 AND Vypinac4)
OR (Vypinac1 AND Vypinac2 AND NOT Vypinac3 AND Vypinac4) 
OR (Vypinac1 AND Vypinac2 AND Vypinac3 AND NOT Vypinac4);
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4.2 Realizace schodišťového osvětlení
V  této  úloze  si  zkusíme  řešení  reálného  problému.  A  to  ovládání  osvětlení  schodiště  s 
možností nastavení délky svícení pomocí počtu stisknutí spínačů a se stanovenou horní hranicí doby 
po kterou může osvětlení být zapnuto.
4.2.1 Zadání
Realizujte zapojení schodišťového osvětlení s následujícími parametry. Po stisku tlačítka se 
rozsvítí světla na dobu patnácti sekund, a další stisky tuto dobu zvýší o dalších patnáct sekund až do 
maximálního času – jedné minuty. 
4.2.2 Postup řešení
Jádrem úlohy je časovač, který nám odměřuje časový úsek, po který je osvětlení zapnuto, a 
čítač, který zaznamenává počet stisků spínačů osvětlení. Dále použijeme limitní funkci pro nastavení 
horní hranice doby po kterou bude osvětlení zapnuto.
4.2.3 Řešení v prostředí GX IEC Developer
Deklarace vstupních a výstupních proměnných v Global_vars,  by mohla například vypadat 
takto:
Obr. 25 Realizace schodišťového osvětlení –  Global_vars
A deklarace lokálních proměnných v Header, by zase mohla vypadat takto:
Obr. 26 Realizace schodišťového osvětlení –  Header
Tato úloha se dá poměrně jednoduše a názorně realizovat pomocí Function Block Diagramu.
Blok čítače CTU_1 počítá počet stisků spínače osvětlení, ten násobíme pomocí funkce MUL_TIME 
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patnácti sekundami a za pomoci funkce LIMIT si hlídáme aby se nám nepřekročila horní hranice jedné 
minuty.  A funkce NOT_E ,za podmínky že bylo pracováno se s čítačem a světlo již nesvítí,  nám 
přivede nulující signál na vstup RESET čítače CTU_1 a připraví ho k opětovnému použití.
Obr. 27 Realizace schodišťového osvětlení –  FBD
Ovšem EN vstup u funkce NOT_E se ve výchozím nastavení chová jako funkce SET. Což by 
zapříčinilo  okamžité  smazání  jakéhokoliv  vstupu na  čítač  CTU_1  a  způsobilo  by to  nefunkčnost 
tohoto řešení této úlohy. Proto musí se toto nastavení změnit, což je se provede:
 Extras → Options → Project Options → Code Generation → Use SET / RST for boolean output of
odškrtneme položku NOT_E.
Obdobně lze zapojení realizovat pomocí jazyka Ladder Diagram.
Obr. 28 Realizace schodišťového osvětlení –  LD
Pro  potřeby realizace  zadání  pomocí  jazyku  Instruction  List,  musíme  přidat  do  deklarace 
lokálních proměnných (Header) další položku: proměnou Cas_2 datového typu TIME.
Network 1
LD M8002       //Speciální paměť. Při prvním běhu programu 
má logickou 1, při dalších logickou 0.
CAL CTU_1(PV:=1) //Inicializace funkčního bloku CTU.  
Přednastavení hodnoty PV.
CAL TP_1(PT:=T#15s) //Inicializace  funkčního  bloku  TP.  
Přednastavení hodnoty PT.
Network 2
LD Vypinac1
OR ( Vypinac2
OR Vypinac3
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OR Vypinac4
)
ST CTU_1.CU
Network 3
LD Cas_1 //Načte čas po který bude osvětlení zapnuto při 
jednom stisknutí spínače.
MUL_TIME CTU_1.CV //Vynásobí čas Cas_1 počtem zmáčknutí spínačů.
ST Cas_2 //Uloží výsledný čas do proměnné Cas_2.
Network 4
LD T#0s //Načte dolní hranici regulované 
hodnoty pro funkci LIMIT.
LIMIT Cas_2, T#60s //Načte regulovanou hodnotu a horní 
hranici regulované hodnoty.
ST TP_1.PT //Uloží výslednou hodnotu do časovače TP_1.
Network 5
LD Vypinac1
OR ( Vypinac2
OR Vypinac3
OR Vypinac4
)
ST TP_1.IN
Network 6
LD TP_1.Q
ST Zarovka1
Network 7
LD CTU_1.Q
ANDN Zarovka1
ST CTU_1.RESET
Další jednoduché a velmi přehledné řešení se dá realizovat pomocí jazyku Structured Text.
První řádek slouží jako detekce stisku některého ze spínačů. 
Druhý je nejen inicializací funkčního bloku CTU_1, ale také nám propojuje stisk spínačů se vstupem 
do čítače. 
Třetí řádek vypočítává čas po který je osvětlení zapnuto a rovnou nám na něj nastaví časovač TP_1.
Čtvrtý  řádek  je  inicializací  funkčního  bloku  TP_1.Také  slouží  jako  propojení  stisku  spínačů  se 
vstupem do časovače. 
Pátý až osmý řádek rozsvěcují světla na jednotlivých podlažích.
Devátý  až  třináctý  řádek  popisují  následující  podmínku.  Pokud  byl  použit  čítač  a  nesvítí  nám 
osvětlení, tak se vynuluje počet stisků spínačů. Pokud podmínky nejsou splněny nic se neděje.
Vstup:= Vypinac1 OR Vypinac2 OR Vypinac3 OR Vypinac4;
CTU_1(PV:=1, CU:=VSTUP);
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TP_1.PT:= LIMIT(T#0S,MUL_TIME(Cas1,CTU_1.CV),T#60S) ;
TP_1(IN:=vstup);
Zarovka1:= TP_1.Q;
Zarovka2:= Zarovka1;
Zarovka3:= Zarovka1;
Zarovka4:= Zarovka1;
IF CTU_1.Q = 1 THEN
CTU_1(RESET:=NOT Zarovka1);
ELSE 
CTU_1(RESET:= 0);
END_IF;
4.3 Realizace ovládání krokového motoru
V této úloze si zkusíme řešení reálného problému. A to realizaci ovládání krokového motoru, 
který  slouží  jako  základ  pro  ovládání  externích  rolet.  Úloha  slouží  také  jako  ukázka  práce  s 
uživatelsky definovanými funkčními bloky.
4.3.1 Zadání
Realizujte ovládání externí rolety pomocí krokového motoru. Pro řešení použijte uživatelsky 
definovaný funkční blok s následujícími vstupními a výstupními parametry.
Vstup: Pokyn pro vytáhnutí rolety, pokyn pro spuštění rolety, stávající stav cívek krokového motoru.
Výstup: Nový stav cívek krokového motoru.
4.3.2 Postup řešení
Krokový motor  nabývá osmy stavů v závislosti  na vstupech jdoucích na jeho cívky.  Tyto 
vztahy zobrazuje následující tabulka.
Stav Cívka 1 Cívka 2 Cívka 3 Cívka 4
1 1 0 0 0
2 1 1 0 0
3 0 1 0 0
4 0 1 1 0
5 0 0 1 0
6 0 0 1 1
7 0 0 0 1
8 1 0 0 1
Obr. 29 Tabulka řídících signálů krokového motoru 
Vzájemná závislost mezi těmito vztahy je znázorněna v následujícím přechodovém diagramu.
Strana 48 4Navržené Úlohy
Obr. 30  Přechodový diagram stavů krokového motoru 
Na základě těchto znalostí můžeme vytvořit pravdivostní tabulky pro jednotlivé cívky.
Pohyb vzhůru (Vytahování rolety)
Cívka 1n-1 Cívka 2n-1 Cívka 3n-1 Cívka 4n-1 Cívka 1n Cívka 2n Cívka 3n Cívka 4n
1 0 0 0 1 1 0 0
1 1 0 0 0 1 0 0
0 1 0 0 0 1 1 0
0 1 1 0 0 0 1 0
0 0 1 0 0 0 1 1
0 0 1 1 0 0 0 1
0 0 0 1 1 0 0 1
1 0 0 1 1 0 0 %
Obr. 31 Realizace ovládání krokového motoru - pravdivostní tabulka Cívek - vzhůru
Pohyb dolů (Spuštění rolety)
Cívka 1n-1 Cívka 2n-1 Cívka 3n-1 Cívka 4n-1 Cívka 1n Cívka 2n Cívka 3n Cívka 4n
1 0 0 0 1 0 0 1
1 1 0 0 1 0 0 0
0 1 0 0 1 1 0 0
0 1 1 0 0 1 0 0
0 0 1 0 0 1 1 0
0 0 1 1 0 0 1 0
0 0 0 1 0 0 1 1
1 0 0 1 0 0 0 1
Obr. 32  Realizace ovládání krokového motoru - pravdivostní tabulka Cívek - dolů
Na  základě  tabulek  pravděpodobnosti  vytvoříme  Carnaughovy  mapy,  které  použijeme  k 
optimalizaci algebraických rovnic.
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Obr. 33  Realizace ovládání krokového motoru - Carnaughovy mapy pro SET
Získáme následující algebraické rovnice, které použijeme pro změnu stavu krokového motoru 
pomocí zapnutí cívek.
Civka1= x2⋅x3⋅N x3⋅x4⋅D
Civka 2= x2⋅x3⋅x 4⋅N x1⋅x3⋅x4⋅N x1⋅x3⋅x4⋅D x1⋅x2⋅x4⋅D
Civka 3= x1⋅x3⋅x4⋅N x1⋅x2⋅x4⋅N x1⋅x2⋅x4⋅D x1⋅x2⋅x3⋅D
Civka 4= x1⋅x2⋅x4⋅N x1⋅x2⋅x3⋅N x2⋅x3⋅D
Obr. 34  Realizace ovládání krokového motoru – Algebraické rovnice pro SET
Proměnná N značí, že je zmáčknuto tlačítko pro pohyb nahoru (vytahování rolet) a D že je 
zmáčknuto tlačítko pro pohyb dolů(zatahování rolet). Vlastní jádro funkční ho bloku tvoří časovač, 
který  nám určuje  kde  má  dojít  ke  stavu  krokového motoru  podle  výše  uvedených  algebraických 
rovnic.  Vzhledem k povaze a  předpokládané funkci  funkčního bloku výstupní  hodnoty nastavíme 
pomocí funkce SET. 
A jelikož v tomto stavu by se výstupní hodnoty nevracely z logické jedničky zpět na logickou 
nulu, vytvoříme další čtyři algebraické rovnice, které v tomto případě budou přivedeny na funkci RST.
Na  základě  tabulek  pravděpodobnosti  vytvoříme  Carnaughovy  mapy,  které  použijeme  k 
optimalizaci algebraických rovnic
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.Obr. 35  Realizace ovládání krokového motoru - Carnaughovy mapy pro RST
Získáme následující algebraické rovnice, které použijeme pro změnu stavu krokového motoru 
pomocí vypnutí cívek.
Civka1= x1⋅x2⋅x3 x1⋅x3⋅x 4x2⋅x3⋅x4⋅N  x2⋅x3⋅x4⋅D
Civka 2= x2⋅x3⋅x 4 x1⋅x2⋅x4 x1⋅x3⋅x4⋅Nx1⋅x3⋅x4⋅D
Civka 3=x1⋅x3⋅x4x1⋅x2⋅x3 x1⋅x2⋅x4⋅N  x1⋅x2⋅x4⋅D
Civka 4= x1⋅x2⋅x4x2⋅x3⋅x4 x1⋅x2⋅x3⋅N x1⋅x2⋅x3⋅D
Obr. 36  Realizace ovládání krokového motoru – Algebraické rovnice pro RST
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4.3.3 Řešení v prostředí GX IEC Developer
Prvním krokem je vytvoření nové POU typu (Class) FB, kterou jsi pojmenujeme například 
Ovladani_kroku. Poté provedeme deklaraci vstupních a výstupních proměnných a potřených konstant 
do Headru této POU. Deklarace může vypadat například takhle.
Obr. 38  Realizace ovládání krokového motoru – Ovladani_kroku – Header
Uživatelsky definovaný funkční bok realizujeme pomocí jazyku Ladder Diagram, jelikož je 
přehledný a je na něm dobře vidět závislost na jednotlivých algebraických rovnicích.
Obr. 39  Realizace ovládání krokového motoru – Ovladani_kroku– LD – 1.část
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Obr.40  Realizace ovládání krokového motoru – Ovladani_kroku – LD – 2.část
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Realizaci  pomocí  LD můžeme  porovnat  s  realizací  pomocí  Function Block Diagramu.  Na 
první pohled jsou řešení velmi podobná a liší se pouze v rozdílné reprezentaci logického součtu a 
logického součinu.
Obr. 41  Realizace ovládání krokového motoru – Ovladani_kroku – FBD – 1.část
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Obr. 42  Realizace ovládání krokového motoru – Ovladani_kroku – FBD – 2.část
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Obr. 43 Realizace ovládání krokového motoru – Ovladani_kroku – FBD – 3.část
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Obr. 44 Realizace ovládání krokového motoru – Ovladani_kroku – FBD –4.část
Realizace funkčního bloku pomocí jazyku Instruction List se skládá z deseti částí. V první 
části (Network 1) probíhá inicializace časovače. Druhá část (Network 2), pokud je sepnut vstup 
Nahoru nebo dolů, aktivuje časovač TON1. Části tři, pět, sedm a devět (Network 3, 5, 7, 9) 
reprezentují jednotlivé algebraické rovnice a nastaví na odpovídající výstupy logickou jedničku za 
pomocí funkce SET. A části čtyři, šest, osm a deset (Network 4, 6, 8, 10) reprezentují druhou skupinu 
algebraických rovnic, které nastaví na odpovídající výstupy logickou nulu za pomocí funkce RST.
Network 1
LD M8002    //Speciální paměť. Při prvním běhu programu 
má logickou 1, při dalších logickou 0.
CAL TON_1(PT:=rychlost) //Inicializace funkčního bloku TP. 
Přednastavení hodnoty PT.
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Network 2
LD Nahoru
ANDN TON_1.Q
OR Dolu
ANDN TON_1.Q
ST TON_1.IN
Network 3
LD TON_1.Q
AND (Nahoru
ANDN Civka2vstup
ANDN Civka3vstup
)
OR( Dolu
ANDN Civka3vstup
ANDN Civka4vstup
)
S Civka1
Network 4
LD TON_1.Q
AND(Civka3vstup
ANDN Civka2vstup
ANDN Civka1vstup
OR(Civka3vstup
ANDN Civka4vstup
ANDN Civka1vstup
)
OR(Civka2vstup
ANDN Civka3vstup
ANDN Civka4vstup
AND Nahoru
)
OR(Civka4vstup
ANDN Civka3vstup
ANDN Civka2vstup
AND Dolu
)
)
R Civka1
Network 5
LD TON_1.Q
AND(Civka2vstup
ANDN Civka3vstup
ANDN Civka4vstup
AND Nahoru
OR(Civka1vstup
ANDN Civka3vstup
ANDN Civka4vstup
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AND Nahoru
)
OR(Civka3vstup
ANDN Civka1vstup
ANDN Civka4vstup
AND Dolu
)
OR(Civka2vstup
ANDN Civka1vstup
ANDN Civka4vstup
AND Dolu
)
)
S Civka2
Network 6
LD TON_1.Q
AND(Civka4vstup
ANDN Civka3vstup
ANDN Civka2vstup
OR(Civka4vstup
ANDN Civka1vstup
ANDN Civka2vstup
)
OR(Civka3vstup
ANDN Civka4vstup
ANDN Civka1vstup
AND Nahoru
)
OR(Civka1vstup
ANDN Civka4vstup
ANDN Civka3vstup
AND Dolu
)
)
R Civka2
Network 7
LD TON_1.Q
AND(Civka3vstup
ANDN Civka4vstup
ANDN Civka1vstup
AND Nahoru
OR(Civka2vstup
ANDN Civka4vstup
ANDN Civka1vstup
AND Nahoru
)
OR(Civka4vstup
ANDN Civka2vstup
ANDN Civka1vstup
AND Dolu
)
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OR(Civka3vstup
ANDN Civka2vstup
ANDN Civka1vstup
AND Dolu
)
)
S Civka3
Network 8
LD TON_1.Q
AND(Civka1vstup
ANDN Civka4vstup
ANDN Civka3vstup
OR(Civka1vstup
ANDN Civka2vstup
ANDN Civka3vstup
)
OR(Civka4vstup
ANDN Civka1vstup
ANDN Civka2vstup
AND Nahoru
)
OR(Civka2vstup
ANDN Civka1vstup
ANDN Civka4vstup
AND Dolu
)
)
R Civka3
Network 9
LD TON_1.Q
AND(Civka4vstup
ANDN Civka1vstup
ANDN Civka2vstup
AND Nahoru
OR(Civka3vstup
ANDN Civka1vstup
ANDN Civka2vstup
AND Nahoru
)
ORN(Civka2vstup
AND Civka3vstup
ANDN Dolu
)
)
S Civka4
Network 10
LD TON_1.Q
AND(Civka2vstup
ANDN Civka1vstup
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ANDN Civka4vstup
OR(Civka2vstup
ANDN Civka3vstup
ANDN Civka4vstup
)
OR(Civka1vstup
ANDN Civka2vstup
ANDN Civka3vstup
AND Nahoru
)
OR(Civka3vstup
ANDN Civka2vstup
ANDN Civka1vstup
AND Dolu
)
)
R Civka4
Další jednoduché a přehledné řešení se dá realizovat pomocí jazyku Structured Text.
První řádek slouží jako detekce zapnutí některého ze vstupu a zároveň aktivuje časovač TON_1. 
Druhý řádek je podmínka.  Pokud uplyne  stanovená doba,  provede se přepočet  výstupních hodnot 
jednotlivých cívek. 
Následující čtyři bloky jsou přepsané algebraické rovnice do jazyka ST.
Poslední řádek označuje konec působení podmínky definované v druhém řádku.
TON_1(IN:=(Nahoru OR Dolu) AND NOT TON_1.Q, PT:=rychlost);
IF TON_1.Q = 1 THEN
Civka1:=  NOT Civka2vstup AND NOT Civka3vstup AND  Nahoru OR NOT 
Civka3vstup AND NOT Civka4vstup AND  NOT Civka3vstup AND Dolu;
Civka2:=  Civka2vstup AND NOT Civka3vstup AND  NOT Civka4vstup AND 
Nahoru OR Civka1vstup AND NOT Civka3vstup AND  NOT Civka4vstup AND 
Nahoru OR NOT Civka1vstup AND Civka3vstup AND NOT Civka4vstup AND 
Dolu OR NOT Civka1vstup AND Civka2vstup AND NOT Civka4vstup AND 
Dolu; 
Civka3:=  Civka3vstup AND NOT Civka4vstup AND  NOT Civka1vstup AND 
Nahoru OR Civka2vstup AND NOT Civka4vstup AND  NOT Civka1vstup AND 
Nahoru OR NOT Civka2vstup AND Civka4vstup AND NOT Civka1vstup AND 
Dolu OR NOT Civka2vstup AND Civka3vstup AND NOT Civka1vstup AND 
Dolu; 
Civka4:=  NOT Civka1vstup AND NOT Civka2vstup AND Civka4vstup AND 
Nahoru OR NOT Civka1vstup AND NOT Civka2vstup AND Civka3vstup AND 
nahoru OR NOT Civka2vstup AND NOT Civka3vstup AND Dolu;
END_IF;
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Po tom, co jsme dokončili tvorbu uživatelsky definovaného funkčního bloku Ovladani_kroku, 
provedeme  deklaraci  vstupních  a  výstupních  proměnných  v  Global_vars,  která  může  vypadat 
například takto.
Obr. 45 Realizace ovládání krokového motoru – Global_vars
Také provedeme deklaraci námi vytvořeného funkčního bloku v Headeru.
Obr. 46 Realizace ovládání krokového motoru – Header
Nyní  nám jen zbývá tento funkční  blok zavolat.  Práce s  uživatelsky definovaným blokem 
probíhá úplně stejně jako s jakýmkoliv normálním blokem. Uživatelsky definovaný funkční blok může 
být napsán v jednom jazyku a být volán pomocí jiného.
Zavolání funkčního bloku pomocí jazyku Function Block Diagram.
Obr. 47 Realizace ovládání krokového motoru – FBD
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Zavolání funkčního bloku pomocí jazyku Ladder Diagram.
Obr. 48 Realizace ovládání krokového motoru – LD
Inicializace a zavolání funkčního bloku pomocí jazyku Instruction List.
Network 1
LD M8000
CAL Vrata(Nahoru:=TL_UP, Dolu:=TL_DOWN, Civka1vstup:=Krok1,   
    Civka2vstup:=Krok2,Civka3vstup:=Krok3,Civka4vstup:=Krok4)
Network 2
LD Vrata.Civka1
ST Krok1
Network 3
LD Vrata.Civka2
ST Krok2
Network 4
LD Vrata.Civka3
ST Krok3
Network 5
LD Vrata.Civka4
ST Krok4
Použití uživatelsky definovaného funkčního bloku pomocí jazyku Structured Text.
Vrata(Nahoru:=TL_UP,Dolu:=TL_DOWN,Civka1vstup:=krok1,Civka2vstup:=
krok2,Civka3vstup:=krok3,Civka4vstup:=krok4);
Krok1:=Vrata.Civka1;
Krok2:=Vrata.Civka2;
Krok3:=Vrata.Civka3;
Krok4:=Vrata.Civka4;
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4.4 Realizace analogové sčítačky
Tato  úloha  slouží  k  procvičení  komunikace  a  práce  s  rozšiřujícími  moduly,  respektive  s 
modulem FX2N-5A.
4.4.1 Zadání
Realizujte analogovou sčítačku, která bude načítat  z přípravku dvě spojité hodnoty (0-5) a 
potom jejich součet (0-10) pošle na výstup zpět do přípravku.
4.4.2 Postup řešení
Prvním krokem řešení je vynulování modulu FX2N-5A, jelikož si nemůžeme být jisti jaké je 
jeho  současné  nastavení  a  jak  by  mohlo  ovlivnit  náš  program.  Druhým  krokem bude  nastavení 
stejného rozsahu přepočtu jak pro oba vstupy, tak pro výstup. V našem případě jsme například  zvolili 
přepočet, kde se -10V až +10V rovná -32 000 až +32 000. Tímto způsobem získáme kompatibilní 
vstupy  s  výstupem  v  rozsahu  (0-10V),  ovšem  pro  potřebu  zadání  potřebujeme  hodnotu  vstupů 
poloviční (0-5V), a proto vstupní hodnoty vydělíme dvěma. Výsledek potom sečteme a pošleme na 
výstup zpět do přípravku.
4.4.3 Řešení v prostředí GX IEC Developer
Řešení v jazyku Funtion Block Diagram, je velmi jednoduché a nepotřebuje ani definování 
žádných proměnných.
V první části (Network 1) si nastavíme samotný rozšiřující modul FX2N-5A pro naše potřeby. 
V druhé části (Network 2) programu provedeme načítání a zápis hodnot spolu s potřebnými výpočty.
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Obr. 49 Realizace analogové sčítačky –  FBD
Realizace pomocí dalších jazyků jsou již trochu složitější, a proto vyžadují  deklaraci dvou 
proměnných  (Analog1  a  Analog2,  do  kterých   ukládáme  hodnoty  načtené  z  přípravku)  a  jedné 
konstanty.
Obr. 50 Realizace analogové sčítačky  –  Header
Program  napsaný  v  Ladder  Diagramu  se  skládá  z  čtyř  částí.  V  první  (Network  1)  je 
inicializován  a  nastaven  analogový  modul  FX2N-5A.  V  druhé  části  (Netvork  2)  se  načte  první 
hodnota, která se následně vydělí dvěma (konstanta dělitel) a výsledek se uloží do proměnné Analog1. 
V třetí části (Netvork 3) se načte druhá hodnota, která se následně vydělí dvěma (konstanta dělitel) a 
výsledek se uloží do proměnné Analog2. Ve čtvrté  části  programu (Network 4) sečteme hodnoty 
Analog1 a Analog2 a výsledek odešleme do přípravku.
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.Obr. 51 Realizace analogové sčítačky  –  LD
Pro  potřeby realizace  zadání  pomocí  jazyku  Instruction  List,  musíme  přidat  do  deklarace 
lokálních proměnných (Header) další položku: proměnou AnalogOut datového typu INT.
Network 1
LD M8002        //Speciální paměť. Při prvním běhu programu má 
        logickou 1, při dalších logickou 0.
TO_M 1 , 0 , 20 , 1    //Vynuluje rozšiřující modul na tovární nastavení.
TO_M HFF00 , 0 , 0 , 1 //Nastaví vstupní kanály rozšiřujícího modulu.
TO_M H0000 , 0 , 1 , 1 //Nastaví výstupní kanál rozšiřujícího modulu.
Network 2
LD M8000    //Speciální  paměť.  Její  hodnota  je  
vždy rovna logické jedničce.
FROM_M 0 , 10 , 1 , Analog1 //Uloží hodnotu z prvního vstupního  
kanálu do proměnné Analog1.
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LD Analog1         //Načte do zásobníku hodnotu Analog1.
DIV 2   //Vydělí hodnotu Analog1 dvěma.
ST Analog1   //Uloží výslednou hodnotu do proměnné Analog1.
Network 3
LD M8000    //Speciální paměť. Její hodnota  je vždy rovna 
logické jedničce.
FROM_M 0 , 11 , 1 , Analog2 ///Uloží hodnotu z druhého v stupního kanálu 
do proměnné Analog2.
LD Analog2 //Načte do zásobníku hodnotu Analog2.
DIV 2 //Vydělí hodnotu Analog2 dvěma.
ST Analog2 //Uloží výslednou hodnotu do proměnné Analog2.
Network 4
LD M8000    //Speciální paměť. Její hodnota je vždy rovna logické 
jedničce.
ADD_M Analog1, Analog2, AnalogOut   //Sečte hodnotu proměnných Analog1 a 
       Analog2. Výsledek uloží do AnalogOUT.
TO_M AnalogOut , 0 , 14 , 1 //Hodnotu  proměnné  AnalogOut  
odešle  do modulu.
Asi nejjednodušší a nejpřehlednější řešení je pomocí programovacího jazyku Structured Text.
První řádek vynuluje modul do továrního nastavení.
Druhý řádek nastaví vstupní a třetí nastaví výstupní kanály.
Čtvrtý řádek načte hodnotu z prvního kanálu a uloží ji do proměnné Analog1.
Pátý řádek načte hodnotu z druhého kanálu a uloží ji do proměnné Analog2.
Šestý řádek sečte polovinu hodnoty z proměnné Analog1 s  polovinu hodnoty z proměnné Analog2, 
výsledek odešle zpátky do modulu.
TO_M(M8002,1,0,20,1);
TO_M(M8002,HFF00,0,0,1);
TO_M(M8002,H0000,0,1,1);
FROM_M(M8000,0,10,1,Analog1);
FROM_M(M8000,0,11,1,Analog2);
TO_M(M8000,Analog1/2 + Analog2/2,0,14,1);
4.5 Přípravky
K jednotlivým úlohám byly za účelem zvýšení názorností výuky vyrobeny přípravky na DIN 
lištu.  Jádrem  těchto  přípravků  jsou  jednostranné  plošné  spoje.  Nejprve  byly  v  programu Easily 
Applicable  Graphical  Layout  Editor  (EAGLE)  navržena  schémata  zapojení  prvků  použitých  na 
jednotlivých  přípravcích.  Na  jejich  základě  byli  pak  v  Programu  EAGLE  vyhotoveny  obrazce 
plošných spojů a vytištěny na fotofolie. Fotofolie byly postupně přiloženy na fotocuprextitové desky 
odpovídající velikosti a  ozařovány dostatečně výkonnou UV lampou po dobu pěti minut. Poté byly 
plošné spoje vyvolány za pomoci hydroxidu sodného (NaOH), omyty vodou osušeny a poté zbaveny 
přebytečného cuprexitu  chloridem železitým (FeCl3). Poté co byly plošné spoje očištěny od zbytků 
leptacího roztoku, proběhlo vyvrtání otvorů. Nakonec bylo provedeno jemné přebroušení smirkovým 
papírem, očištění od zbytků fixů a jiných nečistot a nakonec natření pájecím lakem. 
Hotové plošné spoje byly po té vloženy do jednotlivých přípravků.
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4.5.1 Model osvětlení ze čtyřech míst
Základem tohoto jednoduchého plošného spoje jsou čtyři  přepínače P-KNX1,  4K7 rezistor 
velikosti 0207, zelená LED dioda a PLS20 konektor, který slouží pro propojení s programovatelným 
automatem. Schéma zapojení je velice jednoduché.
Obr. 52 Model osvětlení ze čtyř  míst  – schéma zapojení
Rozložíme a na základě schématu zapojení spojíme jednotlivé elektronické součástky.
Obr. 53 Model osvětlení ze čtyř  míst  – rozložení plošného spoje
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Poté rozlijeme měď a získaný výsledek, který vytiskneme na fotofolii.
Obr. 54 Model osvětlení ze čtyř  míst  – výsledný plošný spoj
Plošný spoj poté umístíme do elektrikářské krabičky WEB-B8. 
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Obr. 55 Model osvětlení ze čtyř  míst  – Výsledný přípravek
4.5.2 Model schodišťového osvětlení
Základem tohoto plošného spoje jsou čtyři tlačítkové spínače P-B1720C, čtyři 4K7 rezistory velikosti 
0207, čtyři  červené LED diody a PLS20 konektor, který slouží pro propojení s programovatelným 
automatem. Schéma zapojení je velice jednoduché.
Obr. 56  Model schodišťového osvětlení  – schéma zapojení
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Obr. 57 Model schodišťového osvětlení  – rozložení plošného spoje
Poté rozlijeme měď a získaný výsledek, který vytiskneme na fotofolii.
Obr. 58  Model schodišťového osvětlení  – výsledný plošný spoj
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Plošný spoj poté umístíme do elektrikářské krabičky WEB-B8. 
Obr. 59 Model schodišťového osvětlení  – Výsledný přípravek
4.5.3 Model  pro ovládání krokového motoru
Tento plošný spoj je již mnohem komplikovanější a byli v něm použité následující součástky: čtyři 
4K7 rezistory velikosti 0207, čtyři zelené LED diody, čtyři zenovy diody BZX84C5.1V (D1), čtyři 
SMD  rezistory  R0805  10K,  čtyři  odpory  drátové  10W  -  100R,  pole  osmi  darlingtonových 
tranzistorů/budičů  ULN2803A,  Schottky  dioda   1N5822,  odporová  síť  RR  4X10K,  jednořadá 
svorkovnice  AK  500/2-DS-5.0-V-GREY  pro  připojení  externího  zdroje  napětí  pro  krokový 
motor(X3),dvě jednořadé svorkovnice AK 500/3-DS-5.0-V-GREY pro připojení krokového motoru k 
přípravku (X1, X2) a PLS20 konektor, který slouží pro propojení s programovatelným automatem.
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Obr. 60  Model  pro ovládání krokového motoru  – schéma zapojení
Z důvodu zvýšené náročnosti plošného spoje, byly použity pro spojení některých částí obvodu 
drátové propojky, které jsou znázorněny na následujícím schématu červenou barvou. 
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 Obr. 61  Model  pro ovládání krokového motoru  – rozložení plošného spoje
Poté rozlijeme měď a získaný výsledek, který vytiskneme na fotofolii.
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Obr. 62 Model  pro ovládání krokového motoru  –  výsledný plošný spoj
Plošný spoj poté umístíme do elektrikářské krabičky WEB-B8. 
Obr. 63 Model  pro ovládání krokového motoru  – Výsledný přípravek
4.5.4 Model  analogové sčítačky
Poměrně  jednoduchý  plošný  spoj,  jehož  základ  tvoří  čtyři  keramické  SMD kondenzátory 
0805 -  100nF,  dva stabilizátory 78L10,  konektor  PLS10,  který propojuje  přípravek s rozšiřujícím 
modulem FX2N-5A, a  PLS20 konektor, který slouží pro propojení s programovatelným automatem. 
Schéma zapojení je velice jednoduché. V přípravku jsou ještě použity dva lineární 10K potenciometry 
PC1621NBK010 a panelový analogový měřič napětí FB460/10, které jsou zasazeny do elektrikářské 
krabičky WEB-B8. 
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Obr. 64  Model  analogové sčítačky  – schéma zapojení
 Obr. 59  Model  analogové sčítačky  – rozložení plošného spoje
Poté rozlijeme měď a získaný výsledek, který vytiskneme na fotofolii.
Strana 76 4Navržené Úlohy
Obr. 65 Model  analogové sčítačky  – výsledný plošný spoj
Plošný spoj  poté umístíme  do upravené elektrikářské krabičky  WEB-B8 a propojíme jej  s 
analogovým měřičem a  potenciometry.
Obr. 66 Model  analogové sčítačky  – Výsledný přípravek
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5 ZÁVĚR
Cílem  této  bakalářské  práce  bylo  seznámení  s  programovatelnými  automaty  Mitsubishi 
FX3U-32M, jejich vývojovým prostředím GX IEC Developer 7.01 a navržení sady laboratorních úloh.
Úvod  poskytuje  základní  informace  o  programovatelných  automatech,  jejich  významu  a 
použití.
Ve druhé kapitole jsou popsány základní  charakteristiky již  zmíněného programovatelného 
automatu  Mitsubishi  FX3U-32M.  Ty obsahují  přehled technických parametrů  základního  modulu, 
popis  jednotlivých  pracovních  režimů  a  ovládacích  prvků.  Kapitola  se  také  zabývá  podrobnějším 
popisem rozšiřujícího modulu FX2N-5A.
Třetí  kapitola je věnována popisu pracovního prostředí programu GX IEC Developer 7.01. 
Obsahuje popis nejpoužívanějších panelů a také přehled nejdůležitějších, často používaných příkazů 
vybraných z instrukční sady automatu.
Poslední kapitola je rozdělena na pět částí. První čtyři  obsahují navržené úlohy,  a poslední 
základní informace o výrobě přípravku k těmto úlohám. Jednotlivé úlohy jsou rozděleny do tří částí, 
kterými  jsou  zadání,  teoretický  postup  řešení  a  samotná  realizace  řešení  v  prostředí  GX  IEC 
Developeru. Tyto úlohy používají metody a příkazy ze třetí kapitoly.
První úloha Realizace osvětlení ze čtyř míst slouží k ověření znalosti elementárních postupů.
Úkolem další  úlohy s názvem Realizace schodišťového osvětlení  je  rozsvícení  žárovek na 
dobu definovanou počtem stisknutí spínačů. Úloha je postavena na správné aplikaci čítače a  časovače. 
Mimo  jiné  je  v  úloze  vysvětleno  použití  speciální  paměťové  oblasti,  která  umožňuje  provést 
inicializační nastavení proměnných.
Třetí a závěrečná úloha z oblasti Boolenovské algebry, Realizace ovládání krokového motoru, 
má  za  cíl  vytvoření  uživatelsky definovaného funkčního  bloku pro  ovládání   externích  rolet.  Na 
základě  obecného  zadání  je  nejdříve  vytvořen  diagram změn  stavů  krokového  motoru  a  tabulka 
závislostí těchto stavů na sepnutí jednotlivých cívek. Na tomto základu jsou sestaveny pravdivostní 
tabulky a ty následně minimalizovány pomocí  Carnoughovy mapy a výsledný tvar je realizován v 
prostředí GX IEC Develeperu 7.01.
Výsledkem čtvrté  úlohy Realizace  analogové  sčítačky je  vytvoření  programu,  který  bude 
načítat z přípravku dvě spojité hodnoty (0-5) a potom jejich součet (0-10) pošle na výstup zpět do 
přípravku. Samotné řešení je rozděleno do několika kroků v závislosti na použitém programovacím 
jazyku.

Strana 79
 5 SEZNAM POUŽITÉ LITERATURY
[1]MITSUBISHI .Melsec FX [online]. [cit. 12. října 2008].
Dostupné z: <http://www.mitsubishi-automation-cz.com/service/download.html>.
[2]Forum elektroda.pl  Strona Główna :  Programowanie  PLC współpraca  z  falownikami [online]. 
c2001 [cit. 6. ledna 2009]. Pl.
Dostupné z: <http://www.elektroda.pl/rtvforum/topic131775.html>. 
[3]MITSUBISHI .FX2N-5A Special function block [online]. [cit. 4. dubna 2009].
Dostupné z: <http://www.mitsubishi-automation-cz.com/service/download.html>.
[4]Programmable logic controller [online].[cit. 25. března 2009].
Dostupné z: <http://en.wikipedia.org/wiki/Programmable_logic_controller>
Strana 80  5 Seznam použité literatury
Strana 81
 6 SEZNAM PŘÍLOH
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