I E E E S o f t w a r e N o v e m b e r / D e c e m b e r 1 9 9 8 0 7 4 0 -7 4 5 9 / 9 8 / $ 1 0 . 0 0 © 1 9 9 8 aytheon Systems Company, a defense electronics firm, typifies many US Defense Department environments in its strong, process-oriented development strategy. The company has been actively engaged in software process improvement at the organizational and project levels for over a decade. Raytheon bases its efforts on the Software Engineering Institute's Capability Maturity Model, and our segment of the company has been formally assessed at level 3 (defined).
Cleanroom Software Engineering
Cleanroom consists of a body of theoretically sound yet practical engineering principles applied to the activity of software engineering. [6] [7] [8] In a Cleanroom approach, a rigorous specification phase leads to a complete, precise description of the software system. Following this phase a stepwise refinement procedure produces verifiably correct software parts. Software development proceeds in parallel with a usage specification of the software. This usage profile becomes the basis for a statistical test of the software, resulting in a scientific certification of the quality of the software system. Defect prevention rather than removal is the focus.
The Cleanroom process spans the software life cycle. The technology provides engineering methods with which software teams can plan, measure, specify, design, verify, code, test, and certify software. Cleanroom combines formal methods of box structure specification and design-function-theoretic verification of correctness with statistical usage N o v e m b e r / D e c e m b e r 1 9 9 8
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For me, the term "Cleanroom" always conjures up images of men in white suits working on some elaborate equipment, destined to be launched into outer space. testing for reliability certification to produce software that contains very few defects. Cleanroom process management is based on an incremental life cycle in which development and certification are conducted in a pipeline of user-function increments.
Cleanroom has three main components: 1. Incremental development. This approach provides a basis for statistical quality control of the development process. Each increment is a complete iteration of the software development process; each is measured and compared with pre-established quality standards. If the process adheres to those standards, work on the next increment continues, using the same process. If quality standards are not met, development stops and the process is fixed. Results from each increment are used for management and process improvement. In lessons-learned and causal-analysis meetings held at the completion of each increment, the team examines all results, identifies problem areas, and replans if necessary.
2. Software development based on mathematical principles. As shown in Figure 2 , the main concept in Cleanroom software engineering is to treat a computer program as a rule for a function. The function's domain is the set of all possible input histories, its co-domain is the set of all possible outputs, and its range is the set of all correct outputs. The program specification maps input histories to their correct outputs. The Box Structure Method, used for specification and design, defines three levels of abstraction for describing programs as rules for functions: a behavioral view, a finite state machine view, and a procedural view. Functional verification is used to confirm that the design is a correct implementation of the specification. Program correctness is verified through team reviews using formal and informal correctness questions.
3. Software testing based on statistical principles. The statistical testing approach to software treats software as a statistical experiment. 9,10 First we generate a statistical subset of all possible software uses. We use performance on this subset to form conclusions about operational performance based on the usage model developed. Then we represent the expected operational use in a usage model of the software. We randomly generate test cases from the usage model and then execute them in an operational environment. Failures are interpreted according to mathematical and statistical models.
Cleanroom and the Capability Maturity Model
The Capability Maturity Model for software describes an evolutionary improvement path from an ad hoc, immature software development process to a mature, disciplined one. The CMM covers practices for planning, engineering, and managing software development and maintenance. When followed, these key practices improve the ability of organizations to meet goals for cost, schedule, functionality, and product quality.
The CMM for software and the Cleanroom engineering process share a common concern with aspects of software quality and software development. They are compatible and complementary: the CMM focuses on process management and the principles and practices associated with software process maturity, whereas Cleanroom focuses on theory-based engineering practices for developing and certifying software under statistical quality control. Cleanroom software engineering implements most of the CMM for software development.
The SEI has developed a Cleanroom Software Engineering Reference Model 11, 12 that provides a framework, in the form of a high-level template, for developing a project-or organization-level Cleanroom process. The CRM serves as a guide to Cleanroom project management and performance. It is also useful for project performance assessment and improvement, and for technology transfer. Therefore, the Cleanroom processes and work products should be tailored for use by the specific project and organization. The actual implementation details and procedures are left to the individual project, and should be defined in the Cleanroom Engineering Guide or other equivalent document. The SEI has also produced a Cleanroom implementation document that provides a more detailed mapping of the Cleanroom processes to the CMM key process areas. .
Tailoring Cleanroom for Industry Use
In the spectrum of formal methods, Cleanroom is more formal than a formal inspection-based development effort, but less formal than those approaches that use fully formal specification languages with rigorous semantics such as VDM or Z. 13 Indeed, although we describe our Cleanroom specification as formal, we created it using an in-house tool written with Excel plug-ins and extensions. Commercial Cleanroom specification tools are now available (for instance, see http://www.toolset.com).
Like other formal methods, Cleanroom is well suited for complex problems. The Cleanroom techniques of sequence-based specification are well suited to problems with a high degree of logical interactions (many modes and/or states determined by Boolean conditions). We found that sequencebased specifications are less suited for the higherlevel black boxes used in numerical or highly computational applications. Specification of a numerical algorithm using Cleanroom methods requires specification of the domain and the mapping rule for the mathematical functions to be implemented by the algorithm. Cleanroom methods such as incremental development, correctness verification, and statistical testing are very effective for all types of software. Cleanroom appears to offer significant benefit to applications of moderate to large size that are decomposable into subsystems. Our application was decomposable in such a way that we could implement Cleanroom at the CSCI level instead of starting with a top-level system black box. Each CSCI is effectively a "mini"project implementing each of the Cleanroom technology components. The Cleanroom process is defined formally in our Software Standards and Procedures Manual as well as in our Software Development Plan. The software leads meet periodically to ensure that each of our teams is using the Cleanroom process consistently and correctly. This assures adherence to the defined process as well as consistency of artifacts.
Project management planned increments at the CSCI level. Each CSCI has one or more software increments that are tracked monthly using an increment metric. All CSCI-specific software requirements are allocated to one of the defined increments based on stability of the requirement, reusability potential, technical risk, functionality, and other factors. This allows management and the customer to control the increment content over the life of the program and foresee any problems with incremental development early. The main concern is the postponement of requirements from increment to increment, resulting in a final increment containing numerous requirements passed along from earlier increments. Figure 3 shows an example increment metric for a three-increment software program.
The requirements analysis phase involves Cleanroom specification techniques at the first level of decomposition, as shown in Figure 4 . Requirements are passed down from the system level (A-spec) to the "box" level (B-spec), then allocated to hardware and software. These English language software requirements are then translated into more formal box structures based on the function theory approach of sequence and state enumeration. This effort covers a . significant portion of the functional requirements for the CSCI.
Requirements that describe realtime and accuracy constraints, as well as a significant portion of the algorithmic requirements, did not go through the Cleanroom specification process for this first level of decomposition; the particular techniques we were implementing were not useful for these types of requirements at this level. Cleanroom does not inherently address real-time issues. The strength of the methodology lies in its functional stepwise decomposition of requirements and its certification and reliability estimation. As Figure 5 shows, our process consisted of using Cleanroom to verify a functionally accurate software system, supplemented with a parallel process of temporal verification. Because we designed the project as a hardware-software codevelopment effort, hardware was not available until late in the development cycle. Thus we estimated real-time performance using discrete-event simulation, cycle-accurate processor simulation, and rate-monotonic analysis (mathematical conditions for assessing whether a set of tasks can be scheduled) to verify the software tasking architecture, and other real-time performance measures of the system under worst-case scenarios. We optimized "hot spots" in the algorithmic portions of the software using more efficient language implementation, algorithmic efficiencies, and assembly language as a last resort. Once the algorithms were shown to be functionally correct, the optimization process had truth data to verify against.
We tested the software at the CSCI level using various levels of statistical testing, supplemented with unit and functional testing where required as well as with operational-profile testing techniques. 14 We generally did unit and function testing for the algorithmic portions of the software, which involved the more mathematically based functions with strict real-time constraints. We used various implementation and optimization strategies to effectively map the algorithms to the processor for optimal real-time performance. Because of the inherent lack of user stimuli and state data in these algorithms, sequence and state enumeration were not as effective and were performed only when necessary. We developed an effective model for certifying algorithmically intensive software that included ♦ a formal code inspection and correctness verification phase;
♦ an optional level of unit and function testing (based on the nature of the algorithms), including both static and runtime analysis;
♦ an operational profile phase using real data collected from various user environments; and ♦ a final statistical testing phase using usage models developed for different user and usage stratifications. Figure 6 shows this certification model. Figure 7 shows the automated testing environment we developed to execute the statistically generated test scripts during the certification phase. Usage models were created directly from the box structures developed during the specification phase. The usage models were then translated into the appropriate test grammars and executed in a special test equipment environment. As a contingency for the customer, we agreed to craft specific test cases for those CSCI-level requirements that could not be verified using the statistical approach. To date, several of the algorithmic requirements were verified using one or more crafted test cases. But essentially all of the control-based requirements have been verified using statistically generated test scripts based on a set of usage models representing different stratifications of the system (normal use, adverse use, and so on). A minimal covering set of test scripts from the usage model is achieving 80 to 90 percent statement coverage in most CSCIs (not all increments have been completed).
Feedback from practitioners
Tailoring Cleanroom technology provided us with process improvements. Although there were some anti-Cleanroom advocates, in general, most . of the staff saw benefits in one or more of the Cleanroom process components. Based on feedback from the practitioners across several CSCIs, the main advantages of the technology are ♦ the systematic approach to development, ♦ using sequence enumeration to force thoughts about "impossible" events, ♦ ability to determine exact behavior, ♦ forethought before coding begins, ♦ simplicity of the process, and ♦ peer reviews of every step in the process. Practitioners also cited some concerns. We addressed some of these by tailoring the use of the technology. Practitioners using Cleanroom methodology mentioned these issues most often:
♦ Rework of the box structure artifacts is a timeconsuming process.
♦ It is difficult to map usage models to the special test equipment environment.
♦ Statistical testing should not be the only method of testing.
♦ Cleanroom does not address real-time issues. ♦ Formal proofs of correctness are difficult for many practitioners.
Using box structures to perform stepwise decomposition of the requirements was very helpful, especially during the specification phase (software requirements analysis). Changing requirements cause a ripple effect in the box structure artifacts. Although redoing these box structures is time consuming, we see no other way of verifying the total impact of a requirements change without this reenumeration phase.
The initial perception among many of the practitioners was that correctness verification-using formal rules of discrete and predicate logic to verify functionality-was too mathematically intense an approach to software development. Although these techniques should be used for certain applications, a much less formal approach can and should be used for other types of software. Many of today's practitioners do not possess the skills, budget, or schedule necessary to verify software using this level of formality. We discovered that various levels of Cleanroom formality can be tailored to each application, based on cost, budget, and practitioner experience and comfort level.
Barriers to ubiquitous use
An informal survey of Cleanroom practitioners asked what barriers would prevent Cleanroom from being a more ubiquitous methodology. Here are the most common responses (and some of our reactions).
♦ More up-front design and detail frustrate some engineers. Software practitioners still do not see the benefit of spending more time specifying systems in more detail before starting the implementation phase.
♦ Cleanroom does not address real-time issues effectively. It is useful for functional verification but Figure 7 . Testing environment automating the execution of statistically generated test scripts.
does not guarantee that the software is optimal for real-time purposes. The guideline "Make it work right, then make it work fast" applies.
♦ Cleanroom techniques provide less support for algorithm-intensive applications that contain few Boolean control operations. DSP algorithms, for example, may have a limited number of input stimuli, making the function-mapping approach less useful.
♦ Many developers believe that the Cleanroom approach is orthogonal to structured analysis and design, and to object orientation. Proponents must convey the message that Cleanroom is based on a set of fundamental computer science principles that are effective in any type of development approach.
♦ Cleanroom lacks automation and tools. As requirements change, reworking a detailed stimuliresponse mapping without tools is difficult and time-consuming.
♦ Many assume that Cleanroom is an "all or nothing" technology. The message must be spread that developers can use Cleanroom components effectively without having to adopt the entire methodology.
♦ Statistical testing is the only form of "testing"in Cleanroom. Statistical testing is useful as a component in the overall testing strategy, but more must be done in this area before many in industry will adopt statistical testing as the exclusive testing strategy.
Our project addressed some of these concerns by tailoring its use of various components of the technology to fit within project goals and requirements. We discovered that Cleanroom is not an "all or nothing"technology-it should be used to complement, not supplant, any development methodology. Further, even though we used Cleanroom successfully in a structured environment, the technology is just as useful in object-oriented development methodologies.
In fact, the project initially experienced somewhat of a culture shock when we began to use this methodology. The customer was somewhat concerned over the risk and learning curve associated with using a new methodology, so we put a risk mitigation plan in place in case the technology did not demonstrate its intended effectiveness. Since we used Cleanroom as a complement to our structured development approach, reverting back to a pure structured analysis and design approach would have been relatively easy.
Some practitioners never totally accepted the Cleanroom approach. Some thought the methodology is too process-oriented. Others simply did not think software development is mature enough to be considered an engineering discipline and should still be based on craftsman-like approaches and innovation. Many of us are not ready to base all software testing on statistical methods, but see the statistical testing approach as an excellent supplement to other techniques. Indeed, some CSCI teams are currently doing 100 percent statistical testing on their software, and are seeing good statement coverage-over 90 percent.
T ailoring the Cleanroom process within the parameters of cost, schedule, project risk, and level of practitioner experience benefitted the project. We chose this particular level of formalism to optimize the cost and benefits to the customer as well as to the project. Costs included training every software engineer, the customer, and a selected group of other disciplines such as systems engineering, quality assurance, and management in Cleanroom methods-all of whom required approximately two weeks of training each. This was a relatively insignificant factor in the overall project budget. Other costs included the employment of one to two Cleanroom contractors for the initial development increments. These consultants provided additional training sessions and workshops to the teams, helped us develop Cleanroom artifacts (box structures, usage models, expected test results, and so on), and provided timely help in resolving the many questions and problems that arose in the early months of the project. As our confidence with the new technology grew, we were able to reduce the amount of time spent with these consultants.
We found defects during the specification and certification phases that were not found using other verification techniques. The specification principles were an excellent approach to defect prevention, and saw the biggest cost-to-benefit ratio during that phase. Spending more time in the specification phase to ensure a consistent, correct design has provided benefits in the later phases of devel- I E E E S o f t w a r e
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We found defects during the specification and certification phases that were not found using other verification techniques.
. opment. As Figure 8 shows, very few defects appeared in the software that was fully specified using sequence-based enumeration. We have traced most of the defects to language semantics, algorithm misunderstanding, and other "silly"mistakes. This additional effort in the early specification and design phases is also consistent with Personal Software Process principles. 15 Cleanroom requires commitment and a disciplined approach, and fits well within the mature CMM framework established for the project. Incremental development, for example, provides opportunities for continuous process improvement and feedback between increments, which is a higher-level process maturity KPA in the CMM. We see the statistical approach to testing as an excellent complement to some of the existing testing techniques and are enthusiastically using these methods. Further, the concept of separate development and certification teams is very effective. In one case, our certification team found defects immediately after the development team had handed over a product they felt was working, based on a significant amount of function testing.
Cleanroom technology, like other formal methods, does not necessarily guarantee a superior product. Erroneous specifications, flawed verification techniques, and mistakes in interpreting certification results can all result in defects in the final product. These issues are common regardless of the development approach.
Still, the results of using Cleanroom are encouraging. We are maintaining overall cost and schedule. The customer is pleased with our product. Our statistical testing techniques are finding defects that are not found in unit and functional testing. (In all fairness, our unit and function testing is finding errors that would not be found using statistical testing. Using both approaches is very effective.) As shown in Figure 9 , the defect types have mainly been implementation defects based on lack of knowledge of the programming language and the algorithmic function. Lessons learned and causal analysis performed at the completion of each software increment have led to some process improvements that we feel will have a positive impact on remaining increments. Integration error classes Implementation errors 63% Figure 9 . Certification defects by type (two out of five increments completed) for one computer software configuration item.
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