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NDC normalized device coordinates normalizirane koordinate naprave
3D three dimensional tri dimenzionalno
2D two dimensional dvo dimenzionalno
JVM Java virtual machine javanski navidezni stroj
LWJGL Light weight Java game library lahka javanska knjizˇnica za igre
GLSL OpenGL shading language OpenGL jezik za sencˇilnike
CT computer tomography racˇunalniˇska tomografija
MRI magnetic resonance imaging slikanje z magnetno resonanco

Povzetek
Napisal sem razsˇiritev za aplikacijo, ki prikazuje model ozˇilja v prostoru.
Razsˇiritev uporabniku omogocˇa poravnavo 2D rentgenskega posnetka s 3D
mrezˇnim modelom. Model se pri poravnavi premika neodvisno od projek-
cije, ko pa je uporabnik zadovoljen, pa lahko projekcijo in model zaklene,
tako da se premikata skupaj. Premikanje in rotiranje je mozˇno z miˇsko ali
s tipkovnico. Za hitrejˇsi izris sem uporabil aplikacijski programski vmesnik
za strojno pospesˇen izris OpenGL in njegovo funkcionalnost sencˇilnikov. Za
lazˇje programiranje sem napisal programsko ovojnico, ki nizkonivojske kon-
cepte OpenGL predstavi bolj razumljivo.
Kljucˇne besede: OpenGL, GLSL, projekcija, poravnava, sencˇilniki.

Abstract
I wrote an extension for an application that displays a model of a vascular
system of a patient. The extension allows the user to align a 2D x-ray image
with a 3D mesh. The model moves independently from the projection, but
when the user is satisfied with the alignment, they can lock the projection and
the model together, so they move in unison. Moving and rotating the model
is possible with the mouse and keyboard. For faster rendering I utilized the
OpenGL application programming interface and its shader functionality. For
easier development I first wrote a wrapper for OpenGL, which presents low
level OpenGL concepts more understandably.




Racˇunalniki so zˇe dolgo pomembni za ljudi, v zadnjem cˇasu pa sˇe toliko
bolj, saj so vedno zmogljivejˇsi, mocˇnejˇsi in cenejˇsi. Z razvojem racˇunalnikov
se je razvila tudi tehnologija za vizualizacijo, ki mocˇno izboljˇsa predstavo
informacij v primerjavi z golimi sˇtevilkami.
V medicini imamo mnozˇico slikovnih podatkov, ki pa jih je tezˇko vizua-
lizirati na zaslonu oziroma papirju, ker so objekti interesa tri dimenzionalni
(3D), papir pa dvo dimenzionalen (2D). Tu pride v posˇtev vizualizacija, tako
da posnetke vidimo na zaslonu tako, kot dejansko izgledajo v realnosti.
Volumetricˇne podatke se lahko pridobi z racˇunalniˇsko tomografijo (angl.
computer tomography - CT), slikanjem z magnetno resonanco (angl. magne-
tic resonance imaging - MRI), angiografijo in drugimi metodami. Te metode
proizvedejo mnozˇico 2D slik, ki se nato sestavijo v tridimenzionalno podobo,
iz katere pa v osnovi ni veliko razvidno, zato jo je potrebno obdelati. Primer
obdelave je poligonizacija, ki iz volumetricˇnih podatkov izlusˇcˇi mrezˇni model.
Med nekaterimi operacijami si zdravniki pomagajo z rentgensko sliko v
realnem cˇasu, vendar pa vidljivost ni najboljˇsa, ker si s tako sliko tezˇko
predstavljamo globino.
Cilj moje diplomske naloge je bil narediti orodje za poravnavo 2D in 3D
medicinskih podatkov, ki bi zdravnikom pomagal razbrati kje v prostoru se
nahajajo deli 2D posnetka. Uporabnik naj bi izbral mrezˇni model ozˇilja in
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pripadajocˇ rentgenski posnetek, nato pa z rotiranjem in premikanjem modela
oziroma slike poskrbel, da se ujemata. V naslednjem poglavju bom opisal
orodja, ki sem jih uporabil, ter kako deluje sama projekcija 2D teksture na 3D
model, nato pa bom opisal sˇe kako sem nalogo implementiral kot samostojno
aplikacijo, ter jo nato integriral v zˇe obstojecˇo aplikacijo.
Poglavje 2
Metode in orodja
2.1 Java in Eclipse
Za razvoj programskega dela diplomske naloge sem uporabil programski jezik
Java [3] in razvojno okolje Eclipse [2], saj sem se z obema zˇe seznanil pri
prejˇsnjih projektih na fakulteti, tako da je bil razvoj veliko lazˇji.
Java
Java je objektno orientiran programski jezik, ki ga je razvilo podjetje Sun
Microsystems leta 1995. Osnovan je na jezikoma C in C++, vendar pa je
pocˇasnejˇsi. Prevede se v nizˇjenivojsko bajtno kodo, ki pa jo nato tolmacˇi
javanski navidezni stroj (angl. Java virtual machine - JVM). Ta vmesna sto-
pnja med procesorjem in bajtno kodo omogocˇa princip ’napiˇsi enkrat, izvajaj
kjerkoli’, kar je bil eden izmed glavnih ciljev razvoja tega programskega je-
zika. Pred uporabnikom skrije nekatere programske konstrukte, kot so kazalci
in upravljanje s pomnilnikom, kar pomeni da je viˇsjenivojski jezik.
Java je trenutno eden najpopularnejˇsih jezikov [12], h cˇemur verjetno
pripomore lahek razvoj in vseprisotnost tehnologij, ki jo uporabljajo, kot
naprimer operacijski sistem Android in mnoge strezˇniˇske arhitekture. Poleg
racˇunalnikov je Java namenjena sˇe vgrajenim sistemom z Java Micro Edition
ter razvoju aplikacij za podjetja z Java Enterprise Edition.
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Eclipse
Eclipse je odprtokodno integrirano razvojno okolje. V osnovi je namenjeno
programiranju Java aplikacij, vendar pa obstajajo vticˇniki tudi za mnoge
druge jezike, kot naprimer JavaScript, C, C++ in druge. Z vticˇniki je mogocˇe
dodati tudi drugacˇno funkcionalnost in sicer stvari kot dodatek ObjectAid
UML Explorer [7], ki je bil uporabljen za izris diagrama dedovanja v sliki
3.1.
Prednost uporabe Eclipsa je urejevalnik, ki omogocˇa samodejno dopolnje-
vanje izrazov in opozarja na napake, ter razhrosˇcˇevalnik in prikaz ustrezne
dokumentacije.
2.2 Nabor podatkov
3D posnetki so volumetricˇni posnetki ozˇilja mozˇganov, narejeni z racˇunalniˇsko
tomografijo, ki so nato s pomocˇjo funkcionalnosti zˇe obstojecˇe aplikacije pre-
tvorjeni v mrezˇni model, 2D posnetki pa so rentgenski posnetki ozˇilja. Model
ozˇilja je shranjen kot mrezˇni model ali kot volumetricˇni podatki, rentgentski
posnetki pa so shranjeni v datotekah tipa Jpeg[4].
Mrezˇni model je sestavljen iz trikotnikov, ki jih nato izriˇse graficˇna pro-
cesna enota. Za hranjenje mrezˇnega modela je uporabljena spremenjena
razlicˇica standarda Obj datotek [6], ki ga je razvilo podjetje Wavefront tech-
nologies. Standard je odprt in ima sˇiroko podporo med orodji za vizualizacijo
3D mrezˇnih modelov. Standard je tekstoven, tako da so datoteke zlahka ber-
ljive, slabost tega pa je vecˇja velikost datotek.
1 #Komentarji so v r s t i c e , k i se zacˇne jo z znakom ’#’
2 #Vrst i ce , k i se zacˇne jo z ’v ’ p r e d s t a v l j a j o o g l i sˇcˇa
3 v −1 −1 0
4 v 1 −1 0
5 v −1 1 0
6 v 1 1 0
7 #Vrst i ce , k i se zacˇne jo z ’ vt ’ p r e d s t a v l j a j o t ek s turne koord inate
8 vt 0 0 0
9 vt 1 0 0
2.3. APLIKACIJA ZA VIZUALIZACIJO 5
10 vt 0 1 0
11 vt 1 1 0
12 #Vrst i ce , k i se zacˇne jo z ’ vn ’ p r e d s t a v l j a j o normale
13 vn 0 0 1
14 vn 0 0 1
15 vn 0 0 1
16 vn 0 0 1
17 #Vrst i ce , k i se zacˇne jo s ’ f ’ p r e d s t a v l j a j o p loskve
18 f 1/1/1 2/2/2 4/4/4
19 f 1/1/1 4/4/4 3/3/3
Datoteka 2.1: Primer Obj datoteke, ki predstavlja kvadrat.
Razlicˇica podpira samo del standarda, in sicer zapis za polozˇaje ogliˇscˇ ter
definicijo ploskev, ne podpira pa naprimer teksturnih koordinat in normal,
saj se v programu ne uporabljajo oziroma se izracˇunajo.
Volumetricˇni podatki so shranjeni v datotekah tipa Mhd[5] in v njim pri-
padajocˇih datotekah z binarnimi podatki. Datoteka Mhd je opisna datoteka,
ki definira kaksˇni podatki so shranjeni v binarnih datotekah. Za volumetricˇne
podatke pove naprimer sˇtevilo dimenzij in velikost vsake dimenzije, razdaljo
med sosednjimi elementi, zacˇetni polozˇaj, ime pripadajocˇe binarne datoteke
in druge podatke.
Rentgenske slike so v datotekah tipa Jpeg, ki so namenjene shranjevanju
slikovnih podatkov v stisnjeni obliki.
2.3 Aplikacija za vizualizacijo
Aplikacija NeckVeins je namenjena prikazovanju zˇil tilnika pacienta. Razvila
sta jo Anzˇe Sodja [14] in Simon Zˇagar [13]. Model in pogled se da poljubno
premikati in obracˇati. Modeli zˇil so prebrani iz datotek tipa Obj ali Mhd.
Podatki iz Mhd datotek se najprej pretvorijo v mrezˇni model z uporabo
algoritma marching cubes. Model se, ko se nalozˇi, centrira in prikazˇe na
zaslonu. Prikaz je mozˇno spreminjati od cˇisto osnovnega izrisa do izrisa z
odbleskom in do izrisa le mrezˇe modela. Slika 2.1 prikazuje glavni pogled
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aplikacije.
Slika 2.1: Glavni prikaz aplikacije za vizualizacijo.
2.4 Strojno pospesˇen izris 3D grafike
Za strojno pospesˇen izris 3D grafike obstaja vecˇ aplikacijskih programer-
skih vmesnikov. Najbolj znana in razsˇirjena sta DirectX [1] in OpenGL [8].
DirectX je razvil Microsoft leta 1995 in je namenjen razvoju aplikacij na
operacijskem sistemu Windows. OpenGL je leta 1992 razvil Silicon Graphics
Inc., sedaj pa ga nadzira neprofitna skupnost Khronos Group. Namenjen je
strojno pospesˇenemu izrisu na vecˇih platformah in v vecˇih jezikih.
V diplomski nalogi sem uporabil odprtokodno knjizˇnico LWJGL (angl.
lightweight Java game library), ki omogocˇa uporabo vmesnika OpenGL.
OpenGL doda viˇsjenivojsko abstrakcijo graficˇne procesne enote. Obstaja
vecˇ razlicˇnih tipov graficˇnih procesnih enot z razlicˇnimi zmogljivostmi, ki pa
jih zaradi abstrakcije lahko programiramo z enotnim programskim vmesni-
kom.
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2.5 Projekcija teksture na 3D model
Projekcija teksture na objekt deluje v treh korakih. Najprej je potrebno
izrisati globinsko sliko iz pogleda projektorja oziroma lucˇi, nato ugotoviti
kaj na modelu dejansko zadanejo zˇarki projektorja, potem pa sˇe pravilno
pobarvati dele, ki jih zˇarki zadanejo.
Premik tocˇke v prostoru
3D tocˇka se v racˇunalniˇski grafiki zapiˇse kot vektor dolzˇine 4. Zadnja koordi-
nata je potrebna za predstavitev v homogenem sistemu, ki omogocˇa premik
z matricˇnim mnozˇenjem namesto sesˇtevanjem. Rotacije okrog osi x, y in z
so dosezˇene z matricˇnim mnozˇenjem z matrikami 2.1, 2.2 in 2.3.
Rx =

1 0 0 0
0 cosα − sinα 0
0 sinα cosα 0




cosα 0 sinα 0
0 1 0 0
− sinα 0 cosα 0




cosα − sinα 0 0
sinα cosα 0 0
0 0 1 0
0 0 0 1
 (2.3)
Skaliranje se dosezˇe z matriko 2.4,
S =

sx 0 0 0
0 sy 0 0
0 0 sz 0
0 0 0 1
 (2.4)
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premik pa z matriko 2.5.
T =

1 0 0 px
0 1 0 py
0 0 1 pz
0 0 0 1
 (2.5)
S pomocˇjo teh treh matrik lahko objekte poljubno premikamo v prostoru.
Ti premiki objekte preslikajo iz lokalnih koordinat v globalne koordinate. Lo-
kalni koordinatni sistem je sistem, v katerem je bil objekt ustvarjen, globalni
sistem pa ima dejanske polozˇaje objektov.
Kamera
Kamera preslika objekte iz njihovega 3D polozˇaja v svetu na 2D polozˇaj na
zaslonu. Za preslikavo najprej iz svetovnih koordinat preslikamo v koordi-
natni sistem kamere, potem v normalizirane koordinate naprave (angl. nor-
malized device coordinates - NDC), nato pa sˇe v koordinatni sistem zaslona.
Preslikava v koordinatni sistem kamere premakne svetovni sistem tako, da je
kamera v srediˇscˇu in gleda proti pozitivni z osi. NDC je koordinatni sistem, v
katerem je vse kar se bo izrisalo na koordinatah, ki jih dolocˇa kvader z ogliˇscˇi
v [1, 1, 1] in [-1, -1, -1]. Koordinatni sistem zaslona so dejanski polozˇaji pi-
kslov na zaslonu, tako da je potrebno polozˇaje preslikati na kvadrat z ogliˇscˇi
v [0, 0] in [ˇsirina, viˇsina]. Za preslikvo v NDC poskrbi projekcijska matrika
kamere, za preslikavo v koordinatni sistem zaslona pa potrebujemo le sˇirino
in viˇsino zaslona.
Poznamo dve osnovni vrsti preslikav v NDC, vzporedne in perspektivne.
Pri vzporednih preslikavah so projekcijski zˇarki vzporedni, kar pomeni da
blizˇnji predmeti izgledajo enako veliki kot mocˇno oddaljeni predmeti. Razda-
lje med tocˇkami se tu ohranjajo, ne glede na oddaljenost od kamere. Matrika
2.6 predstavlja projekcijsko matriko za vzporedno kamero. Desno, levo, zgo-
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0 0 0 1
 (2.6)
Diagonalni elementi skalirajo tocˇko, cˇetrti stolpec pa tocˇke premakne, iz cˇesar
je razvidno, da se razdalje med tocˇkami res ohranjajo ne glede na oddaljenost
od kamere.
Pri perspektivnih preslikavah se zˇarki stikajo v eni tocˇki, kot je napri-
mer cˇlovesˇko oko. Tu se ne ohranjajo razdalje med tocˇkami, kar pomeni, da
oddaljeni predmeti izgledajo blizˇje skupaj, kot dejansko so. Matrika 2.7 pred-
stavlja projekcijsko matriko za perspektivno kamero. Razmerje je razmerje
med sˇirino in viˇsino slike, f je sin(kotpogleda
2
), dalec in blizu pa sta blizˇnja in
daljna ravnina. Skupaj ti parametri sestavijo prisekano piramido, v kateri
bodo vidni objekti.
1








0 0 −1 0
 (2.7)
Tu se tocˇke prav tako skalirajo in premaknejo, vendar pa zaradi elementa
-1 v cˇetrti vrstici vse delimo sˇe z oddaljenostjo od kamere, kar je pokazano
v enacˇbah 2.8 in 2.9. Zaradi lazˇje berljivosti so elementi matrike zapisani s
cˇrkami A, B, C in D, saj njihova vrednost ni pomembna, ker zˇelimo pokazati
le, da je polozˇaj odvisen od oddaljenosti.
A 0 0 0
0 B 0 0
0 0 C D











C ∗ z +D
E ∗ z
 (2.8)
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Vektorji za polozˇaj morajo biti v racˇunalniˇski grafiki homogeni, kar pomeni









Tu je razvidno, da je x in y polozˇaj res odvisen od oddaljenosti od kamere.
Preslikava v koordinate zaslona je dosezˇena z mnozˇenjem koordinat v
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Vzporedne preslikave se uporabljajo pri izvorih svetlobe, ki so zelo od-
daljeni od objektov, saj so tam zˇarki zˇe skoraj vzporedni, ali v posebnih
primerih, kot je rentgensko slikanje, perspektivne pa ko zˇelimo objekte izri-
sati, kot jih vidimo.
Globinska slika
Lucˇ se v racˇunalniˇski grafiki obnasˇa enako kot kamera. Objekte se, tako kot
pri kameri, projicira v pogled lucˇi, nato se objekte izriˇse, pri tem pa se belezˇi
le razdalja od lucˇi oziroma globina najblizˇjih objektov v vsaki tocˇki. Slika
2.2 je primer izrisa globinske slike.
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Slika 2.2: Primer globinske slike. Svetlejˇsi kot je piksel, dlje od kamere je
objekt.
Izris objekta s sencami
Za izris objekta s sencami, se objekt najprej projicira v pogled kamere in
pogled lucˇi. Za vsak delec objekta v pogledu kamere se nato v globinski sliki
preveri, cˇe je ta delec viden tudi v pogledu lucˇi. Cˇe je delec viden, se ga
osvetli z barvo lucˇi, drugacˇe pa je cˇrn. Slika 2.3 je primer tako osencˇenega
modela.
Izris objekta s projicirano sliko
Za izris s projekcijo moramo, cˇe je delec viden, izracˇunati kje v sliki se ta
delec nahaja, nato pa namesto bele svetlobe vzeti barvo svetlobe, ki je na tem
mestu v sliki. Slika 2.4 je primer izrisa s projicirano sliko, kjer je projicirana
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Slika 2.3: Primer osencˇenega modela. Lucˇ je na desni strani pred modelom.
slika vijolicˇno-siva sˇahovnica.
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Slika 2.4: Primer projekcije teksture na model.
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Poglavje 3
Implementacija
3.1 Programska ovojnica za LWJGL
Za lazˇje delo z OpenGL sem napisal programsko ovojnico, ki temelji na
knjizˇnici LWJGL. Ovojnica nudi funkcionalnost za transformacije med kva-
ternioni in evklidskimi koti in razrede za transformacije in kamere. OpenGL
zahteva veliko vodenja podatkov o stanju, saj je potrebno vsa sredstva, kot
so medpomnilniki, sencˇilniki, teksture in vecˇ, rocˇno unicˇiti, da se pomnilnik
na graficˇni enoti ne zasicˇi. Ovojnica to poenostavi tako, da OpenGL sredstva
zavije v smiselno poimenovane razrede, kar skrajˇsa in polepsˇa kodo. Primer
okrajˇsave kode je prevajanje sencˇilnikov, kjer ovojnica vecˇ klicev za prevaja-
nje in preverjanje napak zavije v eno samo funkcijo prevedi (angl. compile),
prikazano v odseku kode 3.1.
1 pub l i c void compi le ( ) throws GLShaderCompileException
2 {
3 GL20 . glCompileShader ( shaderID ) ;
4 i n t compi l eStatus = GL20 . g lGetShader i ( shaderID , GL20 .
GL COMPILE STATUS) ;
5 i f ( compi leStatus != GL11 .GL TRUE)
6 {
7 i n t l en = GL20 . g lGetShader i ( shaderID , GL20 .
GL INFO LOG LENGTH) ;
8 St r ing in foLog = GL20 . glGetShaderInfoLog ( shaderID , l en ) ;
15
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9 throw new GLShaderCompileException ( in foLog ) ;
10 }
11 }
Odsek kode 3.1: Funkcija za prevajanje sencˇilnikov s preverjanjem za napake.
Slika 3.1: Diagram dedovanja razredov v programski ovojnici. Slika je bila
generirana z ObjectAid UML Explorer[7] vticˇnikom za Eclipse.
3.1.1 Medpomnilniki
Prenasˇanje podatkov na graficˇno enoto in z nje v OpenGL poteka preko
medpomnilnikov.
Uporabil sem naslednje OpenGL medpomnilnike:
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Medpomnilnik za sezname hrani podatke potrebne za izris, kot so polozˇaji
ogliˇscˇ, normale v ogliˇscˇih, teksturne koordinate in tudi poljubne po-
datke, ki jih definira uporabnik.
Medpomnilnik za seznam elementov graficˇni enoti pove kako se sesta-
vljajo osnovni liki.
Medpomnilnik za okvirje je drugacˇen tip medpomnilnika, saj sam po
sebi ne hrani podatkov, vendar dolocˇa kam se bodo zapisali podatki
iz cevovoda za izris.
V OpenGL pa so podprti sˇe naslednji tipi medpomnilnikov, ki so zunaj obsega
predstavljenega dela: za kopiranje, za pakiranje pikslov, za poizvedbe, za
teksture, za povratno informacijo o transformacijah, za enotne spremenljivke,
za posreden izris, za atomarne sˇtevce, za posredno odpremo ukazov in za
hranjenje sencˇilnikov.
Ovojnica podpira medpomnilnike za sezname, medpomnilnike za ele-
mente ter medpomnilnike za okvirje (angl. frame).
3.1.2 Sencˇilniki
Sencˇilniki so podprogrami za izris, ki jih mora napisati uporabnik. V sta-
rejˇsih razlicˇicah OpenGL se je uporabljal fiksni cevovod za izris, v novejˇsih
razlicˇicah pa so nekateri deli programabilni. OpenGL cevovod je sestavljen
iz nasledjih faz, prikazanih v sliki 3.2:
Specifikacija ogliˇscˇ je faza cevovoda, v kateri uporabnik poda seznam ogliˇscˇ
in kako se zdruzˇujejo v osnovne like, kot so tocˇke, cˇrte, trikotniki in se-
znami trikotnikov.
Sencˇilnik za ogliˇscˇa so uporabniˇski podprogrami, ki izvajajo poljubne ope-
racije nad posameznimi ogliˇscˇi. Uporabnik lahko dolocˇa izhodne spre-
menljivke, vendar pa mora med njimi nujno biti polozˇaj. Ta faza cevo-
voda je obvezna.
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Slika 3.2: Skica cevovoda za izris. Rumeni pravokotniki so fiksni deli, modri
pa so v novejˇsih razlicˇicah programabilni. [11]
Sencˇilnik za deljenje ploskev je neobvezen del cevovoda. Uporabnik de-
finira dva sencˇilnika, sencˇilnik za nadzor deljenja in sencˇilnik za izracˇun
deljenja. Prvi lahko deluje samostojno, drugi pa nujno potrebuje sˇe pr-
vega. V sencˇilniku za nadzor se izracˇuna kako podrobno se bodo liki
delili, v sencˇilniku za izracˇun pa se izracˇunajo novi liki.
Sencˇilnik za geometrijo so prav tako neobvezni, definira pa jih uporab-
nik. Kot vhodne podatke dobijo osnovne like, ki pa jih lahko zavrzˇejo,
spremenijo in delijo.
Naknadna obdelava ogliˇscˇ je faza, v kateri se liki iz prejˇsnjih faz zavrzˇejo,
cˇe ne spadajo v pogled kamere, oziramo razrezˇejo, cˇe so delno v pogledu
kamere. Po zˇelji se lahko podatki tu shranijo v medpomnilnik, da jih
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ni potrebno ponovno racˇunati, cˇe se ne bodo spreminjali.
Sestavljanje osnovnih likov je faza, v kateri se podatki iz prejˇsnjih faz
pretvorijo v osnovne like, ki smo jih hoteli izrisati. Cˇe so vhodni podatki
trikotniki, zˇelimo pa le izris cˇrt, se bo tu vsak trikotnik razdelil v tri
cˇrte. Tu se lahko cevovod koncˇa, cˇe zˇelimo le izracˇunati podatke za
pozneje, ne pa jih tudi izrisati.
Rasterizacija je faza, kjer se osnovni liki razdelijo v diskretne drobce, ki
sluzˇijo izracˇunu koncˇne barve piksla.
Sencˇilnik za drobce izracˇuna barvo piksla in njegovo globina. Ta del ce-
vovoda je neobvezen, vendar se, cˇe ga ni, izracˇuna le globina drobca.
Procesiranje drobcev je faza kjer se, cˇe uporabnik tako nastavi, dolocˇi
kateri drobci, izmed tistih na istem polozˇaju, se bodo obdrzˇali glede na
globino, sˇablono in druge lastnosti. Na koncu se barve prosojnih drob-
cev zmesˇajo, nato pa se rezultat zapiˇse na zaslon ali v medpomnilnik
za okvirje.
Poleg teh sencˇilnikov OpenGL podpira sˇe sencˇilnike za splosˇne izracˇune,
ki pa se ne izvajajo v cevovodu in so namenjeni izracˇunu poljubnih podatkov.
Ovojnica podpira pet vrst sencˇilnikov, in sicer sencˇilnike za ogliˇscˇa (angl.
vertex shader), za geometrijo (angl. geometry), za drobce (angl. fragment)
in za deljenje (angl. tesselation), sencˇilnik za izracˇunavanje (angl. compute
shader) pa ni podprt. Sencˇilniki se zdruzˇujejo v programe, ki tvorijo progra-
mabilen del cevovoda za izris.
3.1.3 GLSL
GLSL (angl. openGL shading language) je programski jezik za pisanje sen-
cˇilnikov v OpenGL. Osnovan je na sintaksi jezika C. Koda se prevede na
graficˇni procesni enoti, prevajanlnik pa napiˇse vsak proizvajalec programske
opreme, kar omogocˇa enako kodo na razlicˇnih tipih programske opreme. Ker
se koda ne izvaja na procesni enoti, je neodvisna od operacijskega sistema.
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V OpenGL so GLSL leta 2004 vpeljali z OpenGL razlicˇico 2.0. V diplom-
ski nalogi sem uporabljal razlicˇico 3.3, trenutna najnovejˇsa pa je 4.5.
1 #v e r s i o n 330
2
3 in vec3 UV frag ;
4
5 uniform sampler2D pro j e c t i onTexture ;
6 uniform f l o a t transparency = 0 . 3 ;
7
8 void main ( )
9 {
10 vec4 c o l o r = vec4 ( t ex ture ( pro jec t ionTexture , UV frag . xy )
. xyz , t ransparency ) ;
11 g l FragCo lor = c o l o r ;
12 }
Datoteka 3.2: Primer preprostega sencˇilnika za drobce.
V datoteki 3.2 je primer sencˇilnika za drobce, napisanega v GLSL. Sencˇilnik
je napisan v GLSL razlicˇici 3.3. Kot vhodni parameter dobi koordinato
drobca na teksturi v spremenljivki UV frag. Tekstura in prosojnost sta v
vseh sencˇilnikih enaka, saj sta definirani kot uniform. Cˇe prosojnost ni na-
stavljena se nastavi na privzeto vrednost 0.3. Barva teksture se prebere iz te-
ksture na polozˇaju, vsebovanem v Uv frag, s funkcijo texture. gl FragColor je
rezervirana GLSL spremenljivka, v katero se shrani koncˇna barva, izracˇunana
v sencˇilniku.
Teksture
Teksture v OpenGL so objekti, ki vsebujejo eno ali vecˇ slik, ter so uporabni
kot vir slikovnih podatkov v sencˇilnikih ali kot tarcˇa za izris v medpomnil-
nikih za okvirje. Ker je inicializacija teksture v OpenGL precej kompleksna,
ovojnica poskrbi za inicializacijo osnovnih parametrov.
OpenGL podpira naslednje tipe tekstur:
1D, 2D in 3D teksture so teksture, kjer so slike shranjene v 1, 2 ali 3
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dimenzionalnih poljih.
Pravokotne teksture so teksture, ki so nujno dvodimenzionalne in imajo
drugacˇne metode za dostop do podatkov.
Kockaste teksture so teksture sestavljene iz sˇestih enako velikih kvadra-
tnih tekstur.
Vecˇvzorcˇne teksture so teksture, ki za izracˇun vsakega piksla izracˇunajo
vecˇ vzorcev, kar omogocˇa lepsˇi izris.
Seznami tekstur so teksture, ki vsebujejo sezname slik. Podprte so 1D,
2D, kockaste in vecˇvzorcˇne teksture.
Ovojnica podpira le 2D teksture, ostale pa v aplikaciji niso uporabljene.
3.1.4 Tocˇkovni nizi
Tocˇkovni nizi (angl. vertex array object) so OpenGL objekti, ki hranijo sta-
nje potrebno za izris objektov. Hranijo le stanje, ne pa tudi samih podatkov.
To pomeni reference na medpomnilnike in obliko podatkov v teh medpo-
mnilnikih, ne pa tudi samih podatkov iz medpomnilnikov. Prednost se kazˇe
v hitrosti izvajanja in velikosti kode, saj je potrebno veliko manj sprememb
stanja.
3.1.5 Transformacija
Transformacija (angl. transform) je razred, ki je namenjen hranjenju trans-
formacije objekta, to je rotacija, polozˇaj in velikost. Polozˇaj in velikost sta
predstavljena kot vektorja dolzˇine 3, rotacija pa kot kvaternion[10]. Podprte
so rotacije in premiki v lokalnem ter globalnem koordinatnem sistemu, ter
rotacije v poljubnem sistemu. Razred vsebuje tudi funkcije za pretvorbo iz
kvaternionov v eulerjeve kote, za izracˇun transformacijske matrike iz stanja
transformacije, ter za izracˇun kvaterniona iz rotacijske matrike.
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Kvaternioni dolzˇine 1 se lahko uporabljajo za predstavitev rotacije. Pro-
blem z eulerjevimi koti je kardanska zapora, kar pomeni, da se dve osi po-
ravnata in izgubimo eno prostostno stopnjo. Pri kvaternionih tega problema
ni. Mnozˇenje kvaternionov predstavlja rotacijo, tu pa je pomemben vrstni
red mnozˇenja, ker mnozˇenje kvaternionov ni komutativno.
Kot posebna transformacija se obravnava tudi kamera, le da so pri kameri
premiki ravno obrnjeni, ima pa sˇe dodatne parametre za pogled kamere.
Podprti sta dve vrsti kamere: perspektivna in vzporedna.
3.1.6 Izjeme
Ovojnica podpira vecˇ vrst izjem. OpenGL sam ne ustavi izvajanja programa
ob napaki, vendar pa je izris nepravilen, zato ob nekaterih operacijah ovojnica
preverja, cˇe je na graficˇni enoti vse v redu. Izjeme se lahko prozˇijo, ko se
sencˇilnik ne prevede pravilno, ko se program ne povezˇe pravilno ali ko se
medpomnilnik za okvirje ne inicializira pravilno.
3.1.7 Ostalo
Poleg zˇe nasˇtetega ovojnica vsebuje sˇe funkcijo za razhrosˇcˇevanje, ki napake,
ki jih vracˇa OpenGL, pretvori v berljive nize ter izpiˇse vrstico v kateri je bila
funkcija klicana, kar mocˇno olajˇsa iskanje napak.
3.2 Samostojna aplikacija
Funkcionalnost orodja sem najprej implementiral kot samostojno aplikacijo,
saj je tako lazˇje preveriti pravilnost delovanja. Aplikacija nima graficˇnega
uporabniˇskega vmesnika, implementiran pa je le osnovni uporabniˇski nadzor,
saj sluzˇi le kot primer delovanja, ne pa tudi dejanski uporabi. Sestavljena
je iz testnega razreda, razreda, ki implementira dejansko funkcionalnost, in
razredov za branje Obj datotek, ki pa niso uporabljeni v koncˇni aplikaciji,
saj ima ta svoj bralnik.
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Ob zagonu se ustvari okno in nastavijo osnovne OpenGL nastavitve, kot
so globinski test in prosojnost. Iz testnih datotek se nalozˇijo mrezˇni model in
rentgenski posnetek, nalozˇijo in prevedejo pa se tudi sencˇilniki. Ustvari se sˇe
medpomnilnik za okvir in njemu pripadajocˇa tekstura, ki bosta uporabljena
za hranjenje izrisa iz pogleda projektorja.
Vsa funkcionalnost v povezavi z medpomnilniki, sencˇilniki, teksturami,
programi, tocˇkovnimi nizi in transformacijami je implementirana s pomocˇjo
programske ovojnice opisane v poglavju 3.1.
Slika 3.3: Pogled samostojne aplikacije.
3.2.1 2D posnetek
Dvo dimenzionalni posnetek je rentgenska slika ozˇilja. Slika se projicira na
pravokotnik, ki je prilagojen velikosti slike. Sliko se da v prostoru rotirati
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neodvisno od modela, kar sluzˇi poravnavi, ko pa sta model in slika poravnana,
se lahko rotira skupaj z modelom.
Ko se slika v program nalozˇi, se najprej ustvari tekstura, nato pa se v
pomnilnik graficˇne procesne enote nalozˇijo podatki. Nastavi se tudi velikost
pravokotnika, na katerega bo projicirana tekstura.
3.2.2 3D posnetek
Tri dimenzionalni posnetek je mrezˇni model ozˇilja, nalozˇen iz Obj datoteke.
3D posnetek se sam po sebi ne premika, premika se le kamera, kar pa da
uporabniku podoben vtis.
Ko se mrezˇni model nalozˇi v program, se ustvarijo medpomnilniki za
seznam ogliˇscˇ, za normale in za seznam elementov. V graficˇni pomnilnik se
nato nalozˇijo podatki, v tocˇkovni niz modela pa se shrani stanje, potrebno
za izris.
3.2.3 Premikanje pogleda
Aplikacija podpira dva pogleda, pogled iz kamere ter pogled iz projektorja.
Pogled iz kamere je glavni pogled, v katerem naj bi si uporabnik ogledoval
model, na katerega je projicirana tekstura. V tem pogledu je mogocˇe s ka-
mero poljubno premikati in krozˇiti okrog modela in projektorja, medtem ko
sta ta pri miru. Pogled iz projektorja je namenjen poravnavi projicirane te-
ksture z modelom. V tem pogledu se prizoriˇscˇe izrisuje iz iste smeri kot sveti
projektor, s premikanjem le-tega pa uporabnik poravnava 2D in 3D posnetka.
3.2.4 Izris
Izris je deljen na dva dela. V prvem delu se model izrisuje v globinsko
teksturo, v drugem delu pa se izriˇse model, nanj pa se projicira tekstura. Prvi
del se izrisuje le, cˇe je bil med prejˇsnjim in trenutnim izrisom premaknjen
projektor, saj drugacˇe ni smiselno izrisovati, ker ni sprememb. Drugi del se
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izrisuje, cˇe je bila premaknjena kamera ali pa projektor, saj se bo premaknil
ali model ali pa projekcija nanj.
V prvem delu se za tarcˇo izrisa nastavi medpomnilnik za okvir, ki hrani
globinsko teksturo, nalozˇi se stanje iz tocˇkovnega niza za model in nastavijo
se parametri OpenGL programa za izris. Model se izriˇse, pri tem pa se
porezˇejo prednje ploskve modela, saj to zaradi omejitve natancˇnosti zapisa
sˇtevil v racˇunalniku povzrocˇa artefakte pri izrisu, kot prikazuje slika 3.5. Za
izris je uporabljen OpenGL program, ki zapiˇse le globino.
Slika 3.4: Pravokotnik na sliki je popolnoma raven in ni teksturiran, vendar
pa zaradi nenatancˇnosti predstavitve podatkov izgleda, kot da mecˇe senco
nase v valovnatem vzorcu.
V drugem delu se nastavita teksturi za globino in projekcijo, nastavijo
se parametri OpenGL programa in nalozˇi se stanje iz tocˇkovnega niza za
model. Za izris modela je uporabljen OpenGL program, ki na model projicira
teksturo rentgenske slike. Cˇe uporabnik zˇeli, se nastavijo podatki in se izriˇse
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pravokotnik s tekturo ozˇilja, ki sluzˇi za pomocˇ pri poravnavi modela in slike.
Ta kvader se izriˇse z OpenGL programom za teksturirane objekte.
3.2.5 OpenGL programi
V aplikaciji sem uporabil 6 sencˇilnikov, ki skupaj tvorijo 3 OpenGL programe.
Najosnovnejˇsi je program za belezˇenje globine, ki je potreben za metanje
senc, sledi mu program za izris modela s teksturo, temu pa program za izris
modela s projicirano teksturo.
Program za belezˇenje globine
Program za belezˇenje globine je sestavljen iz sencˇilnika za ogliˇscˇa in sencˇilnika
za drobce. Sencˇilnik za ogliˇscˇa dobi kot vhodni parameter polozˇaj ogliˇscˇa in
matrike za preslikavo iz koordinatnega sistema modela v koordinatni sistem
zaslona. Kot izhodni parameter da le nov polozˇaj ogliˇscˇa. Sencˇilnik za drobce
nato zabelezˇi globino drobca, barvo pa ignorira.
Program za izris modela s teksturo
Ta OpenGL program se uporablja za izris pravokotnika, ki sluzˇi poravnavi
ozˇilja in teksture. Sestavljen je iz dveh sencˇilnikov, sencˇilnika za ogliˇscˇa in
sencˇilnika za drobce. Prvi vzame kot vhodne parametre koordinate ogliˇscˇa in
matrike za preslikavo iz koordinatnega sistema modela v koordinatni sistem
zaslona, kot izhod pa poda nov polozˇaj ogliˇscˇa. Sencˇilnik za drobce dobi kot
dodatne vhodne parametre sˇe teksturno koordinato drobca, njegovo prosoj-
nost ter teksturo. Kot izhod zapiˇse barvo teksture na polozˇaju, ki ga dolocˇa
vhodni parameter.
Program za izris modela s projicirano teksturo
Tudi ta OpenGL program je sestavljen iz dveh sencˇilnikov, prvi za ogliˇscˇa,
drugi za drobce. Sencˇilnik za ogliˇscˇa dobi kot vhodne parametre polozˇaj in
normalo ogliˇscˇa, smer lucˇi ter matrike za preslikavo ogliˇscˇ iz koodrinatnega
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sistema modela v koordinatni sistem zaslona iz pogleda kamere in iz pogleda
projektorja. Izhodi so polozˇaj ogliˇscˇa iz obeh pogledov ter normale. Vhodi v
sencˇilnik za drobce so poleg izhodov iz prejˇsnjega sencˇilnika sˇe teksturi s sliko
in globino ter razmerje sˇirine in viˇsine med zaslonom in projicirano teksturo.
Koordinate v teksturama sencˇilnik izracˇuna tako, da najprej koordinate v
pogledu projektorja pomnozˇi z razmerjem med velikostjo slike in zaslonom,
nato pa jih v koordinate zaslona spremeni z matriko 2.10. Cˇe je trenuten
drobec viden iz pogleda projektorja, se s skalarnim produktom med smerjo
svetlobe in normalo izracˇuna intenzivnost svetlobe projektorja, iz teksture z
rentgensko sliko pa se vzame njegova barva. Cˇe drobec ni viden, se pobarva
rdecˇe. Izhod iz tega sencˇilnika je barva.
3.3 Integracija v aplikacijo za vizualizacijo
Za konec sem funkcionalnost integriral sˇe v aplikacijo za vizualizacijo. Po-
leg funkcionalnosti samostojne aplikacije je bilo potrebno zagotoviti, da se
modul obnasˇa cˇim bolj podobno zˇe obstojecˇi aplikaciji. Potrebno je bilo
prirediti funkcionalnost za nalaganje datotek in premikanju pogleda. Tezˇav
pri integraciji prakticˇno ni bilo, v veliki meri zaradi predhodne samostojne
aplikacije.
3.3.1 Premikanje pogleda
Model zˇil se premika enako kot v zˇe obstojecˇi aplikaciji, s smernimi tipkami
za premik levo, desno, naprej in nazaj ter s tipkama ’r’ in ’f’ za gor in dol.
Obracˇa se s tipkami ’w’, ’a’, ’s’, ’d’, ’q’ in ’e’ ter z miˇsko, tako da se lev miˇskin
gumb drzˇi nad objektom in miˇsko premika. Premikanje z miˇsko je, podobno
kot v zˇe obstojecˇi aplikaciji, narejeno s projekcijo kazalca na navidezno kroglo
okoli modela, vendar pa uporabljajo sencˇilniki v obstojecˇi aplikaciji perspek-
tivno projekcijo, kamera v dodatni funkcionalnosti pa uporablja ortografsko
projekcijo, zato je izracˇun nekoliko drugacˇen.
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Slika 3.5: Koncˇni izgled aplikacije med izrisom mrezˇe modela.
3.3.2 Nalaganje datotek
Funkcionalnost za nalaganje datotek je obstajala zˇe v osnovni aplikaciji. Upo-
rabnik s pritiskom na gumb ’odpri’ dobi pojavno okno, v katerem izbira da-
toteke. Podprti formati so bili Mhd za volumetricˇne datoteke, ter Obj za
mrezˇne modele. Moral sem dodati sˇe mozˇnost za nalaganje slikovnih datotek
v standardnih formatih Jpeg in Png [9]. Java podpira ta dva formata v svoji
standardni knjizˇnici, tako da je bila implementacija preprosta.
Poglavje 4
Zakljucˇek
V diplomskem delu sem implementiral projekcijo 2D rentgenske slike na 3D
mrezˇni model. Vhodni podatki so mrezˇni modeli v datotekah tipa Obj in
rentgenske slike tipa obj. Mrezˇni modeli so bili pretvorjeni iz Mhd datotek
v mrezˇne modele v okviru zˇe obstojecˇe aplikacije NeckVeins.
Implementacija je bila napisana v programskem jeziku Java, kar je omogocˇilo
brezhibno integracijo v zˇe obstojecˇo aplikacijo. Za lazˇji in hitrejˇsi razvoj sem
razvil sˇe programsko ovojnico za LWJGL, ki hrani stanje OpenGL objek-
tov in ima bolj berljivo poimenovane funkcije. Za hitrejˇsi izris sem uporabil
OpenGL funkcionalnost sencˇilnikov.
V okviru nadaljnjega dela bi lahko implementiral algoritem za avtomatsko
poravnavo 2D in 3D posnetkov [15].
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