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Abstrakt
Te´matem te´to bakala´rˇske´ pra´ce je vy´voj hernı´ho subsyste´mu. To je rozdeˇleno do vı´ce
cˇa´stı´, pocˇı´naje generova´nı´m samotne´ho prostrˇedı´, kde se vesˇkere´ akce budou odehra´vat.
V tomto prˇı´padeˇ se jedna´ o exterie´rove´ prostrˇedı´, konkre´tneˇ cˇa´st tere´nu. Dalsˇı´, nejdu˚lezˇi-
teˇjsˇı´ cˇa´stı´ je problematika efektivnı´ho vykreslova´nı´. Vykreslit jen to co ma´ by´t vykresleno
a to co nejrychleji. Poslednı´ cˇa´stı´ pra´ce je vzhled a tudı´zˇ celkovy´ dojem virtua´lnı´ho sveˇta.
Textury, detaily, osveˇtlenı´ a stı´ny jsou to co upouta´ jako prvnı´ a take´ jedna z hlavnı´ch veˇcı´,
co hernı´ syste´m proda´va´. Proble´m optimalizace, vzhledu aplikace a fyziky modelu˚ jsou
aspekty, ktere´, kdyzˇ jsou dobrˇe odvedene´, deˇlajı´ kvalitnı´ hernı´ syste´m.
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Abstract
The main idea if this bachelor’s thesis is the development of game sub-engine. It is di-
vided into several parts, starting with generation of environment where every action will
take place. In this case it is exterior environment, specifically part of terrain. Another, the
most important part is efficient render issue. Draw only what has to be rendered and as
fast as possible. The last part of this thesis is appearance and whole impression of vir-
tual world. Textures, details , lighting and shadows are the most attracting and the most
important parts that solds gaming system. The problem of optimalization, appearance of
application and models physics are aspects, if done well, that do perfect gaming engine.
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Seznam pouzˇity´ch zkratek a symbolu˚
GLSL – OpenGL Shading Language
LOD – Level of detail
OQ – Occlusion query
HDR – High dynamic range
FPS – First person shooter
BSP – Binary space partitioning
AABB – Axis-aligned bounding box
HOM – Hierarchical occlusion map
VAO – Vertex Array Object
VBO – Vertex Buffer Object
IBO – Index Buffer Object
TBO – Texture Buffer Object
UBO – Uniform Buffer Object
DLOD – Discrete level of detail
CLOD – Continuous level of detail
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31 U´vod
Pocˇı´tacˇova´ grafika je nedı´lnou soucˇa´stı´ informacˇnı´ch technologiı´, ale i dnesˇnı´ho sveˇta
vu˚bec. Jejı´ vyuzˇitı´ je od
”
pouhe´ho“ zobrazenı´ aplikace uzˇivateli, azˇ po vytva´rˇenı´ doko-
naly´ch, te´meˇrˇ realisticky´ch, snı´mku˚ nebo videı´. Bez tohoto odveˇtvı´ bychom si asi teˇzˇko
prˇedstavili veˇtsˇinu dnesˇnı´ch filmu˚ nebo i reklam. Jejı´ nejveˇtsˇı´ vyuzˇitı´ avsˇak sledujeme v
hernı´m pru˚myslu.
Na rozdı´l od filmu˚, kde je deˇj dany´ a neza´lezˇı´ na optimalizacı´ch, musı´ hry dynamicky
rˇesˇit akce uzˇivatele a poskytovat mu odezvu. Take´ za´lezˇı´ na rychlosti vy´pocˇtu kazˇde´ho
snı´mku. Od videı´, kde se jeden snı´mek mu˚zˇe pocˇı´tat i desı´tky minut, se hry lisˇı´ tı´m, zˇe




Prˇestozˇe vy´kon dnesˇnı´ch pocˇı´tacˇu˚ se mu˚zˇe zda´t dostatecˇny´, je trˇeba bra´t v u´vahu
postupy, rˇesˇı´cı´ optimalizaci vykreslova´nı´ kazˇde´ho snı´mku. Rychlost vykreslova´nı´, da´na
pocˇtem vykresleny´ch snı´mku˚ za vterˇinu (ang. framerate), je du˚lezˇity´m parametrem hernı´ho
syste´mu. Dalsˇı´m aspektem, ktery´ uzˇ mu˚zˇe uzˇivatel zpozorovat, je vy´sledny´
vzhled aplikace (kapitola 4.3.2).
Optimalizace vykreslova´nı´ byla hlavnı´ cˇa´stı´ te´to pra´ce. Je nutne´ nepocˇı´tat s objekty,
ktere´ lezˇı´ mimo pohled kamery, nepocˇı´tat s objekty zakryty´mi jiny´mi objekty a vzda´lene´
objekty zobrazovat v mensˇı´ kvaliteˇ nezˇ ty nejblizˇsˇı´. O teˇchto optimalizacı´ch da´le v kapi-
tole 5.Efektivnı´ vykreslova´nı´ a vzhled tvorˇı´ kvalitnı´ hernı´ syste´m (ang. game engine). V
kapitole 2 si prˇedstavı´me nejzna´meˇjsˇı´ hernı´ syste´my. Podı´va´me se jak na starsˇı´, tak i na
nove´, nejzˇa´daneˇjsˇı´ syste´my.
Vy´beˇrem tohoto te´matu bych si chteˇl prohloubit sta´vajı´cı´ znalosti v pocˇı´tacˇove´ grafice,
nebot’ je to pro meˇ zajı´mave´ te´ma. Ocˇeka´va´m, zˇe le´pe porozumı´m problematice vykres-
lova´nı´ a jejı´ optimalizaci. Take´ si chci oveˇrˇit znalosti z prˇedmeˇtu˚ ty´kajı´cı´ch se pocˇı´tacˇove´
grafiky na rozsa´hlejsˇı´m prˇı´kladu. Veˇrˇı´m, zˇe tato pra´ce zmeˇnı´ mu˚j pohled na hernı´ odveˇtvı´
a budu veˇdeˇt, co vsˇechno se skry´va´ za vyrˇesˇenı´m proble´mu, ktery´ beˇzˇny´ uzˇivatel ani
nevnı´ma´.
42 Hernı´ syste´my
Hernı´ syste´m je hlavnı´ ja´dro hry, ktere´ zajisˇt’uje jejı´ funkcionalitu. To obsahuje cˇa´sti pro
vykreslova´nı´, hernı´ fyziku, hierarchii sce´ny, animace, zvuky a dalsˇı´. Prˇednı´ hernı´ syste´my
poskytujı´ rozhranı´ pro vytva´rˇenı´ her, cˇı´mzˇ se vy´voj her urychluje.
Termı´n hernı´ syste´m vznikl v polovineˇ 90. let ve spojenı´ s 3D hrami typu FPS (z ang.
first person shooter). V te´to dobeˇ vznikly legenda´rnı´ hry Doom a Quake. Tyto hry byly
vytva´rˇeny jiny´m postupem nezˇ ostatnı´ hry. Cˇa´st vy´voja´rˇu˚ poskytlo ja´dro hry, ktere´ se sta-
ralo o samotnou funkcˇnost, a dalsˇı´ cˇa´st navrhla vlastnı´ vzhled, postavy, zbraneˇ a u´rovneˇ,
tvorˇı´cı´ hernı´ obsah. Oddeˇlenı´m pravidel a obsahu od ja´dra (engine) aplikace umozˇnilo
zameˇrˇenı´ ru˚zny´ch ty´mu˚ na konkre´tnı´ proble´my.
Pozdeˇji vytvorˇene´ hry jako Quake 3 Arena nebo Unreal sta´ly na stejne´m konceptu
oddeˇlenı´ engine od hernı´ho obsahu. Engine lze tak pouzˇı´t pro vı´ce aplikacı´ bez nutnosti
programova´nı´ cele´ funkcˇnosti znovu. Tı´m se usnadnˇuje a hlavneˇ urychluje vy´voj cele´ hry.
Navı´c licencova´nı´ takove´ technologie se proka´zalo jako uzˇitecˇne´. Ceny licencı´ nejlepsˇı´ch
hernı´ch syste´mu˚ sahajı´ do milionu˚ dolaru˚ za licenci. Pocˇet drzˇitelu˚ te´to licence mu˚zˇe by´t
azˇ neˇkolik desı´tek spolecˇnostı´, jak je tomu i u Unreal engine.
2.1 Prˇehled hernı´ch syste´mu˚
Nejzna´meˇjsˇı´ hernı´ syste´my, ktere´ udaly novy´ trend vy´voje her.
2.1.1 Doom engine (1993)
Hernı´ engine spolecˇnosti id Software zvany´ id Tech1. Vsˇechny u´rovneˇ jsou z vrchnı´-
ho pohledu pouze dvourozmeˇrne´. Nevy´hodou bylo, zˇe nemohly by´t dveˇ patra nad se-
bou, ale vy´hodou bylo jednoduche´ zobrazenı´ mapy. Mapa byla rozdeˇlena do mı´stnostı´
zvany´ch sektory. Prostory byly ohranicˇeny liniemi, ktere´ meˇly vzˇdy bud’ jednu nebo
dveˇ strany. Jedna strana prˇedstavovala zed’ ohranicˇujı´cı´ mapu, dveˇ znamenaly prˇepa´zˇku
mezi sektory.
Obra´zek 1: Zobrazenı´ mapy a jejı´ 3D reprezentace z pohledu hra´cˇe (prˇevzato z [13])
5Hierarchie sce´ny byla vytvorˇena pomocı´ BSP (angl. binary space partitioning) stro-
mu. Je to proces deˇlenı´ prostoru pomocı´ roviny. Prostor je rozdeˇlen na dveˇ cˇa´sti a kazˇde´
je prˇirˇazena skupina objektu˚, ktere´ v nı´ lezˇı´. Vznikle´ cˇa´sti jsou rekurzivneˇ deˇleny noveˇ
zvolenou rovinou na 2 cˇa´sti. Tı´mto algoritmem se rozdeˇlila sce´na prˇed zacˇa´tkem u´rovneˇ.
Tı´mto ale vznikl proble´m. Dverˇe a vy´tahy se pohybovaly pouze nahoru a dolu˚, nikoliv
do stran.
Hry vyuzˇı´vajı´cı´ doom engine: Doom (1993), Doom II (1994), Hexen (1995)
Obra´zek 2: Uka´zky z her Doom a Doom 2
2.1.2 Quake engine (1996)
Hernı´ engine spolecˇnosti id Software zvany´ take´ id Tech 1, pozdeˇji vylepsˇen na
id Tech 2 (Quake II engine). Pouzˇı´val BSP strom pro deˇlenı´ sce´ny. Pro pohy-
bujı´cı´ objekty vyuzˇı´val Gouraudovo stı´nova´nı´, pro staticke´ objekty
”
sveˇtelnou mapu“
ovlivnˇujı´cı´ jas vy´sledne´ plochy. Quake byla prvnı´ prava´ 3D hra pouzˇı´vajı´cı´ specia´lnı´ ma-
povy´ syste´m pro prˇedvy´pocˇet a prˇedkreslenı´ 3D mapy. Po vypocˇtenı´ mapy se provedl
vy´pocˇet a prˇipravenı´ osveˇtlovacı´ch map pro ulehcˇenı´ pra´ce procesoru prˇi hranı´.
Dalsˇı´ optimalizacı´ bylo odstraneˇnı´ cˇa´stı´ prostoru, ktere´ nebyly momenta´lneˇ videˇt a
zabra´neˇnı´ jejich vy´pocˇtu. Na tento proble´m byla vyuzˇita technika Z-bufferu. Provedl se
vy´beˇr nejblizˇsˇı´ho polygonu a zahodily se polygony ukryte´ za tı´mto. Pokud hra´cˇ nevideˇl
do neˇjake´ mı´stnosti, znamenalo to, zˇe engine nema´ pocˇı´tat s objekty v te´to cˇa´sti. Proto
se ve hrˇe objevovaly pravou´hle´ tunely vedoucı´ z jedne´ velke´ mı´stnosti do druhe´. Quake
byla jedna z prvnı´ch her vyuzˇı´vajı´cı´ch hardwarovou 3D akceleraci. Podporoval hru pro
vı´ce hra´cˇu˚ po LAN nebo v internetu.
Hry vyuzˇı´vajı´cı´ quake engine: Quake (1996), Hexen II (1997), Half-Life
(1998)
6Obra´zek 3: Uka´zka hry Quake
2.1.3 Unreal engine (1998-)
Konkurencı´ id Softwaru byla spolecˇnost Epic Games. Vyvinuli engine prima´rneˇ na-
vrzˇeny´ pro FPS hry s na´zvem Unreal engine. Velka´ cˇa´st programu mu˚zˇe by´t napsa´na
v UnrealScript skriptovacı´m jazyce bez nutnosti hlubsˇı´ho zkouma´nı´ vnitrˇnı´ho fun-
gova´nı´ engine. Engine je napsa´n v C++, C#, UnrealScript, HLSL, GLSL, CUDA
a je multiplatformnı´ (OpenGL a DirectX).
Unreal engine 1 Prvnı´ generace Unreal engine vytvorˇena v roce 1998. Bylo trˇeba
udeˇlat pa´r u´stupku˚ (jednodusˇsˇı´ detekce kolizı´) pro plynuly´ chod syste´mu na pocˇı´tacˇı´ch
te´ doby. Take´ sı´t’ovy´ protokol pro hru vı´ce hra´cˇu˚ nebyl zpocˇa´tku tak dokonaly´ jako u kon-
kurencˇnı´ho id Tech2 syste´mu. Popularita tohoto hernı´ho syste´mu se skry´vala v jedno-
duche´m vy´voji dalsˇı´ch rozsˇı´rˇenı´. Tento engine byl prvnı´, ktery´ implementoval pravou
klient-server architekturu.
Unreal engine 2 V roce 2002 dosˇlo ke kompletnı´mu prˇepsa´nı´ ja´dra syste´mu a postupu˚
vykreslova´nı´. Prˇida´n novy´ editor u´rovnı´ a fyzika´lnı´ na´stroje, vyuzˇite´ prˇi animaci pa-
dajı´cı´ch postav (ang. ragdoll physics) nebo simulaci vozidel. Pro editor map byl prˇida´n
editor cˇa´stic a podpora pro 64-bitove´ syste´my u hry Unreal Tournament 2004.
Unreal engine 3 Syste´m navrzˇeny´ pro sˇiroke´ pouzˇitı´ od osobnı´ch pocˇı´tacˇu˚, prˇes kon-
zole jako PlayStation 3, Xbox 360, Wii, azˇ po Android a OpenGL operacˇnı´ syste´my jako
iOS nebo MacOS X. Vyuzˇı´val pokrocˇile´ techniky vykreslova´nı´ jako veˇtsˇı´ dynamicky´ roz-
sah expozice (HDR), vy´pocˇet osveˇtlenı´ pro kazˇdy´ pixel obrazu (ang. per-pixel lighting)
a dynamicke´ stı´ny. Zı´skal podporu od mnoha velky´ch spolecˇnostı´ jako jsou 2K Games,
Electronic Arts, Konami, Midway Games, Sega, Sony, THQ, Ubisoft.
7Unreal engine 4 Vyvı´jen od roku 2003. Prˇedstaven by meˇl by´t tento rok (tj. 2012).
Hry zalozˇene´ na Unreal engine: Unreal Tournament, BioShock1/2, DeusEx,
Batman:Arkham Asylum, Gears of War1-3, Mass Effect1-3
Obra´zek 4: Uka´zka hry Unreal Tournament (1999)
Obra´zek 5: Uka´zka hry Batman: Arkham Asylum (2009)
82.1.4 CryEngine
Zacˇı´nal jako technologicke´ demo od spolecˇnosti Crytek pro nVidii. Ta v syste´mu videˇla
budoucnost a nakonec dosˇlo k vytvorˇenı´ hry na tomto syste´mu. Tak v roce 2004 vznikl
CryEngine 1 a byla vytvorˇena hra s na´zvem Far Cry s ohromujı´cı´ grafickou stra´nkou a
te´meˇrˇ neomezenou volnostı´ pohybu. Vyuzˇı´val HDR expozici a jednalo se o prvnı´ syste´m
s per-pixel stı´nova´nı´m na trhu.
V roce 2007 poznal sveˇt hru Crysis, ktera´ byla poha´neˇna dalsˇı´m stupneˇm - CryEn-
gine 2. Osveˇtlenı´ v rea´lne´m cˇase, dynamicke´ meˇkke´ stı´ny, vzda´lena´ mlha, pokrocˇile´ sha-
dery, kvalitnı´ 3D ocea´n a prosvı´ta´nı´ paprsku˚ skrz vegetaci jsou technologie, na ktere´ se
vy´voja´rˇi zameˇrˇili prˇi vytva´rˇenı´ tohoto syste´mu.
Poslednı´ verzı´ je CryEngine 3 (2009) prˇedstavovany´ jako nejrychlejsˇı´ prˇednı´ engine na
sveˇteˇ se specificky´mi vlastnostmi pro PC, Xbox360 a PlayStation 3. Syste´m zalozˇeny´ na re-
alisticky vypadajı´cı´ch postava´ch a jejich dokonaly´ch animacı´ch, ktere´ celkem inteligentneˇ
reagujı´ na okolnı´ prostrˇedı´ pomocı´ u´hlu pohledu a sluchu postavy. Na syste´mu zalozˇena´
hra Crysis 2 je poslednı´ hrou od firmy Crytek. Dalsˇı´ hrou, zalozˇenou na tomto engine
bude hra Crysis 3, ktera´ vyjde v roce 2013. Crytek na svy´ch stra´nka´ch zdarma nabı´zı´
CryEngine pro nekomercˇnı´ vytva´rˇenı´ her.
Obra´zek 6: Uka´zka hry Crysis 2 (2011)
93 Generova´nı´ tere´nu
Generova´nı´ tere´nu je rozsa´hle´ te´ma, ktere´ nema´ prˇesneˇ dane´ rˇesˇenı´. Dva za´kladnı´ prˇı´stupy
vytvorˇenı´ tere´nu jsou:
• Vy´sˇkove´ mapy
• Umeˇle´ vytva´rˇenı´ tere´nu
3.1 Vy´sˇkove´ mapy
Vy´sˇkove´ mapy jsou prvnı´ veˇc, kterou bereme v u´vahu prˇi vytva´rˇenı´ tere´nu, protozˇe jsou
jednodusˇe aplikovatelne´. Jsou reprezentova´ny nejcˇasteˇji cˇernobı´ly´m obra´zkem. Kazˇdy´
pixel obra´zku ma´ hodnotu od 0 (cˇerna´) do 255 (bı´la´). Tuto reprezentaci si prˇevedeme do
pole s hodnotami kazˇde´ho pixelu. V aplikaci na´m pote´ stacˇı´ na reprezentaci tere´nu vyge-
nerovat 2D sı´t’ se sourˇadnicemi X a Z. Hodnoty sı´teˇ procha´zı´me a kazˇde´ prˇirˇadı´me vy´sˇku
(sourˇadnici Y) z pole vy´sˇkove´ mapy. Tı´m vznikne tere´n odpovı´dajı´cı´ obrazu vy´sˇkove´
mapy.
Obra´zek 7: Prˇı´klad vy´sˇkove´ mapy (prˇevzato z [15])
Obra´zek 8: Vytvorˇeny´ profil z vy´sˇkove´ mapy (prˇevzato z [15])
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3.2 Umeˇle´ vytva´rˇenı´ tere´nu
3.2.1 Vygenerova´nı´ za´kladnı´ho sˇumu
Prˇesveˇdcˇiveˇji vypadajı´cı´ tere´n se vytva´rˇı´ na´hodny´m generova´nı´m pole hodnot a jeho
dalsˇı´m zpracova´nı´m. Tı´mto generova´nı´m vznika´ tzv. sˇum, ktery´ by se prˇi ulozˇenı´ do
obra´zku podobal vy´sˇkove´ mapeˇ. Nejcˇasteˇji se pouzˇı´va´ Perlin noise. Je to prˇı´klad
sˇumu, ktery´ se skla´da´ z vı´ce sˇumu˚ slozˇeny´ch do jednoho vy´sledne´ho.
Obra´zek 9: Vygenerovane´ sˇumy pro vytvorˇenı´ vy´sledne´ho sˇumu (prˇevzato z [14])
Obra´zek 10: Vy´sledny´ perlin noise (prˇevzato z [14])
Sˇumy jsou vygenerova´ny s ru˚zny´mi amplitudami a frekvencemi. Kazˇdy´ dalsˇı´ sˇum ma´
polovicˇnı´ amplitudu a dvojna´sobnou frekvenci, Kazˇdy´ sˇum je zva´n okta´va. Pro hladky´
tere´n musı´ by´t vy´sledny´ sˇum slozˇen z okta´v, kde jsou prˇi nı´zky´ch frekvencı´ch vysoke´
amplitudy a u vysoky´ch frekvencı´ male´ amplitudy. U zvra´sneˇne´ho tere´nu je to nao-
pak. Je tedy jasne´, zˇe frekvence okta´vy, ktera´ ma´ nejveˇtsˇı´ amplitudu ovlivnˇuje vy´sledny´
tere´n nejvı´ce. Amplituda prˇi kazˇde´ okta´veˇ se nazy´va´ perzistence, termı´n podle Mandel-
brota. Dalsˇı´ mozˇnostı´ generova´nı´ tere´nu jsou Voronoi diagramy nebo technika midpoint
displacement.
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3.2.2 Dotva´rˇenı´ realisticke´ho tere´nu
Vygenerovany´ za´kladnı´ sˇum by mohl by´t postacˇujı´cı´ pro reprezentaci tere´nu. V praxi se
vsˇak vyuzˇı´va´ jesˇteˇ eroznı´ch algoritmu˚ a vyhlazenı´ tere´nu pro co nejrealisticˇteˇjsˇı´ vy´sledek.
Eroznı´ algoritmy majı´ prˇedstavovat klasickou erozi jako v rea´lne´m sveˇteˇ.
Obra´zek 11: d2 je veˇtsˇı´, nezˇ referencˇnı´ hodnota, proto je materia´l prˇesunut z h na h2
(prˇevzato z [5])
Terma´lnı´ eroze spocˇı´va´ v procha´zenı´ tere´nu a zjisˇt’ova´nı´ rozdı´lu vy´sˇek mezi aktua´lneˇ
procha´zeny´m bodem a jeho cˇtyrˇmi sousednı´mi body tere´nu. Kdyzˇ je rozdı´l vy´sˇek veˇtsˇı´
nezˇ prˇedem dana´ maxima´lnı´ hodnota, je z vysˇsˇı´ho bodu odebra´na cˇa´st vy´sˇky, ktera´ se
prˇida´ mensˇı´mu bodu, aby rozdı´l vy´sˇek byl mensˇı´ nezˇ referencˇnı´ hodnota.
Hydraulicka´ eroze prˇida´va´ ke kazˇde´mu bodu tere´nu cˇa´st vody. Udrzˇujı´ se informace
o mapeˇ s vodnı´ hladinou a o mapeˇ se sedimenty.
1. Kazˇde´mu bodu se prˇida´ konstantnı´ hodnota vody
2. Cˇa´st vy´sˇky tere´nu proporciona´lneˇ k mnozˇstvı´ vody se prˇevede na sediment
3. Voda a sediment kazˇde´ vy´sˇky se prˇesouva´ mezi sousednı´mi body jako u terma´lnı´
eroze
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4. Cˇa´st vody zmizı´ a cˇa´st sedimentu, ktery´ prˇekrocˇil maxima´lnı´ hodnotu, kterou mu˚zˇe
voda ne´st se prˇicˇte zpeˇt k dane´ bunˇce
Obra´zek 12: Dveˇ mozˇnosti hydraulicke´ eroze. V prvnı´m prˇı´padeˇ je prˇesunuta voda na vy-
rovna´nı´ hladiny, ve druhe´m je prˇesunuta vesˇkera´ voda, anizˇ by bylo dosazˇeno referencˇnı´
vy´sˇky (prˇevzato z [5])
Pro generova´nı´ tere´nu jsem zvolil perlin noise jako za´klad generova´nı´. Pote´ jsem
pouzˇil Terma´lnı´ erozi pro nejvysˇsˇı´ cˇa´sti mapy. Celou mapu jsem podle vy´sˇky vyhladil.
Pro vyhlazenı´ jsem pouzˇil tuto funkci:
for( int x = 1; x < 1024; x++ ) {
for( int z = 1; z < 1024; z++ ) {
heightmap[x][z] = (1.0/9.0) ∗heightmap[x−1][z−1] + (1.0/9.0)∗heightmap[x][z−1] + (1.0/9.0)∗
heightmap[x+1][z−1] +
(1.0/9.0) ∗heightmap[x−1][z] + (1.0/9.0)∗heightmap[x][z] +
(1.0/9.0) ∗heightmap[x+1][z] +




Vy´pis 1: Funkce vyhlazenı´ tere´nu
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4 Rozhranı´ pro vykreslova´nı´
Protozˇe je trˇeba aplikaci urcˇity´m zpu˚sobem vykreslit a tak ji zobrazit uzˇivateli, je trˇeba
zvolit rozhranı´ pro vykreslova´nı´. Zvolil jsem si OpenGL (Open Graphics Library) kni-
hovnu prˇed konkurencˇnı´ DirectX. Tato knihovna byla vytvorˇena firmou Silicon
Graphics v roce 1992. Je multiplatformnı´ a zacˇa´tky s nı´ jsou jednodusˇsˇı´ a na´vodu˚ na
internetu je take´ o neˇco vı´ce. Jejı´ velka´ popularita je cˇa´stecˇneˇ za´sluhou kvalitnı´ dokumen-
tace.
4.1 Vyuzˇitı´ nejnoveˇjsˇı´ch technologiı´
Poslednı´ verzı´ OpenGL je verze 4.2 (8. srpna 2011). Avsˇak jizˇ prˇi vypusˇteˇnı´ OpenGL
verze 3.0 do sveˇta (2008) nastal zlom v celkove´m fungova´nı´ programu. Prˇesto se neusta´le
setka´va´me se starou verzı´ 2.x. Tutoria´lu˚ a programu˚ napsany´ch v te´to verzi graficke´
knihovny koluje po internetu spousta. Vzhledem k pouzˇitı´ v budoucnosti je to ovsˇem
spı´sˇe krok vzad. OpenGL se poslednı´mi verzemi implementacı´ dost prˇiblı´zˇilo DirectX
knihovneˇ od Microsoftu, ktera´ je hojneˇ vyuzˇı´vana´ v hernı´m pru˚myslu.
OpenGL verze 3.x a vy´sˇe se zcela od za´kladu fungova´nı´ zmeˇnila. Funkciona´lneˇ se
OpenGL dostalo na u´rovenˇ DirectX a prˇı´padny´ prˇechod z jedne´ knihovny na druhou je
nynı´ jednodusˇsˇı´. Kazˇda´ z knihoven postra´da´ pa´r funkcı´ z konkurencˇnı´, ale z celkove´ho
pohledu jsou obeˇ knihovny v dnesˇnı´ dobeˇ na prˇiblizˇneˇ stejne´ u´rovni. OpenGL je navı´c
multiplatformnı´.
OpenGL 3.x jizˇ nema´ danou funkcˇnı´ pipeline. Neexistujı´ zde bloky glBegin, glEnd
a veˇci s tı´m spojene´ jako glVertex atd. K pra´ci s vertexy je tedy nutne´ pouzˇı´t VBO pro
uchova´va´nı´ informacı´ o vertexech (body tvorˇı´cı´ objekt). K vykreslova´nı´ je trˇeba pouzˇı´t
shadery (vice v kapitole 4.3.2). Od verze 3.3 se srovnalo cˇı´slova´nı´ OpenGL a GLSL (da´le
v kapitole 4.3.2).
Podstatne´ nove´ vlastnosti v OpenGL 3.x:
• Transform feedback - mozˇnost zapisovat vy´sledek transformace shaderem do ver-
tex bufferu
• TBO - kontejner urcˇeny´ pro textury
• UBO - pro tzv. uniforms datove´ typy pouzˇı´vane´ shadery
• VAO - kontejner pro VBO, IBO
• Instancing - vykreslenı´ jednoho objektu na neˇkolik pozic s vyuzˇitı´m stejny´ch dat
• Geometry shadery - ovlivnˇujı´ vy´slednou geometrii
OpenGL 3.0 zavedlo mysˇlenku o tzv.
”
nedoporucˇova´nı´“ pouzˇı´va´nı´ starsˇı´ho OpenGL
ko´du. To vedlo k odebra´nı´ teˇchto zaka´zany´ch funkcı´ z ja´dra OpenGL verze 3.1. Neˇktere´
implementace si zˇa´daly pouzˇitı´ starsˇı´ch funkcı´ a tak se zavedlo rozdeˇlenı´ na dva mo´dy:
• Core - pro funkce obsazˇene´ v ja´dru OpenGL verze
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• Compatibility - pro zpeˇtnou kompatibilitu se starsˇı´mi funkcemi
Tyto mo´dy jsou vyuzˇı´va´ny prˇi vytva´rˇenı´ kontextu OpenGL, cozˇ je, jednodusˇe rˇecˇeno,
okno k vykreslova´nı´ nutne´ k pouzˇı´va´nı´ OpenGL. Ve verzi 3.0 sˇlo vybrat mo´d kontextu,
ale dostupny´ byl jen jeden Core. Rezˇim Compatibility byl prˇida´n azˇ ve verzi 3.2.
// glut inicializace − OpenGL API
glutInit ( &argc, argv ) ;
// nastavenı´ zobrazovacı´ho mo´du
glutInitDisplayMode( GLUT DEPTH | GLUT DOUBLE | GLUT RGBA );
// vytvorˇenı´ OpenGL kontextu verze 4.2
glutInitContextVersion ( 4, 2 ) ;
// nastavenı´ CORE mo´du
glutInitContextFlags ( GLUT CORE PROFILE | GLUT DEBUG );
// GLUT COMPATIBILITY PROFILE − pro kompatibilni mo´d
// nastavenı´ velikosti okna
glutInitWindowSize( screen width, screen height ) ;
// nastavenı´ titulku okna
glutCreateWindow( ”OpenGL 4.2” );
// glew inicializace − pro podporu rozsˇı´rˇenı´ (VBO,VAO, ...)
glewExperimental = GL TRUE;
glewInit () ;
Vy´pis 2: Uka´zka vytvorˇenı´ kontextu prˇi inicializaci OpenGL okna
Kontext verze 3.0 a vy´sˇe mu˚zˇe by´t oznacˇen bitem Forward compatibility. Tento
bit zajistı´, zˇe funkce oznacˇene´ jak zastarale´ budou odstraneˇny. Bit mu˚zˇe by´t pouzˇit ve
spojenı´ s Core i Compatibility kontextem. Pro jednotlive´ verze to znamena´:
• 3.0 - vsˇechny zastarale´ funkce nebudou pouzˇitelne´
• 3.1 - zbyle´ funkce (zastarale´ pro 3.0, ale neodstraneˇne´ v 3.1) budou odstraneˇny
• 3.2+ compatibility - neodstranı´ nic, protozˇe v mo´du kompatibility nejsou zˇa´dne´
funkce oznacˇene´ jako zastarale´
• 3.2+ core - odstranı´ zastarale´ funkce (sˇiroke´ cˇa´ry)
OpenGL verze 4.x prˇisˇla s dalsˇı´mi vlastnostmi. Jako nejzajı´maveˇjsˇı´ se jevı´ HW tese-
lace. Je to proces, kdy je vstupnı´ polygon rozdeˇlen na vı´ce cˇa´stı´ a vznika´ tı´m detailneˇjsˇı´
model. Vyuzˇitı´ najdeme prˇi implementaci u´rovneˇ detailu˚ prostrˇedı´ (6), prˇi zkvalitneˇnı´
modelu objektu pro metodu displacement-mapping, cozˇ je technika zmeˇny povrchu a
doda´nı´ detailu˚. Dalsˇı´ vyuzˇitı´ je pro vektorovou grafiku nebo vykreslova´nı´ vlasu˚ a srsti.
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4.2 Teselace
Teselace prˇidala dalsˇı´ trˇi stupneˇ do OpenGL shader pipeline (pru˚chod vertexu˚ shadery).
Jsou to programovatelne´ Control shader, Evaluation shader a pevneˇ dany´ ge-
nera´tor primitiv Tessellator. Prˇida´n novy´ typ primitiv - GL PATCHES. Mu˚zˇeme defi-
novat, kolik bodu˚ tvorˇı´ jeden patch (mozˇnost 1 azˇ 32). Na obra´zcı´ch je rozdı´l OpenGL
3.x a OpenGL 4.x pipeline.
Obra´zek 13: Rozdı´l v shader pipeline OpenGL 3.x a OpenGL 4.x (prˇevzato z [7])
4.2.1 Control shader
Spusˇteˇn jednou pro kazˇdy´ vertex. Pocˇı´ta´ vnitrˇnı´ a vneˇjsˇı´ LOD pro kazˇdy´ patch.





gl TessLevelOuter[0] = tessLevelOuter;
gl TessLevelOuter[1] = tessLevelOuter
gl TessLevelOuter[2] = tessLevelOuter;
gl TessLevelInner[0] = tessLevelInner;
gl out [ gl InvocationID ]. gl Position = gl in [gl InvocationID ]. gl Position ;
}
Vy´pis 3: Uka´zka control shaderu
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4.2.2 Tessellator
Pouzˇı´va´ levely teselace pro vytvorˇenı´ detailnı´ sı´teˇ s novy´mi vertexy.
4.2.3 Evaluation shader
Pocˇı´ta´ pozici kazˇde´ho vertexu vytvorˇene´ho tesela´torem. Lze zadat smeˇr generova´nı´ bodu˚
(cw,ccw).
layout( triangles , equal spacing, ccw) in;
void main()
{
gl Position = vec4(gl In [0]. gl Position .xyz∗ gl TessCoord.x+
gl In [1]. gl Position .xyz∗ gl TessCoord.y+
gl In [2]. gl Position .xyz∗ gl TessCoord.z+
1.0) ;
}
Vy´pis 4: Uka´zka evaluation shaderu
Prˇı´klady teselace Vy´sledky teselace troju´helnı´ku jako vstupnı´ho primitiva do tesela´toru.
Parametry nastavovane´ u teselace jsou parametry gl TessLevelOuter a
gl TessLevelInner control shaderu.
Obra´zek 14: Teselace troju´helnı´ku pro ru˚zne´ u´rovneˇ teselace (prˇevzato z [7])
4.3 Vertex buffery a shadery
Jak jizˇ bylo rˇecˇeno OpenGL verze 3.x pro ulozˇenı´ objektu˚ musı´me pouzˇı´t vertex buffery
a data zpracovat pomocı´ shaderu˚.
4.3.1 Vertex buffery
Jsou to konstrukce, ktere´ nejsou ulozˇeny v syste´move´ pameˇti, ale jsou v pameˇti GPU.
Mohou by´t tedy vykresleny prˇı´mo grafickou kartou a nemusı´ se o to starat CPU. Jde
o znacˇne´ zrychlenı´ vykreslova´nı´ a odlehcˇenı´ CPU. Prvnı´ vertex buffery - VBO (vertex
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buffer object) byly dostupne´ jizˇ ve verzi OpenGL 1.5 v roce 2003. V dnesˇnı´ dobeˇ existujı´
tyto vertex buffery:
• VBO - vertex buffer object - ukla´da´nı´ pole vertexu˚
• IBO - index buffer object - slouzˇı´ pro ukla´da´nı´ porˇadı´ vertexu˚, ve ktere´m majı´ by´t
vykresleny
• TBO - texture buffer object - prˇedevsˇı´m urcˇen pro textury; vy´hoda pro ukla´da´nı´
velke´ho mnozˇstvı´ dat
• UBO - uniform buffer object - pro promeˇnne´ prˇeda´va´ne´ shaderu; vy´hodou je jejich
rychlost a hodı´ se pro ukla´da´nı´ cˇasto aktualizovany´ dat
// Vytvorˇenı´ vertex array objektu
glGenVertexArrays( 1, &TerrainVAO );
// Nastavenı´ TerrainVAO jako aktua´lnı´ho objektu
glBindVertexArray( TerrainVAO );
// Vytvorˇenı´ vertex buffer objektu
glGenBuffers( 1, &TerrainVBO );
// Nastavenı´ TerrainVBO jako aktua´lnı´ho objektu
glBindBuffer( GL ARRAY BUFFER, TerrainVBO );
// Nastavenı´ VBO − velikost pole vertexu˚, ukazatel na pole vertexu˚, nastevanı´ bufferu na staticky´
− data se nebudou meˇnit
glBufferData( GL ARRAY BUFFER, sizeof(GLfloat)∗vertex count, &vertices[0], GL STATIC DRAW);
// Nastavenı´ ukazatele na pozici vertexu pro shader
glEnableVertexAttribArray(0);
// ID atributu , velikost atributu , datovy´ typ, offset atributu v poli vertexu˚, offset ve strukturˇe
glVertexAttribPointer (0, 3, GL FLOAT, GL FALSE, sizeof(GLfloat)∗6, (void∗)0);
// Nastavenı´ ukazatele na norma´lu vertexu pro shader
glEnableVertexAttribArray(1);
// ID atributu , velikost atributu , datovy´ typ, offset atributu v poli vertexu˚, offset ve strukturˇe
glVertexAttribPointer (1, 3, GL FLOAT, GL FALSE, sizeof(GLfloat)∗6, (void∗)( sizeof(GLfloat)∗3));
// Vytvorˇenı´ index buffer objektu
glGenBuffers( 1, &TerrainIBO );
// Nastavenı´ TerrainIBO jako aktua´lnı´ho objektu
glBindBuffer( GL ELEMENT ARRAY BUFFER, TerrainIBO );
// Nastavenı´ IBO − velikost pole indexu˚, ukazatel na pole indexu˚, nastevanı´ bufferu na staticky´ −
data se nebudou meˇnit
glBufferData( GL ELEMENT ARRAY BUFFER, sizeof(GLuint)∗indicesCount , indices ,
GL STATIC DRAW );
// Odpojenı´ VAO
glBindVertexArray(0);
// Smaza´nı´ pole vertexu˚ − uzˇ nepotrˇebujeme, jsou ulozˇeny ve VBO
delete vertices ;
Vy´pis 5: Vytva´rˇenı´ objektu VAO s VBO a IBO
18
Prˇed vytvorˇenı´m VAO se naplnı´ struktury vertexu˚ daty a pole indiciı´ indexy jed-
notlivy´ch vertexu˚. V aplikaci je pro tere´n vytvorˇen jeden VAO, ktery´ obsahuje VBO a
IBO. VBO se prˇeda´ velikost pole struktur vertexu a ukazatel na neˇj. IBO se prˇeda to
same´, akora´t indicie jsou pole cˇı´sel typu GLuint. U VBO se nastavı´ ukazatele na pozici a
norma´lu ve strukturˇe kazˇde´ho vertexu.
Prˇi vykreslova´nı´ se jen prˇipojı´ VAO a zavola´ se vykreslenı´ troju´helnı´ku˚:
// Nastavenı´ TerrainVAO jako aktua´lnı´ho objektu
glBindVertexArray( TerrainVAO );
// Vykreslenı´ troju´helnı´ku˚ s pocˇtem rovny´m pocˇtu indiciı´ (cely´ model), datovy´ typ indiciı´ , ukazatel
na pole indiciı´
glDrawElements( GL TRIANGLES, indicesCount , GL UNSIGNED INT, NULL );
// Odpojenı´ VAO
glBindVertexArray(0);
Vy´pis 6: Vytva´rˇenı´ objektu VAO s VBO a IBO
4.3.2 Shadery
Shader je program vykona´vany´ grafickou kartou. Ma´ svu˚j specificky´ programovacı´ jazyk.
Pro OpenGL je to GLSL, DirectX ma´ HLSL. Jejich konstrukce a datove´ typy se mı´rneˇ lisˇı´.
Za´kladnı´ typy shaderu˚ jsou:
• Vertex shader
• Tesselation shader - od OpenGL 4.0
• Geometry shader
• Fragment shader
Vertex shader Spusˇteˇn pro kazˇdy´ vertex prˇicha´zejı´cı´ do GPU. Jeho funkcı´ je transfor-
movat 3D pozici bodu na 2D pozici ve vy´sledne´m obrazu na obrazovce. Pracujı´ s pozicı´,
barvou a sourˇadnicı´ textury kazˇde´ho bodu. Nemu˚zˇou vytva´rˇet nove´ body. Vy´stup vertex
shaderu jde do dalsˇı´ho stupneˇ - do geometry shaderu (prˇı´padneˇ do tesela´toru).
Geometry shader Novy´ typ shaderu (od OpenGL 3.2). Jako vstup jsou bra´ny cele´ pri-
mitiva jako body, linie a troju´helnı´ky. Zde mohou nova´ primitiva take´ vznikat.
Fragment shader Fragment shader nebo take´ pixel shader. Ovlivnˇuje vlastnosti kazˇde´-
ho vykreslene´ho pixelu. Zde se prova´dı´ vy´pocˇty osveˇtlenı´ a aplikace osveˇtlovacı´ch mo-
delu˚, vy´pocˇty stı´nu˚ a zmeˇna tvaru povrchu bez modifikova´nı´ vertexu˚ (tzv. bump-map-
ping). Fragment shadery se pouzˇı´vajı´ take´ pro ru˚zne´ efekty.
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5 Efektivnı´ vykreslova´nı´ sce´ny
5.1 Hierarchie sce´ny
Tere´n ve vytvorˇene´ aplikaci ma´ velikost 1025x1025 vertexu˚, kde kazˇda´ struktura vertexu
obsahuje jeho pozici, norma´lu a sourˇadnice textury typu GLfloat. Kazˇda´ struktura ma´
tedy 32 bajtu˚ a cely´ tere´n 32MB dat. Tyto hodnoty jsou vzhledem k dnesˇnı´mu hardwaru
zanedbatelne´, avsˇak pro vykreslova´nı´ v rea´lne´m cˇase je trˇeba vyuzˇı´t vesˇkery´ch metod ke
zvy´sˇenı´ fps a ulehcˇenı´ pra´ce jak graficke´ karteˇ, tak i procesoru.
Je tedy trˇeba uvazˇovat urcˇitou hierarchii sce´ny a s tı´m spojene´ rˇesˇenı´ viditelnosti.
Veˇtsˇina algoritmu˚ ty´kajı´cı´ch se hierarchie sce´ny je zalozˇena na bina´rnı´m rozdeˇlova´nı´ pro-
storu (BSP). BSP je proces rekurzivnı´ho rozdeˇlova´nı´ sce´ny podle dany´ch pozˇadavku˚. Se-





Pro sce´nu v exterie´ru, lze vyuzˇı´t jak octree tak i quadtree. Octree lze vyuzˇı´t na pra´ci s
objekty ve sce´neˇ. Pro samotny´ tere´n jsem zvolil quadtree, ktery´ je o jednu dimenzi mensˇı´
nezˇ octree a jedna´ se o rekurzivnı´m deˇlenı´ sce´ny ve dvou osa´ch (X a Z) vzˇdy na cˇtyrˇi
cˇa´sti - uzly. Vycha´zı´ se z korˇene, cozˇ je cely´ tere´n a deˇlenı´ sce´ny koncˇı´, kdyzˇ stupenˇ uzlu
quadtree dosa´hne u´rovneˇ 6, cozˇ je sı´t’ o rozmeˇrech 64 x 64 uzlu˚.
Obra´zek 15: Uka´zka quadtree a octree rozdeˇlenı´ sce´ny
Kazˇdy´ uzel obsahuje ukazatele na sve´ cˇtyrˇi potomky, informace o sve´ pozici ve sce´neˇ,
jeho rozmeˇrech, u´rovni uzlu v quadtree, vzda´lenosti od kamery a indicie vertexu˚ v IBO.
Dı´ky sourˇadnicı´m uzlu a jeho velikosti mu˚zˇeme kazˇdou cˇa´st meshe reprezentovat jedno-
duchy´m primitivem - v me´m prˇı´padeˇ krychlı´ (AABB). Reprezentace cˇa´stı´ tere´nu pomocı´
primitiv slouzˇı´ k jednoduche´mu urcˇenı´, zda je dana´ skupina polygonu˚, prˇipadajı´cı´ch
uzlu, viditelna´ nebo ne. Uka´zka programu vytva´rˇejı´cı´ho strukturu quadtree.
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QuadTree::QuadTree( unsigned int maxLevel ) {
this−>maxLevel = maxLevel;
root = new QuadTreeNode( 512, 512, 1024 );
root −>level = 0;
root −>parent = 0;
Subdivide( root ) ;
}
void QuadTree::Subdivide( QuadTreeNode∗ node ) {
if ( node−>level < maxLevel ) {
unsigned short nWidth = node−>width /4;
node−>nodes [0] = new QuadTreeNode( node−>centerX −nWidth, node−>centerZ −nWidth,
nWidth∗2 );
node−>nodes [1] = new QuadTreeNode( node−>centerX +nWidth, node−>centerZ −nWidth,
nWidth∗2 );
node−>nodes [2] = new QuadTreeNode( node−>centerX −nWidth, node−>centerZ +nWidth,
nWidth∗2 );
node−>nodes [3] = new QuadTreeNode( node−>centerX +nWidth, node−>centerZ +nWidth,
nWidth∗2 );
for( int i = 0; i < 4; i++ ) {
node−>nodes [i]−>parent = node;
node−>nodes [i]−>level = node−>level + 1;




for( int i = 0; i < 4; i++ ) {




Vy´pis 7: Uka´zka ko´du prˇi deˇlenı´ uzlu
5.2 Rˇesˇenı´ viditelnosti
5.2.1 Frustum Culling
Prvnı´ fa´zı´ rˇesˇenı´m viditelnosti je proces, zvany´ Frustum Culling, ktery´ je zvla´sˇteˇ efektivnı´
u hierarchicke´ struktury prostrˇedı´. Je to proces pro zahozenı´ uzlu˚, ktere´ jsou mimo zorne´
pole kamery. Pokud nesledujeme cely´ tere´n, je tato cˇa´st ty´kajı´cı´ se viditelnosti efektivnı´,
protozˇe dı´ky frustum cullingu neposı´la´me graficke´ karteˇ data, ktera´ stejneˇ nakonec ne-
budou ve sce´neˇ viditelna´. Frustum je ta cˇa´st sce´ny, kterou definuje nastavenı´ kamery. Ma´
tvar pyramidy s useknuty´m vrcholem. Je tedy definova´n sˇesti orˇezovy´mi rovinami tzv.
clipping planes.
Dveˇ roviny, norma´lami smeˇrˇujı´cı´mi do kamery, jsou definovane´ parametry OpenGL
perspektivy near a far. Ostatnı´ roviny jsou definovane´ u´hlem pohledu (fovy) a pomeˇ-
rem sˇı´rˇka/vy´sˇka (aspect). K testova´nı´ vu˚cˇi frustumu potrˇebujeme zna´t modelView
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Obra´zek 16: Frustum
a projection OpenGL matice. Jejich vyna´sobenı´m zı´ska´me modelViewProjection
matici. Touto maticı´ vyna´sobı´me vertex a jeho pozici v prostoru zvane´m clip-space. Clip-
space ma´ sourˇadnice na osa´ch X, Y a Z v rozmezı´ (-1,1). Nynı´ stacˇı´ touto maticı´ vyna´sobit
vsˇechny vertexy AABB testovane´ho uzlu a porovnat jejich sourˇadnice X, Y a Z, zda jsou
v rozmezı´ od -1 do 1.
Existujı´ 3 prˇı´pady vy´sledku testova´nı´:
• vsˇechny body jsou uvnitrˇ - vykreslit uzel
• vsˇechny body jsou mimo - zahodit uzel
• cˇa´st bodu˚ je uvnitrˇ - otestovat potomky uzlu
Postupneˇ procha´zı´me vsˇechny AABB tere´nu od samotne´ho korˇene quadtree k nejnizˇ-
sˇı´m potomku˚m. Kdyzˇ jsou vsˇechny body AABB mimo rozmezı´, je cˇa´st tere´nu nevidi-
telna´ z pohledu kamery a dany´ uzel mu˚zˇeme zahodit a uzˇ s nı´m nemusı´me v tomto
framu pocˇı´tat. Kdyzˇ jsou vsˇechny uvnitrˇ, vykreslı´me dany´ uzel. Jinak procha´zı´me po-
tomky dane´ho uzlu rekurzivneˇ. Na´sledujı´cı´ pseudoko´d popisuje tuto problematiku:
ProcessNode( node ) {
if ( AABBInFrustum( node ) == INSIDE || node−>level == maxLevel ) {
node−>visible = 1;
}
else if ( AABBInFrustum( node ) == PROCESS ) {
node−>visible = 2;




else node−>visible = 0;
}
Vy´pis 8: Pseudoko´d procha´zenı´ quadtree struktury prˇi Frustum Cullingu
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5.2.2 Occlusion Culling
Pote´, co jsme se zbavili nejveˇtsˇı´ cˇa´sti tere´nu frustum cullingem, prˇicha´zı´ dalsˇı´, poneˇkud
rozsa´hlejsˇı´ a slozˇiteˇjsˇı´ fa´ze. Tato fa´ze se nazy´va Occlusion Culling a jedna´ se o algorit-
mus, ktery´ rˇesˇı´ viditelnost z pohledu, kdy jeden objekt zakry´va´ objekt druhy´. V tomto
prˇı´padeˇ druhy´ objekt nebude vykreslen, avsˇak bez occlusion cullingu bychom s tı´mto
objektem pocˇı´tali. Norma´lneˇ je tento proble´m v OpenGL rˇesˇen hardwarovou konstrukcı´
zvanou Z-buffer. To pro nasˇi potrˇebu nenı´ nejlepsˇı´ rˇesˇenı´, protozˇe tento mechanismus
pocˇı´ta´ vsˇechny objekty ve sce´neˇ tak, zˇe porovna´va´ Z-hodnotu kazˇde´ho pixelu objektu s
obsahem Z-bufferu a kdyzˇ je hodnota mensˇı´, pixel v Z-bufferu aktualizuje na danou hod-
notu. Prˇi sce´neˇ s mnoha objekty je tohle rˇesˇenı´ pomale´. Du˚lezˇity´m pojmem v te´to kapitole
je occluder, cozˇ je objekt, ktery´ zakry´va´ dalsˇı´ objekty. Ten se volı´ veˇtsˇinou podle toho,
jak velkou cˇa´st vykreslovane´ plochy zabı´ra´. Existuje neˇkolik osveˇdcˇeny´ch rˇesˇenı´ okluze:
Shadow culling Algoritmus, prˇi ktere´m se vybere podle urcˇity´ch krite´riı´ set occluderu˚.
Tento set by´va´ veˇtsˇinou omezen maxima´lnı´m pocˇtem occluderu˚ pro zachova´nı´ dobre´ho
pomeˇru efektivity a rychlosti. Pro kazˇdy´ tento objekt se sestrojı´ occlusion volume, cozˇ
je stejna´ veˇc jako shadow volume. Je to tedy cˇa´st sce´ny, kterou objekt zakry´va´. Ostatnı´
objekty se pote´ porovna´vajı´ v ra´mci te´to oblasti stejneˇ jako prˇi rˇesˇenı´ frustum cullingu.
Zmeˇna je jen v tom, zˇe pokud je objekt uvnitrˇ oblasti je neviditelny´ na rozdı´l od frustumu.
Hierarchical occlusion map algoritmus HOM algoritmus [?] je rozdeˇlen do dvou
cˇa´stı´. Prvnı´ je 1D test v ose Z. Druhy´ je 2D test v osa´ch X a Y ke zjisˇteˇnı´, zda je objekt
zakry´va´n occluderem. Prˇed vykreslova´nı´m sce´ny je vybra´n vhodny´ set occluderu˚.
V prvnı´ fa´zi vykreslova´nı´ se vykreslı´ tyto occludery bez testova´nı´ viditelnosti. Vy-
kreslujı´ se do color bufferu bı´lou barvou na cˇerne´ pozadı´. Prˇi tomto vykreslova´nı´ je
vypnuto osveˇtlenı´, texturova´nı´ a hloubkove´ testova´nı´ (z-buffering). Tı´mto se ze vsˇech
occluderu˚ vytvorˇı´ jeden obraz, zvany´ okluznı´ mapa, podle ktere´ho se budou testovat
ostatnı´ objekty, zda majı´ by´t vykresleny. Z te´to mapy se rekurzivneˇ vytvorˇı´ pyramida
okluznı´ch map, jako v prˇı´padeˇ hierarchicky´ch z-map, ale vy´sledny´ pixel reprezentuje
pru˚meˇrnou hodnotu cˇtyrˇ pixelu˚ prˇedchozı´ u´rovneˇ mapy. Rekurze koncˇı´, kdyzˇ rozlisˇenı´
mapy dosa´hne prˇedem dane´ho minima´lnı´ho rozlisˇenı´. Tı´m, zˇe se bere pru˚meˇrna´ hodnota
pixelu˚, prˇiby´va´ prˇi snizˇujı´cı´m se rozlisˇenı´ pixelu˚ sˇedy´ch odstı´nu˚. Tyto pixely reprezentujı´
pru˚hlednost v dane´m mı´steˇ.
Druha´ fa´ze, tedy test vu˚cˇi okluznı´m mapa´m, promı´tne ohranicˇujı´cı´ tvar testovane´ho
objektu do screen-space. Zde zı´ska´ 2D reprezentaci jeho ohranicˇujı´cı´ho tvaru - obde´lnı´k.
Tento tvar pokry´va´ veˇtsˇı´ cˇa´st nezˇ samotny´ objekt, proto je test konzervativnı´. To znamena´,
zˇe pokud je objekt oznacˇen jako nezakryty´, nemusı´ to by´t pravda a objekt, anizˇ by byl
videˇt, bude vykreslen. HOM test vybere u´rovenˇ okluznı´ mapy, kde jeden
”
pixel“ mapy
je prˇiblizˇneˇ velky´ jako obde´lnı´k reprezentujı´cı´ objekt. Pokud jsou vsˇechny pixely mapy
v oblasti objektu bı´le´, je objekt zakryt. V druhe´m prˇı´padeˇ je obde´lnı´k testova´n mapou s
veˇtsˇı´m rozlisˇenı´m.
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Hierarchical Z-buffer algoritmus Algoritmus hierarchicke´ viditelnosti [3]. Tento algo-
ritmus rozdeˇluje sce´nu pomocı´ octree a vyuzˇı´va´ Z-bufferu, ze ktere´ho vytva´rˇı´ neˇkolik
stupnˇu˚ od pu˚vodnı´ho nejvysˇsˇı´ho rozlisˇenı´ (pu˚vodnı´ Z-buffer), azˇ po rozlisˇenı´ 1x1, kde
kazˇdy´ stupenˇ obrazu ma´ vzˇdy cˇtvrtinove´ rozlisˇenı´ prˇedchozı´ho stupneˇ (2x2 pixely prˇed-
chozı´ho stupneˇ tvorˇı´ pixel stupneˇ dalsˇı´ho). Prˇi generova´nı´ kazˇde´ho stupneˇ se vy´sledna´
hodnota Z-bufferu rovna´ maxima´lnı´ hodnoteˇ ze cˇtyrˇ pixelu˚ prˇedchozı´ho rozlisˇenı´. Je to
tedy vzˇdy nejvzda´leneˇjsˇı´ hodnota v Z-bufferu. Teˇchto stupnˇu˚ Z-bufferu se vyuzˇı´va´ pro
testova´nı´ jednotlivy´ch objektu˚ ve sce´neˇ, zda jsou viditelne´ nebo ne.
Obra´zek 17: Proce vytva´rˇenı´ hierarchicky´ch Z-map (prˇevzato z [8])
Nejdrˇı´ve se sestrojı´ octree struktura, do ktere´ se postupneˇ ulozˇı´ vsˇechny objekty sce´ny.
Konstrukce stromu je cˇasoveˇ na´rocˇneˇjsˇı´, proto se prova´dı´ pouze prˇi startu programu a
hodı´ se tedy jen pro staticke´ objekty. Prˇi organizova´nı´ jednotlivy´ch objektu˚ do octree
struktury vyuzˇı´va´ Greene algoritmus, ktery´ se vyhy´ba´ prˇirˇazova´nı´ maly´ch objektu˚ do
velky´ch uzlu˚ octree. Opeˇt se zacˇı´na´ korˇenem octree, ktery´ obklopuje celou sce´nu jednı´m
AABB, ktery´ se rekurzivneˇ deˇlı´ na 2x2x2 AABB. V kazˇde´m kroku rekurze se oveˇrˇuje, jestli
dany´ uzel (box) neobsahuje mnozˇstvı´ objektu˚ mensˇı´, nezˇ prˇedem dana´ hodnota. Pokud je
tato podmı´nka splneˇna, objekty se prˇirˇadı´ dane´mu boxu do jeho pole ukazatelu˚. Kdyzˇ je
mnozˇstvı´ objektu˚ veˇtsˇı´, pokracˇuje se v rekurzi deˇlenı´ boxu na mensˇı´ch osm. Cely´ proces
je ukoncˇen, kdyzˇ je podmı´nka mnozˇstvı´ objektu˚ pro kazˇdy´ uzel octree splneˇna, nebo
dokud se nedosa´hlo urcˇite´ho stupneˇ rekurze.
Obra´zek 18: Quadtree pro objekty podle Greena (prˇevzato z [8])
Po prˇirˇazenı´ vsˇech objektu˚ je octree kompletnı´ a je prˇipraven pro vykreslova´nı´. Nej-
drˇı´ve se na octree pouzˇije frustum culling, pro zbavenı´ se uzlu˚ mimo nasˇi sledovanou ob-
last. Pote´ se rekurzivneˇ procha´zı´ octree od korˇene a zjisˇt’uje se, jestli je AABB konkre´tnı´ho
uzlu viditelny´ vzhledem k Z-pyramideˇ. Jestli AABB neprojde testem, je vyrˇazen a objekty
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jemu prˇirˇazene´ nebudou vykresleny. Kdyzˇ teste projde, objekty jsou vykresleny, aktua-
lizuje se Z-buffer a rekurzivneˇ se otestujı´ potomci uzlu. Po skoncˇenı´ rekurze je obraz
Z-bufferu hotov.
Proces zjisˇteˇnı´, zda je uzel octree viditelny´ je na´sledujı´cı´. Porovna´me vsˇechny strany
AABB se Z-pyramidou. V pyramideˇ najdeme u´rovenˇ takovou, zˇe jejı´
”
bunˇka“ obklopuje
celou stranu AABB. Zı´ska´me nejblizˇsˇı´ Z sourˇadnici dane´ strany a porovna´me s hodnotou
v Z-pyramideˇ (hodnota dane´ bunˇky). Pokud je hodnota v bunˇce Z-bufferu mensˇı´, nezˇ Z
sourˇadnice strany, je strana neviditelna´. Takto se projdou vsˇechny strany AABB a zjistı´
se viditelnost cele´ho uzlu. Vy´hoda Z-pyramidy je v tom, zˇe vzhledem ke klasicke´mu
Z-bufferu je pocˇet nutny´ch testu˚ ke zjisˇteˇnı´ viditelnosti mnohona´sobneˇ mensˇı´.
Toto rˇesˇenı´ je pouzˇito i v aplikaci. Rˇesˇenı´ zalozˇeno na implementaci popsane´ zde [9].
Obra´zek 19: Prˇı´klady Z-map v aplikaci
Occlusion queries Occlusion query je hardwarove´ rˇesˇenı´ viditelnotsi. Byla to jedna z
nejvı´ce ocˇeka´vany´ch hardwarovy´ch novinek. Dı´ky te´to vlastnosti mu˚zˇeme jesˇteˇ prˇed sa-
motny´m vykreslenı´m objektu zjistit, zda bude na vy´sledne´ obrazovce vykreslen. Posˇleme
GPU zjednodusˇeny´ model testovane´ho objektu, nejcˇasteˇji bounding box, a GPU na´m
vra´tı´ pocˇet pixelu˚, ktere´ by byly vykreslene´ na obrazovce. Podle te´to hodnoty se pote´
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mu˚zˇeme rozhodnout, zda objekt vykreslit nebo ne. To na´m mu˚zˇe znacˇneˇ usnadnit pra´ci,
ale i toto rˇesˇenı´ nenı´ samo o sobeˇ dokonale´.
Postup prˇi implementaci occlusion query:
1. Vytvorˇı´me query




Vykreslı´me“ bounding box objektu (provede se test hloubky).
5. Ukoncˇı´me query
6. Povolı´me vykreslova´nı´ a do Z-bufferu
7. Zı´ska´me vy´sledek query (pocˇet viditelny´ch pixelu˚).
8. Pokud je pocˇet pixelu˚ veˇtsˇı´ nezˇ urcˇita´ hodnota, nejcˇasteˇji 0, vykreslı´me objekt
Tvar objektu v kroku 4 by meˇl by´t co nejjednodusˇsˇı´, aby byl test co nejkratsˇı´, ale meˇl
by pokry´t minima´lneˇ stejnou oblast na obrazovce jako objekt pu˚vodnı´. Tato metoda je
zvla´sˇteˇ efektivnı´ u slozˇity´ch objektu˚. Nejveˇtsˇı´ proble´m occlusion queries je pra´veˇ v kroku
7, kdy musı´me cˇekat na vy´sledek.
Tento proble´m je zpu˚soben pipeline v GPU. Prˇi beˇzˇny´ch akcı´ch pracujı´ CPU a GPU
paralelneˇ. CPU posˇle graficke´mu procesoru prˇı´kaz, aby neˇco vykreslil a da´le se o to ne-
stara´. Takhle neusta´le posı´la´ prˇı´kazy a pokracˇuje ve sve´ pra´ci. Prˇı´kazy se v GPU rˇadı´ do
fronty a azˇ na neˇ dojde rˇada, tak jsou vykona´ny. Prˇi occlusion query je pru˚beˇh ovsˇem
jiny´.
Protozˇe CPU ocˇeka´va´ vy´sledek query, musı´ nejdrˇı´ve GPU vykreslit prˇedchozı´ prˇı´kazy
v pipeline, nezˇ se dostane k prˇı´kazu, ktere´ho se query ty´ka´. Pote´ se musı´ dany´ objekt
vykreslit a azˇ nakonec GPU vracı´ pocˇet pixelu˚, ktere´ prosˇly testem. Tohle cˇeka´nı´ CPU
na GPU, prˇi ulehcˇova´nı´ pra´ce GPU, nakonec mu˚zˇe cely´ vykreslovacı´ proces dokonce
zpomalit.
Jedno vylepsˇenı´ spocˇı´va´ ve spusˇteˇnı´ vı´ce queries najednou a vyzvednutı´ vy´sledku˚ po
skoncˇenı´ vsˇech testu˚:
1. Vytvorˇı´me n queries





Vykreslı´me“ bounding box objektu (provede se test hloubky).
• Ukoncˇı´me query
4. End foreach query
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5. Povolı´me vykreslova´nı´ a do Z-bufferu
6. Foreach query
• Zı´ska´me vy´sledek query (pocˇet viditelny´ch pixelu˚).
• Pokud je pocˇet pixelu˚ veˇtsˇı´ nezˇ urcˇita´ hodnota, nejcˇasteˇji 0, vykreslı´me objekt
7. End foreach query
V tomto prˇı´padeˇ je efektivita o neˇco lepsˇı´, ale porˇa´d se musı´ cˇekat na vy´sledek, cozˇ
zbytecˇneˇ zpomaluje vykreslova´nı´. V praxi se veˇtsˇinou mezi ukoncˇenı´m query a zı´ska´nı´m
vy´sledku testova´nı´ vyuzˇı´va´ CPU k vykona´nı´ jine´ pra´ce. Procesor tak mı´sto cˇeka´nı´ mu˚zˇe
deˇlat pra´ci, ktera´ by stejneˇ meˇla by´t vykona´na a azˇ ji dodeˇla´, tak pozˇa´da´ GPU o vy´sledky
queries. Tohle rˇesˇenı´ uzˇ je dokonalejsˇı´ a prˇijatelne´.
5.2.3 Proble´my spojene´ s bounding objekty
Pro testova´nı´ vu˚cˇi frustumu je nejlepsˇı´ volbou bounding sphere, protozˇe se testuje po-
loha jejı´ho strˇedu s offsetem o velikosti polomeˇru koule. Oproti tomu je porovna´va´nı´
osmi vrcholu˚ krychle pomale´. V neˇktery´ch situacı´ch je ale koule jako bounding volume
nepouzˇitelna´ vzhledem k jejı´mu tvaru a tvaru objektu. Proble´m vznikne u dlouhy´ch
u´zky´ch objektu (tycˇe, kabely, sloupy). V teˇchto prˇı´padech by koule zabı´rala velkou plo-
chu a navı´c by tvar neodpovı´dal pu˚vodnı´mu objektu a testova´ni by bylo neprˇesne´. V
teˇchto prˇı´padech je lepsˇı´ pouzˇı´t bounding box.
Dalsˇı´ proble´m je u objektu˚, ktere´ jsou tvaroveˇ slozˇite´. Pro spra´vnou funkci frustum
culingu je lepsˇı´ tyto objekty rozdeˇlit na vı´ce cˇa´stı´ a kazˇde´ prˇirˇadit vlastnı´ bounding vo-
lume.
U animovany´ch objektu˚ je urcˇova´nı´ bounding objektu˚ slozˇiteˇjsˇı´:
• Pocˇı´ta´nı´ bounding objektu kazˇdy´ krok animace - v tomto prˇı´padeˇ mu˚zˇe by´t pocˇı´-
ta´nı´ bounding objektu slozˇiteˇjsˇı´ nezˇ samotne´ vykreslenı´ objektu
• Vytvorˇenı´ jednoho bounding objektu pro vsˇechny kroky animace - nejjednodusˇsˇı´
a nejrychlejsˇı´ zpu˚sob. Provede se animace objektu bez translace, aby byl bounding
objekt co nejmensˇı´, a pro kazˇdy´ snı´mek se zjistı´ bounding objekt. Z teˇchto se vy-
tvorˇı´ vy´sledny´. Proble´m tohoto rˇesˇenı´ je v tom, zˇe i bez translace objektu mu˚zˇe by´t
vy´sledny´ bounding objekt neˇkolikana´sobneˇ veˇtsˇı´ nezˇ pu˚vodnı´ objekt.
• Ulozˇenı´ bounding objektu pro animace - nejlepsˇı´ rˇesˇenı´. Prˇi vı´ce animacı´ch najed-
nou je trˇeba vypocˇı´tat spojenı´ bounding objektu˚ pro kazˇdou animaci.
Nejlepsˇı´ je zkombinovat druhy´ a trˇetı´ prˇı´stup.
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6 U´rovenˇ detailu˚
U´rovenˇ detailu˚ je du˚lezˇitou optimalizacı´ vykreslovacı´ho procesu. Je naprˇı´klad zbytecˇne´
vzda´lene´ objekty, zabı´rajı´cı´ ve vy´sledku pa´r pixelu˚ obrazu, vykreslovat detailneˇ a pocˇı´tat
s kazˇdy´m bodem modelu, kdyzˇ na vy´sledny´ obraz a dojem nebudou mı´t te´meˇrˇ zˇa´dny´
vliv. Proto je trˇeba s rostoucı´ vzda´lenostı´ snizˇovat komplexitu objektu. Take´ textury nenı´
nutne´ mı´t stejne´ kvality pro ru˚zneˇ vzda´lene´ objekty. Metoda zmeˇny rozlisˇenı´ textur zvana´
mip-mapping je zna´ma dlouho. Funguje na podobne´m principu jako generova´nı´ hierar-
chie Z-map (5). Jediny´ rozdı´l je v tom, zˇe prˇi vytva´rˇenı´ nizˇsˇı´ho rozlisˇenı´ se neuvazˇuje
nejvzda´leneˇjsˇı´ pixel ze cˇtverˇice, ale jejich pru˚meˇrna´ hodnota.
Jedna´ se o rozmeˇrne´ te´ma a algoritmu˚ na rˇesˇenı´ tohoto proble´mu existuje mnoho.
Za´lezˇı´ i na aplikaci, ktere´ konkre´tnı´ rˇesˇenı´ se hodı´ vı´ce a ktere´ me´neˇ. Dva za´kladnı´ prˇı´stu-
py jsou:
• Diskre´tnı´ LOD (DLOD) - za´kladem tohoto prˇı´stupu je vytvorˇenı´ vı´ce modelu˚ s
ru˚zny´mi detaily pro jeden objekt; s rostoucı´ vzda´lenostı´ se vybı´ra´ model s nizˇsˇı´
slozˇitostı´
• Navazujı´cı´ LOD (CLOD) - navazujı´cı´ u´rovenˇ detailu˚ pouzˇı´va´ objekt stejny´ mo-
del pro jakoukoli pozici ve sce´neˇ; model objektu je zjednodusˇova´n v za´vislosti na
vzda´lenosti pomocı´ shaderu˚ a tı´m docha´zı´ k plynule´mu prˇechodu mezi u´rovneˇmi
detailu˚
6.1 Algoritmy rˇesˇı´cı´ u´rovenˇ detailu˚
6.1.1 ROAM
ROAM (z angl. Real-time optimally adapting meshes) je zalozˇen na dynamicke´m pocˇı´-
ta´nı´ troju´helnı´kove´ sı´teˇ prˇi kazˇde´ zmeˇneˇ pohledu ve sce´neˇ. Zachova´va´ pevneˇ dany´ pocˇet
troju´helnı´ku˚. Pracuje na principu rozdeˇlova´nı´ a sjednocenı´ troju´helnı´ku˚ tvorˇı´cı´ch sı´t’ ob-
jektu. Teˇmito operacemi se z jednoho troju´helnı´ku stanou dva, ktere´ jsou jeho potomky,
nebo naopak ze dvou se stane jeden troju´helnı´k. Tı´mto rozdeˇlova´nı´m sı´teˇ modelu se
vytva´rˇı´ struktura bina´rnı´ho stromu.
6.1.2 Geometrical mipmapping
Zalozˇen na mipmapovanı´ tere´nu. Quadtree struktura ukla´da´nı´ tere´nu. Body tere´nu jsou
ulozˇeny ve VBO. Kazˇda´ u´rovenˇ detailu˚ (u´rovenˇ v quadtree) ma´ ulozˇenou topologii, ktere´
body tere´nu budou zobrazeny pomocı´ vlastnı´ho pole indexu˚ (IBO). Kazˇdy´ blok tere´nu
je pote´, podle vzda´lenosti od kamery, nahrazova´n blokem s prˇı´slusˇnou u´rovni detailu˚.
Proble´m nastane, kdyzˇ se potkajı´ dva bloky, ktere´ majı´ ru˚zneˇ detailnı´ sı´teˇ. Jeden blok
tere´nu bude mı´t o bod navı´c na kazˇde´ hraneˇ troju´helnı´ku. Tı´m vznikajı´ mezery v tere´nu.
Prˇı´klad rˇesˇenı´ rozdı´lu mezi dveˇmi u´rovneˇmi detailu˚:
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Obra´zek 20: Prˇida´nı´ hran mezi rozdı´lny´mi u´rovneˇmi detailu˚ tere´nu (prˇevzato z [16])
6.1.3 Chunked LOD
Toto rˇesˇenı´ je podobne´ prˇedchozı´mu. Rozdı´l je v tom, zˇe kazˇda´ u´rovenˇ detailu˚ ma´ ulo-
zˇenou vlastnı´ sı´t’ bodu˚. Opeˇt vznikajı´ mezery v tere´nu, ktere´ se veˇtsˇinou rˇesˇı´ tzv. skirts.
Je to rˇesˇenı´, kdy se k lemu kazˇde´ho bloku prˇidajı´ dalsˇı´ body. Ty majı´ stejnou pozici jako
lemujı´cı´ body, jen sourˇadnice v ose Y (vy´sˇka) majı´ hluboko pod u´rovnı´ tere´nu.
Obra´zek 21: Skirts mezi rozdı´lny´mi u´rovneˇmi detailu˚ tere´nu (prˇevzato z [16])
Ja´ jsem pouzˇil pro rˇesˇenı´ u´rovnı´ detailu˚ hardwarovou teselaci (kapitola 4.2). Toto




Cı´lem pra´ce bylo vytvorˇit cˇa´st hernı´ho syste´mu, konkre´tneˇ optimalizaci vykreslova´nı´.
Aktua´lnı´ hernı´ syste´m obsahuje vygenerovany´ tere´n pomocı´ sˇumu, ktery´ je da´le vyhla-
zen. Tere´n je otexturova´n pomocı´ dvou textur pro ru˚zne´ strmosti tere´nu. Je opticky vy-
hlazen a vystı´nova´n pomocı´ vypocˇteny´ch norma´l. Pro optimalizaci vykreslova´nı´ je mo-
del tere´nu je rozdeˇlen do hierarchicke´ struktury a je aplikova´no rˇesˇenı´ viditelnosti, ktere´
odstranˇuje cˇa´sti tere´nu lezˇı´cı´ mimo zorne´ pole kamery. Rˇesˇı´ viditelnost objektu˚, ktere´
jsou zakryte´ tere´nem. Tere´n ma´ za´kladnı´ sı´t’, ktera´ je zjemnˇova´na hardwarovou teselacı´.
Tı´m jsou vytvorˇeny u´rovneˇ detailu˚ za´visle´ na vzda´lenosti od pozorovatele. Da´le je v pro-
gramu mozˇnost zobrazenı´ aktua´lnı´ho hloubkove´ho bufferu.
Beˇhem vypracova´nı´ te´to pra´ce jsem se naucˇil za´klady vytva´rˇenı´ tere´nu, prˇı´stupy rˇesˇenı´
viditelnosti a efektivity vykreslova´nı´. Prosˇel jsem si novy´mi postupy prˇi vytva´rˇenı´ za´klad-
nı´ho okna a nastavenı´ sce´ny. Pouzˇil jsem i jednu z noveˇjsˇı´ch OpenGL technologiı´, kterou
je hardwarova´ teselace. Neˇktere´ cˇa´sti nejsou kompletnı´ tak, jak bych si prˇedstavoval nebo
nejsou rˇesˇeny nejlepsˇı´m zpu˚sobem a pro pokrocˇile´ v pocˇı´tacˇove´ grafice mu˚zˇe pra´ce vypa-
dat jednodusˇe. Pro zacˇa´tecˇnı´ka je to ale velky´ krok, beˇhem ktere´ho jsem se naucˇil mnoho
veˇcı´. Proto bych se te´to pra´ci chteˇl veˇnovat da´le a postupneˇ ji zdokonalovat a rozvı´jet.
Ra´d bych z tohoto subsyste´mu cˇasem vytvorˇil funkcˇnı´ hru a poznal tak vsˇechny cˇa´sti prˇi
vytva´rˇenı´ kompletnı´ho hernı´ho syste´mu.
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