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Tato diplomová práce se zabývá aktuálním tématem detekce plagiátu ve zdrojovém ja-
zyce. V teoretické cˇásti jsou prˇedstaveny základní pojmy plagiátorství, zpu˚soby prevence
i detekce. Nejsou opomenuty ani soucˇasné nástroje a systémy pro detekci plagiátu. Prak-
tická cˇást je naopak zameˇrˇena na návrh a implementaci nového detekcˇního nástroje po-
užívajícího common intermediate language, program dependency graph a otisky. Širˇeji
se zde pojednává o výhodách zvolených prˇístupu˚ i algoritmu˚ a následném srovnání s
jinými nástroji. Nakonec je provedeno testování a vyhodnocení úspeˇšnosti a prˇesnosti
metody.
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Abstract
This thesis deals with issue of source code plagiarism detection. The theoretical part
presents the fundamental concepts of plagiarism, prevention and detection and describes
the current tools and systems for detecting plagiarism. The practical part is focused on
the design and implementation of new detection tool using Common Intermediate Lan-
guage, program dependency graph and fingerprints. Details of the procedure are de-
scribed and advantages and disadvantages are mentioned. Finally, the testing is per-
formed and evaluation of the success and accuracy of the method
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91 Úvod
Plagiátorství neboli vydávání cizí práce za vlastní, provází lidstvo už odnepameˇti. Hojneˇ
se s ním mu˚žeme setkat u deˇl psaných prˇirozeným jazykem, avšak stále cˇasteˇji se vysky-
tuje také u zdrojových souboru˚. Zatímco plagiátorství v prˇirozeném jazyce je pomeˇrneˇ
dobrˇe zmapovaná oblast, problematika plagiátorství ve zdrojových souborech je v po-
rovnání s ostatními odveˇtvími velice mladá. Veˇtšina dnešních prˇístupu˚ a nástroju˚ pro
odhalování plagiátu softwaru se potýká bud’ s výkonnostními problémy, nebo neposky-
tuje dostatecˇneˇ prˇesné výsledky. Mnoho z teˇchto metod se navíc soustrˇed’uje na porov-
nání pouze mírneˇ modifikovaných plagiátu a v komplexneˇjších prˇípadech již nedoká-
žou zdrojové kódy dostatecˇneˇ porovnat. Cílem této práce je proto zmapování soucˇasneˇ
používaných plagiátorských technik, dostupných nástroju˚ pro odhalování plagiátu a v
neposlední rˇadeˇ návrh a implementace nového detekcˇního nástroje.
První kapitola této práce je zameˇrˇena na osveˇtlení základních pojmu˚ z oblasti plagiá-
torství. Mimo nezbytné definice jsou zde nastíneˇny také faktory pro rozpoznání plagiátu
a nejpoužívaneˇjší detekcˇní nástroje. V druhé kapitole je vymezen pojem softwarové plagi-
átorství. Pozornost je veˇnována zejména klasifikaci modifikací zdrojového kódu, detekcˇ-
ním metodám a algoritmu˚m. Trˇetí kapitola má za cíl seznámit cˇtenárˇe s problematikou
Common Intermediate Language. Pojednává zejména o jeho strukturˇe a možnosti využití
v nástrojích pro detekci plagiátu. Cˇtvrtá kapitola se již veˇnuje popisu vlastního algoritmu,
použitých metod a uvádí výhody a nevýhody zvoleného prˇístupu. Samotnému návrhu
aplikace je veˇnována kapitola pátá. Nachází se zde analýza požadavku˚, prˇípady užití i
návrhové diagramy. Šestá kapitola plynule navazuje na prˇedešlou a seznamuje cˇtenárˇe
s implementacˇními podrobnostmi a problémy, jež prˇi vývoji nastaly. Nakonec v kapitole





Plagiátorství je ve své podstateˇ forma krádeže duševního vlastnictví a tak jako každá
jiná krádež by ani ona nemeˇla být prˇehlížena. Vývoji jednoho softwarového produktu se
cˇasto veˇnuje rˇada lidí, jež do neˇj vloží mnoho úsilí, snahy a vlastní invence. Neoprávneˇné
kopírování nebo zneužití jejich práce prˇedstavuje nejen porušení autorských práv ale také
morálních zásad.
S rostoucím objemem volneˇ prˇístupných dat se tvorba plagiátu stává stále jednodušší.
Zdroje informací jsou dostupneˇjší a techniky plagiátoru˚ vynalézaveˇjší. Existuje rˇada ná-
stroju˚, jež dokáže odhalit napodobeniny vzniklé jednoduchou úpravou zdrojového kódu.
Nanešteˇstí detekcˇních systému, jenž by odhalily složiteˇji maskované plagiáty je znatelneˇ
méneˇ. Nejúcˇinneˇjší z nich jsou navíc kvu˚li vyšší výpocˇetní nárocˇnosti pro veˇtšinu uživa-
telu˚ témeˇrˇ nepoužitelné.
Cílem této práce je proto prˇispeˇt ke zlepšení výše popsané problematiky tvorbou no-
vého detekcˇního nástroje, jenž by byl schopný rozeznat i komplikovaneˇjší úpravy zdro-




Tato kapitola zodpoví neˇkolik základních otázek z oblasti plagiátorství a osveˇtli pojmy,
jejichž definici je nutné znát pro pochopení dalších kapitol této práce.
Plagiátorství má mnoho podob a mu˚že se objevit v jakémkoli oboru, jenž vyžaduje
kreativní myšlení. V rámci této diplomové práce se však zameˇrˇím výlucˇneˇ na plagiáty
textu v prˇirozeném jazyce, o nichž pojednává tato kapitola a plagiáty zdrojového kódu,
o nichž pojednává další kapitola.
3.1 Plagiátorství
Pod pojmem plagiátorství si lze prˇedstavit doslovné nebo i cˇástecˇné kopírování, repro-
dukci nebo znovupoužití cizího díla bez uvedení zdroje. V hojné mírˇe se s ním setkáme
naprˇíklad na akademické pu˚deˇ, kde studenti ve svých pracích používají zdroje bez rˇád-
ného uvedení v referencích. Mnoho studentu˚ se také dopouští plagiátorství neveˇdomeˇ
chybným citováním zdroje nebo necitováním vlastních deˇl.
Plagiátor se svým pocˇínáním dopouští hned neˇkolika prˇestupku˚. V první rˇadeˇ poru-
šuje morální standardy a také právní prˇedpisy Cˇeské Republiky. Neuvedením zdroje dále
ochuzuje cˇtenárˇe díla o kontext, v jakém byl prˇevzatý text uveden. Vytvorˇením plagiátu
sám poukazuje na neschopnost, neznalost nebo nezájem o dané téma. Navíc plagiátor-
ství mu˚že v krajních situacích vést až padeˇlání pu˚vodních dat a publikovaní dat mylných,
zkreslených cˇi dokonce v nejhorších prˇípadech vymyšlených.
3.2 Co je to plagiát
Plagiát prˇedstavuje cizí dílo nebo jeho cˇást, jež neˇkdo jiný neprávem udává za své. Mezi-
národní norma CˇSN ISO 5127-2003 definuje plagiát jako „prˇedstavení duševního díla ji-
ného autora, pu˚jcˇeného nebo napodobeného vcelku nebo zcˇásti, jako svého vlastního“[1].
Dílo lze dle [2] považovat za plagiát pokud obsahuje jednu nebo více chyb uvedených
níže.
• úmyslný plagiát - za úmyslný plagiát lze považovat dílo, grafický prvek nebo text,
jenž vznikl opsáním nebo okopírováním bez uvedení citace. Úmyslným plagiátem
se také stává dílo, jež obsahuje okopírovanou strukturu cizího textu nebo naopak
zámeˇrneˇ neobsahuje jeden nebo více zdroju˚.
• nedodržení citacˇní etiky - citovaný zdroj není uveden dostatecˇneˇ a správneˇ nebo
není uveden zcela.
• chybná parafráze - dílo obsahuje prˇevzaté myšlenky, aniž by byl citován jejich zdroj.
Text díla byl vytvorˇen prˇeskupením výrazu˚ pu˚vodního textu, opeˇt bez uvedení ko-
rektní citace.
• chybná kompilace - jedná se o použití pouze jednoho hlavního zdroje, vytvorˇení
textu z doslovných pasáží ru˚zných zdroju˚ a necitování všech zdroju˚
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• necitování všeobecneˇ známých faktu˚ - autor necituje cˇásti textu, jež jsou dle neˇho
všeobecneˇ známy.
• necitování vlastních deˇl - cˇastou chybou je také necitování vlastních deˇl. Mimo jiné
tím cˇtenárˇe ochuzujeme o další zajímavý zdroj informací.
• kryptomnézie - autor použije myšlenku, jejíž pu˚vod si již nepamatuje
Naopak za plagiát se dle [2] nepovažuje:
• Dílo, jež vzniklo kompilací neˇkolika myšlenek a záveˇru˚ získaných z ru˚zných zdroju˚.
Nejedná se o doslovné kopírování celých úryvku˚. Kompilace podává ucelený po-
hled na danou problematiku a neobsahuje žádný nový poznatek. Použité zdroje i v
tomto prˇípadeˇ je nutné rˇádneˇ a korektneˇ citovat. Výsledná práce musí být prezen-
tována jako kompilace a nesmí se nikdy vydávat za originál.
• Za plagiát není považovaná ani parafráze pu˚vodního díla. V tomto prˇípadeˇ dochází
k prˇebírání pouze základních myšlenek.
3.3 Prevence plagiátorství
Prevenci plagiátorství lze provádeˇt jak na straneˇ autora pu˚vodního díla, tak na straneˇ
autora noveˇ vznikajícího díla.
Autor pu˚vodního díla by nemeˇl v rámci prevence nabízet své dílo k volnému pou-
žití. Pokud to prˇesto ucˇiní je pravdeˇpodobné, že jeho dílo bude použito jako prˇedloha k
nejednomu plagiátu.
Každý autor noveˇ vznikajícího díla by se meˇl seznámit s definicí a základními prin-
cipy plagiátorství. Díky teˇmto znalostem se vyhne mnohým neprˇíjemnostem a výsledné
dílo nebude oznacˇeno za plagiát. Obecneˇ lze rˇíci, že je du˚ležité, aby nová práce obsa-
hovala vlastní prvky. Pokud je nevyhnutelneˇ nutné použít cˇást textu z jiného zdroje, je
potrˇeba tuto prˇímou citaci ohranicˇit uvozovkami a uvést referenci na dílo, z neˇhož po-
chází. Referenci musíme použít také v momenteˇ kdy, parafrázujeme text vlastními slovy
nebo publikujeme prˇeklad z jiného jazyka.
3.4 Detekce plagiátu v prˇirozeném jazyce
Prˇístup k elektronickým dokumentu˚m je v dnešní dobeˇ velice jednoduchý a zdroju˚, z
nichž mohou plagiáty vznikat, je nespocˇet. Vzhledem k teˇmto faktu˚m a du˚vtipnosti pa-
rafrázujících autoru˚ je odhalování plagiátu v prˇirozeném jazyce velice nárocˇný úkol.
Dílo lze považovat za podobné, pokud obsahuje jeden nebo více níže uvedených fak-
toru˚
• shodné nebo podobné bloky textu
• podobnou strukturu dokumentu
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• náhlé zmeˇny stylu psaní – naprˇíklad zmeˇny konstrukce veˇt
• gramatické chyby ve shodných slovech
• podobná cˇasto se opakující slova
Manuální porovnání prˇichází v úvahu pouze u malého množství dokumentu, u neˇ-
hož autor nemu˚že cˇerpat z mnoha již dostupných informací. U veˇtšího množství dat
zteˇžuje porovnání drˇíve zminˇované parafrázování a také použití neˇkolika cizích zdroju˚
informací. U veˇtších objemu dat tedy prˇichází na rˇadu automatické systémy, které není
tak lehké oklamat. Jsou schopny odhalit plagiáty vyhledáním podobných bloku˚ textu˚,
struktury dokumentu, gramatických chyb a cˇasto se opakujících slov. Avšak ani na tyto
detekcˇní nástroje nelze zcela spoléhat, jelikož se mohou dopoušteˇt chyb.
V dnešní dobeˇ máme k dispozici hned neˇkolik systému pro detekci plagiátu v prˇiro-
zeném jazyce. Pro porovnání prací v jazyce cˇeském jsou nejpoužívaneˇjšími programy
theses.cz (dostupný z www.theses.cz) a odevzdej.cz (dostupný z www.odevzdej.
cz). Za jedny z nejlepších zahranicˇních detektoru˚ plagiátu jsou považovány ithenticate.com




Na rozdíl od prˇedešlé kapitoly, která pojednávala o plagiátorských technikách spíše v
obecné rovineˇ, se v této cˇásti budeme zabývat výhradneˇ plagiáty softwaru. Nejprve bude
uvedena definice plagiátu softwaru a následneˇ budou prˇedstaveny nejpoužívaneˇjší me-
tody a algoritmy používané pro jeho odhalování.
4.1 Definice plagiátu zdrojových kódu
Definice plagiátu zdrojového kódu se prˇíliš neliší od plagiátu textu˚ uvedené v kapitole
3.2. Autorˇi díla Computer Algorithms for Plagiarism Detection (1989) Alan Parker a Ja-
mes Hamblen definují plagiát zdrojového kódu jako „program, jenž byl vytvorˇen na zá-
kladeˇ jiného zdrojového kódu s malým pocˇtem zmeˇn“. Jedná se tedy v podstateˇ o prˇe-
bírání nebo dokonce kopírování zdrojových kódu˚ bez výslovného souhlasu majitele a
vydávání teˇchto kódu za své vlastní.
Mu˚že se však jednat také o použití kódu bez reference na pu˚vodního majitele. Tato
situace cˇasto nastává prˇi použití takzvaných „open source“ programu˚ jejichž licence sice
dovoluje použití souboru˚ bez poplatku, avšak požaduje zachování jmen autoru˚ a prohlá-
šení o autorských právech prˇímo v kódu.
4.2 Modifikace zdrojových kódu
Cílem každého plagiátora softwaru je upravit zdrojový kód tak, aby byl plagiát zcela ne-
odhalitelný a plagiátor jej mohl beze strachu vydávat za svu˚j. Prˇesto má mnoho plagiátu
neˇkolik spolecˇných rysu˚.
Dle Clougha [3] lze modifikace meˇnící strukturu a podobu kódu definovat v neˇkolika
kategorizovaných úrovních od nejjednodušších úprav, mezi které patrˇí naprˇíklad zmeˇny
názvu˚ až po ty komplexneˇjší zahrnující úpravy kontrolní struktury programu.
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Obrázek 1: Úrovneˇ modifikace plagiátu dle Clougha [3]
Úrovenˇ L0 prˇedstavuje situaci, kdy plagiátor zkopíruje kód a neprovede na neˇm
žádné další úpravy. Jedná se bezpochyby o nejjednodušší zpu˚sob nevyžadující žádné
programovací znalosti, avšak je také nejsnáze odhalitelný.
Úrovenˇ L1 zahrnuje základní úpravy formátování kódu. Nejcˇasteˇji zde dochází ke
zmeˇneˇ nebo prˇípadneˇ smazání prázdných rˇádku˚, komentárˇu˚, mezer a tabulátoru.
Do úrovneˇ L2 lze zarˇadit zmeˇny názvu promeˇnných a metod. Ani tato technika není
prˇíliš efektivní a plagiát je, stejneˇ jako v prˇedešlých dvou prˇípadech, lehce odhalitelný.
Úpravy deklarace promeˇnných zahrnuje úrovenˇ L3. Mu˚že se jednat o zmeˇnu dato-
vého typu promeˇnné, zmeˇnu umísteˇní deklarací promeˇnných nebo naprˇíklad zmeˇnu po-
rˇadí operandu˚ v prˇíkazu aniž by došlo k ovlivneˇní výsledku.
V rámci úrovneˇ L4 dochází již ke zmeˇneˇ porˇadí metod nebo funkcí. Cˇasto používanou
praktikou je nahrazení volání metody jejím teˇlem a naopak nebo sloucˇení více metod.
Tento zpu˚sob dokáže zmeˇnit vizuální stránku kódu a zmást nejeden detekcˇní systém.
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Úrovenˇ L5 je mnohem sofistikovaneˇjší, jelikož zahrnuje významneˇjší zásahy do pu˚-
vodního zdrojového kódu a ovlivnˇuje nejen jeho vizuální ale také syntaktickou podobu.
Oblíbenou technikou je vkládání nadbytecˇných metod a prˇíkazu˚, které pouze vytvárˇejí
iluzi obsáhlejšího kódu, avšak na funkcˇnost nemají žádný vliv. Cˇastou úpravou je také
prˇepisování struktur a vkládání nedosažitelného kódu. Tato úrovenˇ vyžaduje, aby plagi-
átor meˇl alesponˇ základní znalosti programování. Pro odhalení plagiátu je zde již nutné
použít jeden z detekcˇních programu˚.
Nejnárocˇneˇjší je z hlediska úprav úrovenˇ L6, která meˇní syntaktickou strukturu cˇásti
nebo celého programu.
Pro doplneˇní je vhodné uvést také klasifikaci modifikací zdrojových souboru˚ dle Jo-





• zmeˇny v usporˇádání kódu a porˇadí operandu˚
• zmeˇny datového typu
• redundantní informace
• zámeˇna syntaktických struktur
Ukázku plagiátu zdrojového kódu lze videˇt na obrázku 2. Jedná se o jednoduché
zmeˇny, jenž nemají na beˇh algoritmu žádný vliv ale pro plagiáty jsou prˇitom charak-
teristické.
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Obrázek 2: Ukázka plagiátu zdrojového kódu
Plagiát zobrazený na pravé straneˇ obsahuje oproti originálu vlevo neˇkolik úprav. Nej-
nárocˇneˇjší a zárovenˇ nejhu˚rˇe odhalitelnou modifikací je bezpochyby zmeˇna iterace za
rekurzi. Dále je v kódu patrná zámeˇna teˇla kódu za volání metody. Méneˇ závažnou úpra-
vou je pak prˇidání komentárˇu˚ a prˇepsání lokální promeˇnné na globální.
4.3 Detekcˇní metody
Metody pro detekci plagiátu softwaru lze zarˇadit do dvou kategorii – ty, jež jsou zalo-
žené na porovnávání pocˇtu atributu˚ a metody, které porovnávají strukturu kódu. Neˇ-
kolik následujících podkapitol se podrobneˇji veˇnuje jednotlivým prˇedstavitelu˚m teˇchto
detekcˇních prˇístupu˚. Uvádeˇny jsou jak jejich pozitiva, tak i nedostatky.
4.3.1 Pocˇítání atributu˚
Jedny z prvních nástroju˚ pro detekci plagiátu využívaly práveˇ metodu pocˇítání atributu˚.
Míra podobnosti je v tomto prˇípadeˇ urcˇena na základeˇ pocˇtu výskytu˚ klícˇových slov,
cyklu˚, rˇídících prˇíkazu˚, rˇádku˚ kódu nebo promeˇnných.
Typickým prˇedstavitelem metody pocˇítání atributu˚ je Halstead [8]. Halstead ve své
práci definoval metriky pro zjišteˇní míry podobnosti (kapitola 4.4.1), avšak již se neza-
bývá samotnými operátory a operandy, jejichž popis je „intuitivneˇ zrˇejmý a nevyžaduje
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další vysveˇtlení“ [8]. V praxi, pro úcˇely meˇrˇení podobnosti, je intuice nedostatecˇná a ne-
poskytuje prˇesné a prˇedevším reprodukovatelné výsledky. Prˇitom žádný ze soucˇasných
prˇístupu˚ není obecneˇ vnímán jako nejefektivneˇjší a smysluplný zpu˚sob jak tyto parame-
try klasifikovat a následneˇ pocˇítat [9]. Prˇípadní zájemci o použití této metody jsou odká-
zaní na vlastní interpretaci nebo již existující strategie uvedené naprˇíklad v dílech "An
Attribute Grammar Approach to specifying Halstead’s Metrics"[10], "Defining Software
Science Counting Strategies"[11] nebo Software Engineering Metrics and Models [12]. Po-
drobneˇjší analýzou definice a návrhu Halsteadovy metriky se zabývá naprˇíklad Rafa E.
AL QUTAISH a Alain ABRAN ve svém díle „An Analysis of the Design and Definitions
of Halstead’s Metrics „.
V soucˇasné dobeˇ se již pocˇítání atributu˚ pro porovnání zdrojových kódu prˇíliš nepou-
žívá. Hlavním du˚vodem je výše zminˇovaná nejednoznacˇnost pojmu˚, jenž mu˚že výsledky
velice ovlivnit a také neprˇesnost. Pocˇet výskytu˚ at’ se již jedná o operátory, cykly nebo
klícˇová slova mu˚že být známkou plagiátu, ale také nemusí. Zvlášteˇ pokud plagiát vznikl
rozšírˇením pu˚vodního kódu o dodatecˇné a mnohdy i zbytecˇné rˇádky.
4.3.2 Porovnání struktury
Na rozdíl od pocˇítání tokenu˚ vykazují metody porovnávání struktur mnohem prˇesneˇjší a
relevantneˇjší výsledky. Pro zjišteˇní míry podobnosti jsou porovnávaný samotné struktury
kódu. Tento proces je obvykle provádeˇn ve dvou fázích:
• Prˇedzpracování – zde dochází k odstraneˇní bílých znaku˚, komentárˇu˚, atd. a ná-
sledneˇ k vygenerování posloupnosti tokenu˚, které popisují prˇíkazy nebo prˇípadné
bloky prˇíkazu˚.
• Porovnání – zde jsou tokeny prˇevedeny do požadované struktury (AST, PDG, apod.)
a je vypocˇtena podobnost na základeˇ zvoleného algoritmu pro porovnání.
4.3.2.1 Porovnání rˇeteˇzcu˚
Metoda porovnání rˇeteˇzcu˚ urcˇuje míru podobnosti na základeˇ vyhledání spolecˇných
posloupností podrˇeteˇzcu˚. V první fázi dochází k odstraneˇní nadbytecˇných cˇástí, prˇeve-
dení veškerých písmen na malá a nahrazení identifikátoru˚ (naprˇ. názvy metod nebo pro-
meˇnných) za stejný token. Na takto prˇedzpracovaný kód je aplikován algoritmus pro
vyhledání spolecˇných podrˇeteˇzcu˚. Pokud je v porovnávaných souborech nalezen urcˇitý
pocˇet shodných cˇástí, jsou programy vyhodnoceny jako podobné. Tento prˇístup odhalí
nejcˇasteˇjší a nejjednodušší metody pro zamaskování plagiátu.
Existuje celá rˇada algoritmu˚, jež se zabývají práveˇ touto metodou [13, 14]. Jako po-
meˇrneˇ efektivní lze oznacˇit Berry-Ravindran algoritmus [16], úspeˇšné jsou také jeho mo-
difikace TVSBS [15] a SSABS [17] algoritmy.
Doba porovnávání kódu je oproti jiným metodám pomeˇrneˇ krátká, avšak výsledky
ani v tomto prˇípadeˇ nejsou prˇíliš spolehlivé. Navíc je lze znatelneˇ znehodnotit vložením
nového nebo odstraneˇním existujícího kódu, prˇípadneˇ prˇejmenováním promeˇnných. Z
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toho du˚vodu porovnání rˇeteˇzcu˚ není použito jako hlavní metoda v skoro žádném sys-
tému pro detekci plagiátu. Využívá se však cˇasto jako jakýsi doplneˇk k efektivneˇjším
algoritmu˚m [14].
4.3.2.2 Porovnání tokenu˚
Tato metoda je založena na porovnání sekvence tokenu˚ získaných ze zdrojového sou-
boru procesem zvaným tokenizace. Zdrojový soubor je nejprve prˇedzpracován za úcˇelem
odstraneˇní nadbytecˇných informací, které nemají vliv na výsledek a následneˇ se jednot-
livé rˇádky zdrojového kódu dle lexikálního pravidla použitého programovacího jazyka
rozdeˇlí na tokeny. Prˇíklad zdrojového kódu a jeho tokenizované formy lze videˇt v ta-
bulce 1. Z takto zpracovaných souboru˚ a trˇíd se vytvorˇí sekvence tokenu˚. Podobnost je
následneˇ urcˇena na základeˇ zvoleného algoritmu˚ naprˇ. Jaccardovy, Diceho nebo kosinové
podobnosti.
Zobecneˇní kódu, ke kterému dochází prˇi tokenizaci, napomáhá k odhalování plagiá-
torských technik jako prˇetypování datových typu˚ promeˇnných. Metoda však není odolná
oproti nárocˇneˇjším zmeˇnám ve strukturˇe kódu.
Zdrojový kód Tokeny
string a = ""; Prˇirˇazení






Tabulka 1: Ukázka tokenizace
4.3.2.3 Abstraktní syntaktický strom
Abstraktní syntaktický strom (AST) prˇedstavuje stromovou reprezentaci syntaktické
struktury kódu, která obsahuje pouze ty prvky jazyka, jež ovlivnˇují sémantiku programu.
Jednotlivé uzly AST tvorˇí konstrukce programovacího jazyka (naprˇ. operátory, volání,
atd.) a jeho potomci reprezentují parametry. Konstanty, promeˇnné a literály jsou repre-
zentovány listy stromu. Na obrázku 3 lze videˇt ukázku AST stromu.
Abstrakce AST stromu spocˇívá ve faktu, že neobsahuje veškeré detaily skutecˇné syn-
taxe programu. K zachycení skutecˇné syntaxe slouží konkrétní neboli parsovací strom.
Jeho uzly prˇedstavují neterminální pravidla bezkontextové gramatiky a listy zastupují
syntaktické jednotky. Díky tomuto rozložení strom obsahuje všechny tokeny vytvorˇené
lexikální analýzou. Parsovací strom bývá používán jako intermediální forma AST. Od-
straneˇním redundantních informací, které neprˇinášejí podstatné informace o strukturˇe
programu, vznikne z parsovacího stromu AST.
23
Obrázek 3: Ukázka AST (v levo) a parsovacího stromu(v pravo)
Porovnání zdrojových kódu mu˚že v tomto prˇípadeˇ probíhat jedním ze dvou zpu˚-
sobu˚. Prvním je porovnání uzlu s uzlem. Tento zpu˚sob však není prˇíliš efektivní, zvlášteˇ
pokud kontrolujeme veˇtší množství dat. Porovnání mezi zdrojovými kódy mu˚že také
probíhát na základeˇ vyhledání podobných podstromu˚. Tento proces však bývá také po-
meˇrneˇ cˇasoveˇ nárocˇný a u rozsáhlých programu˚ je témeˇrˇ nepoužitelný. Poslední mož-
ností je hybridní rˇešení, tedy spojení AST s jiným prˇístupem k odhalování plagiátu na-
prˇíklad vytvárˇení otisku˚ [18]. Výpocˇetní nárocˇnost se díky tomu sníží a výsledky budou
stále relevantní.
Du˚vodem procˇ je AST oblíben a použit v tolika algoritmech pro detekci plagiátu
[19, 20] je bezpochyby odolnost nejen vu˚cˇi základním plagiátorským technikám ale i po-
užívání alternativní syntaxe (prˇepsání cyklu for za foreach, prˇehazování case sekvencí,
atd.). Podstatnou nevýhodou je však slabost proti vkládání nového nebo nadbytecˇného
kódu.
4.3.2.4 Vytvárˇení otisku
Otisk prˇedstavuje jakýsi identifikátor dat, jež byly prˇevedeny do mnohem menší
formy. Identifikovat takto mu˚žeme jakákoli data, avšak žádné dvojici ru˚zných informací
by nemeˇl náležet stejný otisk. Ke kolizím by meˇlo docházet pouze výjimecˇneˇ u ojedineˇ-
lých prˇípadu˚.
Mezi nejcˇasteˇji používané funkce vytvárˇející otisky patrˇí hashovací funkce které ge-
nerují takzvaný hash. Díky jeho vlastnostem a velikosti lze efektivneˇ porovnávat i veˇtší
množství zdrojových kódu. Nežádoucí jevem je, že i prˇi minimální zmeˇneˇ vstupních dat
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se zcela zmeˇní i otisk. Tato vlastnost zteˇžuje nalezení plagiátu, jelikož podobnost a vzdá-
lenost jsou pro porovnání dvou souboru nezbytné.
Další velmi oblíbenou funkcí je Winnowing jejíž hlavní myšlenka byla prˇedstavena
v díle „Winnowing: Local Algorithms for Document Fingerprinting“ [5]. Podrobneˇji se
tímto algoritmem zabývá kapitola 4.4.4.
Vytvárˇení otisku je hojneˇ používáno jako dodatecˇná metoda pro zkrácení cˇasu výpo-
cˇtu˚ a zmenšení množství dat nutných k porovnání. Pro potrˇeby pocˇítání atributu˚ mu˚že
nést informace o souboru a všech jeho atributech. Výborneˇ se uplatní také u AST stromu,
kde poslouží k zjednodušení porovnávání podstromu˚. Pro budoucí potrˇeby porovnání
nemusí být ukládány celé stromy, ale pouze jejich otisky což prˇedstavuje znacˇnou úsporu
místa. Stejné vylepšení poskytnou také metodám založeným na porovnávání ru˚zných
typu˚ grafu˚ naprˇíklad grafu˚ závislosti podgrafu˚ (PDG).
4.3.2.5 Graf závislosti programu
PDG prˇedstavuje grafické zobrazení funkcí, metod a procedur. Uzly zastupují prˇíkazy
zdrojového kódu a hrany prˇedstavují tok dat, respektive použití dat v daném prˇíkazu.
Oproti ostatním metodám PDG nezachycuje syntaxi, nýbrž tok dat. Vzhledem k tomu,
že syntaktické zmeˇny (zvlášteˇ prˇepsání cyklu a prˇetypování promeˇnné) patrˇí k nejcˇasteˇj-
ším operacím, vykazuje PDG, na neˇhož tyto zmeˇny nemají vliv, výborné výsledky.
Algoritmus vychází z myšlenky, že plagiátor sice mu˚že zdrojový kód libovolneˇ upra-
vit, avšak jeho správnost musí být zachována. Prˇestože by jí velmi kreativní plagiátor
mohl obelstít, nárocˇnost takových úprav by ve veˇtšineˇ prˇípadu prˇevyšovala nárocˇnost
vytvorˇení vlastního kódu.
PDG má však také své nevýhody. Prˇi vyhledávání podobných podgrafu˚ narážíme na
isomorfismus podgrafu˚, který je považován za NP-úplný problém. Je potrˇeba tedy snížit
pocˇet podgrafu˚ a aplikovat filtry pro jejich zjednodušení.
O úspeˇšnosti této metody hovorˇí mimo jiné její aplikace v jednom z komercˇních sys-
tému GPlag [21]. Autorˇi tohoto díla zverˇejnili v jednom ze svých cˇlánku˚ [21] porovnání s
ostatními plagiátorskými metodami.
Porovnání rˇeteˇzcu˚ AST Porovnání tokenu˚ PDG
Zmeˇny formátování Ano Ano Ano Ano
Prˇejmenování identifikátoru˚ Ne Ano Ano Ano
Prˇehazování prˇíkazu˚ Ne Ne Cˇástecˇneˇ Ano
Zmeˇna rˇídících bloku˚ Ne Ne Cˇástecˇneˇ Ano
Vkládání kódu Ne Ne Ne Ano
Tabulka 2: Porovnání odolnosti detekcˇních metod
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4.4 Algoritmy používané pro detekci podobnosti
V zájmu získání relevantních dat za prˇijatelnou dobu veˇtšina ze soucˇasných detekcˇních
systému kombinuje neˇkolik technik a algoritmu˚. V této kapitole jsou uvedeny nejzná-
meˇjší z nich spolu se strucˇným objasneˇním a výcˇtem jejich výhod i negativ.
4.4.1 Halsteadovy metriky
Všechny Halsteadovy metriky jsou založeny na principu rozložení programu na mno-
žiny operandu˚ a operátoru˚. Podobnost programu pak lze spocˇítat naprˇíklad dle následu-
jící metriky:
E = (N1 +N2) ∗ log(n1 + n2)
Kde:
• N1 – pocˇet jedinecˇných operátoru˚
• N2 – pocˇet jedinecˇných operandu˚
• n1 – pocˇet operátoru˚
• n2 – pocˇet operandu˚
• N = N1 +N2 - prˇedstavuje implementacˇní délku
• n = n1 + n2 - slovník
• V = N ∗ log2(n) - za pomocí hodnot implementacˇní délky a slovníku je dále vypocˇ-
tena velikost souboru neboli „volume“
Halsteadova metrika bývala hojneˇ používaná u prvních detekcˇních nástroju˚, které
využívaly metodu pocˇítání atributu˚ jako je tomu u 4.5.2.
4.4.2 Greedy String Tiling
Greedy String Tiling (GST)[26] byl navržen M. J. Wisem v roce 1993 a byl použit v de-
tekcˇním systému JPlag, YAP i Plaggie. Algoritmus GST porovnává dva textové rˇeteˇzce
ve dvou fázích, které se opakují tak dlouho, dokud nejsou nalezeny žádné shody.
• V první fázi dochází k tokenizaci neboli prˇevedení textu do sekvence tokenu˚. K prˇe-
vodu je využit lexikální slovník obsahující slova adekvátní k rˇešenému problému
tedy v tomto prˇípadeˇ se jedná o klícˇová slova programovacího jazyka.
• Druhá fáze stanovuje míru podobnosti porovnávaných souboru.
Algoritmus stanovující míru podobnosti v rámci druhé fáze musí splnˇovat následující
body:
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• Každý token v rˇeteˇzci se smí porovnat pouze jednou
• Transponované podrˇeteˇzce by nemeˇly mít žádný vliv na hodnotu podobnosti





/∗ Pro kazdy neoznaceny token podretezce P ∗/
for each Pp do
/∗ Pro kazdy neoznaceny token podretezce T ∗/
for each Tt do
j := 0
while (Pp + j AND unmarked(Pp + j) AND unmarked(Tt + j)) do
j := j + 1
/∗ Pricte shodu do listu shod ∗/
if ( j == maxmatch) then add match(p, t, j)
/∗ Pokud je delka soucasne shody vetsi nez dosavadni ∗/
else if ( j > maxmatch) then start new list with match(p, t , j ) and maxmatch := j
for each match(p, t, maxmatch) in list
if not occluded then
for j := 0 to maxmatch − 1 do
mark_token(Pp + j)
mark_token(Tt + j)
length_of_tokens_tiled := length_of_tokens_tiled + maxmatch;
Util maxmatch = minimum_match_length
Výpis 1: Pseudokód Greedy String Tiling algoritmu
Na výpisu 1 lze videˇt Pseudokód GST pro porovnání dvou rˇeteˇzcu˚ dle M. Wise. Nej-
prve jsou vyhledány všechny spolecˇné podrˇeteˇzce díky porovnávání tokenu˚. Cyklus po-
rovnává tokeny prvního a druhého souboru tak dlouho dokud se tokeny shodují. V mo-
menteˇ kdy se liší nebo je jeden z nich již oznacˇený zaznamená se délka aktuální posloup-
nosti. Pokud je tato délka rovna nejdelší zjišteˇné délce neboli takzvané maxmatch je tato
posloupnost tokenu˚ prˇidána do množiny matches. Pokud je však délka noveˇ nalezené
posloupnosti veˇtší než maxmatch je množina matches znovu inicializována tak aby ob-
sahovala pouze noveˇ nalezenou posloupnost a do promeˇnné maxmatch je uložená její
délka. Ve druhé fázi dochází k oznacˇování tokenu˚ z množiny matches. Cyklus REPEAT
se opakuje tak dlouho, dokud není aktuální délka nejdelšího shodného rˇeteˇzce rovna mi-
nimální délce shody. Výstupem celého procesu je seznam nejdelších spolecˇných rˇeteˇzcu˚.
Pro vypocˇítání míry podobnosti lze použít vzorec:
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GST algoritmus bohužel mu˚že dosahovat polynomiální složitosti O(n3), kde n prˇed-
stavuje pocˇet tokenu˚ v rˇeteˇzci. Pro zvýšení výkonu je tedy spíše doporucˇována jeho
modifikace Karp-Rabinu˚v GST s pru˚meˇrnou složitostí O(n) nebo Running Karp-Rabin
GST(RKR - GST).
4.4.3 Running Karp-Rabin Greedy String
Tento algoritmus vytvorˇený Richardem M. Karpem and Michaelem O. Rabinem v roce
1987 prˇedstavuje kombinaci algoritmu˚ Karb-Rabin a výše zminˇovaného Greedy String
Tiling. Jelikož je GST algoritmu veˇnovaná prˇedešlá kapitola, bude tato zameˇrˇená na ob-
jasneˇní Karp-Rabinova algoritmu a jeho rozšírˇení.
Rabin–Karp algoritmus byl urcˇen pro vyhledávání podrˇeteˇzcu˚. Na rozdíl od samot-
ného GST však nepracuje s tokeny ale otisky ve formeˇ hashe. Jeho pru˚beˇh lze rozdeˇlit do
neˇkolika fází:
• V první fázi dochází z vyhledání všech podrˇeteˇzcu˚ stejné nebo veˇtší délky než je
délka definovaná uživatelem. Každému podrˇeteˇzci je následneˇ vytvorˇen hash.
• V druhé fázi dochází k porovnání hodnot hashu˚. Pokud je nalezena shoda porov-
nají se rˇeteˇzce ješteˇ token po tokenu pro oveˇrˇení, zda se opravdu jedná o shodu a
nedošlo pouze ke kolizi hashu˚.
Running Karp-Rabin rozširˇuje Karb-rabinu˚v algoritmus následujícím zpu˚sobem:
• V druhé fázi stále dochází k porovnání hodnot hashu˚. Pro zmenšení maximální
složitosti O (n2) takovéhoto výpocˇtu se však zde používá hashovací tabulka. Díky
ní je možné vyhledat umísteˇní všech podrˇeteˇzcu˚, jež jsou shodné s oveˇrˇovaným
rˇeteˇzcem.
4.4.4 Winnowing
Winnowing patrˇí mezi algoritmy vyhledávající podrˇeteˇzce založené na vytvárˇení otisku˚
k-gramu˚. K-gram v tomto prˇípadeˇ prˇedstavuje souvislý podrˇeteˇzec pevné délky k.
Winnowing funguje v neˇkolika fázích, které jsou zachyceny na ukázce 4.1. V podstateˇ
rozdeˇlí vstupní rˇeteˇzec do k-gramu˚ a každému z nich prˇideˇlí hash. Ty jsou dále spolu
s informacemi o dokumentu použity pro vytvorˇení unikátního otisku dokumentu. Pro
zvýšení efektivity algoritmu se v praxi cˇasto nevytvárˇí otisk ze všech hashu˚ ale pouze
jejich podmnožiny. Ta je cˇasto volena na základeˇ matematické funkce, nejcˇasteˇji 0 mod
p, kde p prˇedstavuje konstantu. Do otisku lze samozrˇejmeˇ prˇidat další zprˇesnˇující in-
formace. Detekcˇní nástroj MOSS naprˇíklad vychází z prˇesveˇdcˇení, že nejmenší hash by




A do run run run, a do run run
Náhodneˇ zvolen text.
adorunrunrunadorunrun
Prˇedzpracovaný text bez bílých znaku˚
adoru dorun orunr runru unrun nrunr runru
unrun nruna runad unado nador adoru dorun
orunr runru unrun
Sekvence 5-gramu˚ textu
77 72 42 17 98 50 17 98 8 88 67 39 77 72 41
17 98
Sekvence zahashovaných 5-gramu˚
72 8 88 72
Sekvence hashu˚ zvolených pomocí funkce 0mod4.
Pokud dva dokumenty obsahují jeden nebo více shodných hashu˚ je velmi pravdeˇpo-
dobné, že obsahují také stejné k-gramy. Konkrétní míru pravdeˇpodobnosti souboru˚ lze
tedy stanovit pomeˇrem shodných a rozdílných hashu˚.
4.4.5 Tree edit Distance
Tree edit distance (TED) neboli v prˇekladu editacˇní vzdálenost stromu je algoritmus pro
zjišteˇní míry podobnosti dvou stromových struktur. V podstateˇ udává minimální pocˇet
základních editacˇních úprav, jenž je nutné provést k tomu, aby se jeden strom transfor-
moval na druhý. Mezi základní úpravy lze prˇitom rˇadit smazání, prˇidání nebo prˇejme-
nování vrcholu. Pokud je provádeˇno odstraneˇní vrcholu, kterýnení listový musí nejprve
dojít k odstraneˇní všech uzlu˚ jeho podstromu.
Obrázek 4: Ukázka transformace TED
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Vzhledem ke složitosti tohoto algoritmu O(mn) není prˇíliš vhodný pro veˇtší objemy
dat. Jako rˇešení se opeˇt nabízí použít jednu z doplnˇkových metod naprˇíklad vytvorˇení
otisku˚.
4.4.6 Min Hash
Min hash prˇedstavuje efektivní zpu˚sob pro zjišteˇní míry podobnosti mezi dveˇma grafy
za použití malého množství dat. Pu˚vodneˇ byla myšlenka tohoto algoritmu prezentována
v práci Cohena [Cohen 1997]. Na porovnávaná data aplikuje hned neˇkolik hashovacích
funkcí avšak pro porovnání bere v potaz pouze jejich minimální výsledné hodnoty. Vý-
sledkem funkce je otisk tvorˇený vektorem cˇíselných hodnot. Na urcˇení miry podobnosti
lze použít naprˇíklad algoritmus MinMax[28], který vznikl zobecneˇním Tanimoto funkce
pro výpocˇet délky cesty v grafu. Udává pomeˇr mezi pocˇtem sdílených cest a celkovým








• G, H prˇedstavují dva grafy
• φp(G) zastupuje funkci, která vrací pocˇet výskytu˚ cesty p v grafu G
• P(c) je množina všech možných cest velikosti maximálneˇ c
Algoritmus Min Hash funguje v následujících fázích:
• Vytvorˇení podgrafu˚
• Výpocˇet funkce Int – mu˚že být provedeno neˇkolika zpu˚soby. V ukázce i nové navr-
žené metodeˇ pro detekci plagiátu je použitá funkce Int, která mapuje cestu do int32
hodnoty
int([v1, v2, v3, . . . vn]) = ((a1L(v1) + a2L(v2) + a3L(v3) + . . . + anL(vn))(modP )
Kde v prˇedstavuje vrchol a náhodné cˇíslo 0<a<P, P je „big prime“ – cˇíslo, jehož
velikost ovlivnˇuje pocˇet kolizí a L prˇedstavuje „label funkci“.
• Použití stanoveného pocˇtu hashovacích funkcí na hodnoty bodu 2) hi(x) = (aix +
bi)(modM) Kde ai a bi jsou náhodná cˇísla
0 < ai < M 0 <= bi < M M prˇedstavuje „big prime“ M >= P
• Nalezení MinHash – min hash lze definovat pomocí následující rovnice:
hmini (set) = {hi(x)|x ∈ set ∧ hi(x) ≤ hi(y), ∀y ∈ set}
• Vytvorˇení otisku˚ – otisk v tomto prˇípadeˇ prˇedstavuje vektor min hash hodnot
• Porovnání pomocí MinMax
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Obrázek 5: Ukázka vytvorˇení otisku˚ pomocí Min Hash
Vstup: Substruktury S(G) grafu G, Set hash funkci H
Vystup: Otisk
k = |H|;
fingerprint [ i ] = ∞;
set = ∅ ;
foreach s ∈ S(G) do
set = set ∪ int(s)
foreach i ∈ 1, 2, ... k do
fingerprint [ i ] = hmini (set);
Výpis 2: Pseudokód Min Hash
Pravdeˇpodobnost, že dveˇ množiny dat, v tomto prˇípadeˇ dva grafy vygenerují stejné
hodnoty min-hash vychází z Jaccardovy rovnice:







• A,B jsou množiny porovnávaných dat
• hi prˇedstavuje hashovací funkci, kterou mu˚žeme vnímat jako náhodnou permutaci
položek z A ∪B
Výpocˇet podobnosti vychází z faktu, že pravdeˇpodobnost shodných minhash u množin
A a B je roven pravdeˇpodobnosti výbeˇru prvku sdíleného A I B v A ∪B.





• A,B jsou množiny porovnávaných dat
• hi prˇedstavuje hashovací funkci, kterou mu˚žeme vnímat jako náhodnou permutaci
položek z A ∪B
Jinými slovy podobnost lze urcˇit jako podíl shodných a rozdílných min-hash hodnot.
Otisky jsou pomocí min-hash generovány v cˇase O(nk) kde n prˇedstavuje pocˇet hash
funkcí jenž byly použity.
4.5 Detekcˇní nástroje
Tato kapitola obsahuje prˇehled nejpoužívaneˇjších detekcˇních nástroju˚ spolu s popisem
jejich vlastnosti a zpu˚sobem porovnávání souboru˚. Výkonnostní testy teˇchto nástroju˚ lze
nalézt v literaturˇe [23, 24, 25].
4.5.1 JPlag
Detekcˇní nástroj JPlag[4] byl vytvorˇen Guidem Malpohlem z univerzity Karlsruhe v rámci
studentského projektu. Prˇi porovnání využívá znalost syntaxe formátu kontrolovaného
souboru díky cˇemuž je odolný vu˚cˇi mnohým plagiátorským technikám. Od roku 2005 je
JPlag prˇístupný také jako webová služba.
JPlag nejprve prˇevede zvolené soubory do sekvencí tokenu˚, které reprezentují struk-
turu porovnávaného programu a následneˇ tokeny porovnává dle optimalizovaného Gre-
edy String Tiling algoritmu.
Systém porovnává a analyzuje programy vytvorˇené v programovacím jazyce Java,
Scheme, C nebo C++. Výsledky porovnání prezentuje ve formeˇ HTML dokumentu˚.
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4.5.2 MOSS
Dalším velmi oblíbeným detekcˇním systémem je Measure Of Software Similarity (MOSS)
z dílny Sanfordské Univerzity. Systém je dostupný ve formeˇ webové služby, ke které lze
prˇistupovat pomocí skriptu uverˇejneˇného na internetové stránce [29].
Porovnání zdrojových kódu˚ je provádeˇno rozdeˇlením dokumentu˚ do k-gramu˚, které
prˇedstavují rˇeteˇzce znaku˚ o pevné délce k. Každý k-gram je následneˇ ohodnocen hasho-
vací funkcí. K urcˇení podobnosti souboru˚ MOSS využívá výše popsaný algoritmus zvaný
winnowing[5]. Ten vytvárˇí podmnožiny teˇchto funkcí, které v podstateˇ prˇedstavují otisk
dokumentu, a porovnává je.
Systém analyzuje zdrojové kody programovacích jazyku˚ C, C++, Java, C#, Python,
Visual Basic, JavaScript, FORTRAN, ML, Haskell, Lisp, Scheme, Pascal, Modula2, Ada,
Perl, TCL, Matlab, VHDL, Verilog, Spice, MIPS assembly a HCL2.
4.5.3 SIM
Detekcˇní opensorce systém SIM pochází z roku 1989 a jeho autorem je Dick Grune. Po-
rovnání podobnosti je provádeˇno v neˇkolika krocích. Nejprve dochází k tokenizaci zdro-
jových souboru˚ pomocí lexikálního analyzéru. Tokeny identifikátoru˚ jsou urcˇovány dy-
namicky a ukládány do referencˇních tabulek, které jsou déle použity pro urcˇení míry
podobnosti programu˚.
Systém porovnává zdrojové kódy programovacích jazyku˚ C, Java, Pascal, Modula-2,
Lisp a Miranda.
4.5.4 Plaggie
Detekcˇní opensouce systém Plaggie[22, 30] je svým vzhledem i funkcˇností velice po-
dobný systému JPlag. Vynikl v roce 2002 v technické univerziteˇ Helsinki a jeho tvu˚rcem
je Ahtiainen et al. A (Ahtiainen et al. at Helsinki University of Technology)
Porovnání je provádeˇno tokenizací zdrojových kódu, vytvorˇením referencˇní tabulky
a následným porovnáním tokenu˚ pomocí Greedy String Tiling algoritmu.
Velkou nevýhodou systému je podpora pouze jednoho programovací jazyka a to Javy
a možnost instalace pouze na operacˇní systémy Unix a Linux.
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5 Common intermediate language
Tato kapitola si klade za cíl seznámit cˇtenárˇe s problematikou Common intermediate
language (CIL) a jejím využitím v systémech pro detekci plagiátu softwaru. Pro celkové
pochopení problematiky generování a práci s CIL soubory dále doporucˇuji knihu „C# to
IL„[31] jenž mi posloužila jako hodnotný zdroj informací a podkladu˚ pro tuto diplomo-
vou práci.
5.1 Definice CIL
V informacˇních technologiích prˇedstavuje CIL drˇíve nazývaný také Microsoft Interme-
diate Language (MSIL) nejnižší cˇloveˇkem cˇitelný programovací jazyk patrˇící do mno-
žiny.Net jazyku˚. Jedná se o objektoveˇ orientovaný programovací jazyky vyloženeˇ zásob-
níkového typu. To v podstateˇ znamená, že data jsou ukládaná z registru˚ prˇímo do zá-
sobníku a ne do pameˇti. Je procesoroveˇ a platformneˇ nezávislý a mu˚že být používán v
jakémkoli prostrˇedí podporujícím Common Language Infrastructure (CLI). CIL a jeho in-
strukce jsou generovány kompilátorem nebo takzvaným IL assemblerem (ILASM). Takto
vytvorˇený soubor lze znovu rozložit pomocí IL Disasembleru (ILDASM).
Obrázek 6: Celkový proces kompilace zdrojových kódu .NET
5.2 Motivace pro použití CIL
Použití CIL místo zdrojového kódu má u detekcˇních softwaru své opodstatneˇní. Kromeˇ
drˇíve již zminˇované možnosti otestovat soubory ru˚zných jazyku˚, CIL usnadnˇuje práci
také díky normalizovanému textu bez komentárˇu˚ a bílých znaku˚. Rˇeteˇzce a cˇíselné hod-
noty, jež v CIL mu˚žeme videˇt, jsou mnohdy prˇedzpracovány. Naopak CIL nezpracovává
nepoužitelný kód tedy naprˇíklad kód za instrukcí return nebo za nesplnitelnou podmín-
kou a nepracuje ani s pu˚vodními názvy promeˇnných.
Detekcˇní nástroje používající CIL jsou založeny na sledování a porovnávání toku dat.
Vychází z prˇedpokladu, že jakkoli se syntaxe programu˚ zmeˇní, tok dat musí ve veˇtšineˇ
prˇípadu˚ zu˚stat stále stejný.
5.3 Struktura CIL
Každý CIL kód se skládá z direktivy následované atributy, kódem operace a labely.
Tokeny s prefixem „.“ naprˇíklad jmenné prostory, trˇídy, metody, konstruktory atd.
jsou nazývány Direktivy CIL. Jejich úcˇel je zrˇejmý – rozdeˇluji kód do bloku˚ dle trˇídy a
metod, do kterých patrˇí.
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Za každou direktivou následují atributy CIL. Naprˇíklad: extends, implements, pub-
lic,atd.
Kód operace také nazývaný CIL Opcodes prˇedstavují tokeny, které se používají k
sestavení implementacˇní logiky. Jedná se o binární kódy (0x00), které však mají také uži-
vatelský prˇíveˇtiveˇjší podobu. V tabulce 3 lze videˇt ukázku teˇch nejcˇasteˇji používaných a
jim odpovídající instrukce a definice.
Tokeny ve tvaru IL_0000 neboli CIL Code labels prˇedstavují pouze labely, které lze
jednoduše nahradit nebo dokonce i vyloucˇit. Pokud je v IL kódu ponecháme, budou slou-
žit k uprˇesneˇní pozice naprˇíklad prˇi procházení cyklem.
Kód operace Instrukce Definice
0x00 Nop Neprovádí žádnou operaci.
0x01 Break
0x01 ldarg.0 Uložení cˇíselné hodnoty
0x72 ldstr Uloží hodnotu string do zásobníku.
0x73 newobj Vytvorˇení nového objektu
0x7A throw
Tabulka 3: Ukázka kódu operací
5.4 Ukázky základních struktur
Pro lepší názornost je tato kapitola veˇnována praktickým ukázkám nejpoužívaneˇjších
CIL kódu a jejich vysveˇtlení.
5.4.1 Promeˇnné
CIL obsahuje instrukce, jak pro cˇíselné, tak i textové promeˇnné. Prˇitom zde dochází k
zjednodušování promeˇnných zobrazeném na obrázku ?? . CIL nebere v potaz názvy pu˚-
vodních promeˇnných, ale prˇirˇazuje jim vlastní názvy ve tvaru V_cˇíslo. Datové typy jsou
zmeˇneˇny z int na int32 a z long na int64.
Hodnota promeˇnné je vždy uložena do zásobníku. Pokud je nutné ji použít, musí být
nejprve nacˇtena ze zásobníku a teprve poté použita v rámci požadované operace. Ukázku
lze videˇt na výpisu 4 a 5.
IL_0001: ldstr "Hello World"




int i = 10;
int j = 20;
int k = i + j ;
}
Výpis 4: Ukázka kódu v C#
.method private hidebysig static void ’add’() cil managed
{
// Code size 12 (0xc)
.maxstack 2
. locals init ([0] int32 value1,
[1] int32 value2,
[2] int32 value3) // deklarace loaklnich promennych
IL_0000: nop // zadna operace
IL_0001: ldc . i4 .s 10 // ulozeni int32 hodnoty do zasobniku
IL_0003: stloc .0 // vytazeni prvni promenne ze zasobniku a jeji ulozeni do promenne s
indexem 0
IL_0004: ldc . i4 .s 20 // ulozeni int32 hodnoty do zasobniku
IL_0006: stloc .1 0 // vytazeni prvni promenne ze zasobniku a jeji ulozeni do promenne s
indexem 1
IL_0007: ldloc .0 // nacteni prvni lokalni promenne a ulozeni jeji hodnoty do zasobniku
IL_0008: ldloc .1 // nacteni druhe lokalni promenne a ulozeni jeji hodnoty do zasobniku
IL_0009: add // vytazeni prvnich dvou hodnot ze zasobniku a jejich secteni, vysledek
je ulozen opet do zasobniku
IL_000a: stloc .2 // vytazeni hodnoty ze zasobniku a ulozeni do promenne
IL_000b: ret
} // end of method Program::’add’
Výpis 5: Ukázka kódu v CIL
5.4.2 Cykly a podmínky





int i = 0;





Výpis 6: Ukázka kódu v C#
.method private hidebysig static void IterationExample() cil managed
{
// Code size 20 (0x14)
.maxstack 2
. locals init ([0] int32 i ,
[1] bool CS40000) // KROK1
IL_0000: nop // KROK2
IL_0001: ldc . i4.0 // KROK3
IL_0002: stloc .0 // KROK4
IL_0003: br.s IL_000b // KROK5
IL_0005: nop // KROK12 // KROK24
IL_0006: ldloc .0 // KROK13
IL_0007: ldc . i4.1 // KROK14
IL_0008: add // KROK15
IL_0009: stloc .0 // KROK16
IL_000a: nop // KROK17
IL_000b: ldloc .0 // KROK6 // KROK18
IL_000c: ldc . i4.5 // KROK7 // KROK19
IL_000d: clt // KROK8 // KROK20
IL_000f: stloc .1 // KROK9 // KROK21
IL_0010: ldloc .1 // KROK10 //KROK22
IL_0011: brtrue.s IL_0005 //KROK11 //KROK23
IL_0013: ret
} // end of method Program::IterationExample
Výpis 7: Ukázka kódu v CIL
Zpu˚sob zpracování kódu uvedeného ve výpise 7 lze popsat v následujících krocích:
• Krok1 deklarace promeˇnných s indexem 0 a 1
• Krok2 žádná operace
• Krok3 Nacˇtení int32 hodnoty do zásobníku na pozici 1
• Krok4 Dojde k vytažení hodnoty ze stacku a její uložení do lokální promeˇnné s
indexem 0
• Krok5 prˇechod na rˇádek IL_0000b
• Krok6 Nacˇtení lokální promeˇnné do zásobníku
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• Krok7 Nacˇtení lokální promeˇnné do zásobníku
• Krok8 Operace secˇtení dvou promeˇnných získaných ze zásobníku v kroce 6 a 7
• Krok9 Vytažení hodnoty ze zásobníku a uložení do lokální promeˇnné
• Krok10 Nacˇtení promeˇnné do zásobníku
• Krok11 Kontroluje, zda je hodnota veˇtší než 0. Pokud ano, pokracˇuje bodem IL_0005
pokud ne pokracˇuje na rˇádek ret.
• Krok12 Žádná operace
• Krok13 Nacˇtení lokální promeˇnné do zásobníku
• Krok14 Nacˇtení lokální promeˇnné do zásobníku
• Krok15 Operace secˇtení dvou promeˇnných získaných ze zásobníku v kroku 13 a 14
• Krok16 uložení hodnoty do lokální promeˇnné
5.5 Nástroje pro práci s CIL
5.5.1 IL Disasembler
K získání CIL kódu výborneˇ poslouží nástroj sady Visual Studio zvaný IL Disassembler
(ildasm.exe), který zpracovává prˇenosné spustitelné soubory (PE) obsahující kód inter-
mediate language(IL), a vytvárˇí z nich textový soubor obsahující CIL.
5.5.2 .Net Reflektor
Velmi užitecˇný nástroj, který umožnuje dekompilaci IL do vyšších programovacích ja-
zyku˚ (C#,Visual Basic,. . . ).
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6 Popis algoritmu˚ vlastní aplikace
Prˇed prˇedstavením kompletního návrhu nového detekcˇního softwaru, budou v této kapi-
tole popsány postupy a algoritmy použité v navrhovaném systému spolu s jejich principy
a du˚vody použití. Naleznete zde však také problémy a komplikace, jenž zvolený prˇístup
prˇináší a v neposlední rˇadeˇ jejich rˇešení a dopad na efektivitu a cˇasovou nárocˇnost sys-
tému.
6.1 Základ aplikace
Pro vlastní aplikaci byla zvolena detekcˇní metoda PDG a to z toho du˚vodu, že vyka-
zuje nejlepší výsledky prˇi vyhledání plagiátu ze všech metod uvedených v kapitole. . . .
Avšak narozdíl od existujících nástroju˚ pro detekci plagiátu pomocí PDG bude navrho-
vaná metoda pro vytvorˇení grafu vycházet z Comon Intermediate Language (CIL). Díky
tomu bude možné porovnávat aplikace naprˇícˇ všemi programovacími jazyky .Net fra-
meworku.
Postup detekcˇní metody lze shrnout do trˇí bodu˚:
• prˇedzpracování CIL dokumentu˚
• vytvorˇení PDG grafu
• vytvorˇení otisku˚
• procházení podgrafu˚ a hledání podobnosti
6.1.1 Prˇedzpracování CIL dokumentu˚
Jelikož neexistuje nástroj, jež by dokázal uspokojiveˇ prˇevést vygenerovaný CIL kód do
požadované podoby PDG bude vytvorˇen prototyp parseru. Vzhledem k tomu, že se
jedná o cˇasoveˇ nárocˇný úkol bude tento nástroj omezen na rozpoznání pouze nejpoužíva-
neˇjších struktur. Pro použití v komplexneˇjších programech bude potrˇeba parser rozšírˇit o
další specifika CIL kódu.
6.1.2 Vytvorˇení PDG grafu a otisku˚
Zásadní nevýhodou porovnání souboru pomocí PDG je mnohdy výpocˇetní cˇasová ná-
rocˇnost této metody. Výpocˇetní cˇas radikálneˇ zvyšuje poslední fáze porovnání grafu˚, jeli-
kož zde narážíme na nedeterministicky polynomialni (NP) problém izomorfismu grafu˚.
Vzhledem k tomu, že daný problém nelze vyrˇešit v polynomiálneˇ omezeném cˇase je
nutné výpocˇetní cˇas zkrátit použitím doplnˇující metody. V tomto prˇípadeˇ se jako neje-
fektivneˇjší jeví otisky neboli „fingerprints“. Základní jednotkou, z nichž budou otisky
vytvárˇeny, je tok dat promeˇnné.
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6.1.3 Zjišteˇní míry podobnosti
Algoritmem pro urcˇení míry podobnosti byl zvolen MinMax a to prˇedevším pro jeho
jednoduchost a efektivitu. V rámci tohoto algoritmu budou použity trˇi hashovací funkce,
což je pocˇet dostatecˇný pro relevantní výsledky.
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7 Návrh aplikace pro detekci plagiátu
V této kapitole je popsán návrh a implementace nového detekcˇního nástroje, jenž má za
úkol zjišt’ovat podobnost zdrojových kódu napsaných v .NET programovacích jazycích.
Mým cílem bylo navrhnout a vytvorˇit aplikaci, která by nejen splnˇovala kritéria zadání
diplomové práce, ale zárovenˇ svým výkonem nijak nezaostávala za již existujícími ná-
stroji. Navržená aplikace by meˇla sloužit k porovnání zdrojových kódu zkompilovaných
do CIL. Nespornou výhodou a zárovenˇ i du˚vodem použití CIL v této aplikaci je práveˇ
možnost porovnávat zdrojové kódy napsané v ru˚zných .NET programovacích jazycích.
Pro vytvorˇení CIL souboru˚ lze použít nástroj sady Visual Studio zvaný IL Disassem-
bler (ildasm.exe), který zpracovává prˇenosné spustitelné soubory (PE) obsahující kód in-
termediate language(IL) a vytvárˇí z nich textový soubor obsahující CIL.
7.1 Analýza požadavku˚
Aplikace má za úkol srovnat dva vstupní programy napsané v .NET programovacích
jazycích. Vstupním parametrem aplikace jsou tedy dveˇ cesty k zdrojovým souboru˚m.
První je považován aplikací za originál a druhý za podezrˇelý. Jako výstup aplikace se
zobrazí oba porovnávané soubory ve formeˇ PDG grafu˚, kde podobné podgrafy neboli
plagiáty budou oznacˇeny stejnou barvou. Dále se v rámci výstupu zobrazí porovnávané
CIL soubory, kde budou opeˇt oznacˇeny podobné nebo dokonce shodné úseky.
Funkcˇní požadavky:
• aplikace bude nacˇítat porovnávané CIL soubory z pevného disku
• aplikace bude informovat uživatele o stavu zpracování pomocí výpisu˚
• aplikace zobrazí graf podobnosti
• aplikace zobrazí podobnost CIL souboru˚
Ostatní požadavky:
• aplikace podporuje zdrojové kódy napsané v .NET programovacích jazycích
• prˇimeˇrˇená doba odezvy
• odolnost vu˚cˇi technikám plagiátoru˚
7.2 Prˇípady užití
Chování systému z hlediska uživatele je zachyceno v následujícím Use Case (US) dia-
gramu neboli diagramu prˇípadu˚ užití na obrázku 7.
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Obrázek 7: Use Case Diagram
UC1 - Nacˇtení CIL souboru˚
Uživatel zvolí CIL soubory, jež chce porovnat.
UC2 - Porovnání zdrojových kódu a vizualizace
Uživatel zvolí porovnání programu˚ a zobrazení výsledných PDG Grafu a CIL souboru˚.
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Prˇípad užití: UC1 - Nacˇtení porovnávaných souboru˚
1 Uživatel stiskne záložku “Soubor”
2 Uživatel zvolí “Porovnat CIL”
3 Aplikace zobrazí formulárˇ pro zadání cest k dokumentu˚m
4 Uživatel zadá cestu ke zdrojovým souboru˚m, které chce porovnat
5 Uživatel Stiskne tlacˇítko “Porovnat”
6 Aplikace nacˇte porovnávané soubory
7 Aplikace zobrazí tlacˇítko “Porovnej” pro zahájení porovnání a vizualizaci výsledku˚
Rozšírˇení:
3a Nejedná se o CIL soubory
1 Aplikace upozorní uživatele na nesprávneˇ zvolený soubor
2 Prˇípad užití koncˇí
Tabulka 4: UC1 Nacˇtení CIL souboru˚
Prˇípad užití: UC1 - Porovnání zdrojových kódu a vizualizace
1 Uživatel stiskne tlacˇítko “Porovnat”
2 Aplikace zpracuje nacˇtené soubory
3 Aplikace informuje uživatele o úspeˇšnosti zpracování souboru˚
4 Aplikace vytvorˇí PDG grafy obou CIL souboru˚
5 Aplikace informuje uživatele o úspeˇšnosti vytvorˇení grafu˚
6 Aplikace porovná vytvorˇené PDG grafy
7 Aplikace vypocˇte podobnost mezi grafy
8 Aplikace zobrazí PDG grafy obou porovnávaných zdrojových kódu
9 Aplikace zobrazí CIL soubory obou porovnávaných zdrojových kódu
Rozšírˇení:
2a Nacˇtený CIL soubor je chybný nebo nekompletní
1 Aplikace informuje uživatele o chybeˇ
2 Prˇípad užití koncˇí
Tabulka 5: UC2 Porovnání zdrojových kódu a vizualizace
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7.3 Diagram aktivit
Proces porovnávání zdrojových kódu˚ zachycuje diagram aktivit na obrázku 8.
Obrázek 8: Diagram aktivit
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7.4 Návrh aplikace
Cílem navržené aplikace je odhalit plagiát softwaru a to at’ již se jedná o plagiát celého
díla, nebo jen jeho cˇásti naprˇícˇ ru˚znými .NET programovacími jazyky. Aplikace navíc
musí být rezistentní vu˚cˇi plagiátorským technikám používaným k zamaskování plagiátu.
První cˇást procesu prˇestavuje prˇedzpracování, které se skládá prˇedevším z parsování
CIL souboru˚. Procesem parsování získáme CIL instrukce pro jednotlivé trˇídy, metody a
promeˇnné potrˇebné pro další fáze aplikace. Tento krok je o to jednodušší, že CIL sou-
bor na rozdíl od samotného zdrojového kódu neobsahuje uživatelsky prˇíveˇtivé avšak
pro zpracování nebo automatizaci zcela zbytecˇné informace jako naprˇíklad uživatelské
komentárˇe.
Následuje fáze zpracování instrukcí, kdy aplikace postupneˇ prochází jednotlivé in-
strukce každé metody podobným zpu˚sobem jako CIL Assembler a zpracovává je dle
jejich typu, funkce a vstupních promeˇnných. Výsledkem této fáze je kolekce trˇíd jejich
metod a sady zpracovaných instrukcí obsahujících informace o typu instrukce, vstup-
ních promeˇnných a toku dat. Z dat získaných v této fázi je následneˇ vytvorˇen PDG graf.
PDG grafy jsou v trˇetí fázi rozdeˇleny do podgrafu˚, kde jeden podgraf prˇestavuje tok
dat pro konkrétní promeˇnnou. Pro každý graf tedy platí, že pocˇet deklarovaných pro-
meˇnných je stejný jako pocˇet podgrafu˚. Každému podgrafu je vytvorˇen otisk, který obsa-
huje trˇi du˚ležité informace: typ promeˇnné, Min-Hash podgrafu a Min-Hash toku dat pro
vrcholy typu “control”.
Posledním krokem je proces samotné detekce, který je založený na nalezení MinMax
hodnoty pro dané otisky. Dle výše této hodnoty je urcˇeno, zda oveˇrˇované podgrafy jsou
plagiáty nebo ne. Pokud budou podgrafy souboru, který je aplikací vnímán jako origi-
nál, shodné s podgrafy souboru oznacˇeného za podezrˇelý pak se jedná o plagiát s po-
dobností 100%. V tomto kroku také probíhá zpeˇtné mapování podobnosti na oveˇrˇované
CIL soubory, díky cˇemuž mu˚žeme v uživatelském rozhraní prˇesneˇ videˇt, které cˇásti byly
duplikovány.
Obecneˇ lze proces aplikace popsat v neˇkolika krocích:
• Prˇedzpracování souboru˚ - rozdeˇlení CIL souboru na trˇídy, metody, parametry a
instrukce
• Zpracování instrukcí - zpracování CIL instrukcí do podoby obsahující typ instrukce,
vstupní promeˇnné, tok dat
• Vytvorˇení PDG - vytvorˇení PDG ze zpracovaných instrukcí
• Vytvorˇení podgrafu˚ a otisku˚ - vytvorˇení podgrafu˚ pro každou promeˇnnou a prˇirˇa-
zení otisku˚ dle typu promeˇnné a MinHash funkcí
• Porovnání otisku˚ - porovnání otisku˚ dle funkce MinMax
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Obrázek 9: Struktura navržené aplikace
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• Vizualizace výsledku˚ - zobrazení podobnosti otisku˚, porovnání PDG grafu˚ se zvý-
razneˇnými podobnými podgrafy a zobrazení porovnání CIL souboru se zvýrazneˇ-
nými podobnými úseky
7.5 Trˇídní diagram aplikace
Na obrázku 10 lze videˇt kompletní trˇídní diagram navržené aplikace.
Obrázek 10: Trˇídní diagram aplikace
Trˇída PlagiarismChecker prˇedstavuje ústrˇední trˇídu pro porovnání CIL souboru, je-
likož zprostrˇedkovává komunikaci s ostatními trˇídami v projektu. Z této trˇídy následneˇ
prezencˇní vrstva získává informace o mírˇe podobnosti celého grafu i jednotlivých pod-
grafu˚.
Trˇída CILParser obsahuje metody pro prˇedzpracování CIL souboru˚ a následné zpra-
cování instrukcí. Tato trˇída je prˇizpu˚sobená primárneˇ pro CIL, jelikož se jedná o soubory
s velice specifickou strukturou.
PDGCreater obsahuje veškeré potrˇebné operace pro vytvorˇení PDG grafu. Prˇi výpo-
cˇtech vychází z výsledku resp. zpracovaných instrukcí trˇídy CILParser,
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Následuje proces porovnání PDG grafu˚, který se odehrává ve trˇídeˇ CILComparator.
Nejprve jsou vytvorˇeny podgrafy pro oba porovnávané soubory, následneˇ jsou podgra-
fu˚m prˇirˇazeny otisky a práveˇ ty se v další fázi porovnávají. Trˇída obsahuje algoritmus
Hash-Min pro vytvorˇení otisku˚ a MinMax pro zjišteˇní podobnosti podgrafu˚.
Celý projekt využívá datovou vrstvu, která je, stejneˇ jako komponenta PDGGraph, z
du˚vodu znuvupoužitelnosti umísteˇna do samostatné knihovny PlaGSW.Model.
Hlavní trˇídu prezencˇní vrstvy komunikující s uživatelem v tomto prˇípadeˇ prˇestavuje
MainWindow. Obsahuje a volá metody potrˇebné pro porovnání CIL souboru˚ a zobrazení
podobnosti pomocí PDG vcˇetneˇ barevného oznacˇení podobných podgrafu˚. Vzhledem k
tomu, že aplikace pracuje se soubory CIL, nemusí uživatel specifikovat v jakém progra-
movacím jazyce byl zdrojový kód napsán. Pro porovnání stacˇí pouze nahrát dva CIL
soubory. Trˇída MainWindow využívá dále zminˇované knihovny AvalonDock a Fluent
Ribbon Control Suite. Soucˇástí prezencˇní vrstvy je také uživatelský ovládací prvek PDG-
Graph, který je, jak již bylo rˇecˇeno, z du˚vodu zprˇehledneˇní a znuvupoužitelnosti umísteˇn
do samostatné knihovny.
7.6 Grafické rozhraní
Pro úcˇely zobrazení výsledku˚ navrhované metody postacˇí jednoduché grafické rozhraní
navržené ve Windows Presentation Foundation (WPF) frameworku pro komplexní tvorbu
formulárˇových aplikací, který je soucˇástí Visual Studia od verze 3.0. Pro vytvorˇení doko-
vacích oken bude použita WPF knihovna AvalonDock, která umožnˇuje vytvárˇet jedno-
duchý dokovací systém. A v neposlední rˇadeˇ pro zprˇíjemneˇní celkového vzhledu apli-
kace bude použita knihovna Fluent Ribbon Control Suite, která umožní vytvorˇit uživa-
telské rozhraní pro WFP velmi podobné standardnímu rozhraní aplikací Microsoft Office.
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Tato kapitola pojednává o aplikacˇních algoritmech navrženého systému pro detekci plagi-
átu. Jednotlivé podkapitoly popisují algoritmy použité v aplikaci, jejich strukturu a úcˇel.
8.1 Inicializace aplikace
Prˇi prvotní inicializaci jsou nacˇteny veškeré komponenty prezentacˇní vrstvy. Teprve poté,
co uživatel zadá (do speciálneˇ pro tento úcˇel vytvorˇeného okna CompareCILWindow)
cesty k porovnávaným souboru˚m, spustí se proces porovnání CIL. Vzhledem k tomu,
že je aplikace zameˇrˇena na práci s CIL soubory jejichž struktura je pro všechny .NET
programovací jazyky spolecˇná, není potrˇeba specifikovat, v jakém konkrétním jazyce je
daný zdrojový soubor napsán.
Pro rozšírˇení aplikace o porovnání PDG grafu˚ z jiných zdroju˚ než CIL by bylo potrˇeba
vytvorˇit nový parser pro daný jazyk nebo zdroj. Na takto zpracovaný graf by pak bylo
možné použít metody trˇídy CILComparator pro porovnání podgrafu˚ a zjišteˇní podob-
nosti.
8.2 Porovnání souboru˚
Po nacˇtení programu a zvolení porovnávaných souboru˚ je spušteˇn proces porovnávaní
souboru˚. Nejprve je tedy vytvorˇena instance trˇídy PlagiarismChecker a následneˇ spuš-
teˇná její metoda CheckForPlagiarism.
public double CheckForPlagiarism(string path, string comparisonPaths)
{
var cilParser = new CILParser();
originalCil = cilParser .GetCIL(path);
var originalMainMethods = new List<IlMethod>();
var originalmainMethod = cilParser.PrepocessIL(originalCil, out originalMainMethods);
originalVertexs = PDGCreater.CreatePDGGraph(mainMethod);
cilParser = new CILParser();
comparisonCIL = cilParser.GetCIL(comparisonPaths);
var comparisonMainMethods = new List<IlMethod>();
var comparisonMainMethod = cilParser.PrepocessIL(comparisonCIL, out
comparisonMainMethods);
comparisonVertexs = PDGCreater.CreatePDGGraph(comparisonMainMethod);
var similarity = CILComparator.CompareGraphs(originalVertexs, comparisonVertexs);





Výpis 8: Metoda vracející podobnost grafu˚ resp. Cil souboru˚
Ve výpisu 8 je uvedena rˇídící metoda pro získání podobnosti grafu˚ resp. CIL souboru˚.
Metoda GetCil trˇídy CILParser nejprve nacˇte a vrátí CIL soubor v jeho surové podobeˇ.
Následneˇ dojde k prˇedzpracování CIL souboru a zpracování jeho instrukcí díky metodeˇ
PreprocessIL trˇídy CILParser, která v tomto prˇípadeˇ vrací Objekt IlMethod obsahující
hlavní metodu CIL souboru. Následneˇ je objekt IlMethod zpracován metodou CreatePD-
GGraph, která ze získaných dat vytvorˇí PDG graf. Celý tento proces se opakuje také pro
druhý soubor oznacˇený jako podezrˇelý. Poté co jsou získány PDG grafy obou souboru˚ je
spušteˇna metoda CompareGraphs trˇídy CILComparator která jak již lze z názvu vytušit,
porovnává PDG grafy a to tak, že vytvárˇí pomocí funkce MinHash otisky pro jednotlivé
grafy a pomocí funce MinMax a vrací hodnotu jejich podobnosti.
8.3 Parsování CIL souboru˚
V rámci parsování souboru˚ dochází, jak již bylo naznacˇeno výše, k prˇedzpracování CIL
souboru a následném zpracování jeho jednotlivých instrukcí.
V rámci prˇedzpracování je použito neˇkolik regulérních výrazu˚ k získání trˇíd, metod
a parametru˚ používaných v rámci testovaného projektu.
private const string regexPatternCilClass = @"\.class ((.|\ n)+?(?=end of class))";
private const string regexPatternCilNamespaceAndName = @"\.class((.|\n)+?(?= extends))";
private const string regexPatternGlobalVariable =@"\.field.∗?(\n |\. method|\. field |\. class)" ;
private const string regexPatternLocalVariable = @"\.locals init \(([^) ]∗) \) " ;
private const string regexPatternCilMethod = @"\.method((.|\n)+?(?=end of method))";
private const string regexPatternMethodHeader = @"\.method(.|\n)∗{";
private const string regexPatternMethodBody = @"(?<=\{)(.|\n)∗(?=\})"; //{(.|\ n)∗?}
private const string regexPatternMethodName = @"[^\\ ]∗\(.∗\)";
private const string regexPatternMethodRow = @"IL_[0−9]∗[a−zA−Z]∗:";
private const string regexPatternMethodLines = @"IL(.|\n)∗(?=\})";
Výpis 9: Regulární výrazy použité prˇi parsování CIL souboru
Ve výpisu 9 jsou zobrazeny základní regulární výrazy použity k získání struktury CIL
dokumentu jeho trˇíd, metod a parametru˚. Regulární výraz regexPatternCilClass získá z
CIL souboru cˇásti prˇedstavující jednotlivé trˇídy. Regulární výraz používající regexPat-
ternCilNamespaceAndName slouží k získání názvu jmenného prostoru a trˇídy. Zatímco
regexPatternGlobalVariable je výraz urcˇený k vycˇtení globálních promeˇnných trˇídy, re-
gexPatternLocalVariable slouží pro zjišteˇní lokálních promeˇnných. Dále následuje neˇko-
lik výrazu˚ pro získání informací o metodách. Naprˇíklad regexPatternMethodHeader na-
cˇte hlavicˇku metody, která v CIL souboru mimo jiné obsahuje název metody, její jmenný
prostor a promeˇnné. Jméno metody z této hlavicˇky mu˚žeme získat použitím regexPat-
ternMethodName. Zpracování teˇla metody nám umožní regexPatternMethodBody. Na-




declaration Deklarace promeˇnné nebo struktury
assignment Nacˇtení promeˇnné
call Volání metody
control If, switch, while, do-while, for
Tabulka 6: Typy instrukcí
Typ Popis
out Prˇedstavuje hlavní tok dat
in Prˇedstavuje vstupní promeˇnnou
true Prˇedstavuje pokracˇování podmínky nebo cyklu
false Prˇedstavuje pokracˇování podmínky nebo cyklu
Tabulka 7: Typy toku dat
Takto prˇipravená data dále používá metoda pro zpracování instrukcí preprocessCIL-
MethodBody, která prochází jednotlivé instrukce a dle typu a vstupních parametru˚ vy-
tvárˇí instance trˇídy IlLine, které prˇedstavují jakýsi ekvivalent pro jeden, nebo více rˇádku˚
instrukcí CIL dokumentu.
Jinými slovy, pokud instrukce pouze prˇedává hodnotu do zásobníku, vytvorˇí se pouze
instance trˇídy IlVariable a vloží se do zásobníku. Všechny ostatní instrukce, které ovliv-
nˇují tok lokálních nebo globálních promeˇnných v programu jsou prˇevedeny dle jejich
vlastností na jeden z typu˚ uvedených v tabulce 7. Ke každé takovéto instrukci je vy-
tvorˇena instance IlLine a jsou jí prˇirˇazeny parametry dle toho jaké promeˇnné byly prˇi
zpracování instrukce použity.
IL_0006: ldloc .0
IL_0007: ldc . i4.1
IL_0008: add
IL_0009: stloc .0
Výpis 10: Ukázka CIL kódu
Výše popsaný prˇípad je ilustrován na výpisu X. Instrukce IL_0006 zapisuje hodnotu
lokální promeˇnné s indexem 0 do zásobníku a instrukce IL_0007 do zásobníku prˇidá cˇísel-
nou hodnotu. IL_0008 obsahuje operátor add což znamená, že scˇítá dveˇ poslední hodnoty
uložené v zásobníku. Prˇi zpracování instrukce IL_0008, jelikož se jedná pouze o soucˇet,
který prozatím nijak neovlivnˇuje tok lokálních nebo globálních promeˇnných, bude do
zásobníku na poslední pozici uložena dvojice promeˇnných. Až instrukce IL_0009 vytvorˇí
instanci IlLine jelikož se jedná o nacˇtení hodnoty ze zásobníku do lokální promeˇnné -
tudíž zmeˇnu toku lokálních dat.
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8.4 Vytvorˇení PDG grafu
Vytvorˇení samotného PDG grafu po prˇedešlých krocích již není nic složitého. Objekty
IlLine vzniklé prˇi parsování CIL dokumentu v podstateˇ prˇedstavují vrcholy PDG grafu a
IlLine.inIlVariable a IlLine. outIlVariable prˇedstavují tok dat neboli hrany grafu.
8.5 Porovnání PDG grafu˚
Prˇed samotným porovnáním je potrˇeba rozdeˇlit graf na jednotlivé podgrafy. Pro potrˇeby
navrhované aplikace jsem zvolila jednoduchý postup, který ale nejlépe reprezentuje tok
dat v grafu. Jeden podgraf v tomto prˇípadeˇ prˇedstavuje tok dat jedné promeˇnné od její
deklarace až po prˇípadný zánik.
Takto prˇipraveným podgrafu˚m následneˇ vytvorˇí metoda CompareGraphs trˇídy CIL-
Comparator otisky. Každý z teˇchto otisku˚ je tvorˇen ze trˇech základních informací: typ
promeˇnné, MinHash podgrafu a MinHash toku dat pro vrcholy typu “control”. Typ pro-
meˇnné je du˚ležitý zejména proto, že shodné grafy s rozdílnými podtypy jsou pro apli-
kace méneˇ podobné než shodné grafy s promeˇnnými stejného typu. MinHash podgrafu
v tomto prˇípadeˇ prˇedstavuje tok dat pro jednu promeˇnnou a je tedy také pro nalezení
plagiátu nezbytný. Poslední informace obsažená v otisku MinHash toku dat pro vrcholy
typu “control” je du˚ležitá ze vzhledu na propojení jednotlivých toku˚ dat v grafu.
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9 Testování detekcˇních systému˚
Teto kapitola je veˇnována testování noveˇ vytvorˇeného detekcˇního systému. Na základeˇ
zjišteˇných poznatku˚ lze vyhodnotit jeho použitelnost, eleftivitu a prˇesnost zvolených al-
goritmu˚. Vlastní aplikace bude srovnána s již existujícím nástrojem MOSS. U ostatních
detekcˇních systému bude uvedena pouze odhadovaná úspeˇšnost jelikož nepracují s žád-
ným z programovacích jazyku˚ .NET.
9.1 Testovací data
Testovací data pochází z neˇkolika zdroju˚. První sadu dat tvorˇí umeˇle vytvorˇené programy
pro oveˇrˇení všech základních plagiátorských technik. Druhá sada obsahuje rozsáhlejší
projekty obsahující ru˚zné kombinace plagiátorských technik. Pro srovnání výsledku˚ se
soucˇasnými plagiátorskými nástroji byl zvolen MOSS jelikož dokáže zpracovat zdrojové
kódy napsané v programovacím jazyce C#.
9.2 Testovací metodika
V rámci testování nástroje MOSS je vždy použita dvojice projektu˚, kde jeden prˇedstavuje
originál a druhý plagiát. Prˇi testování vlastní aplikace jsou pak použity CIL kódy teˇchto
projektu˚. V rámci testu˚ jsou prˇedevším oveˇrˇovány následující plagiátorské techniky:
• prˇepsání cyklu˚
• zmeˇna podmínek
• nahrazení teˇla metody za volání
• prˇidání kódu
• doplneˇní komentárˇu˚
• další syntaktické zmeˇny
9.3 Výsledky testování
Dle ocˇekávání vykazuje noveˇ navržený nástroj lepší výsledky zejména u syntaktických
zmeˇn. Plagiát nezamaskují ani komentárˇe a nedosažitelný kód jelikož nejsou v CIL ob-
saženy. Výsledky nástroje MOSS jsou podstatneˇ horší. V následující tabulce lze videˇt v
kolika procentech je druhý soubor považován za plagiát.
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Popis Vlastní aplikace MOSS
prˇidání kódu navíc 100% 46%
zámeˇna cyklu for za while 100% 15%
zámeˇna podmínky if za switch 83,33% 11%
zámeˇna podmínky if za ternary if 100% 11%
zámeˇna metody v teˇle za volání if 100% 17%
zámeˇna lokální promeˇnné za globální 100% 90%
prˇidání komentárˇu˚ 100% 30%
Tabulka 8: Výsledky testování
Navržená aplikace funguje spolehliveˇ až na prˇípad zámeˇny podmínky if za switch.
Jelikož nástroj MOSS nedosáhl uspokojivých výsledku˚ na ukázkových prˇíkladech lze
ocˇekávat, že ani v komplexneˇjších programech nebude prˇíliš úspeˇšný. Srovnatelných vý-
sledku˚ by dokázal dosáhnout nástroj založený na porovnání PDG zdrojového kódu nebo




Cílem práce bylo zmapovat soucˇasné nástroje a techniky detekce plagiátu a v neposlední
rˇadeˇ navrhnout a implementovat nástroj, jež by zdokonalil proces odhalování plagi-
átu mezi programy. Na základeˇ teoretického výzkumu a analýz plagiátorských technik
byl tedy navržen nový prˇístup, jenž by meˇl být odolný vu˚cˇi základním i komplexneˇj-
ším úpravám zdrojových kódu. Narozdíl od veˇtšiny soucˇasných nástroju˚ využívá CIL
a otisky, což aplikaci umožnuje porovnávat zdrojové kódy libovolných programovacích
jazyku˚ .NET. Jelikož v dobeˇ psaní této práce nebyl k dispozici žádný verˇejneˇ dostupný
systém pro prˇevod CIL do požadovaného tvaru PDG byl vytvorˇen také prototyp parseru,
jež dokáže zpracovat základní struktury CIL kódu.
Výsledky záveˇrecˇného testování prokázaly odolnost nové aplikace vu˚cˇi základním
plagiátorským technikám a její efektivita je dokonce vyšší než u druhého testovaného ná-
stroje MOSS. Námeˇtem na rozšírˇení nebo doplneˇní této diplomové práce by tedy mohlo
být zdokonalení prˇevodu CIL na PDG grafy a aplikace vytvorˇeného nástroje na veˇtší
objem dat. Pro zvýšení využitelnosti aplikace by bylo možné také prˇidat vizualizaci pu˚-
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