The software package developed in the thesis research implements functions for the intelligent guessing of polynomial sequence formulas based on user-defined expected sequence factors of the input coefficients. We present a specialized hybrid approach to finding exact representations for polynomial sequences that is motivated by the need for an automated procedures to discover the precise forms of these sums based on user guidance, or intuition, as to special sequence factors present in the formulas. In particular, the package combines the user input on the expected special sequence factors in the polynomial coefficient formulas with calls to the existing functions as subroutines that then process formulas for the remaining sequence terms already recognized by these packages.
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The ring of polynomials in x with coefficients in the integers, Z.
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The r-order harmonic numbers, H
n := n k=1 k −r , where the first-order harmonic numbers are Introduction
Background and Motivation
The form of composite sequences involving the Stirling numbers of the first and second kinds are common in many applications. The Stirling number triangles arise naturally in formulas involving sums of factorial functions and in the symbolic, polynomial expansions of binomial coefficients and other factorial function variants. The Stirling and Eulerian number triangles also both frequently occur in applications involving finite sums and generating functions over non-negative powers of integers. These applications include finding closed-form expressions and formulas for generating functions over polynomial multiples of an arbitrary sequence.
Example I: Computing Derivatives of Stirling Number Generating Functions
If p, k ∈ N, the following modified series for the generating functions for polynomial multiples of the unsigned Stirling numbers of the first kind, denoted by n k , result in the expansions
where the derivative operator, D
z , denotes the j th derivative with respect to z of its input and the Stirling numbers of the second kind are denoted by n k . Given enough familiarity with the Stirling numbers of the first kind and some trial and error, formulas for each of the j th derivatives involved in the expansions of (1.1) are obtained by extrapolation from the first several cases of j ∈ N to obtain the finite sums
where the formulas in (1.2) may be regarded as polynomials in the function, Log(1 − z). A proof of the correctness of these formulas is then later obtained formally by induction on j.
Example II: A More Challenging Application
A more challenging, and less straightforward, example arises in attempting to find an exact, closed-form representation for the expansions of the ordinary generating function for the Stirling number sequence variant, S 
Based observations of the first several cases of these generating functions in (1.4), we rewrite the expansions of these generating functions as the sum
It is clear from examining the sequence data in (1.4) that the formulas for the polynomials, g
m (z), specified in (1.5) involve a sum over factors of the Stirling numbers of the first kind and the binomial coefficients. However, finding the precise sequence inputs in the formula for these polynomials with the correct corresponding multiplier terms in the sum is not immediately obvious from the first few example cases in (1.4). We then proceed forward seeking a formula for the polynomials, g 6) where the functions S 1 (·, ·) and Binom(·, ·) denote the Stirling numbers of the first kind and binomial coefficients, respectively, each over some unspecified index inputs to these sequence functions. After a few hours of frustrating trial and error with Mathematica, we finally arrive at a formula for these polynomials in the form of
The motivation for constructing the package routines in the thesis is to automate the eventual discovery of the formula in (1.7) based on user input as to the general template to the formula for these polynomials specified as in (1.6). The automated discovery of the first pair of less complicated formulas given in (1.2) is then also possible using the package.
High-Level Description of the Package
The Mathematica package GuessPolySequenceFormulas.m developed as a part of the thesis research implements software routines for the intelligent guessing of polynomial sequence formulas based on user input on the expected form of the sequence formulas. These functions for sequence recognition then rely on some degree of user intuition to correctly find closed-form formulas that represent the input polynomial sequence. The logic used to construct these routines is based on factorization data for the expected sequence factors of the input polynomial coefficient terms suggested by the user. The template of the polynomial sequence formulas that the package aims to recognize satisfies an expansion of the general form outlined in (1.8) where j, j 0 ∈ N, r ∈ Z + , and x is some (formal) polynomial variable that may assume different forms in the sequences input to the package routines.
The product of (triangular) sequences in the first term of (1.8) correspond to the factors of the expected user-defined sequences in the polynomial coefficient terms where the functions u i (j), i (j) are prescribed functions of the sequence index j and where the u i , i ∈ Z are prescribed application-dependent multiples of the polynomial summation index i. The functions RS i (·) in the previous equation denote the coefficient remainder terms in these polynomial formulas, which should ideally correspond to comparatively simpler sequences that are already easily recognized by existing packages discussed in Section 1.4 of the thesis below. These existing packages may be called as subroutines to recognize the sequences corresponding to the remainder terms in the input polynomial coefficients after the forms of the sequence factors expected by the user are determined by the package routines.
Plan of Attack and Aims of the Thesis Research
A significant part of the work for the thesis is a "proof of concept" implementation of the logic to find polynomial sequence formulas of the form in (1.8) based on user input of the first several terms of the sequence. In this implementation, the focus of the package development is in constructing the logic to recognize the polynomial sequence formulas in the form of (1.8). For example, in the absence of obvious, or known, algorithms for the factorization of an integer by an arbitrary sequence, the implementation of this part of the algorithm employed by the package is effectively treated as an oracle within the working source code. The construction of this type of integer factorization algorithm is motivated by the need for such algorithms in a more efficient implementation of this package. A more complete and detailed specification of these factorization routines is described in the future research topics outlined in Chapter 3. The plan is that later, once more of the machinery for generating the proposed polynomial sequence formulas is in place, optimizations to the code and the task of finding a more efficient implementation to generate the factorizations of a given integer over multiple sequence factors may be investigated further. Several examples of usage of the sequence recognition functions in the package, including figures of the Mathematica output, are given in Chapter 2. These examples provide both the working syntax of Mathematica programs that employ the package routines and serve to document the capabilities of the package current at the time of this thesis draft. There are a number of notable existing software packages and online resources geared towards guessing formulas for integer and semi-rational sequences based on the forms of the first few terms of a sequence. Notable and well-known examples include the gfun package for Maple [9] , the Rate packages for Mathematica 1 [5, pendix A], the more recently updated Guess package 2 for the FriCAS fork of Axiom which includes enhancements to the previous packages documented in [3] , and a default, built-in function, FindSequenceFunction, in Mathematica. There are still other software packages designed to perform related operations aimed at recognizing auxiliary properties such as identifying recurrence relations and generating functions for sequences freely available online 3 . The Online Encyclopedia of Integer Sequences, and its email-based SuperSeeker program, provide lookup access to a large database of integer sequences, including the integer-valued entries for the numerator and denominators of rational sequences such as the Bernoulli numbers. A more historical account of the development of software for sequence recognition is provided in [3, §2].
Polynomial and Summation Identities Involving the Stirling Numbers
Notice that in the absence of some underlying structure to a sequence (or satisfied by its generating function), guessing functions that attempt to find closed-form expressions for an arbitrary sequence by extrapolation from the input of its first few terms are inherently limited in obtaining a proof to verify the correctness of the formulas returned. The routines in many software packages and in the algorithms described in [7] are able to obtain computerized proofs or certificates for closed-form identities obtained from summations involving special functions. The correctness of formulas obtained by packages such as gfun follow if the generating function for a sequence is holonomic, or equivalently, if the sequence, say S n , itself satisfies a P -recurrence of the form
whenever n ≥ n 0 for some fixed n 0 , with r ≥ 1, and where the coefficients,
As pointed out in [2] and in [4] , unlike a number of other special sequences of interest in applications, the Stirling numbers are not holonomic, or do not satisfy a homogeneous recurrence relation of the form in (1.9), so it is reasonable to expect that existing software to guess sequence formulas should be at least somewhat limited in recognizing the exact forms of summations involving factors these sequences. The Mathematica package Stirling.m by M. Kauers is still able to find recurrences satisfied by many polynomial-like sums involving the Stirling and Eulerian number triangles in cases of many known and new summation identities. However, the example cited in Kauers' article about the package shows a seemingly simple polynomial-like summation involving the Stirling numbers of the second kind for which a recurrence relation in the form of (1.9) fails to exist [4, See §4] .
This behavior offers some explanation as to the deficiency of functions like FindSequenceFunction in recognizing formulas for sequences involving factors of the Stirling and Bernoulli numbers. We now restrict our attention to constructing software routines that recognize formulas for the class of polynomial sums of the form in (1.8) based on intelligent guesses as to the coefficient forms input by the user. In the context, the package is intended to quickly assist the user in the discovery of formulas that arise in practice, like those motivated by the examples from Section 1.1, which we then are able to prove correct later by separate methods.
Comparisons of the Packages to Existing Software Routines
The treatment of the user-defined expected sequence factors in finding formulas for input polynomial sequences is to consider these expected sequence terms as primitives in the matching formulas returned by the package. This treatment of the user-defined expected sequence factors as primitives in the search for matching formulas is analogous to the handling of the closed-form functions returned by FindSequenceFunction in Mathematica, such as for scalar or constant values, powers of (polynomials in) a variable n, factorial and gamma functions, or powers of a fixed constant, c n . For example, acceptable formulas returned by the package for the sequence of generating functions for polynomial powers of n may correspond to either of the sums in the following equation involving the Stirling numbers of the second kind, n k , or the first-order Eulerian numbers,
The forms of sequence factors of other standard sequences, including the Stirling numbers of the first and second kinds, common variants of the binomial coefficients, n k and n+m m , the Eulerian number triangles, and other triangular sequences of interest in application-specific contexts are handled similarly as primitives in the desired formulas output by the package routines.
The factorization-based approach to determine factors of expected sequences by the user in this package differs from the methods employed to recognize sequence formulas by existing sequence recognition software. Since this method relies on user direction as to what terms the sequence formulas should contain, this approach is also useful in determining formulas involving factors of difficult sequence forms that are not easily recognized by existing software packages. The package then employs a hybrid of the complementary approaches noted in [3, §1] to the search for polynomial sequence formulas. Specifically, the package routines employ existing sequence recognition functions as a subroutine to process the reminder terms in the sequence after the expected special sequence factors are identified in the coefficients of the input polynomials. The GuessPolySequenceFormulas.m package is designed to recognize formulas for polynomial sequences in one variable based on input user observations on factors of the polynomial coefficients. The public function GuessPolynomialSequence provided by the package attempts to perform intelligent guessing of closed-form summation representations for a polynomial sequence of elements, p j (x) ∈ Z [x], based on the user insights as to the coefficient factors in the end formula for the sequence and the first several polynomial terms passed as input to the function. Several particular concrete examples of uses of the package to obtain formulas and other identities involving the Stirling numbers and binomial coefficients are contained in the discussions of Section 2.2 and Section 2.3 of the thesis below.
Specification of the Package Routines and Polynomial Sequence Formulas
The primary package function GuessPolynomialSequence provided to the user is implemented in Mathematica code in such a way that it is able to handle multiple coefficient factors of sequences expected by the user. The focus of the examples provided as documentation for the package focus on the particular cases of "single-factor " and "double-factor " coefficient formulas for the input polynomials. In particular, the package search routines are of interest in obtaining sequence formulas corresponding to the following pair of summation formulas:
The polynomials in (2.1) and (2.2) correspond to the single-factor and double-factor sequence formula templates, respectively. In the previous equations, j, j 0 ∈ N, u i , i ∈ Z, the functions u i (j) and i (j) denote some prescribed application-dependent functions of the sequence index, and the form of the remaining sequences in the polynomial coefficient formulas are denoted by the functions RS 1 (·) and RS 2 (·). The package formula search routines only currently handle linear functions of the summation index inputs. Also notice that it is assumed that at least one of the RS i (·) sequence functions is identically one, and that a formula for the remaining function is either easily obtained by an existing sequence recognition routine such as Mathematica's FindSequenceFunction function, or may be later identified with a relevant entry in the Online Encyclopedia of Integer Sequences database [10] .
Special Triangular Sequence Factors Supported by the Package
The built-in subpackage GuessSequenceData.m included with the current package source code provides an "out of the box" implementation of several triangular sequences of interest in my research and that are important in motivating the development of this package. In the current implementation of the package, these user-specified sequences identified in the package routines include factors of the (signed and unsigned) Stirling number triangles, variations of triangular sequences derived from the binomial coefficients, and the first and second-order Eulerian number triangles defined recursively as in [2, §6.1, 6.2] [6, c.f. §26.8, 26.14]. Each of these respective sequences correspond to special cases of the following triangular recurrence relation where α, β, γ, α , β , γ ∈ Z [2, §5, §6.1-6.2]:
Mathematica provides several standard, built-in functions for the (signed) Stirling numbers of the first and second kinds, and for the binomial coefficients. The related Mathematica package Stirling.m authored by Manuel Kauers 1 further extends the default functions for the Stirling numbers and defines additional functions that implement the Eulerian number triangles of both orders [4] .
Some Restrictions on the Form of the Input Polynomials
The package function GuessPolynomialSequence is designed to find formulas for polynomials, p j (x), whose coefficients are integer-valued. The guessing function is, however, able to find formulas for semi-rational polynomial sequences in Q [x] provided that the first several terms of the sequence input to the function GuessPolynomialSequence are normalized by a user guess function, U guess (j, i), as described in Section 2.2.3 of the thesis below. The difficulties in handling formulas for polynomials with rational coefficients arise in determining strictly integer-valued factors of rational-valued coefficient forms. These implementation issues are outlined in Section 3.2.1. Several suggestions for transformations that pre-process polynomials with rational coefficients are also suggested in the section as features to be implemented in a future revision of the package.
Installation and Usage of the Package Routines 2.2.1 Installation

Mathematica Package Installation
The package requires a working installation of Mathematica and a copy of the two source files GuessPolySequenceFormulas.m and GuessSequenceData.m provided on the SageMathCloud project page at the URL listed in the next section. To load the package under Linux, suppose that the package files are located in~/guess-polys-pkg. The package is then loaded by running <<"~/guess-polys-pkg/GuessPolySequenceFormulas.m" A graphical summary of the short description and revision information for the package is printed when the package is successfully loaded from within a Mathematica notebook.
Sage Package Installation
The Mathematica package routines accompanying the original Master's thesis manuscript from 2014 now have a counterpart in the open-source SageMath application. The Python source code to this updated software for the Sage environment is freely available for non-commercial usage online at https://github. com/maxieds/GuessPolynomialSequences. Provided that there is a correctly functioning version of Sage, or a user account on the SageMathCloud servers, installation of the package is as simple as copying all of the Python, or *.py, files into the current working directory for Sage.
Typical Usage
The examples given in this section illustrate both the syntax and utility of the sequence recognition routines provided by the package functions. Notice that the formulas returned by the function are pure functions in Mathematica with three ordered parameters: 1) The polynomial sequence index; 2) An input variable that denotes the summation index of the formula; and 3) A parameter that specifies the polynomial variable. The graphical printing of the formula data provided in the figures given in this section is disabled by setting the runtime option PrintFormulas->False. The runtime option FSFFunction is also available to replace the default Mathematica function FindSequenceFunction by an alternate sequence handling function to process the formulas for the remaining sequences in the polynomial coefficient terms, as well as the formulas for the coefficient indices in the polynomial index j and the upper index of summation in (2.1) and (2.2). The most common and useful of these option settings are documented in the examples below and in the sections of this chapter.
Examples: Coefficient Factors Involving the Stirling Numbers of the First Kind
Consider the following pair of sums resulting from the expansions of the binomial coefficients as polynomials in n 
Example: Multiple Polynomial Sequence Formulas Derived from Symmetric Sequences
The package sequence recognition routines are able to find formulas for polynomials involving the binomial coefficients, n k , and the first-order Eulerian numbers, n m . These sequences both have symmetry in each row of the corresponding triangles that satisfy the following pair of reflection identities where
The examples given in this section demonstrate the multiple formulas obtained by the package for polynomial sequences involving these triangles that result from the coefficient symmetry noted in the forms of the previous equation. The first example corresponds to an identity involving squares of the binomial coefficients and the derivative operator,
, of a function, F (z), whose j th derivative with respect to z exists for some j ∈ N. In particular, suppose that the function F (z) denotes the ordinary generating function of the 
! n! f n , satisfies the formula
Notice that a proof of the formula given in (2. The second example cited in this section focuses on the second expansion in (2.6) given in terms of the Eulerian number triangle. Figure 2 .7 shows the output of the package on the second polynomial sequence scaled by a multiple of (1−z) m+1 . As with the first example, the row-wise symmetry in the Eulerian number triangle results in the two separate formulas in the figure.
Examples: Two-Factor Polynomial Sequence Formulas
The examples cited in this section correspond to the two-factor polynomial sequence formulas in the form of (2.2). The first example given in Figure 2 .9 shows the output of the package function GuessPolynomialSequence for a formula involving the Stirling numbers of the first and second kinds. The second example given in Figure 2 .10 shows the pair of formulas output for a sequence formula involving the Stirling numbers of the first kind and the binomial coefficients. The use of the runtime option IndexOffsetPairs in both of these examples is explained in more detail by Section 2.2.4.
User Guess Functions
The guessing routines implemented in the package rely on some intuition on the part of the user to determine a general template for the end formulas for an input polynomial sequence with coefficients over the integers. The user may specify an additional "user guess function" that is employed by the package to pre-process the coefficients of the polynomial sequence terms passed to the function GuessPolynomialSequence . This construction allows semi-rational, and even non-polynomial functions in the input variable to be processed by the package functions.
Example: A Second Formula for the Falling Factorial Function
A first example of the syntax for guessing the polynomial expansions of the binomial coefficient identity from (2.3) is provided in Figure 2 .11. Notice that this example is similar to the first form of the sequence formula computed by the package in Figure 2 .1, except that in this case the input sequence is not normalized by a factor of k to make the polynomial coefficients strictly integer-valued. A similar computation is employed to discover an analogous sum for the non-normalized sequence formula corresponding to the rising factorial function from Figure 2 .3.
Example: An Exponential Generating Function for the Binomial Coefficients
A sequence of exponential generating functions for the symmetric form of the binomial coefficients, 
A proof of this identity is given using Vandermonde's convolution identity for the binomial coefficients [2, §Table 174; §5.2; c.f. eq. (5.22)]. Figure 2 .13 shows a use of the package to guess the formula in (2.7) by providing a user guess function that effectively removes the factor of e z in the expected formula, and that cancels out the coefficient factors of 1/s! to produce an input sequence with integer coefficients.
Troubleshooting Possible Issues
Inputting an Insufficient Number of Sequence Elements
There are a couple of issues that can arise in running the package routines when too few values of the sequence are passed to the GuessPolynomialSequence function. The first of these is that FindSequenceFunction may require a lower bound on the number of sequence values necessary to compute formulas for the remaining sequence terms. This can occur, for example, when the remaining sequence is a polynomial in the summation index. Another quirk of Mathematica's built-in FindSequenceFunction is that it may return a sequence formula matching a recurrence relation that is actually accurate for the few sequence elements input to the function. An example of this behavior is illustrated by the output given in Figure 2 .15. In most cases, the problem is resolved by simply passing more polynomials from the sequence, usually at least 6, but possibly 8 or more elements from the sequence. The package is configured to warn users when less than 6 initial terms are input to the function with no matching formulas.
Number of Rows for the Expected Triangular Sequence Factors
In some cases, the package functions may not be able to obtain a formula for an input sequence due to an insufficient setting for the number of rows to consider for the expected triangular sequence factors. The runtime option to change the number of rows used to detect the factors of the expected triangular sequence is TriangularSequenceNumRows (the current default setting is TriangularSequenceNumRows->12). Figure  2 .16 provides an example involving the Stirling numbers of the second kind where the upper index of the sequence depends quadratically on the polynomial index j. In this example, the package routines are unable to obtain a formula when the runtime option is reset to TriangularSequenceNumRows->24, but correctly finds the sequence formula by setting the option to the higher value of TriangularSequenceNumRows->72. Notice that choosing a significantly higher default setting for this option may result in much slower running times, especially if the expected triangular sequence factors contain a large number of 1-valued entries, for example, as in the Stirling numbers of the first kind, binomial coefficient, and first-order Eulerian number triangles.
Handling Long Running Times with Multiple Sequence Factors
The package function GuessPolynomialSequence is able to return sequence formulas in the single-factor form given in (2.1) in a reasonable amount of running time. As suggested in the double-factor sequence examples of the form in (2.2) from Figure 2.9 and Figure 2 .10, the runtime option IndexOffsetPairs is needed to speed-up the running time for the computations involved in these sequence cases. The IndexOffsetPairs option is defined as a list of lists of the form 8) where r ≥ 1 denotes the expected number of sequence factors involved in the search for the sequence formulas by GuessPolynomialSequence. In the examples cited in Figure 2 .9, Figure 2 .10, and in the template form of (2.2), the value of r corresponds to r := 2. For a fixed choice of r ≥ 1, each element of the list defined by IndexOffsetPairs passed in the form of (2.8) corresponds to a search for a sequence formula of the form
Thus resetting the value of this option at runtime can speed-up the search for matching formulas in the cases of multiple expected sequence factors, especially compared to the number of index offset pairs resulting from the default enumeration of these pair values.
More Examples of Polynomial Sequence Types Recognized by the Packages
The examples cited in this section are intended to document further forms of the polynomial sequence types that the package is able to recognize. These examples include handling polynomial sequence formulas that depend on arithmetic progressions of indices, coefficients that contain symbolic data, and examples of sequence formulas obtained by the package routines when the expected sequence factors do not depend on the summation index, i.e., when the factors only depend on the polynomial sequence index.
Example: Arithmetic Progressions of Coefficient Indices
The package function GuessPolynomialSequence can be configured to search for sequence formulas involving arithmetic progressions of the summation index, f (j)+ai, for values besides a := ±1 by resetting the runtime option IndexMultiples. The default setting of this option is IndexMultiples->{0,1}. Figure 2 .17 provides an example of recognizing sequence formulas involving squares of the binomial coefficients where the upper index of the triangle does not depend on the summation index (a setting of a := 0) and where the lower triangle index involves an arithmetic progression of the summation index with a := ±3. Related sequence formulas are recognized by setting the runtime value of this option to a list of test values that is some subset of the natural numbers. Notice that if the list of values for the option IndexMultiples does not contain 0, the package routines will not find formulas like those given in Figure 2 .17 where the upper index of the expected triangle factors only depends on the polynomial sequence index (j in the figure examples).
Examples: Formulas Involving Symbolic Coefficient Data
The function GuessPolynomialSequence can be configured to search for formulas where the input coefficients of the polynomial sequence contain non-numeric factors of symbolic data through the runtime option AllowSymbolicData. Figure 2 .21 cite two additional examples of sequence formulas that the package is able to recognize when the triangular sequence factors expected by the user do not depend on the summation index, i, only the polynomial sequence index, j. In the first example given in Figure 2 .20, the expected binomial coefficient factor corresponds to a polynomial in j. In the second example given in Figure 2 .21, the expected Stirling number factor corresponds to an expansion in terms of r-order harmonic numbers, H
j+2 , that is reported as the factor of the original Stirling number sequence.
Examples: Recogntion of Other Polynomial Sum Identities with the Sage Package Implementation
Example: A Legendre Polynomial Identity Involving Squares of the Binomial Coefficients A finite polynomial sum over the squared powers of the binomial coefficients is expressed through the Legendre polynomials, P n (x), and its ordinary generating function in two variables in the following forms [6, §18] :
Alternately, we may obtain information about a closed-form sum for the Legendre polynomials over these polynomial inputs to the sequence through a known recurrence relation for the sums, The sequences in the previous equation are normalized by multiplying each polynomial, S m (n), by the least common multiple of the denominators of each coefficient of n k+1 in the formula. Then assuming access to the lookup capabilities of the Online Encyclopedia of Integer Sequences database, which contains sequence entries for both integer sequences of the numerators and denominators of the Bernoulli numbers, obvious factors, of say 691, are recognized to process the full formulas for the sequences of S m (n) over Q[n].
Polynomial Expansions With Respect to a Suitable Basis
The discussion given in [5, Appendix A] related to the implementation of the Rate package for Mathematica states a useful observation that may be adapted to the polynomial formula searches local to this package. Specifically, expressing input polynomial sequences with respect to a "suitable" basis, like shifted factorial functions or polynomial terms expressed by binomial coefficients, allows for recognition of sequence formulas that are not apparent in the default expansions of the polynomial sequence variable. Several examples relevant to adapting this idea in the context of the factorization-based approach in this package include the following polynomial sequence expansions [2, Ex. 6.78; §6.2; Ex. 6.68]: These sequences provide applications related to the polynomial expansions of the Catalan numbers (in n), the Stirling convolution polynomials, σ n (x), and the second-order Eulerian numbers, n m , respectively.
Future Research Topics
The next sections discuss several topics for future research suggested by the implementation of the software package for the thesis. These future research topics include a new variation of integer factorization algorithms motivated by the factorization-based approach to handling the user-defined expected sequence factors in the package routines, as well as additional topics for future exploration to extend the current capabilities of the univariate polynomial sequence recognition in the package. The extension of the current package functionality to recognizing polynomials in a single variable with rational-valued coefficients is already considered in Section 3.2 of the thesis above.
Sequence-Based Integer Factorization Algorithms
The treatment of the user-defined expected sequence factors as "primitives" in the formulas returned by the package functions motivates the construction of a class of integer factorization algorithms formulated briefly in the discussion below. Much like computing the prime factorization of an arbitrary integer, this class of algorithms should compute the decomposition of an integer into a product of elements over some specified set of integer sequences where the elements of these sequences are treated as "atoms" in the factorization returned by the procedure. Stated more precisely: given an integer i (or some set of integer-valued polynomial coefficients) and a list of k integer sequences, {S 1 , S 2 , . . . , S k }, we seek the most efficient way to decompose the integer into all possible products of integer factors of the form
where the factor f i belongs to the sequence S i (for each 1 ≤ i ≤ k), and where the remaining factor term, r, is reserved for later processing. The computation of the list of all factors of the form in (3.1) can be computed over some specified number of elements of each sequence, or a fixed number of rows for the case of a triangular sequence, S i . It seems reasonable to expect that such an algorithms must employ the prime factorizations of the individual factor sequences, F i . We also seek a solution in the general case, though of course it may be possible to derive sequence-specific procedures, say, to recognize factors of the Stirling number or binomial coefficient triangles. The need for this type of factorization is apparently new, as searches for such subroutines to employ within the package returned no useful known results, though it is possible that there are existing prime factorization algorithms that may be especially well-suited, or adapted, to this purpose. This required factorization procedure is handled as an inefficient implementation of an oracle of sorts within the current implementation of the Mathematica package.
