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Povzetek
Naslov: Optimizacija procesa prevajanja spletne aplikacije
Avtor: David Rudman
V spletnih aplikacijah prihaja do neustreznih prevodov zaradi slabega
vpogleda v končni rezultat zapisov, ki jih je uredil prevajalec. Prevajalec
prejme datoteko z vsebinami, ki se nahajajo na spletni strani. Ko vsebino
prevede iz obstoječega v zahtevani jezik, jo posreduje razvijalcu, ki jo nato
vključi v spletno aplikacijo. Spletno stran nato pregleda in preveri ali so
pravilni prevodi, dolžine in oblike tekstov. Pogosto pride do napak v pre-
vodih, ali pa so prevodi predolgi in je potrebno preoblikovati besedilo. V
tem primeru se postopek prevajanja ponovi. V okviru diplomskega dela smo
razvili knjižnico, ki prevajalcem omogoča sproten pregled vsebin v zahteva-
nem jeziku. Preizkusili smo jo na spletni aplikaciji Apollo. Sestavljena je
iz predstavitvenega dela in iz aplikacije, ki je izdelana v ogrodju Angular.
Knjižnica omogoča prevajanje besedila v brskalniku testne verzije. S klikom
na zapis, ki se pretvori v vnosno polje za urejanje, je omogočen vpis prevoda.
Po končanem prevajanju določenega besedila prevajalec klikne izven polja
besedila ter tako shrani prevod v lokalno shrambo. Ko zaključi s prevaja-
njem, lahko datoteko z vsemi prevodi v formatu JSON posreduje razvijalcem,
ki jo nato vključijo v aplikacijo in omogočijo prikazovanje novih prevodov na
spletni strani. Knjižnica izbolǰsa in pospeši delo prevajalcev, ker lahko v
brskalniku sproti pregledujejo izgled in prevedene vsebine.
Ključne besede: spletna aplikacija, knjižnica, prevajanje, ogrodje Angular.

Abstract
Title: Optimizing the web application translation process
Author: David Rudman
While developing web applications, inadequate translations are provided
due to poor overview of the final records provided by the translator. The
translator receives a file with contents located on the web pages. When the
file of records is translated into the required language, it is submitted to the
developer, who then adds translations to the web application. The web page
is after that checked for correct translations, the structure and style of the
page. Often, bad translations occur, the records are too short, or even too
long. In that case, the translation process needs to be repeated. As a part of
our thesis, we developed a library, that allows translators to see up-to-date
review. The library was tested on the Apollo, invoicing web application.
The solution consists of the presentation part and the web application part
developed with an Angular framework. The library makes the record on the
website translatable in the browser of the test environment. By clicking on
the record, it is converted to an input field, where the text can be edited.
After that, the translation is saved in the local storage. It can be downloaded
in the JSON file format and sent to developer, who adds the file to the web
application. The library improves and speeds up the work of translators by
enabling them to see the full review of translated web page.




Ob razvoju spletne aplikacije se velikokrat pojavi potreba po večjezičnem
uporabnǐskem vmesniku. Prevajanje spletne aplikacije ni enkratno opravilo,
temveč ponavljajoč se proces, še toliko bolj pa je opazen ob agilnem razvoju.
Ob vsaki dodani funkcionalnosti dobimo tudi nove besede, nize, gumbe, po-
javna okna, ki morajo biti prevedena v več jezikov. Postopek je še toliko bolj
obsežna ob dodajanju novega jezika. Za prevajanje spletne aplikacije morajo
biti prisotni prevajalci, saj razvijalci pogosto nimajo ustreznega znanja tujih
jezikov, da bi sami prevedli aplikacijo.
Razvijalci zato pripravijo aplikacijo tako, da se lahko v datoteko na pre-
prost način izvozi vse nize, ki so v aplikaciji. Datoteko nato pošljejo pre-
vajalcem, ki pa imajo nato težko nalogo, in sicer prevesti aplikacijo brez
vizualnega konteksta. Pri prevajanju imajo pred seboj sezname nizov, ki pa
niso nujno v ustreznem vrstnem redu. Beseda ima lahko v enem jeziku v
različnih kontekstih različne pomene, zato težko pravilno prevedejo vse nize
in besede. Ko prevajalci prevedejo datoteko s ključi in vrednostmi prevodov,
jo posredujejo razvijalcem. Razvijalci datoteko s prevodi dodajo v spletno
aplikacijo, aplikacija pa gre v fazo testiranja. Če je vse pravilno gre lahko
aplikacija v naslednjo fazo, vendar pogosto pride do napak v prevodih. Ci-
kel izmenjave datotek se med razvijalci in prevajalci nadaljuje še nekaj časa,
preden gre aplikacija lahko v naslednjo fazo.
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Za poenostavitev in pospešitev dela prevajalcev smo razvili knjižnico, ki
jo razvijalci dodajo na spletno stran oziroma v spletno aplikacijo. Način
dodajanja je odvisen od tipa aplikacije in ogrodja v katerem je aplikacija
narejena. Knjižnica je dodana v preizkusni aplikaciji, povezavo in dostope do
le te pa razvijalci posredujejo prevajalcem. Prevajalcem omogoča prevajanje
in spreminjanje besedila spletne aplikacije s klikom na besedilo, ki se pretvori
v vnosno polje ter tako vidijo kako je umeščeno na spletno stran. Pred tem
so besedilo prevajali v zunanjih datotekah, brez vizualnega konteksta. Ko
uporabnik zaključi s prevajanjem, ima v stranski vrstici na voljo gumb za
prenos datoteke s prevodi. Ob kliku se odpre standardno pojavno okno
brskalnika za shranjevanje datotek. Datoteka vsebuje vse prevode, ki jih je
prevajalec prevedel, datoteko pa se posreduje razvijalcu, da jo nato vključi
v aplikacijo. Delovanje knjižnice je prikazano na spletni strani, ki vsebuje
statične dokumente HTML (Hypertext Markup Language) ter aplikacijo za
izdajanje računov. Aplikacija je napisana v ogrodju Angular.
Poglavje 2
Uporabljene tehnologije
Knjižnica je bila napisana v jeziku TypeScript, ki je nadmnožica jezika Ja-
vaScript. Kot urejevalnik besedila je bilo uporabljeno orodje Visual Studio
Code, ki je po mnenju mnogih najbolǰse orodje za urejanje jezika TypeScript.
Za prikaz vsebine smo uporabili jezik HTML ter ga oblikovali s predlogami
CSS (Cascading Style Sheets). Programska koda je napisana v jeziku Type-
Script, prevedena z orodjem Webpack, preko slednjega pa smo tudi povezali
HTML in CSS s kodo TypeScript. Rezultate našega dela smo pregledovali v
brskalniku Google Chrome. Za hranjenje izvorne kode smo uporabili orodje
Git.
2.1 JavaScript
JavaScript [11] je lahek objektni skriptni programski jezik. Najbolj razširjeno
se uporablja na spletnih straneh, kjer s pomočjo jezika JavaScript stran na-
redimo dinamično. Čeprav se primarno uporablja v brskalnikih, JavaScript





TypeScript [15] je odprtokodni programski jezik, ki ga je razvilo in ga tudi
vzdržuje podjetje Microsoft. Je striktna sintaktična nadmnožica jezika Java-
Script, kateremu dodaja statične tipe. Ker je jezik TypeScript nadmnožica
jezika JavaScript, je vsak JavaScript program veljaven TypeScript program.
Jezik TypeScript se prevede v JavaScript kodo s prevajalniki, kot so Type-
Script Checker, Babel itd. TypeScript se lahko uporablja tako za razvoj
strežnǐskih aplikacij, kot tudi aplikacij na strani uporabnika. Namenjen je
predvsem razvoju obsežnih aplikacij, ker se z dodatki kot so razredi, tipi,
maske, moduli in ostalimi konstrukti poenostavi razvoj.
2.3 Git
Git [9] je brezplačno in odprtokodno orodje ter eno ključnih orodij pri ra-
zvoju programske opreme. V svojem bistvu je sistem za nadzor različic, s
katerim nadzorujemo spremembe dokumentov ali kode. Prednost sistema je
v tem, da omogoča sodelovanje večjega števila razvijalcev na istem projektu,
obenem pa v vsakem trenutku omogoča obnovitev kode na preǰsnje – zgo-
dneǰse stanje. Obnovitev kode na preǰsnje stanje lahko razvijalcem precej
poenostavi razvoj, saj lahko sedanjo kodo primerjajo s preǰsnjimi različicami
in v primeru težav lažje izsledijo njihov vzrok. Najbolj razširjena platforma,
ki omogoča gostovanje sistema za upravljanje z izvorno kodo Git je platforma
Github.
2.4 Visual Studio Code
Visual Studio Code [16] je urejevalnik izvorne kode. Razvilo ga je podjetje
Microsoft za platforme Windows, Linux ter macOS. Omogoča podporo za
razhroščevanje, ima vgrajeno podporo sistema za upravljanje s kodo Git,
samodejno zaključevanje kode, označevanje kode ter preoblikovanje kode.
Je visoko prilagodljiv, omogoča spreminjanje teme, bližnjic na tipkovnici
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ter uporabnikom omogoča razvoj razširitev, ki povečajo nabor zmožnosti
urejevalnika.
2.5 Google Chrome
Google Chrome oz. Chrome [4] je spletni brskalnik. Razvilo ga je podje-
tje Google za platforme Windows, macOS, Linux ter Android. Je trenu-
tno najbolj razširjen spletni brskalnik. Ima zelo dobro podporo za razvi-
jalce. Omogoča popravljanje kode v brskalniku, popravljanje izgleda sple-
tnih strani, razvoj za mobilne naprave, pregled zahtev HTTP (HyperText
Transfer Protocol) spletne strani ter optimizacijo spletnih strani.
2.6 Webpack
Webpack [17] je odprtokodno orodje, ki omogoča združevanje modulov na-
pisanih v jeziku JavaScript. Z dodatnimi vtičniki omogoča združevanje tudi
ostalih modulov, kot so npr. datoteke HTML, datoteke s stili in slike. Po-
leg tega omogoča tudi zaganjanje določenih ukazov, kot je prevajanje jezika
TypeScript v jezik JavaScript.
2.7 HTML
HTML [10] je označevalni jezik za izdelavo spletnih strani. Predstavlja
osnovo spletnega dokumenta. Poleg prikaza dokumenta v spletnem brskal-
niku se z njim hkrati določi tudi zgradba in semantični pomen posameznih
delov dokumenta.
2.8 CSS
CSS [5] so predloge, predstavljene v obliki preprostega slogovnega jezika, ki
skrbi za izgled spletne strani. Z njimi določamo stile v dokumentih HTML.
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Določimo lahko barve, odmike, postavitev, animacije, efekte, obrobe porav-
nave in še vrsto drugih vizualnih značilnosti.
Poglavje 3
Prevajanje spletne aplikacije
Prevajalci imajo ob prevajanju vsebin na voljo sezname raznih besed, stavkov
ter paragrafov, ki so zapisani v drugih obstoječih jezikih spletne aplikacije.
Pri prevajanju spletne strani Apollo so imeli na eni strani ključ prevoda,
predstavljen kot besedo ali paragraf v angleškem jeziku, na drugi strani pa
besedilo, ki se smatra kot prevod ključa v slovenskem jeziku. Primer besedil,
ki jih je potrebno prevesti in zapisati na desni strani, je prikazan na sliki 3.1.
Slika 3.1: Primer seznama, ki ga prevajalci dobijo v prevod
Prevajalci so na pamet prevedli datoteko, brez spletne strani ali aplikacije,
nato pa so prevode posredovali razvijalcem. Ti so jih vključili na spletno
stran, nato pa so prevajalci preverili njeno obliko in vsebino s prevedenimi
besedili. Primer prevedenih vsebin, ki so bile zapisane v datoteki, je prikazan




Slika 3.2: Primer seznama, ki vsebuje prevode
Pri takšnem načinu pogosto pride do netočnosti prevodov, ker prevajalci
nimajo celotnega konteksta strani in imajo lahko besede drugačen pomen,
glede na besedilo v podanem in prevedenem jeziku. Takšen način prevajanja
je zelo zamuden. Delo prevajalcev bi bilo hitreǰse in kvalitetneǰse, če bi videli,
kje je umeščena beseda oziroma besedilo, ki ga prevajajo.
V diplomskem delu je predstavljena rešitev, ki prevajalcem spletnih strani
in aplikacij ter razvijalcem zagotavlja hitreǰsi in enostavneǰsi proces. Razvi-
jalci namesto besedil in prevodov v aplikacijo vstavljajo ključe. Nato pripra-
vijo datoteke s ključi, ki jih posredujejo prevajalcem. Naloga prevajalcev pa
je vnesti prevode za ključe. Obstajajo programi, v katere se uvozi datoteke s
prevodi, program pa pregledno prikazuje ključe ter njihove prevode. Primer
takega programa je BabelEdit [3], kot je prikazano na sliki 3.3.
Večjezične aplikacije v svoji kodi nimajo dejanskih besedil in tekstov,
ampak namesto teksta tam stoji ključ. V posebnih namenskih jezikovnih
datotekah so ti ključi povezani z besedilom. V odvisnosti od delovanja apli-
kacije in oblike prevajalne knjižnice imamo lahko ločene datoteke za vsak
jezik, lahko pa imamo eno datoteko, v kateri ključ kaže na prevod za vsak
jezik. Ko aplikacija prikazuje vsebino, se ključ zamenja z besedilom iz prej
omenjenih datotek.
Obstajajo različni formati datotek za prevajanje. Najpogosteǰsi so:
• XLIFF [7] je format, ki temelji na obliki zapisa datoteke XML. Je
standard, ki določa način prenosa podatkov o lokalizaciji med orodji in
platformami. Primer formata XLIFF je prikazan na sliki 3.4.
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Slika 3.3: Primer programa za urejanje jezikovnih datotek, BabelEditor
Slika 3.4: Primer zapisa XLIFF za prevod iz angleškega v španski jezik.
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• getText [8] je format, ki je nastal v sklopu orodij za internacionali-
zacijo in lokalizacijo. V začetku se je uporabljal za pisanje večjezičnih
programov na operacijskih sistemih Unix. Primer formata getText je
prikazan na sliki 3.5.
Slika 3.5: Primer formata getText za prevod iz angleškega v nemški jezik.
• JSON [12] je format za izmenjavo podatkov, ki izvira iz JavaScript
objektov. Je enostavno berljiv ter lahek za prevajanje s strani naprav.
Obstajajo tri osnovne oblike JSON zapisov:
– Namespaced JSON vsebuje gnezdene objekte, ki hierarhično
predstavljajo prevode. Iz ključev se lahko razbere, kje se na strani
uporablja besedilo. Primer je na sliki 3.6.
Slika 3.6: Primer zapisa Namespaced JSON
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– Flat JSON vsebuje celoten ključ kot ID prevoda. ID uporablja
pike za predstavitev hierarhije prevodov. Tudi tukaj se iz ključev
lahko razbere mesto, kjer se na spletni strani uporablja besedilo.
Primer je na sliki 3.7.
Slika 3.7: Primer zapisa Flat JSON
– Plaintext JSON vsebuje izvorni jezik kot ID prevoda. V takem
zapisu se ne da razbrati, kje na strani oziroma v aplikaciji najdemo
besedilo. Primer je na sliki 3.8.




Končni cilj diplomske naloge je bil izbolǰsanje prevajanja spletne strani Apollo.
Sestavljena je iz dveh delov, iz predstavitvenega dela ter iz aplikacije. Primer
strukture je prikazan na sliki 4.1.
Slika 4.1: Struktura splete strani www.getapollo.io
Knjižnico smo najprej razvili za predstavitveni del spletne strani, nato
pa smo jo nadgradili še za uporabo s spletno aplikacijo. Apollo je spletna
aplikacija, ki omogoča izdajanje, urejanje, pošiljanje računov, predračunov,
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avansov ter ostalih dokumentov. Omogoča tudi davčno potrjevanje računov
in integracije z raznimi platformami ter vodenje zaloge.
4.1 Statični predstavitveni del
Predstavitveni del aplikacije zajema blog ter opis in predstavitev aplikacije.
Je javno na voljo vsem obiskovalcem spletne strani. Dokumenti HTML se
strežejo iz strežnika Node.js, ki je izvajalno okolje za jezik JavaScript. Vse-
buje vse potrebne funkcionalnosti za izvajanje jezika JavaScript kot program.
Namenjen je pisanju visoko razširljivih spletnih aplikacij. Dokumenti HTML
so ustvarjeni z jezikom EJS (Embedded JavaScript). Namenjen je pisanju
predlog HTML v jeziku JavaScript. Ob zahtevku po neki spletni strani na
predstavitvenem delu dobimo dokument HTML, ki je bil s pomočjo orodja
Webpack preveden iz jezika JavaScript.
4.1.1 Iskanje tekstov za prevajanje
Iskanje tekstov za prevajanje je bil prvi izziv. Za čim enostavneǰso uporabo
knjižnice, ki ne bi zahtevala dodatnih sprememb v aplikaciji oziroma na sple-
tni strani, je bila začetna ideja samodejno poiskati vse nize v dokumentu in
jih uporabiti kot ključe za prevajanje. Spletne strani, oziroma dokumenti
HTML so sestavljeni iz značk HTML, ki v našem primeru vsebujejo ključe
oziroma tekste prevodov. Značke so predstavljene kot vozlǐsča v objektu ime-
novanem drevo DOM (Document Object Model) [6]. Za iskanje elementov
po drevesu DOM se uporablja objekt TreeWalker
¯
. Objektu se kot parameter
poda začetno vozlǐsče ter metoda, ki vsebuje kriterije za filtriranje vozlǐsč.
Primer podajanja začetnega vozlǐsča je prikazan na sliki 4.2. Objekt Tree-
Walker se sprehodi po vseh vozlǐsčih, ki so povezana s podanim vozlǐsčem in
vrne vsa vozlǐsča, ki ustrezajo podanim kriterijem. Njegovo uporabo smo pre-
izkusili s iskanjem dveh tipov vozlǐsč. Vozlǐsča tipa SHOW_ELEMENT poǐsčejo
vsa vozlǐsča, tudi vozlǐsča, ki nimajo teksta, ter elemente, ki so starši drugim
elementom s tekstom. Ta rešitev ni ustrezna, ker dobimo poleg ustreznih
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tekstov, tudi tekste, ki nimajo pomena, nevidne znake itd. Pri tekstovnih
vozlǐsčih tipa SHOW_TEXT pa imamo težavo, ker ne dobimo sklica do elementa,
kjer smo našli tekst. Tako ni bilo mogoče efektivno prikazati konteksta za
besedilo, ki se ga prevaja, poleg tega pa lahko pride do nepričakovanih rezul-
tatov, zaradi vozlǐsč, ki vsebujejo nevidne znake ali prazne tekste.
Slika 4.2: Iskanje elementov v drevesu DOM z objektom TreeWalker
Nize lahko ǐsčemo tudi s funkcijo Document.querySelector. To je me-
toda, kateri se kot parameter poda veljaven izbiralnik CSS (CSS selector),
vrne pa seznam vseh elementov, ki ustrezajo pogojem izbiralnika. Zato
smo elementom, ki vsebujejo ključe in jih želimo prevajati, dodali atribut
data-translate-live, ki smo ga nato podali tudi metodi. Metoda nam
vrne vse elemente, ki vsebujejo ključe prevodov. Elemente hranimo v spo-
minu brskalnika, da se lahko kasneje ob preverjanju ključa sklicujemo na
element in ga po potrebi modificiramo.
4.1.2 Uporabnǐski vmesnik
Ob inicializaciji knjižnice moramo podati tudi poseben element, v katerem
se ustvari vse elemente potrebne za delovanje knjižnice. Primer takega ele-
menta je stranska vrstica, ki je prilepljena na desno stran dokumenta in ima
vǐsino celotnega okna brskalnika. V njem je na voljo spustni meni, ki vsebuje
jezike. Ob kliku na jezik se posodobijo vsi ključi s prevodi, ki jih že imamo
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shranjene v lokalni shrambi. Poleg tega je v stranski vrstici tudi gumb za
prenos datoteke s prevodi. Prevodi se prenesejo samo za izbrani jezik.
Ob preletu mǐske čez element s ključem se je uporabniku prikazalo po-
javno okno, ki se nahaja zgoraj levo nad elementom. Zaradi želje po čim
manǰsi in enostavni knjižnici nismo dodajali zunanjih knjižnic, tudi ne knjižnice
za prikazovanje pojavnih oken. Sami smo implementirali pojavna okna, ki
so povzročala precej težav. Okno je vsebovalo ključ prevoda ter vnosno po-
lje, kamor je prevajalec vnesel nov prevod. Ob preletu več elementov so se
odpirala in zapirala mnoga pojavna okna, poleg tega pa se je okno skrilo
ob prvem odstopanju od namenjene uporabe. Poleg tega so probleme pov-
zročali tudi elementi, ki so bili postavljeni ob levi ali pa zgornji rob, saj so se
okna pojavljala izven pogleda. Prevajalci tudi niso videli končnega rezultata
njihovega dela.
Opustili smo uporabo pojavnih oken in namesto tega vsem elementom na
seznamu dodali atribut contentEditable. Vsak element se s tako dodanim
atributom ob kliku spremeni v vnosno polje, ki že vsebuje vsebino, ki jo je
element vseboval pred klikom. Prevajalec lahko uredi vsebino, vnese svoj
prevod, ko pa konča z urejanjem, klikne izven vnosnega polja in vsebina ele-
menta se zapǐse v lokalno shrambo. Elementu se posodbi preǰsnja vrednost,
z vrednostjo, ki jo je uredil prevajalec. Tako lahko prevajalec hitro in bolj
kvalitetno prevede vsebino.
4.1.3 Prenos datoteke v formatu JSON
Po zaključenem urejanju prevodov, prevajalec razvijalcu posreduje nove pre-
vode. V stranski vrstici je na voljo gumb za prenos datoteke s prevodi. Ob
kliku se odpre pojavno okno sistema za shranjevanje datotek. Aplikacija za
vsak element s ključem, ki ga hrani v spominu, prebere shranjeno vrednost
prevoda ključa iz lokalne shrambe ter ga zapǐse v začasni objekt JSON. Ko
se preberejo vse vrednosti, se objekte JSON zapǐse v datoteko, brskalnik ozi-
roma sistem pa poskrbi za prenos datoteke. Prevodi v datoteki so v formatu
zapisa JSON. Ključi za prevode so nizi, besedila, besede, ki smo jih prebrali
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iz elementov z atributom, ki je bil opisan v poglavju 4.1.1.
4.2 Spletna aplikacija
Spletna aplikacija je jedro spletne strani Apollo. Dostop do aplikacije imajo le
registrirani uporabniki. V aplikaciji lahko izdajajo in urejajo račune, vodijo
zalogo in upravljajo z integracijami. Aplikacija temelji na ogrodju Angular.
Ogrodje omogoča visoko odzivnost, dobro uporabnǐsko izkušnjo ne glede na
napravo, predvsem pa usmerja razvijalca v dobre prakse. Ponuja veliko oro-
dij in knjižnic, ki jih lahko dodamo v projekt. Ena izmed teh je knjižnica
ngx-translate [13]. Omogoča definiranje prevodov za posamezen jezik ter di-
namično spreminjanje jezika brez osveževanja celotne spletne aplikacije. Nizi
se lahko prevajajo preko direktiv (angl. Angular directives) ali pa preko cevi
(angl. Angular pipes).
4.2.1 Direktiva Angular (angl. Angular Directives)
Direktiva Angular je funkcija, ki se izvede, ko jo ogrodje Angular najde
v drevesu DOM. Lahko se uporabi za pogojno skrivanje ali prikazovanje ele-
menta, dodajanje funkcionalnosti elementu, ali pa za dodajanje oziroma od-
stranjevanje elementov. Poznamo 3 vrste direktiv:
• Komponenta (angl. Component directive) se uporablja za ustvar-
janje elementov HTML s posebnimi funkcionalnostmi. Sestavljena je
iz kode TypeScript ter predloge HTML. Komponente pogosto vsebu-
jejo druge komponente oziroma direktive, lahko pa predstavljajo tudi
en sam element s posebno funkcionalnostjo, recimo gumb, ki ob kliku
prikaže sporočilo [14].
• Direktive v atributih (angl. Attribute Directive) se uporabljajo
predvsem za spreminjanje drevesa DOM in elementov v njem. Upo-
rabljajo se za prikazovanje ali skrivanje elementa, spreminjanje oblike
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elementa, ali pa v našem primeru, za spreminjanje vsebine elementa ob
kliku [14].
• Strukturne direktive (angl. Directive) se uporabljajo za brisanje in
dodajanje elementov v drevo DOM. Zelo pogosto uporabljena struk-
turna direktiva je direktiva ngFor [1], kateri se poda seznam podatkov,
direktiva pa ga zna prikazati [14]. Na sliki 4.3 je prikazan primer struk-
turne direktive ngFor.
Slika 4.3: Primer rezultata ngFor strukturne direktive. Na levi strani je
prikaz predloge z direktivo ngFor, na desni pa je prikaz končnega rezultata
4.2.2 Cevi Angular (angl. Angular pipes)
Cevi Angular so funkcije v predlogah HTML, ki obdelajo podane podatke
ter jih prikažejo v predlogi. Obdelava lahko pomeni oblikovanje datuma, do-
dajanje znaka za valuto, prevod iz enega jezika v drugega itd. Primer cevi je
prikazan na sliki 4.4. Slika 4.5 pa prikazuje, kako lahko cevi podamo parame-
tre. Podan je primer cevi za knjižnico ngx-translate [13], ki se uporablja za
prevajanje. V tem primeru cev vzame ključ Send %type%, poǐsče vrednost za
ta ključ glede na nastavljen jezik strani in zamenja ključ z ustrezno vsebino.
Parameter %type% se obnaša kot spremenljivka, ki se ob izvajanju aplikacije
zamenja z vrednostjo, ki je cevi podana kot parameter. Temu se reče interpo-
lacija besedila [2]. Interpolacijo znotraj ogrodja Angular lahko prepoznamo
po znakih {{ }}. Cev Ngx-translate v ključu zazna znak za % in ga zamenja
s prej omenjenimi znaki za interpolacijo. Potem Angular zamenja vsebino
znotraj znakov za interpolacijo z vrednostjo spremenljivke, ki je podana.
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Slika 4.4: Primer cevi za prevode
Slika 4.5: Primer translate cevi za prevode s parametri
4.2.3 Življenski dogodki Angular aplikacije
Vse direktive Angular imajo življenjske dogodke življenjskega cikla. To so
funkcije, ki se prožijo ob določenih pogojih. Za našo knjižnico so zanimivi:
• ngOnInit se požene enkrat, takoj za konstruktorjem direktive ter pre-
den se prikažejo direktive in komponente, ki so otroci te direktive.
• ngAfterViewInit se požene enkrat, ko se iniciliazirajo vsi otroci di-
rektive.
• ngAfterViewChanges se požene vsakič, ko se zgodijo spremembe v
komponenti, ali v njenih otrocih.
4.2.4 Sistem za zaznavanje sprememb (angl. Change-
Detection)
V aplikaciji lahko prihaja do sprememb potem, ko se je spletna stran že
naložila. Pojavijo se lahko zaradi akcije s strani uporabnika, lahko pa do
spremembe pride programsko, recimo skrivanje elementa po določenem času,
ali pa se konča zahteva HTTP ter doda novo vsebino na spletno stran. Ob
spremembi bi lahko ponovno naložili celo spletno stran, vendar pa mora
uporabnik v tem primeru predolgo čakati, kar pomeni slabo uporabnǐsko
20 David Rudman
izkušnjo. Potrebno je osvežiti samo del strani, ki ga je uporabnik spreme-
nil, oziroma elemente, katerih podatki so se spremenili. Angular ima sistem
za zaznavanje sprememb (angl. ChangeDetection). Sistem spremlja stanje
posamezne direktive in vsakega elementa znotraj nje. To so lahko povezave,
gumbi, vnosna polja, spremenljivke, komentarji, stili itd. Ko se spremeni
stanje elementa oziroma spremenljivke, se požene sistem za zaznavanje spre-
memb, ki sproži dogodke, kot so npr. ngAfterViewChanges, vsaka kompo-
nenta pa o spremembi opozori še starševske elemente, ki se morajo po potrebi
tudi osvežiti ob osvežitvi otrok.
4.2.5 Iskanje ključev v spletni aplikaciji
Iskanje ključev v spletni aplikaciji ni tako preprosto, kot na predstavitveni
strani. Pri predstavitveni strani smo elementom dodali atribut po katerem
smo našli vse elemente in ključe za prevajanje. Pri aplikaciji smo se želeli izo-
gniti ročnemu dodajanju atributov na elemente, ker s tem precej otežimo delo
razvijalcev zaradi precej večjega števila prevodov. Aplikacija je prevedena z
uporabo cevi (Opisano v poglavju 4.2.2). Za čim lažje dodajanje knjižnice v
aplikacijo, smo želeli preko cevi ngx-translate elementom dodati atribut, s
katerim pripravimo element za prevajanje. Vendar pa cevi ne pustijo nobene
sledi v drevesu DOM, saj se sklici na le te hranijo v pomnilniku. Poleg tega
cev ne shranjuje sklica na element v katerem se nahaja. Tako je nemogoče
označiti in pripraviti element za prevajanje preko cevi.
Knjižnica ngx-translate ponuja tudi prevajanje preko direktiv. Direktive
pustijo sled v drevesu DOM, saj se dodajo kot atribut na element. Prikaz do-
dajanja direktive lahko vidimo na sliki 4.6. Poizkusili smo najti vse elemente
z atributom, ki ga doda direktiva za prevajanje. Ker je stran dinamična,
se funkcije izvajajo po ciklih, knjižnica, ki smo jo napisali, ne najde ključev
kot je pričakovano. Knjižnico smo vključili v spletno aplikacijo takoj po
vstopni komponenti aplikacije. Ta komponenta nato naloži vse ostale kom-
ponente, ter začne z izvajanjem funkcij, med njimi je tudi nalaganje knjižnice
ngx-translate [13], ki skrbi za nalaganje in prikazovanje prevodov. Instanca
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knjižnice ngx-translate [13] je podana kot sklic v vsako komponento pose-
bej, kar pomeni, da se izvajanje knjižnice ngx-translate začne z zamikom.
Knjižnico smo dodali v vstopno komponento, ker lahko tako spremljamo
tudi vse spremembe komponent, ki so bile naložene. Naša knjižnica je prei-
skala cel dokument HTML spletne aplikacije, vsi ključi pa so bili prazni, ker
knjižnica ngx-translate [13] še ni naložila prevodov.
Naši knjižnici smo dodali funkcijo, ki ponovno poǐsče vse elemente na
strani. Knjižnico se naloži v konstruktorju glavne komponente. Ker so
vse komponente naložene s strani glavne komponente, se ob vsaki spre-
membi stanja komponente, ki je otrok vstopne komponente, sproži funkcija
ngAfterViewChanges v vstopni komponenti. V tej funkciji nato osvežimo
našo knjižnico in znova poǐsčemo vse nize, ki so sedaj na voljo. Ključi, ki
so na voljo, so že zamenjani s prevodi. Poleg tega sistem za zaznavanje
sprememb, ki jih naredimo ključem, le teh ne zazna, ker so bile sprožene
iz zunanjega vira. Ob naslednjem preverjanju stanja sistem nastavi stanje
aplikacije na preǰsnje stanje in povozi spremembe, ki so bile narejene. Po ne-
kaj prevodih ugotovimo, da ima direktiva še eno veliko težavo. Direktive, ki
se prevajajo, ne morejo vsebovati drugih elementov HTML, ker knjižnica ne
razlikeje med ključi za prevajanje in značkami HTML. Da bi knjižnica lahko
delovala z direktivami, bi bila potrebna prenova predlog HTML v celotni
aplikaciji, zato rešitev s to direktivo ni primerna.
Slika 4.6: Primer direktive za prevajanje
4.2.6 Lastna direktiva za prevajanje
Napisali smo novo direktivo, ki kot parameter sprejme niz, ki ga pošljemo
skozi cev za prevajanje (angl. translate pipe). Niz ki ga podamo je ključ, ki
se ga po izvedbi cevi za prevajanje zamenja s prevodom ključa. Tako imamo
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znotraj direktive na voljo ključ ter tudi prevod za trenutno aktiven jezik.
Primer vključitve naše direktive je prikazan na sliki 4.7.
Slika 4.7: Primer lastne direktive za prevajanje, ki ji podamo parameter
Welcome, organizationName
Zaradi interpolacije parametrov ne dobimo izvornega ključa, ampak ključ,
ki je pripravljen za interpolacijo. Prevajalci morajo ohraniti nize za interpo-
lacijo, zato morajo biti le ti tudi prikazani v ključih. Končni prikaz besedila
je prikazan na sliki 4.8.
Slika 4.8: Primer teksta, brez interpolacije parametrov
Knjižnica ngx-translate samodejno zamenja niz za interpolacijo z vredno-
stjo spremenljivke, ki je podana. Če je naša knjižnica prisotna, se ta funkci-
onalnost ne sme izvajati. To storimo tako, da ob nalaganju naše knjižnice,
v lokalno shrambo zapǐsemo parameter #LT#. Modificirati je potrebno tudi
knjižnico ngx-translate, bolj specifično cev za prevajanje. Znotraj cevi preve-
rimo, ali parameter #LT# obstaja in nato izključimo interpolacijo. Kot primer
vzamemo zapis na sliki 4.5. Končen prevod z izklopljeno interpolacijo izgleda
takole: Send {{type}}. Niz še ni v pravilni obliki, saj je potrebno nize pri-
praviti za cev za prevajanje, ki nato poskrbi za interpolacijo. Zato nad nizom
izvedemo zamenjavo teksta z regularnim izrazom, ki zamenja oznako {{ }}
z %. Končni prevod v slovenščino izgleda takole: Pošlji %type%.
Ker sistem za zaznavanje sprememb, ki je opisan v poglavju 4.2.4, ohra-
nja stanje aplikacije Angular, povozi vse spremembe, ki jih naredimo izven
aplikacije. Naša knjižnica zato v primeru aplikacije Angular ne skrbi za is-
kanje elementov ter urejanje vsebine. Za urejanje prevodov poskrbi lastna
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direktiva. Vsaka direktiva pripne atribut contentEditable na starševski
element, kot je prikazano na sliki 4.9. Tako lahko znova urejamo prevode
na isti način kot na predstavitvenem delu. Ker se direktiva izvaja znotraj
ogrodja Angular, sistem za zaznavanje sprememb shranjuje stanje direktive.
Ob vsaki spremembi, ki jo naredi prevajalec, shranimo v lokalno shrambo
ključ ter novo vrednost za ta ključ.
Slika 4.9: Dodajanje parametra contentEditable na starševski element
4.2.7 Komunikacija z obstoječo knjižnico
Naša začetna knjižnica v primeru spletne aplikacije skrbi samo za prikaz
stranske vrstice in prenos prevodov v datoteki. Lastna direktiva ob spre-
membah prevodov, le te shrani v lokalno shrambo. Ob kliku na gumb za
prenos datoteke, se iz lokalne shrambe preberejo vsi ključi za trenutno iz-
brani jezik.
Vnos v lokalni shrambi je sestavljen iz ključa in vrednosti. Ključ v lokalni
shrambi je sestavljen iz treh delov, kot lahko vidimo na sliki 4.10. Prvi del,
Slika 4.10: Primer ključa v lokalni shrambi
označen z rdečo barvo nam pove, da gre za ključ iz naše knjižnice. Drugi
del, ki je označen z oranžno barvo, predstavlja jezik prevoda, tretji del ključa,
označen z zeleno, pa je enak ključu prevoda. Vrednost vnosa pa je prevod. Ob
kliku na gumb za prenos datoteke, najdemo vse ključe, ki jih je ustvarila naša
knjižnica ter ustrezajo trenutno izbranemu jeziku. V datoteko, ki se prenese
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kot ključ, zapǐsemo tretji del ključa iz lokalne shrambe ter mu pripǐsemo
vrednost.
4.2.8 Postopek prevajanja
Knjižnico se doda na spletno stran v testnem okolju. Razvijalec prevajalcu
posreduje povezavo ter potrebne podatke za dostop do aplikacije. Prevajalcu
se ob odprtju strani prikaže stranska vrstica desni strani, kot je prikazano na
sliki 4.11. V stranski vrstici izbere jezik v katerega želi prevajati, primer je na
sliki 4.12. Prevajalec začne s prevajanjem s klikom na besedilo, ki ga želi pre-
vajati. Slika 4.13 prikazuje spremembo besedila v vnosnem polju. Prevajalec
uredi besedilo, kot lahko vidimo na sliki 4.14. Nato klikne izven vnosnega
polja, vnosno polje pa se spremeni nazaj v tekstovni element. Končni prevod
lahko vidimo na sliki 4.15. Prevajalec s klikom na gumb za prenos datoteke
(ang. Extract translations) prenese datoteko. Datoteko nato posreduje raz-
vijalcu, ki jo vključi v spletno aplikacijo. Primer vsebine datoteke je prikazan
na sliki 4.16.
Slika 4.11: Prikaz stranske vrstice
Slika 4.12: Izbira jezika
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Slika 4.13: Sprememba tekstovnega elementa v vnosno polje
Slika 4.14: Prevajanje besedila
Slika 4.15: Sprememba vnosnega polja v tekstovni element z novo vsebino




V okviru diplomskega dela smo razvili knjižnico za prevajanje in jo preizkusili
na spletni aplikaciji Apollo. Stran je sestavljena iz predstavitvenega dela
in iz aplikacije, ki je bila izdelana v ogrodju Angular. Knjižnica omogoča
prevajanje v brskalniku s klikom na besedilo, ki ga prevajalec želi prevajati.
Po končanem prevajanju prevajalec klikne izven polja besedila ter tako shrani
prevod v lokalno shrambo. Po končanem prevajanju lahko prenese datoteko
s prevodi v formatu zapisa JSON. To datoteko posreduje razvijalcem, ki jo
nato vključijo na spletno stran za prikazovanje novih prevodov.
Knjižnica prevaja samo besedilo, ki je trenutno prisotno na strani. Ne
prevaja pa besedil, ki se pojavijo recimo v pojavnih oknih. Knjižnico bi lahko
nadgradili tako, da bi besedilo, ki se prikaže v pojavnem oknu, razvijalci že
vnaprej shranili v lokalno shrambo. Besedila, ki niso prikazana na spletni
strani, bi se lahko prikazala v stranski vrstici, kjer bi jih prevajalci lahko
uredili. Ob prikazu pojavnega okna bi se naložil prevod, ki ga je naredil
prevajalec. V tem primeru bi zopet videl končni izgled svojega prevoda.
Dodatno bi lahko pohitrili čas za nalaganje datoteke na strežnik. Name-
sto da, prevajalec posreduje datoteko razvijalcu in jo ta naloži na strežnik,
bi lahko knjižnica poskrbela za nalaganje datoteke. Za to bi morali biti iz-




Zaradi specifikacij posameznih ogrodij bi bilo knjižnico smiselno nadgra-
diti za vsako ogrodje posebej. Trenutno je knjižnica namenjena vsem ogrod-
jem, vendar zaradi specifikacij posameznih ogrodij rešitev ni optimalna in
bi lahko upočasnila delovanje aplikacije. Če bi bila knjižnica prilagojena
za vsako ogrodje, bi bila koda lahko bolj učinkovita, ker bi bila v skladu s
smernicami ogrodja.
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