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Cuando comencé a buscar temática de Trabajo Fin de Grado muchas dudas rondaban mi cabeza sobre qué 
temática escoger, qué tecnología usar y mi capacidad para llevar esto a cabo. Todo esto hasta que me reuní con 
D. Fernando Cárdenas Fernández y me ofreció la idea, entre otras, de realizar una herramienta de 
exportación de datos de entornos productivos. En ese momento mis dudas se disolvieron y dado mi interés 
por la ciberseguridad, la protección de datos y la privacidad enseguida acepté ilusionado por la posibilidad de 
implementar una herramienta de objetivo doble que diera a las empresas lo necesario para probar nuevos 
entornos productivos y funcionalidades en desarrollo y/o detectar el origen de fallos en los datos, todo 
esto manteniendo intactos los derechos de las personas establecidos en el Reglamento General de 
Protección de Datos de la Unión Europea y llevados a la práctica en por la Ley Orgánica 3/2018 de 
Protección de Datos Personales y Garantías de los Derechos Digitales. Una vez llevado a cabo este trabajo 
concluyo que esta herramienta, tanto como todas las similares que puedan surgir de aquí en adelante, será de 
gran provecho en un futuro inmediato dada su utilidad en las empresas para la obtención de datos con los que 




































































When I started looking for a thematic for my end-of-degree project I had lots of doubts surrounding my head, 
what thematic to choose, what technology to use to if I was going to be able to get it done. That feeling ended 
when I had a reunion with Mr. Fernando Cardenas Fernandez and he offered me the idea, between others, of 
implementing an exportation data tool between productive environments. In that moment all the doubts 
went away and given my interest in cybersecurity, data protection and privacy I got excited right away with 
the possibility of creating a tool with a double aim: giving to enterprises what is needed for testing new 
productive environments and new developing functionalities, and/or troubleshooting problems located 
in the data while complying with the rights stablished in the  union european “Reglamento General de 
Protección de Datos” and put into price in the spanish “Reglamento General de Protección de Datos de 
la Unión Europea y llevados a la práctica en por la Ley Orgánica 3/2018 de Protección de Datos 
Personales y Garantías de los Derechos Digitales”. Once I have concluded this project I can affirm that the 
tool I developed, and the ones that will emerge from now on, will have a great utility for enterprises given the 
ability of obtaining a set of data to accomplish the functionalities said before while respecting the rights 
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Dada la reciente actualización del marco legislativo europeo, y por tanto del español, en lo respectivo a 
la protección de datos y la imperiosa necesidad existente en las aplicaciones telemáticas de manejar datos 
para llevar a cabo sus funcionalidades surge una oportunidad única para desarrollar una herramienta de 
exportación de datos de entornos productivos que respete y acate dicho maco legal. 
Dicha herramienta será de gran utilidad para las empresas y otro tipo de organizaciones para, a partir de los 
datos existentes almacenados en base de datos, obtener un/os nuevo/s conjunto/s de ellos que respetan las 
restricciones establecidas por la ley con los que llevar a cabo funciones, entre otras, tales como el testeo 
de nuevas funcionalidades o tareas de troubleshooting. 
La citada oportunidad se vuelve aún más única cuando las herramientas que existían con anterioridad han 
quedado obsoletas debido a la derogación de la Ley orgánica 15/1999 para la entrada en vigor de la actual 
legislación. El resto de las herramientas existentes, que serán comentadas en un capítulo posterior, son 
herramientas de gestión de datos muy genéricas cuyo uso para llevar a cabo las funciones que esta herramienta 
realizará no es sencillo para el usuario careciendo además de eficiencia en el proceso. 
Para la realización de esta herramienta es necesario un estudio en profundidad de la nueva legislación para 
conocer tanto las pautas generales definidas en el Reglamento General de Protección de Datos de la Unión 
Europea como la aplicación específica del estado español a través de la Ley Orgánica 3/2018 de Protección de 
Datos Personales y Garantías de los Derechos Digitales. Es este estudio el que define las posibles 
transformaciones a realizar a los datos para que cumplan la legislación y a su vez sigan siendo los datos 
útiles para la funcionalidad que se les desee dar. 
De esta manera dichos documentos legales determinan los objetivos que debe alcanzar la herramienta a la hora 
de trabajar con los datos almacenados en bases de datos. Para alcanzar los citados objetivos se hace necesario 
un análisis del estado del arte que viene ligado de forma intrínseca a una serie de tecnologías. La elección de 
una o varias de ellas condiciona el diseño a realizar del proyecto, y esto a su vez condiciona la implementación 
del mismo.  
Este será por tanto el modo de proceder a la hora de la realizar este trabajo. 
 
 














































Los dos grandes objetivos de este trabajo fin de grado son, por un lado, analizar las restricciones que 
imponen el Reglamento General de Protección de Datos de la Unión Europea y la Ley Orgánica 3/2018 
de Protección de Datos Personales y Garantías de los Derechos Digitales al tratamiento de datos para así 
definir los requisitos y restricciones del segundo objetivo a llevar a cabo, implementar una herramienta de 
exportación de datos de entornos productivos que respete dicha legislación. 
Por tanto, estos objetivos pueden ser fácilmente clasificados y divididos en subobjetivos de la siguiente 
forma: 
2.1. Subobjetivos de cumplimiento legal 
Como ya se ha explicado estos subobjetivos nacen del análisis de los textos legales considerados para la 
realización de este trabajo fin de grado y suponen restricciones y requisitos a cumplir a la hora de diseñar 
e implementar la herramienta de exportación de datos de entornos productivos. 
Otra consideración de carácter legal a tener en cuenta es que el Reglamento General de Protección de Datos de 
la Unión Europea establece pautas legislativas, sobre qué condiciones se deben cumplir, en lo relativo a la 
protección de datos que son traducidas a leyes por los países miembros. De esta forma en España dichas pautas 
son traducidas a articulado en la Ley Orgánica 3/2018 de Protección de Datos Personales y Garantías de los 
Derechos Digitales llevando a detalle la forma concreta de cumplir con dichas condiciones establecidas en el 
Reglamento General de Protección de Datos de la Unión Europea. 
De esta manera ambos textos apuntan en la misma línea legislativa y cualquiera de ellos son válidos para 
establecer los requisitos y restricciones para nuestra herramienta a implementar. Para este capítulo del texto se 
utilizará como referencia para citar las predisposiciones y el articulado del Reglamento General de Protección 
de Datos de la Unión Europea. 
 Clasificación de los datos 2.1.1
La herramienta a implementar debe respetar la clasificación que se obtiene de los citados textos 
legales y las restricciones e imposiciones que cada tipo de dato trae asociados.  
 








El Reglamento General de Protección de Datos de la Unión Europea define los siguientes tipos de 
datos: 
En su artículo nº 4 se define como datos personales a toda información sobre una persona física 
identificada o identificable, considerándose persona física identificable toda persona cuya 
identidad pueda determinarse, directa o indirectamente, en particular mediante un 
identificador, como por ejemplo un nombre, número de identificación, datos de localización, un 
identificador en línea o uno o varios elementos propios de la identidad física, fisiológica, 
genética, psíquica, económica, cultural o social de dicha persona. 
Dentro de este tipo de dato se detallan tres subtipos que se detallan a continuación, siendo el último de 
especial interés para nuestro trabajo: 
Datos genéticos: En la predisposición nº 34 se establece que debe entenderse por datos genéticos los 
datos personales relacionados con características genéticas, heredadas o adquiridas, provenientes del 
análisis de una muestra biológica de la persona física en cuestión. En particular un análisis de ADN, 
ARN o cualquier otro elemento que permita obtener información equivalente. 
Datos relativos a la salud: Quedan definidos en la predisposición nº 35 como aquellos datos que 
representan cualquier estado de salud física o mental del pasado presente o futuro, todo símbolo o dato 
asignado a una persona física que la identifique de manera unívoca a efectos sanitarios, la información 
obtenida de pruebas o exámenes de una parte del cuerpo o sustancia corporal. 
Datos sensibles: datos de carácter personal que por su naturaleza son particularmente sensibles 
en relación con los derechos y libertades fundamentales. Entre ellos datos que revelen el origen 
racial o étnico. 
Estos últimos requieren especial protección y no deben ser tratados excepto en determinados 
contextos que se detallaran más adelante. 
De forma paralela se define un tipo de dato en la predisposición nº 38, que puede englobar datos de 
los tipos y subtipos anteriores, que es el de datos pertenecientes a niños. Estos datos deben llevar 
consigo una protección especial. 
De forma implícita se definen los datos no personales como aquellos que no aplican a lo definido por 
el artículo nº 4. 
 
 Análisis del tratamiento de datos 2.1.2
Al igual que nuestra herramienta de exportación ha de respetar la clasificación de los datos extraída 
del reglamento también ha de respetar las restricciones que se imponen en este al tratamiento de 
datos sobre cada uno de los distintos tipos. 
Para la comprensión correcta de estas restricciones es necesario conocer sobre qué casos es aplicable 
el reglamento. En este mismo se define que: 
Lo establecido en el reglamento se aplica al tratamiento total o parcialmente autorizado de datos 
personales, así como al tratamiento no automatizado de datos personales contenidos o destinados a 
ser incluidos en un fichero (Artículo 2). 
Define además en el artículo 4 el concepto de seudonimización como: 
“el tratamiento de datos personales de manera tal que ya no puedan atribuirse a un interesado sin 
utilizar información adicional, siempre que dicha información adicional figure por separado y esté 
sujeta a medidas técnicas y organizativas destinadas a garantizar que los datos personales no se 
atribuyan a una persona física identificada o identificable; “ 
Este concepto es vital para la comprensión de la predisposición nº 26 por la cual se indica que los 
principios de protección de datos no deben aplicarse a los datos convertidos en anónimos de 
forma que el interesado deje de ser identificable (seudonimizados). En consecuencia, lo 
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fines estadísticos o de investigación. 
Una vez determinados los casos donde el reglamento es aplicable, se establecen las ya citadas 
restricciones: 
Tal y como indica el artículo 6 para que el tratamiento sea lícito se debe cumplir al menos una de 
las siguientes condiciones, que el interesado diera su consentimiento para el tratamiento de datos 
para uno o varios fines específicos o que la realización del tratamiento de los datos sea necesaria 
para la ejecución de un contrato en el que el interesado es parte o para la aplicación de medidas 
precontractuales a petición del interesado. 
Por otro lado, en el artículo 9 se prohíbe explícitamente el tratamiento de datos que revelen el 
origen étnico o racial, las opiniones políticas, las convicciones religiosas o filosóficas, o la afiliación 
sindical, y el tratamiento de datos genéticos, datos biométricos dirigidos a identificar de manera 
unívoca a una persona física, datos relativos a la vida sexual o la orientación sexual de una persona 
física (datos sensibles) salvo en determinadas situaciones. 
Dichas situaciones se encuentran también definidas en el mismo artículo, siendo estas que el 
interesado diera su consentimiento (pudiendo el derecho de la Unión o de un país miembro 
establecer que la prohibición no pueda ser levantada por el consentimiento del interesado) y/o que el 
tratamiento se refiera a datos que el interesado haya hecho manifiestamente públicos.   
Por último, el reglamento indica a través de la predisposición nº 45 que no se requiere que cada 
tratamiento individual se rija por una norma específica, sino que una norma puede ser suficiente 
como base para operaciones de tratamiento de datos de distinta índole. 
 
 Responsabilidades del tratamiento de datos  2.1.3
El último de los subobjetivos de cumplimiento legal es que nuestra herramienta de exportación sea 
consecuente con las responsabilidades que recaen sobre el encargado de tratar los datos, es decir, 
que ayude mediante sus funcionalidades a cumplir con las responsabilidades que el reglamento 
le acarrea. Estas obligaciones son: 
El responsable debe adoptar políticas internas y aplicar medidas que cumplan en particular los 
principios de protección de datos desde el diseño y por defecto. Dichas medidas podrían consistir 
entre otras en dar transparencia a las funciones y tratamiento de datos personales. 
(Predisposición 78) 
Esto se complementa con lo establecido en la predisposición nº 82 por la cual, para demostrar la 
conformidad con el reglamento, el responsable del tratamiento debe mantener registro de actividades 
de tratamiento bajo su responsabilidad.  
El artículo nº 30 detalla que el contenido de dicho registro debe incluir una descripción tanto de la 
categoría de datos tratados como de las medidas y reglas aplicadas al tratamiento de datos, 
forzando así a que se cumpla lo establecido en la predisposición nº 63, por la cual todo interesado 
debe tener el derecho a conocer la lógica implícita en todo tratamiento automático de datos 
personales. 
Otro aspecto que define el articulo nº 30 respectivo al citado registro es que deberá constar por escrito, 
inclusive formato electrónico y a disposición de la autoridad de control que lo solicite. 
 
2.2. Subobjetivos de implementación 
Estos subobjetivos suponen una forma de desmembrar y granularizar el objetivo final de este proyecto: la 
implementación de una herramienta de exportación de datos de entornos productivos.  
Como ya se ha explicado estos subobjetivos nacen, en una gran parte, de una traducción de los 





también habrá subobjetivos no enfocados a un cumplimiento legal sino a aportar calidad a la 
herramienta. 
De esta forma el establecimiento de los subobjetivos de implementación supone uno de los dos pasos 
fundamentales para el comienzo del diseño de la herramienta. El otro paso fundamental será la elección de las 
tecnologías a emplear que se detallará en un capítulo posterior. 
Una vez dicho esto se procede a enumerar los subobjetivos de implementación clasificándolos según su 
asociación o no con uno o varios subobjetivos de cumplimiento legal. 
 Subobjetivos de implementación propios 2.2.1
La herramienta deberá ser una aplicación web y tendrá la estructura de fichero war. Estos 
subobjetivos se marcan bajo el propósito de hacer visualmente atractiva la aplicación al usuario 
con las tecnologías existentes para ello en el mundo de la programación web y para que al colocar el 
proyecto en la carpeta adecuada del servidor web que se desee este se exporte de forma automática. 
Se proveerá al usuario un login para evitar en la medida de lo posible la utilización de la herramienta 
por parte de personas no autorizadas y/o sobre las que no recae la responsabilidad legal del 
tratamiento de datos. 
La aplicación ofrecerá al usuario un formulario de interacción cuya finalidad será la de permitir a este 
la creación de una base de datos a la cual se desee exportar los datos que vayan a ser tratados. 
Se mostrará al usuario las bases de datos existentes disponibles, permitiendo seleccionarlas una 
por una para ver las tablas que estas contienen, con el objeto de no requerir un conocimiento de 
la estructura del servidor de bases de datos por parte del usuario de la aplicación. Por cada una 
de las tablas existirá un botón cuya funcionalidad sea iniciar el proceso de tratamiento de datos 
sobre los almacenados en dicha tabla. 
Una vez seleccionada la tabla con la que sea desee trabajar (se podrá trabajar con varias, pero no de 
forma simultánea) la herramienta mostrará al usuario una vista con todas las columnas e 
información descriptiva de cada una de estas, por ejemplo: nombre de la columna, si es clave de 
algún tipo (primaria o externa), si tiene valor por defecto, si puede ser nula… 
 Subobjetivos de implementación asociados al cumplimento legal 2.2.2
La herramienta tiene que ser capaz de ofrecer a quien la use un mecanismo para catalogar los 
diferentes datos almacenados en la base de datos conforme a la clasificación extraída del 
Reglamento General de Protección de Datos de la Unión Europea. 
En el caso de que los datos sean clasificados como sensibles debe permitir al usuario de la 
herramienta indicar si tiene consentimiento para el tratamiento de estos, representando dicho 
consentimiento el consentimiento explícito por parte del interesado o la circunstancia de que el 
interesado haya hecho públicos dichos datos. 
La herramienta de exportación de datos debe proporcionar al usuario de esta la capacidad de 
seudonimizar/anonimizar datos permitiendo así usar estos para cualesquiera sean los fines. 
Como respuesta a la necesidad legal de realizar un registro con las actividades de tratamiento la 
herramienta debe generar de forma automática una serie de ficheros (de nombre como la tabla de 
la base de datos a la que hacen referencia) cuyo contenido abarcará el carácter del dato según la 
clasificación del reglamento, la función de tratamiento empleada (para así darle la 












E n este capítulo se analizará por un lado las herramientas de funcionalidad igual o similar a la 
herramienta a desarrollar y por otro lado se comentarán las tecnologías escogidas, la justificación de la 
elección y el estado de estas tecnologías. 
Es importante recordar que la elección de una/s tecnología/s u otra/s afecta de forma sustancial a la forma 
de realizar el diseño de la herramienta de exportación de datos. Así pues, a la hora de elegir cada una de 
las tecnologías se ha procurado siempre que las tecnologías escogidas sean punteras o de uso mayoritario 
y que simplifiquen el diseño optimizando el tiempo necesario a dedicar a la implementación a través de la 
reutilización de código. 
3.1 Estado del arte 
Antes de comenzar a analizar el estado de las distintas alternativas a la herramienta de exportación de datos a 
implementar es bueno volver a incidir en un detalle ya comentado en la introducción de este texto. 
El Reglamento General de Protección de Datos de la Unión Europea fue publicado el 27 de abril de 2016. 
Como ya se ha explicado en este texto el citado reglamento establecía una serie de directrices legislativas al 
respecto de los derechos de protección de datos, las cuales debían ser traducidas a leyes por cada uno de los 
estados miembros. Explicado de una forma más sencilla el reglamento establece el qué y los países 
miembros a través de sus leyes deben establecer cómo llevarlo a cabo. 
En España, dicha traducción de directivas a leyes se materializa en la Ley Orgánica 3/2018, de 5 de 
diciembre, de Protección de Datos Personales y garantía de los derechos digitales. Esta ley deroga la 
anterior Ley Orgánica 15/1999, de 13 de diciembre, de Protección de Datos de Carácter Personal 
dejando así obsoletas las herramientas de exportación que existieran con anterioridad conforme a dicha 
ley ya derogada. 
Por otro lado existen como solución a este problema soluciones de Oracle muy genéricas y con una serie de 
inconvenientes a la hora de aplicarse a este problema. Estos inconvenientes resultan ser, en primer lugar un 
elevado costo, la restricción de que solo se pueden aplicar sobre bases de datos de Oracle y por último y no 
menos importante el hecho de que, al ser una solución tan genérica y válida para tantos otros problemas, el 




La tecnología por sí sola no basta. También tenemos 
que poner el corazón.  
Jane Goodall 
 






A continuación, se van a comentar las tecnologías escogidas y la justificación de por qué usar estas. Más 
adelante en la siguiente subsección se analizará el estado de estas tecnologías en la actualidad. 
En primer lugar, la decisión más importante fue que tecnología a usar para el desarrollo de la aplicación web 
en sí misma. La elección fue utilizar el framework Java Spring, más concretamente el módulo Spring MVC 
que permite desarrollar aplicaciones web mediante el patrón de diseño Modelo-Vista-Controlador. La 
justificación de la elección de este módulo del framework es la posibilidad de con la misma tecnología 
implementar tanto el front end como el back end de nuestra aplicación web. 
Como complemento a esto, para la generación de páginas web dinámicas se empleó JSTL (Java Servlet Tag 
Library) debido a su perfecta integración con Spring MVC y el ahorro de tiempo que suponía con 
respecto al desarrollo de forma de directa de scriptlets JSP. 
Para el aspecto visual se decidió utilizar Apache Tiles y Bootstrap.  
Apache Tiles es un framework de composición de plantillas que permite definir fragmentos los cuales 
pueden ser ensamblados en tiempo de ejecución. De esta forma definiendo una serie de fragmentos útiles 
para todas las páginas somos capaces de darle un aspecto común a nuestra aplicación durante todo su flujo 
de utilización. Además, al reutilizar dichos códigos (fragmentos) somos capaces de ahorrar una gran 
cantidad de tiempo a la hora de la implementación. 
Bootstrap, por su parte, es una biblioteca multiplataforma que nos proporciona un conjunto de herramientas 
de código abierto y plantillas de diseño para nuestra aplicación web. El principal beneficio de su uso para este 
proyecto es la posibilidad de generar vistas visualmente atractivas para el usuario de la aplicación en muy 
poco tiempo reutilizando los componentes ya existentes, permitiendo así que el tiempo de implementación 
se dedique en mayor proporción al desarrollo de funcionalidades y en menor proporción a hacer los elementos 
visualmente agradables.  
Dada la necesidad de exportar datos almacenados en base de datos será necesario un framework o herramienta 
que nos permita acceder y manipular datos relacionales y un conector que nos permita, como su nombre bien 
indica, conectarnos a la instancia de la base de datos. 
Dado que a la hora de definir este proyecto se decidió usar como sistema de gestión de base de datos una 
instancia de MariaDB el conector que necesitaremos será mysql-connector. Esto se debe a que MariaDB es 
una bifurcación directa de MySQL que garantiza la existencia de una versión gratuita y de código libre de esta. 
En la práctica, las versiones de MariaDB reemplazan directamente a las mismas versiones de MySQL. 
Por otro lado, para cubrir la necesidad del acceso y manipulación de datos relacionales recurrimos a Spring 
JDBC. Spring JDBC es un marco de código abierto cuyo elemento básico es el JdbcTemplate. Este 
elemento actúa como una plantilla que nos permite simplificar las consultas a la base de datos ya que esta 
automáticamente se encarga de establecer y cerrar la/s conexión/es necesarias para llevar a cabo las 
consultas SQL, gestionar los recursos asociados a estas y manejar y gestionar las posibles excepciones 
del tipo SQLException que puedan surgir. Esto optimiza el tiempo a dedicar a la codificación del proyecto 
y al ser una herramienta del mismo framework que estamos usando para desarrollar la aplicación web, la 
integración es muy sencilla. 
Por otra parte, para responder al subobjetivos de implementación de proveer al usuario de un login 
necesitaremos los módulos spring-security-web y spring-security-config, como su nombre indica 
pertenecientes a Spring. 
Además, para construir el proyecto e integrar todas estas dependencias (tecnologías) se utilizará Maven 
debido a su sencillo modelo de configuración de la construcción de proyectos basado en formato XML, el 
Project Object Model (POM, pom.xml).  
Por último, todo esto será llevado a cabo a través de Spring Tool Suite, un entorno de desarrollo basado en 
Eclipse construido específicamente para el desarrollo de proyectos con el framework Spring. 
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 Estado de las Tecnologías 3.2.1
 
A continuación, se procede a comentar la situación actual de cada una de las tecnologías a utilizar en 
la implementación en proyecto. Como consideración previa se indica que la actualidad del módulo 
Spring JDBC considerará englobada dentro de la actualidad de Java Spring y Java Spring MVC. De 
esta manera y siguiendo el mismo orden que en el apartado anterior: 
Java Spring: Supone el framework Java más usado actualmente tanto en las empresas (Finoit, 
2019) como en el ámbito general (Whizlabs, 2019), teniendo un uso superior a Java EE, 

















Figura 3-1. Tendencia Migratoria de Java Spring a Java EE y viceversa. 









Figura 3-2. Porcentaje de adopción de Spring. 
 
 
Parte de este éxito es debido al ascenso de Spring Boot que ha aumentado su porcentaje de uso en 
un 14% a lo largo del 2019 (JetBrains, 2019). 
 
Figura 3-3. Porcentaje de uso de Spring Boot. 
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Java Spring MVC: Este módulo de Spring ha tenido en los últimos 5 años un gran éxito en 
parte debido a la fama del framework al que pertenece y que justo antes hemos analizado, 
pero en la más reciente actualidad se ha comenzado a ver superado por Spring Boot (JetBrains, 

























Figura 3-4. La guerra de los frameworks basados en java sobre el total de usuarios. 
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Figura 3-5. Componentes de Spring más usados sobre el total de usuarios. 
 
 
Figura 3-6. Componentes de Spring más usados sobre el total de usuarios. 
 
JSTL: supone una más de las alternativas válidas a implementar los archivos JSP de forma 
tradicional mediante scriptlets. 
Apache Tiles: Se trata de un proyecto abandonado en su desarrollo (Apache, 2019) pero que 
sigue siendo utilizado dada su alta utilidad a la hora de desarrollar interfaces de usuario  





Bootstrap: En un estudio realizado a finales de 2018 se determinó que Bootstrap se encontraba 
presente en el 18%(en torno a 18 millones de webs en total) de los sitios web, teniendo además 
una cuota de mercado entre los frameworks de igual funcionalidad de entre el 52% y el 
72%. Todo esto unido a que su repositorio de Github sea el más popular de todo el sitio web. 
Además, Bootstrap pese a seguir un ritmo más lento que los años anteriores, continua con su 
crecimiento y expansión (OS Training, 2018). 
 
Figura 3-7. Evolución del número de webs con Bootstrap (en miles de webs). 
 
 
Spring Security: Spring Security es un marco JAVA que proporciona autenticación y 
autorización, entre otras características de seguridad, para aplicaciones empresariales y figura 
como componente del framework Spring. Su utilización en la actualidad puede observarse en la 
figura 3.5, figurando en el top 4 de componentes más usados de Spring (Baeldung, 2018). 
Maven: En la actualidad esta herramienta es referencia en lo que respecta a la construcción de 
proyectos siendo la más utilizada, solo seguida de cerca por Gradle y en menor medida por su 
por Ant (Baeldung, 2018 y JetBrains, 2019) 
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Figura 3-8. Uso de herramientas de construcción de proyectos en 2018. 
 
 
Figura 3-9. Uso de herramientas de construcción de proyectos en 2019 sobre el total de usuarios. 
 
Spring Tool Suite: Englobado dentro de los entornos de desarrollo basados en eclipse, este grupo 
supone la principal alternativa a InteliJ IDEA, el kit de desarrollo más utilizado para 
aplicaciones Java (Baeldung, 2018 y JetBrains 2019). 



















En este capítulo se procede a describir la forma en la que se ha diseñado el proyecto para su posterior 
implementación. 
La forma de realizar el diseño de este proyecto ha estado claramente sujeta a dos factores: una 
serie de consideraciones iniciales y la tecnología escogida. 
Las consideraciones iniciales son una serie de simplificaciones y supuestos sobre los subobjetivos de 
cumplimiento legal y de implementación que condicionan la forma de interactuar entre del usuario con la 
herramienta de exportación de datos y las funcionalidades que esta ofrece. 
Por otro lado, el escoger una tecnología concreta como base para la implementación de un proyecto no 
debería, o al menos no de una forma tan acentuada, influir en el diseño previo de este, pero en este caso 
no es así. 
Esto es debido a que Spring MVC (model-view-controller) trae asociado, como su nombre indica, el 
patrón de diseño Modelo-Vista-Controlador además de una separación por capas para el acceso y 
manipulación de los datos del modelo que unidos a los conceptos del ámbito del desarrollo web 
determinan de forma sustancial la estructura del diseño de este proyecto.  
Una vez dicho esto, en las siguientes secciones se procede a detallar en primer lugar las consideraciones 
iniciales, posteriormente una serie de conceptos del contexto de la aplicación web para finalmente 
terminar detallando el diseño siguiendo la ya citada estructura de patrón modelo-vista-controlar unido al 
modelo de capas para el acceso y manipulación de los datos del modelo. 
4.1 Consideraciones iniciales 
Para definir qué funcionalidades y como serán ofrecidas al usuario se emplearán las siguientes consideraciones 
y simplificaciones: 
En primer lugar, se establece que la protección de los datos con los que se desea trabajar no es tarea a 
realizar por la herramienta de exportación de datos sino por el responsable legal del tratamiento. 
Se presupone además que el responsable hará un uso lícito de la herramienta, esto es, aplicará 
correctamente a través de ella la clasificación adecuada según lo establecido por el Reglamento General de 
Protección de Datos y solo manipulará a través de la aplicación datos para los cuales tenga consentimiento por 
parte del interesado. 
. 
 
Diseño es donde la ciencia y el arte llegan a un punto 








Se definirán funciones de seudonimización/anonimización para los tipos de datos en los cuales se hace 
especial hincapié a lo largo de las predisposiciones y el articulado del reglamento. Estos serán: raza/etnia, 
orientación política, creencias religiosas, afiliación/es sindical/es, estado de salud, condición genética, 
orientación sexual, nombre, apellidos, identificación e identificaciones en línea, teléfonos tanto fijos como 
móviles y cuentas bancarias. Para los tipos de datos que no apliquen a ninguna de esas categorías se definirá 
una regla de seudonimización genérica. 
Por último, aunque la aplicación generará un registro de las actividades de tratamiento de datos con el 
contenido obligatorio según el reglamento, será tarea del responsable de datos hacer constar dicho 
registro por escrito y darle disponibilidad en formato electrónico para la autoridad de control que lo 
solicite. 
4.2 Contexto de la Aplicación Web  
En las aplicaciones basadas en Spring los objetos que pertenecen a ella tienen su ciclo de vida en un 
contenedor de objetos encargado de crear dichos objetos, asociaciones entre ellos y gestionar el ciclo de 
vida de estos. A dichos objetos en el contexto de Spring se les denomina Spring managed beans, o 
simplemente beans, y al contenedor se le denomina Contexto de la Aplicación (Application Context). 
El contexto de la aplicación utiliza inyección de dependencias para gestionar los beans que componen la 
aplicación. Además, estos contenedores propios de Spring (org.springframework.context.ApplicationContext) 
se encargan de crear, asociar y dispensar dichos beans bajo petición. En este caso nuestro procedimiento 
concreto para la configuración de estos se realizará a través de clases Java. 
El contexto de una aplicación web como la nuestra está diseñado para trabajar con el contexto estándar de 
servlets (javax.servlet.ServletContext) y habitualmente contiene beans del front end como vistas y 
resolvedores de vistas (views & view resolvers). En Spring MVC, con el fin de ejecutar una aplicación web de 
forma exitosa, siempre será necesaria la existencia de un view resolver 
(org.springframework.web.servlet.ViewResolver). (Ganeshan, 2016) 
Este y otros beans necesarios que usaremos en la aplicación web será definidos en un fichero de configuración 
Java cuyo nombre será WebApplicationContextConfig. 
4.3 Patrón Modelo-Vista-Controlador 
 
El otro patrón Modelo-Vista-Controlador consta de tres partes principales las cuales le dan nombre: el 
modelo, la vista y el controlador. El modelo se define como la parte encargada de manejar los datos, la vista 
por su parte se encarga de crear las interfaces de usuario y las distintas pantallas de la aplicación y por último 
el controlador es la parte que maneja las interacciones entre el usuario, la interfaz de usuario y los datos del 
modelo. 
 
Un esquema del flujo de eventos y ordenes habituales de una aplicación diseñada bajo este patrón sería el 
mostrado a continuación: 
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Figura 4-1.Interacciones del patrón MVC. 
 
El uso patrón Modelo-Vista-Controlador “clásico” permiten la interacción entre el modelo y la 
vista de forma directa. Spring implementa lo que se denomina el patrón Modelo-Vista-Controlador 
Web, el cual no permite esta interacción debido a las limitaciones del protocolo HTTP sobre el que 
se sustenta. 
Bajo este patrón MVC web, el punto de entrada principal para una petición web es a través del que se 
denomina Dispatcher Servlet. Este actúa como front controller y su función es encontrar el controlador 
adecuado para el posterior procesamiento de la petición. 
El flujo de peticiones en una aplicación de Spring MVC sería el siguiente: 
 
 







Cuando introducimos una petición, esta es recibida por el Dispatcher Servlet que actúa como punto 
centralizado de entrada a la aplicación. El Dispatcher Servlet al recibir la petición determina si hay 
algún controlador adecuado para manejar la petición y se la despacha. 
El controlador seleccionado al recibir la petición ejecuta un método que actualiza los objetos del 
modelo y devuelve el nombre la vista al Dispatcher Servlet. Tras esto el Dispatcher Servlet consulta 
con el View Resolver para determinar que vista renderizar y enviarle los datos del modelo. 
La vista rellena los valores dinámicos de la página web usando los datos del modelo y renderiza la 
página web definitiva la cual envía al Dispatcher Servlet. Tras esto finalmente el Dispatcher Servlet 
devuelve la página renderizada al navegador en forma de respuesta HTTP. 
Como ya hemos explicado antes Spring MVC también trae asociado un modelo de capas para el 
desarrollo de aplicaciones empresariales que dividirá la aplicación en las siguientes capas: Presentación, 
Dominio de Aplicación, Persistencia y Servicio. (Ganeshan, 2016) 
Estas capas serán explicadas a continuación como forma de estructurar el diseño. 
4.4 Capa de Presentación 
La capa de presentación engloba los elementos tales como el Dispatcher Servlet, los View Resolver, las 
vistas y los controladores. 
Definiremos controladores para lo siguiente: 
1. HomeController para el inicio de la aplicación. 





Estos cuatro últimos controladores serán los asociados a los objetos de la capa del dominio de aplicación 
que serán explicados en el próximo apartado. 
4.5 Capa de Dominio de Aplicación 
El dominio de aplicación es el asociado con el modelo dentro del patrón MVC. Así pues, en esta capa 
encontraremos representaciones de los tipos de datos que se requieren almacenar para implementar la 
lógica de negocio. Este dominio también abarca la descripción de las entidades, sus atributos, roles, relaciones 
y restricciones que gobiernan el problema del dominio. 
La primera clase que definiremos será la clase Database la cual representará una instancia de base de datos 
dentro del sistema de gestión de bases de datos MariaDB. Dicha clase constará de un nombre y contendrá 
dentro de sí una serie de tablas. 
Estas tablas a su vez serán otro participante de nuestro modelo de negocio y como tal será modelada por la 
clase Table la cual constará de un nombre y tendrá dentro de sí una serie de columnas. 
Dichas columnas serán representadas en nuestra aplicación por la clase Column. Esta clase contendrá, entre 
otras informaciones, el nombre de la columna, el tipo de dato con el que se almacena en la base de datos, si 
puede contener valores nulos, si es clave de cualquier tipo o no y si tiene valor por defecto. 
Para nosotros cada columna representará un posible dato con el cual el usuario podría desear trabajar. Para ello 
definiremos la clase Data que contendrá toda la información necesaria para cumplir las restricciones que dicta 
el Reglamento General de Protección de Datos de la Unión Europea. Esta información será: el nombre de la 
tabla a la que pertenece, un identificador (el nombre de la columna de la que nace), el tipo con el que se 
almacena en la base de datos, el tipo aplicable según la clasificación extraída del reglamento, si tiene carácter 
personal y/o sensible, si se tiene consentimiento para el tratamiento en caso de que sea sensible, si se encuentra 
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anonimizado y el tratamiento que se le ha realizado incluida la fecha de este.   
La relación entre estas clases se muestra a continuación: 
 
Figura 4-3. Relación de las clases a implementar. 
 
 
Por ultimo necesitamos modelar dos herramientas: una que seudonimice/anonimice los datos (clase Data) y 
otra que se encargue de generar el registro de actividades. Estas clases serán AnonymizationTool y PrintTool. 
4.6 Capa de Persistencia 
La capa de persistencia, también conocida como de repositorio, se sitúa justo por encima de la capa del 
dominio de aplicación y es la encargada de ofrecer objetos de repositorio para el acceder a objetos del dominio 
de la aplicación.  
Los objetos de repositorio se encargan de ejecutar peticiones a la fuente de datos (base de datos), mapear 
la información obtenida como respuesta a un objeto del dominio y dar persistencia a los cambios 
realizados. Es decir, es responsable de las operaciones CRUD sobre objetos del dominio de aplicación. 
Estos objetos de repositorios se definen mediante una clase Java y la anotación de Spring @Repository. 
(Ganeshan, 2016) 
Una vez explicado esto, se deduce que lo mejor para el diseño de la aplicación será que exista un tipo de objeto 
de repositorio por cada uno de los objetos del dominio obtenidos de la base de datos. Estos son Database, 
Table, Column y Data. 
Para la posterior implementación de las clases que darán lugar a los objetos de repositorios definiremos de 
forma previa una serie de interfaces. Estas interfaces nos permitirán por un lado definir los moldes a adoptar 
por las clases que modelen los objetos de repositorio, y para ofrecer una forma de acceso a esta capa, no 
dependiente de la implementación, para la capa de servicio que se situará justo por encima como se 
explicará en el próximo apartado. 
Las interfaces tomarán como nombre el de la clase de la capa del dominio de aplicación a la que darán acceso, 






final el sufijo Impl.  
Dicho esto, se detalla a continuación la definición de dichas interfaces: 
DatabaseRepository: permitirá leer las bases de datos disponibles, añadir una base de datos nuevas a la que 





public interface DatabaseRepository { 
      List <Database> getAllDatabases(); 
      void addDatabaseByName(String name); 
      void changeToDatabaseByName(String name); 
} 
 
TablesRepository: se usará para extraer todas las tablas disponibles dentro de una base de datos y copiar una 




             import com.tfg.xportData.domain.Table; 
public interface TablesRepository { 
       List <Table> getAllTables(String dbname); 
       void copyTableByName(String tablename, String newDb);  
} 
 





public interface ColumnRepository { 
      List <Column> getAllColumns(String tablename); 
} 
 




public interface DataRepository { 
void anonimyze(Data data, String newDb);  
} 
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4.7 Capa de Servicio 
La capa de Servicio supone el nexo entre la capa de presentación y la capa de persistencia o repositorio, 
permitiendo así a los controladores mediante una sola llamada realizar operaciones del negocio, 
pudiendo estas estar compuestas de múltiples operaciones CRUD. 
Dichas clases java podrán ser definidas mediante la anotación @Service (Ganeshan, 2016). 
De forma análoga a lo realizado con la capa de persistencia definiremos una clase de servicio por cada 
clase de persistencia existente, y para moldear estás definiremos una serie de interfaces.  
La nomenclatura para nombrar a las clases e interfaces continuará siguiendo el mismo esquema, pero en este 






public interface DatabaseService {  
      List <Database> getAllDatabases(); 
      public void addDatabaseByName(String name);  








public interface TablesService { 
      List <Table> getAllTables(String dbname); 








public interface ColumnService { 












public interface DataService {  
      void anonimyze(Data data, String newDb); 
} 
 
De esta forma es como terminamos de interconectar todas las capas y elementos para constituir de forma 
definitiva la que será la estructura de nuestra aplicación. 
 




















   
 
 





En este capítulo se procederá a describir los pasos llevados a cabo para implementar el diseño 
descrito en el capítulo anterior y se mostrará el resultado en forma de código. 
La estructura de subapartados para realizar esto es muy similar a la del apartado anterior para poder así 
mostrar al lectro de una forma clara como se plasman los diferentes aspectos tenidos en cuenta a la hora 
de realizar el diseño.  
Pero antes de esto será necesario tener en cuenta cierta consideración inicial y mostrar como se constituye 
el proyecto a través de la herramienta STS.  
 
5.1.  Consideración inicial 
Debido a la forma de proceder de Spring JDBC es necesario a la hora de leer una columna conocer el tipo en 
que está almacenado en la base de datos y tener un objeto del dominio de la aplicación que modele instancias 
de dicha columna que se está leyendo.  
Como la lectura de tablas que realiza nuestra aplicación es genérica es imposible saber de antemano que 
columnas de que tablas van a ser leídas, lo cual impide a su vez tener definidas de antemano clases que 
modelen estas columnas que se están leyendo. 
Antes esto se impone una restricción en el uso de la aplicación consistente en que aquellos datos con los 
cuales se desee trabajar deben estar almacenados en la base de datos como VARCHAR. Con esto y no 
permitiendo que anonimicen datos no almacenados como VARCHAR conseguimos saber siempre de antemano 
el tipo de dato que vamos a leer y siempre lo mapearemos a un String de Java. 
Esta simplificación apenas afecta a la utilidad de la aplicación ya que la mayoría de los datos citados 
específicamente en el RGPD de la UE, aunque quizás existan otro tipo de datos más adecuados, pueden 
ser almacenados como VARCHAR (raza/etnia, orientación política, creencias religiosas, afiliación/es 
sindical/es, estado de salud, condición genética, orientación sexual, nombre, apellidos, identificación e 
identificaciones en línea, teléfonos tanto fijos como móviles y cuentas bancarias). 
 
5.2.  Construcción del proyecto 
Para llevar a cabo la implementación del proyecto será necesario, en primer lugar, crear el proyecto, darle la 
estructura de directorios de una aplicación web e indicar las dependencias. En esta sección es donde se detallan 
los pasos para llevar dicho procedimiento a cabo. 
 Inicio del Proyecto 5.2.1
En primer lugar, debemos arrancar el programa Spring Tool Suite. Una vez arrancado nos aparecerá 







Figura 5-1. Pantalla de arranque STS. 
 
Tras esto debemos seleccionar File > New > Project y nos aparecerá la siguiente ventana donde habrá 
que seleccionar Maven Project y pulsar Next 
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Figura 5-2. Menú contextual de creación de proyecto. 








Figura 5-3. Menú de arquitectura de proyecto Maven. 
Tras esto nos aparecerá el último menú contextual que deberemos rellenar de la siguiente manera y 
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Figura 5-4. Menú final de proyecto Maven. 
 
Una vez realizado esto se nos generará parte de la estructura de directorios que será explicada más 
adelante. 
Lo siguiente a realizar es establecer Java 8 como la versión a utilizar por Maven en la compilación y 
construcción de nuestro proyecto. Para ello abriremos el fichero pom.xml, seleccionaremos la pestaña 
de Overview, expandiremos el cuadro de Properties y pulsaremos Create.  
Después rellenaremos tal y como se muestra en la segunda imagen, pulsaremos OK y volveremos a 
rellenar de nuevo cambiando maven.compiler.source por maven.compiler.target. Tras esto debemos 












Figura 5-5. Menú Overview del archivo pom.xml. 
 
Figura 5-6. Menú contextual de adición de propiedades. 
En este momento STS probablemente nos muestre un error indicándonos que no existe el archivo 
web.xml. Para solucionar esto añadiremos el siguiente bloque al archivo pom.xml dentro del tag 
<project>: 
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Figura 5-7. Bloque de código arreglar error pom.xml. 
Por último, ya solo nos quedará añadir las dependencias que tenga nuestro proyecto. Para esto 
abriremos el archivo pom.xml, seleccionaremos la pestaña dependencies y pulsaremos el botón Add de 
la sección Dependencies Management. 
 
 
Figura 5-8. Menú de adición de dependencias. 
Tras esto nos aparecerá el siguiente menú contextual el cual usaremos para añadir todas las 








Figura 5-9. Menú contextual de adición de dependencias. 
El único paso restante será añadir todas las dependencias asociadas a las tecnologías indicadas en el 
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Figura 5-10. Lista final de dependencias para nuestra aplicación. 
 Estructura de Subdirectorios 5.2.2





















Figura 5-11. Estructura de directorios. 
Si desplegamos las pestañas JRE System Library y Maven Dependencies podremos observar los 
archivos .jar de las librerías y las dependencias, respectivamente, añadidas a través del archivo 
pom.xml. 
Si desplegamos la pestaña src > main > webapps > WEB-INF encontraremos las carpetas layouts y 
views en las cuales se almacena el front end de la aplicación. 
La carpeta layouts contiene a su vez los directorios definitions y templates, en los cuales se situan los 
archivos necesarios para dar una forma visual común a la aplicación web a través de la utilización de 
Apache Tiles. 
Por otro lado, en la carpeta views se encuentran los archivos jsp o vistas que serán renderizas y 
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Figura 5-12. Directorio src. 
Por otro lado, en la carpeta src/main/java encontraremos el back end de la aplicación estructurado 
según el diseño en los packages que se muestran a continuación: 
 
Figura 5-13. Directorio src/main/java. 
El único paquete que no está relacionado con el diseño es com.tfg.exportData.config el cual contiene 
las clases java con las que Maven construye la aplicación web. A continuación, en la siguiente 






 Configuración del Proyecto 5.2.3
En el paquete com.tfg.exportData.config se encuentran las siguientes clase java: 
 
Figura 5-14. Paquete com.tfg.xportData.config . 
El archivo DispatcherServletInitializer.java es el empleado para configurar el DipatcherServlet que se 
encargará de invocar a un u otro controlador en función de la url recibida, indicando las clases a través 
de las cuales definiremos el contexto de nuestra aplicación y que serán explicados justo después. Su 
contenido es el siguiente: 
 
 
El primero de los archivos de configuración citados es RootApplicationContextConfig, en el cual 
configuraremos la conexión con la base de datos y obtendremos un template para interaccionar con la 
fuente de datos. El código que define la clase es el siguiente: 
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El otro archivo de configuración será WebApplicationContextConfig y en el definiremos los prefijos y 










Además de los archivos ya explicados en el paquete se hallan las clases java de configuración de 
Spring Security y de Apache Tiles. 
Para Spring Security serán necesarios dos archivos: SecurityConfig.java y 
SecurityWebApplicationInitializer.java .  
El primero de ellos se emplea para definir los usuarios y contraseñas, las páginas web de login, cierre 
de sesión y acceso denegado y las rutas que requieran de permisos específicos. 
  
El segundo de ellos sirve para inicializar la configuración definida. La clase java creada para ello es 
muy sencilla. 
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En último lugar para poder emplear Apache Tiles en nuestra aplicación debemos configurarlo a través 




Una vez implementada esta última clase de configuración podremos proceder a implementar el resto 
de clases y funcionalidades de nuestra herramienta de exportación de datos. 
 
5.3. Capa de Visualización 
En esta sección se procede a mostrar y comentar la implementación de los controladores definidos en el 
diseño.  
Cada controlador constará de uno o varios métodos asociados a un patrón URL y/o un método de petición 
HTTP. Estos métodos devolverán al front controller el nombre de la vista a renderizar como ya se detalló al 








5.3.1.  Controladores 




LoginController: Responderá a las peticiones de login que no procedan de la ruta “/”. Un ejemplo de 
esto será el cierre de sesión, la autenticación inválida o el acceso denegado. 
 
 
DatabaseController: Será el encargado de mostrar las bases de datos disponible a través de 
databases.jsp. Cada una de las bases de datos mostradas constará de un botón que al pulsar redirigirá a 
la página de creación de la base de datos de exportación addDatabase.jsp la cual también será 
controlada por esta clase. Tras esto el usuario será renviado a una página que cambiará la base de 
datos que estaremos usando a la seleccionada (comando SQL “USE database”) e inmediatamente será 




   
 
 




TablesController: Mostrará las tablas disponibles dentro de la base de datos seleccionada a través de la 
vista tables.jsp y cuando el usuario seleccione una tabla la copiará a la base de datos de exportación y 



















ColumnController: Mostrará las columnas que pertenezcan a la tabla seleccionada a través de la vista 
columns.jsp. Cada columna mostrada contendrá un enlace dentro de un botón que redirigirá al 













   
 
 





























Se detalla a continuación el código de las vistas nombradas en el apartado anterior. Su resultado visual 










   
 
 





















   
 
 
















   
 
 











5.3.3. Layouts globales 
Esta sección está dedicada en exclusiva a la explicación de la utilización de Apache Tiles para dotar a 
la aplicación web de un layout común. Como se explicó en la sección 5.2.2 los archivos que nos 
interesan se encuentran en la carpeta src>main>webapps>WEB-INF>layouts la cual contiene los 
directorios definitions y template. 
En el directorio templates encontramos los elementos que queremos que se integren para formar un 
layout común. Estos son: 
 
 
BaseLayout: Constituye como su nombre bien dice la base del marco de estilos. 
   
 
 




footer.jsp: Se corresponde con el pie de página. La codificación es solo una línea: 
<p>&copy; Company 2019</p> 
 
Navigation.jsp: Corresponde a la barra de navegación. La codificación es la siguiente: 
 
<%@taglib prefix="spring" uri="http://www.springframework.org/tags"%> 
<li><a href="<spring:url value="/"/>">Home</a></li> 
<li><a href="<spring:url value="/login?logout"/>">Logout</a></li> 
 
Por último, en el directorio definitions en el fichero tiles.xml tendremos la definición del marco común 
y la extensión para todas las páginas de la aplicación web donde deseemos insertarlo. El contenido de 









5.4. Capa de Dominio de Aplicación 
En este apartado se mostrará la implementación de las clases definidas en el diseño del problema y se 
comentará, en caso de que exista, algún aspecto singular o significativo.  
Como comentario indicar que los constructores y métodos setters y getters generados automáticamente 
no se mostrarán en detalle. 
 
 
   
 
 




























   
 
 












   
 
 











   
 
 











   
 
 







5.5. Capa de Persistencia 
En este apartado se va a mostrar el código de las clases que implementan las interfaces establecidas en el 
















   
 
 













   
 
 





En estas clases se puede observar que en todos los casos es necesario definir una clase que implemente la 
interfaz RowMapper. Esta clase nos servirá para convertir los valores obtenidos de la base de datos a 
objetos de las clases que hayamos definido a través de las llamadas a los métodos de la clase ResultSet 
(getString(), getInt(), getBoolean(), etc). 
Este es el motivo de que sea necesario realizar la simplificación explicada al comienzo de este capítulo. 
 
5.6. Capa de Servicio 
Al igual que en la sección anterior se mostrará el código de las clases que implementan las interfaces 
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6 RESULTADOS 
En este capítulo se procederá a mostrar de forma gráfica de la herramienta de exportación de datos a 
través de capturas de las distintas páginas de la aplicación web, los resultados observables a través de la 
base de datos y el registro generado. Para ello se utilizará una base de datos creada a propósito para una 
muestra simple de las funcionalidades de la aplicación. 
Dicho esto, cuando accedemos a la página de inicio de la herramienta de exportación de datos nos 
encontramos con el login: 
 
 
Figura 6-1. Página de inicio. 
 
Al pulsar en Log in se nos mostrarán las distintas bases de datos disponibles en MariaDB. Se muestra a 
continuación la concordancia entre lo obtenido del cliente de terminal y lo obtenido por la herramienta. 
  









Figura 6-3. Base de datos a través de la aplicación. 
Cuando seleccionemos la base de datos con la que deseemos trabajar (en este caso para el ejemplo la base 
de datos tfg) se nos pedirá el nombre de la base de datos a la que deseamos exportar. 
 
 
Figura 6-4. Formulario de creación de base de datos de exportación. 
 
Cuando pulsemos el botón Create se creará la base de datos y se nos mostrarán las tablas almacenadas en 
la base de datos seleccionada como fuente de datos. Se muestra ahora la comprobación de la creación de 
la base de datos de exportación, la página que permite elegir la tabla a utilizar que en este caso solo tendrá 
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una tabla “USUARIOS” definida al ejemplo y la comprobación de que el listado de tablas es coincidente 
con el obtenido a través del cliente mysql. 
 
 
Figura 6-5. Comprobación creación base de datos de exportación. 
 
 











Ahora mismo la base de datos que hemos creado se encuentra vacía, 
 
Figura 6-8. Estado inicial de la base de datos de exportación. 
pero cuando seleccionemos una tabla en la página que nos encontramos esta tabla será copiada a la base 
de datos de exportación. Esta copia será tanto en esquema como en valores. 
 
 
Figura 6-9. Estado de la base de datos de exportación tras la selección de una tabla. 
 
Tras esto la página web mostrará las columnas de la tabla seleccionada. 
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Figura 6-10. Columnas de la tabla seleccionada (I). 
 
 












Figura 6-12. Concordancia con las columnas mostradas por la aplicación web. 
Tras esto seleccionaremos la columna que deseemos anonimizar/seudonimizar y nos aparecerá el 
siguiente formulario que debemos cumplimentar con los valores que no aparecen rellenados. 
Se mostrará en el ejemplo para la columna NAME, pero se realizará también para las columnas 
APELLIDO1, APELLIDO2, DNI, Y CUENTABANCARIA. 
 
 
Figura 6-13. Formulación de anonimización de datos. 
 
Desde el cliente mysql se podrán observar los cambios realizados por la herramienta. 
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Figura 6-14. Estado inicial y final de los datos exportados. 
 
Tras esto podríamos seleccionar otra tabla si existiera y continuar con el proceso. Si no es lo deseado 
podríamos pulsar en Logout, lo cual nos redirigiría a lo siguiente. 
 
 
Figura 6-15. Efecto de hacer clic en Logout. 
 










Figura 6-16. Log in incorrecto. 
 
Por último, mostrar como en la carpeta “/logs” se ha generado un registro en un fichero de nombre la 
tabla de la cual hemos exportado con las operaciones realizadas: 
 




   
 
 





Como forma de concluir esta memoria, se procede a la realización de un análisis general de los objetivos 
a cumplir como medida para el éxito de este trabajo y como medio para obtener las conclusiones y posibles 
líneas futuras de ampliación del alcance de este proyecto. 
Dicho esto, y comenzando con los objetivos definidos en el capítulo 2, se puede afirmar que dentro del marco 
definidos por las consideraciones iniciales de diseño e implementación se ha cumplido con todos los 
objetivos. 
Siendo esto así la herramienta de exportación de datos proporciona al usuario en forma de aplicación 
web una herramienta visual y sencilla para llevar datos de un entorno productivo a otro realizando de 
por medio transformaciones de seudonimización/anonimización de forma transparente al usuario. 
Estas transformaciones, siempre y cuando el usuario realice un uso digno de la aplicación, garantiza la 
legalidad de las operaciones realizadas tanto en la exportación como en el tratamiento que se desee dar 
a posteriori cualesquiera que sean los fines. 
Todo esto mientras, también de forma automática y transparente, se va generando un registro de actividades al 
cual el responsable debe dar accesibilidad en formato electrónico, para la autoridad de control que lo solicite, y 
persistencia en formato físico. 
Una vez establecido esto, es posible concluir de la misma manera que la forma de mejorar la herramienta 
de exportación no iría en la dirección de mejorar las funcionalidades, que ya cumplen con sus objetivos, sino 
de definir más objetivos que den lugar a nuevas funcionalidades que aporten calidad a la aplicación de cara 
al usuario. 
Estas posibles líneas futuras de ampliación de ampliación del alcance podrían ser, entre otras: 
La posibilidad de configurar mediante un archivo XML o json la conexión a la base de datos (tipo de base 
de datos, dirección IP, puerto, usuario…), los diferentes usuarios y contraseñas con sus permisos asociados 
para el login, etc. 
Por otro lado, también sería interesante la implementación de una lectura “inteligente” de las columnas de la 
base de datos eliminando la restricción impuesta al inicio de la implementación de tener que conocer el tipo 
con el que el dato se encuentra almacenado en la base de datos. De esta forma no solo los datos almacenados 
como VARCHAR podrían ser transformados y anonimizados, sino cualquier en general. 
Por último, otra utilidad interesante para el responsable de datos sería la posibilidad de no realizar 
transformaciones a los datos columna por columna sino en conjunto. Ejemplo claro de esto sería no 
trabajar con las columnas de nombre, primer apellido y segundo apellido por separado sino en conjunto 
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