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Automatisoitu testaus Testaustoiminnan automatisointia sisältäen testiskrip-
tien toteuttamisen ja ajamisen, testausvaatimusten
varmistamisen ja automatisoitujen testaustyökalujen
käyttämistä.
Iteratiivinen kehitys Sovelluksen toteuttamista pienissä palasissa, joista
kukin palanen tuottaa arvoa sovellukseen.
Ketterät menetelmät Sovelluskehitysmenetelmiä, joissa sovelluksia toteu-
tetaan iteratiivisesti asiakkaan kanssa tiiviissä yhteis-
työssä.
Käytösvetoinen kehitys Sovelluskehitysmenetelmä, jossa kirjoitetaan sovel-
luksen määrittelyt toimivat testitapauksina.
Punainen/vihreä/refaktorointi
-sykli
Testi- ja käytösvetoisessa kehityksessä käytetty sykli,
jossa kirjoitetaan ensin epäonnistuva testitapaus, tä-
män jälkeen sovelluskoodi, jolla testitapaus menee lä-
pi, jonka jälkeen toteutusta refaktoroidaan.
Refaktorointi Sovelluskoodin rakenteen parantamista ilman sovel-
luksen ulkoisen toiminnallisuuden muuttamista.
Testivetoinen kehitys Sovelluskehitysmenetelmä, jossa kirjoitetaan ensin
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1 Johdanto
Perinteiset sovelluskehitysmenetelmät ovat Chelimsky & al (2010) mukaan syy min-
kä takia monet sovelluskehitysprojektit epäonnistuvat. Epäonnistuminen voi tarkoit-
taa esimerkiksi projektiin varattujen resurssien ylittämistä, määrittelyjä vastaamatto-
man tuotteen toimittamista, epävakaata sovellusta tai sovellusta, jonka ylläpitäminen
on kallista. Nykyään käyttäjät vaativat sovelluksilta yhä enemmän ja yritykset joutuvat
toimittamaan sovelluksia yhä nopeammin laadusta tinkimättä. Yritykset kärsivät myös
taloudellisista paineista, joiden takia käytössä olevat resurssit pysyvät samana tai jopa
pienenevät.
Useimmat sovelluskehitysmenetelmät sisältävät esisuunnittelu-, analyysi-, suunnittelu-
, toteutus-, testaus- ja toimitusvaiheet. Esisuunnitteluvaiheessa selvitetään projektin
vaatimat resurssit, kuten tarvittavien henkilöiden määrä ja budjetti. Analyysivaiheessa
määritetään ratkaistava ongelma tarkemmin. Suunnitteluvaiheen tavoitteena on suun-
nitella kuinka ratkaistavana oleva ongelma saadaan ratkaistuksi tietokoneen avulla ja
suunnitella sovelluksen arkkitehtuuri ja tekniset ratkaisut. Toteutusvaiheessa suunnit-
teluvaiheessa syntynyt suunnitelma toteutetaan käytännössä ja testausvaiheessa var-
mistetaan, että toteutettu sovellus toimii määrittelyjen mukaisesti. Toimitusvaiheessa
sovellus asennetaan lopulliseen toimintaympäristöön ja sitä aletaan käyttää tuotanto-
käytössä.
Testaus on tärkeä osa sovelluskehitysprosessia ja se on myös todennäköisesti kallein
osa sitä. Joidenkin arvioiden mukaan testaus voi viedä jopa yli 50% projektin resurs-
seista. Suorien kustannusten lisäksi testaus vaikuttaa välillisesti huonon laadun ja vir-
heellisesti toimivien sovellusten kautta aiheutuviin kustannuksiin. Perinteiset sovellus-
kehitysmenetelmät sisältävät paljon etukäteissuunnittelua, koska virheiden korjaami-
sen ja vaatimusten muuttamisen on huomattu tulevan sitä kalliimmaksi mitä myöhem-
mässä vaiheessa ne tehdään. Esimerkiksi löydettäessä virhe testausvaiheessa, ohjel-
moija voi kertoa toteuttaneensa ominaisuuden suunnitelman mukaisesti. Suunnittelija
voi syyttää liiketoiminta-analyytikkoa, joka on tehnyt sovelluksen tarkemmat määrit-
telyt. Tästä huomataan minkä takia muutosten tekeminen tulee sitä kalliimmaksi mitä
myöhemmässä vaiheessa ne tehdään. Etukäteissuunnittelun avulla virheet pyritään eli-
minoimaan.
Perinteisissä sovelluskehitysmenetelmissä kehitysprosessi itsessään aiheuttaa muutos-
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ten aiheuttaminen kulujen nousemisen sitä mukaa mitä myöhemmässä vaiheessa muu-
toksia tehdään (Chelimsky & al, 2010). Sovelluskehitysmenetelmät ovat ottaneet mal-
lia menetelmistä, joita käytetään muun muassa rakennusprojekteissa. Esimerkiksi sil-
lan tai laivan rakentamisessa tehdään paljon suunnittelua etukäteen, koska muutokset jo
toteutetuissa virheellisissä suunnitelmissa tulevat kalliiksi. Sovellusten sen sijaan tulisi
olla helppoja muuttaa mikäli käyttäisimme niiden toteuttamiseen oikeita lähestymis-
tapoja ja työkaluja, sillä sovelluksia ei rakenneta siltojen ja laivojen tapaan fyysisistä
elementeistä.
Erilaisia ketteriä kehitysmenetelmiä (eng. agile methods) on kehitetty, koska on huo-
mattu, etteivät perinteiset kehitysmenetelmät ole soveltuvia nykyaikaiseen sovelluske-
hitykseen. Ketterien menetelmien tärkeimpinä ominaisuuksina ovat asiakasyhteistyön
tärkeyden painotus, jatkuva testaaminen, sovelluksien toteuttaminen pienissä palasis-
sa ja kyky vastata muuttuneisiin vaatimuksiin. Testauksen automatisointi on ketteris-
sä menetelmissä tärkeässä osassa, jotta sovellusta voidaan muuttaa ja varmistua, ettei
muutokset ole rikkoneet toiminnallisuutta. Testivetoinen kehitys (eng. test-driven de-
velopment, TDD) on tekniikka, jossa sovelluskoodille kirjoitetaan testit jo ennen kuin
itse sovelluskoodia kirjoitetaan. Sen sijaan, että testaus olisi vain yksi vaihe sovellus-
kehitysprosessissa, testaaminen on jatkuvaa ja testivetoisessa kehityksessä osa testaa-
misesta on siirretty osaksi suunnittelu- ja kehitysvaiheita. Testivetoinen kehitys ei kui-
tenkaan ole ainoastaan testaustekniikka, vaan se auttaa parantamaan myös sovelluksen
rakennetta, jonka ansiosta muutoksia on helpompi tehdä.
On kuitenkin huomattu, ettei testivetoinen kehitys yksinään takaa vaatimuksiltaan oi-
kean sovelluksen toteuttamista. Sovelluskehitysprojektit koostuvat useista yhteistyötä
tekevistä tiimeistä ja yhteistyössä laadukas kommunikointi on avainasemassa projek-
tin menestykselle. Vaatimusten kuvailemisen lisäksi laadukas kommunikointi sisältää
palautteen keräämisen toteutettavasta sovelluksesta. Tämän takia sovellusten toteutta-
minen iteratiivisesti pienissä palasissa on tärkeää, että toteutettuja ominaisuuksia on
mahdollista testata jatkuvasti ja näin ollen virheet ja väärinymmärrykset vaatimuksissa
löydetään mahdollisimman nopeasti.
Käytösvetoinen kehitys (eng. behaviour-driven development, BDD) on luotu paran-
tamaan asiakasyhteistyötä sovelluskehitysprojekteissa. Käytösvetoisessa kehityksessä
kirjoitetaan sovelluksen määrittelyt yhdessä asianosaisten kanssa luonnollisella kielel-
lä, josta ne käännetään koodiksi, jonka avulla sovellusta voidaan testata. Määrittelyt
toimivat siis sekä dokumentaationa että automatisoituina testitapauksina, jonka ansios-
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ta ne ovat jatkuvasti ajantasalla ja dokumenttien ylläpidon tarve vähentyy.
Tämän tutkielman tarkoituksena on vertailla testi- ja käytösvetoista kehitystä toisiin-
sa ja näiden soveltuvuutta sovelluskehitykseen. Vertailua tehdään kirjallisuuden kautta
sekä toteuttamalla sama käytännön esimerkki molemmilla kehitysmenetelmillä, jon-
ka jälkeen vertailen menetelmiä oman kokemuksen perusteella. Tutkielma aloitetaan
käymällä yleisesti läpi sekä testausta että ketteriä menetelmiä luvussa 2. Testauksesta
käydään yleisesti läpi mitä se on, testausstrategioita sekä tutkielman kannalta oleel-
lisimpia testauksen tasoja. Ketteristä menetelmistä käydään läpi niitä ohjaavat arvot,
jonka jälkeen esitellään yleisellä tasolla automatisoitua testausta, joka on keskeisessä
roolissa ketterissä menetelmissä.
Luvussa 3 käydään läpi mitä testivetoinen kehitys on, mitä työkaluja siinä käytetään
ja miten sovelluksia kehitetään testivetoisen kehityksen avulla. Käytösvetoinen kehitys
esitellään luvussa 4, jossa käsitellään miten käytösvetoinen kehitys pyrkii parantamaan
asiakasyhteistyötä. Lopuksi testi- ja käytösvetoista kehitystä vertaillaan käytännössä
toteuttamalla sama sovellus molemmilla kehitysmenetelmillä luvussa 5. Pohdinta ja
menetelmien vertailu perustuu omiin näkemyksiini kehittäjän näkökulmasta.
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2 Testaus ja ketterät kehitysmenetelmät
Tämä luku aloitetaan käymällä läpi testausta yleisesti, testausstrategioita ja tämän tut-
kielman kannalta tärkeimpiä testauksen tasoja. Tämän jälkeen esitellään ketterät ke-
hitysmenetelmät ja niiden hyödyt ketteriä menetelmiä ohjaavien arvojen kautta. Vii-
meisenä käydään läpi automatisoitua testausta, joka on tärkeässä asemassa ketterissä
menetelmissä.
2.1 Yleistä testauksesta
Myers & al (2012) määrittelevät sovellustestauksen prosessina, tai prosessien sarja-
na, jolla varmistetaan sovelluskoodin tekevän sitä mitä sen on suunniteltu tekevän ja
myös päinvastoin, ettei se tee mitään mitä sen ei tule tehdä. Sovellusten tulee toimia
ennustettavasti ja yhtenäisesti eivätkä ne saisi tuottaa yllätyksiä niiden käyttäjille. So-
vellustestauksen avulla pyritään saavuttamaan nämä tavoitteet.
Ideaalisessa maailmassa testaisimme sovelluksesta kaikki mahdolliset syöte- ja tulos-
kombinaatiot. Tämä ei kuitenkaan ole mahdollista, sillä jo pienetkin sovellukset voivat
sisältää satoja tuhansia syöte- ja tuloskombinaatioita. Sovelluksen testaaminen kestäisi
liian kauan ja se ei olisi taloudellisesti järkevää, koska se vaatisi niin paljon resursseja.
Kasurinen & al. (2010) mukaan testaus on todennäköisesti kallein osa sovelluskehitys-
prosessia ja joidenkin arvioiden mukaan se voi viedä yli 50% projektin resursseista.
Suorien kustannusten lisäksi testaus vaikuttaa välillisesti huonon laadun ja virheelli-
sesti toimivien sovellusten kautta aiheutuviin kustannuksiin.
Myers & al (2012) mukaan yksi päällimmäinen syy huonoon sovellustestaukseen on
vääränlaiset oletukset siitä mitä testaus on. Testausta ei pitäisi nähdä esimerkiksi pel-
kästään keinona osoittaa, että sovelluksessa ei ole virheitä tai, että sovellus suoriutuu
toiminnoistaan oikein. Testauksella halutaan tuoda arvoa testattavaan sovellukseen ja
arvon tuottaminen testauksen avulla tapahtuu parantamalla sovelluksen laatua tai luo-
tettavuutta. Sovelluksen luotettavuuden parantaminen tarkoittaa virheiden löytämistä
ja niiden korjaamista. Testaus pitäisi nähdä siis prosessina, jossa sovelluksesta pyri-
tään etsimään virheitä.
Testauksen oikean määritelmän ymmärtäminen on erityisen tärkeää testauksen onnis-
tumisen kannalta. Ihmiset ovat tavoiteorientoituneita ja oikean tavoitteen määrittämi-
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sellä on huomattava vaikutus lopputulokseen. Mikäli testauksen tavoitteena on näyttää,
ettei testattavassa sovelluksessa ole virheitä, testaajien alitajunta voi ohjata tätä tavoi-
tetta kohden esimerkiksi valitsemalla syötteet siten, että niillä on pieni todennäköisyys
aiheuttaa virheitä. Mikäli tavoitteena on sen sijaan näyttää, että testattavasta sovelluk-
sesta löytyy virheitä, syötteet valitaan siten, että niillä on suurempi todennäköisyys
löytää virheitä. Jälkimmäisessä tapauksessa virheitä löydetään enemmän ja tätä kautta
testaus tuottaa enemmän arvoa sovellukselle.
2.1.1 Testausstrategiat
Kaksi yleisintä testausstrategiaa ovat Myers & al (2012) mukaan musta- ja lasilaatik-
kotestaus. Nämä strategiat eroavat toisistaan siinä kuinka testattavana olevaa sovellusta
tarkastellaan. Seuraavaksi esitellään molempien menetelmien perusperiaatteet ja haas-
teet.
Mustalaatikkotestaus
Mustalaatikkotestauksessa (eng. black-box testing) testattavaa sovellusta tarkastellaan
mustana laatikkona, jonka sisäinen rakenne ja toiminta ei ole testaajien tiedossa. Täs-
sä testausstrategiassa testisyötteet johdetaan sovelluksen määrittelystä, jolloin voidaan
varmistaa sovelluksen toimivuus määrittelyjen mukaisesti.
Mikäli kaikki mahdolliset sovelluksen virheet halutaan löytää käyttäen mustalaatikko-
testausta, sovellukselle tulee tehdä perusteellinen syötetestaus (eng. exhaustive input
testing), jossa testataan kaikki mahdolliset syötekombinaatiot. Koska sovellusta tar-
kastellaan mustana laatikkona eikä sen sisäisestä toteutuksesta tiedetä mitään, sovellus
voi sisältää erikoistapauksia tietyille syötteille, jonka takia kaikki mahdolliset syöte-
kombinaatiot on testattava.
Perusteellinen syötetestaus on käytännössä mahdotonta, koska jo yksinkertaisille-
kin sovelluksille syötekombinaatioita tulee paljon. Monimutkaisemmista sovelluksista
Myers & al (2012) käyttävät esimerkkinä C++ -kääntäjän testaamista. Mikäli kääntä-
jälle halutaan tehdä perusteellinen syötetestaus käyttäen mustalaatikkotestausta, niin
testitapausten pitäisi sisältää kaikki lailliset C++ -sovellukset, joita on käytännössä ää-
retön määrä. Laillisten sovellusten lisäksi testitapausten pitäisi sisältää myös kaikki
virheelliset C++ -sovellukset, koska yhtenä testauksen tavoitteena oli varmistaa, ettei
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sovellus tee mitään mitä sen ei ole tarkoitettu tekevän.
Koska perusteellinen syötetestaus on käytännössä mahdotonta, tavoitteena pitäisi olla
löytyneiden virheiden määrän maksimointi rajallisella määrällä testitapauksia. Tämä
vaatii, että sovelluksen sisäistä rakennetta on mahdollista tarkastella ja tätä kautta teh-
dä johtopäätöksiä sovelluksen toiminnasta. Sovelluksen sisäisestä rakenteesta voidaan
tutkia esimerkiksi, ettei sovelluksessa ole tietyille syötekombinaatioille erikoistapauk-
sia, jolloin testaukseen riittää samankaltaisten syötteiden joukosta yksi kombinaatio.
Lasilaatikkotestaus
Lasilaatikkotestauksessa (eng. white-box testing) on lupa tarkastella testattavan sovel-
luksen sisäistä rakennetta ja johtaa testitapauksia sovelluksen sisäisestä logiikasta. La-
silaatikkotestauksen tavoitteena on luoda vastine mustalaatikkotestauksen perusteelli-
selle syötetestaukselle. Vastineeksi ajatellaan usein perusteellista polkutestausta (eng.
exhaustive path testing), jossa testitapauksilla pyritään käymään läpi kaikki mahdolli-
set polut testattavassa sovelluksessa (Myers & al, 2012). Kuten perusteellisessa syö-
tetestauksessa, myös perusteellisessa polkutestauksessakin on ongelmia. Ensinnäkin,
useimmat sovellukset ovat monimutkaisia, joten sovelluksissa on uniikkeja polkuja
tähtitieteellinen määrä. Tämän takia perusteellisen syötetestauksen ongelmat tulevat
esiin myös perusteellisessa polkutestauksessa.
Lisäksi, vaikka kaikki polut testattaisiinkin, voi testattavaan sovellukseen silti jäädä
virheitä. Ensinnäkin, perusteellinen polkutestaus ei takaa sovelluksen toimivan vaati-
musten mukaisesti. Esimerkiksi testattaessa toimintoa, jonka tulisi antaa tulos nouse-
vassa järjestyksessä mutta se antaakin tuloksen virheellisesti laskevassa järjestyksessä,
perusteellinen polkutestaus ei löytäisi tällaista virhettä. Toinen ongelma perusteelli-
sessa polkutestauksessa on, ettei se pysty ottamaan huomioon sovelluksesta puuttuvia
polkuja. Mikäli jotain polkua ei ole toteutettu testattavaan sovellukseen, sovellus voi
toimia virheellisesti vaikka kaikki olemassa olevat polut testattaisiinkin.
Kolmantena, perusteellinen polkutestaus ei välttämättä tuo esiin tietoon liittyviä logiik-
kavirheitä. Myers & al (2012) käyttävät koodilistauksen 1 mukaista esimerkkiä, jossa
tarkastetaan ovatko kaksi muuttujaa a ja b lähempänä toisiaan kuin ennaltamäärätty
arvo c. Tässä ehtolauseessa on virhe, koska sen pitäisi tarkistaa erotuksen absoluutti-
nen arvo. Perusteellinen polkutestaus ei välttämättä löydä virhettä tästä koodista, koska
virheen löytäminen riippuu valituista a -ja b-muuttujien arvoista. Esimerkiksi c:n ar-
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Koodilistaus 1: Esimerkki logiikkavirheestä kahden muuttujan läheisyyttä
tarkasteltaessa.
Kumpikaan, perusteellinen syötetestaus tai polkutestaus, eivät ole käyttökelpoisia, kos-
ka ne ovat mahdottomia käyttää käytettävissä olevien resurssien puitteissa. Myers & al
(2012) pohtivat, olisiko mahdollista yhdistää musta- ja lasilaatikkotestauksen osia si-
ten, että nämä tarjoaisivat kohtuullisen testausstrategian.
2.1.2 Testauksen tasot
Berner & al. (2005) mukaan sovelluksen eri tasoilla tapahtuvilla testeillä on usein eri-
laiset tavoitteet. Esimerkiksi yksikkötestit kohdistetaan yleisimmin komponenttien si-
säiseen sovelluslogiikkaan ja komponenttien rajapintojen toteutuksen oikeellisuuteen.
Tällaisten asioiden testaaminen esimerkiksi käyttöliittymän kautta olisi tehotonta ja
järjestelmän saaminen haluttuun tilaan voi olla vaikeaa. Lisäksi haluttu tila ei välttä-
mättä näy käyttöliittymään, jonka takia tilan tarkastelu voi olla vaikeaa.
Yksikkötestaus
Yksikkötestaus on prosessi, jossa testataan sovelluksen moduuleja, kuten aliohjelmia,
luokkia tai proseduureja itsenäisinä kokonaisuuksinaan (Myers & al, 2012). Moduulit,
joista sovellus koostuu, testataan siis ensin omina kokonaisuuksinaan, jonka ansiosta
virheiden paikallistaminen on helpompaa, koska ne voidaan paikallistaa testattavana
olevaan moduuliin. Testattavana olevan moduulin toiminnallisuutta verrataan esimer-
kiksi moduulin toiminnalliseen määrittelyyn tai rajapintamäärittelyyn. Yksikkötestaus
mahdollistaa myös testauksen rinnakkaistamisen, koska useampia toisistaan riippumat-
tomia moduuleja voidaan testata yhtaikaa, joka tekee testauksesta tehokkaampaa.
Hyväksymistestaus
Yksikkötestien avulla testataan, että moduulit, joista järjestelmä koostuu, toimivat odo-
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tetulla tavalla. Ne eivät kuitenkaan ole riittäviä pystyäkseen varmistamaan, että ko-
ko järjestelmä toimii odotetulla tavalla. Hyväksymistestauksessa järjestelmää testataan
mustalaatikkostrategian avulla ja varmistetaan, että järjestelmä toimii asiakkaan mää-
rittelemällä tavalla. (Martin, 2006)
Hyväksymistestit tehdään sellaisten henkilöiden toimesta, joilla ei ole tietoa järjes-
telmän sisäisestä toiminnasta. Tällaisia henkilöitä voivat olla asiakkaat, liiketoiminta-
analyytikot, testaajat tai laadunvarmistajat. Hyväksymistestit kirjoitetaan yleensä tietyn
muotoisella kielellä, jota kaikki projektin asianosaiset pystyvät ymmärtämään.
Hyväksymistestit toimivat perimmäisenä dokumentaationa järjestelmän ominaisuuk-
sille. Kun hyväksymistestit on kirjoitettu asiakkaan toimesta, auttavat ne kehittäjiä saa-
maan enemmän ymmärrystä kuinka toteutettavana olevan ominaisuuden tulee toimia.
Kun hyväksymistestit kirjoitetaan etukäteen, väärinymmärrykset vaatimuksissa huo-
mataan usein etukäteen ennen kuin ne ehtivät sovelluskoodiin (Wynne & Hellesøy,
2012). Siinä missä yksikkötestit dokumentoivat järjestelmän sisäisen rakenteen, hy-
väksymistestit dokumentoivat järjestelmän ominaisuudet. Hyväksymistestit toimivat
siis testitapausten lisäksi myös ajantasaisena järjestelmän vaatimusmäärittelynä.
2.2 Ketterät menetelmät ja testaus
Cohen & al (2004) mukaan ketterät menetelmät ovat syntyneet reaktiona perintei-
siin sovelluskehitysmenetelmiin, koska on huomattu, että tarvitaan vaihtoehto raskaille
dokumenttipohjaisille kehitysmenetelmille. Perinteisissä sovelluskehitysmenetelmissä
työ aloitetaan määrittelemällä ja dokumentoimalla vaatimukset etukäteen, jonka jäl-
keen tehdään arkkitehtuurisuunnittelu, toteutus ja testaus. Perinteiset sovelluskehitys-
menetelmät eivät toimi toivotulla tavalla, koska ala sekä teknologiat siirtyvät liian no-
peasti eteenpäin. Lisäksi vaatimukset muuttuvat usein ja asiakkaiden on vaikea mää-
ritellä tarkkoja vaatimuksia etukäteen. Samalla asiakkaat vaativat sovelluksilta yhä
enemmän, nopeammin ja laadukkaammin. Kilpailun koventuessa yritykset ovat joutu-
neet etsimään keinoja, joiden avulla tuotteita saadaan vietyä nopeammin markkinoille
(Myers & al, 2012). Tämä koskee erityisesti sovelluskehitysalaa internetin mahdollis-
taessa lähes reaaliaikaisen tuotteiden ja palveluiden toimittamisen. Perinteiset sovellus-
kehitysmenetelmät eivät mahdollista asiakkaiden vaatimaa korkealaatuisten tuotteiden
nopeaa toimitusta.
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Myers & al (2012) kertoo kaikilla ketterillä menetelmillä olevan kolme yhteistä asi-
aa. Ne luottavat asiakkaan mukaan ottamiseen, vaativat huomattavasti testausta ja si-
sältävät lyhyitä iteratiivisia kehityssyklejä. Heidän mukaansa ketterien kehitysmene-
telmien mukaisesti toimiminen on haastavaa, koska ne vaativat juuri oikean kombi-
naation asianosaisia, mutta lopulta tuote kuitenkin hyötyy jatkuvasta testauksesta sekä
asiakkaan mukana olosta.
Iteratiivisessa kehityksessä (eng. iterative development) projekti pilkotaan iteraatioi-
hin, joista kukin iteraatio tuottaa palasen sovellukseen. Ensimmäisissä iteraatioissa to-
teutetaan perusominaisuudet ja projektin edetessä toteutetaan seuraavaksi tärkeitä ja
täydentäviä ominaisuuksia. Iteratiiviset kehitysmenetelmät toimivat hyvin jatkuvasti
muuttuneiden vaatimusten kanssa, koska valmiita vaatimuksia tarvitaan vasta iteraa-
tion alussa, jolloin myöhemmin toteutettavien ominaisuuksien vaatimusmäärittelyn ei
tarvitse olla heti projektin alussa täydellistä. (Cohen & al, 2004)
Vuonna 2001 ryhmä sovelluskehitysammattilaisia kokoontui yhteen miettimään pa-
rempia menetelmiä toteuttaa sovelluksia. Tämän seurauksena syntyi Agile Manifes-
to, jonka sisältämät seuraavat neljä arvoa kaikki ketterät menetelmät jakavat (Martin,
2006).
• Ihmiset ja yhteistyö prosessien ja työkalujen sijaan
• Toimiva tuote kattavan dokumentoinnin sijaan
• Yhteistyö asiakkaan kanssa sopimusneuvottelujen sijaan
• Muutokseen vastaaminen suunnitelman seuraamisen sijaan
Ihmiset ja yhteistyö
Ihmiset ovat tärkein osa projektin menestystä. Hyväkään prosessi ei pelasta projek-
tia epäonnistumiselta, jos tiimissä ei ole osaavia henkilöitä. Sen sijaan huonon pro-
sessin takia osaavatkin henkilöt voivat menettää tehokkuutta. Martin (2006) mukaan
yhteistyö- ja kommunikointitaidot ovat projekteissa ohjelmointitaitoa tärkeämmässä
roolissa.
Oikeanlaiset työkalut, kuten kääntäjät, integroidut kehitysympäristöt, versionhallin-
tajärjestelmät yms., ovat myös tärkeitä projektin menestyksen kannalta. Työkalujen
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kanssa ei kuitenkaan kannata liioitella ja hankkia heti alussa suuria ja kankeita työka-
luja, sillä tällaisista työkaluista on monesti enemmän haittaa kuin hyötyä. Suurien ja
kankeiden työkalujen hankkimisen sijaan tulisi aloittaa pienestä, esimerkiksi ilmaisis-
ta työkaluista, ja hankkia suurempia työkaluja vasta sen jälkeen, kun on käytännössä
havainnut pienempien työkalujen olevan sopimattomia omaan käyttöön.
Tiimin rakentaminen on tärkeämpää kuin ympäristön rakentaminen. Usein monet tii-
mit ja päälliköt tekevät virheen rakentaessaan ympäristön ensin ja odottavan tiimin
muovautuvan automaattisesti tähän ympäristöön. Ympäristön etukäteen rakentamisen
sijaan tulisi tehdä työtä hyvän tiimin rakentamisen eteen ja antaa tiimin rakentaa juuri
heille tarpeellinen ympäristö.
Toimiva tuote
Sekä dokumentoimattomuus että liian massiivinen dokumentointi on resepti projektin
epäonnistumiselle. Dokumentaatiota pitäisi olla sopiva määrä ja siinä tulisi kuvata so-
velluksen perusratkaisut ja rakenne. Liiallisen dokumentaation tekeminen vie paljon
aikaa ja sen ylläpitäminen on haastavaa, jolloin dokumentaatio ei ole ajantasalla ja sii-
tä ei ole juurikaan hyötyä, vaan se on enemmän haitaksi. Mikäli dokumentaatiota ei
pidetä ajantasalla, siitä tulee taakka ja lähde väärälle tiedolle. Sovelluksesta on kuiten-
kin oltava dokumentaatiota, koska sovelluskoodi ei ole hyvä keino kuvata sovelluksen
korkean tason rakennetta ja perussyitä, jotka kertovat miksi asiat on tehty tietyllä ta-
valla.
Tiimiin tulevia uusia henkilöitä koulutetaan jakamalla tietoa tiimin kesken ja työsken-
telemällä yhdessä heidän kanssaan sen sijaan, että he joutuisivat opiskelemaan sovel-
lusta itsenäisesti dokumentaatiosta ja sovelluskoodista. Tällä tavoin myös uudet henki-
löt saadaan sulautettua osaksi tiimiä. Martin (2006) mukaan kaksi parasta ”dokument-
tia” tiedonsiirtoon uusille henkilöille ovat sovelluskoodi ja tiimi. Sovelluskoodi ei va-
lehtele mitä se tekee, kun taas ylläpitämättömät dokumentit voivat valehdella. Tiimin
jäsenillä on paras tieto projektin juuri tämänhetkisestä tilanteesta.
Yhteistyö asiakkaan kanssa
Sovelluksia ei voi tilata kuten muita hyödykkeitä. Usein projektit epäonnistuvat, jos
niitä pyritään tekemään ennaltamäärätyllä budjetilla ja aikataululla. Onnistuneissa pro-
jekteissa asiakkaat ovat mukana ja antavat kehitettävästä tuotteesta säännöllisesti pa-
lautetta.
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Sopimukset, joissa määritellään sovelluksen vaatimukset, aikataulu ja hinta ovat puut-
teellisia. Usein tällaisissa sopimuksissa sovitut asiat tulevat merkityksettömiksi ennen
projektin loppua. Parhaimmat sopimukset ohjaavat asiakasta ja kehitystiimiä tiiviiseen
yhteistyöhön. Esimerkkinä onnistuneesta sopimuksesta Martin (2006) antaa itse neu-
vottelemansa sopimuksen, jossa asiakas maksoi suhteellisen pientä kuukausimaksua ja
suuremmat maksut tehtiin, kun jokin tietty toiminnallisuus sovelluksesta toimitettiin.
Näitä toiminnallisuuksia ei oltu määritelty sopimuksessa, vaan ne hyväksyttiin, kun
asiakkaan tekemä hyväksymistestaus meni läpi. Hyväksymistestien tarkkoja yksityis-
kohtiakaan ei oltu määritelty sopimuksessa. Avain tällaisen projektin onnistumiselle
on asiakkaan ja kehitystiimin välinen syvä yhteistyö. Hän kertoo heidän julkaisseen
uuden version sovelluksesta asiakkaalle lähes joka viikko, jonka jälkeen asiakas testasi
sovellusta ja antoi nopeasti palautetta mahdollisista muutoksista.
Muutokseen vastaaminen
Kyky vastata muuttuneisiin vaatimuksiin määrittää usein projektin onnistumisen tai
epäonnistumisen. Projektia suunniteltaessa on tärkeää huomioida suunnitelmien jous-
tavuus, jotta muutoksiin liiketoiminnoissa tai teknologioissa voidaan reagoida. Sovel-
luskehitysprojekteja ei voida suunnitella kovin pitkälle, koska liiketoimintaympäristö
voi muuttua, jonka seurauksena vaatimukset muuttuvat. Toisekseen, on todennäköistä,
että alkuperäiset vaatimukset tulevat muuttumaan asiakkaiden päästessä käyttämään
sovellusta. Lisäksi toteutukseen tarvittavan ajan arvioiminen on haastavaa, vaikka tie-
täisimmekin tarkat vaatimukset ja etteivät vaatimukset tule muuttumaan.
Hyvässä suunnittelustrategiassa suunnitellaan lähiaika tarkemmin ja tulevaisuus kar-
keammin. Esimerkiksi tarkka suunnitelma voidaan tehdä seuraavalle viikolle, karkea
suunnitelma seuraaville kolmelle kuukaudelle ja todella raaka suunnitelma tämän jäl-
keiselle ajalle. Tiimin tulisi tietää vain karkeat vaatimukset seuraavalle kolmelle kuu-
kaudelle ja seuraavalle vuodelle riittää vain epämääräinen tieto mitä järjestelmä tulee
silloin tekemään, koska muutokset vaatimuksissa ovat todennäköisiä.
Edellä mainitulla tavalla tehdyissä suunnitelmissa vain lähiaikoina toteutettavien omi-
naisuuksien vaatimukset ovat suunniteltu tarkasti. Kun tarkka suunnitelma on tehty, si-
tä on vaikeaa muuttaa. Tehtäessä tarkka suunnitelma vain seuraavan viikon tehtäville,
loppuosa suunnitelmasta pysyy joustavana ja muutoksia voidaan tehdä helpommin.
Myers & al (2012) mukaan ketterään testausprosessiin tulisi osallistua kaikki projek-
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tiin liittyvät osapuolet. Asiakkaiden kanssa suunnitellaan hyväksymistestit ja kehittäjät
ja testaajat kehittävät yhdessä automatisoituja testaustyökaluja. Ketterien menetelmien
tapaan myös ketterässä testauksessa asiakkaan tuominen mukaan testausprossiin mah-
dollisimman aikaisessa vaiheessa on tärkeää. Kun kehittäjät ovat saaneet toteutettua
jonkin ominaisuuden sovelluksessa, asiakkaan tulisi alkaa testaamaan sovellusta ja an-
tamaan kehittäjille palautetta. Palautteen perusteella kehittäjät pystyvät reagoimaan pa-
lautteeseen ja parantamaan sovellusta seuraavien iteraatioiden aikana. Tämä tarkoittaa,
että ketterissä menetelmissä testaus ei ole vain yksi vaihe, vaan se on integroitu ke-
hitysprosessin kanssa yhteen ja sitä tehdään jatkuvasti. Kuten luvun alussa mainittiin,
testauprosessi vie suuren osan sovelluskehitysprojekteille varatuista resursseista. Tes-
tausautomaatio on Kasurinen & al. (2010) mukaan yksi ratkaisu, jonka avulla testauk-
sen tehokkuutta voidaan parantaa. Automatisoimalla usein toistettavat testitapaukset,
testaajat voivat keskittyä testaamaan sovelluksen kriittisimpiä ja monimutkaisempia
osia.
2.3 Automatisoitu testaus ja työkalut
Ohjelmistovirheiden aiheuttamat riskit eivät ole olleet koskaan yhtä suuria kuin nyky-
ään. Kuten luvun alussa mainittiin, markkinat tuottavat yrityksille paineita toimittaa
uusia sovelluksia ja uutta toiminnallisuutta olemassa oleviin sovelluksiin yhä nopeam-
min. Tämä kombinaatio luo paineita sovellustestaajille saavuttaa yhä suurempi testien
kattavuus määräaikojen tiukentuessa samalla, kun resurssit testaukseen pysyvät sama-
na tai jopa laskevat. Markkinoilta myöhästyneet tuotteet voivat alentaa yrityksen tulo-
ja, asiakkaita ja markkinaosuutta. Taloudelliset paineet vaativat yrityksiä leikkaamaan
menoja ja resursseja, jonka takia monet yritykset päätyvät testauksen automatisoin-
tiin, jonka avulla pyritään lyhentämään markkinoille pääsyaikaa ja samalla vähentä-
mään testauksen kuluja. Ainoa käytännöllinen tapa saavuttaa laatuvaatimukset edellä
mainittujen rajoitteiden puitteissa on Hayes (2004) mukaan automatisointi. Hän tote-
aa kuitenkin, että testauksen automatisoinnin pääasiallinen tarkoitus tulisi olla testien
kattavuuden parantaminen eikä testaukseen käytettävien kulujen vähentäminen.
Dustin & al (1999) määrittelevät automatisoidun testauksen olevan testaustoiminnan
automatisointia sisältäen testiskriptien toteuttamisen ja ajamisen, testausvaatimusten
varmistamisen ja automatisoitujen testaustyökalujen käyttämistä. Hayes (2004) mu-
kaan on virhe ajatella automatisoitua testausta pelkästään manuaalisen testausproses-
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sin talteenottamisena ja toistamisena. Paraskaan automaatio ei poista kokonaan ma-
nuaalisen testauksen tarvetta, koska automaatio odottaa käyttäjän käyttäytyvän tietyl-
lä tavalla, mutta käyttäjät voivat toimia odottamattomasti. Automaatiota tulisi käyttää
varmistamaan mitä odotetaan ja manuaalista testausta siihen mitä ei odoteta.
Manuaalinen testaus on aikaa vievää ja automatisoitu testaus parantaa testauksen te-
hokkuutta erityisesti regressiotestauksessa, jossa samoja testitapauksia toistetaan kun
sovellukseen tehdään muutoksia (Karhu & al., 2009). Automatisoidun testauksen avul-
la saavutetaan nopeammat sovelluksen julkaisuvälit (Berner & al., 2005). Lisäksi so-
vellusta testataan useammin, jonka ansiosta virheet löydetään nopeammin ja tätä kautta
virheenkorjausten kulut vähentyvät. Mitä aiemmin virheet löydetään sitä helpompi ja
halvempi ne on korjata (Dustin & al, 1999). Automatisoinnin ansiosta testitapausten
laatu ja tarkkuus paranee, kun testaajat voivat keskittyä manuaalisen testauksen sijasta
suunnittelemaan enemmän ja parempia testitapauksia.
Virheellisen sovelluksen toimittaminen markkinoille voi olla katastrofaalista ja pahem-
paa kuin olla myöhässä markkinoilta. Hayes (2004) mukaan automatisointi ei auta vä-
hentämään sovellusten epävakaisuutta ja virheitä, jos alussa ei ole aikaa tai resursseja
toteuttaa riittävää testausta. Suurin prioriteetti tulisi olla toimittaa luotettava tuote, jon-
ka jälkeen voi alkaa optimoida testaukseen kuluvaa aikaa ja kuluja. Mikäli sovellus ei
toimi oikein, ei ole väliä kuinka nopeasti tai halvalla sen saa markkinoille.
Automatisoinnissa onnistumiseen vaaditaan, että testausautomaation perusperiaatteet
ymmärretään. Ensimmäinen periaate on, että testausprosessin tulee olla hyvin mää-
ritelty, koska huonosti määriteltyä prosessia ei pysty automatisoimaan. Manuaalinen
prosessi ei välttämättä ole tarpeeksi formaali tai sisällä tarpeeksi dokumentaatiota, jot-
ta se pystyttäisiin automatisoimaan. Vaikka testausprosessi on hyvin määritelty, tes-
tausautomaatio on siltikin haasteellista. Toisekseen tulee myös ymmärtää, että testauk-
seen tarkoitetut sovellukset ovat myös sovelluksia. Testausautomaatiota tulisi käsitellä
kahtena eri asiana; automaationa ja testauksena. Automaatio testauksessa ei eroa muit-
ten liiketoimintaprosessien automatisoinnista: molemmissa automatisoidaan aiemmin
manuaalisesti tehtyjä prosesseja.
Sovellusten testauksen automatisointia tukemaan on olemassa nykyään paljon erilaisia
työkaluja. Testaustyökaluja on olemassa eri sovellustestauksen tasoille, kuten yksikkö-
ja hyväksymistestaukseen. Yksikkötestaukseen suosittuja automatisointityökaluja ovat
xUnit-kirjastot, joita käydään läpi tarkemmin luvussa 3. xUnit-kirjastot ovat laajal-
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le levinneitä ja niistä on kehitetty kirjastot useimmille ohjelmointikielille (Meszaros,
2006). Hyväksymistestien automatisointiin on myös olemassa useita erilaisia kirjasto-
ja ja niiden valinta riippuu toteutettavan sovelluksen teknologiasta, esimerkiksi onko
kyseessä työpöytä-, verkko- vai mobiilisovellus. Esimerkki laajalle levinneestä verk-
kosovellusten automatisointikirjastosta on Selenium (Selenium, 2015), jonka avulla
pystytään automatisoimaan usean eri verkkoselaimen toimintaa.
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3 Testivetoinen kehitys
Testivetoinen kehitys on tekniikka, joka auttaa kehittäjiä tuottamaan puhdasta, toimi-
vaa, laadukasta ja joustavaa sovelluskoodia aikataulussa (Martin, 2007). Siinä tehdään
testausta, ohjelmointia ja refaktorointia (eng. refactoring) nopeassa syklissä. Refak-
toroinnilla tarkoitetaan sovelluskoodin rakenteen parantamista ilman, että muutokset
vaikuttavat sovelluksen ulkoiseen toiminnallisuuteen (Martin, 2006). Esimerkiksi uut-
ta ominaisuutta toteuttaessa voidaan tehdä kymmeniä tällaisia syklejä, kunnes omi-
naisuus on toteutettu. Oikein käytettynä testivetoinen kehitys auttaa parantamaan so-
velluksen rakennetta, dokumentoimaan julkiset rajapinnat ja suojaa virheiltä tulevai-
suudessa, sillä testit jäävät osaksi sovellusta. (Shore & Warden, 2007). Testivetoinen
kehitys auttaa ketterien menetelmien periaatteiden mukaisesti vastaamaan muutoksiin,
koska sovellusta pystytään muuttamaan joustavasti ja varmistamaan olemassa olevien
testien avulla, ettei tehdyillä muutoksilla rikota olemassa olevaa toiminnallisuutta. Ku-
ten kohdassa 2.1 mainittiin, testauksen tavoitteena on tuottaa sovellukselle arvoa vir-
heiden löytämisen ja niiden korjaamisen kautta. Testivetoinen kehitys auttaa löytämään
virheet mahdollisimman aikaisessa vaiheessa, jolloin niiden korjaaminen on halvem-
paa ja sovelluksen laatu paranee virheiden vähentyessä. Yksi ketterien menetelmien
periaatteista on toimiva tuote kattavan dokumentaation sijaan (kohta 2.2). Testivetoi-
nen kehitys ohjaa kohti tätä tavoitetta käyttäen hyväksi etukäteen kirjoitettuja testi-
tapauksia, jotka toimivat tulevaisuudessa myös dokumentaationa vähentäen erillisen
dokumentaation tarvetta.
Adams (2007) mukaan testivetoinen kehitys johtaa laadukkaampaan sovelluskoodiin,
koska virheet vähenevät ja moduuleista tulee itsenäisempiä ja vähemmän toisistaan
riippuvaisia. Testivetoisessa kehityksessä keskitytään sovelluskoodin rakenteen suun-
nitteluun ja käytettävyyteen asettamalla kehittäjä käyttämään sovelluskoodia ulkopuo-
lelta. Lisäksi testivetoisen kehityksen hyödyiksi listataan regressiotestaus, esimerkit
sovelluskoodin käytöstä, virheiden etsimiseen kuluvan ajan väheneminen, tiheän pa-
lautesyklin ja sovelluskoodin toiminnallisuuden varmistamisen. Monet edellämaini-
tuista hyödyistä ei liity ainoastaan testaukseen, joten testivetoista kehitystä ei tulisi
nähdä pelkästään testaustekniikkana.
Shore & Warden (2007) vertaavat testivetoista kehitystä integroitujen kehitysympäris-
töjen syntaksin tarkastukseen. Aikaisemmin ohjelmoijat joutuivat käymään sovellus-
koodin manuaalisesti läpi ja etsimään mahdollisia syntaksivirheitä, mikäli sovellus ei
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kääntynyt. Nykyään tällaista ongelmaa ei juurikaan ole, sillä monet integroidut kehi-
tysympäristöt tarkastavat mahdolliset virheet reaaliajassa, jolloin palautteen saa niin
nopeasti, että syntaksivirheet on helppo korjata. Testivetoisessa kehityksessä tätä sa-
maa ajattelumallia pyritään käyttämään ohjelmoijan aikomukselle käyttämällä etukä-
teen kirjoitettuja testejä apuna. Ennen sovelluskoodin kirjoittamista ohjelmoija kertoo
testien muodossa mitä sovelluskoodin on tarkoitus tehdä. Sovelluskoodin toteuttamisen
aikana ohjelmoijat käyttävät testejä ohjaamaan kehitystä ja varmistamaan, että sovel-
luskoodi tekee sen, mitä ohjelmoija on sen aikonut tekevän. Jos testit ajetaan esimer-
kiksi muutamien minuuttien välein, niin virheiden löytyessä ne on helppo paikantaa,
koska sovelluskoodia ei ole tänä aikana ehditty kirjoittaa paljoa. Tämän ansiosta testi-
vetoinen kehitys vähentää myös virheiden etsimiseen (eng. debugging) kuluvaa aikaa,
koska virheet voidaan paikallistaa testien avulla tiettyyn osaan sovellusta. Virheiden
etsiminen on projekteissa suuri tuntematon tekijä, jonka suuruutta on vaikea ottaa huo-
mioon aikatauluissa. Testivetoisen kehityksen avulla aikatauluista tulee luotettavampia,
koska virheiden etsimiseen kuluva aika vähenee (Martin, 2007).
3.1 xUnit-kirjastot
xUnit-kirjastot ovat testivetoista kehitystä tukemaan tarkoitettuja työkaluja, jotka jaka-
vat joukon yhteisiä perusominaisuuksia (Meszaros, 2006). Yleensä yksikkötestit kir-
joitetaan samalla ohjelmointikielellä kuin testattava sovellus, koska tällä tavoin testit
pystyvät käyttämään helpommin testattavan sovelluksen rajapintoja ja kehittäjät pysty-
vät kirjoittamaan myös testit tutulla ohjelmointikielellä. Meszaros (2006) kertoo, että
xUnit-kirjastoista tulisi ymmärtää vähintään seuraavat asiat pystyäkseen käyttämään
niitä:
• Kuinka määritellään testejä käyttäen testimetodeja testiluokkien sisällä
• Kuinka rakennetaan testipakettien testipaketteja
• Kuinka testit ajetaan




def add(self, a, b):







result = self.calculator.add(1, 1)
expected = 1 + 1
self.assertTrue(result == expected)
def test_add_negative_numbers(self):
result = self.calculator.add(-1, -1)
expected = -1 + -1
self.assertTrue(result == expected)
if __name__ == ’__main__’:
unittest.main()
Koodilistaus 2: Esimerkki yksikkötesteistä Pythonin unittest-kirjaston avulla. setUp-
metodi ajetaan ennen kutakin testimetodia (test-alkuiset metodit) ja tearDown-metodi
kunkin testimetodin jälkeen.
Testien määrittäminen
Jokainen testi määritellään omana testimetodinaan. Testimetodi toteuttaa yhden ”neljän
vaiheen testin.” Näihin neljään vaiheeseen kuuluu testiin tarvittavien resurssien alusta-
minen, testattavan sovelluksen kanssa vuorovaikutuksessa oleminen, tulosten varmis-
taminen assert-metodien avulla ja testiin käytettävien resurssien vapautus.
Koodilistauksessa 2 on yksinkertainen esimerkki, kuinka yksikkötestit kirjoitetaan
käyttäen Pythonin unittest-kirjastoa, joka on xUnit-perheeseen kuuluva kirjasto.
TestSuite-luokka on testipaketti, joka sisältää testimetodeja. TestSuite periy-
tyy unittest.TestCase -luokasta, joka tuo testipaketin käyttöön esimerkiksi
assert-metodit. Pythonin unittest-kirjastossa testimetodeiksi luetaan kaikki metodit,
jotka alkavat sanalla ”test.” Testeissä tarvittavat resurssit alustetaan setUp-metodissa
ja vapautetaan tearDown-metodissa. Nämä metodit ajetaan jokaisen testin yhteydes-




Useimmat testauskirjastot paketoivat automaattisesti testiluokkien sisällä olevat testi-
metodit testipaketeiksi. Kun testipaketteja yhdistetään, syntyy testipaketteja, jotka si-
sältävät testit koko sovellukselle. Joskus halutaan ajaa kaikki testit koko sovelluksel-
le ja joskus pelkästään testit, jotka liittyvät tiettyyn toiminnallisuuteen. Koska koko
sovelluksen testipaketti koostuu pienemmistä paketeista, ei kehittäjien tarvitse välttä-
mättä ajaa kaikkia sovelluksen testejä koko aikaa, vaan he voivat ajaa vain tiettyyn
toiminnallisuuteen liittyvät testit, jolloin testien ajaminen nopeutuu.
Testien ajaminen
Testien ajamiseen on olemassa erilaisia työkaluja graafisista sovelluksista komentorivi-
sovelluksiin. Monet integroidut kehitysympäristöt sisältävät graafisen käyttöliittymän
testien ajamiseen. Komentorivipohjaisille sovelluksille annetaan usein ajettavan tes-
tipaketin nimi. Komentorivipohjaisia sovelluksia käytetään usein esimerkiksi ajaessa
testejä integrointiympäristössä, ja joskus myös integroidussa kehitysympäristössä.
Testitulosten tulkinta
Testitulokset ovat xUnit-perheessä lajiteltuna kolmeen kategoriaan; onnistuneisiin
(eng. successful), epäonnistuneisiin (eng. failure) ja virheellisiin (eng. error). Jos tes-
tissä ei ilmene virheitä, niin testi määritellään silloin onnistuneeksi. Onnistuneissa tes-
teissä käyttäjälle ei näytetä mitään, koska testitapausten validoidessa itse itsensä käyt-
täjällä ei ole tarvetta tarkastella testitapauksen tulosta tarkemmin. Testi luokitellaan
epäonnistuneeksi silloin, kun jonkin assert-metodin tulos ei ole odotettu. Epäon-
nistunut testitapaus ei lopeta testien ajamista, vaan kaikki testit suoritetaan loppuun ja
lopuksi käyttäjälle annetaan yhteenveto. Tämän takia testien tulee olla itsenäisiä, et-
tei yhden epäonnistuneen testitapauksen takia saada virheellistä lopputulosta muista
testeistä. Testitapausten ollessa itsenäisiä vikojen diagnosointi helpottuu, koska virhe
pystytään jäljittämään tiettyyn testitapaukseen. Lisäksi voi tapahtua virhe esimerkik-
si testattavan sovelluksen tai testin epäonnistuessa odottamattomalla tavalla. Tällainen
virhe voi olla esimerkiksi unohtunut poikkeuksen käsittely.
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3.2 Testivetoinen kehityssykli
Testivetoisen kehityksen tavoitteena oleva puhdas ja toimiva koodi saavutetaan Beck
(2003) mukaan hajoita ja hallitse tekniikalla, jossa ratkaistaan ensin ongelma, jolla
saadaan koodi toimimaan ja tämän jälkeen ratkaistaan puhdas koodi -ongelma. Tes-
tivetoista kehitysprosessia seuraavat kehittäjät noudattavat seuraavaa kolmea sääntöä
(Martin, 2007):
• Tuotantokoodia ei saa kirjoittaa ennen kuin on kirjoittanut epäonnistuneen yk-
sikkötestin.
• Yksikkötestiä ei saa kirjoittaa enempää kuin on tarvittavaa, että se epäonnistuu.
• Tuotantokoodia ei saa kirjoittaa enempää kuin on tarvittavaa, että yksikkötestit
menevät läpi.
Nämä säännöt lukitsevat kehittäjän tiukkaan sykliin, joka on usein vain muutamien
minuuttien mittainen. Tästä syklistä käytetään nimitystä punainen/vihreä/refaktorointi
-sykli (eng. red/green/refactor -cycle). Kuvassa 1 on havainnollistettu tätä sykliä Shore
& Warden (2007) mukaillen.
Kuva 1: Testivetoinen kehityssykli.
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Ensimmäinen vaihe on miettiä millainen ominaisuus sovellukseen seuraavaksi halu-
taan toteuttaa. Tämän jälkeen mietitään mahdollisimman pieni osa tästä ominaisuu-
desta, jonka toteuttaminen ei vaadi montaa riviä sovelluskoodia. Seuraavaksi luodaan
uusi testitapaus, joka pakottaa kirjoittamaan sovelluskoodia siten, että testitapaus saa-
daan menemään läpi. Koodilistauksessa 3 on kirjoitettu esimerkkinä yksinkertainen
yksikkötesti, jossa testataan Calculator-luokan add-metodia. Testitapausta luo-
taessa testattavaa operaatiota mietitään mustana laatikkona (kohta 2.1.1). Näin kehit-
täjä joutuu miettimään sovelluskoodin käyttöä ulkopuolisen silmin, jonka ansiosta ra-
japinnoista saadaan parempia ja tätä kautta myös sovelluksen rakenne paranee (Beck,
2003). Uuden testitapauksen luonnin jälkeen testit ajetaan ja huomataan, etteivät ne
mene läpi (koodilistaus 4), koska sovelluskoodia testattavalle operaatiolle ei ole vie-
lä toteutettu. Tässä vaiheessa ollaan testivetoisen kehityssyklin punaisessa kohdassa.
Kuten kohdassa 2.1 mainittiin, ihmiset ovat tavoiteorientoituneita. Testivetoissa kehi-
tyksessä ensimmäisen askeleen tavoitteena on kirjoittaa epäonnistuva testitapaus, joten





result = calc.add(1, 1)
self.assertEqual(2, result)
unittest.main()
Koodilistaus 3: Yksikkötesti Calculator-luokan add-metodille.
Seuraavaksi pyritään saamaan uusi testitapaus läpi, jolloin päästään syklin vihreään
kohtaan. Testejä ajetaan jatkuvasti ja toimitaan niiltä saadun palautteen perusteella.
Koodilistauksen 3 testiä varten tulee toteuttaa Calculator-luokka ja sille kaksi pa-
rametria ottava add-metodi, joka palauttaa 2. Tarkoituksena on kirjoittaa mahdollisim-
man yksinkertainen koodi, jolla testitapaukset saadaan menemään läpi. Yksinkertaisin
koodi voi tarkoittaa esimerkiksi kovakoodausta, kuten esimerkkitoteutuksessa on tehty
(koodilistaus 5). Kun testi on saatu menemään läpi, päästään syklin refaktorointivai-
heeseen. Refaktorointivaiheessa käydään toteutus läpi ja pyritään parantamaan sitä esi-
merkiksi poistamalla duplikointia tai kovakoodattuja arvoja koodista. Testit ajamalla







Traceback (most recent call last):
File "calculator.py", line 7, in test_add_numbers
calc = Calculator()
NameError: name ’Calculator’ is not defined
---------------------------------------------------
Ran 1 test in 0.001s
FAILED (errors=1)
Koodilistaus 4: Epäonnistunut yksikkötestin ajo.
class Calculator(object):
def add(self, a, b):
return 2
Koodilistaus 5: Calculator-luokan ensimmäinen toteutus.
massa olevaa toiminnallisuutta. Esimerkkisovelluksesta voidaan poistaa kovakoodattu
palautusarvo ja tehdä yhteenlasku normaalisti (koodilistaus 6), jonka jälkeen testien
avulla nähdään, että testit menevät yhä läpi.
def add(self, a, b):
return a + b
Koodilistaus 6: Refaktoroitu Calculator-luokan add-metodin toteutus.
Refaktoroinnin tulisi tapahtua Shore & Warden (2007) mukaan pienissä, muutaman
minuutin osissa, jonka jälkeen testit ajetaan aina uudestaan. Testien tulisi mennä aina
läpi. Mikäli testit eivät mene läpi ja ongelma ei ole ilmeinen, on järkevää palata takai-
sin toimivaan koodiin ja aloittaa alusta. Koska refaktorointia tehdään pienissä osissa,
ei muutosten palauttaminen tuhoa pitkää työtä. Refaktorointia voi tehdä niin kauan,
kunnes sovelluksen rakenteesta on saanut riittävän hyvän, mutta se tulee kuitenkin ra-
joittaa olemassa oleviin toimintoihin. Ei kannata pyrkiä ennustamaan tulevia tarpeita
eikä lisätä toiminnallisuutta sovellukseen refaktorointivaiheessa, koska refaktoroinnin
tarkoituksena ei ole muuttaa sovelluksen toiminnallisuutta. Uuden toiminnallisuuden
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toteuttaminen tulee aloittaa syklin alusta, jolloin se vaatii uuden epäonnistuneen testi-
tapauksen, eikä refaktorointivaiheessa sellaisia tule.
Edellä mainittu kehitysprosessi etenee pienissä askelissa eteenpäin. Beck (2003) kui-
tenkin huomauttaa, ettei testivetoisen kehityksen päätarkoituksena ole edetä näin pie-
nissä askelissa, vaan sen tarkoitus on mahdollistaa pienissä askelissa eteneminen tarvit-
taessa. Toteuttaessa monimutkaisia ominaisuuksia on hyvä olla olemassa mahdollisuus
edetä pienin askelin ja saada jatkuvasti palautetta toteutettavana olevan ominaisuuden
toiminnasta.
3.3 Puhtaat testit
Yksikkötestit auttavat pitämään sovelluskoodin joustavana, ylläpidettävänä ja uudel-
leenkäytettävänä, koska niiden avulla muutosten tekeminen sovelluskoodiin on luotet-
tavampaa. Puhtaiden testien tärkein ominaisuus on Martin (2008) mukaan niiden luet-
tavuus. Hänen mukaansa testeissä luettavuus on jopa tärkeämpää kuin itse sovellus-
koodissa. Luettavuus koostuu selkeydestä, yksinkertaisuudesta ja ilmaisun tiheydestä.
Testissä tavoitteena on kertoa mahdollisimman paljon mahdollisimman vähin ilmai-
suin.
Yksikkötesteissä on tärkeää minimoida testattavien asioiden määrä. On olemassa
suosituksia, että yksikkötesteissä testattaisiin ainoastaan yksi asia kerrallaan. Martin
(2008) sanoo sen olevan hyvä suuntaviiva, mutta kuitenkin tarvittaessa testissä voi-
daan testata useampaakin asiaa, kunhan testattavien asioiden määrä pyritään minimoi-
maan. Paremmaksi säännöksi hän ehdottaa, että yhdellä testimetodilla pitäisi testata
yhtä konseptia, jolloin testeistä tulee itsenäisempiä.
Martin (2008) antaa koodilistauksessa 7 esiintyvän testimetodin esimerkkinä, jossa tes-
tataan liian montaa konseptia yhdellä testimetodilla. Tämän testimetodin pystyy jaka-
maan kolmeksi itsenäiseksi metodikseen, jolloin testitapausten luettavuus paranee, ei-
kä lukijan tarvitse selvittää minkä takia kukin osio on testissä ja mitä niillä testataan.
Itsenäiset testimetodit voivat testata seuraavia asioita:
• Jos kuun viimeinen päivä on 31. päivä ja siihen lisätään yksi kuukausi siten, että
seuraavassa kuussa on 30 päivää, niin tuloksen tulisi olla seuraavan kuun 30.
päivä eikä 31. päivä.
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• Jos kuun viimeinen päivä on 31. päivä ja siihen lisätään kaksi kuukautta siten,
että tuloksena oleva kuu sisältää 31 päivää, niin tuloksen tulisi olla 31. päivä.
• Jos kuun viimeinen päivä on 30. päivä ja siihen lisätään yksi kuukausi, siten että
seuraava kuu sisältää 31 päivää, niin tuloksen tulisi olla 30. päivä.
public void testAddMonths() {
SerialDate d1 = SerialDate.createInstance(31, 5, 2004);













Koodilistaus 7: Esimerkki testistä, jossa testataan liian montaa konseptia yhdessä
testimetodissa.
Puhtaat testit mukailevat viittä sääntöä, jotka muodostavat F.I.R.S.T -akronyymin
(Martin, 2008). Akronyymi koostuu sanoista fast (nopea), independent (itsenäinen),
repeatable (toistettava), self-validating (itsensä vahvistava) ja timely (ajankohtainen).
Testien tulee olla nopeita suorittaa. Mikäli testit eivät ole nopeita, niitä ei ajeta riittävän
tiheästi, joka johtaa siihen, ettei ongelmia löydetä tarpeeksi nopeasti. Lisäksi kehittäjät
tuntevat, etteivät he voi tehdä niin vapaasti muutoksia koodiin, jolloin koodista tulee
huonolaatuista.
Testien tulee olla itsenäisiä. Esimerkiksi yksi testi ei saa asettaa tilaa seuraavalle testil-
le. Testit tulee olla ajettavissa toisistaan riippumattomasti ja missä järjestyksessä tahan-
sa. Mikäli testit ovat toisistaan riippuvaisia, yksi hylätty testi aiheuttaa muiden testien
hylkäämisen, jolloin ongelmien diagnosointi muuttuu vaikeaksi.
Testien tulee olla toistettavissa missä tahansa ympäristössä. Testejä tulee pystyä aja-
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maan tuotantoympäristössä, laadunvarmistusympäristössä ja omalla koneella, vaikka
ilman verkkoyhteyttä. Mikäli testit eivät ole toistettavia missä tahansa ympäristössä,
aina voi löytyä syy minkä takia ne epäonnistuvat. Lisäksi testejä ei pysty ajamaan mi-
käli tiettyä ympäristöä ei ole saatavilla.
Testien tulee olla itsensä vahvistavia, eli niiden lopputuloksena tulee olla totuusarvo.
Joko testi onnistuu tai se epäonnistuu. Testien suorittajan ei pidä joutua lukemaan lo-
gitiedostoa tai vertailemaan eri tekstitiedostoja selvittääkseen onnistuiko testi vai ei.
Mikäli testit eivät ole itsensä vahvistavia, niin testin lopputulos voi olla subjektiivinen.
Lisäksi testien suorittamiseen kuluu enemmän aikaa, mikäli ne vaativat manuaalista
työtä, jolloin taas virheet löytyvät myöhemmin ja niiden korjaaminen tulee kalliim-
maksi.
Testit tulee kirjoittaa silloin kun ne on ajankohtaisia. Yksikkötestit tulee kirjoittaa juuri
ennen kuin itse tuotantokoodi kirjoitetaan. Jos testit kirjoitetaan jälkeenpäin, huoma-
taan helposti, että koodia on vaikeampi testata. Mikäli testit kirjoitetaan jälkeenpäin,
niin on mahdollista, ettei koodia suunnitella testattavaksi. Lisäksi, kuten aiemmin mai-
nittiin, testit etukäteen kirjoittamalla joudutaan sovelluskoodia miettimään kutsuvan




Käytösvetoinen kehitys on saanut alkunsa yrityksenä ymmärtää testivetoista kehitys-
tä paremmin. Chelimsky & al (2010) viittaavat Dan Northin keräämiin kokemuksiin,
joiden mukaan kehittäjien on ollut vaikeaa nähdä testivetoinen kehitys suunnittelutyö-
kaluna. Kuten luvussa 3 mainittiin, testivetoista kehitystä ei tulisi nähdä ainoastaan
testaustyökaluna, vaan keinona tuottaa puhdasta, toimivaa, laadukasta ja joustavaa so-
velluskoodia. Dan North on tullut Chelimsky & al (2010) mukaan johtopäätökseen,
että nämä vaikeudet liittyvät ”testi”-sanaan. Testitapausten kirjoittamisen sijaan tulisi
kirjoittaa määrittelyjä, joiden avulla kuvataan kuinka sovelluksen tulisi toimia (Astels,
2006).
Testivetoisessa kehityksessä yksikkötestit, ja erityisesti termi yksikkö, tuottaa ongel-
mia, koska sen määrittely on epämääräinen ja se viittaa sovelluskoodin rakenteeseen
(Astels, 2006). Tämä johtaa helposti ajattelutapaan, että tulee testata metodeja ja luok-
kia. Yksikkötestaamisen sijasta testaamista tulisi ajatella käyttäytymisen näkökulmas-
ta. Chelimsky & al (2010) kertovat käytösvetoinen kehityksen määrittelevän kaiken
käyttäytymisenä rakenteen sijaan jokaisella kehityksen tasolla. Esimerkiksi oliotasolla
olion käyttäytyminen on tärkeämpää kuin millainen olio on. Sama pätee myös sovel-
lustasolle. Sekä sovellukset että oliot tulisi siis nähdä mustana laatikkona (kohta 2.1.1),
jotka käyttäytyvät tietyllä tavalla. Asianosaisia ei välttämättä kiinnosta esimerkiksi, et-
tä tieto tallennetaan tietyssä muodossa relaatiotietokantaan, vaan heitä kiinnostaa, että
tieto tallennetaan jonnekin ja sen saa sieltä takaisin.
Kun sisäistämme kaiken olevan käyttäytymistä, muutamme ajattelutapaamme ja alam-
me ajatella enemmän ihmisten ja järjestelmien tai olioiden välistä vuorovaikutusta.
Käytösvetoisen -ja testivetoisen kehityksen suurin eroavaisuus on terminologiassa.
Käytösvetoisessa kehityksessä pyritään käyttämään mahdollisimman kuvaavaa termis-
töä toiminnallisuuden ilmaisemiseen (Astels, 2006). Koodilistauksien 8 ja 9 esimerkit
kuvaavat eroavaisuutta terminologioissa. Käytösvetoisen kehityksen esimerkissä huo-
mataan, kuinka lauseke voidaan lukea luonnollisella kielellä ja saada ymmärrys, kuinka
sovelluksen odotetaan toimivan.
self.assertTrue(Dollar(5) == Dollar(5))




Koodilistaus 9: Testi kahden samanarvoisen Dollar-olion vertailuun käyttäen
Pythonille toteutettua compare-kirjastoa, joka tarjoaa toiminnallisuuksia tukemaan
käytösvetoista kehitystä.
Chelimsky & al (2010) kuvailevat käytösvetoista kehitystä metodiksi, jonka avulla to-
teutetaan sovelluksia, joilla on tarkoitus. Tällainen sovellus tuottaa arvoa asianosaisille,
se ei ole liian yksinkertainen eikä liian monimutkainen ja voidaan osoittaa sovelluksen
toimivan odotetulla tavalla. He summaavat käytösvetoisen kehityksen seuraaviin kol-
meen periaatteeseen:
• Tarpeeksi on tarpeeksi: etukäteen suunnittelua ja analysointia ei tulisi tehdä
kuin sen verran mitä tarvitaan, kaikki ylimenevä on hukattua vaivannäköä. Sama
pätee myös prosessien automatisointiin. Esimerkiksi sovelluksen kääntäminen ja
toimitus on järkevää automatisoida, mutta ei kannata kuitenkaan yrittää automa-
tisoida kaikkia prosesseja.
• Tuo arvoa asianosaisille: tehdään ainoastaan asioita, jotka tuottavat arvoa asian-
osaisille tai parantavat kykyä tuottaa arvoa.
• Kaikki on käyttäytymistä: kaikilla sovelluksen tasoilla voidaan käyttää samoja
kielellisiä rakenteita kuvailemaan soveluksen käyttäytymistä.
Sovelluskehitysprojektit vaativat useiden eri tiimien välistä yhteistyötä, joten laadukas
kommunikointi on tärkeä edellytys menestykselle (Wynne & Hellesøy, 2012). Kuiten-
kin monet sovelluskehitystiimit kärsivät Chelimsky & al (2010) mukaan kommuni-
kointivaikeuksista. Hyvä kommunikointi sisältää myös palautteen antamisen, jolla var-
mistetaan, että vaatimukset ovat ymmärretty oikein. Tämän takia ketterät tiimit työs-
kentelevät iteratiivisesti, jotta he voivat käyttää toteutettua sovellusta välineenä saada
palautetta. Kuitenkin on ongelmallista, jos kehittäjät käyttävät esimerkiksi kahden vii-
kon iteraation toteuttaen väärinymmärrettyjä vaatimuksia. Sen lisäksi, että kaksi viik-
koa on mennyt hukkaan, sovelluskoodi sisältää vääränlaisia toiminnallisuuksia ja on
mahdollista, että toiset kehittäjät ovat ehtineet alkaa toteuttaa ominaisuuksia virheelli-
sen sovelluskoodin päälle. Tämän takia virheellistä sovelluskoodia on vaikea saada täy-
sin poistettua sovelluksesta. Käytösvetoinen kehitys pyrkii helpottamaan asianosaisten
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välistä kommunikaatiota tarjoamalla siihen yksinkertaisen kielen, jonka avulla toteu-
tettavan sovelluksen määrittelyt kirjoitetaan etukäteen. Nämä määrittelyt automatisoi-
daan, jolloin niitä voidaan käyttää ohjaamaan kehitystä ja varmistamaan sovelluksen
toiminnallisuus.
4.1 Projektin kulku
On tärkeää, että projektiin kuuluvat asianosaiset ymmärtävät mitä projektissa ollaan
toteuttamassa. Tämän takia yhteisen vision määrittäminen projektille on tärkeää en-
nen kuin sitä aletaan toteuttamaan. Seuraavaksi käydään läpi kuinka käytösvetoisessa
kehitysmenetelmässä projektit aloitetaan ja tämän jälkeen kuinka toteutus- ja toimitus-
vaiheessa edetään.
4.1.1 Projektin aloittaminen
Käytösvetoinen kehitys määrittelee kahdentyyppisiä asianosaisia; ydinasianosaisia ja
muita asianosaisia (Chelimsky & al, 2010). Ydinasianosaiset ovat henkilöitä, joiden
ongelma projektin avulla pyritään ratkaisemaan ja muut asianosaiset auttavat ongelman
ratkaisussa. Projektin alussa asianosaiset määrittävät projektille tarkoituksen tai vision,
joka on lyhyt ja ytimekäs lausunto, minkä takia projektia ollaan toteuttamassa ja mitä
sillä pyritään saavuttamaan. Ydinasianosaiset määrittelevät vision ja muut asianosaiset
ovat mukana auttamassa heitä ymmärtämään mikä on mahdollista, millainen budjetti
tarvitaan ja mitkä ovat todennäköisyydet onnistumiselle.
Vision määrittämisen jälkeen selvitetään projektin tavoitteet ja päämäärät, jotka kerto-
vat milloin projekti on saavuttanut tarkoituksensa. Tavoitteita tulisi olla vain muutamia,
koska muutoin projekti voi nopeasti menettää tarkoituksensa. Mikäli tavoitteita tulee
paljon, ongelmaa on voitu lähteä tarkastelemaan liian alhaiselta tasolta liian aikaisin tai
mahdollisesti projekti on liian suuri yhtenä projektina toteutettavaksi, jolloin se tulee
paloitella useampaan pienempään projektiin.
Projektin tavoitteiden saavuttamiseksi tulee toteuttaa sovellus. Sovelluksen toimintojen
kuvaamiseksi käytetään ominaisuusjoukkoja (eng. feature sets), jotka sisältävät esimer-
kiksi asioita, kuten raportointi tai asiakkaan rekisteröityminen. Ominaisuusjoukot ovat
liian korkean tason käsitteitä sovelluksen toteuttamisen aloittamiseen, mutta kuiten-
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kin tarpeeksi tarkkoja, että niiden pohjalta voidaan keskustella tarkemmin tarvittavista
ominaisuuksista (eng. feature). Ominaisuusjoukot koostuvat siis itse ominaisuuksista
tai tarinoista, jotka kuvaavat tarkemmin sovelluksen käyttäytymisen ja joiden tasolla
päivittäinen työskentely tapahtuu.
Edellä mainitulla tavalla toimimalla kukin ominaisuus voidaan jäljittää asianosaisten
tarpeeseen. Jokainen ominaisuus on olemassa, koska se tuo arvoa ominaisuusjoukkoon.
Kukin ominaisuusjoukko edistää yhtä tai useampaa tavoitetta, jotka ovat osa koko pro-
jektin tarkoitusta. Chelimsky & al (2010) mukaan monet ketterät kehitystiimit menevät
liian usein suoraan ominaisuustasolle ilman kokonaisuuden miettimistä.
4.1.2 Toteutus- ja toimitusvaihe
Käytösvetoisessa kehityksessä toteutus- ja toimitussykli alkaa asianosaisten ja
liiketoiminta-analyytikon välisellä keskustelulla toteutettavista vaatimuksista (Che-
limsky & al, 2010). Liiketoiminta-analyytikko auttaa asianosaisia esittämään vaati-
muksen ominaisuuden tavoin käyttämällä toimialakohtaista terminologiaa. Tarvittaessa
vaatimukset pilkotaan pienempiin osiin siten, että niiden toteuttaminen vie suurimmil-
laan muutaman päivän työpanoksen.
Tämän jälkeen asianosaiset ja liiketoiminta-analyytikko työskentelevät testaajien kans-
sa ja sopivat ominaisuuden laajuuden ja päätöskriteerin, joka kertoo milloin ominaisuus
on valmis. Kuten luvun alussa käytösvetoisen kehityksen periaatteissa sanottiin, suun-
nittelua tulee tehdä juuri sopiva määrä, koska liiallinen suunnittelu on turhaa vaivannä-
köä ja liian vähäisellä suunnittelulla asianosaisten alkuperäisiä tarpeita ei saavuteta.
Selvittämällä ominaisuuksien tärkeimmät tapaukset (eng. scenario) ennen kehitystyön
aloittamista, asianosaiset voivat määritellä, kuinka paljon työtä he haluavat kehittäjien
tekevän kyseisen ominaisuuden eteen. Kehittäjät tekevät ainoastaan tarvittavan toteu-
tuksen sovittuja tapauksia varten eikä yhtään enempää.
Viimeinen tehtävä ennen kehitystyön aloittamista on automatisoida ominaisuuden ta-
paukset. Automatisoidut tapaukset ohjaavat kehitystyötä korkealla tasolla ja niiden
avulla voidaan varmistaa toimiiko sovellus odotetulla tavalla. Yhtenä käytösvetoisen
kehityksen tärkeimpänä ominaisuutena on, että tapaukset on helppo automatisoida ja
ne ovat myös helposti ymmärrettävissä eri asianosaisten kesken. Tapausten määrittämi-
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seen ja automatisointiin käytetään Cucumberia, jota käydään läpi tarkemmin kohdassa
4.2.
Tapausten automatisoinnin jälkeen voidaan aloittaa kehitystyö. Kehittäjät aloittavat to-
teutuksen keskittymällä yhteen ominaisuuteen ja yhteen tapaukseen kirjoittamalla ha-
lutusta toiminnallisuudesta esimerkin käyttämällä esimerkiksi RSpec-kirjastoa Ruby-
kielelle (tai muita vastaavia kirjastoja toisille kielille), jonka jälkeen kirjoitetaan so-
velluskoodi, jonka avulla esimerkki saadaan toimimaan. Tämän jälkeen tarvittaessa re-
faktoroidaan toteutusta ja varmistetaan toteutuksen toiminnallisuus esimerkkien avul-
la. Esimerkit ovat siis vastaavanlaisia kuin testivetoisen kehityksen testitapaukset. Tätä
jatketaan niin kauan kunnes työn alla oleva tapaus on valmis, jonka jälkeen siirrytään
toteuttamaan ominaisuuden seuraavaa tapausta edellä mainitulla tavalla. Tätä jatketaan
niin kauan kunnes koko ominaisuus on saatu valmiiksi ja sitä voi esitellä asianosaisille.
4.2 Cucumber
Cucumber on komentorivityökalu, joka lukee sovelluksen määrittelyt tekstitiedostois-
ta ja antaa palautetta toimiiko sovellus määrittelyjen mukaisesti (Wynne & Hellesøy,
2012). Kuvassa 2 on kuvattu Rose et al. (2015) mukaillen Cucumberia korkealla tasol-
la. Projekti koostuu ominaisuuksista, jotka sisältävät tapauksia, jotka kuvaavat kuin-
ka ominaisuuden tulee toimia. Tapaukset koostuvat joukosta askelia (eng. step), joita
Cucumber lukee. Kaikki nämä ovat kirjoitettu luonnollisella kielellä, joten niitä pys-
tyy lukemaan ja muokkaamaan kaikki projektin asianosaiset. Tapaukset kirjoitetaan
käyttämällä Gherkin-säännöstöä. Cucumberille annetaan myös askelmäärittelyt (eng.
step definitions), jotka yhdistävät luonnollisella kielellä kirjoitetut askeleet sovellus-
koodiin. Varttuneemmissa sovelluksissa on usein olemassa tukikirjastoja, joita käyte-
tään askelmäärittelyissä, joten monesti askelmäärittelyt ovat lyhyitä. Joskus käytetään
myös automatisointikirjastoja esimerkiksi verkkoselaimen toimintojen automatisoin-
tiin verkkosovelluksia testatessa.
Cucumber auttaa projektiin kuuluvia henkilöitä löytämään ja käyttämään yhteistä sa-
nastoa. Cucumberilla luodut tapaukset ovat suoraan vuorovaikutuksessa kehittäjien
koodin kanssa, mutta ne ovat kirjoitettu tekstimuotoon siten, että myös liiketoimintaih-
miset voivat ymmärtää niitä. Koodilistauksessa 10 on Wynne & Hellesøy (2012) käyt-
tämä yksinkertainen esimerkki ominaisuudesta, joka varmistaa, että laskimelle syötet-
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Kuva 2: Cucumber korkean tason kuvaus projektista järjestelmäksi.
ty merkkijono ”2+2” antaa tulokseksi 4. Koodilistauksessa 11 samaa testitapausta
on laajennettu käyttäen Cucumberin tapausaihiota (eng. scenario outline) ja tapauk-
sia (eng. examples) varmistamaan, että laskin toimii oikein useammalla kuin yhdellä
syötteellä. Kehittäjien ja liiketoimintaihmisten kirjoittaessa testit yhteistyössä kehittä-
jät pystyvät päättämään, mitä ominaisuuksia tulee toteuttaa seuraavaksi, sekä he oppi-
vat kuvailemaan ominaisuudet yhteisen kielen avulla, jota kaikki asianosaiset ymmär-
tävät. Kirjoittamalla testit etukäteen ennen kehitystyön aloittamista yhteistyössä kehit-
täjien ja liiketoimintaihmisten kanssa voidaan estää monet väärinkäsitykset ennen kuin
ne päätyvät sovelluskoodiin. (Wynne & Hellesøy, 2012)
Feature: Adding
Scenario: Add two numbers
Given the input "2+2"
When the calculator is run
Then the output should be "4"
Koodilistaus 10: Esimerkki Cucumber ominaisuudesta.
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Feature: Adding
Scenario Outline: Add two numbers
Given the input "<input>"
When the calculator is run
Then the output should be "<output>"
Examples:
| input | output |
| 2+2 | 4 |
| 98+1 | 99 |
Koodilistaus 11: Esimerkki Cucumber ominaisuudesta käyttäen tapausaihiota.
Wynne & Hellesøy (2012) kertovat Cucumberilla kirjoitettujen määrittelyjen jakavan
samat hyödyt perinteisten määrittelydokumenttien kanssa, koska kaikki pystyvät kir-
joittamaan ja lukemaan niitä. Perinteisiin määrittelydokumentteihin verrattuna Cucum-
berilla kirjoitettujen määrittelyjen hyvänä puolena on se, että ne voidaan ajaa milloin
tahansa ja voidaan nähdä ovatko määrittelyt ajantasalla vai eivät. Sen sijaan, että mää-
rittelydokumentti kirjoitettaisiin kerran ja lopulta se ei ole enää ajantasalla, Cucumber
määrittelyt ovat aina ajantasalla ja ne kuvaavat projektin nykytilaa. Cucumberin te-
kee erinomaiseksi se, että määrittelyjä on mahdollista kirjoittaa yli 40 eri kielellä ja
Cucumber määrittelyjä voidaan käyttää lähes millaisissa sovelluksissa tahansa käyt-
täen hyväksi erilaisia automatisointikirjastoja.
4.3 Käytösvetoinen kehityssykli
Testivetoisesta kehityksestä tuttu punainen/vihreä/refaktorointi -sykli on käytössä
myös käytösvetoisessa kehityksessä. Käytösvetoisessa kehityksessä kuvataan toimin-
nallisuus myös sovelluksen tasolla, joten tämän takia käytösvetoinen kehitys koostuu
kahdesta tällaisesta syklistä, joita voidaan kutsua Cucumber- ja RSpec-sykleiksi. (ku-
va 3 Chelimsky & al (2010) mukaillen). Käytämme Cucumberia kuvaamaan sovelluk-
sen käyttäytymistä tapausten muodossa ja RSpeciä kuvailemaan olioiden käyttäyty-
mistä esimerkkien muodossa. Chelimsky & al (2010) kutsuvat sisempää sykliä RSpec-
sykliksi käytettävän Rubyn RSpec-kirjaston mukaisesti. Tämän kohdan esimerkeissä
käytetään myös Rubyn RSpec-kirjastoa, mutta muillekin kielille on olemassa vastaa-
vanlaisia kirjastoja, jotka tarjoavat toiminnallisuutta käytösvetoiseen kehitykseen. Lu-
vun 5 esimerkeissä käytetään Pythonin behave- ja compare-kirjastoja.
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Kuva 3: Käytösvetoinen kehityssykli.
Molemmissa sykleissä edetään testivetoisen kehityksen tavoin pienin askelein, ajetaan
jatkuvasti testejä ja toimitaan niiltä saadun palautteen perusteella. Kehitys aloitetaan
keskittymällä yhteen tapaukseen (kuva 3, kohta 1), jolle kirjoitetaan askelmäärittelyt
(2). Toteutetaan esimerkkinä koodilistauksen 12 tapaus. Cucumber-työkalun ajamalla
saadaan aihio askelmäärittelyille, jotka tapaukseen tulee toteuttaa (koodilistaus 13).
Aloitetaan toteuttamalla ensimmäinen askelmäärittely, joka ainoastaan tallentaa syöt-
teen (input) myöhempää käyttöä varten (koodilistaus 14). Ajamalla Cucumber-
työkalun, huomataan ensimmäisen askeleen menevän läpi. Seuraavaksi toteutamme
askelmäärittelyn, jossa kutsumme calc.rb sovellusta ja annamme sille parametrina
syötteen (koodilistaus 15). Huomaamme askeleen epäonnistuvan, koska calc.rb tie-
dostoa ei ole olemassa. Kun tiedosto luodaan ja ajetaan tapaukset uudestaan, askeleet
menevät läpi ja voimme jatkaa viimeiseen askeleeseen.
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Feature: Calculator
Scenario Outline: Calculate given equation
Given the input "<input>"
When the calculator is run
Then the output should be "<output>"
Examples:
| input | output |
| "2 + 2" | 4 |
| "98 + 1" | 99 |
| "2 - 1" | 1 |
| "5 * 2" | 10 |
| "10 / 2" | 5 |
Koodilistaus 12: Toteutettavana oleva esimerkkitapaus.
Given(/^the input "(.*?)"$/) do |arg1|
pending # express the regexp above with the code you wish you had
end
When(/^the calculator is run$/) do
pending # express the regexp above with the code you wish you had
end
Then(/^the output should be "(.*?)"$/) do |arg1|
pending # express the regexp above with the code you wish you had
end
Koodilistaus 13: Cucumber-työkalulta saadut aihiot toteutettaville askelmäärittelyille.
Given(/^the input "(.*?)"$/) do |input|
@input = input
end
Koodilistaus 14: Syötteen tallennus myöhempää käyttöä varten ensimmäisessä
askelmäärittelyssä.
When(/^the calculator is run$/) do
@output = ‘ruby calc.rb #{@input}‘
raise(’Command failed!’) unless $?.success?
end
Koodilistaus 15: Laskimen käynnistyksen toteutus. Suoritetaan komento ”ruby calc.rb”
ja annetaan komennolle parametrina ensimmäisessä askelmäärittelyssä tallennettu
syöte ja tallennetaan saatu vastaus output-muuttujaan.
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Viimeisessä askelmäärittelyssä verrataan vastaako calc.rb sovellukselta saatu vas-
taus odotettua vastausta (output) (koodilistaus 16). Tässä vaiheessa tapaukset aje-
taan läpi ja huomataan niiden epäonnistuvan, koska sovelluskoodia, jolla kyseinen as-
kelmäärittely menee läpi, ei ole vielä toteutettu. Olemme siis Cucumber-syklin punai-
sessa kohdassa.
Then(/^the output should be "(.*?)"$/) do |output|
@output.should eq(output)
end
Koodilistaus 16: Verrataan calc.rb komennolta saatua vastausta odotettuun arvoon.
Tämän jälkeen siirrytään RSpec-sykliin, joka on testivetoista kehityssykliä vastaava
sykli, jossa kuvataan olioiden käyttäytymistä. Tavoitteena on saada juuri kirjoitettu
koodilistauksen 16 askelmäärittely menemään läpi. Toteutus aloitetaan luomalla esi-
merkki (eng. example) kuinka olion halutaan käyttäytyvän (3). Esimerkit vastaavat tes-
tivetoisen kehityksen testitapauksia.
Kuten testivetoisessa kehityksessä, kirjoitamme esimerkkien avulla parhaimman mah-
dollisen rajapinnan kuinka haluamme sovellusta käytettävän ulkopuolelta. Haluamme
pystyä antamaan laskimelle laskettavaksi lausekkeen merkkijonona ja saada vastauk-
seksi lausekkeen arvo (koodilistaus 17). Ajamalla esimerkit läpi komennolla ”rspec




it "should be able to add numbers" do
calculator = Calculator.new
calculator.evaluate("1 + 1").should eq(2)
end
end
Koodilistaus 17: Esimerkki lausekkeen yhteenlaskuun.
Työkalulta saamme palautetta, että meidän tulee tehdä calculator.rb tiedosto,
määritellä Calculator-luokka sekä Calculator-luokkaan yhden parametrin ot-
tava evaluate-metodi. Palauttamalla evaluate-metodista kovakoodatun arvon 2,
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ensimmäinen esimerkki saadaan menemään läpi koodilistauksen 18 mukaisella toteu-
tuksella, jolloin olemme RSpec-syklin vihreässä kohdassa. Tämän jälkeen toteutusta
voidaan refaktoroida (5) ja poistaa kovakoodattu arvo parsimalla merkkijonosta toi-






Koodilistaus 18: Ensimmäisen esimerkin toteutus kovakoodatun arvon avulla.
def evaluate(expression)
num1, operator, num2 = expression.split(" ")
return num1.to_i + num2.to_i
end
Koodilistaus 19: Ensimmäisen esimerkin refaktoroitu toteutus.
Kun RSpec-sykli on saatu menemään läpi, ajetaan Cucumber-työkalu. Mikäli to-
teutettavana oleva askel ei mene läpi, työkalulta saadaan palautetta mitä tulee teh-
dä seuraavaksi. Tässä tapauksessa muokataan calc.rb-tiedostoa käyttämään luotua
Calculator-luokkaa ja kutsumaan sen evaluate-metodia sovellukselle annetulla
parametrilla ARGV[0] (koodilistaus 20).
require_relative "calculator"
print Calculator.new.evaluate(ARGV[0])
Koodilistaus 20: Kutsutaan calc.rb tiedostosta Calculator-luokan evaluate-metodia
sovellukselle annetulla parametrilla ja tulostetaan saatu vastaus.
Esimerkin tapauksessa huomataan yhteenlaskettavien tapausten menevän läpi, mutta
muut eivät. Palautteen perusteella tehdään uusi RSpec-sykli ja tätä jatketaan niin kau-
an kunnes askel saadaan menemään läpi. Esimerkissä tehdään vielä omat RSpec-syklit
vähennys-, kerto- ja jakolaskuille, jolloin päädytään koodilistauksen 21 mukaisiin esi-
merkkeihin ja koodilistauksen 22 mukaiseen Calculator-luokan toteutukseen.
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describe Calculator do
it "should be able to add numbers" do
calculator = Calculator.new
calculator.evaluate("1 + 1").should eq(2)
end
it "should be able to substract numbers" do
calculator = Calculator.new
calculator.evaluate("1 - 1").should eq(0)
end
it "should be able to multiply numbers" do
calculator = Calculator.new
calculator.evaluate("3 * 2").should eq(6)
end
it "should be able to divide numbers" do
calculator = Calculator.new
calculator.evaluate("6 / 2").should eq(3)
end
end
Koodilistaus 21: Esimerkit Calculator-luokan toiminnallisuuksille.
class Calculator
def evaluate(expression)
num1, operator, num2 = expression.split(" ")
case operator
when "+"
return num1.to_i + num2.to_i
when "-"
return num1.to_i - num2.to_i
when "*"
return num1.to_i * num2.to_i
when "/"




Koodilistaus 22: Calculator-luokan ensimmäinen toteutus kaikilla operaatioilla.
Kun koko tapaus on saatu menemään läpi, refaktoroidaan (7) tarvittaessa toteutettavana
olevan tapauksen sovelluskoodia ja varmistetaan Cucumber-työkalun avulla, ettei ole-
massa olevaa toiminnallisuutta ole rikottu. Laskinesimerkki on refaktoroitu siten, että
kullekin operaatiolle on toteutettu oma luokka, joka hoitaa itsenäisesti oman tehtävän-
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sä (liite 1). Refaktoroinnin jälkeen voidaan siirtyä toteuttamaan seuraavaa tapausta.
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5 Testi- ja käytösvetoisen kehityksen vertailu käytän-
nössä
Tässä luvussa vertailen sekä testi- että käytösvetoista kehitystä ja pohdin näiden sopi-
vuutta sovelluskehitysprojekteihin käytännön esimerkin kautta. Esimerkkisovellukse-
na käytän rahaa mallintavaa moduulia, jonka avulla voidaan käsitellä eri valuuttoja ja
esimerkiksi lisäämään niitä toisiinsa käyttäen hyödyksi valuuttakursseja. Beck (2003)
käyttää kyseistä esimerkkisovellusta testivetoisen kehityksen esittelemiseen ja käytän
samaa esimerkkiä mukauttaen toteutuksen Pythonille. Esimerkkien ajamiseen tarvitta-
van ympäristön asennusohje löytyy liitteestä 11.
Esimerkkinä Beck (2003) käyttää osakesalkun hallintasovellusta, joka pystyi aikasem-
min käsittelemään vain yhtä valuuttaa ja tuottamaan taulukon 1 mukaisia raportteja.
Tavoitteena on toteuttaa moduuli, jonka avulla sovelluksella pystyy käsittelemään use-
aa eri valuuttaa ja tämän moduulin avulla tuottamaan taulukon 2 mukaisia raportteja.
Tämän käsittelyyn tarvitaan myös valuuttakurssien hallinta taulukon 3 esimerkin mu-
kaisesti.
Osake Määrä Arvo Yhteensä
IBM 1000 25 25000
GE 400 100 40000
Yhteensä 65000
Taulukko 1: Raportti yhdellä valuutalla.
Osake Määrä Arvo Yhteensä
IBM 1000 25 USD 25000 USD
Novartis 400 150 CHF 60000 CHF
Yhteensä 85000 USD
Taulukko 2: Raportti usealla valuutalla.
Mistä Mihin Kurssi
CHF USD 1.5
Taulukko 3: Valuuttakurssien määrittely.
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Jotta voimme toteuttaa taulukon 2 mukaisen raportin, toteutettavalla moduulilla tulee
olla kolme päätoiminnallisuutta:
• Valuuttojen lisääminen toisiinsa.
• Valuuttojen muuntaminen toiseksi valuuttakurssien avulla.
• Valuuttojen kertominen osakkeen kokonaisarvon saamiseksi.
Lopulliset toteutukset valuuttaesimerkistä molemmilla kehitysmenetelmillä löytyy tut-
kielman liitteistä. Testivetoisella kehitysmenetelmällä toteutettu versio on liitteessä 2.
Käytösvetoisella kehitysmenetelmällä toteutetun version koodit löytyvät liitteistä 3 -
10.
5.1 Valuuttaesimerkki testivetoisen kehityksen avulla
Testivetoisessa kehitysprosessissa sovellus toteutetaan sykleissä, joissa kussakin
syklissä:
1. Kirjoitetaan testitapaus.
2. Ajetaan testit, jolloin nähdään uuden testin epäonnistuvan.
3. Tehdään mahdollisimman pieni muutos sovelluskoodiin, jolla testi saadaan me-
nemään läpi.
4. Ajetaan testit, jolloin nähdään uuden testin menevän läpi.
5. Refaktoroidaan sovelluskoodia puhtaammaksi ja varmistetaan testien avulla ettei
refaktorointi ole rikkonut toiminnallisuutta.
5.1.1 Valuutan kertominen
Aloitetaan toteutus mahdollisimman yksinkertaisesta tehtävästä. Rahamäärän kertomi-
nen vaikuttaa yksinkertaisemmalta kuin kahden eri valuutan lisääminen toisiinsa. Ta-
voitteena on suunnitella paras mahdollinen rajapinta kuinka sovellusta halutaan kutsua
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sen ulkopuolelta ja kirjoittaa tämä testitapauksen muotoon ennen kuin itse sovellus-
koodia kirjoitetaan. Koodilistauksessa 23 on toteutettu ensimmäinen testitapaus, jos-
sa luodaan uusi Dollar-olio (five) ja kutsutaan sen times-metodia. Oletetaan,
että times-metodin kutsu muuttaa Dollar-luokan amount-attribuuttia kertomal-
la sitä annetun parametrin mukaisesti. Tämä toiminta varmistetaan assert-metodilla
self.assertEqual(10, five.amount). Ajamalla testit, huomataan, että tes-








if __name__ == ’__main__’:
unittest.main()
Koodilistaus 23: Ensimmäinen testitapaus Dollar-luokan kertomiselle.
...
NameError: name ’Dollar’ is not defined
...
Koodilistaus 24: Ensimmäinen epäonnistuva testiajo, Dollar-luokkaa ei ole määritetty.
Toimimalla testiohjelmalta saadun palautteen mukaisesti luomalla ensin Dollar-
luokan ja tämän jälkeen ajamalla testit uudestaan jokaisen muutoksen jälkeen, huo-
maamme Dollar-luokasta puuttuvan vielä yhden parametrin ottavan konstruktorin ja
times-metodin sekä attribuutin amount. Korjaamalla nämä virheet pääsemme koo-
dilistauksen 25 mukaiseen Dollar-luokan toteutukseen. Ajamalla testit uudestaan,







Koodilistaus 25: Ensimmäinen Dollar-luokan toteutus.
...
AssertionError: 10 != 0
...
Koodilistaus 26: Yksikkötesti epäonnistuu, koska amount-attribuutin arvo ei ole
odotettu.
Tavoite on saada testit menemään mahdollisimman nopeasti läpi. Yksinkertaisin keino
saada testitapaus läpi, on asettaa konstruktorissa amount-muuttujan arvoksi 10 (koo-
dilistaus 27), jonka jälkeen ensimmäinen testitapaus menee läpi (koodilistaus 28). Kun
testitapaus on saatu menemään läpi kovakoodatun arvon avulla, voidaan refaktoroida
Dollar-luokkaa (koodilistaus 29) ja varmistaa testitapauksen avulla, ettei refakto-
rointi ole rikkonut olemassa olevaa toiminnallisuutta.
def __init__(self, amount):
self.amount = 10
Koodilistaus 27: Kovakoodatun amount-muuttujan asettaminen.
Ran 1 test in 0.001s
OK
Koodilistaus 28: Ensimmäinen läpi mennyt yksikkötesti.
Mahdollisten sivuvaikutusten välttämiseksi haluamme tehdä Dollar-luokasta muut-
tumattoman (eng. immutable) siten, etteivät operaatiot muuta olion alkuperäistä tilaa
koskaan. Tällä hetkellä Dollar-oliot muuttavat tilaansa, mutta haluaisimme pystyä







Koodilistaus 29: Refaktoroitu Dollar-luokka.
muuttuu. Testitapausta muuttamalla koodilistauksen 30 mukaiseksi huomaamme, ettei
testi mene läpi, koska ensimmäinen times-metodin kutsu muuttaa olion tilaa siten,
että amount-muuttuja saa arvon 10. Tämän jälkeen toista kertaa times-metodia kut-
suessa kerrotaan muuttunut arvo (10) kolmella sen sijaan, että kerrottaisiin alkuperäi-







Koodilistaus 30: Muokattu yksikkötesti muuttumattoman Dollar-luokan
toteuttamiseksi.
Dollar-luokan muuttumattomuus saadaan toteutettua muokkaamalla times-
metodia palauttamaan uusi Dollar-olio, jolloin operaation kohteena olevan
Dollar-olion tilaa ei muuteta. Tämä toteutus vaatii testitapauksen muokkaamista
koodilistauksen 31 mukaiseksi, jossa huomioidaan times-metodin palauttama uusi
Dollar-olio. Jotta tämä testitapaus saadaan menemään läpi, muokataan Dollar-
luokan times-metodia palauttamaan uusi Dollar-olio oikealla arvolla (koodilistaus
32).
def times(self, multiplier):
return Dollar(self.amount * multiplier)









Koodilistaus 31: Yksikkötestissä huomioitu times-metodilta uuden Dollar-olion
palauttaminen.
Tällä hetkellä Dollar-olioita vertailtaessa verrataan olioiden amount-attribuuttien
arvoja. Parempi tapa olisi pystyä vertailemaan suoraan kahta Dollar-oliota toisiin-
sa, joten seuraavaksi toteutetaan tämä ominaisuus luomalla uusi testitapaus (koodilis-
taus 33). Testitapauksessa varmistetaan, että kaksi samanarvoista oliota ovat samoja ja
ettei kaksi eriarvoista oliota ole samoja. Testit epäonnistuvat, koska Pythonin vertai-
luoperaatio vertailee oletuksena olioiden identiteettiä. Tämän vertailun voi ylikirjoit-
taa __eq__-metodin avulla. Toteutus on selkeä, verrataan ovatko olion ja parametrina
annetun toisen olion amount-attribuutit samanarvoisia (koodilistaus 34). Toteutuksen




Koodilistaus 33: Testitapaus kahden Dollar-olion vertailuun.
def __eq__(self, obj):
return self.amount == obj.amount
Koodilistaus 34: Toteutus kahden Dollar-olion vertailuun.
Hyvien olio-ohjelmointikäytäntöjen mukaisesti luokkien sisäiset attribuutit pyritään pi-
tämään piilossa. Tämän takia muokataan test_multiplication-metodia hyö-
dyntämään juuri toteutettua vertailuoperaattoria. Lisäksi testimetodista saadaan refak-
toroitua kompaktimpi ja puhtaampi poistamalla product-muuttuja (koodilistaus 35).
Toteutettavalla moduulilla tulisi pystyä käsittelemään useampia valuuttoja, mutta eri






Koodilistaus 35: Olioiden vertailussa hyödynnetään Dollar-luokan
vertailuoperaattoria.
simmäinen askel tätä vaatimusta kohti on, että meillä on Dollar-luokan kaltainen
luokka myös Sveitsin frangeille, joten ongelmaa voidaan lähteä ratkaisemaan toteut-
tamalla tämä. Kirjoitetaan Sveitsin frangeille samanlainen testitapaus kuin dollareille
(koodilistaus 36). Ajamalla testit saadaan samat virheet kuin dollareiden kanssa. Aja-
malla testejä jatkuvasti ja toimimalla testeiltä saadun palautteen perusteella, päästään










return self.amount == obj.amount
def times(self, multiplier):
return Franc(self.amount * multiplier)
Koodilistaus 37: Toteutus Sveitsin frangeille.
Franc-luokan luomisen jälkeen meillä on kaksi lähes identtistä luokkaa ja ennen seu-
raavan testin kirjoittamista haluamme poistaa duplikaation yleistämällä toteutusta ja
käyttämällä olemassa olevia testejä varmistamaan, ettei refaktorointi riko olemassa ole-
vaa toteutusta. Aloitetaan refaktorointi toteuttamalla yhteinen Money-yliluokka ja siir-
tämällä __eq__-metodin toiminta tähän luokkaan. Dollar- ja Franc-luokat periy-
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tyvät Money-luokasta, joten molempien luokkien __eq__-metodit voidaan poistaa,
koska vertailu tapahtuu Money-luokassa. Tällä tavoin päädytään koodilistauksen 38
mukaiseen toteutukseen. Testit menevät yhä läpi, joten olemassa olevaa toiminnalli-















return Franc(self.amount * multiplier)
Koodilistaus 38: Vertailutoiminnallisuuden siirto Money-yliluokkaan.
Vertailutoiminnallisuutta siirtäessä huomataan, ettei ole olemassa erillistä testitapausta
frangien vertailun testaamiseen. Lisätään testit frangien vertailuun (koodilistaus 39) ja






Koodilistaus 39: Testitapaukset frangien vertailulle.
Toinen huomioitava asia on vertailu Dollar- ja Franc-luokkien kesken. Luodaan
uusi testitapaus, jolla testataan kahden samanarvoisen Franc- ja Dollar-olioiden
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vertailua (koodilistaus 40). Testit epäonnistuvat, koska Money-luokan vertailumeto-
dissa verrataan ainoastaan molempien olioiden amount-attribuutteja. Tämä on mah-
dollista toteuttaa muuttamalla vertailumetodia tarkastamaan ovatko molempien olioi-
den luokat myös samoja (koodilistaus 41). Tämä ei kuitenkaan ole paras mahdollinen
toteutus, sillä haluaisimme käyttää vertailuun toimialakohtaista termistöä sen sijaan,







Koodilistaus 40: Testitapaus Dollar- ja Franc-olioiden vertailuun.
def __eq__(self, obj):
return self.amount == obj.amount and type(self) == type(obj)
Koodilistaus 41: Lisätty Money-luokan vertailumetodiin verrattavien olioiden tyyppien
vertailu.
Dollar- ja Franc-luokkien times-metodit ovat myös samankaltaisia. Money-
luokan aliluokat eivät sisällä juurikaan omaa toiminnallisuutta times-metodien lisäk-
si, joten tavoitteena on poistaa ne. Tämän toteutus voidaan aloittaa käyttämällä Money-
luokassa staattista tehdasmetodia (eng. factory method) luomaan Dollar-olioita. Re-
faktoroidaan testitapaukset käyttämään tehdasmetodia (koodilistaus 42) ja huomataan,
etteivät testit mene läpi. Luodaan tehdasmetodi Money-luokkaan (koodilistaus 43),
jonka jälkeen testit uudestaan ajamalla huomataan niiden menevän läpi. Tämän avul-
la pyritään vähentämään suoria viittauksia Dollar-luokkaan, jolloin sen poistaminen
on helpompaa, koska moduulia käyttävät sovellukset eivät tiedä aliluokkien olemas-
saolosta mitään. Tämän ansiosta pystymme vapaasti muuttamaan toteutusta ilman, että

















Koodilistaus 43: Money-luokan tehdasmetodi Dollar-olioiden luontiin.
Kun Dollar-olioiden luontiin toteutettu tehdasmetodi on saatu toimimaan, tehdään
sama myös frangeille. Ensin muutetaan frangien testit käyttämään tehdasmetodia (koo-
dilistaus 44) ja tämän jälkeen luodaan staattinen tehdasmetodi Franc-olioiden luon-


















Koodilistaus 45: Money-luokan tehdasmetodi Franc-olioiden luontiin.
Jatketaan miettimällä kuinka eri valuuttoja voidaan käsitellä muuten kuin luokkien
avulla. Tällä hetkellä yksi riittävä vaihtoehto on käyttää merkkijonoja esittämään eri
valuuttoja. Aloitetaan luomalla uusi testitapaus (koodilistaus 46), jolla varmistetaan,
että valuutat saavat oikean merkkijonon. Testit ajettaessa huomataan niiden epäonnis-
tuvan, koska currency-metodia ei ole olemassa. Tämän jälkeen toteutetaan molem-
mille luokille currency-metodit (koodilistaus 47), jotka palauttavat oikean arvon.
Lisätään sama metodi myös Money-luokkaan aluksi abstraktiksi metodiksi. Tämän

















Koodilistaus 47: Currency-metodien toteutukset.
Jatketaan toteutusta pienin askelein ja refaktoroidaan toteutusta luomalla attribuutti va-
luutalle (_currency) ja asetetaan se kummankin luokan konstruktorissa (koodilis-









Koodilistaus 48: Valuutan määrittäminen luokan konstruktorissa.
attribuutti palautetaan currency-metodissa. Testit menevät yhä läpi.
Koska currency-metodit ovat molemmissa aliluokissa samanlaiset, voidaan niiden
toiminnallisuus siirtää Money-luokkaan ja poistaa metodit aliluokista. Tämän jälkeen
muutamme Dollar- ja Franc-luokkien konstruktoreita siten, että ne ottavat valuu-
tan parametrinaan. Koska Dollar- ja Franc-luokkien konstruktorit ovat muuttuneet,
muutamme Money-luokan staattisia metodeja antamaan parametreina myös valuutan.
Lopputuloksena päädytään koodilistauksen 49 mukaiseen toteutukseen.
Testit eivät mene enää läpi, koska konstruktoreiden muutos on rikkonut Dollar-
ja Franc-olioiden luomisen times-metodeissa. Tämä on positiivinen huomio, sil-
lä olioiden luomisen tulisi tapahtua Money-luokan tehdasmetodien avulla, mutta muu-
tos on unohtunut tehdä times-metodeihin. Testit saadaan menemään läpi korjaamalla
times-metodit käyttämään Money-luokan tehdasmetodeja (koodilistaus 50). Tämän
jälkeen myös konstruktoreiden logiikka voidaan siirtää aliluokista Money-luokkaan
(koodilistaus 51).
Seuraavaksi pystymme toteuttamaan yhteisen times-metodin Money-luokkaan,
koska toteutukset ovat kummassakin luokassa lähes samanlaiset. Tätä voidaan
testata palauttamalla Money-olio times-metodilta sen sijaan, että se palauttaisi
Franc-olion (koodilistaus 52). Testit ajettaessa saadaan virhe ”AssertionError:
<__main__.Franc object at 0x02507C10> != <__main__.Money
object at 0x02507BF0>”. Virheilmoituksesta voidaan tulkita sen johtuvan
Money-luokan vertailumetodista, koska se tarkastaa ovatko verrattavien olioiden
luokat samat. Luokkien tyyppien vertailun sijaan tulisi verrata ovatko valuutat samat.
Palautetaan sovelluskoodi kohtaan ennen muokkausta, jolloin testit menivät yhä läpi































return Money.franc(self.amount * multiplier)
Koodilistaus 50: Times-metodit korjattu käyttämään tehdasmetodeja.
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class Money(object):




def __init__(self, amount, _currency):
super().__init__(amount, _currency)
class Franc(Money):
def __init__(self, amount, _currency):
super().__init__(amount, _currency)
Koodilistaus 51: Konstruktoreiden logiikka siirretty Money-luokkaan.
def times(self, multiplier):
return Money(self.amount * multiplier, self._currency)
Koodilistaus 52: Palautetaan Money-olio Franc-luokan times-metodilta.
käli niille annetaan sama valuutta merkkijonona (koodilistaus 53). Testitapaus saadaan
menemään läpi vertailemalla Money-luokan __eq__-metodissa verrattavien olioiden
valuuttojen arvoja luokkien sijaan (koodilistaus 54). Tämän jälkeen times-metodeilta
voidaan palauttaa Money-olio, jolloin molemmat times-metodit ovat samanlaiset ja
niiden toteutus voidaan siirtää Money-luokkaan (koodilistaus 55) ja poistaa toteutus
aliluokilta, jolloin aliluokkiin jää jäljelle enää konstruktorit.
def test_different_class_equality(self):
self.assertTrue(Money(10, ’CHF’) == Franc(10, ’CHF’))
Koodilistaus 53: Testi vertailemaan kahta samaa valuuttaa olevaa oliota.
def __eq__(self, obj):
return self.amount == obj.amount and self.currency() == obj.currency()
Koodilistaus 54: Muutettu vertailumetodi vertailemaan valuuttoja luokkien sijaan.
Koska Dollar- ja Franc-luokista on jäljellä enää konstruktorit, halutaan ne
poistaa. Luokat voidaan poistaa, kun viittaukset molempiin luokkiin on poistet-
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def times(self, multiplier):
return Money(self.amount * multiplier, self._currency)
Koodilistaus 55: Times-metodin uusi toteutus Money-luokassa
tu. Ensin muutetaan Money-luokan tehdasmetodeja palauttamaan Money-olioita
Dollar- ja Franc-olioiden sijaan (koodilistaus 56). Franc-luokkaan on yhä viit-
taus test_different_class_equality-metodissa (koodilistaus 53), joka voi-
daan poistaa, koska tarkoituksena on käyttää vain yhtä luokkaa valuuttojen esittä-
miseen. Samalla voidaan poistaa test_equality-metodista kolmas ja neljäs tes-
titapaus, koska sama asia testataan kahdessa ensimmäisessä testitapauksessa. Li-
säksi voimme poistaa test_franc_multiplication-metodin, koska times-
metodin logiikka on jo testattu test_multiplication-metodissa ja myös frangit
käyttävät nyt samaa logiikkaa. Tämän refaktoroinnin jälkeen voidaan poistaa Dollar-







Koodilistaus 56: Luodaan Money-oliot tehdasmetodeissa.
5.1.2 Valuuttojen lisääminen
Seuraava tavoite on toteuttaa valuuttojen lisääminen toisiinsa valuuttakurssien avulla
siten, että esimerkiksi 5 USD + 10 CHF = 10 USD CHF-USD valuuttakurssin olles-
sa 2:1. Testivetoiselle kehitykselle ominaisesti toteutus aloitetaan yksinkertaisimmasta
tapauksesta, eli kahden saman valuutan lisäämisestä toisiinsa luomalla tälle uusi testi-
tapaus (koodilistaus 57). Testitapauksen saa menemään läpi esimerkiksi valetoteutuk-
sella palauttamalla kovakoodatun Money.dollar(10), mutta oikean toteutuksen





Koodilistaus 57: Testitapaus kahden saman valuutan lisäämiseksi toisiinsa.
def plus(self, addend):
return Money(self.amount + addend.amount, self._currency)
Koodilistaus 58: Toteutus kahden valuutan lisäämiseksi toisiinsa.
Yksi haastavimmista suunnittelurajoitteista on se, että haluaisimme suurimman osan
sovelluksesta olevan tiedoton eri valuutoista. Yksi vaihtoehto olisi muuntaa kaikki va-
luutat yhdeksi ja samaksi valuutaksi heti, kun ne luodaan, mutta tämä toteutus ei ole
niin joustava valuuttakurssien vaihtelulle. Tavoitteena on ratkaisu, jonka avulla voidaan
helposti esittää useita valuuttakursseja, ja jonka avulla aritmeettiset operaatiot näyttä-
vät yhä aritmeettisilta. Kun jokin luokka ei toimi halutulla tavalla, voidaan toteuttaa
uusi luokka samanlaisella ulkoisella rajapinnalla, mutta erilaisella toteutuksella. Ha-
luamme Money-luokan tapaisen luokan, joka esittää kahden Money-olion summaa.
Kahden Money-luokan ilmentymää voidaan käsitellä lausekkeena (eng. expression),
jolloin Money-luokan operaatiot, kuten plus, johtavat lausekkeisiin, joita voi olla muun
muassa summa. Operaation tuloksena syntyneet lausekkeet voidaan muuntaa (eng. re-
duce) halutuksi valuutaksi valuuttakurssien avulla. Koodilistauksessa 59 on kirjoitettu
koodilistauksen 57 testitapaus uudestaan edellämainittua logiikkaa hyväksikäyttäen.
Testitapausta voidaan lähteä rakentamaan alhaalta ylöspäin. Tiedämme, että loppu-
tuloksena lausekkeesta muunnetun arvon (reduced) tulisi olla 10 dollaria. Lausek-
keesta muunnettu arvo saadaan muuntamalla lauseke valuuttakurssien avulla halutuk-
si valuutaksi. Reaalimaailmassa pankit hallinnoivat valuuttakursseja ja voivat muun-
taa valuuttoja, joten haluamme pystyä kirjoittamaan valuutan muuntamisen muotoon
reduced = bank.reduce(_sum, ’USD’). Reduce-metodi ottaa parametri-
na lausekkeen, josta muunnos tehdään, joten Money-luokan plus-metodin tulee pa-
lauttaa lauseke, jotta muunnos pystytään tekemään.
Toteutus aloitetaan normaalisti ajamalla testitapaukset läpi ja toimimalla niiltä saadun
palautteen perusteella. Jokaisen muutoksen jälkeen testitapaukset ajetaan uudestaan,






reduced = bank.reduce(_sum, ’USD’)
self.assertEqual(Money.dollar(10), reduced)
Koodilistaus 59: Muokattu testitapaus valuuttojen lisäykselle.
plus-metodin tulisi palauttaa Expression-olio, joten luodaan Expression-
luokka ilman mitään toteutusta ja tehdään Money-luokasta tämän aliluokka. Tämän
jälkeen tehdään Bank-luokka ja sille reduce-metodi. Testitapaus saadaan mene-
mään läpi valetoteutuksella palauttamalla reduce-metodilta dollarin, jonka arvo on








Koodilistaus 60: Operaatioiden esittäminen Expression-luokan avulla.
Haluamme Money-luokan plus-metodin palauttavan Sum-olion Money-olion sijaan,
joten kirjoitamme tälle uuden testitapauksen (koodilistaus 61). Sum-luokka sisältää att-
ribuutit augend ja addend, jotka ovat toisiinsa lisättävät Money-oliot. Testit aja-
malla huomaamme, että Money-luokan plus-metodi palauttaa yhä Money-olion.
Se muutetaan palauttamaan Sum-olio, joka ottaa parametrinaan toisiinsa lisättävät
Money-oliot. Tämän jälkeen muutetaan Sum-luokan konstruktoria vastaanottamaan
kaksi Money-oliota ja tehdään siitä Expression-luokan aliluokka. Lopputuloksena
on koodilistauksen 62 mukainen toteutus ja testit menevät yhä läpi.
Nyt Bank-luokan reduce-metodille annetaan Sum-olio. Mikäli molemmat Sum-
luokalle annetut parametrit ovat samaa valuuttaa ja reduce-metodille annettu muun-
nettava valuutta on myös sama, tulee reduce-metodin palauttaa näiden kahden va-







Koodilistaus 61: Money-luokan plus-metodin tulee palauttaa Sum-olio.
class Sum(Expression):







Koodilistaus 62: Sum-luokan ja Money-luokan plus-metodin toteutus.
Testitapaus saadaan menemään läpi koodilistauksen 64 mukaisella toteutuksella, mut-
ta toteutus on huono, koska se toimii ainoastaan mikäli reduce-metodille annetaan
Sum-olio parametrina ja lisäksi siinä käytetään olion sisäisiä attribuutteja. Tavoittee-
na on saada se toimimaan millä tahansa Expression-oliolla. Tämä voidaan korjata
luomalla reduce-metodi myös Sum-luokkaan, jolloin Sum-luokka piilottaa muunta-
misen (koodilistaus 65).
def test_reduce_sum(self):
_sum = Sum(Money.dollar(3), Money.dollar(4))
bank = Bank()
result = bank.reduce(_sum, ’USD’)
self.assertEqual(Money.dollar(7), result)
Koodilistaus 63: Testitapaus Sum-olion muuntamiselle.
def reduce(self, source, to):
amount = source.augend.amount + source.addend.amount
return Money(amount, to)






amount = self.augend.amount + self.addend.amount
return Money(amount, to)
class Bank(object):
def reduce(self, source, to):
return source.reduce(to)
Koodilistaus 65: Parempi toteutus luomalla reduce-metodi myös Sum-luokkaan.
Seuraavaksi huomataan, etteivät testit mene läpi, jos reduce-metodille annetaan pa-
rametrina Money-olio. Yksi mahdollisuus tämän korjaamiseen on tarkastaa, onko
annettu parametri Money-olio, mutta tämä ei ole hyvä toteutus. Parempi keino on
käyttää hyväksi periytyvyyttä ja määritellä abstrakti reduce-metodi Expression-
luokassa, jolloin kaikkien aliluokkien tulee toteuttaa se. Lisätään siis reduce-metodi
Expression- ja Money-luokkiin ja tehdään Money-luokkaan sen toteutus, jonka







amount = self.augend.amount + self.addend.amount
return Money(amount, to)
class Bank(object):






Koodilistaus 66: Money-luokan reduce-metodin toteutus.
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5.1.3 Valuutan vaihtaminen
Viimeiseksi toteutetaan valuutan muuntaminen toiseksi valuuttakurssien avulla. Luo-
daan uusi testitapaus (koodilistaus 67), jossa asetetaan frangien ja dollareiden väli-
nen valuuttakurssi kahdeksi ja muunnetaan kaksi frangia dollareiksi, jolloin tuloksena
pitäisi olla yksi dollari. Testitapaus saadaan menemään läpi luomalla Bank-luokkaan
tyhjä add_rate-metodi ja kovakoodaamalla valuuttakurssi Money-luokan reduce-




result = bank.reduce(Money.franc(2), ’USD’)
self.assertEqual(Money.dollar(1), result)
Koodilistaus 67: Testitapaus frangien muuntamisesta dollareiksi.
class Bank(object):
...





rate = 2 if self._currency == ’CHF’ and to == ’USD’ else 1
return Money(self.amount / rate, to)
Koodilistaus 68: Valuutan muuntaminen kovakoodatun valuuttakurssin avulla.
Bank-luokan tulisi kuitenkin olla ainoa luokka, joka tietää valuuttakursseista. Tämä
voidaan toteuttaa siten, että luodaan Bank-oliolle rate-metodi, jolta saadaan haettua
valuuttakurssi. Tämän jälkeen siirretään Bank-oliota reduce-metodeille parametrei-
na, jotta valuuttakurssi saadaan haettua (koodilistaus 69).
Seuraavaksi poistetaan kovakoodattu valuuttakurssi Bank-luokasta pitämällä yllä ko-
koelmaa eri valuuttakursseista. Toteutetaan Pair-luokka, joka kuvaa yhtä suhdetta va-
luuttojen välillä, esimerkiksi CHF - USD (koodilistaus 70). Pair-luokkaa käytetään
avaimena hajautustaulussa, jonka arvona on kyseisen valuuttaparin valuuttakurssi. Jot-
ta luokkaa pystytään käyttämään avaimena, tulee siihen toteuttaa metodit __eq__ ja
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__hash__. Hash-metodiin tehdään tällä hetkellä yksinkertaisin ratkaisu ja se palaut-
taa aina 0.
class Expression(object):




def reduce(self, bank, to):
amount = self.augend.amount + self.addend.amount
return Money(amount, to)
class Bank(object):
def rate(self, _from, to):
return 2 if _from == ’CHF’ and to == ’USD’ else 1




def reduce(self, bank, to):
rate = bank.rate(self._currency, to)
return Money(self.amount / rate, to)
Koodilistaus 69: Bank-olio siirretään parametrina reduce-metodeille valuuttakurssien
hakua varten.
class Pair(object):




return self._from == obj._from and self.to == obj.to
def __hash__(self):
return 0
Koodilistaus 70: Pair-luokan toteutus.
Pair-luokkaa käytetään Bank-luokan sisällä valuuttakurssien tallentamiseen ja ha-
kemiseen (koodilistaus 71). Testit epäonnistuvat haettaessa valuuttakurssiparia, jossa
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molemmat valuutat ovat samoja, esimerkiksi USD - USD. Näissä tapauksissa arvon
tulisi olla aina 1, joten kirjoitetaan tätä tapausta varten uusi testitapaus (koodilistaus
72) ja muutetaan Bank-luokan rate-metodin toteutusta koodilistauksen 73 mukai-





def add_rate(self, _from, to, rate):
pair = Pair(_from, to)
self.rates[pair] = rate
def rate(self, _from, to):
pair = Pair(_from, to)
return self.rates[pair]
Koodilistaus 71: Pair-luokan käyttö valuuttakurssien tallentamiseen ja hakemiseen.
def test_identity_rate(self):
self.assertEqual(1, Bank().rate(’USD’, ’USD’))
Koodilistaus 72: Testitapaus haettaessa samaa valuuttaa.
def rate(self, _from, to):
if _from == to:
return 1
pair = Pair(_from, to)
return self.rates[pair]
Koodilistaus 73: Molempien valuuttojen ollessa samoja valuuttakurssi on aina 1.
Kun toiminnallisuus valuuttojen muuntamiseen on toteutettu, toteutetaan eri valuutto-
jen lisäys. Luodaan aluksi uusi testitapaus, jossa lisätään 5 dollaria ja 10 frangia yhteen,
jolloin tuloksena pitäisi olla 10 dollaria CHF - USD valuuttakurssin ollessa 2 (koodi-
listaus 74). Testitapaus saadaan menemään läpi muuntamalla molemmat toisiinsa lisät-








result = bank.reduce(fiveBucks.plus(tenFrancs), ’USD’)
self.assertEqual(Money.dollar(10), result)
Koodilistaus 74: Testitapaus kahden eri valuutan yhteenlaskulle.
def reduce(self, bank, to):
amount = self.augend.reduce(bank, to).amount + \
self.addend.reduce(bank, to).amount
return Money(amount, to)
Koodilistaus 75: Kahden eri valuutan yhteenlaskun toteutus.
Tämän jälkeen voidaan yleistää toteutusta lisää ja lisätä Expression-luokkaan ab-
strakti plus-metodi ja muokata sen aliluokkia (koodilistaus 76). Tämä mahdollistaa









Koodilistaus 76: Abstrakti plus-metodi Expression-luokkaan ja sen tyhjä toteutus Sum-
luokassa.
Viimeisenä tehtävänä toteutetaan Sum-luokan plus-metodi. Aloitetaan luomalla uusi
testitapaus, jossa luodaan Sum-olio kahdella eri valuutalla ja lisätään tähän vielä viisi








_sum = Sum(fiveBucks, tenFrancs).plus(fiveBucks)
result = bank.reduce(_sum, ’USD’)
self.assertEqual(Money.dollar(15), result)
Koodilistaus 77: Testitapaus Sum-luokan plus-metodille.
def plus(self, addend):
return Sum(self, addend)
Koodilistaus 78: Sum-luokan plus-metodin toteutus.
Toteutetaan vielä Sum-luokan times-metodi luomalla uusi testitapaus (koodilistaus
79). Toteutus palauttaa uuden Sum-olion, jossa molemmat Money-oliot on kerrottu
annetulla kertoimella (koodilistaus 80). Tämän jälkeen myös times-metodi voidaan







_sum = Sum(fiveBucks, tenFrancs).times(2)
result = bank.reduce(_sum, ’USD’)
self.assertEqual(Money.dollar(20), result)










Koodilistaus 81: Times-metodi siirretty Expression-luokkaan abstraktiksi metodiksi.
5.2 Valuuttaesimerkki käytösvetoisen kehityksen avulla
Käytösvetoinen kehitys tuo kehitysprosessiin ulomman syklin, jonka avulla kuvataan
sovellustason ominaisuudet. Esimerkkisovelluksessa käytetään behave-kirjastoa (Be-
have, 2015), joka on Cucumber-toteutus Pythonille. Toisena kirjastona käytetään com-
parea (Compare, 2015), joka tarjoaa käytösvetoisen kehityksen terminologiaa tukevia
vertailutoiminnallisuuksia Pythonille.
5.2.1 Valuutan kertominen
Aloitetaan esimerkin toteuttaminen yksinkertaisemmasta ominaisuudesta, eli valuut-
tojen kertomisesta. Ominaisuustiedostoja varten luodaan features-kansio työkan-
sioon ja sinne luodaan ensimmäiselle ominaisuudelle .feature-päätteinen tiedos-
to, jonne kirjoitetaan ensimmäinen ominaisuus (kuva 82). Ominaisuudessa on vältetty
duplikaatio käyttämällä tapausaihiota ja esimerkkejä varmistamaan kahdella eri valuu-
talla, että kertoessa saadaan oikeaa valuuttaa takaisin. Tämän jälkeen ajamalla työkan-
siossa komento behave, saadaan runko askelmäärittelyille, jotka tulee toteuttaa (kuva
83).
Askelmäärittelyt tallennetaan työkansiossa olevan features-kansion sisälle steps-
kansioon .py-päätteisinä Python-tiedostoina. Ensimmäisessä askelmäärittelyssä luo-
daan Money-olio, jota myöhemmin halutaan kertoa (kuva 84). Luotu Money-olio tal-
lennetaan context-muuttujaan myöhempää käyttöä varten. context-muuttuja on
behave-kirjaston tarjoama jokaiselle askelmäärittelylle välitettävä muuttuja, johon voi-
daan tallentaa seuraavissa askelmäärittelyissä tarvittavaa tietoa. Money-oliolle halu-
taan antaa parametreina sen arvo ja valuutta. Askelmäärittelyn toteutuksesta nähdään,
että metodille voidaan antaa ominaisuustiedostolta parametreina arvoja, jolloin askel-




I want to be able to multiply currencies
So that I can get total value of shares based on the price of one share and the
number of shares
Scenario Outline: Multiply currencies
Given I have <amount_in> <currency_in>
When I multiply it by <multiplier>
Then I should have <amount_out> <currency_out>
Examples:
| amount_in | currency_in | multiplier | amount_out | currency_out |
| 1 | USD | 10 | 10 | USD |
| 1 | CHF | 10 | 10 | CHF |
Koodilistaus 82: Ensimmäisenä toteutettava ominaisuus.
@given(u’I have 1 USD’)
def step_impl(context):
raise NotImplementedError(u’STEP: Given I have 1 USD’)
Koodilistaus 83: Esimerkki behave-työkalulta saadusta askelmäärittelystä, joka tulee
toteuttaa ensimmäiselle ominaisuudelle.
vät ne mene läpi, koska Money-luokkaa ei ole olemassa. Luodaan siis työkansioon
money.py-tiedosto, jossa määritetään Money-luokka ja arvon (amount) sekä va-
luutan (currency) parametreinaan ottava konstruktori (koodilistaus 85). Lisäksi tuo-
daan Money-luokka askelmäärittelytiedostoon komennolla from money import
Money. Tämän jälkeen ajamalla ominaisuudet läpi, toteutuksen alla ollut ensimmäi-
nen askel menee läpi.
Tämän jälkeen toteutetaan seuraava askelmäärittely, jossa kerrotaan ensimmäisessä as-
kelmäärittelyssä luotua Money-oliota (context.money) ja tallennetaan saatu tu-
los context-muuttujaan myöhempää tarkastelua varten (koodilistaus 86). Ominai-
suudet ajamalla huomataan Money-luokalta puuttuvan multiply-metodi. Lisäämäl-
@given(u’I have {input_amount:d} {input_currency}’)
def step_impl(context, input_amount, input_currency):
context.money = Money(input_amount, input_currency)




def __init__(self, amount, currency):
pass
Koodilistaus 85: Money-luokan ensimmäinen toteutus.
lä Money-luokkaan yhden parametrin ottavan multiply-metodin (koodilistaus 87),
askel saadaan menemään läpi.
@when(u’I multiply it by {multiplier:d}’)
def step_impl(context, multiplier):
context.result = context.money.multiply(multiplier)
Koodilistaus 86: Askelmäärittely Money-olion kertomiseen.
def multiply(self, multiplier):
pass
Koodilistaus 87: Lisätty yhden parametrin ottava multiply-metodi Money-luokkaan.
Viimeisenä toteutetaan kolmas askelmäärittely, jossa verrataan vastaako kertomisen
tulos odotettua (koodilistaus 88). Askelmäärittelyn toteutuksessa käytetään compare-
kirjastoa vertaamaan, että kertomisen tulos (context.result) vastaa esimerkeil-
tä saamien parametrien mukaista valuuttaa. Toteutus vaikuttaa monimutkaisemmalta
kuin kahden ensimmäisen askeleen toteutus, joten voimme siirtyä sovellustason syklis-
tä alemmaksi käyttämään oliotason esimerkkejä ohjaamaan kehitystä.
@then(u’I should have {output_amount:d} {output_currency}’)
def step_impl(context, output_amount, output_currency):
expect(context.result).to_equal(Money(output_amount, output_currency))
Koodilistaus 88: Askelmäärittely tarkistamaan vastaako kertomisen tulos odotettua
arvoa.
Aloitetaan toteutus luomalla esimerkki varmistamaan, että Money-luokan
multiply-metodi palauttaa Money-olion samalla valuutalla kuin kerrottavana
oleva Money-olio. Tämän jälkeen muutetaan multiply-metodia palauttamaan uusi
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Money-olio antamalla uudelle oliolle sama valuutta parametrina (self.currency).
Seuraavaksi tehdään esimerkki varmistamaan, että multiply-metodi palauttaa
Money-olion oikealla arvolla. Tämä toteutetaan antamalla palautettavalle Money-
oliolle parametrina kerrottavan Money-olion arvo kerrottuna annetulla kertoimella
(multiplier). Koodilistauksessa 89 on nämä kaksi esimerkkiä ja koodilistauksessa
90 Money-luokan ensimmäinen toteutus.
class MoneyTests(unittest.TestCase):
def test_multiply_should_return_money_with_correct_currency(self):




dollar = Money(1, ’USD’)
result = dollar.multiply(10)
expect(result.amount).to_equal(Money(10, ’USD’).amount)
Koodilistaus 89: Ensimmäiset esimerkit multiply-metodin toteutukselle.
class Money(object):




return Money(self.amount * multiplier, self.currency)
Koodilistaus 90: Money-luokan multiply-metodin toteutus.
Ominaisuudet läpi ajamalla huomataan kuitenkin, ettei viimeinen askel mene läpi vie-
lä tällä toteutuksella, koska Python-olioiden vertailuoperaattori vertaa oletuksena olioi-
den identiteettiä. Haluamme kuitenkin vertailla Money-olioita arvon sekä valuutan pe-
rusteella siten, että ne ovat samoja mikäli vertailtavien olioiden arvo sekä valuutta ovat
samat. Vertailun toiminnallisuuden varmistamiseksi tehdään uusi esimerkki (koodilis-
taus 91) ja tämän avulla toteutus (koodilistaus 92). Tämän toteutuksen jälkeen myös





expect(Money(1, ’USD’) == Money(1, ’CHF’)).to_be_falsy()
Koodilistaus 91: Esimerkki Money-olioiden vertailuun.
def __eq__(self, obj):
return self.amount == obj.amount and self.currency == obj.currency
Koodilistaus 92: Money-luokan vertailumetodin toteutus.
Koska sovellustason tapausten avulla varmistetaan kertomisen toiminnallisuus, ovat
kertomista testaavat esimerkit (koodilistaus 89) tarpeettomia ja ne voidaan poistaa pääl-
lekkäisyyden välttämiseksi. Tämän jälkeen jäljelle jää ainoastaan vertailun toiminnal-
lisuuden varmistava esimerkki (koodilistaus 91). Seuraavaksi voidaan siirtyä toteutta-
maan uutta ominaisuutta.
5.2.2 Valuutan vaihtaminen
Seuraavaksi toteutetaan valuutan vaihtaminen. Toteutus aloitetaan luomalla valuutan
vaihtamiselle uusi ominaisuus ja tapaukset (koodilistaus 93). Ensimmäiseksi käytetään
tapausaihiota ja esimerkkejä varmistamaan, että eri valuutoista muuntaminen toiseksi
valuutaksi toimii odotetulla tavalla. Tämän lisäksi varmistetaan toisen tapauksen avul-
la, että samaksi valuutaksi muuntamalla saadaan saman arvoinen valuutta takaisin.
Ominaisuudet läpi ajamalla huomataan, että meidän tulee toteuttaa uusia askelmäärit-
telyjä. Kaikille koodilistauksessa 93 oleville askeleille ei kuitenkaan tarvitse toteut-
taa askelmäärittelyjä, koska osa niistä on toteutettu edellistä ominaisuutta toteuttaessa
(esimerkiksi ”I have <amount_in> <currency_in>”). Askelmäärittelyt ei-
vät ole siis sidoksissa ominaisuuteen, vaan samoja askelmäärittelyjä voidaan käyttää
useissa eri ominaisuuksissa. Ensimmäinen toteutettava askelmäärittely on valuutta-
kurssien määrittäminen. Testivetoisen kehityksen esimerkin tavoin voimme käyttää re-
aalimaailman olioita hyväksi ja käyttää Bank-luokkaa muuntamaan valuuttoja toisek-
si. Aloitetaan kirjoittamalla mahdollisimman hyvä rajapinta valuuttakurssien määrittä-
miselle ja tallennetaan luontu Bank-olio context-muuttujaan myöhempää käyttöä




I want to be able to exchange currency according to exchange rates
So that I can handle multiple currencies
Scenario Outline: Exchange to different currency
Given I have <amount_in> <currency_in>
And an exchange rate of <rate> between <currency_in>-<currency_out>
When I exchange the currency to <currency_out>
Then I should have <amount_out> <currency_out>
Examples:
| amount_in | currency_in | rate | currency_out | amount_out |
| 2 | CHF | 2 | USD | 1 |
| 1 | USD | 0.5 | CHF | 2 |
Scenario: Exchange to same currency
Given I have 1 USD
When I exchange the currency to USD
Then I should have 1 USD
Koodilistaus 93: Ominaisuus valuutan vaihtamiselle.
add_rate-metodi, joka ottaa parametreina valuutat ja näiden välisen valuuttakurssin
(koodilistaus 95).
@given(u’an exchange rate of {rate:g} between {from_}-{to}’)
def step_impl(context, rate, from_, to):
context.bank = Bank()
context.bank.add_rate(from_, to, rate)
Koodilistaus 94: Askelmäärittely valuuttakurssien määrittämiseen.
class Bank(object):
def add_rate(self, from_, to, rate):
pass
Koodilistaus 95: Toiminnallisuutta sisältämätön Bank-luokka add_rate-metodilla.
Seuraavaksi toteutetaan askelmäärittely valuutan vaihtamiselle. Kutsutaan edellisessä
askeleessa luodun Bank-olion exchange-metodia, jolle annetaan parametreina en-
simmäisessä askeleessa luotu Money-olio ja valuutta, johon haluamme vaihtaa. Tä-
män jälkeen tallennetaan saatu tulos context-muuttujaan myöhempää tarkastelua
varten (koodilistaus 96). Ominaisuudet läpi ajamalla huomataan askeleen epäonnis-
tuvan, koska Bank-luokalla ei ole exchange-metodia. Lisäämällä kaksi parametria
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ottavan exchange-metodin (koodilistaus 97) askelmäärittely saadaan menemään lä-
pi.
@when(u’I exchange the currency to {to}’)
def step_impl(context, to):
context.result = context.bank.exchange(context.money, to)
Koodilistaus 96: Askelmäärittely valuutan vaihtamiselle.
def exchange(self, money, to):
pass
Koodilistaus 97: Money-luokan exchange-metodin runko.
Viimeinen askelmäärittely epäonnistuu, koska exchange-metodi ei palauta tällä het-
kellä mitään, jolloin context.result-muuttujan arvo on None. Viimeisimmässä
askeleessa odotetaan, että context.result-muuttujassa on exchange-metodilta
tuloksena saatu Money-olio. Tapauksen viimeinen askelmäärittely vaikuttaa monimut-
kaisemmalta toteuttaa kuin aikaisemmat, joten sitä voidaan siirtyä toteuttamaan pie-
nemmissä askelissa. Yksinkertaisin tapaus on vaihtaa samaksi valuutaksi, joten kirjoi-
tetaan esimerkki tästä tapauksesta (koodilistaus 98). Yksinkertainen toteutus on pa-
lauttaa exchange-metodille parametrina annettu Money-olio, mikäli to-parametri
on sama kuin Money-olion currency-attribuutti (koodilistaus 99).
def test_should_exchange_same_currency(self):
bank = Bank()
result = bank.exchange(Money(1, ’USD’), ’USD’)
expect(result).to_equal(Money(1, ’USD’))
Koodilistaus 98: Esimerkki saman valuutan muuntamiselle.
def exchange(self, money, to):
if money.currency == to:
return money
Koodilistaus 99: Palautetaan sama Money-olio, jos annettu valuutta on samaa valuutta
kuin haluttu valuutta.
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Koska sovellustason ominaisuudet eivät mene vielä läpi, kirjoitetaan yksinkertaisin esi-
merkki eri valuuttojen vaihtamiselle, joka ei mene läpi (koodilistaus 100). Yksinkertai-





expect(bank.exchange(Money(2, ’CHF’), ’USD’)).to_equal(Money(1, ’USD’))
Koodilistaus 100: Esimerkki eri valuuttojen vaihtamiselle.
def exchange(self, money, to):
if money.currency == to:
return money
return Money(1, ’USD’)
Koodilistaus 101: Kovakoodattu toteutus eri valuuttojen vaihtamiseen.
Seuraavaksi refaktoroidaan kovakoodattu arvo pois. Ensinnäkin Bank-luokan
add_rate-metodin tulee tallentaa valuuttakurssit, joita käytetään valuutan vaihtami-
seen toiseksi. Toteutetaan testivetoisen kehityksen esimerkin mukainen Pair-luokka
(koodilistaus 102), jota käytetään avaimena kahden valuutan välisten valuuttakurssien
tallentamiseen. Tämän jälkeen muokataan Bank-luokkaa käyttämään Pair-luokkaa
(koodilistaus 103) valuuttakurssien tallentamiseen ja hakemiseen. Sekä esimerkit että
ominaisuudet ajettaessa huomataan niiden menevän läpi, joten voidaan siirtyä toteut-
tamaan seuraavaa ominaisuutta.
class Pair(object):




return self.from_ == obj.from_ and self.to == obj.to
def __hash__(self):
return 0





def add_rate(self, from_, to, rate):
self.rates[Pair(from_, to)] = rate
def exchange(self, money, to):
if money.currency == to:
return money
rate = self.rates[Pair(money.currency, to)]
return Money(money.amount / rate, to)
Koodilistaus 103: Bank-luokan toteutus sisältäen valuuttakurssien tallentamisen.
5.2.3 Valuuttojen lisääminen
Seuraavaksi toteutetaan valuuttojen lisääminen toisiinsa luomalla uusi ominaisuus ja
tälle tapaukset (koodilistaus 104). Ensimmäisessä tapauksessa lisätään kaksi samaa va-
luttaa toisiinsa ja toisessa tapauksessa kaksi eri valuuttaa toisiinsa ja muunnetaan saatu
tulos dollareiksi. Ideana on käyttää lompakko-termiä (eng. wallet) kuvaamaan rahako-
koelmaa. Lompakon arvo saadaan muuntamalla lompakon sisältö halutuksi valuutaksi.
Feature: Add currencies
Scenario: Add same currencies
Given A wallet containing:
| amount | currency |
| 1 | USD |
| 1 | USD |
When I exchange the contents of the wallet into USD
Then I should have 2 USD
Scenario: Add different currencies
Given A wallet containing:
| amount | currency |
| 1 | USD |
| 2 | CHF |
And an exchange rate of 2 between CHF-USD
When I exchange the contents of the wallet into USD
Then I should have 2 USD
Koodilistaus 104: Ominaisuus ja tapaukset valuuttojen lisäykselle.
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Ensimmäisessä askelmäärittelyssä luodaan lompakkoa kuvastava Wallet-olio, jo-
hon lisätään askeleessa määritellyt rahat Money-olioina (koodilistaus 105). Askelees-
sa määritelty taulukko on context.table-muuttujassa, jonka rivit voidaan iteroi-
da for-silmukassa. Ensimmäinen askelmäärittely saadaan menemään läpi luomalla





for row in context.table:
context.wallet.add_money(Money(row[’amount’], row[’currency’]))




Koodilistaus 106: Wallet-luokan ensimmäinen toteutus.
Seuraava toteutettava askelmäärittely on lompakon sisällön muuntaminen halu-
tuksi valuutaksi. Tässä voidaan käyttää hyväksi Bank-luokkaa ja lisätä sille
exchange_wallet-metodin toteuttamaan muunnoksen (koodilistaus 107). Koska
askelmäärittelyssä tarvitaan Bank-oliota, luodaan se vain mikäli sellaista ei ole aiem-
min luotu ja tallennettu context-muuttujaan, muussa tapauksessa käytetään jo ole-
massa olevaa Bank-oliota. Tämä askel saadaan menemään läpi määrittämällä Bank-
luokalle tyhjä exchange_wallet-metodi (koodilistaus 108).
@when(u’I exchange the contents of the wallet into USD’)
def step_impl(context):
if ’bank’ not in context:
context.bank = Bank()
context.result = context.bank.exchange_wallet(context.wallet, ’USD’)
Koodilistaus 107: Askelmäärittely lompakon sisällön muuntamiseksi haluttuun
valuuttaan Bank-luokan avulla.
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def exchange_wallet(self, wallet, to):
pass
Koodilistaus 108: Tyhjä Bank-luokan exchange_wallet-metodi lompakon sisällön
muuntamiseksi.
Viimeinen askel ei mene läpi, koska Bank-luokan exchange_wallet-metodi ei
palauta tällä hetkellä mitään. Tämä saadaan korjattua toteuttamalla Wallet-luokalle
iteraattori, jonka avulla lompakossa olevat rahat voidaan käydä läpi selkeästi for
money in wallet -komennolla. Iteraattoria käytetään exchange_wallet-
metodissa, jossa kukin lompakossa oleva Money-olio muunnetaan halutuksi valuu-
taksi käyttäen jo olemassa olevaa Bank-luokan exchange-metodia ja pidetään yllä
kokonaisarvoa (amount) lompakossa olevasta rahamäärästä. Lopuksi palautetaan yk-











def exchange_wallet(self, wallet, to):
amount = 0
for money in wallet:
result = self.exchange(money, to)
amount += result.amount
return Money(amount, to)
Koodilistaus 109: Lompakossa olevien valuuttojen yhteenlaskun toteutus.
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5.3 Pohdinta
Seuraavaksi pohdin kuinka testi- ja käytösvetoiset kehitysmenetelmät sopivat sovellus-
kehitysprojekteihin. Perustan näkemykseni tutkielman kirjoittamisen aikana opittuihin
asioihin molemmista menetelmistä sekä työkokemuksen kautta saadusta kokemukses-
ta sovelluskehitysprojekteista. Tutkielmaan kirjoittamisen aikaan käytösvetoisesta ke-
hityksestä ei ollut saatavilla tutkimustuloksia menetelmän toimimisesta käytännön so-
velluskehitysprojekteissa. Testivetoisesta kehityksestä Shull & al. (2010) ovat koon-
neet lyhyen yhteenvedon tieteellisistä tutkimuksista, joissa on käsitelty testivetoisen
kehitysmenetelmän toimimista sovelluskehitysprojekteissa.
Uskon sekä testi- että käytösvetoisen kehityksen auttavan kehittäjiä tuottamaan laa-
dukkaita sovelluksia, joiden muuttaminen on vaivatonta, koska testien ja määrittelyjen
avulla voidaan varmistaa sovellusten toiminnallisuus muutosten jälkeen. Testit anta-
vat siis kehittäjille turvaa tehdä sovellukseen muutoksia vapaammin, joka on tärkeää
usein muuttuvien vaatimusten takia. Etukäteen kirjoitettujen testien avulla sovelluk-
sen rakenteesta saadaan myös mahdollisimman hyvä. Kokemuksieni perusteella ilman
automatisoituja testejä kehittäjät eivät uskalla tehdä muutoksia niin helposti, jonka ta-
kia sovellusta ei refaktoroida riittävästi ja tämän takia sovelluksen ylläpitämisestä voi
tulla vaikeaa huonolaatuisen sovelluskoodin takia. Lisäksi etukäteen kirjoitetut testit
ja määrittelyt pakottavat kehittäjät toteuttamaan itsenäisiä komponentteja, joista sovel-
lus koostetaan, joka edesauttaa ylläpidettävyyttä ja sovelluksien laajentamista tulevai-
suudessa. Myös Shull & al. (2010) tutkimukset osoittavat omat uskomukseni todeksi
testivetoisen kehityksen kannalta. He ovat tehneet yhteenvedon yhteensä 22 artikkelin
perusteella testivetoisen kehityksen hyödyistä ja tulleet näiden pohjalta tulokseen, että
testivetoinen kehitys auttaa kehittäjiä laadukkaiden sovellusten tuottamisessa.
Molemmat kehitysmenetelmät vaativat kehittäjiltä muutosta ajatusmaailmaan, kuinka
sovelluksia toteutetaan. Uskon tämän tuottavan haasteita menetelmien käyttöönottami-
seen yrityksissä, joissa näitä ei vielä käytetä tuottavuuden laskemisen pelossa. Testive-
toisen kehityksen osalta Shull & al. (2010) tukevat käsitystäni, että monet mahdolliset
yritykset ovat huolissaan tuottavuudesta, mikäli sitoudutaan käyttämään testivetoista
kehitystä. Uskon kuitenkin molempien menetelmien parantavan sovelluksen laatua ja
helpottavan ylläpitoa pitkässä juoksussa, minkä takia yrityksien tulisi olla rohkeampia
menetelmien käyttöönotossa, vaikka se laskisikin tuottavuutta alussa. Kuten aiemmin
mainittiin, käyttäjät vaativat sovelluksilta korkeaa laatua ja sovelluksia tulee toimit-
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taa ja päivittää nopeasti. Testi- ja käytösvetoiset kehitysmenetelmät ovat hyviä keinoja
näiden kriteerien saavuttamiseen.
Esimerkkisovellusta toteuttaessa mielestäni testivetoinen kehitys sopi kyseiseen sovel-
lukseen paremmin, koska testivetoisessa kehityksessä oli ainoastaan testitapaukset so-
velluskoodin lisäksi. Esimerkkisovelluksen kokoiseen sovellukseen käytösvetoinen ke-
hitys toi omasta mielestäni liikaa ylimääräistä ominaisuustiedostojen, askelmäärittelyi-
den ja esimerkkien kautta. Testivetoisen kehityksen sisältäessä ainoastaan yksikkötestit
kehittäminen tuntui nopeammalta ja kuitenkin yksikkötestien avulla sai riittävän turvan
muutosten tekemistä varten.
Uskon kuitenkin käytösvetoisen kehityksen hyötyjen tulevan esiin suuremmissa sovel-
luksissa, joissa vaatimusmäärittely on haasteellista ja joissa tulee dokumentoida so-
velluksen toiminnallisuus tarkemmin. Oman kokemuksen pohjalta asiakasprojekteissa
työskennellessä vaatimusten määrittäminen ja niiden läpikäyminen on osoittautunut
haasteelliseksi. Usein haasteet ovat johtuneet osapuolien välillä olevasta toimialakoh-
taisesta sekä tietoteknisestä taitotasojen erosta. Yhteisen kielen löytyminen on ollut
haastavaa ja pelkästään keskustelun pohjalta vaatimusten ymmärtäminen on ollut vai-
keaa. Uskon Cucumberin parantavan asiakkaiden ja kehittäjien välistä yhteistyötä ja
konkreettisten tapausten kautta ominaisuuksien läpikäyminen parantaa varmasti toi-
mialakohtaista ymmärrystä siitä, kuinka käyttäjät tulevat sovellusta käyttämään. Tä-
män ansiosta väärinymmärretyt vaatimukset väheneät ja sovelluksia voidaan toimittaa
asiakkaille yhä nopeammin ja vähemmillä virheillä.
Käytösvetoinen kehitys tuo parannusta myös sovellusten dokumentointiin, jonka olen
huomannut olevan myös haasteellista kireiden aikataulujen takia. Usein dokumentoin-
tia tehdään vasta jälkeenpäin, eikä samaan aikaan, kun sovellusta kehitetään, jolloin
dokumentaatio ei ole jatkuvasti ajantasalla. Cucumberilla kirjoitetut ominaisuudet toi-
mivat testitapausten lisänä myös sovelluksen dokumentaationa, jonka ansiosta ne ovat
jatkuvasti ajantasalla ja näin ollen ovat myös hyödyllisiä. Mikäli dokumentaatio ei ole
ajantasalla, siitä voi olla enemmän haittaa kuin hyötyä ja työntekijöiden aikaa voi huk-
kaantua esimerkiksi selvittäessä onko dokumentaatio ajantasalla vai ei.
Olen työssäni tehnyt testausta pääasiassa manuaalisesti ja se on osoittautunut huonoksi
tavaksi tehdä sovellustestausta, erityisesti regressiotestausta. Ilman automatisoitua tes-
tausta sovelluksen testaaminen on ollut hankalaa ja hidasta. Manuaalisessa testaukses-
sa ihmiset tekevät helposti virheitä ja testatessa voi unohtua suorittaa jokin testitapaus.
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Sovellukseen tehtyjä muutoksia testatessa on voinut joutua testaamaan muutoksia käyt-
töliittymän kautta, joka on hidasta, koska sovelluksen käynnistäminen voi kestää kau-
an ja sovellus on usein saatava tiettyyn tilaan ennen kuin muutosta voi testata. Tämä
on virhealtista manuaalisesti tehtynä ja jopa pienten muutosten tekeminen voi kestää
kauan manuaalisen testauksen takia, jolloin kehittäjien tuottavuus ja jopa motivaatio
voi laskea. Sekä testi- että käytösvetoinen kehitys tuo tähän parannusta automatisoi-
tujen testien avulla. Testejä voidaan ajaa jatkuvasti ja tämän kautta virheet löydetään
nopeammin ja sovellusten laatu paranee.
Näen testi- ja käytösvetoisen kehityksen auttavan myös projekteihin tulevia uusia työn-
tekijöitä ymmärtämään sovelluksen toimintaa ja rakennetta paremmin. Kokemukseni
kautta olen huomannut, ettei uuteen projektiin sisälle pääseminen käy helposti, mikä-
li sovelluksesta ei ole olemassa minkäänlaista dokumentaatiota tai esimerkiksi testi-
tapauksia. Usein tällaisissa tilanteissa täytyy keskustella projektissa pidempään ollei-
den henkilöiden kanssa, joka taas vie heidän työaikaansa. Automatisoitu testaus myös
antaa uusille työntekijöille turvan päästä nopeammin sovelluksen kehittämiseen mu-
kaan, koska testitapausten ansiosta sovelluksen toiminnallisuus pystytään varmista-
maan muutosten jälkeen.
Omasta mielestä ei ole väliä kumman menetelmän valitsee sovellusten toteuttamiseen.
Molemmat menetelmät tuovat samantyyppisiä hyötyjä ja valinta kannattaa tehdä sen
mukaan mikä sopii enemmän itsensä ja tiimin työskentelytapoihin sekä toteutettavaan
projektiin. Käytösvetoista kehitystä suosittelen erityisesti projekteihin, jossa tehdään
sovellusta asiakkaille, joiden toimialalta kehittäjillä ei ole aiempaa kokemusta. Käy-
tösvetoinen kehitys auttaa huomattavasti vaatimusten määrittelyssä, jolloin vaatimuk-
siltaan oikean sovelluksen toteuttaminen onnistuu suuremmalla todennäköisyydellä.
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6 Yhteenveto
Tutkielman tarkoituksena oli vertailla testi- ja käytösvetoisia kehitysmenetelmiä ja näi-
den soveltuvuutta sovelluskehitykseen. Aiheeseen johdattelu aloitettiin käymällä ly-
hyesti läpi perinteisiä sovelluskehitysmenetelmiä ja näiden ongelmia. Perinteisissä so-
velluskehitysmenetelmissä tehdään paljon etukäteissuunnittelua, jonka takia sovelluk-
sen vaatimukset tulee ymmärtää hyvin ennen kuin sovellusta aletaan toteuttamaan. Tä-
mä on kuitenkin osoittautunut haasteelliseksi, sillä usein vaatimukset muuttuvat pro-
jektin edetessä. Perinteisissä sovelluskehitysmenetelmissä muutosten tekeminen jo to-
teutettuun sovellukseen on haastavaa jäykän prosessin takia. Mitä myöhemmässä vai-
heessa projektia muutoksia tehdään, sitä kalliimmaksi niiden tekeminen tulee.
Testaus on tärkeä osa sovelluskehitysprosessia. Testauksen avulla pyritään löytämään
sovelluksessa olevat virheet ja tätä kautta parantamaan sovelluksien laatua. Perinteisis-
sä sovelluskehitysmenetelmissä testaus tapahtuu toteutusvaiheen jälkeen, jonka takia
virheet löydetään usein liian myöhään, jolloin niiden korjaaminen tulee kalliimmaksi
ja haastavammaksi.
Ketteriä sovelluskehitysmenetelmiä on kehitetty vaihtoehtoiseksi tavaksi kehittää so-
velluksia. Ketterät menetelmät huomioivat asiakasyhteistyön tärkeyden, jatkuvan tes-
tauksen ja kyvyn vastata muutoksiin vaatimuksissa. Asiakkaiden mukaan ottaminen tii-
viisti kehitystyöhön on erittäin tärkeää. Asiakkaiden jatkuvalla läsnäololla muutokset
vaatimuksissa pyritään havaitsemaan mahdollisimman nopeasti, jolloin muutoksia pys-
tyy tekemään joustavammin toteutettavaan sovellukseen. Ketterissä menetelmissä so-
velluksia toteutetaan iteratiivisesti, jonka ansiosta vaatimuksia pystytään muuttamaan
helpommin, koska tarkkoja vaatimuksia tarvitaan vasta kunkin iteraation alussa.
Automatisoitu testaus on tärkeä osa ketteriä menetelmiä. Manuaalinen testaus on aikaa
vievää ja automatisoidun testauksen avulla testauksen tehokkuutta voidaan parantaa
erityisesti regressiotestauksessa. Sovellukseen voidaan tehdä muutoksia vapaammin
ja automatisoitujen testien avulla voidaan varmistaa nopeasti, etteivät muutokset ole
aiheuttaneet virheitä. Tämän ansiosta sovelluksia voidaan julkaista yhä nopeammin,
jonka ansiosta käyttäjien vaatimuksiin laadukkaista ja usein päivittyvistä sovelluksista
voidaan vastata yhä paremmin. Koska sovellustestauksen tehokkuus kasvaa automa-
tisoitujen testien avulla, virheet löydetään yhä nopeammin ja näin ollen myös kulut
niiden korjaamiseksi pienenevät.
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Automatisoitu testaus on keskeisessä roolissa testivetoisessa kehityksessä, jonka tar-
koituksena on auttaa kehittäjiä tuottamaan puhdasta, toimivaa, laadukasta ja joustavaa
sovelluskoodia aikataulussa pysyen. Testivetoisessa kehityksessä kirjoitetaan automa-
tisoidut yksikkötestit etukäteen ja tämän avulla kehittäjä asetetaan tilanteeseen, jossa
he joutuvat käyttämään omaa sovelluskoodiaan ulkopuolisen näkökulmasta ja mietti-
mään parhaimmat mahdolliset rajapinnat, joiden avulla sovelluskoodin käyttö on luon-
tevaa. Tämä parantaa erityisesti sovelluksen ulkoisia rajapintoja ja tekee sovellukses-
ta modulaarisen, jonka ansiosta sen testaaminen ja muutosten tekeminen sovellukseen
helpottuu. Sen sijaan, että testaus olisi oma prosessinsa kehitysvaiheen jälkeen, testi-
vetoisessa kehityksessä testaus on siirretty osaksi suunnittelu -ja toteutusvaiheita.
Testivetoisessa kehityksessä sovellusta toteutetaan punainen/vihreä/refaktorointi -
syklin mukaisesti. Syklin idea on kirjoittaa ensin epäonnistuva testitapaus, jonka jäl-
keen kirjoitetaan vain tarvittava määrä sovelluskoodia, jolla testitapaus saadaan mene-
mään läpi. Tämän jälkeen refaktoroidaan toteutusta ja käytetään testejä varmistamaan,
ettei refaktorointi ole rikkonut olemassa olevaa toiminnallisuutta. Suurimman mahdol-
lisen hyödyn saavuttamiseksi testien tulee olla nopeita, itsenäisiä, toistettavia, itsensä
vahvistavia sekä ajankohtaisia. Sykli on usein vain muutamien minuuttien mittainen,
joten testivetoinen kehitys mahdollistaa virheiden löytämisen nopeasti. Virheiden et-
simiseen ja korjaamiseen kuluva aika on suuri tuntematon tekijä projekteissa ja sen
vaikutusta ei osata arvioida aikatauluja laatiessa, joten testivetoinen kehitys auttaa pro-
jekteja pysymään paremmin aikataulussa.
Käytösvetoinen kehitys pyrkii korjaamaan testivetoisessa kehityksessä havaittuja on-
gelmia, joiden takia kehittäjien on ollut vaikeaa nähdä testivetoinen kehitys suunnitte-
lumenetelmänä. Suuri ero testivetoiseen kehitykseen on käytösvetoisessa kehitykses-
sä käytetty terminologia. Testitapausten sijaan käytösvetoisessa kehityksessä kuvataan
sovelluksen toiminta käyttäytymisenä sekä sovellus- että oliotasolla. Käytösvetoinen
kehitys tuo kehitykseen myös korkeamman tason syklin, jonka avulla kuvataan sovel-
lustason toiminnallisuutta.
Sovellustason toiminnallisuuden kuvaamiseen käytetään käytösvetoisessa kehitykses-
sä Cucumberia, jonka avulla sovelluksen ominaisuudet kuvataan luonnollisella kielellä
tapausten muodossa. Tapaukset koostuvat joukosta askelia, jotka kuvaavat tarkemmin,
kuinka käyttäjä käyttää sovellusta. Luonnollisella kielellä kirjoitetut askeleet yhdiste-
tään sovelluskoodiin askelmäärittelyjen kautta, jotka automatisoivat askeleet. Näin ol-
len luonnollisella kielellä kirjoitettuja kuvauksia voidaan käyttää sovellustestaukseen,
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joka parantaa huomattavasti asiakasyhteistyötä. Asiakkaiden kanssa sovelluksen mää-
rittelyt etukäteen kirjoittaessa Cucumberia käyttäen mahdolliset väärinymmärrykset
vaatimuksissa voidaan löytää jo ennen kuin sovellusta toteutetaan, jonka ansiosta so-
velluksia voidaan toimittaa yhä nopeammin ja vähemmillä virheillä.
Käytösvetoinen kehitys vähentää myös erillisen dokumentaation tarvetta. Cucumberil-
la kirjoitetut sovelluksen määrittelyt toimivat samalla sekä dokumentaationa että auto-
matisoituina testeinä, joten ne pysyvät jatkuvasti ajantasalla ja kaikki projektin asian-
osaiset pystyvät lukemaan niitä. Perinteisissä sovelluskehitysmenetelmissä dokumen-
tointi ja dokumentoinnin ylläpitäminen on ollut haastavaa ja ylläpitämättömät doku-
mentaatiot voivat aiheuttaa enemmän haittaa kuin hyötyä.
Käytännön esimerkin toteuttamisen jälkeen päädyin lopputulokseen, että sekä testi-
että käytösvetoinen kehitys toimii käytännössä ja ne auttavat kehittäjiä tuottamaan
laadukkaita sovelluksia, joiden muuttaminen on vaivatonta. Etukäteen tehtyjen testi-
tapauksien ja määrittelyjen ansiosta sovelluksen rajapinnat paranevat ja sovellukses-
ta tulee modulaarisempi. Automatisoidut testitapaukset auttavat kehittäjiä muutosten
tekemisessä varmistumaan, etteivät muutokset ole rikkoneet olemassa olevaa toimin-
nallisuutta. Lisäksi ne toimivat hyvänä dokumentaationa sekä auttavat uusia kehittäjiä
pääsemaan helpommin projektiin mukaan.
Mielestäni käytösvetoinen kehitys sopii hyvin sovelluskehitysprojekteihin ja erityises-
ti se tarjoaa apua vaatimusmäärittelyssä. Usein yhteisen kielen löytäminen kehittäjien
ja asiakkaiden välillä on ollut hankalaa ja käytösvetoisen kehityksen tarjoama luon-
nollinen kieli tarjoaa tämän parantamiseen hyvän avun. Kaikki projektin asianosaiset
pystyvät ymmärtämään tapausten muodossa luonnollisella kielellä kirjoitetut ominai-
suudet, jolloin väärinkäsitykset vaatimuksissa vähenee ja tätä kautta sovelluksista tulee
laadukkaampia ja ne tuottavat enemmän arvoa asiakkaille.
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class Sum < Expression
def evaluate
return @num1 + @num2
end
end
class Substract < Expression
def evaluate
return @num1 - @num2
end
end
class Multiply < Expression
def evaluate
return @num1 * @num2
end
end
class Divide < Expression
def evaluate









Liite 2 Rahaesimerkki testivetoisella kehityksellä
import unittest
class Expression(object):







def __init__(self, augend, addend):
self.augend = augend
self.addend = addend
def reduce(self, bank, to):











def reduce(self, source, to):
return source.reduce(self, to)
def add_rate(self, _from, to, rate):
pair = Pair(_from, to)
self.rates[pair] = rate
def rate(self, _from, to):
if _from == to:
return 1
















return self.amount == obj.amount and self.currency() == obj.currency()
def times(self, multiplier):





def reduce(self, bank, to):
rate = bank.rate(self._currency, to)
return Money(self.amount / rate, to)
def __repr__(self):
































_sum = Sum(Money.dollar(3), Money.dollar(4))
bank = Bank()


























_sum = Sum(fiveBucks, tenFrancs).plus(fiveBucks)







_sum = Sum(fiveBucks, tenFrancs).times(2)
result = bank.reduce(_sum, ’USD’)
self.assertEqual(Money.dollar(20), result)
if __name__ == ’__main__’:
unittest.main()
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Liite 3 Ominaisuus valuutan kertomiseen
Feature: Multiply currencies
As a user
I want to be able to multiply currencies
So that I can get total value of shares based on the price of one share and the
number of shares
Scenario Outline: Multiply currencies
Given I have <amount_in> <currency_in>
When I multiply it by <multiplier>
Then I should have <amount_out> <currency_out>
Examples:
| amount_in | currency_in | multiplier | amount_out | currency_out |
| 1 | USD | 10 | 10 | USD |
| 1 | CHF | 10 | 10 | CHF |
1
Liite 4 Ominaisuus valuutan vaihtamiselle
Feature: Exchange currency
As a user
I want to be able to exchange currency according to exchange rates
So that I can handle multiple currencies
Scenario Outline: Exchange to different currency
Given I have <amount_in> <currency_in>
And an exchange rate of <rate> between <currency_in>-<currency_out>
When I exchange the currency to <currency_out>
Then I should have <amount_out> <currency_out>
Examples:
| amount_in | currency_in | rate | currency_out | amount_out |
| 2 | CHF | 2 | USD | 1 |
| 1 | USD | 0.5 | CHF | 2 |
Scenario: Exchange to same currency
Given I have 1 USD
When I exchange the currency to USD
Then I should have 1 USD
1
Liite 5 Ominaisuus valuuttojen lisäykselle
Feature: Add currencies
Scenario: Add same currencies
Given A wallet containing:
| amount | currency |
| 1 | USD |
| 1 | USD |
When I exchange the contents of the wallet into USD
Then I should have 2 USD
Scenario: Add different currencies
Given A wallet containing:
| amount | currency |
| 1 | USD |
| 2 | CHF |
And an exchange rate of 2 between CHF-USD
When I exchange the contents of the wallet into USD
Then I should have 2 USD
1
Liite 6 Askelmäärittelyt valuutan kertomiseen
from behave import *
from compare import expect
from money import Money
@given(u’I have {input_amount:d} {input_currency}’)
def step_impl(context, input_amount, input_currency):
context.money = Money(input_amount, input_currency)
@when(u’I multiply it by {multiplier:d}’)
def step_impl(context, multiplier):
context.result = context.money.multiply(multiplier)
@then(u’I should have {output_amount:d} {output_currency}’)
def step_impl(context, output_amount, output_currency):
expect(context.result).to_equal(Money(output_amount, output_currency))
1
Liite 7 Askelmäärittelyt valuutan muuntamiselle
from money import Bank
@given(u’an exchange rate of {rate:g} between {from_}-{to}’)
def step_impl(context, rate, from_, to):
context.bank = Bank()
context.bank.add_rate(from_, to, rate)
@when(u’I exchange the currency to {to}’)
def step_impl(context, to):
if ’bank’ not in context:
context.bank = Bank()
context.result = context.bank.exchange(context.money, to)
1
Liite 8 Askelmäärittelyt valuuttojen lisäämiselle




for row in context.table:
context.wallet.add_money(Money(row[’amount’], row[’currency’]))
@when(u’I add the money in the wallet’)
def step_impl(context):
context.sum = context.wallet.get_sum()
@when(u’I exchange the contents of the wallet into USD’)
def step_impl(context):
if ’bank’ not in context:
context.bank = Bank()




from compare import expect













expect(Money(1, ’USD’) == Money(1, ’CHF’)).to_be_falsy()
if __name__ == ’__main__’:
unittest.main()
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def add_rate(self, from_, to, rate):
self.rates[Pair(from_, to)] = rate
def exchange(self, money, to):
if money.currency == to:
return money
rate = self.rates[Pair(money.currency, to)]
return Money(money.amount / rate, to)
def exchange_wallet(self, wallet, to):
amount = 0
for money in wallet:









return self.amount == obj.amount and self.currency == obj.currency
def multiply(self, multiplier):
return Money(self.amount * multiplier, self.currency)
def __repr__(self):
return ’{0} {1}’.format(self.amount, self.currency)
2
Liite 11 Järjestelmävaatimukset Python-esimerkkien
ajamiseen
Python-esimerkit on toteutettu käyttäen Python 3.4.3 sekä kirjastoja behave ja com-
pare. Esimerkit on ajettu Windows-ympäristössä, mutta asennuksen pitäisi onnistua
näiden ohjeiden mukaan myös muissa ympäristöissä.
Asennusohjeet
Asennetaan Python lataamalla asennuspaketti. Tämän jälkeen asennetaan tarvittavat
kirjastot käyttämällä Pythonin mukana tulevaa paketinhallintajärjestelmää (pip).
• Asenna Python 3.4.3 (https://www.python.org/)
• Varmista, että Pythonin asennuskansiossa oleva Scripts kansio (esim. C:
\Python34\Scripts) on määritetty järjestelmäsi PATH-muuttujassa.
• Asenna behave-kirjasto syöttämällä komento pip install behave.
• Asenna compare-kirjasto syöttämällä komento pip install compare.
Asennuksen jälkeen kirjastojen asennuksen onnistumista voi testata ajamalla komen-
torivillä komennon behave, jonka pitäisi antaa alla oleva virheilmoitus.
C:\Users\Joni>behave
ConfigError: No steps directory in "C:\Users\Joni\features"
Compare-kirjaston asennuksen onnistumisen voi testata esimerkiksi avaamalla komen-
torivillä Python-tulkin komennolla python ja tuomalla compare-kirjaston komennol-
la import compare. Mikäli tuonti aiheuttaa virheilmoituksen, asennus ei ole on-
nistunut.
C:\Users\Joni>python
Python 3.4.3 (v3.4.3:9b73f1c3e601, Feb 24 2015, 22:43:06) [MSC v.1600 32 bit (In
tel)] on win32
Type "help", "copyright", "credits" or "license" for more information.
>>> import compare
>>>
1
