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Abstrakt
Diplomová práce má za úkol vytvorˇit programový simulátor obvodu digitálního tep-
lomeˇru Dallas 1621 s grafickým rozhraním. Jedná se o programovou simulaci fyzické
soucˇástky teplomeˇru a sbeˇrnice I2C, pomocí níž teplomeˇr komunikuje s uživatelem. Dále
je vytvorˇen program, který se simulátorem komunikuje a bude sloužit studentu˚m k tes-
tování teplomeˇru a jeho vlastností. Komunikace sbeˇrnice I2C a digitálního teplomeˇru je
podrobneˇ popsána stavovými automaty.
Klícˇová slova: sbeˇrnice I2C, digitální teplomeˇr Dallas 1621, stavový automat, GUI apli-
kace
Abstract
The thesis deals with the creation of digital thermometer circuit Dallas 1621 simulator
with grafic user interface. This is a programmatic simulation of physical thermometer
component and I2C bus. Using the bus can thermometer communicate with user. There
was also created program, which communicate with simulator and it will serve students
for testing thermometer and his properties. Bus and digital thermometer communication
is described in detail by state machines.
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Seznam použitých zkratek a symbolu˚
DS1621 – Obvod digitálního teplomeˇru Dallas 1621
I2C – Inter Integrated Circuit Bus, obousmeˇrná dvouvodicˇová sbeˇr-
nice
STA – Serial DAta, datová linka
SCL – Serial CLock, hodinový signál
ACK – Acknowledge, potvzení o prˇijetí bajtu
GTK+ – Grafická knihovna
GUI – Grafic user interface, grafické uživatelské rozhraní
APPS – Prˇedmeˇt Architektury pocˇítacˇu˚ a paralelních systému˚
TCP/IP – Primární transportní protokol (TCP), protokol sít’ové vrstvy
(IP)
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51 Úvod
Diplomová práce se zabývá návrhem a tvorbou programového simulátoru obvodu DS1621.
Má za úkol nahradit fyzickou soucˇástku v pocˇítacˇi programoveˇ. Aby bylo možné s ob-
vodem komunikovat, musí být naprogramována i komunikacˇní I2C sbeˇrnice. Výsledný
program simulátoru, ve formeˇ GUI aplikace, bude poté použit jako podklad pro výuku
v prˇedmeˇtu Architektury pocˇítacˇu˚ a paralelních systému˚ [4]1. Prˇedmeˇt je vyucˇován na
Fakulteˇ elektrotechniky a informatiky Vysoké školy Bánˇské v Ostraveˇ.
V soucˇasné dobeˇ studenti v rámci výuky programují mikropocˇítacˇ Atmel ATmega32
v Atmel Studiu. Pomocí sbeˇrnice I2C se spojí s obvodem DS1621[2] a mohou s ním ko-
munikovat. K otestování vytvorˇeného programu potrˇebují fyzickou soucˇástku napojenou
prˇes USB port. Tato skutecˇnost je du˚vodem vzniku simulátoru, který soucˇástky nahradí
a studenti tak budou moci jednoduše testovat vytvorˇené programy.
Soucˇástí této práce je podrobné prostudování komunikacˇní I2C sbeˇrnice, která je zá-
kladem komunikace s obvodem teplomeˇru. Prˇehledné rˇešení funkcionality sbeˇrnice a
teplomeˇru je popsáno pomocí trˇí stavových automatu˚. Tyto automaty slouží jako pod-
klad pro programovou realizaci simulátoru.
Nedílnou soucˇástí projektu je také jednoduché grafické uživatelské rozhraní simu-
látoru. K aplikaci simulátoru se prˇes TCP/IP port prˇipojí aplikace klienta. Do klientské
cˇásti uživatelé vkládají své testovací funkce. Komunikace zde probíhá pomocí socketu˚,
které jsou prˇevzaty z diplomové práce pana Michala Fu˚se[3].
Aplikace simulátoru je spustitelná v operacˇním systému Windows.
V záveˇru práce je popsáno srovnání chování a ovládání fyzické soucˇástky digitálního
teplomeˇru a jeho programové simulace. Byla provedena rˇada testu˚ funkcionality i srov-
návacích testu˚. Pru˚beˇh a výsledky jsou podrobneˇ popsány v kapitole 9.
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62 Zadání a specifikace požadavku˚
2.1 Soucˇasný stav
V soucˇasné dobeˇ je prˇi výuce používán obvod digitálního teplomeˇru DS1621 pro spo-
jité meˇrˇení teploty, který je prˇipojen na sbeˇrnici I2C. Studenti programují mikropocˇítacˇ
Atmel ATmega32 pomocí vývojového prostrˇedí Atmel Studio. Výsledný kód umožnˇuje
komunikovat s prˇipojeným teplomeˇrem a nastavovat jeho konfiguraci programoveˇ.
2.2 Specifikace programového simulátoru
Vytvorˇit programový simulátor obvodu DS1621, který fyzickou soucˇástku teplomeˇru na-
hradí, vcˇetneˇ jednoduchého uživatelského rozhraní.
2.2.1 Funkcˇní požadavky
• zobrazení a zmeˇna aktuální teploty,
• zobrazení poslední nameˇrˇené teploty,
• zobrazení aktuální stavu termostatu (zapnuto/vypnuto),
• zobrazení pru˚beˇhu meˇrˇení (meˇrˇí/nemeˇrˇí),
• zobrazení druhu meˇrˇení (spojité/jednotlivé),
• zobrazení a zmeˇna konfiguracˇního registru teplomeˇru,
• zobrazení a zmeˇna adresy teplomeˇru,
• zobrazení a zmeˇna horního a dolního prahu teplomeˇru,
• po ukoncˇení spojení s klientem zu˚stane simulátor nastaven poslední známou kon-
figurací,
• po ukoncˇení aplikace bude poslední nastavení simulátoru uloženo do konfiguracˇ-
ního souboru,
• po spušteˇní bude aplikace nakonfigurována z konfiguracˇního souboru,
• klient bude využívat knihovnu, urcˇenou pro komunikaci se simulátorem, kde bude
moci zasílat i prˇijímat data a následneˇ je vypisovat na konzoli klienta.
2.2.2 Nefunkcˇní požadavky
• operacˇní systém Windows,
• GUI aplikace termostatu,
• konzolová aplikace klienta obsahující knihovny pro komunikaci prˇes I2C sbeˇrnici.
73 Komunikacˇní rozhraní I2C
3.1 Používaná terminologie
Transmitter - zarˇízení, které odesílá data na sbeˇrnici. Vysílacˇ mu˚že být také zarˇízení,
které „zacˇalo“ komunikaci, master zarˇízení, nebo to, které na základeˇ požadavku
master zarˇízení zasílá požadovaná data (slave-transmitter).
Receiver - zarˇízení, které prˇijímá data ze sbeˇrnice.
Master - komponenta, která iniciuje prˇenos dat, generuje hodinový signál a ukoncˇuje
prˇenos. Master zarˇízení mu˚že být bud’ vysílacˇ nebo prˇijímacˇ.
Slave - zarˇízení adresované zarˇízením typu master. Slave zarˇízení mu˚že být bud’ vysílacˇ
nebo prˇijímacˇ.
Multi-master - znamená schopnost spoluexistence více zarˇízení master na jedné sbeˇrnici
ve stejném cˇase bez kolizí a ztráty prˇenášených dat.
Arbritráž - prˇedprˇipravená procedura, která autorizuje jen jedno zarˇízení master, aby
zajistilo kontrolu nad sbeˇrnicí.
Synchronizace - hodinový signál poskytnutý jedním nebo více zarˇízeními typu master.
SDA - Serial DAta, datová linka.
SCL - Serial CLock, linka hodin.
3.2 O komunikacˇním rozhraní I2C
[1] Sbeˇrnice I2C byla navržena firmou Philips Semiconductors pro komunikaci jednocˇi-
pových mikropocˇítacˇu˚ s dalšími cˇíslicovými obvody.
I2C je obousmeˇrná dvouvodicˇová sbeˇrnice. Neˇkdy bývá ale nesprávneˇ oznacˇována
jako sériová linka. Zkratka I2C oznacˇuje Inter Integrated Circuit Bus. Cˇeský prˇeklad by
mohl být meziobvodová sbeˇrnice.
3.2.1 Základní charakteristika
Sbeˇrnice se skládá ze dvou linek. SDA slouží pro obousmeˇrný prˇenos dat a SCL linka
slouží jako hodinový signál. Obeˇ linky pracují v napeˇt’ových logických úrovních shodneˇ
s technologií TTL.
V klidovém stavu jsou obeˇ linky v úrovni log. 1. Tento stav je udržovaný dveˇma zdvi-
hacími (pull-up) rezistory. Výstupy cˇíslicových obvodu˚ jsou obvykle rˇešeny jako výstup
typu otevrˇený kolektor. Tím je zarucˇena obousmeˇrnost linky.
Základní usporˇádání systému mu˚žeme videˇt na obrázku cˇ. 1. Na sbeˇrnici mu˚že být
prˇipojeno více zarˇízení. Obvykle jedno zarˇízení oznacˇované jako master rˇídí vysílání a
prˇíjem zpráv. Další zarˇízení, oznacˇovaná jako slave, po výzveˇ nadrˇízeným obvodem data
8prˇebírají (receive), nebo odesílají (transmit). Na sbeˇrnici smí být i více zarˇízení typu mas-
ter. Každé zarˇízení, které se prˇipojí k téže sbeˇrnici musí mít jedinecˇnou adresu.
Obrázek 1: Usporˇádání typického systému sbeˇrnice.[4]
3.2.2 Prˇenos bitu˚
Prˇenos bitu˚ probíhá na sbeˇrnici synchonneˇ. Synchronizace se provádí hodinovým signá-
lem SCL, který rˇídí zarˇízení master. V jednom hodinovém cyklu je prˇenesen vždy jeden
bit. Prˇi datovém prˇenosu je možné meˇnit SDA signál jen tehdy, pokud je hodinový sig-
nál v log. 0. Pokud by došlo ke zmeˇneˇ dat beˇhem hodinového signálu v log. 1, pak se
vždy jedná o tzv. rˇídící signál. Mezi tyto patrˇí START (S), STOP (P) a REPEAT (má stejný
pru˚beˇh jako START). Rˇídící signály smí generovat pouze zarˇízení master.
Obrázek 2: Prˇíklad komunikace zarˇízení master a slave.[4]
93.2.3 Popis pru˚beˇhu˚ signálu˚ START a STOP
Na pocˇátku každé komunikace musí být vyslán rˇídící signál START. Pocˇátecˇní podmín-
kou je klidový stav sbeˇrnice (SDA i SCL v log. 1). První do log. 0 prˇechází signál SDA,
kdy SCL je stále v log. 1. Jako druhý prˇechází do log. 0 hodinový signál SCL.
Pro ukoncˇení komunikace se sbeˇrnice musí uvést opeˇt do klidového stavu, tedy SCL
i SDA musí být v log. 1. V tomto prˇípadeˇ je vyslán rˇídící signál STOP. Jako první do log. 1
prˇechází signál SCL a jako druhý prˇechází do log. 1 signál SDA.
Graficky znázorneˇné pru˚beˇhy signálu˚ mu˚žete videˇt na obrázku cˇ. 3.
Obrázek 3: Prˇenos hodnoty 1 a 0. Pru˚beˇh rˇídících signálu˚ START a STOP. [4]
3.2.4 Pru˚beˇh komunikace, obecné podmínky prˇi komunikaci prˇes I2C sbeˇrnici
Komunikace je ustálená a data jsou prˇenášena po bajtech. Devátý bit slouží k potvrzování
prˇíjmu každého bajtu dat prˇijímacím zarˇízením, dokud nejsou prˇenesena všechna data.
Sbeˇrnice se uvolní pro ostatní zarˇízení, pokud zarˇízení master prˇivede linku SDA do
log. 1 v pru˚beˇhu horní úrovneˇ signálu SCL. Vyjma dvou vyjímek START a STOP signálu˚,
není žádné zarˇízení oprávneˇno meˇnit signál SDA, dokud není signál SCL v log 0. Po
signálu START je sbeˇrnice považována za zaneprázdneˇnou. Zu˚stává zaneprázdneˇná také
ve chvíli, kdy zarˇízení master generuje opakovaný signál START (REPEAT) místo signálu
STOP. Sbeˇrnice se uvolní po signálu STOP.
Obrázek 4: Formát adresy obvodu digitálního teplomeˇru na I2C.[4]
Jakékoliv I2C zarˇízení mu˚že být prˇipojeno ke spolecˇné I2C sbeˇrnici a vzájemneˇ spolu
komunikovat, prˇenášet informace tam a zpeˇt. Každé zarˇízení má unikátní 7mi bitovou
nebo 10ti bitovou adresu 2. Bity oznacˇené na obrázku cˇ. 4 jako H0 - H3 jsou pevneˇ dány
(pro teplomeˇr DS1621 jsou to 1001), další trˇi bity oznacˇené jako A0-A2 jsou urcˇeny pro
jednoznacˇnou adresu zarˇízení. To umožnˇuje uživateli prˇipojit až osm ru˚zných zarˇízení
ke stejné I2C sbeˇrnici. Poslední, osmý bit adresy (R/W), udává, zda master zarˇízení bude
2V diplomové práci se používá jen 7mi bitová adresa.
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vysílat (write) cˇi prˇijímat (read) data. Každý prˇenos dat musí zacˇít START sekvencí a
koncˇit STOP sekvencí.
Obrázek 5: Vyslání adresy s potvrzením od slave zarˇízení.[4]
Prˇi osmém hodinovém pulsu je SDA nastaveno bud’ na log. 1 (read - data budou
prˇecˇtena z adresovaného slave zarˇízení) nebo na log. 0 (write - data budou zaslána zarˇí-
zením typu master adresovanému zarˇízení). Beˇhem devátého hodinového cyklu zarˇízení
master uvolní SDA linku, aby se uskutecˇnila potvrzovací fáze (acknowledge). Pokud je
tedy volané slave zarˇízení prˇipojeno ke sbeˇrnici, úspeˇšneˇ dekódovalo a rozeznalo svoji
adresu, potvrdí prˇijetí tak, že SDA linku uvede do log. 0.
Podrobneˇjší pru˚beˇh komunikace je uveden v kapitole 4.
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4 Obvod digitálního teplomeˇru Dallas DS1621
[2]Obvod DS1621 je digitální teplomeˇr, který mu˚že pracovat jako teplomeˇr pro spojité
meˇrˇení teploty, provádeˇt meˇrˇení teploty na požádání, nebo pracovat jako termostat s na-
stavitelnou hysterezí.
4.1 Popis fyzické soucˇástky
Teplotní rozsah použitého teplomeˇru je -55 ◦C až +125 ◦C. Teplota je cˇtena jako 9ti bitová
hodnota, která se posílá vždy ve dvou bajtech. Nastavení teplomeˇru je uživatelsky defi-
novatelné a lze tedy meˇnit. Data jsou zasílána a cˇtena pomocí komunikacˇního rozhraní
I2C sbeˇrnice. Teplomeˇr je vybaven obousmeˇrným sériovým portem pro signál SDA a také
hodinovým signálem SCL. Dále obsahuje výstupní signál ve formeˇ LED diody, která re-
prezentuje aktuální stav termostatu (zapnuto, vypnuto), a trˇi cˇipové vstupy urcˇené pro
3 bitovou adresu zarˇízení.
4.1.1 Popis uložení teploty
Teplomeˇr umožnˇuje cˇtení nameˇrˇené teploty pomocí 9ti bitu˚. Teplota v teplomeˇru se ukládá
do dvou bajtu˚, které se rozlišují jako MSB3 a LSB4. Ve vyšším MSB bajtu je uložena celo-
cˇíselná cˇást teploty, v dolním LSB bajtu se uchovává pouze rozlišení teploty o pu˚l stupneˇ.
K tomuto rozlišení se využívá pouze nejvyšší bit druhého bajtu, ostatní jsou vždy nasta-
veny na 0. V tabulce na obrázku cˇ. 6 jsou prˇíklady uložení teploty.
Obrázek 6: Prˇíklady uložení teploty v pameˇti teplomeˇru.[2]
3Most Significant Bit
4Least Significant Bit
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Obrázek 7: Obvod digitálního teplomeˇru DS1621 s modulem AVR-KIT.
Popis : 1 - modul AVR-KIT, 2 - teplomeˇr DS1621, 3 - zobrazení stavu termostatu (svítí
- zapnuto, nesvítí - vypnuto), 4 - prˇepínacˇe pro nastavení adresových bitu˚ teplomeˇru,
5 - 8 bitový expandér PCF8574, 6 - zobrazení cˇinnosti SCL linky, 7 - zobrazení cˇinnosti
SDA linky, 8 - zdírˇka pro prˇipojení USB kabelu
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4.1.2 Obsah konfiguracˇního registru
Du˚ležitou soucˇástí teplomeˇru je konfiguracˇní registr (viz. obrázek cˇ. 8), kde jsou uložena
nastavení termostatu. Registr je 8mi bitový a je definován následovneˇ :
Obrázek 8: Konfiguracˇní registr teplomeˇru.[2]
DONE – 0 probíhá konverze teploty, 1 konverze dokoncˇena.
THF – Temperatur High Flag, tento prˇíznak je nastaven na 1 pokud je meˇrˇená teplota
veˇtší nebo rovna horní hranici.
TLF – Temperature Low Flag, tento prˇíznak je nastaven na 1 pokud je meˇrˇená teplota
menší nebo rovna dolní hranici.
NVB – Nonvolatile Memory Bus, 1 – probíhá zápis do pameˇti, pameˇt’ je zaneprázdneˇna.
POL – Output Polarity Bit, 1 – aktivní v log 1 (active high), 0 – aktivní v log 0 (active
low).
1SHOT – One Shot Mode, 1 – jednotlivé meˇrˇení teploty, 0 – spojité meˇrˇení teploty.
X – rezervované bity.
Spínání termostatu prˇi polarizaci „active high“ je graficky znázorneˇno na obrázku
cˇ. 9. Termostat sepne ve chvíli, kdy teplota prˇesáhne uživatelem definovanou horní hra-
nici TH. Termostat zu˚stává sepnutý až do chvíle, kdy teplota dosáhne uživatelem defi-
nované dolní hranice TL a to bez ohledu na hysterezi.
Obrázek 9: Spínání prˇi polarizaci „active high“.[2]
Nastavení teplomeˇru jsou ukládána do stálé pameˇti, takže lze termostat prˇedprogra-
movat prˇed jeho zapojením do systému. Veškerá nastavení a teploty jsou zasílané pomocí
dvou vodicˇového sériového rozhraní.
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Horní i dolní teplotní hranice jsou uloženy zvlášt’ v pameˇti teplomeˇru a jsou uživa-
telsky definovatelné.
4.2 Prˇíkazy pro ovládání teplomeˇru
V prvním bajtu zarˇízení master prˇi komunikaci s teplomeˇrem zasílá adresu volaného za-
rˇízení a bit R/W5. Druhý bajt obsahuje jeden ze sady prˇíkazu˚, urcˇených pro teplomeˇr.
Podrobný popis komunikace je k dispozici manuálu[2], graficky je znázorneˇn také v prˇí-
loze 19. Mezi nejpoužívaneˇjší prˇíkazy patrˇí :
AAh (Read Temperature) – zarˇízení master požaduje po teplomeˇru zaslání poslední na-
meˇrˇené teploty (dva bajty).
ACh (Access Config) – tento prˇíkaz umožnˇuje prˇístup ke konfiguracˇnímu registru teplo-
meˇru, pokud je bit R/W = 0, pak zarˇízení master zapisuje data do konfiguracˇního
registru, pokud je bit R/W = 1, pak teplomeˇr zasílá aktuální registr zarˇízení master.
EEh (Start Convert T) – tímto prˇíkazem se spouští meˇrˇení a prˇevod teploty (spojité i
jednotlivé), viz. obrázek cˇ. 10.
22h (Stop Convert T) – konec meˇrˇení a prˇevodu teploty.
Dále jsou prˇedmeˇtem komunikace naprˇíklad nastavení cˇi cˇtení horního a dolního tep-
lotního limitu (A1h, A2h).
Obrázek 10: Prˇíkaz Start Convert T, ke spušteˇní prˇevodu teploty.[4]
4.2.1 Pru˚beˇh komunikace
Komunikace teplomeˇru se zarˇízením master mu˚že probíhat peˇti základními zpu˚soby.
Každá komunikace se zarˇízením, jak bylo zmíneˇno výše, zacˇíná prˇíkazem START, poté
následuje 7mi bitová adresa slave zarˇízení a bit R/W. Po prˇijetí prvních 8mi bitu˚ vyšle
volané slave zarˇízení potvrzení ACK (acknowledge). V dalších 8mi bitech zarˇízení master
zasílá command byte (prˇíkaz). Slave zarˇízení jej po prˇijetí posledního bitu zpracuje a zašle
opeˇt potvrzení ACK.
5Read/Write, viz. kapitola 3.2.4
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Výše popsaným zpu˚sobem zacˇíná všech peˇt základních druhu˚ komunikace, popsa-
ných v dokumentaci digitálního teplomeˇru DS1621[2].
Send "standalone"command - další data nezasílá a komunikaci ukoncˇuje zarˇízení mas-
ter prˇíkazem STOP. Používá se pro prˇíkazy ke spušteˇní cˇi ukoncˇení digitalizace
teploty.
Write to a single-byte register - master zarˇízení zasílá ješteˇ jeden bajt a po ACK od slave
zarˇízení ukoncˇí komunikaci. Používá se pro zápis do konfiguracˇního registru.
Write to a two-byte register - master zarˇízení zasílá dva bajty (každý prˇijatý bajt potvrdí
slave zarˇízení potvrzením ACK), pak je ukoncˇena komunikace. Používá se pro na-
stavení horní a dolní hranice termostatu.
Read from a single-byte register - master zarˇízení vyšle signál REPEAT a znovu zasílá
na sbeˇrnici adresu volaného zarˇízení. Zmeˇnou je poslední bitR/W, který je nyní na-
staven na Read (log. 1). Zarˇízení slave vyšle potvrzení ACK a následneˇ požadovaný
bajt. Po prˇijetí posledního bitu zašle master zarˇízení potvrzení NACK a ukoncˇí ko-
munikaci. Používá se pro cˇtení dat konfiguracˇního registru (dále také pro prˇíkazy
slope cˇi counter, které v této práci nejsou používány).
Read from a two-byte register - pru˚beˇh komunikace je stejný jako cˇtení jednoho bajtu,
jen mezi prvním a druhým bajtem zasílaným od slave vyšle master zarˇízení potvr-
zení ACK. Používá se pro cˇtení nameˇrˇené teploty a horní a dolní hranice termostatu.
Podrobneˇjší informace, vcˇetneˇ prˇehledného obrázku cˇ. 19, naleznete v prˇíloze nebo
v manuálu teplomeˇru[2]. Komunikace byla také naprogramována v rámci testování si-
mulátoru. Funkce ve zdrojovém kódu jsou uvedeny v prˇíloze B.2.
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5 Postup návrhu stavových automatu˚ I2C
V další cˇásti je popsán postup prˇi návrhu konkrétních stavových automatu˚, urcˇených ke
komunikaci I2C sbeˇrnice a digitálního teplomeˇru. Návrh se skládá ze trˇí vrstev : fyzická
vrstva, vrstva I2C automatu a vrstva I2C zarˇízení, které simulují vzájemnou komunikaci
mezi zarˇízeními master a slave. Pro každou vrstvu byl navrhnut stavový automat.
První, fyzická vrstva, má za úkol zpracovat signály SDA a SCL. Ve druhé vrstveˇ, I2C
automatu, jsou již rozpoznávány konkrétní stavy komunikace na sbeˇrnici (cˇtení adresy,
zápis bajtu apod.) a ve trˇetí vrstveˇ, I2C zarˇízení, je již reprezentováno prˇipojené komuni-
kacˇní zarˇízení (digitální teplomeˇr). Programový simulátor je tedy postaven na trˇívrstvé
architekturˇe, vzájemneˇ propojené událostmi.
5.1 První vrstva - fyzická
Ve fyzické vrstveˇ jsou podrobneˇ sledovány signály SCL a SDA. Navržený stavový auto-
mat reaguje na každou zmeˇnu teˇchto signálu˚. Jak je videˇt na obrázku cˇ. 11, jsou pomocí
toho automatu rozeznávány stavy - Init, 0/1, Start, Clock up, Clock down a Repeat. Na
základeˇ teˇchto stavu˚ jsou generovány události, které jsou zasílány druhé vrstveˇ - I2C
automatu, ke zpracování.
Obrázek 11: Stavový automat I2C Sbeˇrnice. Popis : Prˇechody mezi stavy zde urcˇují
meˇnící se hodnoty na linkách SDA a SCL, které jsou prˇi inicializaci shodneˇ v log. 1.
Stavy automatu jsou oznacˇeny velkými písmeny, generované události jsou oznacˇené
<bus_event_name>. Stavy, které jsou ve dvojitém kruhu generují události, které se prˇe-
náší do druhé vrstvy.
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Události fyzické vrstvy, které jsou zasílány druhé vrstveˇ :
• bus_start,
• bus_up,
• bus_down,
• bus_repeat.
5.2 Druhá vrstva - I2C automat
Ve druhé vrstveˇ jsou zachyceny události první vrstvy. Dle jejich druhu a aktuálního stavu
I2C automatu jsou dále zpracovány (viz. obrázek cˇ. 12). Automat již rozlišuje stavy jako
cˇtení adresy, cˇtení nebo zápis bajtu, cˇtení nebo zápis prˇíkazu. Dle svého aktuálního stavu
automat rozhodne, zda je zmeˇnu nutné oznámit trˇetí vrstveˇ (teplomeˇru) cˇi nikoliv. Pokud
ano, pak vygeneruje novou událost, která je odeslána ke zpracování trˇetí vrstveˇ. Auto-
mat také pocˇítá prˇenesené bity a po každých osmi prˇenesených bitech oznamuje, že je
ocˇekáván potvrzovací bit (acknowledge).
Automat je graficky znázorneˇn na obrázku cˇ. 12. Následuje podobný popis jednotli-
vých stavu˚ automatu6 pro zpracování I2C událostí7 :
• 0 - Start - inicializace všech zarˇízení, countByte = 0, <aut_internal>.
• 1 - Write_addr - master zarˇízení zasílá adresu vcˇetneˇ bitu R/W, countByte++,
<aut_write_addr>.
• 2 - Read_addr - všechny slave zarˇízení cˇtou data z linky SDA, <aut_read_addr>.
• 3 - Address - slave zarˇízení kontroluje adresu, zjišt’uje bit R/W a zasílá potvrzení
na linku SDA, <aut_address>.
• 4 - Ack_device - slave zarˇízení je prˇipraveno prˇijmout data, <aut_internal>.
• 5 - Write_bit_master - countByte = 0, dle bitu R/W se zvolí hrana a vysílacˇ (zarˇízení
master nebo slave) nastaví první bit, countByte++, <aut_write_bit_master>.
• 6 - Read_device - slave zarˇízení cˇte bit, <aut_read_device>.
• 7 - Read_master - master zarˇízení cˇte bit, <aut_read_master>.
• 8 - Write_data_master - master zarˇízení nastavuje další bit, countByte++,
<aut_write_data_master>.
6countByte zde slouží jako cˇítacˇ poslaných bitu˚.
7Události, které stavy generují, jsou oznacˇeny <aut_event_name>, událost aut_internal není trˇetí vrstveˇ
oznamována.
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• 9 - Process_byte_device - kontrola prˇijatého bajtu (pokud ješteˇ nebyl prˇijat com-
mand byte, pak je nyní identifikován, jinak dle aktuálního prˇíkazu se provádí zápis
prˇijaté hodnoty), pokud je v porˇádku, nastaví slave na linku SDA potvrzení o prˇijetí
bajtu, log. 0, <aut_process_byte_device>.
• 10 - Send_out_or_stop - kontrola, zda již není konec vysílání, countByte++,
<aut_internal>.
• 11 - Write_bit_master2 - master zarˇízení nastaví první datový bit nebo následuje
signál REPEAT, countByte++, <aut_write_bit_master2>.
• 12 - Read_device2 - slave zarˇízení cˇte první bit nebo konec je vysílání,
<aut_read_device2>.
• 13 - Repeat - generován signál REPEAT, <aut_internal>.
• 14 - Write_device - slave zarˇízení nastavuje další bit, <aut_write_device>.
• 15 - Process_byte_master - master zarˇízení provádí kontrolu prˇijatého bajtu, dle
toho nastaví SDA linku na 0 - ACK, 1 - NACK, <aut_process_byte_master>.
• 16 - Ack_master - slave zarˇízení zjistí, zda zarˇízení master prˇijal bajt a jde vysílat
další, <aut_internal>.
• 17 - Nack_device - slave zarˇízení nebylo nalezeno nebo neodpovídá, <aut_internal>.
• 18 - Nack_master - zarˇízení master prˇijalo poslední bajt a bude ukoncˇeno vysílání,
<aut_internal>.
• 19 - Wait_for_stop_1 - cˇekání na konec vysílání, <aut_internal>.
• 20 - Wait_for_stop_2 - cˇekání na konec vysílání, <aut_internal>.
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5.3 Trˇetí vrstva - digitální teplomeˇr
Ve trˇetí vrstveˇ již na události ze druhé vrstvy reaguje prˇímo prˇipojené slave zarˇízení (v na-
šem prˇípadeˇ teplomeˇr) s ohledem na svu˚j aktuální stav. Data zpracovává až po prˇijetí
osmého bitu.
Pokud teplomeˇr zasílá data na sbeˇrnici, pak požadovaná data nejprve uloží do speci-
álního registru, který je urcˇen pro odesílání. Po osmi bitech ocˇekává od master zarˇízení
potvrzovací bit.
Trˇetí vrstva generuje také události, které budou sloužit ke komunikaci s konzolovou
aplikací, cˇi vytvorˇeným grafickým uživatelským rozhraním. Komunikace zde probíhá
obeˇma smeˇry, takže teplomeˇr reaguje na zmeˇny v GUI opeˇt na základeˇ událostí, genero-
vaných samotnou aplikací. Tímto se zabývá podrobneˇ kapitola cˇ. 7 „Návrh GUI“.
Následuje výpis událostí druhé vrstvy a jejich zpracování ve trˇetí vrstveˇ. Vzhledem
k tomu, že zarˇízení master i slave používají ke cˇtení i zápisu stejné funkce, slouží k jejich
rozlišení promeˇnná isMaster. Pokud je její hodnota 0, pak cˇte cˇi zapisuje zarˇízení slave,
pokud je její hodnota 1, pak cˇte cˇi zapisuje zarˇízení master. Promeˇnná countByte opeˇt
slouží jako pocˇítadlo odeslaných a prˇijatých bitu˚.
• aut_write_addr - neprobíhá další zpracování, data zasílá zarˇízení master,
• aut_read_addr - jestliže je countByte < 8, pak je volána funkce Read_Addr(),
• aut_address - volání fce pro kontrolu adresy Check_Address(), nastavení potvrzova-
cího bitu acknowledge,
• aut_write_bit_master, aut_write_bit_master2 - jestliže jeR/W==1, pak isMaster = 0
jinak isMaster = 1, poté se vždy zavolá fce Write_Byte(),
• aut_read_device, aut_read_device2 - jestliže countByte < 8, pak isMaster = 0 a volá
se funkce Read_Byte(),
• aut_read_master - jestliže countByte < 8, pak isMaster = 1 a volá se funkce Read_Byte(),
• aut_write_data_master - isMaster = 1,
• aut_process_byte_device - isMaster = 0, volá se funkce Check_Byte(), kde je dále
rozpoznán bajt, který obsahuje command nebo data, nastavuje se potvrzovací bit
acknowledge,
• aut_write_device - isMaster = 0, volá se funkce Write_Byte(),
• aut_process_byte_master - isMaster = 1, volá se funkce Check_Byte(), nastavuje se
potvrzovací bit acknowledge.
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Obrázek 13: Stavový automat I2C zarˇízení. Popis : Stavy jsou volané funkce teplomeˇru,
prˇechody mezi stavy jsou události druhé vrstvy.
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6 Programová realizace stavových automatu˚
Programová realizace vytvorˇených stavových automatu˚ je postavena na navržené trˇí-
vrstvé architekturˇe, která je popsána v kapitole cˇ. 5. Každý automat má definovánu svoji
posloupnost stavu˚ a událostí. Pro každý automat byli naprogramovány funkce pro zpra-
cování jednotlivých stavu˚ a také byly programoveˇ realizovány funkce pro prˇedávání ak-
tuálních události mezi jednotlivými vrstvami. Prˇi každé zmeˇneˇ stavu neˇkterého z au-
tomatu˚ se aktualizuje jeho soucˇasný stav. Pokud je nutné zmeˇnu stavu oznámit další
vrstveˇ, jsou vygenerovány nové události. Ty se dále zpracovávají ve funkcích volaného
automatu.
Dále byli definovány pro každou vrstvu další vnitrˇní promeˇnné, které pomáhají jed-
noznacˇneˇ urcˇit do jakého stavu má automat prˇejít a jaké události generovat.
Mimo jiné byl do aplikace zapracován také uživatelský program, urcˇený k ovládání
sbeˇrnice I2C, který se v soucˇasné dobeˇ používá prˇi výuce v prˇedmeˇtu APPS [4]. Funkce,
které se drˇíve používaly ke komunikaci s prˇipojenou sbeˇrnicí, byli nahrazeny funkcemi
simulátoru. Konkrétneˇ se jedná pouze o zápis a cˇtení signálu˚ z linek SDA a SCL. Takže
zmeˇna ve zdrojovém kódu by nemeˇla být žádná.
// nastaveni signalu SDA
void I2C_SDA( char value )
{
if ( value ) I2C_PORT |= ( 1 << SDA_PIN );
else I2C_PORT &= ~( 1 << SDA_PIN );
I2C_delay();
}
// cteni signalu SDA
char I2C_getSDA( void )
{
char r = ( I2C_PIN & ( 1 << SDA_PIN ) ) != 0;
I2C_delay();
return r ;
}
// nastaveni signalu SCL
void I2C_SCL( char value )
{
if ( value ) I2C_PORT |= ( 1 << SCL_PIN );
else I2C_PORT &= ~( 1 << SCL_PIN );
I2C_delay();
}
Výpis 1: Pu˚vodní funkce pro zápis a cˇtení linek SDA a SCL.
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// nastaveni signalu SDA
void I2C_SDA( char value )
{
Bus_Set_SDA(value);
}
// cteni signalu SDA
char I2C_getSDA( void )
{
return Bus_Get_SDA();
}
// nastaveni signalu SCL
void I2C_SCL( char value )
{
Bus_Set_SCL(value);
}
Výpis 2: Nahrazení zápisu a cˇtení linek SDA a SCL novou funkcí.
Konfigurace aplikace simulátoru je prˇi každém spušteˇní nastavena dle konfiguracˇ-
ního souboru. Prˇi prvním spušteˇní jsou v souboru nastaveny implicitní hodnoty. Prˇi
ukoncˇení práce s aplikací je aktuální nastavení simulátoru uloženo zpeˇt do konfiguracˇ-
ního souboru.
address = 158; //adresa teplomeru
temp_MSB = 255; //posledni namerena teplota
temp_LSB = 128;
high_temp_MSB = 120; //horni teplotni limit
high_temp_LSB = 0;
low_temp_MSB = −55; //dolni teplotni limit
low_temp_LSB = 0;
act_temp = 22; // aktualni teplota teplomeru ve stupnich
config = 131; // konfiguracni registr
slope = 0;
counter = 0;
digitalization = 0; // 0 − neprobiha prevod teploty, 1 − probiha prevod teploty
Výpis 3: Implicitní nastavení konfiguracˇního souboru simulátoru digitálního teplomeˇru.
Na konci této fáze projektu již byl realizován první funkcˇní simulátor digitálního tep-
lomeˇru, který komunikoval pouze pomocí konzolové aplikace. V této fázi se doladila
veškerá vnitrˇní komunikace prˇes sbeˇrnici I2C. Po dopracování všech detailu˚ zacˇíná další
práce na GUI (kapitola 7) a také velice du˚ležitá synchronizace komunikace mezi zarˇíze-
ními master a slave pomocí socketu˚ a vláken podrobneˇ vysveˇtlená v kapitole 8.
24
Následuje výpis ze zdrojového kódu aplikace. Jsou zde zobrazeny všechny pameˇt’ové
promeˇnné digitálního teplomeˇru. Tato struktura je v programu využita pro master i slave
zarˇízení (pro jejich rozlišení slouží první promeˇnná isMaster). Master zarˇízení ovšem ak-
tivneˇ používá jen prvních sedm promeˇnných vyjma myAddress.
#define DEV_COMMAND_TYPE { DEV_START_CONV, DEV_STOP_CONV,
DEV_WRITE_CONFIG, DEV_WRITE_TH, DEV_WRITE_TL, DEV_READ_CONFIG,
DEV_READ_SLOPE, DEV_READ_COUNT, DEV_READ_TH, DEV_READ_TL,
DEV_READ_TEMP, DEV_NULL }
typedef enum DEV_COMMAND_TYPE dev_command_type;
typedef struct {
char isMaster; // 0 − slave, 1 − master
unsigned char myAddress; // 7mi bitova adresa zarizeni
unsigned char readAddress; // prectena adresa ze sbernice
unsigned char myByte; // co bude odeslano
unsigned char myByteLSB;
unsigned char readByte; // co bylo prijato
unsigned char readByteMSB;
unsigned char temperatureMSB; // aktualni teplota
unsigned char temperatureLSB;
unsigned char highTemperatureMSB; // horni hranice termostatu
unsigned char highTemperatureLSB;
unsigned char lowTemperatureMSB; // dolni hranice termostatu
unsigned char lowTemperatureLSB;
unsigned char configRegister; // konfiguracni register
unsigned char slope;
unsigned char counter;
dev_command_type command; // typ prikazu
char R_W;
char wait_stop;
char polarity ;
char oneShot;
char ∗mistake;
char thermostatOn;
} Device;
Výpis 4: Vnitrˇní promeˇnné teplomeˇru.
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7 Návrh grafického uživatelského rozhraní
Dalším krokem byl návrh jednoduchého grafického uživatelského rozhraní8, kde mohou
studenti snadno nastavovat a monitorovat chování teplomeˇru. Jeden z požadavku˚ byl,
aby okno aplikace bylo co možná nejmenší a obsahovalo pouze základní údaje o ter-
mostatu. Proto bylo realizováno jen malé rozhraní s možností zobrazení podrobných in-
formací, které jsou dostupné po stisku tlacˇítka.
Navržené GUI je uživatelsky velmi nenárocˇné. Slouží k jednoduchému sledování si-
mulátoru a umožnˇuje monitorovat pru˚beˇh komunikace se zarˇízením. V GUI mohou stu-
denti nastavit aktuální teplotu a adresu teplomeˇru. Všechny ostatní údaje slouží pouze
jako informace o aktuálním stavu prˇipojeného teplomeˇru, ty se meˇní v závislosti na jejich
programovém nastavení.
Hlavní okno aplikace je složeno ze dvou cˇástí. První cˇást obsahuje základní údaje
o termostatu. Po odkliknutí tlacˇítka "Show more"jsou k dispozici další podrobneˇjší údaje
o aktuálním nastavení teplomeˇru jako naprˇíklad konfiguracˇní registr, horní a dolní hra-
nice termostatu a adresa teplomeˇru (bity A2 - A0).
Obrázek 14: Hlavní okno simulátoru. Popis : termostat je vypnutý, aktuálneˇ neprobíhá
žádné meˇrˇení, nastaven je jednotlivý pru˚beˇh meˇrˇení. Tlacˇítko "Show more"zobrazí po-
drobné informace, které jsou na dalším obrázku.
8dále jen GUI
26
7.1 Grafická knihovna
Pro realizaci grafického uživatelského rozhraní byla zvolena knihovna GTK+, vhodná
pro programování v C cˇi C++. Knihovna umožnˇuje práci s aplikacemi, které používají
Window Form. Obsahuje již prˇednastavené komponenty Widgety jako jsou tlacˇítka, tex-
tová pole, obrázky, dialogová okna apod. Widgety mají prˇedprogramované události jako
jsou stisk tlacˇítka, vložení textu, ukoncˇení celé aplikace apod., pomocí kterých lze apli-
kaci snadno ovládat. Pu˚vodní aplikace byla napsána v jazyku C. Proto bylo grafické roz-
hraní naprogramováno bez použití externích nástroju˚ pro tvorbu Window Form aplikací.
V literaturˇe jsou uvedeny odkazy na internetové stránky, které obsahují podrobneˇjší in-
formace o knihovneˇ GTK+[5][6].
7.2 Postup programování grafického rozhraní
Byl vyvorˇen seznam, kde byla uvedena všechna data, která je nutné zobrazit. Vybrala
se ty nejdu˚ležiteˇjší a byla rozmísteˇna do hlavního okna. Zbytek údaju˚ byl rozmísteˇn do
rozšírˇené cˇásti hlavního okna. Takto vzniklo první spustitelné okno aplikace.
Tímto seznamem byla také definována vnitrˇní struktura používaných promeˇnných
v GUI. Ke každému atributu byly dopsány ovládací funkce a také nezbytné provázání
se skutecˇným programem teplomeˇru. Na straneˇ GUI byli vygenerovány události, na zá-
kladeˇ kterých dochází ke zmeˇnám v teplomeˇru. Stejneˇ tak na straneˇ teplomeˇru vznikly
události, na které musí zase reagovat GUI. Takto došlo k prˇehlednému urcˇení všech ovlá-
dacích prvku˚ GUI a snadneˇjší realizaci.
Komunikace mezi GUI a teplomeˇrem tedy probíhá opeˇt pomocí událostí. Aplikace má
k dispozici všechna aktuální nastavení teplomeˇru (ke cˇtení). Teplomeˇr má také k dispozici
aktuální nastavení GUI - aktuální teplotu a adresu zarˇízení (opeˇt pouze ke cˇtení). Tímto
nedochází ke zbytecˇným duplikacím vnitrˇních dat a zárovenˇ je zarucˇena jedinecˇnost dat.
Události generované GUI, na které reaguje trˇetí vrstva - digitální teplomeˇr, jsou dveˇ :
• gui_change_temp - zmeˇna aktuální teploty teplomeˇru,
• gui_change_device_number - zmeˇna adresy (cˇísla) zarˇízení digitálního teplomeˇru.
Události generované trˇetí vrstvou, na které reaguje GUI :
• dev_change_temp - zmeˇna poslední nameˇrˇené teploty,
• dev_term_state - zmeˇna ukazatele práveˇ probíhajícího meˇrˇení teplomeˇru,
• dev_state - zmeˇna stavu termostatu,
• dev_config - zmeˇna konfiguracˇního registru,
• dev_change_device_number - zmeˇna adresy (cˇísla) zarˇízení digitálního teplomeˇru,
• dev_change_low - zmeˇna dolního limitu teplomeˇru,
• dev_change_high - zmeˇna horního limitu teplomeˇru.
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7.3 Podrobný popis GUI a komponent
Grafické uživatelské rozhraní bylo navrženo pro prˇehledné a jednoduché ovládání a mo-
nitorování simulátoru digitálního teplomeˇru. Uživatel zde mu˚že nastavit aktuální tep-
lotu teplomeˇru pomocí tlacˇítek (+, -). Teplota se zde pocˇítá po 0.5 stupních. Dále pak
mu˚že uživatel zmeˇnit adresu volaného zarˇízení pomocí zaškrtávacích tlacˇítek. Na uve-
dených obrázcích cˇ. 14, 15 a 16 je popis jednotlivých polí simulátoru a ukázka nastavení
termostatu.
Aplikace simulátoru je také prˇipravena pro prˇípadnou lokalizaci do jiných jazyku˚ a
má prˇednastavené knihovny pro prˇípadné použití pod operacˇním systémem Linux.
Obrázek 15: Hlavní okno simulátoru s info.
Popis : termostat je zapnutý a práveˇ probíhá meˇrˇení, je nastaven spojitý pru˚beˇh meˇrˇení,
v konfiguracˇním registru je zaznamenáno také prˇekrocˇení horního limitu (pole THF je 1),
dále je zde zaznamenána polarizace "active high"(pole POL je 1).
Popis : 1 - aktuální teplota, 2 - tlacˇítka pro zmeˇnu teploty, 3 - poslední nameˇrˇená teplota,
4 - stav termostatu (On/Off), 5 - pru˚beˇh meˇrˇení (Continous/ Single), 6 - meˇrˇení probíhá
(On/Off), 7 - tlacˇítko pro návrat do základního okna, 8 - výpis konfiguracˇního registru,
9 - adresa teplomeˇru, 10 - dolní teplotní limit, 11 - horní teplotní limit.
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Obrázek 16: Hlavní okno simulátoru s info.
Popis : Termostat je vypnutý, spojité meˇrˇení stále probíhá, v konfiguracˇním registru je
zaznamenáno prˇekrocˇení dolního limitu teplomeˇru (pole TLF je 1).
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8 Komunikacˇní protokol klient-server
Synchronizace mezi GUI a digitálním teplomeˇrem je zajišteˇna pomocí vláken a socketu.
Aplikace je založena na architekturˇe klient-server. Simulátor zde plní úlohu serveru a
klientem se stává uživatelský program. Uživatel tedy mu˚že prˇes komunikacˇní port ovlá-
dat cˇinnost teplomeˇru, dle vlastních požadavku˚. Zárovenˇ je aplikace simulátoru na beˇhu
klientské aplikace nezávislá a lze ji nastavovat i nezávisle na klientovi.
Komunikace mezi klientem a serverem je vedena prˇes socket. Ten zajistí její synchro-
nizaci a umožnˇuje bezpecˇneˇ zasílat data na server a zpeˇt. Data, která se zasílají, jsou jen
dvou bitová, reprezentují aktuální stav linek SCL a SDA. Samotné posílání dat je prová-
deˇno pomocí zpráv.
Každá zpráva má délku˚ maximálneˇ osm znaku˚ vcˇetneˇ ukoncˇovací nuly ’\0’. Prvních
peˇt znaku˚ zprávy oznacˇuje prˇíkaz a další dva zasílaná data.
Zprávy odesílané klientem :
SDA__0# - zapisuje na sbeˇrnici data z linky SDA
SCL__0# - zapisuje na sbeˇrnici data z linky SCL
get__ - požaduje zaslání aktuálního stavu linek SCL a SDA
Zprávy odesílané serverem :
connect – ohlašuje úspeˇšné prˇipojení klienta k simulátoru
get__## - zasílá klientovi aktuální stav linek SCL (1. cˇíslo) a SDA (2. cˇíslo)
decline - odmítnutí klienta
Funkcionalita použitého socketu a vláken byla prˇevzata z diplomové práce pana Mi-
chala Fu˚se[3]. Jedná se jak o stranu klienta, tak i serveru. Dopracováno bylo zasílání zpráv
obsahující data ke zpracování ze strany serveru ke klientovi. Noveˇ prˇidané typy zpráv
jsou tedy get__ ze strany klienta a get__## ze strany serveru.
Soucˇasneˇ se také zmeˇnila funkce set__##, která meˇla pu˚vodneˇ sloužit k nastavení
SDA i SCL linek soucˇasneˇ. Ovšem prˇi testování bylo zjišteˇno, že klient nemá vždy aktu-
ální informace o stavu obou linek, takže docházelo k nežádanému prˇepisování hodnot
na lince SDA. Jedním z rˇešení by bylo se vždy dotázat prˇed každým novým nastavením
jedné z linek na aktuální stav druhé linky. To by ovšem meˇlo za následek zaslání dal-
ších dvou zpráv get. Proto byla pu˚vodní funkce set__## nahrazena funkcemi SDA__0#
a SCL__0#. Tímto je vždy nastavena pouze zmeˇna na jedné z linek a nedochází k prˇe-
pisu druhé linky, která mezitím mohla zmeˇnit svou hodnotu. Pu˚vodní funkce urcˇené
pro obvod digitálního teplomeˇru pro zápis a cˇtení dat z linek SDA a SCL jsou uvedeny
v kapitole 6. Prˇepracované funkce, využívající socket, jsou uvedeny v prˇíloze B.1.
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8.1 Práce s vlákny aplikace
Ve funkci int main(int argc, char ∗argv[]) simulátoru se spouští dveˇ vlákna, jedno je ur-
cˇeno pro aplikaci GUI a druhé pro klienta jako obslužné vlákno. Synchronizace a rˇízení
je provádeˇno pomocí globálních promeˇnných, zámku˚ a signálu˚.
Po spušteˇní aplikace a její inicializaci se vytvorˇí samostatné vlákno s GUI. V této
chvíli inicializuje GUI své promeˇnné a vytvárˇí hlavní okno aplikace. Dále se spouští
druhé vlákno, urcˇené pro obsluhu klienta. Nakonec se inicializuje samotný socket po-
mocí funkce init_socket ( int port). Port int port = 3000 pro aplikaci simulátoru zu˚stává
nemeˇnný. [3]Socket je v aplikaci vytvárˇen voláním funkce socket(int socket_family, int
socket_type, int protocol) s následujícím nastavením :
AF_NET - bude použit Internet Protocol v. 4 (IPv4)
SOCK_STREAM - urcˇuje, že bude použit TCP protokol, který zarucˇuje spolehlivou obou-
smeˇrnou komunikaci.
Poté se pomocí funkce bind prˇirˇadí adresa a port socketu. Po úspeˇšném prˇirˇazení apli-
kace naslouchá na zadaném portu a ocˇekává prˇipojení klienta. Jakmile se klient prˇipojí,
zašle mu zprávu connect9 a prˇedává rˇízení obslužnému vláknu. Pokud je k simulátoru již
neˇjaký klient prˇipojen, pak je nový klient odmítnut se zprávou decline a spojení s ním je
ukoncˇeno10.
Obrázek 17: Ukázka spojení klienta se simulátorem.
Obrázek 18: Ukázka nevydarˇeného spojení klienta se simulátorem.
9viz. obrázek cˇ. 17
10viz. obrázek cˇ. 18
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9 Vyhodnocení spolehlivosti a stability
9.1 Naplánované testy aplikace
Byla provedena série testu˚ ke zjišteˇní stability a spolehlivosti naprogramovaného simulá-
toru. V rámci testování bylo porovnáno chování simulátoru a skutecˇné fyzické soucˇástky
obvodu digitálního teplomeˇru. Pro jednodušší a rychlejší pru˚beˇh testu˚ bylo vytvorˇeno
peˇt pomocných funkcí, které reprezentují peˇt hlavních typu˚ komunikace viz. kapitola
4.2.1. Tyto funkce jsou uvedeny v prˇíloze B.2.
Seznam provedených testu˚ chování prˇi beˇžném užívání (srovnání s fyzickou soucˇást-
kou) :
• zkouška spojení s teplomeˇrem,
• zjišteˇní reakce po zadání adresy teplomeˇru,
• otestování všech používaných prˇíkazu˚,
• otestování reakce GUI na zmeˇny :
– konfiguracˇního registru,
– horní a dolní hranice termostatu,
– jednotlivé stavy termostatu - zapnutí, vypnutí, zpu˚sob meˇrˇení, probíhající meˇ-
rˇení,
– poslední nameˇrˇené teploty,
• zkouška prˇipojení více klientu˚,
• otestování pameˇti teplomeˇru, zda po ukoncˇení prˇipojení klienta udržuje aktuální
nastavení termostatu,
• otestování správného cˇtení a zápisu dat do konfiguracˇního souboru aplikace.
Seznam provedených testu˚ stability aplikace :
• nastavení extrémních hodnot do horní a dolní hranice termostatu
• zadání neexistující adresy zarˇízení
• zadání neexistujícího prˇíkazu
• neukoncˇení komunikace s teplomeˇrem
• prˇihlášení nového klienta s tím, že prˇedchozí klient neuzavrˇel spojení
• pokus o zaslání více než jednoho bajtu najednou
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9.2 Výsledky testu˚
9.2.1 Testy chování prˇi beˇžném užívání
Klient ve všech prˇípadech úspeˇšneˇ navázal spojení se simulátorem.
Po vložení správné adresy potvrdil její prˇijetí prˇíkazem ACK.
Teplomeˇr rozeznal všechny používané prˇíkazy. V porˇádku prˇijal všechna ocˇekávaná
data a odeslal všechna požadovaná data.
GUI správneˇ reagovalo na všechny zmeˇny v konfiguracˇním registru teplomeˇru. Dále
také správneˇ nastavilo zmeˇneˇné horní i dolní limity termostatu. Prˇi jednotlivém i spoji-
tém meˇrˇení správneˇ meˇnilo poslední nameˇrˇenou teplotu. Termostat se zapínal i vypínal
ve správnou chvíli, všechny stavy reagovali ocˇekávaným zpu˚sobem.
Prˇi pokusu o prˇihlášení klienta, kdy ve stejnou dobu již neˇjaký klient je prˇipojen k si-
mulátoru, byl noveˇ prˇíchozí klient odmítnut.
Po ukoncˇení prˇipojení klienta bylo zachováno aktuální nastavení aplikace simulátoru.
Prˇi spušteˇní aplikace simulátor prˇecˇte a nastaví všechny údaje z konfiguracˇního sou-
boru. Prˇi ukoncˇení aplikace je opeˇt správneˇ zapíše zpeˇt do konfiguracˇního souboru.
9.2.2 Testy stability aplikace
Prˇi pokusu o nastavení extrémní cˇi nevyhovující hodnoty do horní cˇi dolní hranice ter-
mostatu, reaguje simulátor tak, že novou hodnotu nastaví. Pokud hodnota prˇesahuje ve-
likost jednoho bajtu, pak je uložen jen jeden bajt. Prˇi nesprávném nastavení termostatu je
však jeho chování neprˇedvídatelné.
Pokud klient zadá neexistující adresu zarˇízení, teplomeˇr neodpoví a tudíž žádná další
komunikace se zarˇízením není možná, dokud klient neodešle na sbeˇrnici správnou ad-
resu. Termostat nereaguje na jakoukoliv komunikaci.
Stejneˇ tak, pokud se klient pokusí zaslat neexistující prˇíkaz, pak jakákoliv další data,
která teplomeˇr obdrží nejsou prˇijímána ani zpracována.
Pokud klient neukoncˇí komunikaci s teplomeˇrem prˇíkazem STOP, pak teplomeˇr po
ukoncˇení klientova spojení, sám rozpozná konec komunikace. Proto prˇihlášení nového
klienta nemá žádné problémy.
A nakonec, pokud se klient snaží poslat více než jeden bajt najednou, zašle se na
sbeˇrnici vždy jen jeden bajt.
9.3 Vyhodnocení testu˚
Na záveˇr bylo provedeno srovnání chování a ovládání fyzické soucˇástky digitálního tep-
lomeˇru a jeho programové simulace. Po „naprogramování“ je chování totožné.
Je du˚ležité podotknout, že v pu˚vodní podobeˇ si student musel veškeré získané údaje
z teplomeˇru vypisovat na konzoli cˇi jinak ukládat, nyní má veškeré potrˇebné údaje k dis-
pozici hned a jsou neustále aktualizovány. Pro prˇípadné vypisování dat na konzoli mu˚že
využít systém zpráv, který je k dispozici v knihovnách klienta. Práce s programovým
simulátorem bude pro studenty srovnatelná.
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10 Záveˇr
Programový simulátor obvodu digitálního teplomeˇru má k dipozici všechny požadované
funkce používané prˇi výuce. V GUI lze nastavovat aktuální teplotu a prˇípadneˇ meˇnit ad-
resu volaného zarˇízení. Studenti nyní mohou nastavit obvodu požadovanou trˇí bitovou
adresu a programoveˇ oveˇrˇit, zda je obvod na zadané adrese. Dále pak lze nastavit tep-
lomeˇr pro spojitý prˇevod teploty, spustit prˇevod teploty a cˇíst aktuální teplotu. V nepo-
slední rˇadeˇ lze nastavit obvod teplomeˇru jako termostat. Všechny prˇíkazy pro digitální
teplomeˇr jsou plneˇ funkcˇní. Studenti mohou cˇíst data teplomeˇru cˇi naopak data zapisovat
a nastavovat jeho vlastnosti. Po ukoncˇení práce s aplikací je aktuální nastavení teplomeˇru
uloženo do konfiguracˇního souboru, ze kterého se prˇi dalším spušteˇní aplikace opeˇt na-
staví do posledního známého stavu.
Aplikace simulátoru je spustitelná v operacˇním systému Windows. Prˇenositelnost pro
operacˇní systém Linux by meˇla být bezproblémová, v programu jsou knihovny použí-
vané pro Linux již naimplementovány.
Aplikace je také prˇipravena pro prˇípadnou lokalizaci do jiných jazyku˚. Nyní je vyu-
žívána pouze anglicˇtina.
Podrobné informace o digitálním teplomeˇru, I2C sbeˇrnici cˇi o prˇedmeˇtu APPS najdete
v publikacích uvedených v literaturˇe a v prˇílohách.
Barbora Švajcová
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A Teplomeˇr Dallas DS1621
Obrázek 19: Komunikace teplomeˇru DS1621 se zarˇízením master[2].
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B Zdrojové kódy
B.1 Zápis a cˇtení dat pomocí socketu
void I2C_SDA( char value ) // nastaveni signalu SDA
{
Set_SDA(value);
}
char I2C_getSDA( void ) // cteni signalu SDA
{
return Get_SDA();
}
void I2C_SCL( char value ) // nastaveni signalu SCL
{
Set_SCL(value);
}
int Set_SDA( unsigned char value )
{
if (value > 0)
{
SDA = 1;
}
else
{
SDA = 0;
}
char buf [8];
sprintf (buf, "SDA__0%d", SDA );
int r = WriteSock( sock_server, buf, MAX_LENGTH + 1 );
if ( r <= 0)
{
msg(MSG_ERR, "Neuspesne odeslano: %s", buf);
return −1;
}
else
{
msg(MSG_DBG, "Uspesne odeslano: %s", buf);
return 0;
}
}
int Set_SCL( unsigned char value )
{
if (value > 0)
{
SCL = 1;
}
else
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{
SCL = 0;
}
char buf [8];
sprintf (buf, "SCL__0%d", SDA );
int r = WriteSock( sock_server, buf, MAX_LENGTH + 1 );
if ( r <= 0)
{
msg(MSG_ERR, "Neuspesne odeslano: %s", buf);
return −1;
}
else
{
msg(MSG_DBG, "Uspesne odeslano: %s", buf);
return 0;
}
}
char Get_SDA ()
{
sprintf (buf, "get__");
int r = WriteSock( sock_server, buf, MAX_LENGTH + 1 );
if ( r <= 0)
{
msg(MSG_ERR, "Neuspesne odeslano: %s", buf);
return −1;
}
else
{
r = ReadSock( sock_server, buf, MAX_LENGTH + 1);
msg(MSG_DBG, "Prijato: %s", buf);
if ( r < 0)
{
msg( MSG_ERR, "precteni hodnoty SDA selhalo");
return −1;
}
if (! strncasecmp(buf,"get__", 5 ))
{
char data = ( strtol (buf + 5, NULL, 2));
SDA = (data & 0x1);
msg(MSG_DBG, "Precteno SDA : %d", SDA);
return SDA;
}
else
{
msg( MSG_ERR, "precteni hodnoty SDA selhalo");
return −1;
}
}
return −1;
}
Výpis 5: Zápis a cˇtení dat ze socketu - strana klienta.
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void ∗service_thread(void)
{
....
// prijem dat od klienta
int r = ReadSock( client_socket, buf, MAX_LENGTH + 1 ) ;
...
// obsluha klienta
if (! strncasecmp(buf,"SDA__",CMDLEN))
{
Bus_Set_SDA(strtol(buf + CMDLEN, NULL, 2));
}
else if (! strncasecmp(buf,"SCL__",CMDLEN))
{
Bus_Set_SCL(strtol(buf + CMDLEN, NULL, 2));
}
else if (! strncasecmp(buf,"get__",CMDLEN))
{
sprintf ( buf, "get__%d%d", Bus_Get_SCL(), Bus_Get_SDA());
int r = WriteSock(client_socket,buf,MAX_LENGTH + 1);
if ( r <= 0)
{
msg(MSG_ERR, "Neuspesne odeslano: %s", buf);
}
else
{
msg(MSG_DBG, "Uspesne odeslano: %s}", buf);
}
}
...
}
Výpis 6: Zápis a cˇtení dat ze socketu - strana serveru.
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B.2 Testovací funkce komunikace zarˇízení master a slave
void Command_StandAlone(unsigned char address, unsigned char command);
void Command_WriteSingleByte(unsigned char address, unsigned char command,
unsigned char dataByte);
void Command_WriteTwoByte(unsigned char address, unsigned char command,
unsigned char msByte, unsigned char lsByte);
void Command_ReadSingleByte(unsigned char address, unsigned char command);
void Command_ReadTwoByte(unsigned char address, unsigned char command);
char ack;
char ∗err_cmdByte = "CHYBA > Neprobehlo, nebyl prijat command byte\n";
char ∗err_msbByte = "CHYBA > Neprobehlo, nebyl prijat byte MSB\n";
char ∗err_address = "CHYBA > Neprobehlo, nenalezeno volane zarizeni\n";
char ∗err_lsbByte = "CHYBA > Neprobehlo, nebyl prijat posledni byte\n";
char ∗ok = " .... probehlo uspesne\n";
int main()
{
// inicializace klienta
I2CPort_init () ;
// uvedeni sbernice do klidoveho stavu
I2C_Init () ;
unsigned char address = 0b10011110;
unsigned char config = 0b10000011;
Command_WriteSingleByte(address, 0xAC, config); // zapis do konfig. registru
Command_StandAlone(address, 0xEE); // start convert
I2C_Stop();
system("PAUSE");
return 0;
}
void Command_StandAlone(unsigned char address, unsigned char command)
{
printf ( "STAND ALONE\n");
I2C_Start() ;
// printf (" P R V N I V Y S T U P A D R E S A\n");
ack = I2C_Vystup( address ); // adresa vcetne R_W
if (! ack)
{
// printf (" D R U H Y V Y S T U P\n");
ack = I2C_Vystup( command ); // command byte
if (! ack)
{
printf ( "%s",ok);
}
else { printf ( "%s", err_cmdByte); }
}
else { printf ( "%s", err_address); }
}
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void Command_WriteSingleByte(unsigned char address, unsigned char command, unsigned
char dataByte)
{
printf ( "WRITE SINGLE BYTE\n");
I2C_Start() ;
// printf (" P R V N I V Y S T U P A D R E S A\n");
ack = I2C_Vystup( address ); // adresa vcetne R_W
if (! ack)
{
// printf (" D R U H Y V Y S T U P \n");
ack = I2C_Vystup( command ); // command byte
if (! ack)
{
// printf (" T R E T I V Y S T U P D A T A B Y T E\n");
ack = I2C_Vystup( dataByte );
if (! ack)
{
printf ( "%s",ok);
}
else { printf ( "%s", err_lsbByte); }
}
else { printf ( "%s", err_cmdByte); }
}
else { printf ( "%s", err_address); }
}
void Command_WriteTwoByte(unsigned char address, unsigned char command, unsigned char
msByte, unsigned char lsByte)
{
printf ( "WRITE TWO BYTE\n");
I2C_Start() ;
// printf (" P R V N I V Y S T U P A D R E S A\n");
ack = I2C_Vystup( address ); // adresa vcetne R_W
if (! ack)
{
// printf (" D R U H Y V Y S T U P \n");
ack = I2C_Vystup( command ); // command byte
if (! ack)
{
// printf (" T R E T I V Y S T U P M S B Y T E\n");
ack = I2C_Vystup( msByte );
if (! ack)
{
// printf (" C T V R T Y V Y S T U P L S B Y T E\n");
ack = I2C_Vystup( lsByte );
if (! ack)
{
printf ( "%s", ok);
}
else { printf ( "%s", err_lsbByte); }
}
else { printf ( "%s", err_msbByte); }
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}
else { printf ( "%s", err_cmdByte); }
}
else { printf ( "%s", err_address); }
}
void Command_ReadSingleByte(unsigned char address, unsigned char command)
{
unsigned char addrRead = address;
printf ( "READ SINGLE BYTE\n");
I2C_Start() ;
// printf (" P R V N I V Y S T U P A D R E S A\n");
ack = I2C_Vystup( address ); // adresa vcetne R_W
if (! ack)
{
// printf (" D R U H Y V Y S T U P \n");
ack = I2C_Vystup( command ); // command byte
I2C_Start() ; // REPEAT
addrRead |= 1; // nastaveni read
if (! ack)
{
// printf (" T R E T I V Y S T U P O P A K O V A N I A D R E S Y\n");
ack = I2C_Vystup( addrRead );
if (! ack)
{
unsigned char vstup = I2C_Vstup();
printf ( "Byte obdrzeny od slave 0x%X\n", vstup);
// master NACK
I2C_NAck();
}
else { printf ( "%s repeat\n", err_address); }
}
else { printf (err_cmdByte); }
}
else { printf (err_address); }
}
void Command_ReadTwoByte(unsigned char address, unsigned char command)
{
unsigned char addrRead = address;
printf ( "READ TWO BYTE\n");
I2C_Start() ;
// printf (" P R V N I V Y S T U P A D R E S A\n");
char ack = I2C_Vystup( address ); // adresa vcetne R_W
if (! ack)
{
// printf (" D R U H Y V Y S T U P \n");
ack = I2C_Vystup( command ); // command byte
I2C_Start() ; // REPEAT
addrRead |= 1; // nastaveni read
if (! ack)
{
// printf (" T R E T I V Y S T U P O P A K O V A N I A D R E S Y\n");
ack = I2C_Vystup( addrRead );
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if (! ack)
{
// printf (" P R V N I V S T U P \n") ;
unsigned char vstup = I2C_Vstup();
printf ( "MSB byte od slave 0x%X ", vstup);
if (vstup != "")
{
I2C_Ack();
// printf (" D R U H Y V S T U P \n") ;
vstup = I2C_Vstup();
printf ( "LSB byte 0x%x\n", vstup);
I2C_NAck();
}
else
{
I2C_NAck();
}
}
else { printf ( "%s repeat addr", err_address); }
}
else { printf (err_cmdByte); }
}
else { printf (err_address); }
}
Výpis 7: Pomocné funkce pro jednotlivé druhy komunikace master a slave zarˇízení.
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C Prˇíloha na CD
Adresárˇová struktura prˇiloženého CD :
• Software
– I2C_Client - CodeBlock projekt klienta (použitá testovací verze).
– Simulator - CodeBlock projekt simulátoru.
∗ Win - knihovny a zdrojové soubory trˇetích stran.
• Ukázky
– I2C_Client - spustitelné soubory s programovými nastaveními klienta.
– Simulator - aplikace simulátoru.
• Text - text diplomové práce.
