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Resum 
En aquest projecte es realitza un controlador pel quadrotor AR.Drone 2.0 i s’utilitza perquè 
aquest sigui capaç de realitzar algunes tasques senzilles de forma autònoma a partir de les 
dades de navegació i de les imatges captades per les càmeres que incorpora. 
En la primera part del treball s’analitza el funcionament d’un quadrotor i en particular el de 
l’AR.Drone 2.0. A continuació, es busca quina és el millor entorn de desenvolupament per 
assolir l’objectiu del treball. Les opcions estudiades són MATLAB, LabView i ROS. Aquesta 
última és la que finalment es tria. A partir d’aquí, es busca el model de la planta de 
l’AR.Drone 2.0 i es dissenya un controlador per la posició en l’eix X i Y i per l’orientació en 
l’eix Z amb l’ajuda del SIMULINK de MATLAB. Un cop obtingut el model i el controlador, 
s’expliquen les diferents tasques que podrà realitzar el quadrotor. Els tractaments que s’han 
de realitzar sobre les imatges es fan utilitzant OpenCV. En l’últim apartat es descriu 
l’estructura i funcionament del programa final, escrit en llenguatge Python. Tot el codi del 
programa es pot trobar a l’annex B. 
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1. Glossari 
UAV: Unmanned Aerial Vehicle o vehicle aeri no tripulat en català, és un tipus d’aeronau que 
destaca per no portar persones a bord i és controlada de forma remota o semi autònoma. 
SDK: Software Development Kit, o equip de desenvolupament de programari en català, és 
un grup d’eines que permet crear aplicacions per un sistema concret. 
QVGA: Quarter Video Graphic Array és la resolució gràfica de 320x240 píxels. 
FPS: Frames Per Segon és una unitat de mesura que indica la freqüència en la qual es 
registren o es mostren els diferents fotogrames. 
DSP: Digital Signal Processor, o processador de senyals digitals en català, és un 
processador amb una arquitectura optimitzada pel processament de senyals digitals en 
temps real. 
EPP: Expanded PolyPropylene, o polipropilè expandit en català, és polipropilè en forma 
d’espuma. Destaca per la seva capacitat d’absorció d’impactes sense trencar-se ni patir 
deformacions. 
LiPo: Lithium Polymer battery, o bateria d’ió liti en polímer en català, és un tipus de bateria 
recarregable en què l’electròlit és una solució de sals de liti en un polímer sòlid o gelatinós, 
l’ànode és de carboni i el càtode és un òxid metàl·lic. 
MIPS: Milions d’Instruccions Per Segon és una unitat que mesura la velocitat de 
processament d’un computador. 
Chipset: Terme usat per referir-se a un grup de xips que s’han dissenyat per treballar 
conjuntament. 
UDP: User Datagram Protocol és un protocol per l’intercanvi de paquets a través d’una 
xarxa. Aquest protocol permet enviar dades de forma ràpida però no és capaç de saber si 
els paquets són rebuts correctament. 
TCP: Transmission Control Protocol és un protocol per l’intercanvi de paquets a través d’una 
xarxa. Aquest protocol destaca perquè s’assegura que els paquets arriben a la destinació i 
en el mateix ordre que han estat enviats. Això el fa més lent que el protocol UDP però més 
fiable. 
Llicència BSD: És una llicència de programari que permet modificar el codi i utilitzar-lo per 
crear a partir d’aquest tan programari lliure com propietari. 
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2. Introducció 
Les primeres aeronaus que tenien una configuració similar a la dels quadrotors actuals van 
ser concebudes a la dècada del 1920. Es tracta del Oehmichen Nº 2, creada per Ettiene 
Oehmichen al 1920, i l’helicòpter de Bothezat, creat per George de Bothezat al 1922. 
Aquests primers prototips tenien un temps de vol força limitat, no es podien aixecar gaire del 
terra i eren difícils de maniobrar. 
 
A la dècada dels 50 van aparèixer dos prototips més, el Convertawings Model A Quadrotor i 
el Curtiss-Wright VZ-7. Tot i que van ser capaços de demostrar que els quadrotors podien 
volar de forma estable i ser maniobrats de forma fàcil, no van aconseguir arribar més enllà 
de la fase de prototip. 
 
En l’actualitat, els quadrotors fabricats són, de manera gairebé exclusiva, aeronaus no 
tripulades, conegudes com UAVs o drones, de mida petita. Han sorgit gràcies a la capacitat 
de crear sensors, microprocessadors, motors elèctrics, bateries i altres tipus de components 
de mida i pes molt reduït. Hi ha diverses empreses que els comercialitzen i es poden 
comprar a un preu relativament baix. També es poden consultar guies a internet sobre la 
construcció casolana dels aparells a partir dels diferents components que l’integren, així com 
la seva programació.  
Fig. 2.1. Fotografies del Oehimchen Nº 2 i de l’helicòpter de Bothezat (Font: Wikipedia Commons) 
Fig. 2.2. Fotografies del Convertawings Model A Quadrotor i el Curtiss-Wright VZ-7 (Font: Wikipedia Commons) 
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Entres les aplicacions d’aquests quadrotors podem trobar l’exploració de zones de difícil 
accés o que comporten un perill per la salut, seguiment aeri de tot tipus d’esdeveniments, 
entrega de paqueteria i fins educatius o recreatius. 
2.1. Objectius del projecte 
L’objectiu del projecte és crear un controlador pel quadrotor AR.Drone 2.0 i utilitzar-lo, junt 
amb les dades de navegació i les imatges capturades per les càmeres, perquè l’aparell sigui 
capaç de desenvolupar un seguit de tasques de forma autònoma. 
2.2. Abast del projecte 
Per la correcta realització del projecte, es decideix separar-lo en diferents etapes. En la 
primera s’estudia el maquinari amb el que es treballa, l’AR.Drone2.0: saber quines són les 
seves especificacions, quina informació ofereixen els sensors, com es pot controlar, etc. Un 
cop familiaritzats amb el quadrotor, es busca la millor plataforma de treball per poder complir 
amb l’objectiu del projecte. Un cop finalitzades aquestes dues primeres etapes, es comença 
a crear el controlador, havent buscat abans uns models pels diferents eixos que es volen 
controlar de l’AR.Drone. La següent etapa és la de visió, en que es pensen diferents tasques 
que pugui realitzar el quadrotor i es busca quins tractaments realitzar per dur-les a terme. La 
última etapa pròpia del projecte és la de implementar en el codi el controlador i les diferents 
tasques de visió i realitzar un seguit de proves per comprovar el seu correcte funcionament. 
A més, s’avalua l’impacte ambiental que comporta la realització d’aquest projecte i també es 
calcula el cost monetari que ha comportat. 
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3. Quadrotor 
El quadrotor és un tipus d’helicòpter que es caracteritza per tenir quatre rotors 
equidistribuïts. 
 
Els dos rotors ubicats en els extrems d’un dels eixos giren en un sentit i els dos altres rotors 
ho fan en sentit invers. Aquesta actuació sobre els rotors aconsegueix que el moment 
generat en el centre del quadrotor sigui nul. Les quatre hèlixs generen una empenyiment 
cap amunt que permet l’elevació del quadrotor.  
La manipulació de les velocitats de rotació dels quatre rotors de forma independent permet a 
l’aparell moure’s per l’espai. Es poden realitzar 5 moviments bàsics, que seran explicats a 
continuació. Abans de l’explicació però, es defineixen els eixos del quadrotor de la manera 
en que s’observa en la Figura 3.2. 
 
Fig. 3.1. Imatge del quadrotor AR.Drone 2.0 
Fig. 3.2. Eixos d’un quadrotor 
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Suspensió en l’aire (Hover) 
Es produeix quan l’empenyiment generat per les hèlixs coincideix amb el pes del quadrotor, 
aconseguint que aquest quedi immòbil en una posició de l’aire. L’empenyiment necessari 
s’aconseguirà amb una velocitat de rotació concreta, que s’indicarà com a Ωs. Tal i com es 
veu a l’equació (Eq. 3.2.), la força d’empenyiment generada per una de les hèlixs correspon 
a un quarta part del pes del drone. 
 
Suma de forces realitzades en l’eix vertical:  
4 ൉ ܨሺߗݏሻ ൌ ݉௤ ൉ ݃ 
S’aïlla la força d’empenyiment generada per una hèlix i es troba: 
ܨሺߗݏሻ ൌ ௠೜൉௚ସ  
 
Moviment de capcineig 
Es tracta d’inclinar-se en l’eix tranversal. Es realitza augmentant en un cert valor la velocitat 
de rotació en el parell de rotors a una banda de l’eix transversal i disminuint-la el mateix 
valor en l’altre parell. 
Fig. 3.3. Diagrama de forces que actuen sobre el quadrotor en la maniobra de suspensió 
(Eq. 3.1.) 
(Eq. 3.2.) 
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Suma de forces realitzades en l’eix vertical:  
ܨ் ൉ cosሺߙሻ ൌ ݉௤ ൉ ݃ 
S’aïlla la força total realitzada per les hèlixs i s’obté: 
ܨ் ൌ 	 ௠೜൉௚ୡ୭ୱ	ሺఈሻ 
Es descomposta la força total d’empenyiment com la suma de les forces generades per 
cada una de les hèlixs:  
2 ൉ ሺܨெ ൅ ܨூሻ ൅ 2 ൉ ሺܨெ െ ܨூሻ ൌ ܨ் 
Utilitzem les equacions (Eq. 3.3) i (Eq. 3.5.) per trobar la força mitja d’empenyiment:  
ܨெ ൌ ௠೜൉௚ସ൉ୡ୭ୱሺఈሻ 
Com s’observa, l’empenyiment mig generat per les hèlixs (FM) és superior al que generen en 
la maniobra de suspensió i això s’aconsegueix augmentant la seva velocitat de rotació. 
L’angle d’inclinació que assolirà el quadrotor dependrà de la diferència entre les velocitat de 
rotació dels parells de rotors ubicats a banda i banda de l’eix transversal. Aquest angle 
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Moviment de balanceig 
Es tracta d’inclinar-se en l’eix longitudinal. Es realitza augmentant en un cert valor la velocitat 
de rotació en el parell de rotors a una banda de l’eix longitudinal i disminuint-la el mateix 
valor en l’altre parell. 
 
L’empenyiment mig generat per les hèlixs és el mateix que en el cas del moviment de 
capcineig: 
ܨெ ൌ ௠೜൉௚ସ൉ୡ୭ୱሺఈሻ 
La diferència es troba en que, en ves de trobar la diferència de forces en el parell de rotors a 
banda i banda de l’eix transversal, en el moviment de balanceig es troba a banda i banda de 
l’eix longitudinal. 
 
Moviment de guinyada 
Es tracta de girar sobre l’eix vertical. Es realitza augmentant en un cert valor la velocitat de 
rotació del parell de rotors ubicats sobre un eix de la creu del quadrotor i disminuint-la en 
l’altre parell. 
Fig. 3.5. Diagrama de forces que actuen sobre el quadrotor en el moviment de balanceig 
(Eq. 3.7.) 
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Suma de forces realitzades en l’eix vertical: 
ܨ் ൌ ݉௤ ൉ ݃  
Es descompon la força total d’empenyiment com la suma de les forces generades per cada 
una de les hèlixs:  
2 ൉ ሺܨெ ൅ ܨோሻ ൅ 2 ൉ ሺܨெ െ ܨோሻ ൌ ܨ் 
Utilitzem les equacions (Eq. 3.8) i (Eq. 3.9.) per trobar la força mitja d’empenyiment: 
ܨெ ൌ ௠೜൉௚ସ  
En aquest cas, la velocitat de rotació mitja és la mateixa que la de suspensió. En els altres 
moviments, el moment generat per les hèlixs quedava compensat. Ara bé, en aquest 
moviment, a l’augmentar la velocitat en els rotors que giren en un mateix sentit i disminuir-la 
en els altres dos, es crea un moment en el centre del quadrotor que el fa girar.  
 
Moviment vertical 
Es tracta de moure el quadrotor en la direcció de l’eix vertical. Per ascendir, s’augmenta la 
velocitat de rotació dels quatre rotors per sobre de la velocitat de rotació de suspensió. Per 
descendir, es fa disminuir respecte aquesta. 








En el cas de l’ascensió, l’empenyiment generat pels quatre rotors és superior al pes del 
quadrotor. En el descens passa el contrari. Com més gran sigui la diferència entra la 
velocitat de rotació de les hèlixs respecte la velocitat de rotació de suspensió, més ràpid serà 
el ascens o descens del quadrotor. 
Fig. 3.7. Diagrama de forces que actuen sobre el quadrotor en el moviment vertical 
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4. AR.Drone 2.0 
L’AR.Drone 2.0 és la segona versió del quadrotor fabricat per l’empresa francesa Parrot. Es 
ven completament muntat amb dos cascs diferents, una per vol interior i l’altre per vol 
exterior. Està preparat perquè l’usuari generi les consignes des d’un mòbil o una tableta però 
gràcies a la publicació d’un SDK també es poden generar a través d’un ordinador. 
Les mides de l’AR.Drone 2.0 són de 451 mm d’amplada, 517 mm de fondària i 110 mm 
d’altura. Pesa 420 g amb el casc per vol interior i 380 g amb el d’exterior. A la data de 
publicació d’aquest projecte, té un PVP de 307 €. 
A continuació es detalla un per un els components que formen l’AR.Drone, el programari 
que incorpora, què es pot trobar en el SDK, com es realitza la comunicació amb un 
ordinador, els seus paràmetres configurables i quines són les dades de navegació que és 
capaç de captar i enviar. 
4.1. Maquinari 
Motors 
L’AR.Drone 2.0 té quatre motors sense escombretes de corrent continu amb una potència 
de 14,5 W cada un i que poden girar fins a 41.400 rpm. 
Cada motor disposa d’un microprocessador AVR de 8 MIPS. 
 
Cos 
La part central està feta majoritàriament d’EPP, un plàstic resistent i molt lleuger. Muntat 
sobre aquest plàstic hi ha la zona on es col·loca la bateria, que està unida al EPP mitjançant 
una espuma que absorbeix les vibracions. Dins de la part central hi ha la placa mare, els 
diferents sensors i les dues càmeres. 
Fig. 4.1. Motor de l’AR.Drone junt amb el seu microprocessador 
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La creu és l’altre part del cos. El centre de la creu i la muntura dels motors estan fets de 
Nylon 6-6, una poliamida dura i lleugera. Els pals de la creu són 4 tubs de fibra de carboni, 
també molt lleugers i resistents. 
  
Casc       
Hi ha dos cascs, un per interiors que protegeix les hèlixs de possibles cops, i un per exteriors 
que només cobreix la part central. Els dos estan fabricats d’EPP.  
  
Placa mare 
La placa mare incorpora el processador ARM Cortex A8 d’1 GHz de freqüència, el DSP 
TMS320DMC64x de 800 MHz, 1 GB de memòria RAM DDR2 de 200 Mhz, un chipset per 
donar Wi-Fi n i un USB 2.0. 
El sistema operatiu que s’usa és GNU/Linux amb la versió de nucli 2.6.32. 
 
Fig. 4.2. Part central i creu del cos 
Fig. 4.3. Casc per interiors i casc per exteriors 
Fig. 4.4. Placa mare de l’AR.Drone 2.0 
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Bateria 
La bateria que s’usa és de 1000mAh de tipus LiPo. Quan està carregada completament 
dona un voltatge de 12.5 V i es considera esgotada quan només dona 9 V. L’AR.Drone 
monitoritza el nivell de carga de la bateria, quan és inferior al 20% impedeix el seu 
enlairament. 
El temps de carga de la bateria és d’una hora i trenta minuts i ofereix una autonomia d’uns 
dotze minuts.  
 
Sensors 
El drone incorpora els següents sensors: 
- Un sensor d’ultrasons ubicat a la panxa de l’AR.Drone que mesura l’altura a la que 
es troba. 
- Acceleròmetre de 3 eixos amb precisió +/- 50 mg per calcular les acceleracions 
lineals de cada eix. 
- Giroscopi de 2 eixos i giroscòpic piezoelèctric per mesurar els angles de guinyada, 
capcineig i balanceig 
- Magnetòmetre de 3 eixos amb una precisió de 6º. Serveix perquè el drone pugui 
tenir una referència d’orientació absoluta gràcies al camp magnètic terrestre. 
- Sensor de pressió amb una precisió de +/- 10 Pa. 
 
Fig. 4.5. Bateria de tipus LiPo de l’AR.Drone 2.0 
Fig. 4.6. Grup de sensors incorporats en l’AR.Drone 2.0 
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Càmeres 
 L’AR.Drone disposa de dues càmeres, una frontal i una inferior apuntant al terra.  
La frontal és una càmera gran angular (diagonal de 92º ) d’alta definició que grava imatges 
de fins a 720p a 30 fps.  
La inferior és una QGVA capaç de gravar a 360p i 60 fps. La càmera inferior ajuda a calcular 
la velocitat lineal de l’aparell. 
  
4.2. Programari 
L’AR.Drone disposa d’un controlador intern que s’encarrega d’estabilitzar-lo i facilita a 
l’usuari el seu control. El usuari genera les consignes dels angles d’inclinació de l’eix 
transversal (capcineig), de l’eix longitudinal (balanceig), de la velocitat de rotació sobre l’eix 
vertical (guinyada) i de la velocitat vertical.  
L’enlairament i aterratge del AR.Drone ja estan programats, l’usuari només ha de sol·licitar la 
maniobra i s’efectua tota sola. En el cas de l’enlairament, l’AR.Drone puja fins assolir 750 
mm sobre el terra. En l’aterratge, disminueix l’altura de forma gradual fins a aproximadament 
100 mm i llavors para els motors. 
També existeixen dos modes especials en els que pot entrar l’AR.Drone: 
- Mode emergència: Es pot activar de forma manual o automàtica si es detecta una 
obstrucció en algun dels motors. Quan s’entra en mode emergència tots els motors paren de 
forma instantània per evitar possibles danys a les hèlixs. Mentre l’aparell estigui en mode 
emergència no podrà enlairar-se, s’ha de desactivar de forma manual. 
- Mode “Hovering”:  L’AR.Drone es manté en suspensió sobre una posició utilitzant la 
càmera inferior i els acceleròmetres per assegurar-se’n. S’activa sol quan l’AR.Drone està 
volant però no rep cap tipus de comana i es desactiva també de forma automàtica quan rep 
una comana. 
Fig. 4.7. Càmera frontal i càmera inferior (encerclada en vermell) 
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El control directe sobre els motors no està permès, és per això que qualsevol controlador 
que es vulgui crear s’haurà de construir sobre el controlador ja existent. 
El software incorporat també s’encarrega de la compressió i enviament de la senyal de vídeo 
gravada per les càmeres i de recopilar la informació dels diversos sensors i enviar-la al 
dispositiu que controla l’AR.Drone. Totes aquestes dades s’envien codificades. 
4.3. SDK 
Parrot, fabricant del AR.Drone, publica un SDK que consta d’un conjunt de documents i 
biblioteques que faciliten la creació d’aplicacions tan per PC com per les plataformes mòbils 
Android i iOS [1]. 
En les llibreries trobem un conjunt de funcions escrites en llenguatge C. Hi ha funcions per 
rebre i manipular les imatges de la càmera, enviar comanes a l’AR.Drone, rebre les dades 
de navegació, etc. També hi ha exemples per veure de forma fàcil com utilitzar les diverses 
funcions i com ha de ser l’estructura d’un programa per l’AR.Drone. 
L’altre part del SDK es la documentació, que està dividida en diferents parts. En la primera 
part trobem aspectes generals sobre l’AR.Drone. En la segona s’explica com és la 
biblioteca, què es pot fer amb ella i com crear una aplicació. La tercera explica com 
comunicar-se amb l’aparell de la forma més bàsica, usant els anomenats AT Commands (en 
el següent apartat 4.4. s’explicarà de forma general el seu funcionament). En el quart es 
parla de la informació que envia l’AR.Drone (dades de navegació i vídeo) i com està 
codificada. La cinquena part explica quins són els diferents paràmetres de configuració de 
l’AR.Drone i com es canvien (en l’apartat 4.5. s’esmentaran quins són els paràmetres més 
importants i la seva funció). L’últim apartat consta d’uns tutorials per crear un programa. 
4.4. Comunicació i control bàsics de l’AR.Drone 2.0 
L’AR.Drone crea una xarxa Wi-Fi a on es pot connectar l’aparell que es vol fer servir per 
controlar-lo (mòbil, ordinador o tableta).  Un cop s’ha establert la connexió, el usuari podrà 
enviar les comanes (al port UDP 5556) utilitzant un missatge que ha de seguir una forma 
preestablerta explicada a la documentació del SDK. 
A continuació es mostren exemples de missatges que es poden enviar al drone. El primer 
correspon a la comana d’enlairar. El “1” indica el número del missatge, és a dir, aquest és el 
primer missatge que s’envia al drone, i el segon valor és el que indica que l’acció a realitzar 
és la d’enlairament. 
AT*REF=1,290718208 
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El següent missatge permet moure el drone, concretament el farà girar sobre si mateix en 
sentit antihorari. El “2” indica que és el segon missatge enviat, el següent valor indica l’estat 
del drone. Si pren valor “0” el drone entrarà en el mode “hovering”, el qual fa que s’ometin 
tots els valors següents. Si pel contrari pren valor “1”, el drone realitzarà moviments seguint 
els valors enviats a continuació. Per últim, els 4 valors següents són els que controlen la 
inclinació longitudinal, transversal i velocitat vertical i de rotació respectivament. Aquests 
valors han d’estar compresos entre -1 i 1 i representen en tant per 1 el valor màxim que 
poden assolir, que el fixa l’usuari. 
AT*PCMD=2,1,0,0,0,-1085485875 
Tots els altres tipus de missatges que es poden enviar al drone estan a la documentació del 
SDK. Aquests missatges formant part dels ja esmentats AT Commands, que són la forma 
més bàsica permesa de comunicació amb l’AR.Drone. Utilitzant la biblioteca del SDK es 
poden trobar funcions per enviar tots aquests missatges de forma més simple. 
L’AR.Drone a través de la xarxa Wi-Fi envia també les imatges captades per una de les  
càmeres i les dades de navegació. Les imatges s’envien al port TCP 5555 i les dades al port 
UDP 5554.  
4.5. Configuració de l’AR.DRone 2.0 
La configuració de l’AR.Drone es pot realitzar o bé mitjançant els AT Commands o utilitzant 
la biblioteca del SDK. Alguns dels paràmetres de la configuració són només de lectura, és a 
dir, simplement donen informació sobre l’estat d’aquell paràmetre. Es poden configurar 7 
aspectes diferents de l’AR.Drone: general, control, xarxa, tauler de navegació, vídeo, LEDs i 
detecció. A continuació s’explica en què consisteixen aquests aspectes i quins són els 
paràmetres configurables més importants que contenen: 
- General: Es tracta en la majoria de paràmetres de només lectura que donen 
informació sobre la versió de programari que usen diferents components o la 
maquinària que incorporen. Els més destacats són el que permet activar l’enviament 
de totes les dades de navegació o només el paquet bàsic (general:navdata_demo) i 
el que permet triar quins grups de dades de navegació es volen rebre 
(general:navdata_options). 
- Control: Agrupa tots aquells paràmetres que tenen una relació amb el control del 
drone. Els més destacats són els següents: 
o Inclinació màxima que es pot assolir tan en l’eix X com en el Y 
(control:euler_angle_max ). El valor ha d’estar expressat en radians. Per 
defecte és de 0’1. 
Disseny d’un controlador per l’AR.Drone 2.0 
 
o Màxima velocitat de desplaçament en l’eix Z expressada en mm/s 
(control:control_vz_max). Per defecte és 200. 
o Màxima velocitat de rotació en l’eix Z expressada en rad/s 
(control:control_yaw). Per defecte és 0’7. 
o Altura màxima que podrà assolir l’AR.Drone (control:altitude_max). Per 
defecte són 3000 mm. 
o Altura mínima que podrà assolir l’AR.Drone (control:altitude_min). Per 
defecte són 50 mm. 
o Lloc de realització del vol (control:outdoor). Si pren com a valor 1, l’AR.Drone 
tindrà un comportament apte per a exteriors i si pren com a valor 0, ho farà 
per a interiors. 
o Enviament de les dades de navegació a la freqüència més alta possible, 200 
Hz (control:realtime_navdata). 
- Xarxa: Aquí es trobaran tots els paràmetres que tinguin a veure amb la xarxa, com 
ara el port al que s’envien les dades de navegació o la direcció IP a la que s’ha 
connectat l’aparell que controlarà el drone. 
- Tauler de navegació: Només conté tres paràmetres i tots ells són sobre la 
configuració del sensor i emissor d’ultrasons. 
- Vídeo: Agrupa els paràmetres configurables que guarden relació amb el vídeo captat 
per les càmeres, com ara el còdec usat o els FPS. 
- LEDs: Només conté un paràmetre que serveix per activar en els LEDs que incorpora 
el drone una seqüència d’animació. 
- Detecció: L’AR.Drone 2.0 és capaç de detectar a partir de les imatges capturades 
per les càmeres algunes formes concretes. En aquest apartat es configuren els 
paràmetres que tenen a veure amb aquestes deteccions, com ara el tipus de forma 
que s’està buscant o el color que tenen. 
4.6. Dades de navegació 
Les dades de navegació s’agrupen en paquets. A través de la configuració, l’usuari pot triar 
quins paquets rebre. El paquet bàsic (navdata_demo) informa sobre l’estat del drone, l’estat 
de la bateria, l’altitud i els angles d’inclinació i la velocitat lineal en els 3 eixos. També 
existeix un paquet d’una sola dada que informa sobre quan s’ha publicat el paquet i que 
s’usa com a mesura relativa del temps (navdata_time). També està disponible un que 
informa sobre la intensitat del camp magnètic en cada un dels eixos (navdata_magneto), un 
que ho fa de la velocitat i orientació del vent (navdata_wind_speed) i un que envia les 
mesures captades pels diferents sensors que incorpora l’AR.Drone 2.0 sense cap tipus de 
processament (navdata_raw_measures). La llista completa dels paquets disponibles es pot 
trobar a la guia del SDK. 
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5. Plataforma del codi 
El primer objectiu del treball era trobar un entorn fiable que permetés comandar al drone des 
de un PC de control per tal d’implementar algorismes de control i planificació. Gràcies a la 
popularitat de l’AR.Drone es van trobar un bon grapat d’opcions. A continuació s’expliquen 
totes les possibilitats que es van estudiar. 
5.1. MATLAB 
MATLAB és un entorn de computació numèrica creat per la companyia The MathWorks el 
qual disposa del seu propi llenguatge de programació. Està disponible tant per Windows 
com per plataformes UNIX. Es tracta de programari propietari. 
El MATLAB és una eina molt potent i ens permet controlar sistemes i fer el processat 
d’imatge de manera fàcil gràcies a l’ampli ventall de funcions de les que disposa. Es per això 
que el seu ús resultaria molt avantatjós en la realització d’aquest projecte i va ser la primera 
opció que es va provar. 
La comunicació i control de l’AR.Drone des de MATLAB es fa de la forma més bàsica 
permesa, enviant i rebent missatges (AT Commands) als ports mencionats a l’apartat 4.4. 
Com ja s’ha dit, tots els tipus de missatges que es poden enviar a l’AR.Drone estan indicats 
en la documentació del SDK. 
A continuació es mostra un exemple de codi per MATLAB en que l’AR.Drone s’enlaira, es 
manté flotant durant 6 segons i llavors aterra. 
% S’assigna el número de port i la direcció IP 
ARc = udp('192.168.1.1', 5556, 'LocalPort', 5556); 
% Obertura del port 
fopen(ARc) 
% S’assigna el missatge per dir-li al ARDrone que s’enlairi i s’envia  
PWM = sprintf('AT*FTRIM=1\rAT*REF=2,290718208\r'); 
fprintf(ARc, PWM) 
% S’espera 6 segons 
pause(6) 
% S’assigna el missatge per dir-li al ARDrone que aterri i s’envia 
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PWM = sprintf('AT*FTRIM=0\rAT*REF=1,290717696\r'); 
fprintf(ARc, PWM) 
% Es tanca el port 
fclose(ARc) 
 
Treballar en aquest entorn no presentava grans problemes a l’hora d’enviar les comanes 
però sí que se’n trobaven en la recepció de dades. Com s’ha explicat, aquestes dades estan 
codificades i la seva descodificació és difícil i està poc explicada. Com que tot l’entorn 
s’havia de treballar des de zero i veient que hi havia altres entorns que estaven més 
desenvolupats es va decidir abandonar la opció del MATLAB com a plataforma principal, tot i 
que no es va descartar utilitzar-lo pel processat d’imatge. 
5.2. LabVIEW 
La segona opció estudiada era utilitzar el programa LabVIEW junt amb un paquet de 
funcions i exemples específics per l’AR.Drone anomenat “LabVIEW Interface for AR.Drone”, 
que es pot trobar a la direcció web http://labviewhacker.com . 
 El LabVIEW és una plataforma de programari que permet programar aplicacions per robots 
a alt nivell de forma visual utilitzant llenguatge G, un llenguatge gràfic. Com el MATLAB, es 
pot utilitzar tan en Windows com en plataformes UNIX i és programari propietari. 
En la imatge es mostra el codi usat per les proves que es van fer amb aquest programa, on 
es podia controlar l’AR.Drone a partir d’un panell de control. 
 
Fig. 5.1. Aplicació per l’AR.Drone creada al LabView 
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El codi es llegeix d’esquerra a dreta seguint els cables que surten de les caixetes. El primer 
que es fa és establir els paràmetres de l’AR.Drone (inclinació màxima, vol interior o exterior, 
etc.) i enviar-los. A continuació s’inicien dos bucles simultanis, el superior per rebre les 
imatges de les càmeres de l’AR.Drone, i l’inferior pel control i recepció de les dades de 
navegació. 
Desgraciadament, el paquet encara no estava acabat. Era capaç de controlar l’aparell sense 
problemes però no totes les dades rebudes havien estat descodificades i la recepció de les 
imatges era molt inestable. Era necessari seguir buscant. 
5.3. AR.Drone Autopylot 
La tercera opció va ser un programa escrit en llenguatge C que aprofitava el SDK i era, a 
més, capaç de comunicar-se amb el MATLAB. Aquest programa presentava l’avantatge de 
que, al utilitzar el SDK, la descodificació de imatges i dades ja estava programada. 
El programa anomenat AR.Drone Autopylot desenvolupat per Simon D. Levy, professor de 
la universitat Washington and Lee, permetia el control del drone mitjançant un joystick. Un 
cop enlairat, es podia activar el pilot automàtic a través del joystick. Aquest pilot automàtic 
podia basar el seu control en les dades de navegació i les imatges post-processades gràcies 
al MATLAB. 
Ja que en aquesta opció s’hi va treballar bastant, es farà una explicació més elaborada de 
com funcionava. 
Explicació del funcionament 
Com ja s’ha comentat, en la documentació del SDK es pot trobar una guia de com crear una 
aplicació pròpia per multitud de plataformes. També s’inclouen en el SDK exemples de 
programes per PC que es poden fer servir com a plantilla. En aquests exemples, hi ha una 
part del codi que s’encarrega d’inicialitzar variables i fixar paràmetres del drone (angle 
màxim d’inclinació, còdec del vídeo, freqüència d’enviament de les dades de navegació, ...). 
Al final del codi es pot trobar una taula on hi ha definits els diversos fils d’execució (“threads” 
en anglès). Els fils d’execució són tasques que s’executen de forma paral·lela. Hi ha la 
responsable del control del drone, la que s’encarrega de rebre les dades de navegació, la 
que rep el vídeo i la que s’encarrega de gravar-lo (normalment no s’usa). El codi de cada un 
d’aquests fils d’execució en principi no s’ha de tocar i l’aplicació pròpia es defineix com un 
nou fil dins l’esmentada taula. El codi corresponent es troba a continuació: 
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/* Implementing thread table in which you add routines of your 








Ara bé, el programa Autopylot introdueix dins el fil de recepció del vídeo codi propi per poder 
crear l’enllaç amb el MATLAB. 
 
C_RESULT output_gtk_stage_transform( void *cfg, vp_api_io_data_t *in, 
vp_api_io_data_t *out) 
{ 
 /* Get a reference to the last decoded picture */ 
 pixbuf_data = (uint8_t*)in->buffers[in->indexBuffer]; 
 agent_update(pixbuf_data); 
 return (SUCCESS); 
} 
 
Aquesta funció es troba dins el codi del fil “video_stage” i s’encarrega d’enviar un frame 
(pixbuf_data) a una funció anomenada “agent_update”, que prepara les dades abans 
d’enviar-les a la funció que es comunica amb el MATLAB. 
 
 agent_comm_act(imgbuf, img_width, img_height, bellycam==1, 
&navdata, &commands); 
 
El tros de codi següent es troba dins la funció “agent_update” i és la part on es fa la crida de 
la funció que es comunica amb el MATLAB. Les dades enviades són un frame del vídeo, 
l’amplada i altura del frame, quina càmera és l’activa (frontal o inferior) i les dades de 
navegació. Dins la funció “agent_comm_act”, es passen totes les variables a l’entorn de 
MATLAB i, a través d’una funció escrita en codi per MATLAB, es calculen les diferents 
consignes a partir de les dades de navegació i  les imatges de la càmera. 
Un cop entès el funcionament, es comenten els problemes que es van presentar. El primer 
era que el programa estava pensat per l’AR.Drone 1 i no pel 2 i que a més s’havia realitzat 
amb una versió del SDK antiga. Això va obligar a actualitzar certes parts del codi. 
Un d’aquests canvis es trobava en el codi que s’encarrega de la recepció del vídeo. Degut a 
que la càmera del AR.Drone 2 és més avançada, el codi per descodificar les imatges 
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rebudes és més complex i també augmenten els paràmetres d’inicialització. Després 
d’adaptar el codi, el MATLAB ja era capaç de rebre el vídeo, les dades de navegació i 
controlar el drone a partir d’aquestes. Ara bé, l’adquisició del vídeo presentava talls i les 
dades de navegació no arribaven a intervals constants, problemes importants si es vol 
dissenyar un controlador. Investigant quina podia ser la causa, es va trobar que l’enviament 
de les imatges al MATLAB tenia un cost temporal alt. Com que el codi propi es trobava dins 
el fil del vídeo i no en un separat, creava un coll d’ampolla que alentia també l’adquisició de 
les dades de navegació i l’enviament de comanes al drone. 
Veient les dificultats sorgides, que a més moltes parts el codi i el SDK no eren clares sobre 
el seu funcionament i que l’arrel del problema principal afectava a com s’havia estructurat el 
codi, es va decidir estudiar l’ús d’una nova opció. 
5.4. ROS 
ROS (Robotic Operating System) [2] és un entorn de treball pel desenvolupament 
d’aplicacions per robots. Ofereix multitud d’eines i paquets que ajuden en la creació i 
desenvolupament d’aquestes aplicacions. El llenguatge utilitzat pel codi pot ser tan C com 
Python. En l’actualitat només es considera apte per fer-lo funcionar la distribució de Linux 
Ubuntu, tot i que existeixen versions experimentals tan per Windows com per altres sistemes 
basats en UNIX. Cal destacar que, a diferència de MATLAB i LabVIEW, ROS és programari 
lliure.  
Les aplicacions per ROS s’articulen de la següent forma: 
- Nodes: Són un equivalent als fils d’execució. Cada node s’encarrega d’un procés i es 
comunica amb altres nodes mitjançant els Topics. 
- Topics: Són com taulers d’informació. Els Nodes publiquen als Topics, que contenen 
informació sobre la tasca que estan desenvolupant i que altres nodes poden 
necessitar. Perquè un Node pugui accedir aquests Topics primer s’hi ha de 
subscriure. 
- Launch file: Es tracta d’un fitxer on es fixen els diferents paràmetres dels que disposa 
el robot que es vol controlar. 
Degut a la creixent popularitat de ROS, s’han desenvolupat gran quantitat de drivers per a 
robots comercials. Els drivers simplifiquen la creació d’aplicacions per a un robot concret al 
estandarditzar funcions comunes i oferir funcions especials de forma simplificada. 
L’ardrone_autonomy [3] és un driver de ROS per l’AR.Drone. Està construït sobre el SDK, 
és a dir, l’AR.Drone es comunica a través de les funcions del SDK i aquestes ho fan amb 
ROS mitjançat l’ardrone_autonomy.  
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Així, en el nostre cas, es poden configurar el paràmetres del drone (angle d’inclinació 
màxim, freqüència d’enviament de dades, ...) de forma fàcil a través del “launch file”.  El 
driver permet enviar les comanes al drone amb una simple funció i crea un Topic per les 
dades de navegació i un per les imatges captades per les càmeres. 
També s’utilitza el driver “Joy”, que serveix per rebre dades d’un joystick. Forma part del 
paquet de drivers que incorpora la instal·lació completa de ROS. 
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6. Identificació de la planta 
Com ja s’ha vist, el control de l’AR.Drone no es pot fer directament sobre els motors sinó 
sobre un controlador propi que només permet rebre comanes d’inclinació en els eixos X i Y, 
velocitat de rotació en l’eix Z i velocitat lineal sobre l’eix Z. Això provoca que no es pugui 
buscar un model físic i ajustar paràmetres sinó que davant la incògnita de com funciona el 
controlador intern, el millor procediment és realitzar diferents proves i intentar trobar un 
model simple que s’ajusti als resultats obtinguts. Com que es prefereix que el drone es 
mantingui sempre a la mateixa altura, no es realitzarà el control sobre la velocitat lineal en 
l’eix Z. Com que totes les proves es realitzaran amb el casc de vol interior, el model obtingut 
no funcionarà pel vol amb casc exterior, ja que  el drone es comporta de manera diferent 
depenent del casc utilitzat. 
La identificació del sistema es realitzarà examinant la resposta a l’entrada graó de diferents 
amplituds [5]. S’ha triat l’entrada graó perquè es un tipus de senyal proper al que es 
realitzarà en la pràctica. Es realitzaran proves amb diferents amplituds per observar 
possibles no linealitats. Com s’ha comentat, l’AR.Drone accepta comanes d’inclinació 
relatives (del -1 al 1) respecte una inclinació o velocitat màxima fixada. En els experiments 
s’han agafat les que hi ha per defecte. 0,1 radians d’inclinació màxima i 0,7 rad/s de velocitat 
de rotació màxima. 
En realitzar les proves es va trobar un problema. L’estimació de la velocitat lineal en els 
eixos X i Y es troba utilitzant la càmera inferior de l’AR.Drone. És per això que per una bona 
mesura de la velocitat es necessita una bona il·luminació. Moltes proves es van realitzar en 
zones on no es complia aquest requeriment i es rebien estimacions clarament incoherents 
respecte el que s’observava en la realitat. Un cop es va trobar una àrea apta, es van poder 
realitzar totes les proves necessàries i obtenir bons resultats. 
Gràcies a l’eina System Identification de MATLAB es pot trobar el model per cada eix de 
forma fàcil. 
 
Fig. 6.1. Finestra del System Identification Tool de MATLAB 
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Aquesta eina permet carregar diferents assajos que han de contenir la sortida, l’entrada i la 
freqüència de mostratge utilitzada (200 Hz). El següent pas és estimar la funció de 
transferència, l’eina permet triar el nombre de pols i zeros que ha de tenir i si hi ha d’haver 
retard. Per cada eix s’intenta trobar el model més simple que obté un bon ajust. 
6.1. Eix X o Longitudinal 
En el model, l’entrada és la inclinació relativa en l’eix X i la sortida, la velocitat assolida en 
aquest eix. 
El model obtingut presenta una funció de transferència de 2on ordre amb un retard de 32 
mostres (160 ms). S’ha trobat una zona lineal i una saturació quan es demana una inclinació 
absoluta superior als 2.29 º  o inferior als -2.29 º (0.4 i -0.4 relativa).  
 
S’afegeix també un guany per passar d’inclinació relativa a inclinació absoluta de valor   
଴,ଵ൉ଵ଼଴











‐1 ‐0,7 ‐0,4 ‐0,1 0,2 0,5 0,8
Relació de la velocitat respecte l'inclinació en l'eix X 
Inclinació relativa/Velocitat [mm/s]
Fig. 6.2. Gràfic de la no linealitat en l’eix X 
Fig. 6.3. Model de la planta de l’eix X 
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6.2. Eix Y o Transversal 
En el model, l’entrada és la inclinació relativa en l’eix Y i la sortida, la velocitat assolida en 
aquest eix. 
El model obtingut presenta una funció de transferència de 2on ordre força similar a la de l’eix 
X, però amb prou diferències perquè els dos eixos tinguin comportaments diferents. El 
retard, la saturació i el guany per passar d’inclinació relativa a absoluta sí que són els 
mateixos que els de l’eix X. 
 
6.3. Eix Z o Vertical 
En el model, l’entrada és la velocitat de rotació relativa en l’eix Z i la sortida, l’orientació 
assolida en aquest eix. 
El model obtingut presenta una funció de transferència de 1er ordre amb un retard de 15 








‐1 ‐0,8 ‐0,6 ‐0,4 ‐0,2 0 0,2 0,4 0,6 0,8 1
Relació de la velocitat respecte l'inclinació en l'eix Y 
Inclinació relativa/Velocitat [mm/s]
Fig. 6.5. Model de la planta de l’eix Y 
Fig. 6.4. Gràfic de la no linealitat en l’eix Y 
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3er ordre per reflectir aquesta no linealitat. A la Figura 6.6. es mostra el gràfic amb les dades 
recollides on es mostra la no linealitat i el polinomi de 3er grau que millor s’ajusta a la corba 
es pot veure a l’equació (Eq. 6.1.). 
 
ܨሺݔሻ ൌ 	0,1907 ൉ ݔଷ ൅ 0,8165 ൉ ݔ 
S’afegeix també el guany per passar de velocitat relativa a velocitat absoluta de valor  ଴,଻൉ଵ଼଴గ . 
Per últim, s’ha afegit un integrador perquè la sortida sigui la orientació, ja que forma part de 
les dades de navegació que envia l’AR.Drone. 
 















‐1 ‐0,8 ‐0,6 ‐0,4 ‐0,2 0 0,2 0,4 0,6 0,8 1
Relació de la velocitat relativa de soritda respecte la d'entrada
Fig. 6.6. Gràfic de la no linealitat en l’eix de rotació Z 
Fig. 6.7. Model de la planta de l’eix de rotació Z 
(Eq. 6.1.)
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    EIX X              EIX Y 
      
A partir de les proves realitzades es poden treure com a conclusions que la velocitat màxima 
que pot assolir l’AR.Drone en l’eix X és força superior a la de l’eix Y, 1612 mm/s i 1206 mm/s 
respectivament. També es pot concloure que aquesta velocitat màxima s’assoleix abans en 
l’eix Y que en l’eix X. 
EIX Z 
 
Per l’eix Z s’observa una rampa, ja que com s’ha dit, l’entrada és la velocitat de rotació 
desitjada i la sortida és la orientació.  
Fig. 6.8. Comparació de les proves reals (vermell) amb les simulades (blau) pels eixos X i Y 




















Disseny d’un controlador per l’AR.Drone 2.0 
 
7. Disseny del controlador 
7.1. Eixos X i Y 
Com que l’objectiu final pels eixos X i Y és el de controlar la posició i les dades de navegació 
de l’AR.Drone donen l’estimació de la velocitat, serà necessari l’addició d’un integrador. 
Com que el sistema presenta un retard pur, el disseny del controlador per assignació de pols 
es dificulta, ja que l’ordre del sistema resulta molt elevat. Per aquests casos existeix el 
Smith-Predictor [6]. 
 
Aquesta configuració permet que el retard quedi fora de l’equació característica, facilitant així 
l’assignació de pols. 





Equació característica: 1 ൅ ܩܿሺݖሻ ൉ ܩ݌ሺݖሻ ൌ 0 
Quan s’aplica aquesta configuració però, el sistema passa a ser inestable. És necessària 
una realimentació intermitja de velocitat perquè el sistema sigui estable. Això complica molt 
l’aplicació del Smith-Predictor, ja que perquè no aparegui el retard a l’equació característica 
s’ha d’aplicar dos cops la configuració, una en la realimentació de velocitat i l’altre en la de 
posició. El controlador resultant es pot observar a la Fig 7.2. 
Fig. 7.1. Smith-Predictor 
(Eq. 7.2.)
(Eq. 7.1.)
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Veient que el controlador es complica i donat que amb l’ajuda de SIMULINK es pot trobar un 
de més simple de prestacions similars, es decideix abandonar l’aplicació de el Smith-
Predictor i realitzar un control més convencional: Una realimentació de posició seguida d’un 
controlador proporcional i una realimentació de la velocitat amb un controlador proporcional 
seguida d’un altre controlador proporcional, com es pot apreciar a la Fig. 7.3. 
 
Com que les consignes que admet l’AR.Drone han d’anar entre -1 i 1, s’afegeix una 
saturació. El guany que es troba just després de la planta és per canviar d’unitats la velocitat 
que dóna l’AR.Drone, de mm/s a m/s. 
L’ajust dels controladors es farà seguint el criteri següent: Es vol aconseguir que el sistema 
arribi a l’estat estacionari el més ràpid possible sense que hi hagi sobrepuig ni en la posició 
ni en la velocitat. Com que el mètode d’assignació de pols ja s’ha explicat que resulta difícil 
de realitzar pels sistemes amb retard pur, s’opta per utilitzar el SIMULINK per realitzar 
aquest ajust. A través d’anar variant a poc a poc els paràmetres de cada un dels 3 
controladors i realitzant cada cop una simulació, al final es troben uns valors que compleixen 
els requisits que es volien. 
 X Y 
Kp 0,22 0,3223 
Kv 0,6 1,2 
Kv2 0,00027 0,000308 
Fig. 7.2. Smith-Predictor aplicat al eix X/Y de l’AR.Drone 2.0 
Fig. 7.3. Disseny final del controlador per l’eix X/Y 
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Els pols dominants del sistema resultant són els següents: 
X Y 
0,9967 + 0,0034i 0,9941 + 0,0068i 
0,9967 - 0,0034i 0,9941 - 0,0068i 
0,9967 0,9947 
A la Fig 7.4. es mostra la resposta de la velocitat al graó unitari pels eixos X i Y. 
 
Com s’observa, s’ha aconseguit una acceleració i una frenada suau i sense sobrepuigs. 
També s’observa clarament com l’eix Y ofereix una resposta més ràpida que l’eix X. 
A la Figura 7.5., es mostra la resposta del sistema al graó unitari pels eixos X i Y. 
 
Com en la velocitat, s’ha aconseguit que la posició final s’assoleixi de forma suau i sense 
sobrepuigs. 
Fig. 7.4. Resposta de la velocitat al graó unitari pels eixos X i Y 
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7.2. Eix Z 
En el cas del control de l’orientació en l’eix Z, l’AR.Drone és capaç de donar l’estimació de 
l’orientació i per això no cal l’integrador. En aquest cas sí que es pot aplicar el Smith-
Predictor sense dificultats. 
 
El polinomi que s’observa en la Fig 7.6. és l’invers del que es troba dins la planta, 
aconseguint així linealitzar la resposta. La seva equació és:  
ܨሺݔሻ ൌ 	െ0,1974 ൉ ݔଷ ൅ 1,187 
A continuació es realitza l’ajust del controlador proporcional pel mètode d’assignació de pols. 





On ܩܿሺݖሻ ൌ ܭ݌ 
 ܩ݌ሺݖሻ ൌ 	 ଴,଴ସଽ଼ଵଵି଴,ଽସଷ଼൉௭షభ 
 ܫ݊ݐ݁݃ݎܽ݀݋ݎሺݖሻ ൌ 	 ்௦൉ሺ௭ାଵሻଶ൉ሺ௭ିଵሻ  
Equació característica:   1 ൅ ܩܿሺݖሻ ൉ ܲିଵ ൉ ܲ ൉ ܭ௏ோ௭௥௔௏ோ௭ ൉ ܩ݌ሺݖሻ ൉ ܫ݊ݐ݁݃ݎܽ݀݋ݎሺݖሻ ൌ 0 




ଶ൉ሺ௭ିଵሻ ൌ 0 
Es vol que els pols de l’equació característica siguin reals purs i que s’arribi a l’estat 
estacionari el més ràpid possible. Amb aquestes condicions trobem: 
ܭ௣ ൌ 0,08253 
ݖଵ ൌ 0,97109 
ݖଶ ൌ 0,97149 
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En la Fig. 7.7 es mostra la resposta al graó del sistema amb el Smith-Predictor comparat 
amb un sistema amb un llaç de control tancat seguit d’un controlador proporcional. 
 
S’observa com el Smith-Predictor ofereix millors prestacions que les que pot oferir un llaç de 
control tancat. 
7.3. Planificador i filtre 
Amb el controlador implementat, s’observa que les trajectòries en el pla XY que segueix 
l’AR.Drone 2.0 no són necessàriament les d’una recta. Això és degut a  dos factors: la 
diferència de comportament entre l’eix X i Y i que les trajectòries realitzades en aquests dos 
eixos estan desacoblades. Per evitar-ho es decideix implementar un planificador [7] i afegir 
un filtre en l’eix Y, l’eix ràpid, perquè tingui un comportament el més semblant a l’eix X. El 
planificador, en ves de donar la posició final a la que ha d’anar l’AR.Drone, entrega posicions 
intermèdies a cada eix. Per generar aquests punts intermedis, es separa el recorregut en 
tres trams: acceleració, velocitat màxima i desacceleració. L’eix on es realitza el major 
desplaçament marca el ritme, és a dir, es genera el punt intermedi per aquest eix i després 
es busca el punt per l’altre eix de manera que el recorregut complet s’ajusti a una recta. 
Pel disseny del filtre, perquè l’eix Y tingui el mateix comportament que el X ha de tenir els 
mateixos pols dominants. Així, el numerador del filtre ha de col·locar zeros allà on es troben 
els pols dominants de l’eix Y i el denominador ha d’afegir els pols dominants de l’eix X. Per 
realitzar el procés s’utilitza MATLAB per trobar els pols dominants de l’eix X i Y. En la Figura 
7.8. es pot observar a l’esquerra els pols i zeros per l’eix X i Y i a la dreta s’ha ampliat a la 
zona on es troben els pols dominants. 
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Un cop localitzats, es construeix el filtre de la manera anteriorment descrita. En la Figura 7.9. 
s’observen els zeros del filtre, que coincideixen amb els pols dominants de l’eix Y, i els seus 
pols, que coincideixen amb els pols dominants de l’eix X. 
 
Per comprovar el funcionament del planificador i el filtre, es simula una recorregut. Es tracta 
d’un circuit simple en forma de triangle amb vèrtex ubicats a les coordenades (0,0), (3,1) i 
(6,0), expressades en metres. En la Fig 7.10. es mostra els resultats obtinguts amb el model 
amb planificador i filtre i el model original. 
Fig. 7.8. Pols i zeros del sistema de l’eix  X i Y 
Fig. 7.9. Pols i zeros del filtre per l’eix Y 
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Com es veu, el filtre i el planificador aconsegueixen que les trajectòries siguin rectes. 
7.4. Validació experimental 
Per comprovar el funcionament del controlador, es decideix realitzar diverses proves. La 
primera són graons d’amplitud 6 metres pels eixos X i Y per poder comparar el 
comportament real amb la simulació del model creat. A la Figura 7.11, trobem a l’esquerra la 
resposta en l’eix X i a la dreta la de l’eix Y. 
 
Les següents proves són realitzar el mateix circuit en forma de triangle usat anteriorment. La 
primera prova es fa sense el filtre i el planificador. En la Fig. 7.12 es pot apreciar la 
Fig. 7.10. Comparació entre el recorregut realitzat amb (blau) i sense (vermell) planificador i filtre 
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trajectòria del drone segons les dades registrades a la prova i la trajectòria  obtinguda a 
partir de la simulació.  
 
A continuació es realitza la prova ja amb el filtre i el planificador. Com en la figura anterior, es 
mostra el resultat obtingut en la prova real i el de la simulació. 
 
Com es pot apreciar, amb el filtre i el planificador s’aconsegueix que les trajectòries de 
l’AR.Drone siguin més rectes. El fet que no siguin línies completament rectes es deu 
principalment a pertorbacions durant el vol. 
En resum, el comportament del controlador per l’eix X i Y en la realitat s’ajusta força bé al 
que s’obté en la simulació. Gràcies a aquestes proves podem concloure que el model 
obtingut s’ajusta bé i el controlador triat funciona correctament i ens dona unes bones 
prestacions. 
Fig. 7.12. Comparació entre el recorregut real (blau) i el simulat (vermell) sense filtre ni planificador 
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També es realitza una prova pel controlador de l’eix de rotació Z per un graó de 90º. A la 
Figura 7.14 es pot veure la comparació entre la prova real i la simulada. 
 
Podem concloure que el Smith-Predictor funciona correctament en la realitat, donant un 
comportament gairebé igual al de la simulació. 
Fig. 7.14. Comparació entre la prova simulada (vermell) i la prova real (blau)en l’eix de rotació Z 
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8. Control per visió 
En aquest apartat s’explicaran les diferents tasques que es vol que l’AR.Drone 2.0 realitzi 
usant la visió i com s’han implementat. 
Per realitzar el tractament d’imatge s’utilitza OpenCV (Open Source Computer Vision 
Library) [4]. OpenCV és una biblioteca lliure que disposa d’una gran quantitat de funcions 
específiques pel tractament d’imatges. Es poden utilitzar tan en llenguatge C com en Python. 
La comunicació entre ROS i OpenCV està ja preparada. ROS incorpora la funció 
CV_BRIDGE, on s’entra la imatge en estàndard ROS i es retorna preparada per ser usada 
per les funcions d’OpenCV. Ara bé, CV_BRIDGE no funciona del tot bé amb la noves 
versions d’OpenCV (a partir de la 2.0) i és necessari un pas més, convertir la imatge en un 
vector de NumPy.  NumPy és una extensió del llenguatge de Python que agrega millor 
suport per vectors i matrius. 
8.1. Tasca 1 
La primera tasca que es vol realitzar és una de molt simple. Consisteix en que l’AR.Drone 
sigui capaç de mantenir-se volant sobre una figura impresa que es troba al terra. La figura 
que es vol detectar consta d’un cercle vermell dins d’un cercle groc. A continuació 
s’explicarà quins tractaments es fan sobre la imatge per trobar el centre de la figura i com es 
calcularan les consignes pels diferents eixos. 
L’operació que es realitza primer sobre la imatge és la de “blur”. Consisteix en calcular cada 
valor dels píxels de la imatge com a mitja del valor dels píxels veïns, permetent filtrar soroll. 
A continuació es passa la imatge al model de color HSV  (Hue, Saturation, Value – Tonalitat, 
Saturació, Valor). Aquest model defineix el color en les tres components mencionades 
donades en coordenades cilíndriques. Els valors de la tonalitat poden variar entre 0 i 360°. 
El vermell es troba als 0°, el groc als 60°, el verd als 120° i el blau als 240°. La següent 
operació és detectar en la imatge els dos cercles de forma separada. Per fer-ho, es filtren 
tots aquells colors que no coincideixen amb el groc del cercle gran i es guarda com a una 
imatge binaritzada. Es repeteix el procés però pel vermell del cercle petit i es guarda en una 
altra imatge. Es fa una busca de contorns en les dues imatges i es pinten el seus interiors de 
color blanc. Amb això s’aconsegueix que entre les dues imatges existeixi una zona de 
solapament, que coincidirà amb el cercle vermell. A partir de realitzar una conjunció lògica, 
es troba exactament aquesta zona. Com que és possible que es detectin altres zones de 
petita mida, es fa una nova cerca de contorns i es pinta només aquell de major mida. Un cop 
aïllat el cercle, es busca el seu centre.  
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Com que es vol que el punt del centre del cercle coincideixi amb punt del centre de la 
imatge, es resten aquests dos punts per obtenir un vector que marca la distància en píxels 
que s’ha de recórrer en cada eix per assolir-ho.  Aquestes distàncies es passen a metres a 
partir d’una fórmula que depèn de l’altura del drone.  
݉ ൌ ௣൉଴,଴଴଴ଵସହଽ൉௔௟௧ଵ଴଴  
On p és la distància en píxels, alt l’altitud del drone i m la distància en metres. La fórmula es 
va trobar mesurant a diferents altures la distància captada en l’amplitud de la imatge i 
ajustant les dades a una recta. 
Els valors resultants es troben en la referència del drone i per tant és necessari passar-los a 
la referència absoluta. El valors resultants seran les consignes pels eixos X i Y. A l’eix de 
rotació Z la consigna serà sempre mantenir-se a l’orientació 0º. 
8.2. Tasca 2 
En la segona tasca es vol aconseguir que l’AR.Drone sigui capaç de seguir una línia 
vermella dibuixada al terra. A continuació es detalla quins tractaments es fan sobre la imatge 
per trobar la ubicació i orientació de la línia i com es calculen les consignes.  
Els primers passos són els mateixos que en la primera tasca: realitzar un “blur”, passar la 
imatge al model de color HSV i filtrar de la imatge tot allò que no tingui el color de la línia. Tot 
seguit es fa una cerca de contorns i s’agafa només el d’àrea més gran. En aquesta operació 
s’està suposant que el color del terra no és el mateix que el color de la línia. Després 
s’ajusta la zona trobada a un polígon de pocs vértexs i es pinta. El resultat és una línia força 
definida. 
Fig. 8.1. Imatge captada i imatge post-processada en la Tasca 1 
(Eq. 8.1.)
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Tot seguit es busca a 5 files de la imatge la localització de la línia. Amb això 
s’aconsegueixen 5 punts. Amb el central es mira quants píxels el separen del centre de la 
imatge i es passa a metres seguint la fórmula trobada anteriorment (Eq. 8.1.). El valor 
resultant passat a referència absoluta és la consigna que s’envia al controlador de l’eix Y. 
Amb un dels punts superiors i el central es calcula l’angle d’inclinació amb que el drone 
percep la línia i s’envia al controlador d’orientació de l’eix Z sumat a l’orientació actual. Al 
controlador de l’eix X es van entregant valors d’ordre creixent perquè el drone vagi avançant. 
En la captura de la dreta de la Fig 9.2. es poden observar els 5 punts trobats i la recta que 
els uneix. A la captura de l’esquerra es mostra la imatge captada per la càmera amb la línia 
detectada dibuixada a sobre. 
8.3. Tasca 3 
La tercera tasca utilitza la càmera frontal per poder seguir una figura a mesura que aquesta 
es mogui per l’espai.  
Els tractaments que rep la imatge són els mateixos que es duen a terme a la tasca 1, és a 
dir, al final s’aconsegueix una imatge on el cercle vermell està aïllat.  
 
Fig. 8.2. Imatge captada i imatge post-processada en la Tasca 2 
Fig. 8.3. Imatge captada i imatge post-processada en la Tasca 3 
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A continuació es busca el centre i l’àrea del cercle. A partir de la mida de l’àrea, es pot saber 
la distància a la que està la figura utilitzant la fórmula següent:  
݀ ൌ 16,17 ൉ ܽି଴,ସସ଴ଶ 
On a és l’àrea calculada i d la distància en metres. Aquesta fórmula es va trobar mesurant a 
diferents distàncies l’àrea amb la que es percebia el cercle interior. Les dades es van ajustar 
a una funció exponencial, ja que a molt poca distància l’àrea percebuda es fa infinita i a 
molta distància es fa nul.la. 
Com que es vol que el drone es mantingui sempre a una certa distància de la figura, es 
programa de tal manera que si es troba a més de 110 cm se’l fa apropar fins als 100 cm. Si 
es troba entre 110 i 90 cm se’l fa mantenir la posició i si es troba més a prop de 90 cm se’l fa 
retrocedir fins als 100 cm. Aquestes comanes passades a la referència absoluta seran les 
que s’enviaran a  l’eix X. Com que es vol que la figura sempre estigui centrada en la imatge, 
es calcula la consigna d’orientació de l’eix Z de la forma següent. Com que s’ha comprovat 
que en l’eix horitzontal l’obertura angular de la càmera és de 68º,  es mira la distància a la 
que es troba el centre de la figura respecte el centre de la imatge i es calcula l’angle que 
s’ha de girar sabent que d’un extrem de la imatge al seu centre hi ha 34º. L’angle trobat es 
suma a l’orientació actual i aquesta serà la consigna. Amb aquest comportament, la 
consigna relativa de l’eix Y serà sempre 0. 
(Eq. 8.2.)
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9. EL PROGRAMA 
Es va partir d’un programa anomenat “ardrone_tutorials” creat per Miker Hamer [8] amb 
llicència BSD. L’autor fa ús d’aquest programa en diversos tutorials per explicar el 
funcionament del ardrone_autonomy. El llenguatge utilitzat per escriure el programa és 
Python. 
Agafant com a base el codi d’aquest programa, es va modificar i ampliar perquè s’adaptés al 
propòsit del treball. El programa exemple permetia controlar el drone amb un joystick i rebia 
les dades de navegació i les imatges de les càmeres. Les modificacions es van fer perquè 
tingués una comportament similar al del programa Autopylot, és a dir, ser capaç de controlar 
el drone amb el joystick i a més, controlar l’activació o desactivació d’un pilot automàtic que 
basés el seu comportament en les dades de navegació i en la visió utilitzant el controlador 
dissenyat. 
9.1. Estructura del programa 
En la Figura. 9.1. es mostra el gràfic de l’estructura completa del programa resultant, creada 
amb l’eina ROS Graph. 
 
Es poden apreciar els diferents Nodes (el·lipses) i Topics (rectangles) dels que consta el 
programa. 
Fig. 9.1. Gràfic que representa l’estructura i dependències del programa 
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- El Node joy_node s’encarrega de rebre del joystick, connectat per USB, els botons o 
palanques que estan sent premuts. Tota aquesta informació la publica en el Topic /joy.  
- El Node joystick_controller és el que correspon a la nostra aplicació. Està subscrit al Topic 
/joy per saber els botons que s’estan prement en el joystick, i també als Topics 
ardrone/navdata i ardrone/imatge_raw, que són els que publiquin les dades de navegació i 
les imatges de les càmeres respectivament. Alhora, publica al Topic cmd_vel, en que 
s’indica les inclinacions o velocitats dels diferents eixos, i a uns altres tres Topics en que s’hi 
publica quan es vol que el drone s’enlairi, aterri o entri en el mode d’emergència. La part del 
codi que correspon al controlador i la que correspon al processat d’imatge només es 
comuniquen a través del Topic  /consignes, en que es publiquen les consignes per cada eix 
generades a partir de la visió. Això dona al codi una estructura  modular i permet modificar 
una part sense tenir efectes sobre l’altre. El Topic /dades agrupa totes les dades de 
navegació que es consideren importants pel control del drone. Més endavant es detallarà el 
contingut d’aquests dos Topics. 
- Per últim, es té el node ardrone_driver, que és el que parla amb el drone a través del SDK. 
El Topic /dades agrupa aquelles dades de navegació que es consideren rellevants del Topic 
/ardrone/navdata i s’afegeixen de noves, com ara la posició del drone. En la llista següent es 
mostra el seu contingut: 
- tm: Número que marca el temps en que s’ha publicat el paquet de dades. 
- state: Estat del drone, representat amb un número. 
- rotX, rotY, rotZ: Angle d’inclinació en cada un dels eixos en graus. 
- vx, vy: Velocitat lineal en els eixos X i Y en mm/s. 
- vrz: Velocitat de rotació en l’eix Z en graus/s. 
- ax, ay, az: Acceleració lineal en cada un dels eixos, les unitats són respecte la 
gravetat terrestre ( 1 indica 9.8 m/s2). 
- rx, ry, rgz: Consignes en cada un dels eixos. Pels eixos X i Y en metres i per l’eix Z 
en graus. 
- ux, uy, urz: Comanes enviades al drone, poden prendre valors entre -1 i 1. 
- altd: Altitud a la que està el drone en cm. 
- batteryPercent: Tant per cent de bateria que queda disponible. 
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- pilotauto: Si està desactivat el pilot automàtic pren per valor 0 i si està activat pren 
per valors el 1, 2 o 3 depenent de la tasca que està realitzant. 
- cameraactiva: Indica quina és la càmera activa, 0 per la frontal i 1 per la inferior. 
- detectat: Indica si s’ha detectat la figura de referència (tasca 1 i 3) o la línia (tasca 
2). Pren per valor 1 si s’ha trobat i 0 en cas contrari. 
El Topic /consignes, com s’ha explicat, serveix per enviar les consignes generades a partir 
de la visió al controlador. El seu contingut és el següent: 
- Rx, Ry, Rz: Consignes en cada un dels eixos. Pels eixos X i Y en metres i per l’eix 
Z en graus. 
- detectat: Indica si s’ha detectat la figura de referència (tasca 1 i 3) o la línia (tasca 
2). Pren per valor 1 si s’ha trobat i 0 en cas contrari. 
- hover: Indica si es vol que s’activi el mode hover. Pren per valor 1 si es vol que 
estigui actiu i 0 en cas contrari. 
9.2. Funcionament del programa 
El primer que fa el programa és crear una finestra on es mostra el que està capturant la 
càmera activa. Sota d’aquesta finestra es pot veure el tant per cent de bateria que queda, 
l’estat del drone (aterrat, mode “hovering, mode emergència, volant, aterrant o enlairant), la 
càmera activa (frontal o inferior ), l’estat del pilot automàtic (desactivat o realitzant alguna de 
les tasques possibles) i la posició i orientació del drone. Quan es tanca aquesta finestra, el 
programa s’atura.  
 
Fig. 9.2. Finestra on es mostra les imatges captades per la càmera activa 
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Mentre la finestra es mantingui oberta, l’AR.Drone respondrà depenent dels botons o 
palanques premudes al joystick. Quan s’activa el pilot automàtic, no es pot controlar el drone 
de forma manual fins que no es desactiva.  
El pilot automàtic s’encarrega de processar les imatges captades per la càmera activa i 
depenent del que es vulgui realitzar es calculen les consignes pertinents pels diferents eixos. 
El controlador, fent ús de les dades de navegació com a “feedback”, calcula i envia l’entrada 
a cada eix. Cada cop que s’activa o desactiva el pilot automàtic, la posició i orientació del 
drone queda marcada com la nova referència absoluta. En el diagrama de flux de la Figura 
9.3. es mostra el funcionament general del programa.  
 
9.3. Ús del programa 
Per fer funcionar el programa primer és necessari un ordinador que tingui instal·lada la 
distribució Ubuntu del sistema operatiu GNU/Linux. També es necessita realitzar la 
instal·lació completa de ROS, el driver per ROS “ardrone_autonomy” i  OpenCV 2. A 
l’apartat A de l’annex es pot trobar una guia per realitzar la instal·lació del programari 
necessari. 
Abans d’arrencar el programa, és necessari connectar-se a la xarxa Wi-Fi creada per 
l’AR.Drone 2.0. El nom d’aquesta serà “ardrone2” seguida d’un número. Un cop s’ha realitzat 
la connexió, s’ha d’introduir des del terminal d’Ubuntu la següent comana: 
roslaunch projectefc arrenca.launch 
Un cop introduïda s’iniciarà el programa i s’obrirà la finestra vista anteriorment. Ara ja es pot 
fer enlairar l’AR.Drone 2.0 prement el botó d’enlairar. El control manual ve activat per 
defecte. Per activar el pilot automàtic, l’AR.Drone ha d’estar ja enlairat. Cada cop que es 
premi el botó de pilot automàtic es canviarà de tasca. Es podrà saber la tasca activa 
observant la part inferior de la finestra, on sortirà indicat. Les tasques disponibles són les 
següents: 
Fig. 9.3. Diagrama de flux que mostra el funcionament del programa 
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Tasca 1: Sobrevolar la figura de referència (Es pot trobar a l’annex C). 
Tasca 2: Seguir una línia de color vermell 
Tasca 3: Seguir la figura de referència (Es pot trobar a l’annex C). 
Quan l’AR.Drone detecti la figura de referència o la línia, els seus LEDs pampallugaran en 
color verd, en cas que no es detecti ho faran en color vermell. Es recomana que la ubicació 
on es realitza el vol sigui un interior ben il·luminat. 
Per tornar al control manual cal prémer el botó de desactivar pilot automàtic. Quan es vulgui 
parar l’execució, cal primer aterrar el quadrotor i després tancar la finestra. En cas de que es 
vulgui interrompre el vol de manera brusca a causa d’un perill s’ha de prémer el botó de 
mode emergència. Això farà que els motors del drone deixin de girar de cop i aquest caurà 
en picat. Per sortir del mode emergència s’haurà de tornar a prémer el botó. Es pot saber si 
el drone es troba en mode emergència perquè es mostrarà a la part inferior de la finestra. 
Quan la càrrega de la bateria sigui inferior al 20% ja no es podrà enlairar el drone. 
A la Fig. 9.4. es mostra l’assignació de botons que s’ha triat per realitzar les diferents 
maniobres i per activar i desactivar el pilot automàtic. 
Fig. 9.4. Assignació de botons del joystick pel control de l’AR.Drone 2.0 
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10. Proves finals i correccions 
10.1. Tasca 1 
Els resultats obtinguts en les proves eren insatisfactoris. El drone trobava la figura de 
referència sense problemes però no era capaç de mantenir-se a sobre, ja que les consignes 
enviades són massa petites per contrarestar les pertorbacions i l’àrea que captura la càmera 
inferior és molt petita, ja que, a diferència de la frontal, no és de gran angular. Tot i així, el 
drone hauria de ser capaç de tornar a la posició on es troba la figura, però degut a que la 
mesura de velocitat no és perfecte, molts cops la posició real del drone acaba sent força 
diferent a la que el drone creu que té. Per resoldre això, es va decidir afegir un cercle d’un 
metre de diàmetre al voltant de la figura de referència. A més, es va decidir reduir la mida de 
la figura de referència per aquesta tasca. 
 
Ara, quan es detecti la figura de referència, es farà entrar al drone en mode “hover”. Si 
aquesta es perd de vista, es buscarà el cercle exterior. En cas de que es trobi, es farà servir 
per trobar la direcció on es troba la figura de referència. La consigna enviada al drone serà 
que es mogui mig metre en aquesta direcció. 
 
Fig. 10.1. Fotografia de la figura de referència envoltada pel nou cercle afegit 
Fig. 10.2. Imatge captada i imatge postprocessada on es veu el cercle i la direcció al seu centre 
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D’aquesta manera, l’AR.Drone no es manté flotant sobre un punt però sí sobre l’àrea 
delimitada per un cercle d’un metre de diàmetre. 
10.2. Tasca 2 
En aquesta tasca no varen ser necessaris realitzar ajustaments. En la Figura 10.3. es pot 
observar en vermell la trajectòria realitzada pel drone i en blau el circuit que havia de seguir. 
 
10.3. Tasca 3 
Les proves realitzades van mostrar un bon comportament però es van trobar aspectes a 
millorar. Quan la figura de referència està més a prop d’un metre, el drone ha de recular, 
però ho fa de forma lenta i pot acabar impactant amb la figura si aquesta es mou cap a ell. 
Així que es decideix multiplicar per 2 la distància a recular per abandonar la zona de perill de 
forma ràpida. 
També es decideix implementar una funció de cerca en cas de que el drone perdi de vista la 
figura de referència. Si passa més d’un segon sense detectar-se, el drone començarà a girar 
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Fig. 10.3. Trajectòria del drone comparada amb la forma del circuit a seguir   
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11. Avaluació del impacte ambiental 
El projecte de realitzar un controlador per l’AR.Drone 2.0 és, fonamentalment, un projecte 
informàtic i, com a tal, no produeix un impacte directe sobre el medi. Ara bé, el programari 
està destinat a una plataforma física, l’AR.Drone 2.0, i s’ha utilitzat un ordinador per 
desenvolupar-lo i executar-lo. Per tant, caldrà avaluar l’impacte d’aquests dos aparells. 
Ordinador portàtil 
Fabricació 
Un ordinador està format majoritàriament per plàstics, acer, silici, alumini i coure. Es calcula 
que durant la fabricació d’un ordinador són necessaris 240 kg de combustibles fòssils, 22 kg 
de substàncies químiques i 1500 kg d’aigua. [9] 
En la fabricació de xips s’utilitzen gran quantitat de substàncies químiques. Els retardants de 
flama utilitzats en els xips estan compostos per halògens i durant la seva aplicació s’alliberen 
dioxines. Les dioxines són altament tòxiques, ja que poden interferir amb el sistema 
immunitari i inferir amb certes hormones, causant càncer. Durant la fabricació, també s’emet 
perfluorocarboni, que contribueix a l’efecte hivernacle. [10] 
Processat posterior 
Un cop acabada la vida útil de l’ordinador, es desmunta i les diferents parts es tracten o bé 
per reciclar-les o per minimitzar l’impacte en el medi ambient. A la llista següent es mostra el 
tractament realitzat a diferents parts i quin impacte poden ocasionar [11]: 
- Plaques de circuit imprès: S’han de dessoldar i separar els xips. Després es cremen 
les plaques ja sense els xips per extreure els metalls restants. En aquest procés es 
pot despendre estany, plom, dioxines brominides, beril·li, cadmi i mercuri. 
- Xips i components que continguin or: S’utilitza àcid nítric i àcid clorhídric per separar 
l’or. Comporta l’emissió de metalls pesats, hidrocarburs i substàncies brominides. 
- Plàstics: Es trituren i es fonen a baixa temperatura per ser reutilitzats. Comporta 
l’emissió d’hidrocarburs i substàncies brominides. 
- Cables: Es cremen per poder extreure el coure. Comporta l’emissió d’hidrocarburs. 
- Recuperació de metalls: S’incineren components on hi hagi metalls per poder 
recuperar-los. Provoca l’emissió de metalls pesats i dioxines. 
- Bateria Ió-Liti: Existeixen diversos procediments per aconseguir separar els seus 
components i que puguin ser reutilitzats. El més efectiu i amb menys impacte 
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ambiental consisteix en separar els components amb un dissolvent orgànic, ara bé, 
això fa augmentar el cost. [12] 
AR.Drone 2.0 
Els components i materials dels que està format l’AR.Drone s’han descrit en el capítol 5. En 
la llista següent es descriu l’impacte ambiental que tenen en la seva fabricació i el posterior, 
un cop acabada la seva vida útil. 
- Parts EPP: L’EPP no conté ni hidrocarburs ni compostos orgànics volàtils ni metalls 
pesats. Al no ser tòxic es pot reutilitzar sense rebre cap tipus de tractament [13]. 
- Parts de Nylon 6-6: La matèria prima del Nylon 6-6 és un derivat del petroli i, com tal, 
és una font no renovable. Un dels subproductes de la seva fabricació és el òxid 
nitrós, un gas que contribueix enormement a l’efecte hivernacle [14]. El Nylon 6-6 es 
pot reciclar de dos maneres, o bé triturar-lo i preparar-lo per un nou ús o bé 
descompondre’l en monòmers i polimeritzar-lo de nou [15].  
- Parts de fibra de carboni: En la seva producció es pot crear com a derivat àcid 
cianhídric, amoníac i compostos orgànics volàtils. Aquests contaminants són tòxics i 
considerats perillosos. També s’emeten gasos d’efecte hivernacle com ara el ja 
esmentat òxid nitrós i monòxid de carboni. Tot i que es pot reciclar, la fibra reciclada 
no és tan forta com la original i li fa perdre moltes de les seves aplicacions [16]. 
- Parts electròniques: El seu impacte ja ha estat descrit quan s’ha parlat de l’ordinador. 
- Bateria LiPo: El que genera més impacte no és el muntatge de la bateria sinó 
l’obtenció dels metalls (Liti, cobalt, ...) i polímers necessaris per la seva fabricació. El 
seu procés de reciclatge consisteix en la separació dels diferents components i 
posterior ús per separat. 
Emissions derivades del consum energètic 
La bateria utilitzada en l’AR.Drone 2.0 és de 1Ah i 11,1 V i per tant es necessiten 
aproximadament 40 kJ per recarregar-la (1 Ah ·3600·11,1V = 39960 J). En la realització del 
projecte es calcula que es van carregar les bateries un centenar de vegades. 
En el cas de l’ordinador portàtil, té una potència màxima de 120 W i es calcula que s’ha 
treballat amb ell al voltant de les 400 h. Per tant, s’han gastat 48 kWh. 
Tot i que el treball no sempre s’ha realitzat en una mateixa ubicació, es calcula que la 
potència mitjana de la il·luminació és de 120 W i per tant s’han gastat en el transcurs del 
projecte 48 kWh. 
El mix elèctric per l’any 2012 es va calcular en 300 g CO2/kWh [17]. Es calcula així l’emissió 
de CO2 derivada de la realització del treball de la forma següent: 
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ቀଵ଴଴	௖à௥௥௘௚௨௘௦൉ସ଴	௞௃ଷ଺଴଴	௞௃/௞ௐ௛ ൅ 48	ܹ݄݇ ൅ 48	ܹ݄݇ቁ ൉ 300݃	ܥܱଶ/ܹ݄݇ ൌ 	29,13	݇݃	ܥܱଶ 
També es pot extreure les emissions derivades per cada utilització del programa. Partint de 
que la bateria de l’AR.Drone dura aproximadament 15 minuts, es calcula el següent:  
ቀ ସ଴	௞௃ଷ଺଴଴	௞௃/௞ௐ௛ ൅ 0,12	ܹ݇ ൉ 0,25	݄ቁ ൉ 300݃	ܥܱଶ/ܹ݄݇ ൌ 	12,33	݃	ܥܱଶ 
(Eq. 11.1.)
(Eq. 11.2.)
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12. Cost del projecte 
En aquest apartat s’avaluarà el cost que ha comportat la realització d’aquest projecte. Els 
costos es divideixen en 4 apartats.  
12.1. Cost del maquinari 
En aquest apartat s’inclou tots aquell maquinari que s’ha fet servir durant la realització del 
projecte i que és necessari per l’explotació d’aquest. Durant la realització del projecte un dels 
motors de l’AR.Drone 2.0 va deixar de funcionar i va ser necessària l’adquisició d’un de nou. 




Us (mesos) Cost (€) 
AR.Drone 2.0 307 72 4,26 8 34,08 
Portàtil 1200 72 16,67 8 133,36 
Joystick 40 60 0,67 8 5,36 
Nou motor 53,08 72 0,74 1 0,74 
TOTAL     173,54 
12.2. Cost del programari 
Aquí s’inclou tot aquell programari que ha suposat un cost. Tan Ubuntu com ROS i OpenCV 
és programari lliure i gratuït. 




Us (mesos) Cost (€) 
MATLAB 
(Student version) 140 12 11,67 8 93,36 
Microsoft Office 119 48 2,48 8 19,83 
TOTAL     113,19 
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12.3. Cost del personal 
Aquí s’inclou el cost que es deriva de la despesa temporal que ha realitzat l’estudiant a l’hora 
de realitzar el projecte i del director del projecte en guiar, assessorar i resoldre dubtes durant 
la seva realització. 
Concepte Cost per hora (€/h) Temps dedicat (h) Cost (€) 
Estudiant 30 400 12000 
Director 60 100 6000 
TOTAL   18000 
12.4. Cost energètic 
Aquí s’avalua el cost de l’energia gastada durant la realització del projecte. 
Energia gastada per l’ordinador: 120W x 400h = 48 kWh 
Energia gastada en les bateries de l’AR.Drone 2.0: 40 kJ x 100 càrregues = 1,11 kWh 
Energia gastada en il·luminació: 120W x 400h =  48 kWh 
Cost energètic total = 97,11 kWh x 0,140728 €/kWh = 13,66 € 
12.5. Cost total 
Per tant, el cost total de la realització del projecte ha sigut el següent. 
Cost del maquinari 173,54 € 
Cost del programari 93,36 € 
Cost del personal 18000 € 
Cost energètic 6,91 € 
TOTAL 18273,81 € 
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Conclusions 
L’AR.Drone 2.0 és un quadrotor molt versàtil. Gràcies al SDK publicat per Parrot, s’han creat 
diferents plataformes on poder crear aplicacions. La més avançada i que ofereix millors 
prestacions és sens dubte ROS amb el driver “ardrone_autonomy”. 
Un dels majors problemes a l’hora de dissenyar un controlador per l’AR.Drone 2.0 és que no 
es pot manipular directament l’entrada de cada un dels motors. El que es pot controlar és el 
grau d’inclinació en els eixos longitudinal i transversal i la velocitat de rotació i la velocitat 
lineal en l’eix vertical. Aquest fet provoca que el controlador no es faci sobre el model físic 
sinó sobre un controlador ja fet del que es desconeix la seva estructura. Tot i així, s’han 
trobat uns models força simples que s’ajusten bé al model real i que han permès trobar uns 
controladors amb bones prestacions. 
Gràcies a ROS i a OpenCV, el tractament de les imatges capturades resulta fàcil de 
realitzar. El mètode de detecció utilitzat per trobar una figura dissenyada especialment per 
aquesta tasca és força robust, eliminant gairebé qualsevol possibilitat de donar falsos 
positius. 
Per la implementació de les tasques, es van haver de realitzar alguns canvis respecte la 
idea original perquè funcionessin correctament en la pràctica. El resultat final és el destijat i 
les tres tasques es realitzen de forma correcta. 
En un futur, es podria trobar el model de la planta de l’AR.Drone 2.0 quan utilitza el casc de 
vol interior, afegir un controlador de posició de l’altura del quadrotor i programar noves 
tasques a realitzar a través de la visió. 
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