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Текстові файли є одним з видів файлів, призначених для зберігання 
текстової та числової інформації. Використання файли цього виду в програмах, 
одержання навичок читання даних з таких файлів і запису інформації в них 
відносяться до азів програмування.  
Метою даної лабораторної роботи є освоєння методики використання 
текстових файлів у програмах, написаних мовою Delphi.  
1. ТЕОРЕТИЧНІ ОСНОВИ 
1.1. Загальні принципи роботи з файлами 
Введення даних з клавіатури і виведення їх на екран не завжди зручні: 
часто більш доцільним є використання підготовленого заздалегідь набору 
даних, що зберігається у файлі, і виведення даних у файл з метою подальшого 
використання.  
Стандартними діями, які необхідно виконати для забезпечення можли-
вості роботи з файлом даних, є такі: 
1. Опис файлової змінної. 
2. Зв’язування файлової змінної з ім’ям файлу (ініціалізація файлу). 
3. Відкриття файлу.  
За формою опису файлових змінних у Delphi розглядають три види 
файлів: 
 текстові файли (їх файлові змінні описуються типом TextFile); 
 типізовані файли (їх файлові змінні описуються типами виду 
file of тип); 
 нетипізовані файли (файлові змінні мають тип file). 
Файлова змінна описується звичайним чином: 
var 
  файлова_змінна: файловий_тип; 
Особливістю файлових змінних усіх файлів є те, що з ними не може 
працювати оператор присвоювання. 
Для роботи з файлом одного оголошення недостатньо, бо оголошена 
файлова змінна не є самим файлом або хоча б його ім’ям, відомим операційній 
системі. Це лише внутрішнє ім’я файлу, з яким працює програма. Але програмі 
повинні бути відомі місце розташування файлу (ім’я дисководу та каталог), а 
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також ім’я та розширення, з якими він записаний на диску. Ці відомості 
повідомляються за допомогою оператора AssignFile (призначити файл), що 
має такий формат: 
AssignFile(файлова_змінна, зовнішнє_ім’я_файлу). 
Цей оператор зв’язує ім’я (ідентифікатор) файлової змінної, що фігурує в 
програмі, із зовнішнім ім’ям файлу, яке задається у вигляді рядка (константи, 
змінної, виразу). Зовнішнє ім’я  файлу зазначається з врахуванням методики 
його подання для операційної системи. Воно може бути подане у повному 
вигляді (диск, шлях, ім’я: 'C:\Users\a.txt') або у скороченому – з ураху-
ванням принципів умовчання, що закладені у роботу операційної системи, 
а саме:  
 якщо не зазначене ім’я диска, то розглядається активний диск; 
 якщо не зазначений шлях до файлу, то розглядається поточна тека 
(поточний каталог); 
 якщо шлях починається не із символу \, то відлік шляху почи-
нається також з поточної папки.   
1.2. Робота з текстовими файлами 
Одним з видів файлів, якими може оперувати програма, написана мовою 
Delphi, є текстові файли, які складаються з символьних рядків змінної довжини, 
що завершуються спеціальною комбінацією символів, так званим «кінцем 
рядка». Комбінація «кінець рядка» складається з двох символів – «переведення 
каретки» (#13) і «переведення рядка» (#10). Крім фізичного кінця файлу як 
ознака кінця файлу у текстових файлах сприймається символ «кінець файлу» 
(#26). Такий файл можна підготувати будь-яким текстовим редактором, у тому 
числі редактором, убудованим в інтегроване середовище Delphi (звичайно, його 
можна створити і за допомогою програми, написаною мовою Delphi). 
Опис текстового файлу здійснюється оголошенням файлової змінної типу 
TextFile: 
var 
  файлова_змінна: TextFile; 
Наприклад, якщо оператор 
var 
  f: TextFile; 
 5 
описує текстовий файл, то оператор 
AssignFile(f, 'a.txt') 
зв’язує файлову змінну f з текстовим файлом a.txt, розташованим у 
поточному каталозі активного диска. 
Для роботи із вмістом файлу недостатньо зв’язати внутрішнє ім’я файлу з 
зовнішнім – після виконання оператора AssignFile і до першої операції 
читання з файлу або запису у файл останній повинен бути відкритий. Для чи-
тання даних (тільки для читання) текстовий файл відкривається процедурою 
Reset(файлова_змінна), 
а для запису даних (тільки для запису) у текстовий файл відкриття здійс-
нюють процедурою 
Rewrite(файлова_змінна). 




Виконання кожного з цих операторів позиціює файл на позицію його 
першого символу. Тому відкриття існуючого файлу за допомогою Rewrite 
забезпечує його повне відновлення. 
Для текстових файлів введено ще одну процедуру відкриття для запису – 
Append, яка має той же формат, що і Rewrite: 
Append(файлова_змінна) . 
Відмінність її полягає в тому, що вона працює з існуючим файлом і 
позиціює файл на його кінець, у результаті чого не створюється новий файл, а 
здійснюється дозапис даних у його кінець. Якщо ж за допомогою Append від-
кривається неіснуючий файл, то за аналогією з Rewrite в цьому разі ство-
рюється новий файл. 
З кожною файловою змінною асоціюється спеціальний вказівник, що 
забезпечує доступ до вмісту файлу після його відкриття. При відкритті за 
допомогою Reset і Rewrite вказівник установлюється на початок файлу, а 
при відкритті за допомогою Append – на його кінець. Читання/запис даних 
здійснюється починаючи з того байта файлу, на який вказує вказівник. При 
читанні/запису даних вказівник автоматично «переміщається» по файлу на ту 
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кількість байт, що відповідає зчитаному/записаному обсягу інформації. Резуль-
татом цього є те, що наступний сеанс читання/запису здійснюватиметься з орі-
єнтацією на нове положення вказівника. Оскільки при роботі з текстовими фай-
лами примусове переміщення вказівника неможливе, у них має місце тільки так 
званий послідовний доступ від початку файлу убік  його кінця. 
Якщо при читанні з файлу буде прочитаний символ кінця файлу (#26) 
або досягнутий його фізичний кінець, то виникне помилка часу виконання, для 
виключення якої необхідно перед читанням перевіряти, чи немає позиціювання 
на кінець файлу. Для цього в Delphi уведено функцію 
Eof(файлова_змінна), 
що повертає значення True, якщо в момент звертання до неї виявлений кінець 
файлу, і False – у противному разі. 
По закінченні роботи з файлом його закривають оператором 
CloseFile(файлова_змінна), 
який не є обов’язковим, оскільки при завершенні виконання програми всі 
файли закриваються автоматично. Повторне відкриття файлу без його закриття 
супроводжується попереднім автоматичним закриттям. 
Слід зазначити, що самі по собі файли є просто послідовністю байтів. 
Тому можливі запис вмісту файлу в одному форматі, а читання – в іншому, що 
в більшості випадків є неправильним (наприклад, файл створювався як типі-
зований, а перед обробкою його вмісту здійснюється зв’язування з файловою 
змінною текстового файлу). Дії щодо узгодження вмісту файлу і вибору типу 
файлової змінної для забезпечення доступу до нього покладають на програ-
міста. Потрібно знати, у якому форматі записувалися дані у файл, і користу-
ватися цією інформацією. 
Щоб уникнути помилок, пов’язаних зі спробою відкриття за допомогою 
Reset відсутнього файлу, а також з метою запобігання можливого помилко-
вого видалення існуючого файлу при відкритті за допомогою процедури 
Rewrite рекомендується попередньо перевіряти наявність файлу, для чого 
можливе використання функції 
FileExists(ім’я_файлу), 
що повертає значення True, якщо файл, ім’я якого задане як параметр (тип 
string) існує, і значення False за відсутності файлу. Ця функція не 
перевіряє наявність каталогу. 
Обмін даними між програмою і файлом проводиться не прямо, а через 
спеціальний системний буфер розміром 128 байт. При заповненні буфера йде 
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його автоматичне звільнення з занесенням даних у файл. Оператор 
CloseFile, крім інших дій, переписує з буфера залишок даних. 
Якщо файл не закритий, то, звернувшись до процедури 
Flush(файлова_змінна), 
можна примусово переписати вміст буфера виведення в дисковий файл. 
Для текстового файлу можна створити буфер обміну в самій програмі, а 
не в системній пам’яті, для чого достатньо скористатися процедурою 
SetTextBuf(файлова_змінна, ім’я_буфера, розмір_буфера) 
Другий параметр у ній – це ім’я будь-якої змінної, під яку відведено обсяг 
пам’яті, не менший за значення третього параметра (у байтах). Наприклад, 
SetTextBuf(f, buf, 200); 
де buf – масив, що має такий опис: 
var 
  buf: array[1..200] of Char; 
Третій параметр у цій процедурі можна опустити, залишивши розмір 
буфера таким, що дорівнює раніше установленому (наприклад, установленому 
за умовчанням розміру в 128 байт). Установка розміру буфера проводиться для 
закритого файлу. 
Варто пам’ятати, що текстовий файл може бути відкритий тільки для 
читання або тільки для запису: у текстовий файл, що відкритий для читання, 
неможливо записати дані, як і неможливе читання даних з текстового файлу, 
що відкритий для запису. 
Читання з текстового файлу виконується операторами Read і ReadLn, у 
яких як перший параметр подають ім’я файлової змінної, а далі через кому 
зазначають змінні, в які здійснюється читання даних з файлу.  
У текстовому файлі дані зберігаються в рядковому вигляді; однак, якщо 
елемент даних може бути перетворений у число, це перетворення проводиться 
автоматично при введенні в числові змінні. Елементи числових даних у рядках 
текстового файлу розділяються пробілами або символами табуляції (клавіша 
<Tab>). Якщо рядок файлу вичерпаний, а в операторі Read або ReadLn список 
введення, який складається з числових або символьних змінних, не вичерпався, 
то введення продовжується з наступного рядка. При введенні даних з 
текстового файлу в символьні змінні елементи даних не розділяються. Якщо в 
списку даних після числової змінної йде рядкова, то пробіл, який іде після 
числового значення у файлі, зчитується в рядок (це ж справедливо і при 
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зчитуванні в символьну змінну). Треба враховувати, що при зчитуванні даних у 
рядок пробіли сприймаються як значущі символи, і в рядок потрапляють усі 
дані до комбінації «кінець рядка» або ж (у випадку коротких рядків) до вичер-
пання максимальної довжини рядка. Тому рядкові дані повинні розташовува-
тися в текстовому файлі або наприкінці рядка, або в окремих рядках і читатися 
оператором ReadLn. 
Відмінність операторів Read і ReadLn при читанні з текстових файлів 
полягає в тому, що оператор ReadLn, помістивши значення в останню змінну 
списку введення, переходить на початок наступного рядка, не зчитуючи дані, 
що залишилися в рядку файлу, а оператор Read залишається готовим зчиту-
вати дані з наступної позиції поточного рядка. Наприклад, якщо в текстовому 
файлі f є два рядки 
1 -2 
4 
то два оператори 
Read(f, m); 
Read(f, n); 







зчитають значення 1 та 4. 
При виведенні даних у текстовий файл використовуються оператори 
Write та  WriteLn, першим параметром яких є ім’я файлової змінної, а далі 
через кому іде список значень, що виводяться (констант, змінних, виразів). 
Відмінність їх полягає у тому, що по закінченні виведення оператор WriteLn 
позиціює файл на наступний рядок, забезпечуючи подальше виведення з нового 
рядка. Якщо кілька даних виводиться в один рядок текстового файлу, то вони 
ніяк не розділяються. Дані, що не є рядковими (числові, булівські), автома-
тично перетворюються до рядкового виду. 





Перша з них перевіряє, досягнутий кінець рядка (True) чи ні (False) у 
файлі, ім’я якого задане як параметр; друга, працюючи аналогічно першій, 
пропускає при аналізі пробіли та символи табуляції; третя функція працює 
аналогічно функції Eof, але при аналізі пропускає пробіли і символи табуляції. 
Особливістю текстових файлів є те, що вони є файлами послідовного 
доступу – не можна прочитати який-небудь елемент текстового файлу, не 
прочитавши всі попередні елементи. Аналогічно не можна записувати інфор-
мацію в текстовий файл довільно – писати в нього можна тільки послідовно. 
Трохи забігаючи вперед, зазначимо, що при роботі з компонентом Memo 
можливий простий метод доступу до текстових файлів з метою завантаження 
їхнього вмісту в компонент (точніше, у властивість Lines) або запису в ство-
рюваний новий текстовий файл вмісту властивості Lines. Для цього застосову-
ються методи (процедури) LoadFromFile і SaveToFile класу TStrings, 
призначені для занесення вмісту текстового файлу в список рядків та для 




При цьому немає необхідності в спеціальних діях, що організують доступ 
до файлу. При записі в існуючий файл останній знищується. 
1.3. Додаткові процедури для роботи з файлами 
Крім згаданих підпрограм, для роботи з файлами будь-якого виду (а не 
тільки текстовими) в Delphi існує ще кілька підпрограм. Розглянемо деякі з них. 
Процедура Rename служить для перейменування файлу або каталогу. Її 
формат наступний: 
Rename(файлова_змінна, нове_ім’я). 
Другий параметр задається рядковим виразом і зазначає нове зовнішнє 
ім’я файлу або каталогу. 
Для видалення файлу в Delphi використовується процедура Erase, єди-
ним параметром якої є внутрішнє ім’я файлу: 
Erase(файлова_змінна). 
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Ці дві процедури працюють тільки з закритим файлом, але попередньо за 
допомогою оператора AssignFile файлова змінна (тип якої непринциповий) 
повинна бути пов’язана з зовнішнім ім’ям файлу (або каталогу, якщо перейме-
новується каталог). 
Для видалення файлу можна застосовувати також функцію 
DeleteFile(ім’я_файлу), 
що працює не з файловою змінною, а безпосередньо з ім’ям файлу (параметр 
типу string) і не потребує попереднього виконання процедури AssignFile. 
Функція повертає значення True при її нормальному завершенні і значення 
False, якщо видаляється відсутній файл або видалення не відбулося. 
Перераховані процедури можна використати у випадку, коли необхідно 
здійснювати корекцію існуючого текстового файлу, що, загалом кажучи, 
неможливо, оскільки текстовий файл може бути відкритий або тільки для 
читання, або тільки для запису. У цьому випадку можна переписати кінцевий 
уміст файлу в інший файл, після чого здійснити видалення початкового файлу 
та  перейменування нового файлу. 
Чотири процедури (ChDir, MkDir, RmDir і GetDir) у Delphi забез-
печують роботу з каталогами (папками). 
Перші три процедури мають один і той самий формат: 
ChDir(каталог), MkDir(каталог), RmDir(каталог). 
У всіх трьох випадках параметр задається рядковим виразом і містить 
ім’я каталогу в інтерпретації операційної системи. 
Процедура ChDir змінює поточний каталог на зазначений як параметр, 
процедура MkDir створює новий каталог із ім’ям, зазначеним як її параметр, а 
процедура RmDir знищує каталог із зазначеним ім’ям за умови, що він 
порожній. 
Процедура GetDir дозволяє визначити ім’я поточного каталогу на пев-
ному диску. Формат процедури: 
GetDir(диск, каталог), 
де диск – вираз типу Word, що задає номер диска (0 – активний диск, 1 – диск 
A, 2 – диск B і т. д.); каталог – змінна типу string, що служить для 
повернення в точку виклику шляху до поточного каталогу на диску, номер 
якого подано як перший параметр процедури. 
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2. ПРИКЛАДИ ПРОГРАМ 
Приклад 1. У текстовому файлі data.txt через пробіл та <Enter> записані 
цілі числа. Переписати у файл res.txt з файлу data.txt всі числа за винятком 
максимальних (у припущенні, що їх може бути декілька). 
Розв’язання. Для розв’язання  задачі скористаємося формою з кнопкою 
Button1, у властивість Caption якої запишемо напис Виконати .  
Напишемо для компонента Button1 такий опрацьовувач події OnClick: 
procedure TForm1.Button1Click(Sender: TObject); 
var 
  fInp, fOut: TextFile;      // Оголошення файлових змінних 
  a, max: Integer;     // Число та максимальне з усіх чисел 
  flag: Boolean; 
begin 
                            // Зв'язування файлової змінної 
  AssignFile(fInp, 'data.txt');                 // з файлом 
  Reset(fInp);        // і відкриття файлу fInp для читання 
  flag := True; 
  while not Eof(fInp) do begin     // Читати до кінця файлу 
    Read(fInp, a);           // Читання елемента файлу fInp 
    if flag or (a > max) then max := a; 
    flag := False; 
  end; 
  AssignFile(fOut, 'res.txt');      // Зв'язування файлової 
      // змінної з файлом і відкриття файлу fOut для запису 
  Rewrite(fOut);        
  // Повторно відкриваємоя файл fInp для повторного читання 
  Reset(fInp) ;  
  while not Eof(fInp) do begin              // Цикл читання 
    Read(fInp, a); 
          // При виведенні пропускаємо максимальні елементи 
    if a <> max then WriteLn(fOut, a);  
  end;                                   
  CloseFile(fOut);                        //Закриття файлів 
  CloseFile(fInp); 
  Button1.Enabled := False; 
end;   
Примітка. У наведеній вище підпрограмі замість функції Eof краще 
використати функцію  
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    SeekEof(ім’я_файлової_змінної), 
бо у випадку наявності наприкінці файлу f.txt порожніх рядків або пробілів 
вони сприймаються як значення 0, у результаті чого цей 0 вже як число може 
потрапити у файл f1.txt. 
Приклад 2. Завантажити текстовий файл і після його редагування здій-
снити збереження в іншому текстовому файлі. Передбачити контроль наявності 
початкового файлу, а також неможливість запису у вже існуючий файл. 
Розв’язання. Скористаємося формою з панеллю, на яку поиістимо зви-
чайну кнопку Button1 та однорядковий редактор з міткою над ним, та багаторяд-
ковим редактором. Змінимо деякі властивості вказаних компонентів: 
Мітка: 
Name — lbOutput1 
Caption — Початковий файл 
Однорядковий редактор: 
Name — edInput1 
Text — очистимо 
Багаторядковий редактор: 
Name — mmInpOut1 
Lines — очистимо 
Кнопка: 
Caption — Завантажити 
Створимо також наступний опрацьовувач події OnClick для компонента 
Button1: 
procedure TForm1.Button1Click(Sender: TObject); 
begin 
  if Tag = 0 then begin 
    if FileExists(edInput1.Text) then begin 
      mmInpOut1.Lines.LoadFromFile(edInput1.Text); 
      lbOutput1.Caption := 'Результуючий файл'; 
      Button1.Caption := 'Зберегти'; 
      Tag := 1; 
    end; 
    edInput1.SetFocus; 
  end 
  else begin 
    if FileExists(edInput1.Text) then begin 
      MessageBeep(MB_OK); 
      edInput1.SetFocus; 
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    end 
    else begin 
      mmInpOut1.Lines.SaveToFile(edInput1.Text); 
      Button1.Enabled := False; 
    end; 
  end; 
end; 
Примітка. У наведеній вище процедурі для організації переключення 
режиму роботи компонента Button1 використано властивість Tag, що є прита-
манною всім компонентам (у даному випадку мова йде про форму). Ця власти-
вість має тип Integer і може застосовуватися програмістом на власний розсуд 
(за умовчанням вона дорівнює 0). На початку роботи програми виконується 
умова Tag = 0, і клік мишкою над компонентом Button1 забезпечує читання 
файлу, ім’я якого задане у властивості edInput1.Text. При цьому за допо-
могою функції FileExists перевіряється наявність файлу, і завантаження 
файлу виконується тільки за його наявності. Якщо файл завантажений, то змі-
нюються властивості деяких компонентів, а властивість Tag дістає значення 1, 
що відповідає режиму запису файлу при кліку мишкою над компонентом 
Button1. Після редагування вмісту вікна багаторядкового редактора він може 
бути збережений у текстовому файлі після введення імені файлу у вікні одно-
рядкового редактора. Перед збереженням перевіряється наявність файлу з уве-
деним ім’ям. Якщо такий файл уже існує, видається звуковий сигнал, а запис не 
проводиться (відзначимо, що можна було б організувати циклічне введення 
імені результуючого файлу). У противному випадку вміст редакторського вікна 
переписується в текстовий файл, а компонент Button1 стає недоступним для ви-
ключення повторного виконання процесів завантаження і збереження файлу. 
3. ЗАВДАННЯ НА ЛАБОРАТОРНУ РОБОТУ 
За час, відведений для виконання лабораторної роботи (2 академічні 
години), студент повинен: 
1. Розробити алгоритм розв’язання задачі, запропонованої для програму-
вання. 
2. Здійснити проектування форми для функціонування розроблюваної 
програми. 
3. Здійснити програмну реалізацію розробленого алгоритму. 
4. Здійснити відлагодження програми, виправивши синтаксичні та логічні 
помилки.  
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5. Підібрати тестові дані для перевірки програми, включаючи виняткові 
випадки. 
6. Оформити звіт до лабораторної роботи. 
7. Відповісти на контрольні запитання. 
8. Здати викладачу працездатну програму з демонстрацією її роботи на 
декількох варіантах вихідних даних. 
4. ВАРІАНТИ ЗАДАЧ 
1. Дано текстовий файл. Переписати в інший файл усі рядки початкового 
файлу, що не містять латинських літер. 
2. Дано текстовий файл. Переписати в інший файл частини рядків, починаючи 
з останнього слова, що не містить цифри. 
3. Дано текстовий файл. Вивести найдовше слово тексту, що міститься в 
ньому. Якщо таких слів декілька, вивести: 
а) останнє з них; 
б) перше з них. 
4. Дано натуральне число n. Записати в текстовий файл усі подання цього 
числа сумою натуральних чисел. Перестановка доданків нового способу не 
дає. 
5. Дано текстовий файл із довжинами рядків не більше 255 символів. Перепи-
сати в інший файл через пробіл всі числа, які представлені у початковому 
файлі як окремі слова. Довжини рядків у результуючому файлі не повинні 
перевищувати 255. У разі невиконання цієї умови, продовжувати виведення 
у новому рядку. 
6. Дано текстовий файл. Переписати в інший файл частини рядків, починаючи 
з останнього слова, що не містить цифри. 
7. Дано текстовий файл. Переписати в інший файл рядки відповідно до  зрос-
тання їх довжин. 
8. Дано текстовий файл з текстом, написаним англійською мовою. Переписати 
в інший файл його вміст за таким правилом: якщо у файлі зустрілася 
крапка, те наступний текст повинен сприйматися як нове речення, що 
починається з великої літери; всі символи «крапка з комою» повинні бути 
замінені крапками з відповідним перетворенням наступного тексту. 
9. Дано текстовий файл. Переписати в інший файл всі рядки, що не містять 
слова-«перевертніи» (паліндроми). У результуючому файлі рядки повинні 
йти в порядку, зворотному порядку рядків початкового файлу. 
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10. Дано текстовий файл. Переписати в інший файл у порядку зворотному 
початковому всі рядки першого файлу, розгорнувши в них всі слова на 180.  
11. Дано текстовий файл, що містить деякий текст з кількох абзаців, кожен з 
яких починається з нового рядка, позначуваного більш ніж одним пробілом. 
Файл не містить порожніх рядків і рядків, що складаються з одних пробілів. 
Вставити між сусідніми абзацами по одному порожньому рядку, видаливши 
у всіх рядках файлу початкові пробіли. 
12. Дано текстовий файл f . Вставити в початок кожного рядка цього файлу 
його номер, відлічуваний від 1. Номер відділяти від вмісту рядка одним 
пробілом. 
13. Дано текст, записаний у текстовому файлі f . Переписати у файл g вміст 
файлу f , виключивши повторення слів. У третій файл (файл h) записати по 
одному слову в рядку ті слова, що не були записані у файл g. У файлі g не 
повинно бути порожніх рядків. Варіанти: 
а) Слова, що повторюються у файлі f , не повинні потрапляти у 
файл g. 
б) Повторюване у файлі f  слово має бути записане у файл g один 
раз у тому місці, де воно зустрілося вперше у файлі f . 
14. Дано текстовий файл, що містить деякий текст з декількох абзаців, кожен з 
яких починається з нового рядка, позначуваного символом (символами) 
табуляції або (та) одним чи декількома пробілами. Не вважаючи як абзаци 
порожні рядки і рядки, що містять лише пробіли та символи табуляції, 
визначити кількість абзаців у тексті. 
15. Дано два текстових файли 1f  і 2f . Додати до кожного рядка файлу 1f  від-
повідний рядок файлу 2f . Якщо файл 2f  вичерпається раніше, ніж файл 1f , 
то рядки файлу 1f , що залишилися, не змінювати. Додавання рядка викону-
вати через один пробіл: 
а) у початок відповідного рядка файлу 1f ; 
б) у кінець відповідного рядка файлу 1f . 
 
5. КОНТРОЛЬНІ ЗАПИТАННЯ 
1. Для чого використовуються файли даних? 
2. У чому особливість текстових файлів? 
3. Як оголошується текстовий файл у програмі, написаній мовою Delphi? 
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4. Які попередні дії треба виконати для забезпечення роботи з текстовим 
файлом? 
5. Назвіть процедури і функції для роботи з текстовими файлами. 
6. В чому відмінність процедур Reset, Rewrite та Append? 
7. До яких наслідків приводить читання ознаки кінця файлу під час  уведения 
даних з файлу? Що рекомендується робити для запобігання цих наслідків? 
8. Як можна пеервірити наявність файлу? 
9. Як здійсніється читання даних з текстового файлу та запис у нього? 
10. Як здійснюється читання числової інформації з тестового файлу? 
11. У чому відмінність процедур Read і ReadLn? 
12. Які дії виконують функції Eoln,  SeekEoln та SeekEof? 
13. Як можна виконати перейменування і видалення файлів? 
14. Як у Delphi проводиться створення і зміна каталогу? 
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