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Tato bakalářská práce se zabývá vytvořením výukového nástroje — programu umožňujíciho
simulaci vlivu elektromagnetických sil na subatomární částice. Nejdříve jsou popsané poža-
dované vlastnosti, následuje přehled existujících řešení, pak analýza požadavků a detailní
popis vývoje a implementace. V závěru je shrnutí výsledků práce a zhodnocení přínosu.
Abstract
This bachelor thesis is about creating of educational tool — software program able to simu-
late influence of electromagnetic force on subatomic particles. First part contains requested
attributes, it is followed by overview of existing solutions, specifications analysis and detai-
led description of development and implementation. In the last part there is summary of
results and positives of this work.
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Táto práca popisuje proces tvorby výukového simulátoru. Jeho vznik je motivovaný myš-
lienkou získať nástroj, ktorý by sa dal použiť na prehĺbenie, rozšírenie a zefektívnenie výuky
a znázorňoval by správanie sa subatomárnych častíc pod vplyvom síl elektromagnetických
polí. Očakávaným výsledkom teda je program, ktorý by sa ovládal intuitívne, dával zreteľný
a názorný grafický výstup a bol by použiteľný pre školy v Českej a Slovenskej republike. Musí
byť kompatibilný s rôznym softvérovým a hardvérovým vybavením škôl — predpokladanou
platformou je OS Windows v rôznych verziách (95, 98, XP, Vista).
Nosnou myšlienkou je, že názorná ukážka nejakého javu nám výrazne uľahčí jeho pred-
stavu a pochopenie. Najideálnejším riešením by bolo vidieť, ako dané procesy prebiehajú
v skutočnosti. To však nie je vždy možné, kvôli našim obmedzeným pozorovacím možnos-
tiam — časovým a technickým. Nie je problém napríklad znázorniť pohyb kyvadla na skuto-
čnom kyvadle. Predvádzať na hodinách fyziky účinky voľného pádu rôznych telies z niekoľko
metrovej výšky by bolo síce uskutočniteľné, ale nie veľmi praktické. Pre znázornenie niekto-
rých iných dejov už potrebujeme pomôcky — tok elektrického prúdu vodičom nie je voľným
okom viditeľný, dokonca ani s pomocou optického mikroskopu. Potrebujeme pripojiť me-
rací prístroj. I tak ale vidíme len dôsledky, nie príčiny. Pri fyzike subatomárnych častíc
dostáva priestor modelovanie a simulovanie na počítači. Výpočtový výkon a zobrazovacie
možnosti osobných počítačov sa neustále posúvajú ďalej a poskytujú tak obrovský potenciál
na tvorbu interaktívnych, užívateľsky prívetivých a komplexných modelov reálneho sveta.
Pri tvorbe tejto aplikácie bolo najprv nutné vykonať analýzu problému. Jej výsledkom
bolo rozdelenie celku na podproblémy, ktoré sa dali riešiť samostatne a nezávisle na sebe.
Pri ich riešení sa taktiež vynorili ďalšie podproblémy. Jednotlivé časti riešenia boli priebežne
testované. V záverečnej fáze som sa sústredil na odladenie programu, najmä užívateľského
rozhrania.
Text práce je rozdelený do logicky oddelených kapitol. Prvá sa zaoberá analýzou fyzikál-
nych princípov modelovaného javu, na ňu nadväzuje kapitola analyzujúca príklady použitia
aplikácie. Počnúc nasledujúcou kapitolou začína samotný popis riešenia práce. Kapitola 4




Prejavy elektromagnetického poľa zohrávajú v súčasnej fyzike veľmi dôležitú úlohu. Jemu
a javom s ním spojeným sa venuje celá učebnica pre tretí ročník gymnázií [10]. Elektro-
magnetické pole sa nachádza všade okolo nás a na jeho sprievodných javoch je postavené
celé odvetvie elektrotechniky.
Elektrinu a magnetizmus spočiatku ľudia nedávali do vzájomného súvisu. Prvý náznak
ich vzájomného pôsobenia sa podarilo náhodou spozorovať až v roku 1820 Hansovi Chris-
tianovi Ørstedovi. Známi fyzici tej doby — Ampe`re, Faraday, Maxwell, Hertz — nadviazali
na jeho objav a výsledkom sú takzvané Maxwellove rovnice [7].








Stredoškolská fyzika rozdelenie základných častíc značne zjednodušuje. Na rozdiel od štan-
dardného modelu tu vystupujú len atómy, zložené z elektrónov, protónov a neutrónov. Na-
viac, jediné vlastnosti, ktoré nás v tomto prípade zaujímajú, sú náboj 2.2 a hmotnosť.
Ostatné vlastnosti zanedbávame, takže vo výsledku pracujeme iba s takzvanými hmotnými
bodmi. Tieto vlastnosti spôsobujú vzájomné silové pôsobenie častíc, bližšie rozpísané v nasle-
dujúcich kapitolách. Na častice v jadre pôsobia aj niektoré sily (silná, slabá interakcia) [16],
ktoré zanedbáme, pretože budeme pracovať s voľnými časticami.
2.2 Náboj
Elektrický náboj (skrátene náboj) je atribútom (neodmysliteľnou vlastnosťou) základných
častíc, z ktorých sa skladajú objekty okolo nás. [7]. Jeho základnou jednotkou je coulomb,
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značka C, pomenovaný podľa Charlesa-Augustina de Coulomba 2.3. Coulomb je v sústave
SI odvodená jednotka - vyjadruje množstvo náboja, ktorý prejde prierezom vodiča za 1
sekundu, ak ním tečie prúd 1 ampér.
Náboj môže byť kladný alebo záporný, toto označenie je však dané dohodou — nezna-
mená to, žeby záporný náboj bol menší [7]. Náboje s rovnakým znamienkom sa odpudzujú
a náboje s opačným sa priťahujú. Elementárny (najmenší možný) náboj je náboj protónu
s hodnotou 1.6021765×10−19C, označenie e. Náboj elektrónu má rovnakú veľkosť ale opačné
znamienko −e. Náboj neutrónu je rovný nule.
Veľkosť týchto elementárnych nábojov sa sčíta a dáva celkový náboj telesa. Pretože
počet elektrónov a protónov v atóme je za normálnych podmienok rovnaký, telesá sa javia
ako elektricky neutrálne.
2.3 Elektrická sila
Elektrickú silu medzi dvoma časticami vyjadruje Coulombov zákon.
FE = k · |Q1| · |Q2|
r2
Q1 a Q2 sú náboje častíc, r je ich vzájomná vzdialenosť. Konštanta k je Coulombova




ε0 je permitivita vákua a εr je relatívna permitivita daného prostredia.
2.4 Gravitačná sila
Gravitačnú silu medzi časticami počítame podľa Newtonovho gravitačného zákona. m1 a m2
sú náboje častíc, r je ich vzájomná vzdialenosť. Konštanta G má hodnotu 6, 674 · 10−11N ·
m2 · kg−2. Hmotnosti jednotlivých častíc sú v tabuľke 2.1.
Častica hmotnosť [kg]
Proton 1, 672621637× 10−27
Elektrón 9, 1093826× 10−31
Neutrón 1, 6749× 10−27
Tabuľka 2.1: Hmotnosť častíc
FG = G · m1 ·m2
r2
Vzorec vyzerá takmer identicky ako v prípade elektrickej sily, vystupujú tam však iné
veličiny. Na mieste je otázka, ako by dopadlo porovnanie týchto dvoch síl. Pretože najťažšou
nabitou časticou z našej trojice (elektrón, protón, neutrón) je protón, porovnáme elektrickú


















6, 674 · 10−11N ·m2 · kg−2 · (1.672621637× 10−27)2
8, 99 · 109N ·m2 · C−2 · (1.6021765× 10−19C)2 (2.3)
FG
FE
= 8 · 10−39 (2.4)
Celkom jasne vidíme, že pôsobenie gravitačnej sily je o mnoho rádov slabšie, než pô-
sobenie elektrickej, a preto gravitačnú silu môžeme zanedbať bez ovplyvnenia výsledkov
simulácie.
2.5 Polia
Polia sú po časticiach druhým a posledným typom objektu, ktorý vystupuje v učive o elek-
tromagnetizme. V skutočnosti sú vždy vyvolané pôsobením elektricky nabitého telesa, zlo-
ženého z častíc, ale nám postačí — vychádzajúc zo stredoškolskej fyziky — keď budeme
popisovať iba účinky elektromagnetických polí, a nie ich príčiny. Pre popis rôznych javov
sa používajú špeciálne druhy elektromagnetických polí - v závislosti na tom, ktoré vlast-
nosti chceme zdôrazniť. Uvažujeme stacionárne polia — vlastnosti takýchto polí sú v čase
nemenné.
Vlastnosti polí sa graficky znázorňujú pomocou siločiar. Podľa ich tvaru delíme polia na
dva druhy - homogénne a radiálne. Homogénne polia majú siločiary rovnobežné a s rovnakou
hustotou v celom objeme, čo zaručuje rovnaké vlastnosti v každom bode poľa. Siločiary
radiálneho poľa vychádzajú z jedného bodu ako lúče.
Pretože polia považujeme za stacionárne, získavame ďalšie rozdelenie — stacionárne
elektrické pole a stacionárne magnetické pole.
Elektrické pole sa popisuje veličinou intenzita elektrického poľa — značka E, jednotka
V ·m−1 (volt na meter ) alebo N ·C−1 (newton na coulomb). Intenzita je vektorová veličina,
vždy leží na dotyčnici k siločiare a jej smer je od kladného náboja k zápornému.
Magnetické pole má podobnú veličinu — indukciu magnetického poľa. Značka B, jed-
notka T (tesla).
2.6 Homogénne elektrické pole
Elektrické pole je tvorené dvoma opačne nabitými doskami. Jeho intenzita pôsobí na časticu
silou, ktorej veľkosť určíme podľa vzorca | ~FE | = | ~E| ·Q
Smer pôsobenia závisí od náboja častice a je rovnobežný so siločiarami. Od toho sa
odvíjajú 3 špeciálne prípady pôsobenia sily.
• urýchľujúce pole – častica zrýchľuje, ak vletela do poľa rovnobežne so siločiarami a
smeruje k opačne nabitej doske
• brzdiace pole – ak častica vletela do poľa rovnobežne so siločiarami a smeruje k zhodne
nabitej doske. Sila spôsobí zabrzdenie a potom rovnomerne zrýchlený pohyb opačným
smerom.
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• vychyľujúce pole – ak častica vletí do poľa kolmo k smeru intenzity, jej trajektóriou
bude časť paraboly.
2.7 Homogénne magnetické pole
Na časticu pohybujúcu sa rýchlosťou ~v v magnetickom poli s magnetickou indukciou ~B
pôsobí Lorentzova (magnetická) sila.
~F = Q · ~v × ~B (2.5)
Pre veľkosť Lorentzovej sily platí vzťah
F = |Q| · v ·B · sinϕ (2.6)
kde ϕ je uhol medzi smerom rýchlosti ~v a indukčnými čiarami. Jej smer dokážeme určiť
podľa náboja a podľa vektorového súčinu rýchlosti a magnetickej indukcie. Výsledný vektor
je vždy kolmý na oba vektory, ~v i ~B. Ak je náboj Q kladný, tak výsledná sila má rovnaký
smer ako výsledný vektor, v opačnom prípade pôsobí sila presne opačným smerom. Je vidno,
že na časticu bez elektrického náboja, alebo na časticu v kľude, a taktiež ani na časticu,
ktorej ~v zviera s indukčnými čiarami uhol 0◦ alebo 180◦, nepôsobí magnetická sila.
Pretože výsledný vektorový súčin je vždy kolmý na oba vektory, táto sila je zároveň
dostredivá a spôsobuje zmenu smeru častice, nespôsobuje však zmenu jej kinetickej energie.





dostávame rovnicu pre výpočet polomeru kružnice, po ktorej sa bude častica pohybovať.







Táto kružnica leží v rovine kolmej na indukčné čiary, takže by sa po nej pohybovala
častica v tom prípade, ak by vletela do magnetického poľa pod uhlom 90◦ vzhľadom na
indukčné čiary. Pri uhle menšom alebo väčšom by sa pohybovala po skrutkovnici.
2.8 Počiatočná rýchlosť častice
Na urýchľovanie častíc sa používa elektrické napätie. Jeho účinky je podľa [7] možné odvodiť
zo zákona zachovania energie. Kinetická energia častice na konci urýchľovania sa rovná
potenciálnej energii Q · U na začiatku.
m · v2
2
= Q · U (2.10)
v =
√




Jednotkou energie je joule (značka J), ale v časticovej fyzike sa častejšie používa elek-
trónvolt – eV . Elektrónvolt nepatrí medzi jednotky sústavy SI. Vyjadruje množstvo energie,
ktorú získa elementárny náboj (protón alebo elektrón) po urýchlení napätím s veľkosťou




Predchádzajúca kapitola nám pomohla pochopiť špecifiká preberaného učiva. Aby sme
mohli prispôsobiť užívateľské rozhranie potrebám žiakov, musíme si premyslieť ich typické
potreby a nájsť spôsob, ako ich vykonávať čo najjednoduchšie.
Ako najtypickejšie použitie sa javí grafické znázornenie príkladov zaoberajúcich sa týmto
javom. Budeme vychádzať z aktuálnej stredoškolskej učebnice fyziky [10], zo zoznamu ma-
turitných príkladov a z príkladov dostupných online [8].
3.1 Typické zadania príkladov
3.1.1 Určenie síl pôsobiacich na časticu
V magnetickom poli ide o osvojenie si Flemingovho pravidla ľavej ruky (ktoré platí v prípade
kladne nabitej častice).
Definícia 1. Ak prsty otvorenej ľavej dlane ukazujú smer rýchlosti a siločiary vstupujú do
dlane, výsledná sila má smer vystretého palca.
V elektrickom poli pôsobí na kladne nabitú časticu sila v smere intenzity, na záporne
nabitú časticu opačná. Táto sila vyvoláva zrýchlenie častice.
Program by mal umožniť zobrazenie informácií o veľkosti a smere pôsobiacich síl, zrých-
lenia, rýchlosti.
3.1.2 Vzájomné pôsobenie častíc
Ak máme dve a viacero nabitých častíc, tak podľa vzťahu z 2.3 môžeme počítať silu medzi
nimi, ich atribúty alebo vzájomnú vzdialenosť . Špeciálnym prípadom je kombinácia ne-
pohyblivých a pohyblivých bodových nábojov. Je možné porovnávanie silového pôsobenia
v prostrediach s rôznou permitivitou.
3.1.3 Určenie tvaru trajektórie častice
Veľmi úzko s určením síl súvisí určenie výslednej trajektórie — program by teda mal byť
schopný ju na požiadanie znázorniť. Je možné porovnávať trajektórie opačne nabitých čas-
tíc.
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3.1.4 Pohyb po kružnici v magnetickom poli
V tomto veľmi častom type príkladov ide o určenie jednej veličiny z tých, ktoré vystupujú
vo vzorci 2.9 — polomer, hmotnosť, náboj, veľkosť magnetickej indukcie, veľkosť rýchlosti.
Taktiež je možné počítať kinetickú energiu a frekvenciu obehu po kružnici.
3.1.5 Určenie výslednej rýchlosti po urýchlení napätím




Užívateľ musí mať možnosť v prostredí programu nadefinovať a upraviť parametre objektov
simulácie tak, aby bol schopný odsimulovať želaný príklad.
Čo sa týka elektrických a magnetických polí, nie je žiadny limit na počet. Pri homogén-
nych poliach nás zaujíma tvar poľa a veľkosť intenzity, resp. indukcie.
Obrázok 3.1: Častica v homogénnom magnetickom poli
Na obr. 3.1 je znázornená učebnicová reprezentácia poľa, ktorej sa môžeme pridŕžať.
Vidíme, že na rozdiel od skutočného poľa, toto má iba obmedzenú oblasť účinku, a je
teda možné ho znázorniť ako hranol s dvoma rovnobežnými rovnakými podstavami. Vďaka
tomu nám stačí zadefinovať tvar podstavy ako mnohouholník a smer siločiar ako vektor.
Výsledné pole by bolo znázornené nekonečne dlhým hranolom, čo zodpovedá obrázku 3.1,
zjednodušuje zadávanie a postačuje na simuláciu väčšiny modelových situácií (častice naj-
častejšie vchádzajú do poľa pod uhlom väčším než 0◦, a teda neprechádzajú podstavou, ale
iba stenami).
V prípade, že by sme chceli mať pole ohraničené zo všetkých strán, mohli by sme do
parametrov pridať ešte výšku hranolu a súradnice jeho stredu — to by však podľa mňa príliš
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komplikovalo prácu a neprinášalo mnoho výhod. Ďalšou možnosťou by bolo špecifikovať
všetky vrcholy, čo považujem za najmenej vhodné riešenie.





Poloha je jednoznačne určená troma súradnicami v priestore. Hmotnosť a náboj môžeme
zadávať buď samostatne, alebo namiesto nich zadávať iba typ častice a program ich podľa
toho odvodí. Druhý variant je jednoduchší, pretože väčšinou pracujeme s našimi troma
elementárnymi typmi. Občas je nutné pracovať so špecifickou časticou — to je možné pri
zvolení špeciálneho — užívateľom definovaného typu.
Rýchlosť Vektor rýchlosti sa dá reprezentovať troma súradnicami rovnako ako poloha, ale
jedná sa o veľmi nepraktické riešenie z pohľadu používateľa, pretože v zadaniach príkladov
sa nevyskytujú súradnice, ale iba veľkosť a smer udaný matematicky nepresne. Napríklad
iba slovami ako “častica vletela do poľa kolmo na siločiaryälebo “častica letí medzi vychy-
ľujúcimi doštičkami”. Od užívateľa nemôžeme chcieť, aby takéto zadanie sám transformoval
do vektorových súradníc, je teda nutné, aby program inteligentne stanovil smer rýchlosti
podľa dostupných informácií.
Môj návrh vychádza práve z týchto učebnicových zadaní. V prípade, že je potrebné
simulovať správanie sa častice v poli, tak je jej rýchlosť zadávaná relativne vzhľadom k si-
ločiaram poľa. Základný stav je, že rýchlosť častice smeruje kolmo na siločiary, do stredu
prierezu. Toto je možné upraviť — zadať uhol so siločiarami iný než 90◦. Veľkosť rýchlosti
je nezávislá na smere vektoru. Užívateľ zadáva iba dve hodnoty, ktoré má dané zo zadania.
3.2.2 Načítanie zo súboru
Vybrané príklady z učebnice a šablóny s typickými situáciami by mali byť pripravené na
okamžité použitie. Formát súboru nemusí klásť dôraz na zrozumiteľnosť, pretože rozhra-
nie programu poskytuje dostatočne jednoduchú možnosť úprav. Priama editácia dátových
súborov je až sekundárna možnosť.
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Kapitola 4
Návrh a implementácia aplikácie
4.1 Existujúce riešenia
Je mnoho spôsobov, ako pristupovať k modelovaniu tejto problematiky. Pri hľadaní existu-
júcich simulátorov som narazil predovšetkým na online Java aplety.
Prvý aplet — častica v magnetickom poli Na obrázku 4.1 je zachytený beh apletu
zo stránky [9].
Obrázok 4.1: Aplet - Pohyb nabité částice v homogenním magnetickém poli
Aplet znázorňuje magnetické pole, ktoré vystupuje z nákresne. Ťahaním je možné doňho
vložiť maximálne tri častice a udať im rýchlosť kolmú na smer indukcie poľa. Tento aplet
nemá síce úplne intuitívne rozhranie — veľa vecí je na prvý pohľad skrytých a vykonávajú
sa pomocou postupnosti stláčania ľavého a pravého tlačidla na myši — no po prečítaní
krátkeho manuálu je jednoduché ho použiť. Pokrýva však iba malú množinu situácií.
Druhý aplet — častica v skríženom elektromagnetickom poli Na obrázku 4.2
vidíme komplexnejší aplet od rovnakého autora [9].
Tentokrát sa jedná o 3D zobrazenie, a naviac máme možnosť vidieť účinky elektrického
i magnetického poľa. Pred spustením simulácie môžeme nastaviť vektor elektrickej intenzity
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Obrázok 4.2: Aplet - Pohyb nabité částice v elektromagnetickém poli
a vektor rýchlosti. Vykonáva sa to ťahom kurzora myši. Po spustení simulácie už však žiadne
zmeny nie sú povolené, dokonca ani tlačidlo “Obnovit”nevráti aplet do východiskového
stavu, takže ak chceme zmeniť rýchlosť častice, musíme stránku znova načítať. Vektor
magnetickej indukcie je vždy v smere osi y, čo ale nevadí. Trochu obmedzujúco pôsobí
možnosť mať v simulácii iba jednu časticu — aplet si síce pamätá dráhu častice aj po
viacnásobnom spustení, ale počas behu simulácie nereaguje na zmenu parametrov, takže je
obtiažne porovnať trajektórie rôzne nabitých a rôzne hmotných častíc.
Samotná trajektória častice je znázornená zelenou čiarou. Jej priemet do plochy X-Z je
vykreslený čiernou čiarou. Tieto dve krivky sú spojené žltými čiarami pre lepšiu názornosť,
i keď občas táto farebná kombinácia nie je práve najšťastnejšia, ako vidno na obrázku.
Pomocou ťahania pravým tlačidlom na myši sa dá rotovať so scénou, čo je dobrá vlast-
nosť. Pravé tlačidlo je však spojené aj s ovládaním simulačného času — spôsobuje krokové
posuny v čase — takže má rotácia scény vedľajšie účinky. Ďalšou nepríjemnosťou je pre-
blikávanie apletu počas behu simulácie — z nejakého dôvodu častica bliká a ukazateľ času
takisto.
Tretí aplet — častica v magnetickom poli Posledná ukážka 4.3 je zo stránky [5].
Obrázok 4.3: Aplet - Lorentzova sila
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Opäť znázorňuje homogénne magnetické pole, vystupujúce z alebo vstupujúce do nák-
resne. Prechádza ním prúd častíc.
V pravej časti môžeme meniť náboj častíc, ich rýchlosť, veľkosť magnetickej indukcie
poľa a jej smer. Týmto sme možnosti simulátoru vyčerpali. Jeho výhodou je jednoduché
ovládanie, žiadne vysvetlivky nie sú potrebné. Všetko sa ovláda pomocou dobre označe-
ných prvkov. Ťahanie posuvníkmi má okamžitý účinok na krivku. Zreteľne vidíme polomer
kružnice, ktorú opisujú častice v poli.
4.1.1 Zhrnutie
Úroveň výukových programov je rôzna. Niektoré sú prispôsobené znázorneniu jedného kon-
krétneho prejavu, iné sú variabilnejšie. Ďalšie rozdiely sú v ovládaní. Prvé dva stavili na
minimum ovládacích prvkov, takmer všetko sa vykonáva ťahaním a klikaním myši, čo môže
byť za istých okolností rýchlejšie, ale nie je to intuitívne. Posledný aplet naopak využíva
ovládacie prvky so zreteľnými popismi, čo síce zaberá priestor, ale je to prívetivejšie k novým
používateľom.
Posledným významným rozdielom je to, nakoľko aplikácia umožňuje meniť parametre
objektov počas behu simulácie. Nie vždy je to logické a žiaduce, ale v niektorých prípadoch
je vhodné, aby používateľ mohol zmeniť parametre a vidieť rozdiel bez toho, aby musel
reštartovať simuláciu.
4.2 Použitý programovací jazyk
V predchádzajúcej časti sme zistili, že takýto výukový typ aplikácií je obvykle realizovaný
formou Java apletu. Pre používateľa to predstavuje pohodlnú cestu, ako sa dostať k ap-
likácii. Potrebuje si síce nainštalovať plugin, ale to stačí iba raz a potom už len navštívi
príslušnú stránku prostredníctvom www prehliadača. Www prehliadač už beztak patrí me-
dzi najviac používané programy a posledné trendy vo vývoji “cloud-computingu”prispievajú
k masívnemu vývoju webových aplikácií a zdokonaľovaniu www prehliadačov.
Vďaka tomuto prudkému vývoju máme v súčasnosti množstvo nástrojov na tvorbu
aplikácií na webe — Adobe Flash, Microsoft Silverlight, spomínaná Java, a v neposlednom
rade Javascript — existujú knižnice ako Canvas 3D JavaScript Library [1] alebo JS3D [14].
Keď spočítame vyššie uvedené klady, tak vytvorenie webovej aplikácie by sa mohlo zdať
ako krok správnym smerom. Sú tu však isté komplikácie.
Za prvé, kompatibilita — aplikácie umiestnené na webe by mali byť multiplatformné
a prístupné z akéhokoľvek prehliadača. To však neplatí vždy — podporované technológie
sa líšia prehliadač od prehliadača. Nové verzie najrozšírenejších prehliadačov sa pravdaže
snažia dodržiavať čo najviac štandardov, ale nie vždy je tomu tak, a naviac na niektoré
staré školské počítače nemusí byť možné nainštalovať najnovší prehliadač.
Ďalším, a oveľa závažnejším problémom, je výkon takejto aplikácie. Zaiste je dostačujúci
pre veľmi jednoduché animácie, ale môžeme naraziť na problémy pri vytváraní interaktív-
nejších, graficky bohatších a užívateľsky príjemnejších programov. Aplikácie umiestnené na
internete sú síce prístupnejšie, no desktopová aplikácia má širšie možnosti a menej obme-
dzení pri vývoji.
Z tohto dôvodu som sa rozhodol, aj s odporúčaním vedúceho svojej práce, naprogra-
movať aplikáciu v jazyku C++ s využitím grafickej knižnice OpenGL. Prihliadal som na
požiadavky, aby bola schopná behu na starších počítačoch s nainštalovaným OS Windows.
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Pre prácu s grafickým užívateľským rozhraním som sa rozhodol využiť framework Qt. Za-
ručuje multiplatformnosť, takže aplikácia bude schopná bežať na požadovanom OS, ale
taktiež v prípade potreby je možné ju prekompilovať aj pre iné OS, čo môže byť výhodné.
Ďalšie dôvody pre voľbu tohto frameworku boli
• kvalitná dokumentácia [2]
• podpora OpenGL bez nutnosti používať ďalšie knižnice
• priaznivé skúsenosti z iných školských projektov
• natívny vzhľad podľa OS
Grafické užívateľské rozhranie vzniklo nielen programovaním, ale aj použitím grafických
ikoniek. Niektoré z nich som vytvoril sám za pomoci open-source nástroja GIMP [3], iné
som upravil, alebo priamo prevzal, z verejne dostupnej knižnice Open Clip Art Library [4].
4.3 Návrh z pohľadu používateľa
Predtým, ako som mohol začať programovať, bolo nutné mať aspoň hrubú ideu o tom, čo od
aplikácie očakávam a ako sa má ovládať. Takže som vytvoril prvý náčrt 4.4, podľa ktorého
som mohol ďalej rozviť architektúru aplikácie.
Tento návrh sa samozrejme neskôr ešte viackrát prerábal a upravoval, ale poskytol
základnú predstavu o cieli, ku ktorému som sa chcel dopracovať.
Obrázok 4.4: Návrh okna aplikácie
Hlavné okno bude pozostávať z troch častí — hore menu a lišta nástrojov, na boku
ovládacie prvky pre zmenu parametrov simulácie a hlavnú časť okna bude vypĺňať samotné
grafické zobrazenie.
Menu a lišta nástrojov sú tam zatiaľ prázdne, ale mali by obsahovať tlačidlá pre bežné
úkony ako napríklad otvorenie súboru, uloženie simulácie do súboru, vkladanie a mazanie
objektov apod.
Tento náčrt zobrazuje ovládacie prvky len pre simuláciu s jednou časticou, čo ale nie je
podstatné. Vidno tam začiatok riešenia niektorých problémov, popísaných v ďalších kapito-
lách — napríklad používanie spinboxov pre zjednodušenie zadávania hodnôt, reprezentáciu
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náboja častice ako násobku elementárneho náboja a zadávanie rýchlosti ako kombinácie
uhla a veľkosti.
V ďalšom priebehu vývoja sa tento pôvodný model vylepšoval a upravoval zároveň
s tým, ako pribúdali nové funkcie, ale idea ostala rovnaká. Na obrázku 4.5 je vidno podobu
jedného z posledných zostavení aplikácie, čiže v dobe keď už takmer všetky súčasti boli
implementované alebo nahradené prototypom a podstata práce s aplikáciou už ďalej ostala
nezmenená.
Obrázok 4.5: Výsledná podoba okna aplikácie
Vidíme 4 hlavné časti okna:
1. Ponuka menu




Ovládacie prvky sú združené jednak v menu a zároveň tie najčastejšie používané sú aj na
paneloch umiestnených na nástrojovej lište, aby k nim mal používateľ rýchly prístup. Podľa
príbuznosti sú tieto tlačidlá rozdelené do niekoľkých skupín.
Tlačidlá pre prácu so súbormi Umožňujú prístup ku funkciám pre otváranie ukážko-
vých príkladov a ukladanie používateľom vytvorených príkladov.
Tlačidlá pre prácu s príkladom Umožňujú meniť parametre aktuálnej simulácie —
čiže vkladať a mazať objekty a meniť ich vlastnosti, za účelom demonštrácie nejakého javu.
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Tlačidlá pre ovládanie simulácie Umožňujú riadiť beh simulácie — spúšťať, poza-
stavovať, zastavovať, dávkovať. Taktiež sú do istej miery schopné meniť spôsob zobrazenia
grafiky — vďaka nim sa dajú zobrazovať a zakazovať pomocné objekty ako siločiary, vektory
znázorňujúce rýchlosť a pôsobiace sily, textové popisky a sú tu aj tlačidlá pre približovanie
a odďaľovanie obrazu.
4.3.2 Zoznam objektov
Zoznam objektov umožňuje používateľovi mať prehľad o všetkých objektoch zahrnutých
v simulácii. Rozhodol som sa použiť hierarchickú stromovú štruktúru, pretože posilňuje
intuitívne vnímanie objektov — jednotlivé uzly sú objekty alebo skupiny súvisiacich vlast-
ností, takže je to prehľadnejšie než tabuľkové zobrazenie.
Ďalšou dôležitou funkciou zoznamu, okrem zobrazovania, je editácia objektov. Používa-
teľ má možnosť si objekt rozbaliť v strome a upravovať jeho jednotlivé vlastnosti nezávisle
na ostatných a tým docieliť iné správanie. Ukážka je na obrázku 4.6
Obrázok 4.6: Ukážka úpravy hmotnosti častice
Je vidno, že niektoré bunky slúžia len ako textový popis riadku a sú vyblednuté. Spra-
vidla napravo od nich sa nachádza bunka obsahujúca hodnotu. Režim úpravy sa spustí
po dvojkliku na túto bunku. Keďže hodnoty sú najčastejšie číselné, tak je pri takýchto
k dispozícii spinbox, ktorý uľahčuje drobné zmeny.
Niektoré vlastnosti sa nastavujú hromadne, pretože sú na sebe závislé. Napríklad zmena
typu častice so sebou prináša aj zmenu hmotnosti a náboja, aby bola zachovaná konzis-
tentosť a používateľ nemusel nastavovať všetko samostatne. V tomto prípade sa zvolí jeden
variant z roletového menu, a ako je vidno na obrázku 4.7.
Obrázok 4.7: Ukážka zmeny typu častice
Úpravy hodnôt v zozname objektov väčšinou spôsobujú zmenu konkrétnej premennej
daného objektu. Sú však situácie, v ktorých by to bolo príliš obtiažne a neintuitívne pre
používateľa. Vnútornú reprezentáciu niektorých dát je nutné pred používateľom skryť a
upraviť rozhranie pre ich editáciu, pretože inak by aplikácia bola preňho nepoužiteľná. Ty-
picky sa jedná o nastavovanie rôznych vektorov a súradníc — nemôžeme od používateľa
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žiadať, aby zadával smer a veľkosť vektorovej veličiny pomocou súradníc. Hoci je to z ma-
tematického hľadiska korektné, ale v bežnom prejave a taktiež i v zadaniach učebnicových
príkladov sa tieto veličiny udávajú inak.
Často sa určujú relatívne vzhľadom na nejaké iné, už umiestnené objekty. Pri homogén-
nych poliach nás spravidla nezaujíma, kam v priestore smeruje intenzita, pretože tieto polia
obvykle bývajú stredobodom scény a tvoria jej základ. Počiatočná poloha častíc sa tiež ob-
vykle neudáva veľmi presne, ale povaha niektorých príkladov vyžaduje detailné nastavenie,
alebo sledovanie polohy, takže túto možnosť používateľovi musíme ponechať.
Rýchlosť je, podobne ako spomínaná intenzita polí, typickým prípadom vektorovej ve-
ličiny, pri ktorej matematické súradnicové zadávanie nie je vhodné, pretože nás veľmi často
zaujíma iba jej skalárna hodnota. Používateľ máva k dispozícii obvykle iba túto skalárnu
hodnotu, a smer vektora je určený inak — vzhľadom na objekt, s ktorým je predpokla-
daná interakcia. V prípade pôsobenia elektromagnetického poľa na časticu je smer rýchlosti
častice udávaný pomocou uhla, ktorý zviera s vektorom intenzity poľa.
Obrázok 4.8: Uhol sklonu rýchlosti vzhľadom na pole
Užívateľské rozhranie umožňuje prácu s uhlom α, takže používateľ nemusí meniť štýl
uvažovania a vystačí si s informáciami zo zadania príkladu. Ukážka editácie rýchlosti je na
obrázku 4.9. Zmena hodnoty sa okamžite prejaví aj v grafickom zobrazení.
Obrázok 4.9: Ukážka zmeny sklonu rýchlosti
4.3.3 Grafická časť
Grafická časť vypĺňa najväčšiu časť plochy okna aplikácie. Z pohľadu používateľa je najdô-
ležitejšia a najzaujímavejšia, pretože tam sa odohráva “to podstatné”. Po spustení aplikácie
je plocha celá čierna, čiže prázdna, akurát vpravo dole sa nachádza ukazateľ simulačného
času. Ten sa mení, keď je simulácia spustená. Nie je možné ho editovať ručne.





• otáčanie kolieska na myši
• stláčanie klávesy + (priblíženie) a - (oddialenie)
• klikanie na príslušné tlačidlá na paneli nástrojov
Zobrazenie objektov
Zobrazovanie objektov simulácie je primárnou úlohou grafickej plochy. V predchádzajúcich
kapitolách sme zistili, že potrebujeme rozoznávať dva primárne druhy — homogénne polia
a častice. Zobrazovanie radiálnych polí sa od častíc príliš nelíši.
Homogénne polia Zobrazenie homogénne poľa vychádza z obrázku 3.1. V podstate sa
jedná o dlhý hranol s podstavou ľubovoľného tvaru. Pretože je to ideálny prípad homo-
génneho poľa, jeho hranice sú presne definované a sú znázornené farebnou polopriehľadnou
stenou. Farba steny sa líši podľa typu sily pôsobiacej v poli.
Bodové objekty Častice a radiálne polia považujeme za bodové objekty. Graficky sú
znázornené intuitívnym a jednoduchým tvarom — guľou. Znova, farba sa líši podľa typu
častice. Častice pri pohybe za sebou zanechávajú stopu — reťaz predchádzajúcich polôh
Obrázok 4.10: Homogénne pole Obrázok 4.11: Bodové objekty
Farba objektov Aby bola animácia zrozumiteľná čo najširšiemu okruhu používateľov,
musí zobrazenie čo najviac zodpovedať ich predstavám. Pri určení tvaru objektov nebolo
veľa priestoru na nejednoznačnosti, ale pri farbe sa názory opýtaných často rozchádzali.
Vytvoril som teda voľne dostupnú online anketu, v ktorej som sa pýtal na to, akú farbu si
ľudia predstavia ako farbu elektrónu, protónu, neutrónu a elektromagnetických polí.
Ankety sa zúčastnilo 100, prevažne technicky zameraných ľudí. Niektorým jedincom
nestačili ponúkané možnosti a prispeli svojimi vlastnými, z tých netradičných spomeniem
rôzne návrhy na ilsurovú, cyklámenovo-pásikavú, oktarínovú a magnezitovú farbu.
Pri protóne boli výsledky jednoznačné, najviac ľudí ho chce vidieť znázornený v červenej
farbe. Veľmi podobná situácia nastala pri otázke farby elektrónu, tu dominovala modrá
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Obrázok 4.12: Farba protónu Obrázok 4.13: Farba elektrónu
Obrázok 4.14: Farba neutrónu
Obrázok 4.15: Farba elektrického poľa Obrázok 4.16: Farba magnetického poľa
farba. V súvislosti s neutrónom sa opýtaní rozdelili do dvoch veľkých táborov — zelená
alebo biela. V slovných odpovediach zvíťazila šedá. Pretože šedá je podobná bielej, tieto
dve skupiny môžeme považovať za jednu víťaznú.
Pri otázkach na farbu polí ľudia najväčšou mierou využívali možnosť vlastného návrhu.
Pri magnetickej sile sa najviac vyskytovala odpoveď “fialová”, potom “šedá”.
V prípade elektrického poľa to vyhrala modrá farba, ale taktiež bolo veľké množstvo





Aplikácia využíva výhody objektovo-orientovaného programovania. Jednotlivé funkčné mo-
duly majú podobu blokov – tried. Každá trieda pokrýva určitú súvislú časť funkčnosti
aplikácie.
V texte sa často vyskytujú pojmy používané v oblasti aplikácií s grafickým užívateľským
rozhraním. Widget je základný ovládací prvok grafického užívateľského rozhrania. Systém
správy objektov v Qt frameworku vyžaduje vytváranie objektov s definovaným rodičovským
objektom. Pretože sa jedná o povinný argument konštruktoru, nebudem to uvádzať. Názvy
tried, metód, premenných a iných slov prebraných zo zdrojového kódu praktickej časti práce
sú vyznačené fontom pripomínajúcim písací stroj.
Zoznam tried a oblasť ich funkčnosti
• AddFieldDialog – vkladanie polí
• AddParticleDialog – vkladanie častíc
• DataModel – ukladanie a správa informácií o objektoch simulácie
• DoubleSpinBoxDelegate – editor pre úpravu reálnych hodnôt v zozname objektov
• Field – vytváranie objektov typu “Poleä manipulácia s nimi
• GLWidget – zobrazovanie a ovládanie grafickej scény
• immediateSpinBox – pomocná trieda (spinbox umožňujúci okamžité odosielanie hod-
noty)
• MainWindow – hlavné okno aplikácie, spájajúce a využívajúce ostatné objekty
• Parser – otváranie a načítavanie ukážkových príkladov
• Particle – vytváranie objektov typu “Časticaä manipulácia s nimi
• Radial – vytváranie objektov typu “Radiálne poleä manipulácia s nimi
• Simulator – jadro simulátoru – ovládanie priebehu simulácie
• SpinBoxDelegate – pomocná trieda (editor pre úpravu celočíselných hodnôt v zo-
zname objektov)
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• Writer – ukladanie príkladov
Okrem toho je tu ešte menný priestor Maths, ktorý obsahuje pomocné funkcie na prácu
s uhlami, vektormi a vektorovými poľami, potrebné pri zobrazovaní grafiky, simulačných
výpočtoch a úprave objektov.
V ďalšom texte si detailne popíšeme jednotlivé triedy a problémy na ktoré som narazil
pri ich vytváraní. Nepôjdeme v abecednom poradí, ale “zhora nadol”. Začneme zloženými
alebo inak nadradenými celkami a prejdeme ku komponentom a detailom.
5.1 MainWindow
Táto trieda predstavuje hlavné okno aplikácie. Objekty ostatných tried sú väčšinou jej člen-
mi a komunikujú medzi sebou pomocou systému slotov a signálov. Sloty a signály sú špeci-
fickou záležitosťou Qt frameworku. Bežne sa na komunikáciu objektov používajú callback
funkcie, ale mechanizmus slotov a signálov má výhody, napríklad automatické deaktivovanie
spojenia v prípade, že jeden z dvojice komunikujúcich objektov bol zmazaný [12].
MainWindow je potomkom triedy QMainWindow, ktorá jej dáva niektoré vlastnosti a me-
tódy, bežné pre aplikačné okno, ako menu, stavový riadok, panel nástrojov a nastavenie
centrálneho widgetu. Pretože QMainWindow je potomkom QWidget, nemusíme sa starať ani
o rám okna a tlačidlá na ňom.
Pre spustenie aplikácie postavenej na MainWindow postačuje do funkcie main() v main.c
napísať
int main(int argc , char *argv [])
{





Trieda je definovaná v súboroch MainWindow.c, MainWindow.h a MainWindow.ui. Súbor
s príponou .ui popisuje rozloženie a typ prvkov používateľského rozhrania a je vytvorený
pomocou nástroja Qt Designer. Rozšírenie oproti základnému QMainWindow spočíva v pri-
daní QDockWidgetu obsahujúceho QTreeView – toto tvorí základ presúvateľného zoznamu
objektov. Pri preklade sa z tohto súboru vytvorí hlavičkový C++ súbor pomocou Qt User
Interface Compilera. Vzniknutá trieda Ui::MainWindow sa dá použiť ako člen našej hlavnej
triedy a v konštruktore sa potom inicializuje metódou setupUi().
Zbytok objektov a vlastností hlavného okna nie je generovaný z .ui súboru, ale na-
programovaný v C++ súboroch. V konštruktore sa okrem metódy setupUi() volá metóda
init(), ktorá postupne vytvorí užívateľské akcie, priradí ich do ponuky menu a do nástro-
jových panelov.
Čo sa týka metód pre spúšťanie akcií užívateľského rozhrania, nebudem zachádzať do
detailov. Akcie sa, kvôli prehľadnosti, vytvárajú v metóde createActions() a do menu a
panelov nástrojov sa priradzujú metódou addAction(). Cez signály sú napojené na kon-
krétne funkčné sloty (ako napr. newFile(), open() apod.).
Metóda init() vytvorí aj ostatné trvalé objekty a prepojí ich pomocou signálov a slo-
tov. Najprv sa vytvorí objekt spravujúci údaje o objektoch simulácie – tzv. “model”(viď. 5.2).
Tomuto sú nastavení delegáti pre editáciu položiek (viď. 5.3) a taktiež QItemSelectionModel
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umožňujúci výber položiek. Keď máme vytvorený model pre správu údajov, môžeme pri-
stúpiť k objektom pre manipuláciu a zobrazovanie — vytvoríme objekty tried Simulator
(viď. 5.8) a GLWidget (viď. 5.9). Pre tieto ale ešte musíme vytvoriť časovače QTimer, ktoré
v pravidelných intervaloch vysielajú signály na aktualizáciu a vykresľovanie simulácie, a ob-
jekty samozrejme prepojíme pomocou príslušných signálov. Nakoniec skonštruujeme objekt
Parser (viď. 5.10) a napojíme ho na sloty modelu pre pridávanie a mazanie objektov.
5.2 DataModel
Trieda DataModel zastáva funkciu modelu podľa konceptu Model-View-Controller. Po-
dľa [12] je model prostredník medzi zdrojom dát a medzi “views-pohľadmi na dáta (napr.
tabuľky). Model/view koncept oddeľuje štruktúru dát od spôsobu ich zobrazovania, takže
jedny dáta môžu byť zobrazované viacerými spôsobmi a zároveň rôzne dáta môžu byť zobra-
zené jedným spôsobom. To nutne znamená, že pohľady (tabuľky) nemôžu poznať štruktúru
všetkých možných dát. Preto je potrebný medzistupeň. V Qt sa takýto spôsob poňatia
model/view štruktúry nazýva Interview [12].
DataModel teda získava dáta o objektoch (časticiach a poliach), uchováva tieto infor-
mácie a poskytuje rozhranie na manipuláciu s nimi a pre ich zobrazovanie.
5.2.1 Štruktúra dát
Dáta o objektoch sú uložené v zoznamoch vytvorených zo šablónovej triedy QList. Kaž-
dý typ objektu (častica, radiálne pole a homogénne pole) má vlastný zoznam. QList bol
zvolený, pretože na rozdiel od viazaného zoznamu QLinkedList používa indexy, nielen
iterátory, a na rozdiel od poľa QVector je zvyčajne rýchlejší, pretože položky QList-u nie
sú v pamäti uložené za sebou.
Ako už bolo spomenuté, model taktiež predáva dáta do tabuľky vo forme, ktorú tabuľka
(naše TreeView) dokáže zobraziť. Musí sa teda starať aj o štruktúru zobrazovaných dát. Na
tento účel sa v prostredí Qt frameworku využíva trieda QAbstractItemModel, respektíve
odvodená QStandardItemModel, ktorá má implementované často používané metódy.
Ako vyplýva z názvu, QStandardItemModel zobrazuje dáta ako tzv. položky – itemy.
Každá položka zodpovedá bunke v tabuľke, a naše TreeView ja vlastne zložené z hierarchie
tabuliek, kde každá úroveň má nadradenú bunku–rodiča (parent).
Na vrchole hierarchie stojí “invisible root item”, pod ktorou sú dva uzly – nodeParticles
ako rodič zoznamu častíc a nodeFields pre polia. Názvy objektov simulácie sú potomkami
týchto uzlov a vlastnosti objektov sú zasa ich potomkami v stromovej hierarchii. Táto št-
ruktúra tvorí model zobraziteľný v TreeView.
5.2.2 Práca s dátami
Aby nám model na niečo bol, musí získať nejaké dáta. Pre pridávanie objektov doňho slúži
preťažená metóda add(), ktorá ako argument berie referenciu na objekt typu Particle,
Field alebo Radial a vracia QModelIndex – index položky, ktorá slúži ako názov objektu.
Funkcia podľa typu predaného objektu vytvorí potrebné uzly v stromovej štruktúre pre
zobrazenie v tabuľke a takisto vloží objekt do príslušného zoznamu zavolaním jeho metódy
append().
Mazanie objektov sa vykonáva prostredníctvom metódy remove(). Ako argument jej
musíme predať index položky – názvu objektu. Pretože funkcia nevie nič o type objektu,
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iba jeho index v stromovej štruktúre, tak si najprv pomocou pomocných funkcií zistí o aký
objekt sa jedná, a podľa toho zariadi zmazanie z príslušného zoznamu. Nakoniec zmaže
podstrom objektu a vráti informáciu o úspechu operácie. Pre zmazanie všetkých objektov
naraz je pripravená metóda clear().
5.2.3 Spolupráca s jadrom simulátora
Simulátor pri svojej práci, ktorá je detailne vysvetlená v časti 5.8, počíta nové hodnoty
vlastností objektov a potrebuje ich zapisovať naspäť do modelu. V prípade potreby je
naopak možné obnoviť počiatočný stav simulácie, aby mohla prebehnúť znova.
Simulátor pri čítaní hodnôt a zapisovaní nových pristupuje priamo ku jednotlivým ob-
jektom uloženým v zoznamoch – čiže pracuje priamo so zdrojom dát. Na to, aby sa zmena
dát prejavila aj v tabuľke TreeView, však bolo potrebné vytvoriť metódu update(), ktorá
aktualizuje položky stromu.
Argumenty, ktoré jej musíme predať, sú: zmenený objekt a jeho index v tabuľke. Po-
dobne ako add(), je táto funkcia preťažená, takže podľa typu objektu sa aktualizujú tie
správne položky tabuľky.
Používateľské rozhranie poskytuje istú mieru interaktivity pri ovládaní priebehu simu-
lácie. Simuláciu je možné spúšťať, pozastavovať a spúšťať znova, a dátový model musí
podporovať tieto funkcie. Aby sme mohli simuláciu spustiť znova, potrebujeme si uložiť
jej východzí stav. Pre tieto účely sú v modeli 3 zoznamy: bakFields, bakParticles a
bakRadials, ktoré, ako vyplýva z názvu, slúžia ako záloha stavu objektov.
Ukladanie stavu do týchto zoznamov je vyriešené metódou storeState(), ktorá sa volá
automaticky pri vkladaní objektov. Volá sa aj pri používateľom vyvolanej zmene vlastností
objektov, ale iba v prípade, že simulácia nie je spustená. To z toho dôvodu, že pri opätovnom
štarte simulácie musia byť podmienky rovnaké, inak by sme dostali úplne iné výsledky.
Naopak, ak simuláciu úplne zastavíme tlačítkom Stop a zmeníme, povedzme, rýchlosť,
tak sa táto zmena premietne aj do zálohy objektov.
Obnovenie stavu sa vykonáva spomínaným tlačidlom Stop . Vtedy sa spustí slot reset(),
ktorý vykonáva v podstate opačnú činnosť ako storeState().
5.3 DoubleSpinBoxDelegate
Ak chceme v prostredí Qt frameworku nadefinovať vlastné zobrazenie položiek, alebo upra-
viť možnosti editácie modelu podľa seba, musíme použiť takzvaných delegátov. Pre naše
potreby postačovalo štandardné textové zobrazenie položiek, ale ich editácia si vyžiadala
použitie triedy QItemDelegate, vďaka ktorej sa dá zvoliť editor–widget pre úpravu buniek
tabuľky.
Názov tejto triedy je možno trochu zavádzajúci, pretože počas vývoja sa jej možnosti
trochu rozrástli. Na začiatku som ale vychádzal z potreby mať možnosť nastavovať čí-
selné hodnoty pohodlnejšie, než len písaním na klávesnici. Za ideálny spôsob práce v tomto
prípade považujem spinboxy, ktoré ponechávajú možnosť písať na klávesnici, ale taktiež
významne uľahčujú rýchle úpravy “od oka”s pomocou myši.
Požadovaný editor sa tvorí pomocou metódy createEditor(). Jedná sa o virtuálnu me-
tódu, ktorá vracia QWidget, takže ju stačí iba znova nadeklarovať, vybrať v nej vhodný wid-
get a trieda QItemDelegate sa postará o správnu funkčnosť. Do editoru musíme pravdaže
vložiť dáta v správnom formáte – na to je predpripravená virtuálna metóda setEditorData(),
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ktorú reimplementujeme. Opačným smerom prebieha zápis zmenenej hodnoty do modelu,
a to prostredníctvom virtuálnej metódy setModelData().
Pri vývoji som musel niektoré veci upraviť, aby som dosiahol uspokojivých výsledkov.
Predovšetkým mi prekážalo, že delegát odosielal dáta do modelu až po zavretí editoru.
Pri niektorých činnostiach, ako napr. zmena uhlu rýchlosti, to bolo nežiaduce správanie,
pretože grafická odozva nebola okamžitá. Pri zmene uhlu rýchlosti pomocou spinboxu je
veľmi príjemné, ak pri každom kliknutí na tlačidlo sa poloha grafického vektoru patrične
upraví.
Preto som vytvoril vlastnú triedu immediateSpinBox, zdedenú od QDoubleSpinBox a
obohatenú o signál forceUpdate(), emitovaný pri každej zmene hodnoty. Tento signál je
potom skrz slot delegáta napojený na ďalší signál (commitData()), ktorý odosiela dáta
z editoru do modelu.
Ďalšie rozšírenie prišlo s rozvojom práce s objektami v zozname. Rozhodol som sa
umožniť meniť typ častice po poklepaní na jej názov. Používateľ by tak nemusel meniť
hmotnosť a náboj samostatne, ale stačilo by vybrať typ a zbytok by sa nastavil automaticky.
Pre výber typu som sa rozhodol použiť rozbaľovací zoznam – QComboBox. Zoznam sa naplní
textovými názvami podporovaných typov častíc (Elektrón, Protón, Neutrón, Atóm, Vlastní)
a ako predvolená hodnota sa zvolí hodnota súčasná.
Použitie rôznych typov editorov na rôzne bunky samozrejme bolo treba zohľadniť v me-
tódach createEditor(), setEditorData() a setModelData() a získavať, či zapisovať hod-
noty podľa toho, na akú bunku odkazuje predaný index.
Ďalším problémom spojeným s použitím stromového zoznamu objektov bolo použitie
tzv. “rol- konštánt, ktoré určujú, ako sa má ktorá hodnota položky použiť – jedna polo-
žka môže totiž obsahovať množstvo typov dát, použiteľných ako text položky, bublinovú
nápovedu, ikonku apod.
Jedna možnosť je aj Qt::EditRole, ktorá značí, že hodnota je použiteľná ako vstup pre
editor. Bohužiaľ, nie je to tak celkom pravda, pretože Qt nerozlišuje medzi Qt::EditRole
a Qt::DisplayRole (text položky). Takže, keď som chcel do textu bunky zahrnúť aj fy-
zikálnu jednotku, táto sa stala súčasťou číselnej hodnoty a naopak, keď som nastavil číslo
ako editovateľnú hodnotu, bunka ostala bez fyzikálnej jednotky. Toto som vyriešil vytvore-
ním vlastnej konštanty reprezentujúcej číselnú hodnotu, ale nezávislej na texte bunky. Pri
získavaní dát z modelu do editoru delegáta uvádzam túto hodnotu ako rolu.
5.4 Triedy pre manuálne pridávanie objektov
Ďalšími triedami, ktoré sú úzko naviazané na DataModel, sú AddFieldDialog a AddParticleDialog.
Obe majú veľa spoločných rysov. Používateľské rozhranie je pripravené v samostatných .ui
súboroch. V konštruktore sa najprv vytvoria objekty s predvolenými vlastnosťami (čiže po-
mocou konštruktorov bez parametrov, okrem rodiča – kvôli garbage collectingu) – v prípade
AddParticleDialog je to častica bez rýchlosti a v počiatku súradnicovej sústavy. Tieto ob-
jekty sa potom vložia do modelu a slúžia ako náhľad – používateľ edituje ich vlastnosti
v dialógu a priamo v grafickej scéne vidí výsledok. Pri potvrdení dialógu sa objekt ponechá
v modeli, v prípade zrušenia sa odtiaľ zmaže.
5.4.1 AddFieldDialog
V AddFieldDialog-u sa ale musia vytvoriť objekty radiálneho aj homogénneho poľa a ich
pridávanie a mazanie z modelu sa deje aj pri ich prepínaní. Štandardne sa po otvorení dia-
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lógu vloží do modelu homogénne magnetické pole bez prierezu a indukcie, ale ak používateľ
zmení výber na radiálne pole, tak homogénne sa z modelu odstráni, ale ostane uložené
v členskej premennej dialógu. Všetky zmeny, ktoré sú spoločné pre radiálne aj homogénne
polia (poloha stredu, veľkosť intenzity, magnetická/elektrická sila) sa nastavujú spoločne,
ale iba jeden z dvojice objektov je uložený v modeli ako náhľad.
Obrázok 5.1: Dialóg pre pridávanie polí
Na obrázku 5.1 vidíme ovládacie prvky dialógu. Sila a tvar siločiar sa určujú jednoznačne
pomocou rádiových tlačidiel, pričom vidíme, že výber radiálneho poľa spôsobí zašednutie
vlastností, ktoré majú zmysel iba u homogénneho poľa – šírka a tvar prierezu.
Ako už bolo spomenuté, homogénne polia sú predstavované nekonečne dlhými hranolmi.
Vnútorná štruktúra je detailne rozobratá v sekcii 5.5, ale treba vedieť, že prierez hranolu je
po celej dĺžke rovnaký. Pre maximálnu jednoduchosť a rýchlosť zadávania, má používateľ
v rozbaľovacom comboboxe pripravených niekoľko tvarov – štvorec, trojuholník a kruh.
Ďalej je možné nastaviť šírku prierezu a podľa týchto hodnôt sa automaticky nastavia
vrcholy. Zadávanie každého vrcholu ručne by bolo zdĺhavé a mätúce. Ďalej, prierez je kolmý
na smer pohľadu.
Konštruktor má ako argumenty ukazateľ na model a smer pohľadu kamery. Čiže pou-
žívateľ najprv natočí scénu. Siločiary sú orientované v smere tohto natočenia a sú kolmé
na prierez. Kladná hodnota intenzity/indukcie znamená siločiary smerom k používateľovi,
záporná smerom od. Pri vkladaní ďalšieho poľa znova natočí scénu tak, ako si želá, aby pole
smerovalo a opakujem procedúru.
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5.4.2 AddParticleDialog
Tento dialóg sa vytvára v metóde MainWindow::newParticle(). Parametre konštruktoru
sú ukazateľ na model a aktuálny simulačný čas. Pri procese pridávania častíc stačí vložiť do
zoznamu jednu časticu a potom manipulovať priamo s ňou. Viac o časticiach v kapitole 5.6.
Jediná komplikácia v tomto smere bola zadávanie počiatočnej rýchlosti, ktoré funguje na
rovnakom princípe ako v Zozname objektov. Takže je potrebné volať matematické fun-
kcie (kap. 5.11) na rotáciu vektorov a zmenu dĺžky. Uhol sklonu sa nastavuje podľa siločiar
prvého vloženého poľa.
Veľkosť rýchlosti je možné zadávať dvoma spôsobmi – buď priamo ako násobok 10km/s





Univerzálnym riešením by bola možnosť zvoliť si referenčné pole pre každú vkladanú
časticu, ale vo väčšine prípadov toto nie je nutné – najčastejšie nás zaujíma len jedno pole,
a aj keď ich je viac, tak v zadaní príkladu je ich orientácia a poloha zadaná pomocou prvého
– čiže môj spôsob je korektný.
5.5 Field
Trieda obsahujúca údaje o objekte homogénneho poľa a metódy na prácu s ním. Trieda má
statické pole obsahujúce textové názvy. Každé pole má svoj typ, ktorý je určený výčtovým
typom FieldType. Je potrebné uchovávať údaje o intenzite – pomocou vektora QVector3D
density. Ďalej je, kvôli možnosti úpravy intenzity, nutné mať aj zvláštny normalizovaný
vektor v smere siločiar – QVector3D normDensity, z ktorého sa pri editácii odvodzuje
skutočná intenzita. Inak sa môže stať, že používateľ zadá veľkosť 0, ale pri ďalšej zmene by
intenzita ostala naďalej 0, pretože by jej smer nebolo možné z ničoho určiť.
Pole, ako nekonečne dlhý hranol, má svoj prierez, reprezentovaný vektorom
QVector<QVector3D> area. Tento polygón má svoj vypočítaný stred QVector3D middle
a normálu QVector3D normal. Stred je nutné si pamätať kvôli uhlu rýchlosti, a normálu
pre posuv polygónu pri výpočtoch.
Konštruktory sú tri. Jeden umožňuje vytvoriť pole len po zadaní vektora intenzity, čiže
prierez a veci s ním súvisiace budú prázdne a typ bude nedefinovaný, druhý konštruktor
vyžaduje aj typ poľa a prierez. Ďalej bolo nutné zadeklarovať copy konštruktor a operátor
priradenia kvôli kopírovaniu v zoznamoch. Nakoniec je tu statická funkcia typeFromText(),
ktorá po zadaní textového názvu vráti FieldType.
5.6 Particle
Trieda obsahujúca údaje o objekte častica a metódy na prácu s ním. Častica potrebuje viac
informácií než pole. Trieda má statické polia obsahujúce konštanty nábojov, hmotností a
textových názvov. Ďalej tu je výčtový typ ParticleType.
Každá častica má aj svoju vlastnú hmotnosť, typ a náboj. Pre úsporu pamäte by bolo
možné uchovávať len informáciu o type častice, ale to by znemožňovalo užívateľom vytvoriť
vlastné typy a taktiež by neustále odvodzovanie podľa typu spomaľovalo výpočty. Aktivačný
čas častice double atime má význam pri časticiach vložených po začiatku simulácie – pri
opakovanom prehraní sa v simulácii “zjaviaäž po uplynutí doby, v ktorej boli vytvoreneé.
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Okrem toho sú tu vektory polohy, rýchlosti, pôsobiacej sily a zrýchlenia: QVector3D
p, v, F, a. V dátovej štruktúre častíc sa uchováva aj informácia o zanechanej stope –
QVector<QVector3D> trace. A nakoniec je tu bool active, indikujúci, či je častica ak-
tívna – t.j. nie príliš vzdialená od ostatných.
Konštruktory sú štyri. Prvý, bez parametrov, vytvorí nedefinovanú časticu so všetkými
vlastnosťami rovnými nule. Druhý si berie typ častice, a podľa neho zostrojí časticu s prísluš-
nou hmotnosťou, nábojom a typom. Tretí vyžaduje zadanie všetkých vlastností. Nakoniec
je tu copy konštruktor, operátor priradenia a operátor porovnávania. Operátor porovná-
vania je potrebný kvôli metóde QList::indexOf() používanej pri detekcii prekrývajúcich
sa častíc – protón a elektrón sú pri veľmi veľkej blízkosti schopné utvoriť atóm. Vtedy sa
jedna častica zmení na typ ATOM a druhá sa zmaže zo zoznamu.
5.7 Radial
Trieda popisujúca radiálne pole má isté rysy častíc i homogénnych polí, ale je jednoduchšia
než obe. Členské premenné sú iba QVector3D p ako poloha, FieldType type prevzatý
z triedy Field a double strength, ktorá vyjadruje intenzitu v nulovej vzdialenosti od
radiálneho poľa.
Konštruktory sú tri – prvý bez parametrov, druhý vyžaduje zadanú polohu, typ a inten-
zitu a copy konštruktor. Implementovaný je aj operátor priradenia kvôli operáciam v zo-
zname QList.
5.8 Simulator
Táto trieda je zodpovedná za fyzikálne výpočty modelovaného javu. Konštruktor triedy
vyžaduje ukazateľ na dátový model a vzdialenosť od počiatku súradnicovej sústavy, po
prekonaní ktorej častica prestane ovplyvňovať simuláciu. V konštruktore sa inicializujú
členské premenné – ukazateľ na model, maximálna vzdialenosť a simulačný čas a takisto
referencie na zoznamy simulačných objektov.
V hlavnom okne MainWindow je časovač QTimer computeTimer, ktorý sa po stlačení
tlačidla Spustit aktivuje každé dve milisekundy a pomocou signálov je napojený na slot
Simulator::compute(). Tento slot obsahuje test na to, či je v simulácii aspoň jedno pole.
Ak áno, spustí sa slot update().
Slot update() riadi priebeh simulácie. Najprv sa zvýši simulačný čas o príslušný krok,
potom sa vyšle signál o zmene času, aby sa mohol zobraziť v grafickej scéne. Následne sa vo-
lajú jednotlivé sloty pre výpočet nových hodnôt: updateForce(), updateAcceleration(),
updateVelocity(), updatePosition(). V ďalšom kroku sa skontroluje vzdialenosť čas-
tíc od počiatku súradnicovej sústavy a najvzdialenejšie sa deaktivujú. Napokon sa zavolá
metóda DataModel::update() pre každú časticu.
5.8.1 Výpočet nových hodnôt
Všetky metódy update*() majú ako argument premennú typu double, ktorá predstavuje
čas ∆t – rozdiel oproti predchádzajúcemu kroku. Niektoré výpočty sú ale nezávislé na čase.
Nevracajú návratovú hodnotu, ale zmeny vykonávajú priamo na modeli.
Ako prvá sa volá metóda updateForce(). Jej úlohou je pre každú časticu vypočítať
pôsobiacu silu podľa vzorca Lorentzovej a elektrickej sily. Výsledný vzorec:
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~F = Q[(~v × ~B) + ~E] (5.1)
Rýchlosť ~v a náboj Q sú uložené v každej častici. Pôsobiacu elektrickú intenzitu ~E a
magnetickú indukciu ~B je nutné v každom kroku vypočítať. To sa deje prostredníctvom
metód getIntensity() a getInduction(), ktoré ako parameter berú práve počítanú čas-
ticu.
getIntensity() najprv zráta elektrické sily pôsobiace na časticu od ostatných častíc.
Jedná sa o klasický N-body problém, ktorý je možné rôznymi technikami optimalizovať, ale
pri názorných ukážkach učebnicových príkladov častíc nie je veľa a výkon aplikácie netrpí.
Potom sa do výsledku zarátajú sily z homogénnych elektrických polí, v ktorých sa častica
nachádza, a nakoniec sily zo všetkých radiálnych polí.
getInduction() je jednoduchšia, pretože ako zdroj magnetickej sily neuvažujeme častice,
iba polia. Najskôr sa spočítajú sily z homogénnych polí, v ktorých sa častica nachádza, a
potom zo všetkých radiálnych.
Detekcia prieniku častíc a polí Samostatným problémom je zisťovanie kolízie častíc
a homogénnych polí. Obe vyššie uvedené metódy sú postavené na nasledovnom algoritme:
1. Zisti kolmú vzdialenosť častice od prierezu poľa
2. Posuň prierez v smere intenzity o získanú vzdialenosť
3. Zisti, či častica leží v polygóne prierezu
QVector3D obsahuje preťaženú metódu distanceToPlane(). Jeden jej variant berie
ako argumenty jeden bod plochy a normálu plochy, druhá vyžaduje 3 body danej plochy.
Návratová hodnota je vzdialenosť, ktorá je kladná, ak bod leží nad plochou a záporná
v opačnom prípade.
Posun polygónu sa realizuje prostredníctvom funkcie Maths::translatePolygon(), ktorá
má ako argumenty referenciu na polygón (QVector¡QVector3D¿), normalizovaný vektor
smeru posunu a vzdialenosť.
Keď je prierez poľa posunutý do jednej roviny s časticou, môžeme otestovať, či častica
leží v jeho vnútri. Toto testovanie je veľmi časté v podobných grafických a simulačných
aplikáciách a nazýva sa Point-in-Polygon problém.
Jeho použitie sa spája predovšetkým s 2D grafikou, a väčšina algoritmov pracuje v 2D.
Podľa [15] sa táto problematika v 3D dá riešiť zanedbaním jednej zo súradníc a teda vytvo-
rením priemetu do jednej z rovín xy, xz, yz. Ja som postupoval podľa [6] a polohu bodu voči
polygónu určujem podľa sumy vnútorných uhlov. Veľkosť uhla zisťujem aplikáciou matema-
tickej funkcie arcus kosínus na skalárny súčin vrcholov. Toto sa opakuje pre všetky susedné
dvojice vrcholov a výsledky sa sčítajú. Výsledná suma predstavuje počet radiánov. Ak sa
rovnajú 2pi, bod leží vo vnútri, inak nie. Samozrejme je nutné počítať s istou presnosťou.
Nevýhodou tejto metódy je náročnosť použitých matematických funkcií a nutnosť praco-
vať s konvexnými polygónmi – ale pre potreby tohto simulátora sa ukázala ako dostatočne
efektívna.
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Keď sú určené pôsobiace sily, môžeme pre každú časticu stanoviť zrýchlenie podľa vzorca
~a =
~F
m – metódou updateAcceleration(). Pretože rýchlosť je zrýchlenie za čas, ďalším
krokom je v metóde updateVelocity() aktualizovať rýchlosť všetkých častíc podľa vzorca
~v = ~u+~a ·∆t, kde ~u je stará hodnota rýchlosti. Podľa aktuálnej hodnoty rýchlosti a kroku
∆t sa napokon v metóde updatePosition() vypočíta nová poloha častice podľa vzorca
~s = ~x+ ~v ·∆t, kde ~x je predchádzajúca poloha častice.
Tento cyklus sa opakuje až do ukončenia simulácie tlačidlom Stop alebo pozastavenia
tlačidlom Pauza
5.9 GLWidget
Na grafické zobrazenie modelovaného javu som vytvoril triedu GLWidget, ktorá je potom-
kom triedy QGLWidget – čiže widgetu umožňujúceho v prostredí Qt zobrazovať OpenGL
grafiku a prepojiť ju pomocou slotov a signálov s ostatnými časťami aplikácie.
Pre korektné použitie widgetu bolo nutné reimplementovať 3 virtuálne metódy.
• paintGL() – na požiadanie prekresľuje scénu
• resizeGL() – volá sa pri zmene veľkosti widgetu
• initializeGL() – volá sa automaticky pred prvým zavolaním paintGL() alebo
resizeGL()
Konštruktor vyžaduje ukazateľ na dátový model, ktorým inicializuje členskú premennú
DataModel *model. V tele konštruktoru sa nastaví základný pohľad na scénu pomocou
metódy resetView() a inicializujú sa aj hodnoty prepínačov, určujúcich zobrazovanie po-
mocných grafických objektov (5.9.6) a indikátor bežiacej simulácie bool playing.
V metóde MainWindow::init() je GLWidget vytvorený a napojený na časovač GLTimer,
ktorý každých 33ms volá metódu advanceObjects(). Metóda advanceObjects() volá slot
updateGL(), čo je doporučovaný spôsob aktualizácie grafickej scény pri použití časovačov.
Zavolanie updateGL() spôsobí vykonanie virtual protected glDraw() a v ňom sa vyko-
náva mnou preimplementované paintGL().
5.9.1 initializeGL()
Pred prvým vykreslením scény sa musia nastaviť niektoré ďalšie parametre a inicializovať
ďalšie členské premenné. Je potrebné nastaviť osvetlenie – využívam predovšetkým ambi-
entné svetlo kvôli rovnomernému osvetleniu celej scény. Ďalej je potrebné zapnúť Z-buffer
príkazom glEnable(GL DEPTH TEST); pretože inak by neskôr vykreslené objekty prekryli
tie predchádzajúce, bez ohľadu na vzdialenosť od kamery.
Pre urýchlenie vykresľovania často sa opakujúcich objektov používam Display Listy [13].
Tie je nutné si pripraviť vopred a to sa takisto deje v tejto metóde. Každý typ častice a
poľa má definovaný vlastný materiál, ktorý vytváram metódou makeMaterial().
Display listy popisujúce radiálne polia, častice a ich stopu vytváram metódou makeBall(),
ktorej predávam materiál a veľkosť polomeru. Pri grafickej definícií guľových objektov po-
mocou makeBall() využívam knižnicu utilít OpenGL – GLU a z nej kvadriky GLUquadric.
Pomocou kvadrík je možné vytvoriť guľový útvar funkciou gluSphere().
Display listy pre zobrazovanie homogénnych polí, čiže unikátnych telies, vytváram v sa-
mostatnej metóde initFields() pomocou makeField() a ukladám ich do zoznamu QList<GLuint>
glField. makeField() kvôli priehľadnosti poľa nastaví funkciu miešania farieb
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glEnable (GL_BLEND );
glBlendFunc (GL_SRC_ALPHA , GL_ONE_MINUS_SRC_ALPHA );
Potom sa v smere intenzity poľa cez celú dĺžku hracej plochy natiahnu steny poľa, pomo-
cou volania funkcie glBegin(GL QUAD STRIP) a prepočítaných vrcholov polygónu podstavy.
5.9.2 paintGL()
Na začiatku tejto metódy stojí volanie funkcie na vyčistenie obrazovky a z-buffru. V prí-
pade, ak by boli použité 2D objekty pomocou triedy QPainter, muselo by aj tu byť volanie
zapnutia z-buffru. Nasleduje nastavenie projekčnej matice pomocou glFrustum() a pohľa-
dovej matice – posúvanie kamery pomocou vzdialenosti cameraDist a natočenia xRot,
yRot, zRot.
Potom sa už pristupuje k samotnému vykresľovaniu. Najskôr sa vykresľujú radiálne
polia. Pre každé z nich sa podľa typu zavolá príslušný Display list nastavujúci materiál a
potom sa vykreslí guľa metódou drawParticle(), pretože základné zobrazenie sa nelíší od
zobrazenia častíc.
Pokračuje sa vykreslením častíc. Pre každú časticu zo zoznamu, ktorej aktivačný čas je
nižší než aktuálny simulačný čas, sa podľa typu nastaví materiál a spustí sa drawParticle()
s príslušným parametrom, pretože častice sú rôzne veľké. Častica typu atóm sa vykresľuje
inak, v jej prípade sa volá metóda drawAtom(). Okrem polohy je tu ako argument uhol
značiaci polohu obiehajúceho elektrónu voči jadru. Ďalej, v prípade že simulácia beží, sa
volá aj funkcia na pridávanie stopy addTrace(), a ak je zapnuté zobrazovanie stopy, tak
sa vykresľuje pomocou drawTrace().
Ak je používateľom zapnuté kreslenie vektorov, tak sa v nasledujúcom kroku pre každú
časticu vykreslia šipky znázorňujúce veľkosť a smer sily a rýchlosti. Na to slúži metóda
drawArrow(). Zároveň sa vykreslia siločiary polí metódou showPowerLines().
Podobne je to s textovými popiskami vektorov. Ak sú sila a rýchlosť dostatočne veľké
(čiže v dostatočnej vzdialenosti od stredu častice), tak sa zavolá metóda glDrawLabels()
a na pozícii vrcholu vektoru sa vypíše jeho názov. Na konci prostrednej siločiary sa vypíše
popisok “siločáry”.
Ako posledné z grafických objektov sa musia vykresliť homogénne polia, kvôli tomu,
že ich materiál je definovaný ako priesvitný a majú nastavenú funkciu zmiešavania farieb
s ostatnými objektami. Pre každé pole stačí zavolať Display list nastavujúci materiál poľa
(mat efield alebo mat mfield) a potom Display list popisujúci jeho tvar – tie sú uložené
v poli glField.
Úplne na záver sa pomocou preťaženej metódy renderText() vypíše vpravo dole aktu-
álny čas behu simulácie a pomocou metódy drawSelection() sa obkreslí objekt, ktorý je
vybraný v Zozname objektov, aby používateľ pri úprave vlastností vedel, s čím pracuje.
5.9.3 resizeGL()
Pri zmene veľkosti okna je nutné prispôsobiť aj veľkosť OpenGL grafickej scény. V prostredí
Qt je možné do tejto virtuálnej metódy nastaviť volanie glViewport() so želanými paramet-
rami. Základný tvar GLWidget-u po spustení programu je štvorec. Pri neštandardnej zmene
okna orezávam zobrazenie scény tak, aby šírka i výška ostali rovnaké, pretože inak by došlo
k deformáciám obrazu.
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5.9.4 Manipulácia so scénou
Hlavnou výhodou, ale zároveň aj nástrahou implementácie je použitie 3D zobrazenia. Vý-
hoda spočíva v možnosti vidieť javy, ktoré staré 2D zobrazenie neumožňuje, niekedy sa ale
môže stať, že je 3D zobrazenie pre používateľa mätúcejšie. Aby bola práca s aplikáciou čo
najpohodlnejšia, dal som používateľovi možnosť rýchlo a ľahko prispôsobovať zobrazenie
tak, aby videl modelovaný jav čo najlepšie – môže scénu otáčať a meniť úroveň zväčšenia.
Rotácia scény Vykonáva sa “uchopením a ťahaním”. Používateľ klikne niekam do scény
ľavým tlačidlom na myške, a pri súčasnom držaní stlačeného tlačidla a ťahaní myši sa scéna
“otáča”v smere ťahania – mení sa veľkosť natočenia x-ovej a y-ovej osi. Pri držaní pravého
tlačidla sa mení natočenie x-ovej a z-ovej osi. Toto sa deje v metóde mouseMoveEvent(),
ktorá ako parameter berie ukazateľ na udalosť QMouseEvent *event.
Veľkosť priblíženia Aktuálna úroveň priblíženia je uložená v členskej premennej cameraDist.
Udáva vzdialenosť kamery od stredu scény, takže čím väčšia hodnota, tým je scéna vzdia-
lenejšia a naopak. S touto hodnotou manipulujú metódy zoomIn() a zoomOut(), ktoré ako
argument berú veľkosť kroku. Ak nie je zadaný, použije sa hodnota 1. Starajú sa aj o to,
aby cameraDist nepresiahla maximálne povolené hodnoty.
Pretože sú definované ako public, je možné ich volať z akcií triedy MainWindow vy-
volaných stlačením tlačidla na paneli nástrojov. V prostredí grafickej scény sú volané pri
otáčaní kolieska na myši a pri stláčaní kláves + a - .
Pohyb kolieska sa spracováva metódou wheelEvent(), ktorá opäť prijíma ukazateľ na
udalosť QMouseEvent *event. QMouseEvent obsahuje metódu delta() na zistenie veľkosti
pootočenia kolieska.
Odchytávanie stlačených kláves je realizované metódou keyPressEvent(), ktorá prijíma
ukazateľ na udalosť QKeyEvent *event. Hodnotu stlačenej klávesy, získanú z event->key(),
porovnáva s hodnotami kláves plus a mínus a potom volá príslušné metódy na približovanie.
5.9.5 Reset
Grafickú scénu je potrebné vrátiť do východiskového stavu pri zastavení simulácie alebo
spustení inej. Je nutné vytvoriť Display listy homogénnych polí, zmazať stopy častíc a
nastaviť štandardný pohľad kamery.
5.9.6 Zobrazovanie pomocných objektov
Riadi sa hodnotami členských premenných bool labels, vectors, trace. Na prepínanie
hodnôt slúžia public sloty showLabels(), showVectors() a showTrace(). Hodnota týchto
premenných väčšinou nie je dôležitá pre iné objekty, než je GLWidget, akurát pri vektoroch
je potrebné, aby boli zobrazené vždy pri vkladané nového objektu do simulácie, preto som
implementoval metódu vectorsShown(), ktorá vracia hodnotu premennej vectors.
5.9.7 Deštruktor
V prostredí Qt frameworku sa uplatňuje automatický garbage collecting na všetkých po-
tomkov triedy QObject. OpenGL Display listy do tejto kategórie nepatria, preto je nutné
ich explicitne zmazať pri ukončení.
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5.10 Parser a Writer
Parser slúži na otváranie zdrojových súborov s príkladmi. Inštanciovaný je v MainWindow,
kde je pomocou signálov a slotov napojený na model. Považujem za výhodné mať ho k dis-
pozícií počas celého behu programu, pretože sa jedná o často používanú funkcionalitu.
V metóde MainWindow::open() je najprv nutné pomocou statickej metódy
QFileDialog::getOpenFileName() získať umiestnenie súboru s príkladom. To sa ako ar-
gument predá metóde parse().
parse()
Na začiatku sa vyčistia polia používané na ukladanie informácií o načítaných objektoch.
Potom sa otestuje, či je možné súbor otvoriť. V prípade neúspechu sa metóda ukončí. Inak
sa súbor otvorí a jeho obsah sa načíta do premennej QString content. Tento reťazec sa
potom metódou split() rozdelí na jednotlivé riadky a uloží do zoznamu QStringList
lines().
Tieto riadky sa potom prechádzajú a hľadajú sa kľúčové slová, značiace typ objektu.
Podľa nich sa potom volajú ďalšie metódy, ktoré vedia prečítať vlastnosti objektu, skonšt-
ruovať ho a potom priradiť do zoznamu. Jedná sa o metódy LoadHField(), LoadRField()
a LoadParticle(). V prípade, že sa niektorej z týchto funkcií nepodarí načítať objekt zo
súboru, pokračuje sa na ďalší objekt, takže sa načítajú všetky správne uložené objekty.
Po prejdení všetkých riadkov sa zistí, či bolo načítané aspoň jedno pole. Ak áno, vyšle
sa signál newModel(), ktorý vyčistí model. Potom sa nahrajú polia a častice pomocou
preťaženého signálu add().
5.10.1 Writer
Úlohou Writer-a je uložiť simuláciu do súboru pre neskoršie otvorenie. Okrem prázd-
neho konštruktoru má len dve statické metódy — write() a makeString(). V metóde
MainWindow::saveAs() sa, podobne ako v prípade Parser-a, najprv cez QFileDialog získa
želané umiestnenie súboru. Potom sa zavolá metóda write() s argumentami ukazateľ na
model a umiestnenie súboru.
write()
Najprv sa overí, či je možné súbor otvoriť pre zápis. Ak nie, metóda vráti false. Inak sa dáta
z modelu prevedú do textovej podoby podľa špecifikácie (6.1) a pomocou QTextStream-u
sa zapíšu do súboru.
5.11 Maths
Maths je menný priestor združujúci objekty a matematické funkcie, používané v grafickom
zobrazení a v simulátore. Zameriavajú sa predovšetkým na zjednodušenie práce s uhlami a
vektormi.
• const QVector3D zero – nulový vektor
• const double radToDeg – prevod radiánov na stupne
• double vectorAngle() – uhol medzi vektormi
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• bool pointInPolygon() – detekcia bodu v polygóne




• QVector3D translatedMid() – posúvanie stredu prierezu poľa
• void rotateVector()
• void translatePolygon()
• void reshapePolygon() – vytvorenie polygónu podľa parametrov
Niektoré funkcie už boli popísané v predchádzajúcich častiach.
vectorAngle() Definuje normálu roviny vytvorenej uhlami, a aplikuje funkciu atan2().
Výsledok prevedie do uhlov.
polygonMid() Často sa využíva stred prierezu homogénneho poľa (pri zobrazovaní siločiar
a definícii rýchlosti). Geometrický stred sa nájde ako aritmetický priemer súradníc všetkých
vrcholov.
setVelocity*() Nastavujú rýchlosť zadanej častice podľa uhlu zvieraného s intenzitou
poľa a prípadne podľa zadanej dĺžky. Najprv sa pomocou translatedMid() získajú súrad-
nice stredu prierezu ležiaceho v rovine s časticou. Potom sa vytvorí vektor z bodu označu-
júceho polohu častice, do tohto stredu. Tento vektor má zhodný smer, ako by mala rýchlosť
kolmá na siločiary. Podľa zadaného uhla sa vykoná rotácia vektoru, nastaví sa želaná dĺžka
a výsledný vektor sa stane rýchlosťou častice.
V prípade radiálnych polí je nastavovanie uhlu bez účinku, nastavuje sa iba veľkosť
rýchlosti smerujpcej do stredu radiálneho poľa.
rotateVector() Otáčanie vektorov je v prostredí grafických a simulačných aplikácií veľmi
častým úkonom. Je možné to riešiť pomocou rotačných matíc alebo kvaternionov. Kvater-
niony sú výkonnejšie [11] a Qt framework poskytuje triedu QQuaternion, ktorá otáča okolo
danej osi o daný uhol.
translatePolygon() Posúva všetky body polygónu o danú vzdialenosť v danom smere.
reshapePolygon() Vytvorí pravidelný mnohouholník so zadaným počtom vrcholov. Vr-





Jedná sa o textové súbory. Každý objekt je označený skratkou svojho názvu a v zátvorke















• hel – homogénne elektrické pole
• hmag – homogénne magnetické pole
• rel – radiálne elektrické pole
• rmag – radiálne magnetické pole
• e – elektrón
• n – neutrón
• p – protón
• a – atóm
Štruktúra homogénnych polí Na prvom riadku sa nachádza definícia vektora intenzity,
na ďalších riadkoch sú súradnice vrcholov.
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Štruktúra radiálnych polí Prvý riadok udáva polohu poľa, druhý veľkosť intenzity.





Cieľom práce bolo vytvoriť aplikáciu použiteľnú pre modelovanie javov spojených s pohybom
nabitých častíc v elektromagnetickom poli. Súčasťou práce bola voľba vhodnej grafickej re-
prezentácie – rozhodol som sa použiť 3D grafiku kvôli tomu, že dokáže byť rovnako názorná
ako 2D grafika, ale zároveň sú jej možnosti širšie. Hlavnou výhodou je umožnenie zobraze-
nia niektorých javov, ktoré predtým nebolo možné jednoducho znázorniť. Príkladom takého
javu je pohyb po skrutkovnici.
Pri riešení som musel zvládnuť rôzne podproblémy — simuláciu fyzikálnych javov na
počítači, detekciu kolízie objektov, zisťovanie vzájomnej polohy bodu a polygónu, prácu
s vektormi (rotácie, zvierané uhly), hľadanie stredu polygónu, použitie grafickej knižnice
OpenGL a knižnice utilít GLU.
Nezanedbateľnou súčasťou vývoja bolo testovanie na budúcich používateľoch a komuni-
kácia s nimi, čoho výsledkom bolo mnoho vylepšení programu — úprava zobrazenia siločiar,
zavedenie aktivačnej doby častíc a rôzne drobné vylepšenia dialógov.
Na demonštráciu možností simulátoru bola vytvorená sada ukážkových príkladov, spra-
covaných podľa príkladov z učebnice.
Zaujímavým vylepšením aplikácie by v budúcnosti mohlo byť experimentovanie s použi-
tím “drag-and-drop”pri umiestňovaní častíc a ďalších úkonoch, čo je v prípade 3D aplikácií
bežiacich na 2D zobrazovacom zariadení netriviálna úloha.
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• adresár /src – zdrojové kódy programu
• adresár /bin – spustiteľná aplikácia (skompilovaná pre Windows7 32b)
• adresár /bp – záverečná správa (zdrojové kódy pre systém LaTeX a výsledný súbor
vo formáte PDF)




Predstavte si protón. Akú by ste mu priradili farbu? *
prosím, uveďte Vami navrhovanú farbu
Predstavte si elektrón. Akú by ste mu priradili farbu? *
prosím, uveďte Vami navrhovanú farbu
Predstavte si neutrón. Akú by ste mu priradili farbu? *
prosím, uveďte Vami navrhovanú farbu
Predstavte si pole s magnetickou silou. Akú by ste mu priradili farbu? *
prosím, uveďte Vami navrhovanú farbu
Predstavte si pole s elektrickou silou. Akú by ste mu priradili farbu? *
prosím, uveďte Vami navrhovanú farbu
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