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Abstrakt
Pra´ce se zaby´va´ sezna´menı´m se s architekturou hernı´ho enginu pro realtime strategii a rˇesˇenı´m proble´mu˚,
ktere´ tento celek obsahuje nebo mu˚zˇe obsahovat. Hlavnı´m zameˇrˇenı´m je logicky´ subsyste´m realtime
strategie. Pod tento obecny´ celek spada´ zejme´na proble´m hleda´nı´ nejkratsˇı´ cesty v tere´nu a jednoducha´
AI jednotek. Pro tyto proble´my bude prˇedstavena implementace za pouzˇitı´ zna´my´ch algoritmu˚ a postupu˚
a pro prezentaci bude vytvorˇena demo aplikace za pouzˇitı´ open source technologiı´.
Klı´cˇova´ slova: Bakala´rˇska´ pra´ce, Strategicka´ hra, Hleda´nı´ nejkratsˇı´ cesty v tere´nu, Jednoducha´
hernı´ AI, Rozhodovacı´ stromy, Bina´rnı´ halda, A* algoritmus, Dijkstru˚v algoritmus, Konecˇne´ stavove´ au-
tomaty
Abstract
This thesis deals with architecture of realtime strategy engine and solving problems which can appear
while developing realtime strategy game. Main focus is on logical subsystem, mainly finding shortest
path in terrain and simple AI for autonomnous units. Demo application will be developed, while con-
taining implementations of all problems theoreticaly described before with using known algorithms and
techniques.
Keywords: Bachelor thesis, Strategy game, Pathfinding, Simple game AI, A-star algorithm, Dijkstras
algorithm, Binary heaps, Decision trees, Finite state machines
Seznam pouzˇity´ch zkratek
RTS Real-time Strategy
FPS First person shooter
AI Artificial intelligence
A* A Star algorithm
FSM Finite state machine
VBO Vertex buffer object
SDL Simple Directmedia Layer
UML Unified Modelling Language
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1 U´vod
Pocˇı´tacˇove´ hry urazily od sve´ho vzniku dlouhou cestu. Je tomu jizˇ vı´ce nezˇ pu˚l stoletı´ co se objevily prvnı´
na´znaky toho, co v dnesˇnı´ dobeˇ za pocˇı´tacˇove´ hry opravdu povazˇujeme. Jelikozˇ jsem tyto pocˇı´tacˇove´ hry
hra´l jizˇ od mala, vzˇdy meˇ fascinovalo co zpu˚sobuje to, zˇe se dana´ veˇc pohybuje a prova´dı´ to co jsem jı´
prˇika´zal.
V roce 1992 se na trhu objevila hra Dune 2 a popularizovala subzˇa´nr strategicke´ hry probı´hajı´cı´
v rea´lne´m cˇase. Realtime Strategie, jak je tento subzˇa´nr nazy´va´n, od te´ doby prosˇla dlouhy´m vy´vojem
ve vsˇech oblastech. Zameˇrˇenı´m te´to pra´ce je sezna´mit se s architekturou RTS her, jak lze navrhnout
jednotlive´ subsyste´my a vytvorˇit z nich hru jako celek. Hlavnı´m zameˇrˇenı´m je logicky´ subsyste´m RTS
her. Zde se nale´za´ velke´ mnozˇstvı´ proble´mu, ktere´ je nutno pochopit a navrhnout jejich implementaci
tak, abychom byli s vy´sledkem spokojeni.
V prvnı´ kapitole se zaby´va´m RTS hrami jako celkem, jejich vznikem a historiı´. Take´ obecneˇ popisuji
jednotlive´ subsyste´my a jejich pouzˇitı´ v konkre´tnı´ch situacı´ch.
V druhe´ kapitole se zaby´va´m hleda´nı´m nejkratsˇı´/nejoptima´lneˇjsˇı´ cesty v tere´nu za pouzˇitı´ grafovy´ch
algoritmu˚ a jejich implementaci, prˇevedenı´m 3D tere´nu do zpracovatelne´ podoby a na´sledny´m exportem
vy´sledku tak, aby jej byly schopny zpracovat ostatnı´ objekty. Take´ musı´m zmı´nit pouzˇitı´ ru˚zny´ch druhu˚
pro vy´pocˇet odhadovane´ vzda´lenosti, ktera´ mu˚zˇe velice ovlivnit vy´slednou cestu.
V trˇetı´ kapitole se zaby´va´m problematikou implementace jednoduche´ AI pro jednotky do logicke´ho
subsyste´mu. Jelikozˇ tato problematika je velice obsa´hla´, popisuji zde spı´sˇe konkre´tnı´ prˇı´klady uzˇitı´
ru˚zny´ch technik ve specificky´ch prˇı´padech. U´kolem je popsat jednoduche´ struktury, ktere´ mu˚zˇeme pouzˇı´t
k definova´nı´ chova´nı´ jednotlivy´ch jednotek. Da´le rˇesˇı´m chova´nı´ jednotky prˇi samotne´m pohybu. Aby
jednotka byla schopna pohybu, je zde neˇkolik proble´mu˚ ktere´ musı´m vyrˇesˇit, aby vy´sledny´ pohyb byl
korektnı´ a nepu˚sobil na hra´cˇe sˇpatny´m dojmem. Zmı´nı´m se i o dynamicke´m obnovova´nı´ cesty a jeho
vlivu na vy´slednou cestu.
V poslednı´ kapitole je popsa´n jednoduchy´ prˇı´klad implementace importova´nı´ 3D modelu˚ do enginu
hry a zpu˚sobu jejich animace.
Celkovy´m cı´lem te´to pra´ce je vhodneˇ implementovat tyto specificke´ oblasti do enginu hry jako
samostatny´ modul, ktery´ se stara´ o logiku hry. Pote´ tento modul zkombinovat s paralelneˇ vyvı´jeny´m
graficky´m subsyste´mem, a vytvorˇit tak funkcˇnı´ engine pro real-time strategii, ktera´ by eventua´lneˇ mohla
by´t da´le vyvı´jena a rozsˇirˇova´na.
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2 Realtime strategie
Strategicka´ hra je hra zalozˇena´ na prˇemy´sˇlenı´ a pla´nova´nı´ dalsˇı´ch kroku˚ k dosa´hnutı´ vı´teˇzstvı´. Hra´cˇ
musı´ prˇemy´sˇlet a rozhodovat o na´sledujı´cı´ch akcı´ch, ktere´ majı´ ve vy´sledku ve´st k dosazˇenı´ cı´le. Cı´le se
ru˚znı´ v za´vislosti na typu strategicke´ hry. V dnesˇnı´ dobeˇ cˇasto rozlisˇujeme dva hlavnı´ typy pocˇı´tacˇovy´ch
strategicky´ch her. Jednı´m jsou tahove´ strategie, tedy takove´ kdy v jednom okamzˇiku hraje jen jeden hra´cˇ
a druhy´ cˇeka´ na svu˚j tah. Druhy´m typem je realtime strategie. Realtime strategie je zalozˇena na tom, zˇe
vesˇkere´ akce probı´hajı´ v rea´lne´m cˇase a hra´cˇi tedy necˇekajı´ na akci sve´ho protihra´cˇe.
Za typickou tahovou strategii s cı´lem eliminovat souperˇe se dajı´ povazˇovat sˇachy. Je to prˇı´klad tahove´
strategie, tedy takove´, kdy se hra´cˇi strˇı´dajı´ ve svy´ch akcı´ch. Hra´cˇ musı´ doprˇedu prˇemy´sˇlet a pla´novat
sve´ kroky k tomu aby dosa´hl cı´le, jı´mzˇ je porazˇenı´ souperˇe. Na podobne´m principu vzniklo mnoho
pocˇı´tacˇovy´ch her, ktere´ prˇinesly obrovske´ mnozˇstvı´ ru˚zny´ch vylepsˇenı´, mozˇny´ch akcı´ a ru˚zny´ch cı´lu˚.
Jmenoviteˇ naprˇı´klad se´rie Heroes of Might and Magic. Je to tahova´ strategie, kde kazˇdy´ hra´cˇ buduje sve´
meˇsto, prˇı´padneˇ vı´ce meˇst a ovla´da´ sve´ hrdiny. Hra je rozdeˇlena na dveˇ cˇa´sti, z nichzˇ obeˇ se odehra´vajı´ na
tahy. Prvnı´ cˇa´stı´ je pohyb po mapeˇ, kde hra´cˇ ovla´da´ sve´ho hrdinu, ktery´ ma´ prˇedem urcˇeny´ pocˇet kroku˚,
ktere´ v jednotlivy´ch tazı´ch mu˚zˇe vykonat. Prozkouma´va´ tak sveˇt, objevuje zdroje potrˇebne´ pro provoz
sve´ho meˇsta a potka´va´ neprˇa´tele. Druhou cˇa´stı´ je souboj, kde proti sobeˇ stojı´ dva hrdinove´ se svy´mi
voja´ky. Strˇı´dajı´ se v akci se svy´mi jednotkami a cı´lem nenı´ nic jine´ho, nezˇ porazit neprˇı´telovu arma´du.
Kazˇda´ jednotka ma´ specificke´ schopnosti a promysˇleny´mi tahy lze porazit neprˇı´tele i s mensˇı´ arma´dou
nezˇ ma´ on.
Realtime strategie se oproti tahove´ lisˇı´ hlavneˇ v zpu˚sobu hranı´. Na rozdı´l od tahove´ strategie hra´cˇ
necˇeka´ na akce ostatnı´ch hra´cˇu˚, ale vsˇichni prova´dı´ sve´ akce v rea´lne´m cˇase paralelneˇ. To urychluje
celkovy´ proces hry jako takove´, ale za´rovenˇ to klade na hra´cˇe pozˇadavky na ne jen prˇemy´sˇlenı´ o dalsˇı´ch
akcı´ch, ale i reakcı´ch na situace ktere´ vzniknou v pru˚beˇhu. Cely´ tento zˇa´nr jak je zna´me dnes prakticky
definovala hra Dune 2 od spolecˇnosti Westwood Studios. Za´kladnı´ principy te´to hry, i kdyzˇ mnohokra´t
velice upravene´, se pouzˇı´vajı´ dodnes. Hra´cˇ si mohl vybrat jednu ze trˇı´ ras, za kterou hra´l. Pru˚beˇh hry
spocˇı´val jak v budova´nı´ meˇsta a teˇzˇenı´ zdroju˚, tak v budova´nı´ arma´dy a souboju˚. Hra´cˇ ovla´da´ sve´ jed-
notky tak, zˇe jim da´va´ prˇı´kazy a ty jej ihned vykona´vajı´. Mu˚zˇe je tak libovolneˇ prˇesunovat, rozka´zat
k zau´tocˇenı´ cˇi u´stupu. Dalsˇı´ hrou, ktera´ prakticky stanovila standart od ktere´ho se da´le vy´voj realtime
strategiı´ odvı´jel byla hra Age of Empires od Ensemble Studios. Tato hra byla postavena na enginu Ge-
nie, ktery´ byl pozdeˇji pouzˇit i pro pokracˇova´nı´ te´to hry. Engine te´to hry obsahuje subsy´stemy funkcˇnostı´
podobne´ teˇm, ktere´ se dnes pouzˇı´vajı´. Jmenoviteˇ to jsou graficky´ subsyste´m zalozˇeny na 2D izomet-
ricke´m pohledu hra´cˇe na hernı´ mapu, zvukovy´ subsyste´m prˇehra´vajı´cı´ zvuky jednotek, prostrˇedı´ a hudbu.
Da´le take´ sı´t’ovy´ subsyste´m, ktery´ slouzˇı´ ke hrˇe vı´ce hra´cˇu˚ a logicky´ subsyste´m ktery´ urcˇuje chova´nı´ jed-
notek. Age of Empires take´ pouzˇı´va´ pro pathfinding A* algoritmus, ale je zna´mo, zˇe implementace nenı´
nijak dokonala´. Existujı´ bugy, ktere´ naprˇı´klad zabranˇujı´ jednotce se pohnout, pokud je soucˇa´stı´ skupiny
vı´ce jednotek.
Dnesˇnı´ modernı´ realtime strategie take´ sesta´vajı´ z neˇkolika subsyste´mu, ktere´ jako celek majı´ za u´kol
poskytnout hra´cˇi jak hernı´ tak vizua´lnı´ za´zˇitek. Vy´sledkem spolupra´ce teˇchto subsyste´mu je celek ktery´
se nazy´va´ engine. Na rozdı´l od FPS se na poli realtime strategiı´ enginy nelicencujı´ v takove´m mnozˇstvı´.
Veˇtsˇinou vy´voji hry prˇedcha´zı´ vy´voj enginu, ktery´ je pak v ru˚zny´ch modifikovany´ch verzı´ch pouzˇit pro
dalsˇı´ hry.
Prˇı´kladem mu˚zˇe by´t engine Bang! frimy Ensemble Studios. Tento engine byl vyda´n 25. Rˇı´jna 2002 a
nejprve pouzˇit pro hru Age of Mythology. Pozdeˇji byl modifikova´n a pouzˇit pro velice u´speˇsˇny´ titul Age
of Empires III.
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2.1 Subsyste´my RTS game enginu
• Graficky´ subsyste´m
• Zvukovy´ subsyste´m
• Vstupnı´ subsyste´m
• Hernı´ subsyste´m
– Logika hry(Pravidla, cı´le)
– AI logika jednotek
∗ Hleda´nı´ cesty
∗ Rozhodovacı´ syste´m jednotek
∗ Management jednotek
• Sı´tovy´ subsyste´m
Prakticky vsˇechny modernı´ realtime strategie v dnesˇnı´ dobeˇ pouzˇı´vajı´ graficky´ subsyste´m zalozˇeny´ bud’to
na Direct3D nebo OpenGL. Obojı´ jsou to API, ktere´ mohou by´t pouzˇity pro vykreslova´nı´ 2D a 3D sce´ny.
Direct3D je proprieta´rnı´ API a lze jej pouzˇı´t jen na platforma´ch spolecˇnosti Microsoft. Naproti tomu
OpenGL je multiplatformnı´. Lze jej pouzˇı´vat na veˇtsˇineˇ dnes zna´my´ch operacˇnı´ch syste´mech(i mobilnı´
zarˇı´zenı´)
V nasˇem enginu jsme pro vy´voj jednotlivy´ch subsyste´mu˚ pouzˇili SDL. SDL neboli Simple Direct-
Media Layer je multiplatformnı´ knihovna, ktera´ poskytuje prˇı´stup k audio, video a vstupnı´m zarˇı´zenı´m.
Usnadnˇuje tudı´zˇ prˇı´stup ke vstupnı´m zarˇı´zenı´m a umozˇnˇuje zpracova´va´nı´ vstupnı´ch uda´lostı´. Ma´ vlastnı´
syste´m pro zpracova´nı´ uda´lostı´, ktere´ uchova´va´ ve fronteˇ. Typicky potom pru˚beˇh hernı´ smycˇky vypada´
na´sledovneˇ:
1. Zpracova´nı´ vstupu
2. Zpracova´nı´ uda´lostı´ a logika hry
3. Vykreslenı´ snı´mku na obrazovku
Da´le na´m SDL poskytuje funkce pro pra´ci s vı´cevla´knovy´m zpracova´nı´m uda´lostı´, cˇehozˇ lze na dnesˇnı´m
hardwaru vy´hodneˇ vyuzˇı´t pro paralelnı´ zpracova´nı´ jednotlivy´ch subsyste´mu˚. Ta´ke´ na´m umozˇnˇuje velice
jednodusˇe implementovat zvukovy´ subsyste´m a prˇı´padneˇ i sı´t’ovy´. Vsˇechny tyto subsyste´my tvorˇı´ dohro-
mady celek, ktery´ se nazy´va´ hernı´ engine.
Engine je tedy mnozˇina komponent, ktere´ vy´voja´rˇu˚m slouzˇı´ k dalsˇı´mu vy´voji hry samotne´. Naprˇı´klad
tedy zobrazovacı´ subsyste´m, nacˇı´ta´nı´ modelu˚, zpracova´nı´ vstupnı´ch zarˇı´zenı´, logicky´ subsyste´m, hleda´nı´
cesty, zvukovy´ subsyste´m a mnoho dalsˇı´ch. Naproti tomu samotna´ data(modely, zvuky, atd.), pravidla,
prˇı´beˇh a podobne´ veˇci uzˇ tvorˇı´ hru samotnou.
Jak mu˚zˇeme videˇt v novodoby´ch hernı´ch titulech, te´to skutecˇnosti se velice hojneˇ vyuzˇı´va´, protozˇe
ne vzˇdy je vy´hodne´ vyvı´jet svu˚j vlastnı´ engine. Cˇasto se tedy enginy licencujı´ ru˚zny´m spolecˇnostem,
ktere´ pote´ postavı´ vlastnı´ hru na teˇchto licencovany´ch enginech.
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3 Proble´m pru˚chodnosti tere´nu a nalezenı´ optima´lnı´ cesty
Jeden z nejdu˚lezˇiteˇjsˇı´ch subsyste´mu logicke´ cˇa´sti RTS enginu je syste´m pro hleda´nı´ cesty nebo-li
pathfinder. Jednotky pohybujı´cı´ se v prostoru potrˇebujı´ zna´t cestu k cı´li, ktera´ mu˚zˇe ve´st i prˇes cˇlenity´
tere´n a ru˚zne´ prˇeka´zˇky. Jednotce mu˚zˇe by´t v kteroukoliv chvı´li prˇika´za´no aby se vydala do neˇjake´ho
cı´love´ho bodu. Autonomnı´ jednotky, ktere´ hra´cˇ neovla´da´, take´ potrˇebujı´ zna´t cestu k cı´li, aby mohly
vykona´vat dalsˇı´ u´koly. Pro vsˇechny tyto prˇı´pady musı´ by´t subsyste´m pro hleda´nı´ cesty by´t schopen
jednotce v rozumne´m cˇase poskytnout validnı´ cestu, pokud takova´ existuje.
V te´to kapitole se veˇnuji jak teorii ohledneˇ hleda´nı´ cesty a jejı´ implementace, tak take´ proble´mu˚m
ktere´ se prˇi implementaci objevily. Jelikozˇ hleda´nı´ cesty je kromeˇ cele´ho graficke´ho subsyste´mu jednı´m
z nejna´rocˇneˇjsˇı´ch vy´pocˇetnı´ch u´kolu˚, prˇi samotne´ implementaci musı´ by´t kladeny pozˇadavky na pouzˇitı´
spra´vny´ch algoritmu˚ a programa´torsky´ch postupu˚. Du˚lezˇita´ je take´ optimalizace pro konkre´tnı´ pouzˇitı´.
3.1 U´vod do problematiky
Je zrˇejme´, zˇe od pocˇa´tku k cı´li nemusı´ ve´st pouze jedna cesta. Prˇirozeneˇ chceme, aby cesta kterou se
jednotka vyda´, byla pokud mozˇno co nejkratsˇı´, nebo nejrychlejsˇı´. Vy´slednou cestu mu˚zˇe ovlivnit velke´
mnozˇstvı´ faktoru˚, naprˇ. stromy, voda, jine´ pohybujı´cı´ se jednotky. Da´le je nutne´ bra´t v potaz typ tere´nu
po ktere´m se jednotka pohybuje, jelikozˇ ru˚zne´ tere´ny se mohou lisˇit svojı´ na´rocˇnostı´. Stejneˇ jako je
pro na´s prˇirozene´ jı´t po chodnı´ku mı´sto po tra´veˇ a kamenech, tak le´pe na hra´cˇe pu˚sobı´ jednotka, ktera´
uprˇednostnˇuje stejny´ vy´beˇr cesty. Pra´veˇ toho lze dosa´hnout ru˚zny´m ohodnocenı´m na´rocˇnosti cesty.
Jelikozˇ veˇtsˇina algoritmu˚ pouzˇitelny´ch pro hleda´nı´ nejkratsˇı´ cesty pracuje s neza´porneˇ ohodnoceny´mi
grafy, tak je du˚lezˇite´, abychom hernı´ mapu reprezentovali ve zpracovatelne´ podobeˇ. Prakticky to zna-
mena´ promı´tnout 3D tere´n do 2D podoby a ten pouzˇı´t pro zpracova´nı´. Po zpracova´nı´ na´sleduje zpeˇtne´
prˇevedenı´ cele´ cesty zpeˇt do datove´ podoby, kterou je jednotka schopna zpracovat a cestu vykonat.
Obra´zek 1: Uka´zka reprezentace cesty - RTS Engine
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3.2 Algoritmy pouzˇitelne´ pro hleda´nı´
Algoritmu˚, ktere´ rˇesˇı´ vy´sˇe uvedeny´ proble´m je vı´ce. Mezi nejzna´meˇjsˇı´ patrˇı´ Dijkstru˚v algoritmus.
Poprve´ ho popsal Edsger Dijkstra v roce 1959. Tento algoritmus se da´ pouzˇı´t pro nalezenı´ nejkratsˇı´ cesty
v kladneˇ ohodnocene´m grafu. Je konecˇny´, protozˇe v kazˇde´m pru˚chodu se do mnozˇiny uzlu˚, ktere´ jizˇ byly
navsˇtı´veny prˇida´ pra´veˇ jeden uzel. Pru˚chodu˚ cyklem, muzˇe by´t maxima´lneˇ tolik, kolik ma´me v grafu
vrcholu˚. Proble´mem tohoto algoritmu je, zˇe hleda´ cestu do kazˇde´ho mozˇne´ho vrcholu, cozˇ je zbytecˇne´
pro hleda´nı´ cesty ze startovnı´ho bodu do bodu cı´love´ho. V tomto prˇı´padeˇ na´m daleko le´pe poslouzˇı´
na´sledujı´cı´ algoritmus, ktery´ se nazy´va´ A-Star(zkra´ceneˇ take´ A*).
3.3 A Star algoritmus
Veˇtsˇina RTS her, ktere´ vznikly v poslednı´ch patna´cti letech pouzˇı´va´ pro syste´m hleda´nı´ cesty A*
algoritmus [4]. Poprve´ jej roku 1968 popsali P.Hart, N.Nilsson a B.Raphael. Algoritmus ma´ tu vy´hodu,
zˇe stejneˇ jako BFS pouzˇı´va´ heuristiku(odhadovanou vzda´lenost k cı´li) a za´rovenˇ zohlednˇuje cenu cesty
od pocˇa´tku stejneˇ jako Dijkstra. To znamena´, zˇe na rozdı´l od Dijkstrova algoritmu v kazˇde´ iteraci hleda´nı´
zpracova´va´ bod, ktery´ pravdeˇpodobneˇ povede k cı´li po nejkratsˇı´ cesteˇ. Dalsˇı´ vy´hodou tohoto algoritmu
je to, zˇe je relativneˇ jednoduchy´ na implementaci a snadno modifikovatelny´. A* algoritmus pouzˇı´va´ dva
listy bodu˚. Open-list je list dostupny´ch vrcholu˚ k prozkouma´nı´, closed-list je seznam jizˇ prozkoumany´ch
vrcholu˚. Vrchol obsahuje dane´ informace nutne´ ke zpracova´nı´:
• g - Aktua´lnı´ cena cesty od pocˇa´tku
• h - Odhadovana´ vzda´lenost od cı´le
• f - Hodnotu mu˚zˇeme vyja´drˇit tı´mto vzorcem: f(x) = h(x) + g(x)
Zjednodusˇeneˇ tedy algoritmus funguje na´sledovneˇ:
1. Vezmeme pocˇa´tecˇnı´ bod A a vlozˇı´me jej do open-listu.
2. Opakujeme na´sledujı´cı´
• Vybereme bod A z nejmensˇı´ hodnotou f.
• Prozkouma´me vsˇechny body v okolı´ a pokud jsou pru˚chozı´(tj. neobsahujı´ zˇa´dnou prˇeka´zˇku,
nebo nejsou uzˇ obsazene´) prˇida´me je take´ do open-listu. Vsˇem bodu˚m nastavı´me jako prˇedka
bod A. To je du˚lezˇite´ pro zpeˇtnou rekonstrukci cesty.
• Prˇesuneme bod A do closed-listu, protozˇe uzˇ jej nebudeme nynı´ potrˇebovat.
• Vybereme bod z nejmensˇı´ hodnotou f z open-listu.
• Pokud je A cı´lovy´ bod, ukoncˇı´me vyhleda´va´nı´. Jinak pokracˇujeme.
3. Zpeˇtneˇ rekonstruujeme cestu
Zpeˇtna´ rekonstrukce probı´ha´ tak, zˇe pokud v hledacı´m cyklu dojdeme do cı´love´ho bodu hleda´nı´ se
zastavı´. Kazˇdy´ bod si uchova´va´ informace o sve´m prˇedkovi, tedy o bodu z ktere´ho jsme se do aktua´lnı´ho
dostali. Zpeˇtneˇ tedy projdeme body a ulozˇı´me kazˇdy´ z nich. Tı´mto dostaneme kompletnı´ cestu, kterou
pak mu˚zˇe entita zpracovat.
Du˚lezˇitou roli v chova´nı´ tohoto algoritmu prˇedstavuje odhadova´nı´ vzda´lenosti. Heuristicka´ funkce
h(n) na´m poskytne informaci o pravdeˇpodobne´ vzda´lenosti z konkre´tnı´ho bodu do cı´le. Prˇi pouzˇitı´
ru˚zne´ho zpu˚sobu vy´pocˇtu mohou nastat na´sledujı´cı´ situace:
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• Pokud se odhadovana´ h(n) rovna´ nule, A* algoritmus se zmeˇnı´ v Dijkstru˚v a prohleda´ vsˇechny
body nezˇ narazı´ na cı´lovy´. V tomto prˇı´padeˇ vzˇdy dostaneme nejkratsˇı´ cestu, za cenu velice po-
male´ho zpracova´nı´.
• Pokud je h(n) vzˇdy mensˇı´ nezˇ cena pohybu z bodu do bodu, A* nalezne vzˇdy nejkratsˇı´ cestu, ale
prozkouma´ vı´ce bodu˚, nezˇ je potrˇeba.
• Pokud je h(n) stejna´ jako cena pohybu z bodu n do cı´le, A* bude na´sledovat jen nejlepsˇı´ cestu.
Toho nelze dosa´hnout ve vsˇech prˇı´padech, existujı´ takove´ prˇı´pady, kdy lze te´to skutecˇnosti vyuzˇı´t.
• Pokud je h(n) veˇtsˇı´ nezˇ cena z konkre´tnı´ho bodu do cı´le, nenı´ zarucˇeno, zˇe nalezena´ cesta bude
nejkratsˇı´. Na druhou stranu hleda´nı´ cesty probeˇhne rychleji.
• Pokud je h(n) mnohokra´t veˇtsˇı´ vzhledem k ceneˇ cesty od pocˇa´tku, bude za´lezˇet prˇeva´zˇneˇ na
odhadovane´ vzda´lenosti a A* se tak bude chovat stejneˇ jako BFS algoritmus.
Obra´zek 2: Prˇı´klad vyva´zˇene´ heuristiky - obcha´zenı´ je po veˇtsˇı´m oblouku
Obra´zek 3: Prˇı´klad prˇeceneˇne´ heuristiky - vsˇimneˇte si rozdı´lu oproti prˇedchozı´mu prˇı´kladu
Dı´ky te´to skutecˇnosti mu˚zˇeme algoritmus modifikovat tak, jak se na´m zlı´bı´ a co je pro subsyste´m
prˇı´nosem. Je celkem zrˇejme´, zˇe vy´sledna´ cesta nemusı´ by´t vzˇdy ta nejkratsˇı´. Vy´hodneˇjsˇı´ je spı´sˇe takova´
ktera´ se k nejkratsˇı´ co nejvı´ce blı´zˇı´ a za´rovenˇ nezpomaluje algoritmus. To znamena´ najı´t vyva´zˇeny pomeˇr
mezi rychlostı´ vy´pocˇtu a de´lkou vy´sledne´ cesty. Na mrˇı´zˇce ktera´ se pouzˇı´va´ pro A* algoritmus jsou
popsa´ny tyto metody pro spocˇı´ta´nı´ odhadovane´ vzda´lenosti h(n).
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• Manhattan distance - Pojmenova´no podle usporˇa´da´nı´ cest v ulicı´ch Manhattanu. Tato metoda se
nejcˇasteˇji pouzˇı´va´ pro A* na mrˇı´zˇce, kde je mozˇny´ pohyb jen na 4 strany.
dx = abs ( node . x − g o a l . x )
dy = abs ( node . y − g o a l . y )
r e t u r n D ∗ ( dx + dy )
• Chebyshew distance - Neˇkdy take´ nazy´va´na sˇachova´ vzda´lenost podle pocˇtu skoku˚, ktere´ musı´
kra´l vykonat nezˇ dosa´hne dane´ho mı´sta. Pouzˇı´va´ se na mrˇı´zˇce, kde je mozˇny´ i diagona´lnı´ pohyb.
dx = abs ( node . x − g o a l . x )
dy = abs ( node . y − g o a l . y )
r e t u r n D ∗ max ( dx , dy )
• Euclidean distance - Pouzˇı´va´ se v prˇı´padeˇ, zˇe pohyb je mozˇny´ do vsˇech smeˇru˚ pod libovolny´m
u´hlem.
dx = abs ( node . x − g o a l . x )
dy = abs ( node . y − g o a l . y )
r e t u r n D ∗ s q r t ( dx ∗ dx + dy ∗ dy )
3.4 Mozˇne´ vylepsˇenı´ algoritmu pro hleda´nı´ cesty
Pouzˇitı´ A* algoritmu s sebou nese vy´hody pomeˇrneˇ jednoduche´ modifikace cele´ho subsyste´mu pro
hleda´nı´ cesty. Profesiona´lnı´ pouzˇitı´ tohoto algoritmu v komercˇnı´ch hra´ch a aplikacı´ch pocˇı´ta´ naprˇı´klad
s vı´ceu´rovnˇovy´m hleda´nı´m cesty. To znamena´, zˇe mapa jako celek je rozdeˇlena´ do jednotlivy´ch oblastı´.
Tyto oblasti jsou pak da´le rozdeˇleny na podoblasti. Pathfinder tudı´zˇ na delsˇı´ vzda´lenost vyuzˇije hrubsˇı´
sı´t’ pru˚chodnosti a azˇ se nale´za´ v poslednı´ cı´love´ oblasti, potom pouzˇije jemneˇjsˇı´ sı´t’ pro nalezenı´ cesty
do cı´love´ho bodu. Toto vylepsˇenı´ ma´ vy´znamny´ vliv na rychlost cele´ho algoritmu, nebot’ zmensˇı´ pocˇet
vrcholu˚ pro vyhleda´va´nı´ rˇa´doveˇ 10 azˇ 100 kra´t.
Prˇi vhodne´m navrzˇenı´ cele´ho subsyste´mu mu˚zˇeme take´ zohlednit stoupa´nı´ nebo klesa´nı´ cesty. Jednı´m
ze zpu˚sobu˚, jak toho docı´lit je prˇidat jednotlivy´m bodu˚m atribut vy´sˇka. Potom prˇi prozkouma´va´nı´ okolnı´ch
bodu˚ porovna´me take´ vy´sˇku okolnı´ch bodu˚ a stoupa´nı´ cˇi klesa´nı´ mu˚zˇeme zohlednit ve vy´sledne´ ceneˇ
cesty. Cena vy´sledne´ cesty je jednı´m z atributu˚, ktere´ se dajı´ velice lehce modifikovat a prˇina´sˇı´ vy´hodu
veˇrne´ho chova´nı´ jednotek prˇi pohybu. Naprˇı´klad mu˚zˇeme ohodnotit okolı´ budov nizˇsˇı´ cenou cesty nezˇ
cenu cesty okolo stromu˚. Prˇi pouzˇitı´ dvou ru˚zny´ch vrstev tak mu˚zˇeme dosa´hnout toho, zˇe meˇstske´ jed-
notky jako naprˇı´klad vesnicˇane´ budou vyhleda´vat cestu spı´sˇe prˇes meˇsto a naopak zveˇrˇ bude volit za-
lesneˇnou oblast a meˇstu se vyhy´bat. Dı´ky te´to vlastnosti mu˚zˇeme tedy opravdu libovolneˇ modifikovat
cely´ zpu˚sob hleda´nı´ cesty tak, aby spı´sˇe nezˇ nejkratsˇı´ cestu hledal cestu nejpravdeˇpodobneˇjsˇı´.
Dalsˇı´m vylepsˇenı´m je vyhlazova´nı´ cest. Jelikozˇ na mrˇı´zˇce A* algoritmus produkuje cesty, kde jed-
notka se pohybuje prˇesneˇ po jednotlivy´ch vrcholech. Vy´sledkem je sekany´ pohyb [5]. Pokud chceme
dosa´hnout rea´lneˇjsˇı´ho pohybu jednotky, je nutno pouzˇı´t pra´veˇ vyhlazova´nı´ cest. Dobry´m prˇı´klad mu˚zˇete
videˇt na obra´zku dole. Vyhlazova´nı´ cesty tı´mto zpu˚sobem je docela jednoduche´, dokud uvazˇujeme ste-
jnou cenu pohybu z bodu do bodu. Zpu˚sob spocˇı´va´ v postupne´m odebı´ra´nı´ bodu˚, dokud ma´me cı´l
v dohledu po prˇı´mce. Je to velice jednoduchy´ zpu˚sob, ale musı´me bra´t ohled na implementaci kolizı´.
Pokud kolize rˇesˇı´me na u´rovnı´ jednotlivy´ch bodu˚, tak vyvstane proble´m s jednotkami, ktere´ by v jisty´ch
prˇı´padech mohly projı´t skrz sebe. Tento zpu˚sob by se tedy dal vy´hodneˇ pouzˇı´t v prˇı´padeˇ pouzˇitı´ vı´ce
syste´mu pro detekci kolize.
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Obra´zek 4: Uka´zka vyhlazova´nı´ cesty
3.5 Implementace hledna´nı´ v 2D sı´ti
V nasˇem RTS enginu je hleda´nı´ cesty implementova´no na´sledovneˇ. Trˇı´da pathfinder, ktera´ ma´ jen
jednu instanci pro cely´ engine, se stara´ o vesˇkere´ pozˇadavky na nalezenı´ cesty. S postupem cˇasu byly
implementova´ny i metody pro koliznı´ syste´m jednotek, zamlouva´nı´ pozic a hleda´nı´ nejblizˇsˇı´ch volny´ch
pozic v sı´ti. Struktura Node reprezentuje vrchol grafu.
Zdrojovy´ ko´d 1: Struktura Node
struct Node
{
int walkability;
int terrainCost;
void *object;
};
Prˇi vytvorˇenı´ instance pathfinderu se inicializuje dvourozmeˇrne´ pole typu struktury Node. Po vygen-
erova´nı´ mapy v ja´dru enginu, se vola´ funkce updateMapData, ktera´ zajisˇt’uje korektnı´ nacˇtenı´ mapy do
tohoto dvourozmeˇrne´ho pole. Kontroluje se vy´sˇka tere´nu, podle ktere´ se urcˇuje hladina vody a tı´mto
zı´ska´va´me 2D pole s charakteristikou tere´nu. Jak mu˚zˇeme videˇt na uka´zce zdrojove´ho ko´du 2, je tento
zpu˚sob velice snadno modifikovatelny´ co se ty´cˇe prˇida´nı´ ru˚zny´ch vlastnostı´ tere´nu(vy´sˇka, typ povrchu a
s nı´m spojena´ cena cesty).
Zdrojovy´ ko´d 2: jednoduche´ vytvorˇenı´ 2D profilu mapy
void PathFinder::updateMapData(float waterLevel)
{
int size = terrain->get_size();
for (int x = 0; x < size; x++)
{
for (int y = 0; y < size; y++)
{
//offset by one.
if (terrain->get_value(x, y) > waterLevel)
{
node[x + 1][y + 1].walkability = WALKABLE;
node[x + 1][y + 1].terrainCost = 1;
}
else
{
node[x + 1][y + 1].walkability = UNWALKABLE;
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node[x + 1][y + 1].terrainCost = 5;
}
}
}
}
Zdrojovy´ ko´d 3: Metody pro rezervova´nı´ pozice
int ReservePosition(int x, int y, void* entityObject);
int ReservePosition(int x, int y);
bool ReserveBuildPosition(DataTypes::Cube *cPlace, glm::vec2 pos, void* obj);
Jelikozˇ to by k samotne´mu hleda´nı´ cesty nestacˇilo, uvazˇujeme-li dalsˇı´ entity, nacha´zejı´cı´ se na mapeˇ,
existujı´ v pathfinderu metody reservePosition. Tyto metody slouzˇı´ k zamluvenı´ pozice jake´koliv entity
na mapeˇ. Prakticky tak vesˇkere´ jednotky si prˇi sve´m vytvorˇenı´ nejprve zjistı´, zda-li je mozˇne´ obsadit
tuto pozici. Pokud ano, walkability je nastavena na nepru˚chozı´ hodnotu a do promeˇnne´ objekt je ulozˇen
ukazatel na entitu okupujı´cı´ tuto pozici.
Mı´t ulozˇen odkaz na jednotku prˇı´mo v te´to strukturˇe s sebou nese znacˇne´ vy´hody. Znacˇneˇ to us-
nadnˇuje vyhleda´va´nı´ jednotek v okolı´, nehledeˇ na mozˇnost interakce s okolı´m. Vı´ce o tomto proble´mu a
zpu˚sobu implementace lze nale´zt v kapitole 5.6
Promeˇnna´ walkability urcˇuje pru˚chodnost tere´nu, terrainCost je cena pru˚chodu a object je ukazatel
na objekt, ktery´ mu˚zˇe danou node okupovat. Walkability by se dalo reprezentovat jako promeˇnna´ typu
boolean, nicme´neˇ v soucˇasne´m stavu mu˚zˇe naby´vat vı´ce hodnot. To slouzˇı´ k virtua´lnı´ pru˚chodnosti vody.
Ta se rˇesˇı´ azˇ na logicke´ u´rovni jednotky prˇi zamlouva´nı´ pozice. Voda je tak sice pro pathfinder pru˚chozı´,
ale nastavenı´ ceny tere´nu na vysokou hodnotu zajisˇt’uje, zˇe vy´sledna´ cesta nikdy nevede prˇes vodu. To
zajisˇt’uje jak veˇrne´ chova´ni jednotky, tak minimalizaci na´roku˚ na vy´pocˇetnı´ vy´kon.
Meˇjme dva ostrovy ktere´ jsou oddeˇleny vodou a posˇleme jednotku cı´leneˇ z jednoho ostrova na druhy´.
V prˇı´padeˇ zˇe by dana´ situace nebyla osˇetrˇena tak jako nynı´, pathfinder by musel prohledat vesˇkere´ vr-
choly, nezˇ by dosˇel k za´veˇru zˇe cesta neexistuje. Nynı´ pathfinder najde nejkratsˇı´ cestu mezi ostrovy
a prˇeda´ ji jednotce. Jednotka sama musı´ rozpoznat zda li je pro ni voda pru˚chozı´ cˇi ne. Toto chova´nı´
vy´znamneˇ prˇispı´va´ k omezenı´ na´roku˚ na pathfinder a celkoveˇ tak na plynulost hry samotne´.
Samotna´ implementace pathfinderu pomocı´ A* algoritmu nenı´ na prvnı´ pohled slozˇita´. Proble´m se
pozdeˇji objevı´ v pouzˇity´ch datovy´ch struktura´ch pro open-list. Jelikozˇ A* algoritmus v kazˇde´ iteraci
vybı´ra´ z open-listu prvek s nejmensˇı´ hodnotou f, je du˚lezˇite´ si ujasnit, jak postupovat. Pokud bychom
uvazˇovali velice jednoduchy´ prˇı´klad s maly´m pocˇtem vrcholu˚(tj. mala´ mapa, nebo velice hruba´ sı´t’),
mu˚zˇeme uva´zˇit pouzˇitı´ vyhleda´va´nı´ prvku s nejmensˇı´ hodnotou f v kazˇde´ iteraci. Jak jsem ale da´le
zjistil, tento zpu˚sob je dı´ky rychlosti prakticky nepouzˇitelny´ pro velke´ mapy a veˇtsˇı´ pocˇet jednotek. Proto
musı´me zvolit takovou strukturu, ktera´ na´m umozˇnı´ velice rychly´ prˇı´stup k prvku s nejmensˇı´ hodnotou.
Pro tento prˇı´pad na´m nejle´pe poslouzˇı´ struktura, ktera´ se nazy´va´ bina´rnı´ halda.
3.5.1 Implementace open-listu pomocı´ bina´rnı´ haldy
Jednı´m z pro na´s nejlepsˇı´ch zpu˚sobu˚ jak si uchova´vat data v open-listu je drzˇet tento list setrˇı´deˇny´
tak, abychom vzˇdy nejmensˇı´ prvek meˇli jako prvnı´. Tı´m zarucˇı´me okamzˇity´ prˇı´stup k prvku s nejmensˇı´
hodnotou f. Jednou z mozˇnostı´ by bylo prove´st po kazˇde´m vlozˇenı´ nove´ho prvku do open-listu jeho
setrˇı´deˇnı´. Tato operace by ale byla cˇasoveˇ zbytecˇneˇ na´rocˇna´, protozˇe nepotrˇebujeme cely´ seznam vrcholu˚
v open-listu mı´t setrˇı´deˇny´, ale stacˇı´ aby jsme si byli jisti tı´m, zˇe prvnı´ prvek je za´rovenˇ ten s nejmensˇı´
hodnotou f. K tomu na´m vy´borneˇ poslouzˇı´ na´sledujı´cı´ struktura.
Bina´rnı´ halda je u´plny´ bina´rnı´ strom, ktery´ podle typu haldy slouzˇı´ k rychle´mu hleda´nı´ minima cˇi
maxima, podle typu stromu [6]. Lze jej velice jednodusˇe reprezentovat v klasicke´m poli [7].
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Obra´zek 5: Bina´rnı´ halda
To jak je bina´rnı´ halda reprezentovana´ v poli si mu˚zˇeme nejle´pe prˇedstavit na tomto obra´zku.
Obra´zek 6: Reprezentace bina´rnı´ haldy v poli
Cˇasove´ na´rocˇnosti jednotlivy´ch operacı´ jsou na´sledujı´cı´.
• Prˇı´stup k prvku s nejmensˇı´ hodnotou - O(1)
• Vlozˇenı´ prvku - O(log n)
• Odebra´nı´ minima´lnı´ho prvku a rekonstrukce validnı´ bina´rnı´ haldy O(log n)
Open-list je tedy v me´ implementaci reprezentova´n jako jednorozmeˇrne´ pole. Velikost toho pole je
dynamicka´ a momenta´lneˇ, jelikozˇ mapa je cˇtverec, naby´va´ druhe´ mocniny pocˇtu bodu˚ na jedne´ straneˇ.
Obsahuje identifikacˇnı´ cˇı´slo prvku, podle ktere´ho se pak zjisˇt’ujı´ dalsˇı´ hodnoty bodu, hlavneˇ pak hodnota
f, ktera´ je na prˇı´slusˇne´m ID v poli Fcost a podle ktere´ho se halda rˇadı´. Tedy vesˇkere´ datove´ struktury pro
pathfinder jsou reprezentova´ny jako jedno nebo dvourozmeˇrne´ pole.
Zdrojovy´ ko´d 4: Deklarace promeˇnny´ch pro pathfinder
int *openList; // Jednorozmeˇrne´ pole, drzˇı´cı´ identifika´tor bodu.
int *openX; // Pole drzˇı´cı´ x hodnotu bodu za´znamu v˜open-listu
int *openY; // Pole drzˇı´cı´ y hodnotu bodu za´znamu v˜open-listu
int *Hcost; // Pole pro uchova´nı´ h hodnoty bodu v˜open-listu
int *Fcost; // Pole uchova´vajı´cı´ f hodnotu bodu v˜open-listu
int **parentX; // Pole pro uchova´nı´ x sourˇadnice prˇedka bodu
int **parentY; // Pole pro uchova´nı´ y sourˇadnice prˇedka bodu
int **Gcost; // Pole pro uchova´nı´ g hodnoty bodu
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int **whichList; // Dvourozmeˇrne´ pole, uchova´vajı´cı´ za´znam zda-li se bod nacha´zı´ na
open cˇi closed listu
Vstupnı´m bodem pro vyhleda´nı´ validnı´ cesty je metoda pathfinderu getPath. Ta zajistı´ inicializaci
samotne´ho hledanı´ cesty(uvolneˇnı´ zdroju˚ z prˇedchozı´ch hleda´nı´) a take´ se postara´ o korektnı´ cı´l. Pokud
jako vstupnı´ argument prˇijde nedostupne´ mı´sto na mapeˇ, metoda se postara´ o nalezenı´ nejblizˇsˇı´ho volne´ho
bodu. Tato funkcˇnost je zvla´sˇt’ vy´hodna´ uva´zˇı´me-li naprˇ. centra´lnı´ rˇı´zenı´ jednotky, ktera´ od budovy
dostane prˇı´kaz na na´vrat domu˚ a prˇeda´ ji jako cı´l cesty svou pozici. Prˇirozeneˇ tato pozice je jizˇ obsazena´
a tak jednotka musı´ nale´zt nejblizˇsˇı´ bod, na ktery´ okolo budovy mu˚zˇe smeˇrˇovat.
V prvnı´m pokusu implementace tato funkce nebyla dostupna´ a k vyhleda´nı´ cesty nedosˇlo, pokud
nebyl zada´n cı´l jako validnı´ pru˚chozı´ bod. Tato skutecˇnost ale pozdeˇji prˇinesla proble´my ve spojitosti
s autonomnı´m chova´nı´m jednotky a tak byla dodatecˇneˇ implementova´na. Velice to usnadnilo pozdeˇjsˇı´
implementaci AI subsyste´mu pro jednotlive´ jednotky.
Po nalezenı´ validnı´ho bodu na mapeˇ se spousˇtı´ samotne´ vyhleda´nı´ cesty pomocı´ A* algoritmu. Pokud
hleda´nı´ probeˇhne u´speˇsˇneˇ, na´sleduje zpeˇtna´ rekonstrukce cesty. Ta probı´ha´ od poslednı´ho bodu, ktery´ je
za´rovenˇ bodem cı´lovy´m. Samotny´ pru˚beˇh je na´sledujı´cı´. Vezme se cı´lovy´ bod, ulozˇı´ se do struktury
pathBank. Zjistı´ se prˇedek tohoto bodu, tedy bod ze ktere´ho jsme se dostali do sta´vajı´cı´ho a ulozˇı´ se taky.
Takto zpeˇtneˇ rekonstruujeme celou cestu.
Poslednı´m procesem, ktery´ na´sleduje je prˇevedenı´ te´to cesty do datove´ho typu zpracovatelne´ho jed-
notkou. Pro sjednocenı´ datovy´ch typu˚ pro logicky´ subsyste´m je pouzˇit datovy´ typ glm::vec2 z knihovny
GL Math, ktera´ obsahuje datove´ typy zpracovatelne´ graficky´m subsyste´mem. Dı´ky tomu je dosazˇeno
jednotne´ho typu˚ pro zpracova´nı´ pozic a cest v logicke´m subsyste´mu.
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4 Umeˇla´ inteligence v RTS
4.1 U´vod do game AI
Pokud si polozˇı´me ota´zku co je AI, zjistı´me, zˇe je velice teˇzˇke´ na ni odpoveˇdeˇt. Tento pojem je velice
sˇiroky´ a dodnes nenı´ jasne´ co vsˇe do neˇj zapada´ a co ne. V podstateˇ je to schopnost programu prova´deˇt
rozhodnutı´ a akce, ktery´ch jsou v rea´lne´m sveˇteˇ schopni lide´ a zvı´rˇata [1][2]. Prˇesto ale tento pojem mu˚zˇe
by´t zava´deˇjı´cı´. Pokud zavedeme pojem Game AI, tak zjistı´me, zˇe ve vy´sledku azˇ tak neza´lezˇı´ na tom co
se deˇje uvnitrˇ cele´ho tohoto procesu, ale jak se cela´ AI chova´ navenek. To prakticky znamena´ zˇe vhodnou
kombinacı´ ru˚zny´ch technik a postupu˚ se snazˇı´me dosa´hnout chova´nı´, ktere´ se pro hra´cˇe bude jevit jako
inteligentnı´.
Prvnı´ hry obvykle neobsahovaly zˇa´dnou AI, nebo velice primitivnı´. Jako prˇı´klad mu˚zˇeme uve´st hru
Space Invaders. Cı´lem hry bylo sestrˇelit neprˇa´tele, kterˇı´ se po obrazovce dolu prˇiblizˇovali k hra´cˇi. V tomto
prˇı´padeˇ se zde nenale´za´ zˇa´dna´ logika, jen prˇedem urcˇeny´ pohyb neprˇı´tele smeˇrem dolu˚, ktery´ se s postu-
pem na vysˇsˇı´ u´rovenˇ zrychloval.
Zajı´mavy´m prˇı´kladem jednoduche´, ale prˇesto za´bavne´ AI protivnı´ku prˇedstavuje hra Pac-Man. Pod-
stata hry je velice jednoducha´. Ma´te Pac-Mana, ktery´ musı´ v kazˇde´ u´rovni posbı´rat vsˇechny kulicˇky
v bludisˇti. V tom se mu snazˇı´ zabra´nit 4 na prvnı´ pohled stejnı´ neprˇa´tele - duchove´, kterˇı´ se lisˇı´ jen
barvou. Prˇi dalsˇı´m zkouma´nı´ ale zjistı´me, zˇe se lisˇı´ i zpu˚sobem, jaky´m hra´cˇe prona´sledujı´ [3]. Naprˇı´klad
cˇerveny´ duch vzˇdy prona´sleduje hra´cˇe prˇı´mo na jeho pozici, ru˚zˇovy´ vsˇak 4 pole prˇed Pac-manu˚v aktua´lnı´
smeˇr atd. Kombinacı´ teˇchto ru˚zny´ch algoritmu˚ pro prona´sledova´nı´ mohou vznikat ru˚zne´ situace a hra
tudı´zˇ nepu˚sobı´ vzˇdy stejneˇ. Podle me´ho na´zoru je tohle kra´sny´ prˇı´klad toho, jak s ru˚znorody´m, ale prˇesto
jednoduchy´m chova´nı´m neprˇı´tele, dosa´hnout vysoke´ hratelnosti.
Pokud se poohle´dneme da´le a uvedeme jako prˇı´klad hru Age of empires, zjistı´me zˇe AI nenı´ jen
o chova´nı´ samotny´ch jednotek. V te´to hrˇe mohl hra´cˇ, ovla´dajı´cı´ urcˇity´ na´rod, hra´t proti souperˇi, ktery´ byl
kompletneˇ ovla´da´n pocˇı´tacˇem. To znamenalo du˚stojneˇ simulovat lidske´ho protivnı´ka, budovat meˇsto,
teˇzˇit zdroje, u´tocˇit na hra´cˇe a bra´nit se. Tato oblast je velice komplexnı´ a zahrnuje velke´ mnozˇstvı´ akcı´
na ru˚zny´ch u´rovnı´ch. Neprˇı´tel se v te´to hrˇe rˇı´dil urcˇitou mnozˇinou pravidel a tak se po jiste´ dobeˇ zacˇaly
situace opakovat a hra ztra´cela na sve´m kouzle. Jakmile hra´cˇ jednou zjistil, jak neprˇı´tele porazit, po jiste´
dobeˇ mu to necˇinilo veˇtsˇı´ potı´zˇe.
Aby se tedy AI doka´zala vyrovnat lidske´mu hra´cˇi, cˇasto se v podobny´ch prˇı´padech pouzˇı´val cheating
nebo-li podva´deˇnı´ [1]. To znamena´ zˇe pocˇı´tacˇem rˇı´zeny´ protivnı´k nastaveny´ na vysˇsˇı´ obtı´zˇnost rychleji
teˇzˇı´ zdroje, stavı´ budovy a celkoveˇ ma´ vy´hody oproti hra´cˇi, ktere´ cˇa´stecˇneˇ prodlouzˇı´ dobu, po kterou
hra´cˇe hra proti pocˇı´tacˇi bavı´. Tato technika se ale neteˇsˇı´ mezi designery velke´ oblibeˇ, protozˇe jakmile
hra´cˇ zjistı´, zˇe neprˇı´tel ma´ nepra´vem vy´hodu, hra ztra´cı´ na du˚veˇryhodnosti.
Myslı´m si, zˇe je v poslednı´ dobeˇ tento proble´m na u´stupu jelikozˇ veˇtsˇina strategicky´ch her je ori-
entova´na na multiplayer hru, tedy hru vı´ce hra´cˇu˚. S masovy´m rozsˇı´rˇenı´m internetu se tedy vy´voj vı´ce
soustrˇedil tı´mto smeˇrem a hra´cˇi tak souperˇı´ mezi sebou. Tituly jako Warcraft 3 nebo Starcraft 2 jsou
velice orientova´ny na multiplayer hranı´ a taky velice u´speˇsˇne´ co se prodejnostı´ ty´cˇe.
Jelikozˇ je tato oblast velice rozsa´hla´ a nenı´ mozˇne´ ji v obsahu te´to pra´ce obsa´hnout z detailnı´ho
hlediska, uvedeme si jen ty oblasti, ktere´ jsou pouzˇitelne´ pro jednoduchou implementaci ru˚zny´ch technik
pouzˇitelny´ch v nasˇem prˇı´padeˇ. Pokud se na cely´ proble´m podı´va´me z obecne´ho hlediska, tak pro za´kladnı´
funkcˇnost ekonomicky´ch jednotek jsou du˚lezˇite´ na´sledujı´cı´ akce. Pohyb, interakce s prostrˇedı´m, schop-
nost rozhodnout se o dalsˇı´m kroku a v prˇı´padeˇ neˇktery´ch jednotek dodrzˇovat svu˚j cı´l, ke ktere´mu byly
vytvorˇeny. Pozdeˇji si uvedeme prˇı´klady pouzˇitı´ ru˚zny´ch technik nebo jejich kombinacı´ pro ru˚zne´ jed-
notky, ktere´ byly k tomuto u´cˇelu implementova´ny v nasˇem demu.
Hleda´nı´ nejkratsˇı´ cesty jizˇ bylo popsa´no v samostatne´ kapitole, ale v te´to kapitole si uprˇesnı´me jak
se jednotky prˇi pohybu chovajı´ a jaky´m zpu˚sobem je rˇesˇena kolize mezi jednotkami samotny´mi. Mu˚zˇe
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zde nastat mnoho situacı´, ktere´ je potrˇeba vyrˇesˇit a docı´lit tak prˇedpokla´dane´ho chova´nı´.
4.2 Techniky pouzˇı´vane´ v te´to oblasti
Oblast Game AI je v poslednı´ dobeˇ jednou z nejrychleji rozvı´jejı´cı´ch se. S prˇı´chodem rychly´ch
graficky´ch akcelera´toru˚ se na´roky na procesor velice snı´zˇily a navı´c se rozmohly vı´ce ja´drove´ procesory,
ktere´ jsou schopny zpracova´vat paralelneˇ neˇkolik vla´ken. V du˚sledku se tak mu˚zˇe vı´ce procesorove´ho
cˇasu pouzˇı´t na zpracova´nı´ game AI.
Existuje zde velke´ mnozˇstvı´ technik pouzˇitelny´ch pro implementaci game AI. Od teˇch jednodusˇsˇı´ch
jako konecˇne´ stavove´ automaty, rozhodovacı´ stromy, vyhleda´vacı´ metody a algoritmy, azˇ po pokrocˇilejsˇı´
jako geneticke´ algoritmy, samoucˇı´cı´ se rozhodovacı´ stromy a neuronove´ sı´teˇ. Hlavnı´m rozdı´lem je pohled
na tyto techniky jako na celek. Zatı´mco v akademicke´ sfe´rˇe se za AI povazˇujı´ velice slozˇite´ oblasti a
techniky, z pohledu hernı´ch vy´voja´rˇu˚ by´va´ cˇasto do te´to oblasti rˇazeno vı´ce veˇcı´ [2]. Vy´voj game AI
take´ uprˇednostnˇuje ru˚zna´ ad-hoc rˇesˇenı´, je zde kladen du˚raz na pouzˇitı´ heuristiky a take´ cˇasto mu˚zˇeme
videˇt velice ru˚zne´ implementace toho same´ho proble´mu. Samozrˇejmostı´ je take´ pouzˇı´vanı´ ru˚zny´ch hacku˚
k dosa´hnutı´ ky´zˇene´ho vy´sledku. I kdyzˇ to na prvnı´ pohled nemusı´ by´t ihned zrˇejme´, heuristika hraje
vy´znamnou roli v mnoha oblastech. Cˇasto totizˇ pro ru˚zne´ oblasti game AI nepotrˇebujeme dokonale´
rˇesˇenı´, ale spı´sˇe takove´, ktere´ se blı´zˇı´ tomu co zamy´sˇlı´me. Take´ se zde klade du˚raz na rychlost. Cely´
tento subsyste´m musı´ by´t schopen zpracova´vat pozˇadavky pro kazˇdy´ vyrenderovany´ frame.
4.2.1 Pohyb
Pohyb je tou nejza´kladneˇjsˇı´ cˇinnostı´, kterou musı´ jednotky v realtime strategii vykona´vat. Cela´ hra
je zalozˇena na pohybu jednotek a jejich prˇesunu z mı´sta na mı´sto a na´sledne´m prova´deˇnı´ ru˚zny´ch akcı´.
Toto platı´ jak pro ekonomicke´ jednotky, tak take´ pro vojenske´ jednotky i pro zvı´rˇata, ktera´ mohou by´t
poblı´zˇ. Uved’me si prˇı´klad. Jednotka, ktera´ teˇzˇı´ drˇevo dostane prˇı´kaz po sve´m vytvorˇenı´ aby zacˇala teˇzˇit.
Znı´ to velice jednodusˇe, ale prˇedcha´zı´ tomu rˇada akcı´. Drˇı´ve nezˇ se jednotka vyda´ na cestu, musı´ veˇdeˇt,
kde se nacha´zı´ cı´l, v tomto prˇı´padeˇ strom. Azˇ jednotka bude mı´t vsˇechny tyto informace, mu˚zˇe se vydat
na cestu.
S pohybem je spojeno jizˇ zmı´neˇne´ hleda´nı´ cesty a vyhy´ba´nı´ se objektu˚m a to staticky´m i dynam-
icky´m. Da´le animova´nı´ jednotky a rotace modelu vzhledem ke smeˇru cesty je dalsˇı´m proble´mem, ktery´
sice nenı´ spojen prˇı´mo s AI, ale vzhledem ke sve´ povaze se rˇesˇı´ za´rovenˇ s pohybem jednotky. Samotny´
pohyb je potom podmnozˇinou ru˚zny´ch akcı´ nebo-li stavu˚ ve ktery´ch se ru˚zne´ akce prova´dı´.
4.2.2 Konecˇne´ stavove´ automaty
Ve stavove´m automatu, kazˇda´ jednotka okupuje pra´veˇ jeden stav. S kazˇdy´m stavem je spojena´ akce
cˇi vı´ce akcı´ ktere´ se prova´dı´ po celou dobu co je jednotka v dane´m stavu. Zmeˇna mezi stavy je pak
zpu˚sobena bud’ ru˚zny´mi podmı´nkami nebo triggery.
Jak mu˚zˇeme videˇt na obra´zku cˇ. 7, takto vypada´ jednoducha´ stavova´ logika pro obycˇejne´ zvı´rˇe, ktere´
se mu˚zˇe pohybovat po hernı´ mapeˇ. Zvı´rˇe se toula´ po hernı´ mapeˇ, ale jakmile zpozoruje lovce, probeˇhne
zmeˇna stavu z poklidne´ho toula´nı´ na u´teˇk. Pokud zvı´rˇe lovci utecˇe, vra´tı´ se zpeˇt do stavu toula´nı´. Pokud
je ovsˇem zabito, prˇejde do stavu smrt, cozˇ je i stav konecˇny´.
Tato struktura je velice obecna´ a da´ se implementovat mnoha zpu˚soby. Nejjednodusˇsˇı´m zpu˚sobem
implementace je napevno naprogramovana´ stavova´ logika jednotky. To s sebou sice nese vy´hodu jednodu-
chosti a rychle´ pocˇa´tecˇnı´ implementace, nicme´neˇ prˇi kazˇde´ modifikaci musı´ by´t ko´d prˇekompilova´n. Take´
pokud komplexita vzroste, mu˚zˇe by´t velice teˇzˇke´ takovouto strukturu da´le modifikovat abychom udrzˇeli
cˇitelnost ko´du.
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Obra´zek 7: Jednoducha´ uka´zka stavove´ho automatu pro zvı´rˇe
Pro uka´zku si mu˚zˇeme uve´st jednoduchy´ ko´d pro obra´zek cˇ. 7. Je zde jasneˇ videˇt, jak lze oveˇrˇit
podmı´nku, ktera´ zajisˇt’uje prˇechod z jednoho stavu do druhe´ho.
Zdrojovy´ ko´d 5: Pseudoko´d pro konecˇny´ stavovy´ automat
#define WANDER 1
#define FLEE 2
#define DEAD 3
void hardFsm()
{
if(status == WANDER)
{
if(isEnemyNearby())
status = FLEE;
else
wander();
{
else if(status == FLEE)
{
if(!isEnemyNearby())
status = WANDER;
else
flee();
}
else if(status == dead)
deleteThisUnit();
}
4.2.3 Rozhodovacı´ chova´nı´ a rozhodovacı´ stromy
Du˚lezˇity´m prvkem AI obecneˇ je schopnost prova´deˇt rozhodnutı´. Jelikozˇ veˇtsˇineˇ akcı´ prˇedcha´zı´ rozhodova´nı´,
je velice vy´hodne´ pouzˇı´t strukturu ktera´ na´m toto umozˇnı´. Jednou z takovy´ch struktur je rozhodovacı´
strom, neboli Decision tree. Decision tree je jednoduchy´, jednodusˇe implementovatelny´ a lehce pocho-
pitelny´ [1]. Je to jedna z nejjednodusˇsˇı´ch rozhodovacı´ch struktur, ktera´ se v AI enginech pouzˇı´va´.
Velice cˇasto se pouzˇı´va´ pro rozhodova´nı´ jak na u´rovni jednotek samotny´ch tak pro naprˇı´klad skupinove´
rozhodova´nı´. Jejich velkou prˇednostı´ je vysoka´ modularita. I kdyzˇ to dnes nenı´ beˇzˇne´, decision tree mu˚zˇe
by´t take´ ucˇı´cı´ se.
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Kazˇdy´ cˇlen stromu, pokud nenı´ listem, prˇedstavuje urcˇity´ proble´m, nad ktery´m musı´ by´t vyneseno
rozhodnutı´. Rozhodnutı´ se provede za´kladeˇ ru˚zny´ch okolnostı´. Kazˇde´ rozhodnutı´ mu˚zˇe by´t provedeno
na za´kladeˇ jak zna´my´ch faktu˚, tak i na´hodne´ho cˇinitele. Prˇida´nı´m na´hodne´ho cˇinitele docı´lı´me vy´sledku,
ktery´ nemusı´ by´t prˇedem zna´my´. Listy tohoto stromu pak prˇedstavujı´ konecˇne´ rozhodnutı´, ktere´ ma´ za
vy´sledek zmeˇnu stavu, cˇi provedenı´ neˇjake´ akce.
Obra´zek 8: Uka´zka rozhodovacı´ho stromu
Na obra´zku cˇ. 8 vidı´me jednoduchy´ prˇı´klad rozhodovacı´ho stromu pro jednotku, ktera´ hlı´da´ meˇsto.
Toto rozhodova´nı´ nemusı´ probı´hat v kazˇde´m cyklu. S vy´hodou se zde da´ pouzˇı´t jizˇ zmı´neˇne´ periodicke´
zpracova´nı´. To znamena´, zˇe jednotka naprˇı´klad kazˇde´ dveˇ sekundy zhodnotı´ situaci a provede rozhodnutı´.
4.3 Implementace AI logicke´ho subsyste´mu
V nasˇem enginu je logicky´ subsyste´m implementova´n na´sledovneˇ. Za´kladem vsˇech objektu˚ ve hrˇe je trˇı´da
Entity. Obsahuje definice metod spolecˇne´ pro vsˇechny ostatnı´ objekty odvozene´ z te´to trˇı´dy. Pro logicky´
subsyste´m jsou to hlavneˇ metody control, goTo, resolveDecision, get2dPosition. Metoda control je
pocˇa´tecˇnı´m bodem zpracova´nı´ logiky uvnitrˇ kazˇde´ jednotky, jak mu˚zˇeme videˇt na obra´zku cˇ. 9
Obra´zek 9: Na´hled zpracova´nı´ logicke´ cˇa´sti na u´rovni samotne´ jednotky
Jak jsem pozdeˇji zjistil, du˚lezˇitou veˇcı´ je vhodneˇ rozlozˇit zatı´zˇenı´ zpracova´nı´ cele´ho logicke´ho
vla´kna. Vhodny´m zpu˚sobem je prova´deˇt vesˇkere´ rozhodovacı´ akce a na´rocˇne´ vy´pocˇty z cˇasovou prodlevou
a nebo jen pokud je to nutne´(Jednotka splnila prˇedchozı´ u´kol). To znamena´ naprˇı´klad vesˇkere´ rozhodnutı´
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prova´deˇt periodicky(naprˇ. jednou za dveˇ sekundy). Pokud uvedeme jako prˇı´klad jednotku typu Deer, ta
prova´dı´ zjisˇt’ova´nı´, zda-li se kolem nı´ nenacha´zı´ jina´ jednotka typu Hunter. Bylo by velice nevy´hodne´
to zjisˇt’ovat v kazˇde´m cyklu. Podle me´ho na´zoru je daleko lepsˇı´ tyto akce rozdeˇlit tak, aby se rozlozˇila
za´teˇzˇ na logicke´ vla´kno rovnomeˇrneˇ. Nynı´ je perioda prˇesneˇ definova´na. Pokud bychom chteˇli jı´t jesˇteˇ
da´le, tak bychom mohli pro kazˇdou jednotku periodu lehce pozmeˇnit tak, aby se stejne´ akce u jednotek
vykona´valy v cˇase jindy. Toho bychom naprˇı´klad mohli docı´lit zmeˇnou periody na za´kladeˇ unika´tnı´ho
ID, ktere´ ma´ kazˇda´ entita definovane´ prˇi sve´m vytvorˇenı´ a rozdeˇlit tak
Trˇı´da DynamicEntity je spolecˇny´m prˇedkem pro vsˇechny objekty schopne´ pohybu. Prˇida´va´ virtua´lnı´
metodu move, ktera´ zajisˇt’uje pohyb jednotky v prostoru. Metoda drawPath, ktera´ slouzˇı´ hlavneˇ pro ladı´cı´
u´cˇely vyhleda´va´nı´ cesty, vykresluje aktua´lnı´ cestu, po ktere´ se jednotka bude pohybovat. Pro demon-
stracˇnı´ u´cˇely jsou momenta´lneˇ implementova´ny tyto jednotky.
• Builder - Budovatelska´ jednotka.
• Gatherer - Jednotka pro teˇzˇenı´ zdroju˚. Prˇı´klad Stavove´ho chova´nı´ jednotky.
• Hunter - Lovecka´ jednotka. Slouzˇı´ pro demonstraci funkce rozhodovacı´ho stromu a interakci
s prostrˇedı´m.
• Taxman - Jednotka vybı´rajı´cı´ daneˇ.
• Deer - Zveˇrˇ. Volneˇ pobı´hajı´cı´ po hernı´ mapeˇ. Slouzˇı´ prˇedevsˇı´m jako cı´l pro lovce.
Da´le si neˇktere´ jednotky detailneˇji popı´sˇeme, protozˇe obsahujı´ uka´zky implementace ru˚zny´ch technik
pouzˇı´vany´ch pro demonstracˇnı´ u´cˇely.
4.3.1 Implementace decision tree pro jednotku hunter
Tato jednotka je jednou ze za´kladnı´ch ekonomicky´ch jednotek ve veˇtsˇineˇ her. Slouzˇı´ k lovenı´ zveˇrˇe,
ktera´ volneˇ pobı´ha´ po mapeˇ. Jednotka chova´ na´sledovneˇ. Po vytvorˇenı´ dojde k inicializaci rozhodovacı´ho
stromu. Momenta´lneˇ je vytvorˇenı´ rozhodovacı´ho stromu napevno zako´dova´no do trˇı´dy Hunter. Deklarace
trˇı´dy DecisionTree vypada´ na´sledovneˇ.
Zdrojovy´ ko´d 6: Deklarace trˇı´dy DecisionTree
class DecisionTree
{
public:
DecisionTree(DecisionTree *_root, Entity *_entity, bool _final, unsigned int id);
DecisionTree(Entity *_entity, bool _final, unsigned int id);
˜DecisionTree(void);
unsigned int getDecision();
unsigned int getUnitDecision(unsigned int id);
void setYes(DecisionTree *_yes);
void setNo(DecisionTree *_no);
DecisionTree* getYes();
DecisionTree* getNo();
private:
unsigned int id;
Entity *entity;
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DecisionTree *root;
DecisionTree *yes;
DecisionTree *no;
bool final;
};
Tato obecna´ definice na´m umozˇnˇuje pouzˇı´t stejnou strukturu pro ru˚zne´ jednotky. Je nutno dodat,
zˇe toto je implementovany´ bina´rnı´ rozhodovacı´ strom. Nenı´ ale proble´m upravit ko´d tak, abychom
meˇli jine´ mozˇnosti, nezˇ ty, kde se rozlisˇuje pouze ano/ne a podle toho se pak vybı´ra´ potomek. Jak
mu˚zˇeme videˇt v deklaraci trˇı´dy Hunter, metody buildDecisionTree a resolveDecision slouzˇı´ k pra´ci
s tı´mto vytvorˇeny´m rozhodovacı´m stromem. Metoda buildDecisionTree obsahuje ko´d k vytvorˇenı´ cele´ho
stromu pro prova´deˇnı´ rozhodnutı´. Po vytvorˇenı´ tohoto stromu je do promeˇnne´ dTree v trˇı´deˇ Hunter ulozˇen
ukazatel na korˇen tohoto stromu. Pokud nynı´ potrˇebuje jednotka tohoto typu prove´st rozhodnutı´, zavola´
metodu getDecision(dTree.getDecision()), ktera´ jednotce vra´tı´ rozhodnutı´.
Metoda getDecision rekurzivneˇ projde strom a po dosa´hnutı´ listu, tedy konecˇne´ho rozhodnutı´ vra´tı´
jednotce vy´sledek. To je v nyneˇjsˇı´ implementaci reprezentova´no jednoduchy´m cˇı´slem, pro ktery´ mu˚zˇe
by´t definova´n stav, do ktere´ho jednotka prˇejde prˇi rozhodnutı´.
Zdrojovy´ ko´d 7: Deklarace trˇı´dy Hunter
class Hunter: public Villager
{
public:
Hunter(glm::vec3 _Pos, float _r, float _speed, std::string _Name,
std::string _modelFName, ModelPool *_mPool, PathFinder *_pathfinder,
Terrain::Terrain *_ter);
˜Hunter(void);
virtual void AIFunction();
void buildDecisionTree();
unsigned int resolveDecision(unsigned int id);
protected:
Deer *deer;
DecisionTree *dTree;
Timer timer2;
};
Nynı´ se tedy jednotka hunter chova´ na´sledovneˇ. Po jejı´m vytvorˇenı´ jednotka vı´, zˇe jejı´ u´kol je lovit
zveˇrˇ. Takzˇe probeˇhne prvotnı´ rozhodnutı´. Pokud jednotka nema´ cı´l, v zadane´m rozsahu od budovy se
bude pokousˇet neˇjaky´ najı´t. Jakmile spatrˇı´ cı´l vyda´ se jej prona´sledovat. Pokud mu zvı´rˇe utecˇe, nebo se
nacha´zı´ ve velke´ vzda´lenosti od meˇsta, vyda´ se na cestu zpeˇt. Tato funkcˇnost ma´ za u´kol demonstrovat
jednoduche´ pouzˇitı´ rozhodovacı´ch stromu˚. Jak takovy´to strom pro zmı´neˇne´ chova´nı´ vypada´ mu˚zˇeme
videˇt na obra´zku cˇ. 10. Abychom ale neprova´deˇli rozhodnutı´ neusta´le, je zde zavedena prodleva mezi
jednotlivy´mi rozhodnutı´mi. Kazˇda´ jednotka si vytvorˇı´ instanci trˇı´dy Timer a podle nı´ pak v cˇasovy´ch
u´secı´ch prova´dı´ zhodnocenı´ situace a za´veˇrecˇne´ zhodnocenı´.
Pro dosazˇenı´ lepsˇı´ch vy´sledku˚ mu˚zˇeme ve trˇı´de Hunter deklarovat novou promeˇnnou, naprˇ. experi-
ence. Prˇi kazˇde´m ulovenı´ zvı´rˇete pak vzroste tato promeˇnna´ a na za´kladeˇ nı´ pak mu˚zˇeme zveˇtsˇit ra´dius ve
ktere´m se jednotka pohybuje. To na´m potom umozˇnı´ prova´deˇt rozhodnutı´ zalozˇene´ jak na okolnı´m stavu
a dany´ch pravidlech, tak vnitrˇnı´ch vlastnostech jednotky, ktere´ se cˇasem meˇnı´. Pro interakci s okolı´m
pouzˇı´va´ Hunter trˇı´du Pathfinder pro zjisˇt’ova´nı´, zda-li je poblı´zˇ jednotka typu deer. Pokud ano, znamena´
to, zˇe je jednotce vra´cen ukazatel na danou entity tohoto typu a zacˇne jejı´ samotne´ prona´sledova´nı´.
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Obra´zek 10: Rozhodovacı´ strom pro jednotku typu Hunter
4.3.2 Implementace stavove´ho automatu pro jednotku Gatherer a Deer
Jednotka gatherer je typicky´m prˇı´kladem ekonomicke´ jednotky. Jejı´m u´kolem je tezˇit jiste´ zdroje(drˇevo,
kamenı´, atd.). Pro implementaci te´to jednotky, jsem zvolil u´plnou autonomnost te´to jednotky. Nelze ji
ovla´dat hra´cˇem a je centra´lneˇ rˇı´zena z budovy, ktera´ je jejı´m vlastnı´kem. Pro uka´zku je zde implemen-
tova´na jednotka teˇzˇı´cı´ drˇevo. Jednotka obsahuje metodu setWork, kterou je pak ovla´da´na centra´lnı´ bu-
dovou. Po zada´nı´ rozkazu jizˇ jednotka autonomneˇ prova´dı´ svoji pra´ci. Jednotka ma´ nadefinova´ny stavy,
ve ktery´ch se mu˚zˇe nale´zat. Podle stavu za´rovenˇ prova´dı´ prˇidruzˇenou akci. Metoda doWood pak ob-
sluhuje celou akci zpracova´nı´ jednotlivy´ch stavu˚.
Zdrojovy´ ko´d 8: Deklarace trˇı´dy Gatherer
#define READY 0
#define TO_TREE 1
#define FROM_TREE 2
#define DONE 3
#define NOTHING 4
class Gatherer: public Villager
{
public:
Gatherer(glm::vec3 _Pos, float _r, float _speed, std::string _Name,
std::string _modelFName, ModelPool *_mPool, PathFinder *_pathfinder,
Terrain::Terrain *_ter);
˜Gatherer(void);
virtual void control(float t);
virtual void goTo(glm::vec2 pos);
void doWood();
void setWork(glm::vec2 sTreePosition, glm::vec2 sGatherPosition);
bool doCut();
void doSleep();
void doRun();
int getStatus();
protected:
glm::vec2 TreePosition;
glm::vec2 GatherPosition;
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Timer lumberTime;
};
Tato jednotka take´ prˇedstavuje skupinove´ rˇı´zenı´. Budova je nadrˇazena skupineˇ jednotek a vyda´va´ rozkazy.
Tudı´zˇ budova obstara´ nalezenı´ jednotlivy´ch zdroju˚ a nastavı´ jednotka´m u´koly. Ty se pak vydajı´ tyto u´koly
plnit. Na´hled na obra´zku cˇ. 11.
Obra´zek 11: Centra´lnı´ rˇı´zenı´ ekonomicky´ch jednotek budovou
Naproti tomu je jednotka typu Deer naprosto autonomnı´ a doka´zˇe prˇecha´zet mezi pevneˇ defino-
vany´mi stavy, jak mu˚zˇeme videˇt na obra´zku cˇ. 7. Jednotka se na´hodneˇ pohybuje po hernı´ mapeˇ a simuluje
tak zveˇrˇ. Abychom chova´nı´ prˇiblı´zˇili realiteˇ, mu˚zˇeme ovlivnit vybı´ra´nı´ na´hodne´ pozice, kam se jednotka
ma´ vydat. Prvnı´ modifikacı´ by bylo vybı´ra´nı´ na´hodne´ho mı´sta tak, aby se nenacha´zelo poblı´zˇ budov. Tı´m
dosa´hneme toho, zˇe se jednotky nebudou pohybovat poblı´zˇ meˇst. Samozrˇejmeˇ toto nevylucˇuje mozˇnost,
zˇe vy´sledna´ na´hodna´ cesta pro tuto jednotku nepovede prˇes meˇsto. Abychom ovlivnili tuto skutecˇnost,
muselo by se zave´st ru˚zne´ ohodnocenı´ cest pro ru˚zne´ jednotky a to tak, aby cesta v okolı´ budov byla pro
tuto jednotku drazˇsˇı´ a naopak levneˇjsˇı´ v okolı´ stromu˚.
Druhou modifikacı´ by mohlo by´t pohybova´nı´ se ve sta´dech. V konkre´tnı´ implementaci by bylo ne-
jjednodusˇsˇı´ toho dosa´hnout na´sledovneˇ. Kazˇda´ jednotka tohoto typu by prˇi vytvorˇenı´ meˇla promeˇnnou
alpha, ktera´ by byla prˇi vytvorˇenı´ naplneˇna na´hodny´m cˇı´slem. Pote´ prˇi vyhleda´va´nı´ dalsˇı´ho bodu pro
pohyb by jednotka zjistila, zda-li se v okolı´ nenacha´zi jednotka s vysˇsˇı´ hodnotou alpha a pokud ano,
zvolila by na´sledujı´cı´ bod poblı´zˇ te´to jednotky. Pokud ne, tak by jednodusˇe pokracˇovala v na´hodne´m
pohybova´nı´ se. Po cˇase bychom dosa´hli toho, zˇe se jednotky budou pohybovat podle jednotky s nejvysˇsˇı´
hodnotou alpha.
4.4 Implementace AI ve spojenı´ s hleda´nı´m cesty
Pathfinding je jeden z nejdu˚lezˇiteˇjsˇı´ch subsyste´mu logiky. Jelikozˇ je popsa´n v prˇedchozı´ kapitole, zde
se budu veˇnovat samotne´mu chova´nı´ jednotky prˇi procha´zenı´ nalezene´ cesty. Jakmile jednotka dostane
cı´l, sama pozˇa´da´ pathfinder aby jı´ vra´til validnı´ cestu. Jednotka pouze prˇeda´ jako parametry svou aktua´lnı´
pozici a cı´lovy´ bod. Jednotka se take´ chova´ tak, zˇe pokud je zada´n nevalidnı´ bod(Jizˇ obsazeny´, voda),
najde si cestu nejblı´zˇe k dane´mu bodu. Po navra´cenı´ kompletnı´ cesty od pathfinderu se jednotka vyda´
na cestu. Abychom prˇedesˇli kolizı´m, rˇesˇı´ se kolize na u´rovni jednotek prˇı´mo v pathfinderu. Jednotka prˇı´
kazˇde´m vyjitı´ z jednoho bodu do druhe´ho provede na´sledujı´cı´ sled akcı´.
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1. Zkontroluje jestli je na´sledujı´cı´ bod volny´
2. Pokud ano, zamluvı´ si v pathfinderu na´sledujı´cı´ bod a uvolnı´ sta´vajı´cı´
3. Pokud ne, jednotka znova spustı´ vyhleda´va´nı´ cesty a opakuje celou akci.
Samozrˇejmeˇ zde existuje velice mnoho situacı´, ktere´ mohou nastat. Jednou z typicky´ch situacı´ jsou dveˇ
jednotky, ktere´ se pohybujı´ naproti sobeˇ. Momenta´lneˇ nemu˚zˇe nastat situace kde dveˇ jednotky zam-
louvajı´ stejny´ bod, jelikozˇ logika jednotek je zpracova´na sekvencˇneˇ. Tudı´zˇ fakticky jednotka ktera´ je
zpracova´va´na prvnı´ si dany´ bod zamluvı´. Druha´ musı´ nale´zt alternativnı´ cestu.
Dalsˇı´ mozˇnostı´ jak chova´nı´ jednotek ve spojenı´m s hleda´nı´m cesty prˇiblı´zˇit realiteˇ je implementovat
dynamicke´ obnovova´nı´ cesty. To spocˇı´va´ v tom, zˇe jednotka v urcˇity´ch cˇasovy´ch u´secı´ch prˇepocˇı´ta´ cestu.
Nemusı´ vsˇak prˇepocˇı´tat celou cestu, nebot’ to by bylo cˇasoveˇ velice na´rocˇne´. Stacˇı´ vybrat u´sek ktery´
zhruba odpovı´da´ zvolene´ cˇasove´ prodleveˇ mezi jednotlivy´mi obnovenı´mi. Samozrˇejmeˇ tyto veˇci jsou
velice modifikovatelne´ a tak je potrˇeba experimentovat abychom dosa´hli chteˇne´ho vy´sledku. Du˚lezˇita´ je
perioda obnovova´nı´ cesty. Pokud bychom uvazˇovali velice kra´tky´ cˇas mezi obnovenı´mi, mohli bychom
tı´m negativneˇ ovlivnit vy´kon cele´ho logicke´ho subsyste´mu. Proto je du˚lezˇite´ zvolit takovou cˇasovou
prodlevu
Obra´zek 12: Pru˚beˇh cesty bez obnovova´nı´ - ke zmeˇneˇ cesty dojde azˇ v prˇı´padeˇ kolize
Obra´zek 13: Pru˚beˇh cesty s obnovova´nı´m - cesta se periodicky obnovuje, tudı´zˇ pokud prˇeka´zˇka uvolnı´
cestu, ta je na´sledneˇ prˇepocˇı´ta´na
Samotna´ implementace pohybujı´cı´ entity je na´sledujı´cı´. Kazˇda´ jednotka, zvı´rˇe a dalsˇı´ objekty schopne´
se pohybovat deˇdı´ z DynamicEntity metodu move. Tato metoda je v kazˇde´m cyklu vykona´va´na a stara´
se o logiku pohybu jednotky. Kazˇda´ pohybujı´cı´ se jednotka ma´ promeˇnnou std::vector obsahujı´cı´ celou
cestu. Cesta jako celek je reprezentova´na jako body x,y zabalene´ v datove´ strukturˇe glm::vec2 pojmeno-
vane´ moveVector. Jednotka zacˇne vykona´vat pohyb, jakmile moveVector obsahuje neˇjake´ data.
Jak mu˚zˇeme videˇt na obra´zku cˇ. 12, pokud je obnovova´nı´ cesty vypnuto, jednotka rˇesˇı´ na´sledujı´cı´
postup azˇ je to nevyhnutelneˇ nutne´. V prˇı´padeˇ zapnute´ho obnovova´nı´ cesty, obra´zek cˇ. 13, jednotka
doprˇedu zjisˇt’uje, zda-li nemu˚zˇe dojı´t ke kolizi a prˇepocˇı´ta´va´ si u´sek cesty. To samozrˇejmeˇ platı´ i pro
prˇı´pad, kdy jednotce uvolnı´ prˇeka´zˇka cestu a ona se tak mu˚zˇe vydat prˇı´mou cestou k cı´li. Kdyby zde
nebylo obnovova´nı´ cesty zapnuto, jednotka by vykonala cestu jako kdyby prˇeka´zˇka porˇa´d byla na mı´steˇ.
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5 Importova´nı´ 3D modelu˚
Abychom mohli demonstrovat vesˇkerou funkcˇnost popsanou drˇı´ve, prˇirozeneˇ potrˇebujeme pro vsˇechny
entity v hernı´m sveˇteˇ take´ modely pro jednotky. V 3D realtime strategiı´ch se vetsˇinou pouzˇı´vajı´ modely
o nizˇsˇı´m pocˇtu polygonu˚, nezˇ je tomu naprˇı´klad u FPS her. To je da´no tı´m, zˇe sce´na obsahuje mnoho
modelu˚ renderovany´ch v jednu chvı´li, ale take´ tı´m, zˇe pohled na hernı´ mapu je odda´len. Existuje velike´
mnozˇstvı´ jak modelovacı´ch na´stroju˚, tak typu˚ souboru˚, ktere´ tyto modely reprezentujı´.
Cı´lem te´to kapitoly je pouzˇitı´ jednoduchy´ch modelu˚ v nasˇem enginu. To zahrnuje nacˇtenı´ dane´ho
modelu pomocı´ loaderu, ktery´ na´sledneˇ prˇevede soubor s modelem na data, ktere´ mu˚zˇeme v enginu da´le
zpracovat. Nebudu se zde zaby´vat detailnı´m vytva´rˇenı´m modelu˚ a jejich animova´nı´m. Spı´sˇe budu kla´st
du˚raz na importovanı´ a jejich pouzˇitı´ v enginu.
Jak jizˇ bylo zmı´neˇno, existuje velike´ mnozˇstvı´ modelovacı´ch na´stroju˚. Jelikozˇ cely´ engine je postaven
na open-source technologiı´ch, tak volba padla na modelovacı´ na´stroj Blender. Blender je velice mocny´
na´stroj pro vytva´rˇenı´ modelu˚ a jejich animacı´. Podporuje take´ export do forma´tu .obj, cozˇ je forma´t
vyvinut firmou Wavefront Technologies. Vy´hodou toho forma´tu je, zˇe je dobrˇe cˇitelny´ i pro cˇloveˇka.
Obsahuje geometricke´ informace o dane´m modelu. Jelikozˇ je to textovy´ soubor, tak pro jeho importova´nı´
do nasˇeho enginu musı´me prove´st parsova´nı´.
5.1 Struktura .obj souboru
Struktura tohoto typu souboru je na´sledujı´cı´. Soubor obj obsahuje seznam vrcholu˚ a jejich pozici, pozici
textur, pozici norma´lu˚ a seznam bodu˚ z ktery´ch je potom vytvorˇena plocha.
mtllib Soubour obsahujı´cı´ materia´love´ informace something.mtl
o Konkre´tnı´ objekt v souboru
v Geometricke´ vrcholy: v x y z
vt Koordina´ty pro textury: vt u v
vn Norma´ly vrcholu˚: vn dx dy dz
f Plochy v1/vt1/vn1 v2/vt2/vn2 ... vn/vtn/vnn
Tato struktura mu˚zˇe by´t mnohem slozˇiteˇjsˇı´, ale pro jednoduchost je zachova´na tato, ktera´ pocˇı´ta´ pouze
z jednı´m objektem v obj souboru. Take´ dovede pracovat pouze s jedinou texturou pro jeden objekt. V bu-
doucnu se pocˇı´ta´ z rozsˇı´rˇenı´m o multitexture objekty.
5.2 Importova´nı´ modelu˚
Importova´nı´ modelu˚ je zalozˇeno na parsova´nı´ ASCII souboru .obj do enginu hry. Po nacˇtenı´ souboru
se musı´ jednotlive´ slozˇky souboru ulozˇit do struktury, se kterou je mozˇno da´le pracovat. Po nacˇtenı´
vesˇkery´ch u´daju˚ o dane´m objektu je tento model ulozˇen do VBO a da´le potom pouzˇı´va´n pro jednotlive´
entity v enginu hry. Modely pouzˇite´ v tomto demu jsou prˇevzaty z volny´ch zdroju˚, konkre´tneˇ ze stra´nek
http://thefree3dmodels.com/ a http://www.blender-models.com/
5.3 Animace modelu˚
Jelikozˇ modelove´ soubory typu obj nepodporujı´ ukla´da´nı´ animace, jediny´m zpu˚sobem je vytvorˇit
model pro kazˇdy´ snı´mek jednotlive´ animace, naprˇ. chu˚ze [8]. Tyto modely jsou potom ulozˇeny do tzv.
model poolu a postupnou iteracı´ prˇi pohybu se vytva´rˇı´ dojem animovane´ho pohybu. Kazˇda´ trˇı´da deˇdı´cı´ z
trˇı´dy DynamicEntity ma´ pote´ implementova´ny metody, ktere´ zajisˇt’ujı´ tuto funkcˇnost.
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Zdrojovy´ ko´d 9: Uka´zka ko´du pro iteraci mezi modely
if (Moving)
{
mPool->drawModelByID(modelID[(int) animationPos]);
}
else
{
mPool->drawModelByID(modelID[0]);
}
//--------------------------------------------------------
void dynamicEntity::updateAnimation()
{
if (Moving)
{
animationPos = animationPos + 0.75;
if (animationPos > modelID.size() - 1)
animationPos = 1.0;
}
else
animationPos = 1.0;
}
Jak mu˚zˇeme videˇt na te´to uka´zce ko´du, kazˇda´ entita schopna´ pohybu prova´dı´ v kazˇde´m cyklu logicke´ho
procesu metodu updateAnimation. To zajisˇt’uje jizˇ zmı´neˇnou iteraci mezi modely v prˇı´padeˇ pohybu a
vytva´rˇı´ tak animaci pohybu. Pokud se dana´ entita nehy´be, nastavuje se automaticky ID modelu na prvnı´.
Pokud nastane situace, prˇi ktere´ jednotka zmeˇnı´ rychlost pohybu, musı´me upravit rychlost inkremen-
tace promeˇnne´ animationPos. Tı´m dosa´hneme veˇrne´ animace i prˇi zmeˇna´ch rychlosti a jednotka nebude
prˇi pohybu pu˚sobit komicky.
Poslednı´ veˇcı´, kterou je potrˇeba prˇi pohybu a jeho animaci vyrˇesˇit je spra´vna´ rotace modelu. Prˇirozeneˇ
pozˇadujeme aby se model nata´cˇel smeˇrem, ktery´m se jednotka momenta´lneˇ pohybuje. Toho dosa´hneme
tak, zˇe v kazˇde´m cyklu pohybu spocˇı´ta´me u´hel pod ktery´m se jednotka pohybuje z momenta´lnı´ho bodu
do na´sledujı´cı´ho.
Zdrojovy´ ko´d 10: Rotace modelu podle cı´le pohybu
float c = MoveVector.back().x - Pos.x;
float b = MoveVector.back().y - Pos.z;
float rRad = 0.0;
if (MoveVector.back().y < Pos.z)
{
rRad = atan(c / b) + PI;
r = (rRad * 180.0 / PI);
}
else
{
rRad = atan(c / b);
r = rRad * 180.0 / PI;
}
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6 Za´veˇr
Cı´lem te´to pra´ce bylo sezna´mit se s architekturou enginu pro RTS hry, konkre´tneˇ tedy hlavneˇ s log-
icky´m subsyste´mem a zjistit, ktere´ techniky a postupy zde lze uplatnit a vy´hodneˇ pouzˇı´t tak, abych dosa´hl
chteˇne´ho vy´sledku.
Jelikozˇ tato pra´ce je soucˇa´stı´ veˇtsˇı´ho projektu, ktery´ postupneˇ rostl, museli jsme zva´zˇit pouzˇitı´
vhodne´ho verzovacı´ho syste´mu a take´ reposita´rˇe, kde projekt budeme uchova´vat. Volbou nakonec byl
Subversion. Subversion je hojneˇ pouzˇı´vany´ open-source verzovacı´ syste´m, cˇa´stecˇneˇ inspirova´n starsˇı´m
Concurrent Version System(CVS). Vy´hodou SVN je, zˇe dı´ky rozsˇı´rˇenosti existujı´ pluginy pro integraci
SVN do ru˚zny´ch vy´vojovy´ch prostrˇedı´ a umozˇnˇuje na´m tak s reposita´rˇem pracovat prˇı´mo z neˇj. To na´m
umozˇnilo koordinovat postup prˇi vy´voji cele´ho projektu a za´rovenˇ velmi usnadnilo udrzˇet si prˇehled
o celkove´m stavu aplikace. Projekt jsme uchova´vali na Gogole SVN reposita´rˇı´ch. Projekt je jako celek
postaven vy´hradneˇ na open-source technologiı´ch a je multiplatformnı´. Momenta´lneˇ je spustitelny´ na
syste´mech Microsoft Windows a Linux.
Podarˇilo se mi dosa´hnout implementace teˇchto cˇa´stı´ logicke´ho subsyste´mu do enginu hry a tedy i
vy´sledne´ho dema:
1. Logicky´ subsyste´m - rozvrzˇenı´ exekuce jednotlivy´ch procesu˚ pro rˇı´zenı´ vsˇech objektu˚, jak ovla-
datelny´ch tak autonomnı´ch, navrzˇenı´ vhodne´ho rozvrzˇenı´ za´teˇzˇe.
2. Hleda´nı´ nejkratsˇı´ cesty - funkcˇnı´ modul, pouzˇı´vajı´cı´ A* algoritmus pro hledanı´ nejkratsˇı´ cesty.
Zahrnuje take´ zkouma´nı´ vlivu ru˚zny´ch zpu˚sobu˚ odhadova´nı´ vzda´lenosti do zadane´ho bodu na
vy´slednou cestu a rychlost zpracova´ni. Tento modul za´rovenˇ obstara´va´ ru˚zne´ funkce, ktere´ jsou
spojeny s pru˚chodnostı´ tere´nu a obsazenı´m jednotlivy´ch pozic.
3. Jednoducha´ AI
(a) Implementace a pouzˇitı´ rozhodovacı´ho stromu pro jednotky.
(b) Implementace a pouzˇitı´ stavove´ logiky pro jednotky.
(c) Navigace a pohyb v tere´nu za pouzˇitı´ modulu pro hleda´nı´ cesty.
Tyto jednotlive´ cˇa´sti pak tvorˇı´ celek, jenzˇ je pouzˇit ve vy´sledne´m demu, na ktere´m jsem spolupraco-
val s Martinem Dorazilem a jehozˇ u´kolem bylo vytvorˇit graficky´ subsyste´m za pomocı´ OpenGL. Jelikozˇ
vy´sledne´ demo dosa´hlo pomeˇrneˇ velke´ rozsa´hlosti, rozhodli jsme se pokracˇovat ve vy´voji a eventua´lneˇ
rozsˇı´rˇit ty´m lidı´, kterˇı´ budou na tomto projektu spolupracovat. V budoucnu bych ra´d dokoncˇil imple-
mentaci jednotne´ho logicke´ho subsyste´mu, ktery´ pak bude slouzˇit jako za´klad pro skriptovanou logiku.
Take´ pla´nuji vylepsˇenı´ subsyste´mu pro hleda´nı´ cesty, to konkre´tneˇ zahrnuje implementaci vı´ceu´rovnˇove´ho
hleda´nı´ cesty a vyladeˇnı´ za´teˇzˇe cele´ho subsyste´mu.
Velice ra´di bychom dosavadnı´ postup prˇetvorˇili v pouzˇitelny´ RTS engine, na ktere´m bychom v bu-
doucnu mohli postavit kompletnı´ hru.
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A Screenshot demo aplikace
Obra´zek 14: Na´hled vy´sledne´ho enginu. Zapnuto zobrazova´nı´ cest
28
B UML Diagram pro trˇı´dy odvozene´ z Entity
Obra´zek 15: Neu´plny´ class diagram pro trˇı´dy odvozene´ z trˇı´dy Entity. Vypsa´ny jsou jen metody du˚lezˇite´
pro funkcˇnı´ AI
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C Definice trˇı´dy DecisionTree
#ifdef _WIN32
#include <windows.h>
#endif
#include "DecisionTree.h"
DecisionTree::DecisionTree(DecisionTree *_root, Entity *_entity, bool _final,
unsigned int _id)
{
entity = _entity;
root = _root;
final = _final;
id = _id;
no = NULL;
yes = NULL;
}
DecisionTree::DecisionTree(Entity *_entity, bool _final, unsigned int _id)
{
entity = _entity;
root = NULL;
final = _final;
id = _id;
yes = NULL;
no = NULL;
}
DecisionTree::˜DecisionTree(void){}
void DecisionTree::setYes(DecisionTree *_yes){ yes = _yes; }
void DecisionTree::setNo(DecisionTree *_no){ no = _no; }
DecisionTree* DecisionTree::getYes(){ return yes; }
DecisionTree* DecisionTree::getNo(){ return no; }
unsigned int DecisionTree::getDecision()
{
//Get unit decision for specific leaf of tree
//This method needs to be overriden in each entity using Decision Tree to perform
evaluation of leaf according to id
//Method should perform decision based on real facts(known things(speed, range,
etc..)) & optionaly some random
unsigned int dec = getUnitDecision(id);
if (dec == 1 && final != true && yes != NULL)
{
//call yes node
return yes->getDecision();
}
else if (dec == 0 && final != true && no != NULL)
{
//call no node
return no->getDecision();
}
else if (final)
{
//Return final decision. Need’s to be defined somewhere else statically
//Or possibly call method which set units action based on returning id.
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return id;
}
else
{
//log error, something has gone wrong. Return 999 in case of failure
return 999;
}
}
unsigned int DecisionTree::getUnitDecision(unsigned int id)
{
return entity->resolveDecision(id);
}
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D Uka´zka hleda´nı´ cesty prˇi skupinove´m pohybu
Obra´zek 16: Chova´nı´ jednotek prˇi zadane´m cı´li ve vodeˇ
Obra´zek 17: Takto se jednotky rozestavı´ v prˇı´padeˇ nedostupne´ho cı´le(voda)
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Obra´zek 18: Uka´zka obcha´zenı´ prˇeka´zˇky prˇi pohybu ve skupineˇ
Obra´zek 19: Skupinovy´ pohyb
33
