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SQL Structured Query Language Strukturirani povpraševalni je-
zik





CLI Command-Line Interface Vmesnik z ukazno vrstico
HTML Hyper Text Markup Language Jezik za označevanje nadbese-
dila
FTP File Transfer Protocol Protokol za prenos datotek
HTTP Hyper Text Transfer Protocol Protokol za prenos nadbesedila
EDM Electronic Dance Music Elektronska glasba

Povzetek
Naslov: Spletna aplikacija za spoznavanje na podlagi podobnosti okusa za
glasbo
Avtor: Žan Konečnik
Diplomska naloga zajema opis in razvoj spletne aplikacije, ki omogoča spo-
znavanje ljudi na podlagi podobnosti okusa za glasbo. Namen aplikacije je
omogočiti uporabnikom spoznavanje in komuniciranje z uporabniki, ki po-
slušajo enak stil glasbe kot drugi uporabniki, na čim bolj enostaven način.
Glavne funkcionalnosti aplikacije so enostavna prijava in odjava uporabnikov
z enim samim klikom, enostaven uporabnǐski vmesnik, priporočila uporabni-
kov, ki imajo podoben okus glasbe, prikaz lastnosti posameznih uporabnikov
(najljubše skladbe, žanri, izvajalci), ogled profilov vseh vrst uporabnikov,
poslušanje njihovih najljubših skladb ter realnočasovno pošiljanje sporočil in
prejemanje obvestil. Aplikacija je zasnovana na ogrodju Laravel in Vue.js,
SQL-u za podatkovno bazo, Pythonu za priporočilni sistem ujemanja ter Spo-
tify API-ju za pridobivanje podatkov uporabnikov in njihovih okusov glasbe.
Ključne besede: spletna aplikacija, spoznavanje na podlagi podobnosti
okusa za glasbo, algoritem za spoznavanje preko okusa glasbe.

Abstract
Title: Online meeting app based on the similarity of music taste
Author: Žan Konečnik
The diploma thesis covers the description and development of a web appli-
cation that allows people to get to know each other based on the similarity
of taste for music. The purpose of the application is to enable users to meet
and communicate with other users who listen to the same style of music as
other users in the simplest possible way. The main functionalities of the ap-
plication are easy login and logout of users with a single click, simple user
interface, user recommendations that have a similar taste of music, display-
ing the profiles of individual users (favorite songs, genres, artists), viewing
profiles of all users, listening to their favorite songs, real-time messaging and
notifications. The application is based on the Laravel and Vue.js framework,
SQL for the database, Python for the recommender matching system, and
the Spotify API for retrieving user data and their music tastes.
Keywords: web application, meeting based on the similarity of taste for




Ljudje smo družabna bitja. Vsakodnevno se srečujemo drug z drugim, nave-
zujemo nove stike, dopolnjujemo že navezane stike. Velika večina ljudi naveže
dolgotrajne stike iz otroštva. Drugi ljudje pa v kasneǰsih letih želijo nova po-
znanstva in zapisati nove dogodivščine. Sodobna tehnologija je zelo spreme-
nila način spoznavanja ljudi. Vsakodnevni dostop do interneta in njegovih
vsebin je zelo ohromil spoznavanje v realnem svetu. Po podatkih amerǐske
statistike 40 % Američanov spozna druge ljudi po spletu [1]; če pa k temu
dodamo ves svet, pa je lahko ta procent tudi vǐsji, kar kaže, da je trenutni
trend spoznavanje ljudi po spletu, različnih socialnih medijih in aplikacijah.
Na drugi strani spektra, povezanega z diplomsko nalogo, pa imamo glasbo.
Človek že od nekdaj hrepeni po glasbi. Ima svoj okus glasbe, ki predstavlja
in tudi izoblikuje njegovo osebnost; poleg tega pa glasba že vrsto let pove-
zuje ljudi med seboj, širi različna sporočila, združuje narode za izbolǰsanje
vsakodnevnih dogajanj in spremeni slabo voljo v dobro.
Namen diplomske naloge je bil razviti spletno aplikacijo za spoznavanje ljudi
preko okusa za glasbo, s pomočjo katere se lahko ljudje spoznavajo, pogo-
varjajo in delijo svoja zanimanja za glasbo, ki jo poslušajo. Potrebno je bilo
izdelati načrt izdelave izgleda in funkcionalnosti te aplikacije.
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Koraki, ki smo si jih zadali, so bili sledeči:
• potrebno si je bilo zadati načrt izdelave izgleda in funkcionalnosti apli-
kacije; ta dva načrta sta bila zelo pomembna, saj sta začrtala vso idejo
spletne aplikacije in olaǰsala delo;
• izdelava spletne aplikacije;
• izdelava podatkovne baze za shranjevanje vseh uporabnikov in njihovih
pogovorov;
• programiranje funkcionalnosti spletne strani (ujemanje ljudi z enakim
okusom, omogočanje pogovorov, ogled in spreminjanje profila);
• programiranje videza aplikacije, da je uporabniku čimbolj enostavna in
prijazna za uporabo ter ga s tem privabi k uporabi;
• pomemben del izdelave je bilo tudi testiranje, saj morajo za pravilno
delovanje spletne aplikacije delovati vse potrebne funkcionalnosti; po-
zornost pa je bilo potrebno usmeriti tudi na varnost sistema.
Slika 1.1: Socializacija na spletu [3].
Poglavje 2
Pregled področja
2.1 Tehnologije in orodja
Spletna aplikacija za spoznavanje ljudi preko glasbe je bila razvita v urejeval-
niku kode Visual Studio Code. Večina funkcionalnosti je bila sprogramirana
v programskem jeziku PHP z uporabo ogrodja Laravel 7. Algoritem za uje-
manje pa je bil razvit v programskem jeziku Python z uporabo knjižnic za
analizo podatkov in z uporabo sistema za priporočanja. Spletna stran upo-
rablja Spotify API za pridobivanje informacij o uporabnikovih okusih glasbe
in glede na te podatke algoritem in aplikacije prikažejo druge uporabnike s
podobnim okusom.
2.1.1 Laravel
Laravel [5] je odprtokodno PHP ogrodje, ki se uporablja za izdelavo spletnih
aplikacij. Deluje na principu MVC (angl. Model-View-Controller) strukture
in ogrodja Symfony. Zasnovano je bilo za lažji in hitreǰsi razvoj spletnih




Nekatere vgrajene funkcije, ki jih Laravel ponuja, so:
• modularni sistem pakiranja z obvladovanjem odvisnosti (pomeni, da
lahko svoji Laravel aplikaciji enostavno dodamo funkcije, ne da bi jih
sami spisali);
• celoten sistem za avtentikacijo uporabnikov;
• objektno-relacijsko preslikovanje z uporabo Eloquenta, ki predstavlja
tabele baz podatkov kot razrede za lažji dostop do podatkov in mani-
pulacijo le teh;
• vmesnik ukazne vrstice (CLI) z vgrajenimi ukazi;
• samodejno testiranje;
• prenosno, navidezno razvojno okolje.
MVC je arhitekturni vzorec, ki se uporablja za razdelitev izdelave spletne
aplikacije v tri komponente [4]:
• model, ki vsebuje podatke o aplikaciji, ki so pomembni za prikaz zah-
teve glede dostopa in druge potrditve; skrbi pa tudi za komunikacije s
podatkovno bazo;
• pogled predstavlja uporabnǐski vmesnik, kjer pridobljene podatke prikaže
v obliki HTML;
• krmilnik deluje kot povezava med modelom in pogledom, sprejema vnos
uporabnika in odloča, kaj bo z njim; vzajemno deluje z uporabnikom,
zbira podatke, vzpostavlja stik z modelom, prejema potrebne podatke,
in to z namenom, da se odzove uporabniku.
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Slika 2.1: MVC model [11].
2.1.2 Python
Python [14] je interpretni visokoravni večnamenski programski jezik. Python
poudarja berljivost kode; jezikovna struktura in objektno usmerjen pristop
želita programerjem pomagati pri pisanju jasne, logične kode za majhne in ve-
like projekte. Podpira dinamične podatkovne tipe, kar ga naredi drugačnega
od npr. Jave ali družine C. Poleg tega ima tudi značilnosti skriptnih jezikov
kot tudi značilnosti tradicionalnih jezikov. Python ima že ob namestitvi nekaj
knjižnic oz. modulov. To so skupki programske kode, najpogosteje funkcij, ki
jih nato pisci kode uporabijo v svojih programih z ukazom ’import’. Manǰsa
pomanjkljivost programskega jezika pa je hitrost izvajanja, saj se (neopazno)
prevaja v kodo za navidezni stroj in je zato hitreǰsi od skriptnih jezikov, ki
tega ne počnejo.
2.1.3 Visual Studio Code
Visual Studio Code [16] je brezplačni urejevalnik kode, ki ga je izdelal Micro-
soft za Windows, Linux in macOS. Nekatere funkcije urejevalnika vključujejo
podporo za odpravljanje napak, poudarjanje sintakse, inteligentno dokončanje
kode, preoblikovanje kode in vdelani Git. Podpira različne vrste programskih
jezikov, kot so Java, JavaScript, Go, Node.js and C++. Temelji na ogrodju
Electron, ki se uporablja za razvoj Node.js spletnih aplikacij. Namesto pro-
jektnega sistema omogoča uporabnikom, da odprejo enega ali več imenikov,
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ki jih lahko nato shranijo v delovne prostore za nadaljnjo ponovno uporabo.
To mu omogoča, da deluje kot urejevalnik kod za kateri koli jezik. Visual
Studio Code je mogoče tudi razširiti z raznimi razširitvami, ki se nahajajo v
enotnem repozitoriju, kar omogoča lažje delo. Vključujejo dodatke k ureje-
valniku, razne teme, jezikovno podporo, razhroščevalnike, izvajanje statične
analize kode in dodajajo povezovalnike kod s pomočjo protokola jezikovnega
strežnika. Ker urejevalnik omogoča FTP razširitev, je možno kodo sinhro-
nizirati med urejevalnikom in strežnikom, ne da bi bilo potrebno nalagati
dodatno programsko opremo.
Slika 2.2: Visual Studio Code.
2.1.4 Spotify
Spotify [15] je ponudnik pretakanja glasbe in medijskih storitev, ki je bil
ustanovljen leta 2006. Ponuja poslušanje številnih vrst glasbe za vsak okus
in pododdaj. Uporabniki lahko brskajo po parametrih, kot so izvajalec, al-
bum ali zvrst, ter tako ustvarjajo, urejajo in delijo sezname predvajanja. Za
razliko od fizične prodaje ali prodaje prenosov, ki se izvajalcem plačujeta s fi-
ksno ceno na prodane skladbe ali albume, Spotify plačuje avtorjem kot delež
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izvajalčevih poslušanj oz. tokov (angl. streams) kot delež vseh pretočenih pe-
smi (kar nanese okoli 70 % celotnega dobička). Deluje po poslovnem modelu
”freemium” (osnovne storitve so brezplačne, dodatne funkcije pa so na voljo
preko plačljivih naročnin). Spotify ustvarja prihodke s prodajo ”premium”
naročnine, ki omogoča poslušanje brez povezave in brez oglaševanja.
2.2 Sistemi priporočanja
Zahvaljujoč računalnikom in računalnǐskim omrežjem se naša družba v skoraj
vseh pogledih hitro preobraža. Vsakodnevno kupujemo po spletu, ǐsčemo in
zbiramo informacije v spletnih iskalnikih ter preživimo pomemben del svojega
družbenega življenja na internetu. Velika količina podatkov, ki jih dnevno
shranjujejo sistemi, daje raziskovalcem priložnost, da preučijo socialno-ekonomske
in tehnološko-socialne sisteme na veliko bolǰsi ravni podrobnosti.
Cilj priporočilnih sistemov je predvideti zanimanje uporabnikov in priporočiti
izdelke, ki so zanje najbolj zanimivi. Le-ti so med najmočneǰsimi sistemi
strojnega učenja, ki jih spletni trgovci uporabljajo za spodbujanje prodaje
[10]. Podatki, ki se uporabljajo v sistemih priporočanja, izhajajo ponavadi
iz ocen uporabnikov (po ogledu filma ali poslušanja pesmi, iz poizvedb iskal-
nikov, zgodovine nakupov ali pa drugih znanj o samih uporabnikih/izdelkih).
Nekatera spletna mesta, ki uporabljajo te sisteme so Netflix, Spotify in You-
Tube. Podjetja uporabljajo priporočilne sisteme predvsem za povǐsanje pro-
daje svojih izdelkov zaradi prilagojenih ponudb in izbolǰsanje izkušenj strank.
Priporočanja pospešijo iskanja, olaǰsajo uporabnikom dostop do vsebine, ki
jih zanima, ter prikažejo izdelke, ki jih nikoli ali pa z majhno možnostjo ne
bi našli. S pomočjo teh funkcij lahko podjetja potem obdržijo tudi stranke
pri sebi tako, da jim posredujejo sporočila s povezavami do novih ponudb,
ki ustrezajo njihovim profilom. Take dodatne spodbude so strankam zelo
privlačne. Poleg tega organizacijam omogoča, da se postavijo pred svoje tek-
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mece in neizogibno povečajo svoj dobiček. Razvijalci priporočilnih sistemov
pa se vsakodnevno soočajo tudi z različnimi problemi, ki nastopijo pri sami
izdelavi teh kompleksnih sistemov [8]:
• Redkost podatkov. Pri velikem številu produktov (npr. veliko število
knjig, izdelkov v prodaji ...), ki so na voljo uporabnikom, pride veli-
kokrat do majhnega prekrivanja med dvema uporabnikoma ali pa ga
sploh ni. To pomeni, da za veliko količino izdelkov uporabnik sploh ne
ve oz. jih ni ocenil. Tisti izdelki, ki pa so ocenjeni, so lahko med dvema
uporabnikoma zelo neenakomerno prerazporejeni. Zato mora učinkovit
algoritem priporočil upoštevati redkost podatkov.
• Skalabilnost. Zaradi redkosti podatkov je zelo pomembno razmisliti
o računskih stroških in poiskati algoritme za priporočanje, ki so bo-
disi malo zahtevni ali pa enostavni za vzporedno izvajanje (najbolǰsa
možnost je oboje skupaj). Druga možna rešitev temelji na uporabi in-
krementalnih različic algoritmov, kjer se priporočila ne računajo glo-
balno z uporabo celotnih podatkov, temveč postopoma (nova priporočila
se izračunajo v korelaciji s preǰsnjimi podatki in novo dodanimi).
• Hladen začetek (angl. cold start). Ko v sistem vstopi nov uporabnik,
njegovih zanimanj, okusa in ostalih informacij ponavadi ne poznamo
ali pa so zelo skopa. Zato je zelo težko že na začetku priporočati
uporabnikom produkte. Običajno rešitve tega problema temeljijo na
kombiniranju tehnik hibridnih priporočil s podatki o vsebini in sodelo-
vanju. Včasih pa lahko od uporabnika že na začetku pridobimo nekaj
osnovnih informacij, ki se potem uporabljajo v priporočilnih sistemih
(npr. starost, lokacija, želeni žanri). Drugi način pa je identificiranje
uporabnikov v različnih spletnih mestih. Kot primer lahko vzamemo že
prijavljenega uporabnika in beležimo njegove akcije. Ko dobimo novega
uporabnika, primerjamo akcije, če so podobne že kateremu prijavlje-
nemu uporabniku, in priporočamo enake izdelke novemu uporabniku,
kot smo to storili pri prijavljenemu, pri katerem so se akcije ujemale.
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• Raznolikost proti natančnosti. Pri priporočanju izdelkov uporabnikom
je običajno najučinkoviteǰse priporočanje priljubljenih in visoko oce-
njenih izdelkov. Vendar so taki izdelki sami po sebi enostavni za iska-
nje. Dober priporočilni sistem bi moral uporabnikom priporočati manj
očitne izdelke, do katerih je s strani uporabnikov doseg malo verje-
ten. Pristop k tej težavi vključuje neposredno izbolǰsanje raznolikosti
seznama priporočil in uporaba metod hibridnih priporočil.
• Ranljivost za napade. Priporočilni sistemi so zelo pomembna kompo-
nenta aplikacijam, ki jih uporabljajo. Zaradi tega lahko pride tudi do
zlorabe oz. do različnih napadov na te sisteme za samokorist (neu-
pravičeno promoviranje ali zaviranje nekaterih predmetov). Obstajajo
različna orodja, ki preprečujejo takšna dejanja, in sicer od blokiranja
vstopa do prefinjenih priporočilnih tehnik.
• Vrednost časa. Uporabniki imajo različna časovna obdobja, v katerih
se zanimajo za nek izdelek, storitev. Mnogo algoritmov priporočil pa
ta vidik zanemari, saj se uporabnikov okus spreminja skozi čas in mu
niso konstantno všeč enaki izdelki, storitve.
• Ocena priporočil. Obstaja veliko različnih implementacij algoritmov za
priporočila. Zaradi tega se je težko odločiti katerega izbrati, saj veli-
kokrat vsak različni algoritem rešuje različno nalogo in vrne različne
rezultate. Zraven spada tudi uporabnikova izkušnja, saj je pomembno,
da je zadovoljen s priporočili in v njih zaupa.
• Uporabnǐski vmesnik. Izkazalo se je, da morajo biti priporočila upo-
rabnikom pregledna ter da cenijo, ko je jasno določeno, zakaj jim je
bil določen izdelek priporočen. Seznam priporočil je lahko tudi zelo
obsežen, zato jih je potrebno prikazati uporabnikom prijazno, da lažje
brskajo po različnih priporočilih.
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2.2.1 Filtriranje na podlagi vsebine
Filtriranje na podlagi (angl. content based filtering) vsebine je tehnika stroj-
nega učenja, ki uporablja lastnosti elementov za priporočanje drugih izdelkov,
ki so uporabnikom všeč na podlagi njihovih preǰsnjih dejanj ali povratnih
informacij. Na tem področju se največkrat uporabljajo algoritmi gručenja,
nevronske mreže ter odločitvena drevesa. V tem sistemu so za definicijo ele-
mentov uporabljene ključne besede, uporabnǐski profil pa je sestavljen tako,
da označuje vrsto elementa, ki je všeč temu uporabniku. Za ustvarjanje upo-
rabnǐskega profila se sistem večinoma osredotoča na dve vrsti informacij,
in sicer na model uporabnikove želje in zgodovino interakcije uporabnika s
sistemom priporočil. Prednost filtriranja na podlagi vsebine je ta, da ne po-
trebujemo podatkov od drugih uporabnikov, saj so priporočila specifična za
določenega uporabnika, filtriranje pa zajame posebne interese uporabnika in
s tem priporoči elemente, ki bi jih bilo uporabniku sicer zelo težko najti. Sla-
bost filtriranje pa je, da lahko daje priporočila samo na podlagi obstoječih
interesov uporabnika, zato je zelo težko potem dodajati nove interese, če se
le-ti spremenijo uporabniku skozi čas (kar se v realnem svetu skoraj vsakič
tudi zgodi).
Slika 2.3: Primer filtriranja na podlagi vsebine [9].
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2.2.2 Filtriranje na podlagi sodelovanja
Filtriranje na podlagi sodelovanja (angl. collaborative filtering) je pristop pri-
poročanja na podlagi interesov uporabnika z zbiranjem njihovih preferenc ali
pa zbiranje informacij o interesih številnih uporabnikov. Pri tem pristopu
vsebina ni toliko pomembna, saj deluje po principu podobnosti interesov.
Kot primer lahko vzamemo, če ima oseba A isto mnenje kot oseba B, obstaja
večja možnost, da se bosta strinjali tudi z drugimi mnenji, kot pa če bi se obe
osebi primerjali z naključno osebo C. Prednosti tega filtriranja so, da lahko
sistem pomaga uporabnikom pri odkrivanju novih zanimanj, saj potrebuje le
matriko povratnih informacij za urjenje modela faktorizacije matrike. Sla-
bost filtriranja je tako imenovan hladen začetek (angl. cold start), saj sistem
ne more sklepati na uporabnike ali predmete, o katerih še ni zbral dovolj
informacij.
Filtriranje na podlagi sodelovanja lahko predstavimo v treh korakih:
1. Uporabnik izrazi svoje želje z ocenjevanjem elementov (npr. oceni film
Harry Potter s 5, Hangover s 4, Avengers s 5 ...). Te ocene lahko
nato obravnavamo kot približen prikaz uporabnikovega zanimanja za
določeno temo.
2. Sistem primerja ocene določenega uporabnika z ocenami drugih upo-
rabnikov in najde ljudi, ki imajo najbolj podoben okus (npr. Jaka gleda
grozljivke, komedije, akcije, Jure gleda grozljivke, akcije).
3. Pri teh podobnih uporabnikih sistem priporoča elemente (v tem pri-
meru filme), ki so jih visoko ocenili, vendar jih glavni uporabnik še ni
ocenil.
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Slika 2.4: Primer sodelujočega filtriranja [9].
Filtriranje na podlagi modelov
Sistemi priporočil na podlagi modelov [7] vključujejo izdelavo modela, ki
temelji na naboru podatkov o ocenah. To pomeni, da iz nabora podatkov
izločimo nekaj informacij in jih uporabimo kot model za dajanje priporočil,
ne da bi morali vsakič uporabiti cel nabor podatkov. Ta pristop potenci-
alno ponuja prednosti tako hitrosti kot razširljivosti. Za implementacijo teh
sistemov lahko uporabimo številne pristope za dejansko sestavo modela in
njegovo uporabo. Obstaja nekaj primerov:
• Verjetnostna težava. S tega vidika je problem napovedovanja ocene na
relaciji uporabnik – element obravnavan kot problem napovedovanja
verjetnosti, da bo ocena določene vrednosti. To idejo največkrat upo-
rabljajo Bayesova omrežja in gručenja (angl. clustering).
• Izbolǰsanje algoritmov, ki temeljijo na pomnilniku. Glavna ideja sis-
temov priporočil, ki temeljijo na pomnilniku, je izračunati in upora-
biti podobnosti med uporabniki in elementi kot uteži za napovedovanje
ocene uporabnika in elementa. Isto idejo lahko uporabimo v algorit-
mih, ki temeljijo na modelih: podobnosti med uporabniki in/ali ele-
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mente lahko izračunamo in nato shranimo kot model, nato pa lahko
uporabljene vrednosti podobnosti uporabimo za napovedovanje ocen.
Prednosti take vrste filtriranja so, da je potreben veliko manǰsi nabor podat-
kov; posledično je ta vrsta hitreǰsa od ostalih (čas poizvedbe je veliko manǰsi).
Ker pa je gradnja modela pogosto dolgotrajen proces, je običajno težje doda-
jati podatke, zato so nefleksibilni in ker ne uporabljamo vseh razpoložljivih
informacij (celotnega nabora podatkov), je verjetno, da pri sistemih, ki te-
meljijo na modelih, ne dobimo napovedi tako natančno kot pri ostalih.
Filtriranje na podlagi pomnilnika
Filtriranje na podlagi pomnilnika [6] deluje z uporabo celotne podatkovne
baze. Algoritmi poskušajo najti uporabnike, ki so podobni aktivnemu upo-
rabniku in z njihovimi preferencami napovejo ocene za aktivnega uporabnika.
Tako se ponavadi postopek filtriranja deli na dva dela:
• Meritve podobnosti. Da bi izmerili podobnost, želimo najti korela-
cijo med dvema uporabnikoma. Ta se ponavadi izrazi med vrednostima
-1 in 1. Vrednost 1 pomeni, da oba ocenjujeta na popolnoma enak
način, vrednost -1 pa pomeni, da ocenjujeta stvari povsem nasprotno.
Prva meritev podobnosti, ki jo lahko uporabimo, se imenuje Pearso-
nov korelacijski koeficient. Je osnovni korelacijski algoritem za vzorce,
prilagojene ocenjevalnim informacijam, ki skuša izmeriti, koliko se dva




















• Napovedovanje ocen. Če želimo napovedati oceno elementa za aktiv-
nega uporabnika, moramo najti vse uteži med aktivnim uporabnikom
in vsemi drugimi uporabniki. Nato se vzamejo vse uteži, ki niso ničelne,
in ostali uporabniki glasujejo o tem, kako naj bi aktivni uporabnik oce-
nil nek element. Tisti z vǐsjo težo bodo v postopku glasovanja bolj
pomembni. Ko se ti glasovi seštejejo, pridobimo oceno napovedovanja.
Prednosti filtriranja na podlagi pomnilnika so predvsem v kakovosti napovedi,
zato so algoritmi za izvedbo preprosti in uporabni v vsaki situaciji. Poleg
tega pa je zelo enostavno posodobiti bazo podatkov, saj pri vsaki napovedi
uporabi celotno bazo podatkov. Pri uporabi baze podatkov pa nastanejo tudi
slabosti, kajti za vsako napoved jo mora ponovno uporabiti. Lahko pa pride
tudi do tega, da včasih ne more predvideti nekaterih aktivnih uporabnikov ali
elementov (to se lahko zgodi, če aktivni uporabnik nima skupnih elementov
z vsemi ljudmi, ki so ocenili ciljni element).
2.2.3 Hibridno filtriranje
Hibridno filtriranje [2] vključuje kombinacijo dveh vrst priporočilnih tehnik,
s katerimi dosežemo bolǰsi rezultati z manj pomanjkljivostmi. Najbolj upo-
rabljeno je filtriranje na podlagi sodelovanja v kombinaciji s katerokoli drugo
tehniko. Številne študije, ki primerjajo delovanje hibridnega filtriranja z nava-
dnim sodelujočim filtriranjem in filtriranjem na podlagi vsebine, so pokazale,
da lahko hibridne metode dajejo natančneǰsa priporočila kot navadni pri-
stopi. Zelo dober primer tega filtriranja je Netflix, saj daje priporočila tako,
da primerja navade gledanja in iskanje podobnih uporabnikov (uporaba fil-
triranja na podlagi sodelovanja) ter ponuja filme, ki delijo značilnosti s filmi,
ki jih je uporabnik visoko ocenil (filtriranje na podlagi vsebine).
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Hibridni sistemi uporabljajo različne tehnike za izvajanje priporočil:
• utežene; ocene (ali glasovi) več tehnik priporočanja se združijo v eno
priporočilo;
• preklopne; preklapljanje med tehnikami priporočanja glede na trenutno
situacijo;
• mešane; rezultati večih priporočil so predstavljeni istočasno;
• kombinacije funkcij; lastnosti različnih virov podatkov priporočilnih
sistemov se združijo skupaj v en algoritem priporočil;
• povečanje funkcij; izhod iz ene tehnike se uporablja kot vhodna funkcija
za drugo;
• kaskadne; ena izmed uporabljenih tehnik izpopolni priporočilo za drugo
tehniko;
• meta-nivojske; model, ki se ga je naučila ena tehnika priporočanja, se
uporabi za vhod druge tehnike.
Slika 2.5: Postopek hibridnega filtriranja.
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2.3 Pregled obstoječih rešitev
Po pregledu obstoječih spletnih strani na temo spoznavanja preko glasbe
smo ugotovili, da je trg zelo skromen, zato ga lahko strnemo na spletno stran
Tastebuds.fm [12] in mobilno aplikacijo Turn Up [13]. Tastebuds je socialni
medij, ki je veliko bolj podoben Facebooku. Uporabniki se lahko povežejo
s Facebookom, Spotifyjem ali Last.fmom ali vnesejo nekaj svojih najljubših
glasbenih izvajalcev, kjer se potem glede na to najdejo ujemanja z ljudmi, ki
imajo podoben okus. Problem, ki nastopi pri tej spletni strani, je predvsem
kompleksnost dodajanja glasbenih interesov, saj je potreben ali ročni vnos
okusa glasbe ali pa veliko število klikov, da se lahko povežeš v Spotify, saj
je večji poudarek na objavah kot pa medsebojnih spoznavanjih s preostalo
množico uporabnikov.
Slika 2.6: Spletna stran Tastebuds.fm.
Mobilna aplikacija Turn Up je najbolj podobna konceptu, zastavljenemu v
diplomski nalogi. Za beleženje okusa glasbe se uporablja Spotify, zato so
tudi vsi podatki, ki se prikažejo o uporabnikih, pridobljeni preko Spotify
API-ja. Posledično se lahko uporabi tudi algoritem glede na podobne žanre
in ustvarjalce, ki sta dvema uporabnikoma všeč. Dodatek pri tej aplikaciji
so tudi dogodki, katerim lahko dodaš dogodke oz. festivale, ki so nekomu
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všeč. Pri obeh aplikacijah je tudi slabost v bazi uporabnikov, saj je večina
uporabnikov iz zelo oddaljenih držav oz. sploh ni določenih ujemanj v okolici
zaradi neuporabe.




V tem poglavju je opisan postopek izdelave celotne spletne aplikacije za
spoznavanje ljudi preko glasbe. Opisani so priporočilni algoritem, narejen
v programskem jeziku Python, ki priporoči uporabnike s podobnim okusom
aktivnega uporabnika, arhitektura in razvoj aplikacije v programskem jeziku
Laravel in Vue.js (podatkovna baza, sistem avtentikacije in posamezne strani)
ter opis uporabnǐskega vmesnika (načrtovanje in implementacija).
3.1 Opis funkcionalnosti
Glavne funkcionalnosti, ki smo si jih zadali za našo spletno aplikacijo, so pri-
java in odjava uporabnika, sporočanje z uporabniki, ogled profila aktivnega
uporabnika in ostalih ter način ogleda uporabnikov, ki imajo najbolj podo-
ben okus glasbe, kot ga ima aktivni uporabnik.
Prijavo v aplikacijo smo poskusili narediti čim bolj enostavno za uporab-
nika s pomočjo Spotify računa, ki si ga je bilo potrebno ustvariti, oz. če
že obstaja samo, prijaviti. Po prijavi nas preusmeri na glavno stran, kjer
ima uporabnik možnost izbrati preostale funkcionalnosti. Ob kliku na upo-
rabnikovo profilno sliko ima aktivni uporabnik možnost pogovora z izbrano
osebo. Ob kliku na uporabnikovo ime si lahko aktivni uporabnik ogleda upo-
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rabnikove najljubše žanre, umetnike in glasbe, ki jih posluša. Vsak aktivni
uporabnik pa si lahko na enak način (ob kliku na My Profile) v zgornjem le-
vem kotu ogleda svoj profil. Vsi uporabniki so na glavni strani prikazani po
vrstnem redu glede na okus glasbe, ki je najbolj podoben aktivnemu uporab-
niku. Vsaka kartica, ki prikaže zanimanje uporabnika, omogoča ogled petih
najljubših žanrov kot tudi možnost poslušanja najljubše glasbe. Pošiljanje
sporočil med uporabniki kot tudi prikazovanje novih smo naredili tako, da
poteka tekoče in realnočasovno s pomočjo spletnih vtičnikov.
Slika 3.1: Glavna stran spletne aplikacije.
3.2 Uporabnǐski vmesnik
Eden izmed najpomembneǰsih vidikov spletnih aplikacij je uporabnǐski vme-
snik. Prikazuje vmesni člen med uporabnikom in sistemom. Cilj učinkovitega
uporabnǐskega vmesnika je, da uporabnǐska izkušnja postane enostavna, in-
tuitivna in zahteva minimalno prizadevanje uporabnika, da doseže čim bolǰsi
rezultat. Uporabnǐski vmesnik je ustvarjen v plasteh interakcij, ki privlačijo
človeška čutila, kot so vid, dotik, sluh in drugo. Uporabnǐski vmesnik in
uporabnǐska izkušnja sta povezana in enako pomembna za izvedbo projekta,
vendar se posebnosti razlikujejo. Uporabnǐski vmesnik je zasnovan predvsem
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glede na predviden videz strani, aplikacije ali programa, medtem ko upo-
rabnǐska izkušnja obsega celoten proces konceptualizacije, razvoja in dostave.
Idealno oblikovanje uporabnǐskega vmesnika mora temeljiti na uporabnǐski
izkušnji. Imeti mora privlačen, edinstven videz in logično strukturo.
Nasveti, ki jih je potrebno upoštevati pri ustvarjanju uporabnǐskega vme-
snika, so:
• enostavni vmesniki so najbolǰsi – jasen jezik, izogibanje nebistvenim
elementom;
• ohranitev doslednosti z uporabo običajnih elementov uporabnǐskih vme-
snikov (uporabljanje elementov, ki jih uporabniki poznajo), kar zago-
tavlja, da je komunikacija hitra, udobna in zadovoljiva uporabnikom;
• pomembna je postavitev strani, saj je uporabnika potrebno opozoriti
na najpomembneǰse vidike spletne strani;
• potrebno je uporabiti ustrezne barve in teksture, da uporabnika opo-
zorimo na določeno ali dano komponento;
• uporaba pisave, ki poveča čitljivost.
Prijavno stran spletne aplikacije za spoznavanje ljudi preko glasbe smo želeli
narediti čimbolj preprosto. Prijavo smo mu olaǰsali s samo enem klikom na
gumb ”Log in with Spotify”. Če je uporabnik že prijavljen v svoj Spotify
račun, se stran avtomatsko preusmeri na glavno stran spletne strani, drugače
pa uporabnika preusmeri v prijavo v Spotify, kjer si lahko kasneje naredi
račun.
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Slika 3.2: Prijavna stran spletne aplikacije.
Po prijavi v račun je uporabniku predstavljena glavna stran. Glavna stran
in vse podstrani, ki so nanjo vezane, so sestavljene iz dveh delov. Na levi
strani je prikazan zavihek novih sporočil in tudi povezava do profila aktiv-
nega uporabnika ter gumb za odjavo iz spletne aplikacije. Nova sporočila se
realnočasovno posodabljajo glede na to, ali je uporabnik prejel sporočilo. Ob
prejetju uporabniku prikažemo obvestilo v obliki rdečega kroga ob sliki. Na
desni strani smo različne uporabnike prikazali v obliki kartic. Pomik mǐske
na profilno sliko uporabnika prikaže možnost klika za sporočanje z izbranim
uporabnikom, s pomikom in klikom na imena pa preusmeritev na stran s
prikazom profila uporabnika. Na kartici so prikazani vsi potrebni podatki o
uporabnikovem glasbenem okusu, na podlagi katerega se lahko aktivni upo-
rabnik odloči, ali bo komuniciral s to osebo in ali ima ta oseba res podoben
okus. V kartici je še možnost poslušanja skladbe najljubšega izvajalca, tako
da ima lahko aktivni uporabnik še več možnosti za teme pogovora.
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Slika 3.3: Glavna stran spletne aplikacije.
Profilna stran prikazuje različne lastnosti uporabnika. Specifično je profil
razdeljen na tri kartice. Na prvi kartici so opisani najbolj poslušani žanri, na
drugi kartici najljubši izvajalci ter na zadnji najbolj poslušane skladbe. Za
lažje in hitreǰse branje so uporabniku prikazane najbolj pomembne informa-
cije v najpreprosteǰsem načinu. Vsako posamezno skladbo na tretji kartici je
možno poslušati in s tem lahko uporabnik spozna nove skladbe, ki jih morda
še ni poslušal.
Slika 3.4: Profilna stran uporabnika.
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Stran za sporočanje med uporabnikoma omogoča realnočasovno komunici-
ranje. Vsako sporočilo, ki je poslano med uporabnikoma se jima prikaže v
sporočilnem oknu. Na levi strani okna z novimi sporočili, se jima ob posla-
nem sporočilu okno posodobi z novim sporočilom in obvestilom, če sporočilo
še ni bilo ogledano.
Slika 3.5: Stran za sporočanje med uporabnikoma.
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3.3 Arhitektura in razvoj aplikacije
Pričetek izdelave spletne strani za spoznavanje preko glasbe smo začeli s
pregledom Spotify API-ja, saj smo morali ugotoviti, kako lahko pridobimo
podatke o uporabnikovih okusih glasbe. Z uporabo API-ja se akcije uporab-
nika olaǰsajo, saj se potem okusi in pa ujemanja lahko avtomatizirajo glede
na že pridobljene podatke brez potrebe vnosa.
Slika 3.6: Primer Spotify API zahteve z rezultatom.
Po pregledu Spotify API-ja smo morali izdelati podatkovno bazo, v kateri se
lahko vsi ti podatki in kasneje rezultati algoritma za ujemanja shranjujejo in
posodabljajo. Bazo smo razdelili na sedem entitet, kjer glavni del sestavljajo
tri entitete. Entiteta ”users” vsebuje vse potrebne podatke o uporabniku. S
Spotifyjem shranjuje podatke prijave v spletno aplikacijo, ki je pomembna za
nadaljnjo uporabo zbiranja podatkov uporabnika (spotify id, spotify token,
spotify refresh token). Entiteta ”music tastes” shranjuje podatke o uporab-
nikovih okusih. Specifično shranjuje posamezne skladbe, avtorja skladbe in
žanre. Zadnja pomembna entiteta ”user similarities” pa vsebuje podatke o
uporabnikovih ujemanjih, ki so rezultat skripte algoritma za ujemanje, da na
vsaki posamezni strani ni potrebe po izvajanju skripte. Ob teh treh glavnih
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entitetah so še dodane entitete: ”genres” (vsebuje vsa imena žanrov posame-
znih skladb), ”genre music tastes” (vsaka skladba ima lahko več žanrov in
vsak žanr je lahko vsebovan v več skladbah, zato je potrebna vmesna tabela),
”artists” (podatki o posameznih avtorjih skladb) in ”messages” (sporočila,
ki se pošiljajo med posameznimi uporabniki).
Slika 3.7: Podatkovna baza spletne aplikacije.
Sledila je izdelava prijavne strani z uporabo Spotifyja. Pri tem nam je delo
zelo olaǰsalo ogrodje Laravel, saj ima že vgrajeno avtentikacijo, imenovano
Laravel Socialite. Potrebno je bilo vzpostaviti povezavo s Spotify for Deve-
lopers nadzorno ploščo za pridobitev identifikacije in skrivnega ključa aplika-
cije, ki se uporabi pri avtentikaciji Laravel Socialite. S klikom na gumb ”Log
in with Spotify” se stran preusmeri v prijavno okno Spotifyja, kjer za prijavo
poskrbi Spotify in se pridobljeni podatki uporabnika zapǐsejo v podatkovno
bazo.
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1 $user = Socialite :: driver($provider)->user();
2 $token = $user ->token;
3 $refresh_token = $user ->refreshToken;
4 $name = $user ->name;
5 $id = $user ->id;
6 $profile_pic = $user ->avatar;
7
8 if($profile_pic == null) {
9 $profile_pic = "https :// kansai -resilience -forum.jp/wp -
content/uploads /2019/02/ IAFOR -Blank -Avatar -Image -1. jpg";
10 }
11
12 $user = User:: firstOrCreate ([’spotify_id ’ => $id],
13 [
14 ’name’ => $name ,
15 ’spotify_id ’ => $id ,
16 ’spotify_token ’ => $token ,
17 ’spotify_refresh_token ’ => $refresh_token ,
18 ’avatar ’ => $profile_pic ,
19 ’password ’ => bcrypt(’5yr20mfds03223 ’)
20 ]);
21
22 if($user ->wasRecentlyCreated == false) {
23 DB:: table(’users’)->where(’spotify_id ’, $id)->update ([’
spotify_token ’ => $token , ’spotify_refresh_token ’ =>
$refresh_token , ’avatar ’ => $profile_pic ]);
24 }
Programska koda 1: Zapis uporabnikovih podatkov v bazo
Po uspešnem vnosu uporabnika v bazo se hkrati v delu prijave vnesejo po-
datki še v ostale entitete podatkovne baze (programska koda 6). V tem delu
se naredi HTTP zahtevek na Spotify API-ju, kjer se pridobijo podatki o
uporabnikovih najljubših izvajalcih ter žanrih, ki jih ta oseba posluša. Ob
vsaki novi prijavi v sistem se podatki tudi posodobijo, da dobi uporabnik
sveže informacije o sebi in drugih uporabnikih ter pazi, da se podatki ne
podvojijo.
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Stran se nato preusmeri na glavno stran, kjer se izrǐsejo kartice uporabnikov
glede na podobni okus in vsa sporočila med uporabniki. Kartice se prikažejo
glede na rezultate skripte (ti se zapǐsejo v bazo podatkov ob prijavi v sistem)
in ostalih podatkov iz podatkovne baze. Sporočila, ki so prikazana na levi
strani, so sestavljena iz več komponent v programskem jeziku Vue.js. Kom-
ponent je skupaj šest, kjer vsaka opravlja na strani svojo funkcijo. Glavna
komponenta za sporočila je Sidebar, ki vsebuje dodatno komponento imeno-
vano ContactsList. Ta komponenta opravlja delo s prikazom starih in novih
sporočil, obvestil ter preusmeritve na stran za sporočanje. Komponenta Si-
debar pa ob pošiljanju sporočil med uporabniki upravlja z realnočasovnimi
akcijami, da se podatki lahko istočasno posodabljajo, kadar si jih uporab-
niki izmenjajo. Za delovanje realnočasovne funkcionalnosti smo v Laravelu
uporabili vgrajen vtičnik imenovan Laravel Echo, kjer se ob vsakem posla-
nem sporočilu sproži dogodek na privatni kanal dveh uporabnikov. Tako so
sporočila vidna samo tistima uporabnikoma, ki si jih trenutno izmenjujeta
in so tudi prikazana istočasno.
Na strani, kjer si lahko uporabniki pošiljajo sporočila, pa so vsebovane kom-
ponente ChatApp, ContactsList, Conversation, MessagesFeed in Message-
Composer. Hierarhija komponent je sledeča: ChatApp je glavna, saj jo
sestavljata komponenti ContactsList in Conversation. ContactsList ne vse-
buje dodatnih komponent in ima enako vlogo kot je zapisano zgoraj. Kom-
ponenta Conversation pa je sestavljena še iz komponent MessagesFeed in
MessageComposer. Conversation sestavlja celoten del sporočilnega sistema,
MessagesFeed prikazuje sporočila med uporabnikoma, ki si jih pošiljata, Mes-
sageComposer pa je vnos, kjer se lahko sporočilo napǐse, pošlje in se shrani v
podatkovno bazo. Vsa sporočila, ki so prikazana v komponentah Messages-
Feed in Conversation, se pridobijo iz podatkovne baze glede na to, kdaj so
bila ustvarjena (programska koda 7).
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1 $allUsers = User::all();
2
3 $latestMessages = DB:: select("SELECT sender.id AS sender_id ,
recipient.id AS recipient_id , m.created_at ,m.message ,
4 sender.name AS sender_name , recipient.name AS
recipient_name , sender.avatar AS sender_avatar , recipient
.avatar AS recipient_avatar ,
5 m.is_read AS is_read
6 FROM messages AS m
7 INNER JOIN users AS sender ON sender.id = m.from
8 INNER JOIN users AS recipient ON recipient.id = m.to
9 INNER JOIN ( SELECT MAX(m1.id) AS most_recent_message_id
10 FROM messages AS m1
11 GROUP BY CASE WHEN m1.from > m1.to THEN
m1.to ELSE m1.from END ,CASE WHEN m1.from < m1.to THEN m1.
to ELSE m1.from END )
12 AS T ON T.most_recent_message_id = m.id
13 WHERE m.from = ’" . Auth::user()->id . "’ OR m.to = ’" .
Auth::user()->id . "’
14 ORDER BY m.created_at DESC");
15
16 $messaged_user_id = explode("&", $id)[1];
17 $my_id = Auth::id();
18 $result = Message :: where([’from’ => $messaged_user_id , ’to’
=> $my_id ])->update ([’is_read ’ => 1]);
19
20 $allMessages = Message :: where(function ($query) use (
$messaged_user_id , $my_id) {
21 $query ->where(’from’, $messaged_user_id)->where(’to’,
$my_id);
22 })->oRwhere(function ($query) use ($messaged_user_id , $my_id)
{
23 $query ->where(’from’, $my_id)->where(’to’,
$messaged_user_id);
24 })->get();
Programska koda 2: Poizvedbe za sporočila
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Profilno stran vsakega uporabnika smo prikazali v treh karticah, zato je bilo
potrebno za vsakega izmed teh delov pridobiti podatke iz podatkovne baze.
Ker je Spotify žeton, ki je shranjen v podatkovni bazi, na voljo samo določen
čas, smo morali poklicati novo HTTP zahtevo, ki nam je posodobila žeton s
pomočjo osveževalnega žetona iz baze podatkov. S tem smo lahko naredili
HTTP zahtevo na Spotify API za pridobitev podatkov o najljubših skladbah
(tukaj se potem uporabi identifikacija skladbe za prikaz Spotify predvajal-
nika glasbe za posamezno najljubšo glasbo uporabnika); podatke o žanrih in
izvajalcih pa smo lahko pridobili direktno iz baze, saj so bili vpisani že ob
prijavi v aplikacijo.
1 $refresh_token = DB::table(’users’)->select(’
spotify_refresh_token ’)->where ([’id’ => $id])->get();
2 $encode = base64_encode("179 b7ea035344501a7d47003eaf5ed06 :949
bb08b938c4b9c95dfb79d234e556c");
3 $ch = curl_init ();
4
5 curl_setopt($ch , CURLOPT_URL , ’https :// accounts.spotify.com/
api/token’);
6 curl_setopt($ch , CURLOPT_RETURNTRANSFER , 1);
7 curl_setopt($ch , CURLOPT_POST , 1);
8 curl_setopt($ch , CURLOPT_POSTFIELDS , "grant_type=
refresh_token&refresh_token=" . $refresh_token [0]->
spotify_refresh_token);
9 $headers = array ();
10 $headers [] = ’Authorization: Basic ’ . $encode;
11 curl_setopt($ch , CURLOPT_HTTPHEADER , $headers);
12
13 $result = curl_exec($ch);
14 if (curl_errno($ch)) {
15 echo ’Error:’ . curl_error($ch);
16 }
17 curl_close($ch);
18 $access_token = json_decode($result)->access_token;
Programska koda 3: Pridobitev novega žetona
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3.4 Priporočilni sistem za ujemanje
V sklopu diplomske naloge je priporočilni sistem za ujemanje glavni del sple-
tne aplikacije. Uporabniku omogoča spoznavanje ljudi, ki imajo enak okus
glasbe. Pri tem je potrebno dodati tudi hitrost, kajti brez priporočilnega sis-
tema bi iskanje drugega uporabnika z enakim okusom glasbe trajalo dolgo
časa. Dodati je treba tudi hitrost same izvedbe algoritma, saj mora biti z
večanjem števila uporabnikov algoritem optimalen. Ob večjem številu upo-
rabnikov se posledično poveča tudi število novih žanrov. S tem se poveča
število podatkov in zmanǰsa hitrost algoritma. Samo izvedbo algoritma smo
razdelili na dva dela. Prvi del opisuje osnovni algoritem ob manǰsem številu
uporabnikov, ki smo ga implementirali v aplikaciji zaradi manǰsega vzorca
uporabnikov s Spotifyjem. Drugi del pa opisuje možne nadgradnje algoritma
za ujemanje ob povečanju števila uporabnikov.
Osnovni algoritem za priporočilni sistem ujemanja
Po pregledu vrst priporočilnih sistemov smo si za implementacijo algoritma
ujemanja izbrali filtriranje na podlagi sodelovanja z uporabo filtriranja s
pomočjo pomnilnika. Priporočilni sistem deluje tako, da se najprej ustvari
tabela, ki vsebuje seznam treh vrednosti. Prva vrednost vsebuje identifika-
cijo uporabnika, druga vrednost vsak posamezni žanr, tretja vrednost pa je
ali vrednost 0 ali pa 1 glede na to, ali ta uporabnik posluša ta posamezni




Pop Country Rock EDM Metal
1 1 1 1 0 0
2 1 0 0 1 1
3 0 1 0 0 0
4 0 0 0 1 1
5 1 0 1 0 0
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Podatki za zapis tabele se pridobijo ob prijavi uporabnika v spletno stran.
Tedaj se v kodi generira tabela, ki se zapǐse v API spletne strani, da se
lahko kasneje kliče v Pythonu za priporočilni sistem (programska koda 8).
Koda, priložena spodaj, generira vrednosti 0 ali 1 tako, da pregleda skozi vse
žanre, ki so zapisani v bazi, in doda eno izmed teh vrednosti za uporabnika
glede na to, ali uporabnik posluša katerega izmed teh žanrov, ki se prido-
bijo iz posameznih skladb. Če je npr. uporabnik poslušal skladbe z žanri
pop, country, EDM, potem se vrednost 1 nastavi ob žanrih, ki jih je poslušal,
in vrednost 0 ob žanrih, ki jih ni poslušal (za zgornji primer torej 1, 1, 0, 1, 0).
Glavni algoritem za priporočilni sistem ujemanja najprej pridobi zgornjo ge-
nerirano tabelo iz API klica spletne strani. Najprej je potrebno izračunati
tako imenovano ocenjevalno funkcijo, ki izpǐse oceno, ki količinsko opredeli,
kako močno je uporabniku všeč element i (programska koda 7).
s(u, i) = r̄u +
∑
v∈V (rvi − r̄v) ∗ wuv∑
v∈V wuv
Predvidena ocena je s, u je uporabnik, i je postavka, r je ocena, ki jo je dal
uporabnik, in w je teža. V primeru algoritma je naša ocena enaka vsoti ocen,
ki jih je vsak uporabnik dal temu elementu, tako da odštejemo povprečno
oceno tega uporabnika, pomnožimo z neko težo, ki predstavlja, koliko je ta
uporabnik podoben in ali naj bi prispeval k napovedim drugega uporabnika.
To je teža med uporabnikoma u in v. Podatki se z ocenjevalno funkcijo tudi
normalizirajo, saj s tem izbolǰsamo učinkovitost algoritma.
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1 def main():
2 response = requests.get(’http :// musify.com/api/similarity
’)
3 s = str(response.content)
4 start = "b’"
5 end = "<link"
6 json_data = s[s.find(start)+len(start):s.rfind(end)]
7 real_data = ast.literal_eval(json_data)
8 numpy_data = np.array(real_data)
9 index_values = list(range(0, numpy_data.shape [0]))
10
11 Ratings = pd.DataFrame(data=numpy_data , index=
index_values , columns =["userID", "genreID", "rating"])
12 Mean = Ratings.groupby(by="userID", as_index=False)[’
rating ’].mean()
13 Rating_avg = pd.merge(Ratings , Mean , on=’userID ’)
14 Rating_avg[’adg_rating ’] = Rating_avg[’rating_x ’] -
Rating_avg[’rating_y ’]
15
16 final = pd.pivot_table(Rating_avg , values=’adg_rating ’,
index=’userID ’, columns=’genreID ’)
17 final_user = final.apply(lambda row: row.fillna(row.mean
()), axis =1)
Programska koda 4: Normalizacija podatkov za priporočilni sistem ujemanja
Te normalizirane podatke lahko potem uporabimo za računanje podobnosti
med uporabniki, saj smo za takšno računanje izbrali kosinusno podobnost, ki
je merilo podobnosti med dvema neničelnima vektorjema. Pri tem opazujemo
kot med dvema vektorjema. Manǰsi kot je kot, bolj sta si elementa podobna.
Če je kot -1, sta si popolnoma različna in 1, če sta si popolnoma enaka.
Algoritem v funkciji UserSimilarity() primerja različne vrednosti glede na
glavnega uporabnika, ki se prijavi v aplikacijo. Funkcija vse uporabnike izpǐse
po vrstnem redu glede na podobnost kosinusne funkcije. Hitrost izvajanja
osnovnega algoritma je 0,92 sekund (pri 15 uporabnikih) oz. v kompleksnosti
O(n2).
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1 b = cosine_similarity(final_user)
2 np.fill_diagonal(b, 0)
3 similarity_with_user = pd.DataFrame(b, index=final_user.
index)
4 similarity_with_user.columns = final_user.index
5 similarity_with_user = similarity_with_user.round (5)
6
7 user_id = sys.argv [1]. strip(s"’’")
8 UserSimilarity(similarity_with_user , int(user_id))
9
10 def UserSimilarity(table , user1):
11 userDict = {}
12 for i in range(1, table.shape [0] + 1):
13 if i != user1:
14 userDict[i] = table.loc[user1 , i]
15 sorted_d = dict(sorted(userDict.items (), key=operator.
itemgetter (1), reverse=True))
16
17 similiarUsers = ""
18 for key in sorted_d:
19 similiarUsers += str(key) + ", "
20
21 print(similiarUsers [: -2])
22
23 if __name__ == "__main__":
24 main()
Programska koda 5: Algoritem za priporočilni sistem ujemanja
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Nadgradnje priporočilnega sistema ujemanja
Ob manǰsem vzorcu uporabnikov osnovni algoritem priporočila ujemanja de-
luje sprejemljivo. Ob povečanju števila uporabnikov pa zaradi svoje komple-
ksnosti algoritem ne bi začel delovati optimalno, zato smo raziskali možne
nadgradnje za izbolǰsanje delovanja algoritma. Te so:
• Dodatna merila preverjanja. V osnovnem algoritmu se primerjajo vre-
dnosti samo glede na žanre. Za večjo natančnost priporočil bi se v sistem
lahko dodali še izvajalci in skladbe, ki jih določena oseba posluša. S
tema dvema meriloma bi bila priporočila veliko bolj natančna, saj če
dva uporabnika najraje poslušata istega izvajalca ali skladbo, je velika
verjetnost, da je njun okus glasbe enak ali pa zelo podoben. Skupaj
bi se uporabila vsa tri merila (najljubši žanri, skladbe in izvajalci), pri
katerih bi večjo utež nosili merili za skladbe in izvajalce.
• Generalizacija vrst žanrov. Število različnih žanrov je veliko. Vsak
posamezni žanr spada v en glavni razred žanrov (kot primer lahko vza-
memo elektronsko glasbo, ki ima podžanre ”house”, ”techno”, ”hard-
style” in ti podžanri imajo še dodatne podžanre). Spotify API ve-
dno poda za posamezni okus najnižje podžanre. Z generalizacijo vseh
podžanrov v glavne žanre bi lahko zmanǰsali tabelo podobnosti in s tem
pohitrili iskanje ter računanje podobnosti, obenem pa še vedno obdržali
osnovni okus glasbe uporabnika.
• Pregrada priporočanja uporabnikov. Trenutni priporočilni sistem upo-
rabnikom priporoči vse uporabnike po vrstnem redu ujemanja okusa
glasbe, kar pa ni optimalno, saj mu priporoči tudi uporabnike, ki po-
slušajo drugačen stil glasbe kot pa glavni uporabnik. Ta problem lahko
rešimo s pregrado pri priporočanju, pri katerem bi se priporočali upo-
rabniki samo v določenem rangu podobnosti. Vrednost podobnosti je
določena od -1 do 1, zato bi lahko nastavili rang priporočanja od 0 do
1, saj bi bila priporočila tako še sprejemljiva.
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• Nadgradnja z algoritmom najbližjih sosedov. Priporočilni sistem uje-
manja vsebuje tabelo velikosti n ∗m, kjer je n število uporabnikov in
m število žanrov. Zaradi tega se pri visokih vrednostih vsebina tabele
zelo poveča. S kombinacijo generalizacije vrst žanrov bi lahko dodali
že algoritem najbližjih sosedov, ki bi vzel samo določeno število upo-
rabnikov kot merilo računanja podobnosti namesto celotnega vzorca
uporabnikov. S tem bi se zelo pohitril priporočilni sistem obenem pa
bi obdržal natačnost ujemanja, saj je pri zelo veliki količini uporabnikov




Uporabniku najprej predstavimo prijavno stran v aplikacijo preko Spotify
računa. Ko se uporabnik prijavi v aplikacijo, se pregleda, ali se je v aplika-
cijo samo prijavil ali pa registriral. Če se je v aplikacijo registriral (hladen
začetek), se morajo izvesti dodatne funkcije vnosa uporabnika v sistem.
Najprej zabeležimo podatke od Spotify API-ja (pridobijo se najljubše skladbe,
izvajalci in žanri) v podatkovno bazo; po zapisu pa se zažene priporočilni sis-
tem, ki pridobi okuse vseh uporabnikov, ki so bili zapisani v podatkovni bazi.
Iz teh podatkov ustvarimo tabelo, s pomočjo katere izračunamo ocenjevalno
funkcijo, da se podatki normalizirajo za večjo učinkovitost. Za računanje
podobnosti med uporabniki se uporabi kosinusna podobnost, ki potem poso-
dobi podatke v tabeli z vrednostmi od -1 do 1. Ta vrednost določi stopnjo
podobnosti med različnimi uporabniki, pri čemer -1 pomeni, da si uporab-
nika nista podobna in 1, da sta si podobna. Glede na aktivnega uporabnika
se po vrstnem redu izpǐsejo identifikacijske številke uporabnikov glede na
okus oz. stopnjo podobnosti. Te vrednosti se uporabijo za prikaz kartic na
glavni strani aplikacije. Postopek zapisa podatkov in pridobivanje priporočil
pri 15 uporabnikih traja 5 sekund ob hladnem začetku, kar je za uporabnika
še sprejemljivo, vendar bi ob dodatnem pridobivanju uporabnikov ta hitrost
postala problem, zato bi bilo potrebno implementirati nadgradnje sistema.
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38 Žan Konečnik
Na spodnji sliki 4.1 je prikazan primer uporabnikovih zanimanj. Po pregledu
žanrov se iz slike lahko razbere, da je uporabniku všeč elektronska glasba.
Slika 4.1: Primer uporabnikovih zanimanj.
Priporočilni sistem glede na podatke o žanrih priporoči najprej uporabnike, ki
poslušajo elektronsko glasbo oz. podobne podžanre. Sistem uporabnike raz-
vrsti po vrstnem redu glede na to, kolika je njihova podobnost okusa glasbe.
Na sliki 4.2 so razvidna priporočila, ki so postavljena po vrstnem redu glede
okusa glasbe. Najprej se prikažejo kartice uporabnikov, ki poslušajo elek-
tronsko glasbo, potem pa se kartice vedno bolj pomikajo proti uporabnikom,
ki nimajo podobnih žanrov (na primeru slike iz elektronske glasbe v rock
glasbo).
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Slika 4.2: Primer priporočil uporabniku.
Po izvedbi celotnega postopka priporočilnega sistema se prikaže primarno
okno, v katerem se prikažejo kartice priporočil glede na identifikacije iz-
pisa sistema priporočil. Kartice vsebujejo vse važne podatke o uporabniku
(ime in priimek, sliko, pet najljubših žanrov in možnost poslušanja najljubše
skladbe). Ob desni strani aplikacije so prikazana vsa nova prebrana oz. ne-
prebrana sporočila (neprebrana sporočila imajo dodan rdeč krogec kot obve-
stilo). Ob kliku na uporabnikovo ime se prikaže stran s podatki o glasbenem
okusu (najljubši žanri, izvajalci in skladbe); ob kliku na profilno sliko ali pa
na desno stran sporočil pa se prikaže pogovorno okno, kjer si lahko uporabnik
realnočasovno izmenjava sporočila z drugim uporabnikom.
Odziv uporabnikov na stran je bil zelo pozitiven. Največ pozitivnih mnenj
smo pridobili zaradi uporabnǐskega vmesnika in priporočilnega sistema. V
zvezi z uporabnǐskim vmesnikom je uporabnikom zelo všeč preprosta in hi-
tra prijava v sistem z enim klikom, preprost izgled spletne strani in prikaz
drugih uporabnikov z njihovimi okusi. Zelo so bili zadovoljni s priporočili
priporočilnega sistema, saj so bila prikazana po vrstnem redu, tako kot je
40 Žan Konečnik
bil njihov okus glasbe. Edina pripomba glede sistema je bila, da prikaže pri-
poročila, katerih žanrov uporabniki niso radi poslušali, vendar smo rešitev za
ta problem že zapisali v nadgradnjah sistema.
Ob pridobitvi mnenj uporabnikov so se naši cilji diplomske naloge uresničili.
Želeli smo ustvariti aplikacijo, s pomočjo katere bi se lahko ljudje spoznavali
in komunicirali preko podobnosti okusa za glasbo ter jim to omogočiti na čim
lažji način. Uporabnikom smo priporočili uporabnike glede na njihov okus
glasbe in jim tako omogočili komunikacijo z njimi. Ustvarili smo enostaven
uporabnǐski vmesnik, s katerim se je uporabnikom olaǰsalo delo prijave in
uporaba ostalih funkcij aplikacije.
Poglavje 5
Sklepne ugotovitve
V diplomski nalogi smo razvili spletno aplikacijo za spoznavanje na podlagi
podobnosti okusa za glasbo. Spletna stran omogoča uporabniku prijavo in
registracijo z uporabo njihovega Spotify računa s samo enim klikom ter od-
javo. Za čim bolǰso uporabnǐsko izkušnjo stran vsebuje pregleden in enosta-
ven uporabnǐski vmesnik. Glavna funkcionalnost je spoznavanje ljudi z ena-
kim okusom glasbe, zato smo za to funkcionalnost razvili priporočilni sistem.
Uporabniku je omogočen pregled profilov vseh uporabnikov, tam si lahko
ogleda najljubše žanre, izvajalce in skladbe določenega uporabnika, saj mu
tako omogoča poslušanje najljubših skladb. Sporočanje med uporabniki de-
luje tekoče in realnočasovno z obvestili ter prikazom novih sporočil. Osnovni
priporočilni sistem, kot je že omenjeno v zgornjem odseku nadgradnje sis-
tema, deluje v sprejemljivih hitrostih pri manǰsem številu uporabnikov kot
tudi žanrov. Ob morebitnem povečanju števila uporabnikov in žanrov bi za
optimalno in hitro delovanje aplikacije potreboval nadgradnjo. To pa je zelo





1 // MUSICTASTE API
2 $request = Http:: withHeaders ([
3 ’Accept ’ => ’application/json’,
4 ’Content -Type’ => ’application/json’,
5 ’Authorization ’ => ’Bearer ’ . $token
6 ])->get(’https :// api.spotify.com/v1/me/top/artists?time_range
=medium_term&limit =10& offset =0’);
7
8 $response = json_decode($request ->getBody ());
9
10 $data = $response ->items;
11
12 $getUserId = DB::table(’users ’)->select(’id’)->where(’
spotify_id ’, ’=’, $id)->get();
13 $getFirstMusicTasteId = DB::table(’music_tastes ’)->select(’id
’)->where(’user_id ’, ’=’, $getUserId [0]->id)->get();
14
15
16 //VNOS MUSICTASTE V BAZO
17 for ($i = 0; $i < count($data); $i++) {
18 $artist_name = $data[$i]->name;
19 $artist_id = $data[$i]->id;
20
21 Artist :: firstOrCreate ([
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22 ’artist_id ’ => $artist_id
23 ], [
24 ’artist_name ’ => $artist_name ,
25 ’artist_id ’ => $artist_id
26 ]);
27
28 $image = $data[$i]->images[0]->url;
29 $image_width = $data[$i]->images[0]->width;
30 $image_height = $data[$i]->images[0]->height;
31
32 $getArtistId = DB:: table(’artists ’)->select(’id’)->where(
’artist_id ’, ’=’, $artist_id)->get();
33
34 if($getFirstMusicTasteId ->isEmpty ()) {
35 DB:: table(’music_tastes ’)->insert(
36 array(’user_id ’ => $getUserId [0]->id,’artist_id ’
=> $getArtistId [0]->id , ’image ’ => $image ,’image_width ’ =>
$image_width ,’image_height ’ => $image_height)
37 );
38 } else {
39 $updateID = $getFirstMusicTasteId [0]->id + $i;
40 DB:: update(’UPDATE music_tastes SET user_id=?,
artist_id =?, image=?, image_width =?, image_height =? WHERE
id=?’, [$getUserId [0]->id , $getArtistId [0]->id , $image ,
$image_width , $image_height , $updateID ]);
41 }
42 }
Programska koda 6: Zapis ostalih podatkov v bazo
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1 <template >
2 <div class="chat -app">






8 import ContactsList from ’./ ContactsList ’;
9
10 export default {
11 props: {
12 user: {











24 mounted () {
25 Echo.private(‘messages.${this.user.id}‘)





31 .then(( response) => {





37 this.contacts = this.contacts.map(function(
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contact){
38 if(contact.sender_id == message.to){
39 contact.message = message.message;
40 contact.created_at = message.created_at;
41










Programska koda 7: Primer dela kode za prikaz novih sporočil
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1 $scriptInputArray = array ();
2 $tasteRowCount = DB:: table(’genres ’)->count();
3 $genreTasteArray = array_fill (1, $tasteRowCount , 0);
4
5 $tastes = DB:: table(’genre__music_tastes ’)->get();
6 $firstUser1 = DB::table(’music_tastes ’)->select(’user_id ’)->
where(’id’, ’=’, $tastes[0]-> music_taste_id)->get();
7 $firstUser2 = $firstUser1 [0]-> user_id;
8 $a = 0;
9 $len = count($tastes);
10
11 foreach($tastes as $taste) {
12 $getTasteUserId = DB::table(’music_tastes ’)->select(’
user_id ’)->where(’id’, ’=’, $taste ->music_taste_id)->get()
;
13 if($firstUser2 == $getTasteUserId [0]-> user_id) {
14 $genreTasteArray[$taste ->genre_id] = 1;
15 } else {
16 $scriptInputArray[$firstUser2] = $genreTasteArray;
17 $genreTasteArray = array_fill (1, $tasteRowCount , 0);
18 $firstUser2 = $getTasteUserId [0]-> user_id;





24 $scriptInputArray[$firstUser2] = $genreTasteArray;
25
26 $separateArrays = array ();
27 $finalArray = array ();
28 $index = 1;
29 foreach ($scriptInputArray as $key => $value) {
30 foreach($value as $item) {
31 array_push($separateArrays , $key , $index , $item);
32 array_push($finalArray , $separateArrays);




36 $index = 1;
37 }
38
39 $str_json = json_encode($finalArray);
40 return $str_json;
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