Abstract
Introduction
In software engineering education we are trying to teach methods for building skyscrapers, while all the examples we are able to give in the limited time frame of a lecture are mere camping tents. Practical examples in textbooks also tend to be extremely simple compared to industrial reality. Reading an introductory book on software engineering and following corresponding lectures, plus delivering answers to weekly or bi-weekly exercises, the students may learn what the issues in software engineering are, but little about how to do it. Since it is the latter they must master in their professional life, this is quite unsatisfactory.
The solution chosen in many SE courses is to expose the students to project work. However, projects can easily fail to be complex enough. Usually, a project must be completed in one term, and often just as part of one of several courses taken during that term. This makes the project limited, both in calendar time and man-hours, and necessitates a low complexity problem, which may not illuminate the core issues of software engineering.
At NTNU's Master of Technology studies, the general requirement is that each term should consist of four courses of equal weight. Hence, a software engineering course would only "own" ¼ of the students' time for a term (=14 weeks of lecturing time). Assuming that a project could spend half of that time (leaving the rest for textbookreading, lectures etc.), and that an average student works a 40 hour week, this yields 14*40/8 = 70 hours of work per student on the project. Given the limited efficiency of undergraduate students, it will be hard to make a system of much more than 1 KLOC in such a project. As warned against in [1] : In a too small project, you do not need a systematic approach with a lot of design documentation, but could more easily code the solution directly. Hence, sound software development processes will feel inhibiting rather than helpful, and this has a negative effect on learning.
Several approaches have been suggested to make complex projects without increasing the workload too much. For instance, the students' work can be part of a bigger system, where much is pre-developed [1] , or the students can be organized in large teams, in super-groups with sub-groups [2] . The 2 nd year SE project at the NTNU has partly adopted both these approaches, but the ratio of predevelopment is significantly smaller than [1] , and the team size (4-6 students) is much smaller than in [2] . However, whereas the projects discussed in [1, 2] took place within one course, the project discussed in this paper is shared across several courses of the same term.
The rest of the paper is structured as follows: In section 2 we look at the placement of the project in the study plan. Section 3 describes the four projects that have taken place to date. Section 4 discusses the experiences drawn from the cross-course project. Section 5 makes some conclusions, both in terms of future directions for the project and further research on its strong and weak sides. Table 1 below shows the study plan for the IT students on their way to the degree Master of Technology at the NTNU. All the courses indicated are compulsory for the IT students, and it is not until the fourth year that they get to choose specializations within the IT field. Thus, this is a strictly programmed study plan, inspired by the tradition of German engineering education. Many general courses (e.g., maths, physics, philosophy) are common requirements for all Master of Technology degrees. This ensures a wide platform but reduces the space for courses more relevant for the IT candidates. The project done in the second spring term is not the only project done by the IT students during the program. There are several others, as indicated by the gray squares: In the 1 st spring course SIF8005 Programming, there is a small project done by groups of 4 students during the last 6 weeks of the term. The 4 th autumn term contains SIF8080 Customer Driven Project, occupying two normal course slots. With a real customer and no textbook/lecture/theory part (covered by the previous course Information Systems), this project is even bigger and with a better focus on the requirements phase. This project has been presented in more detail in [8] and later undergone a thorough pedagogical evaluation in [9] , with positive conclusions. It will not be elaborated further in this paper. There are even more projects during the study, but these are not particularly related to software engineering and are therefore not mentioned here.
The Placement of the Cross-Course SE Project in the Study Plan

Project Structure
Since RE is well covered by the Customer Driven Project, it is less addressed in the cross-course project. Instead, this project starts with fixed requirements provided by the staff. The overall time plan / deliverables are also set by staff. For the 2002 offering the deliverables were as shown in Table 2 : As can be seen from the list of deliverables, most of them are associated with one of the four courses. This is practical from a teaching perspective, especially since not all students take all the four courses. From an ideal, "real world" perspective it might be even better if all deliverables were common deliverables, but this would give the teaching staff a much harder job in finding suitable deliverables that covered all the courses equally well. Another possibility could be to have just a final deadline and leave it to each group to find out how to progress in between. But this would probably be too much responsibility on the shoulders of students at this level, except for the best groups. Moreover, such freedom would make it much more difficult for the teaching staff to provide systematic guidance to all groups and particular help to groups with problems. A set progression like the above ensures that all groups are working with the same problems approximately at the same time during the project. For the deliverable ALL1 Project Plan, the students would take the staff-provided deadlines for granted and then add their own more detailed deadlines, make estimates for how many man-hours should be expended on each task, distribute responsibilities within the team, and discuss major risks and how to resolve them.
The problem statement and requirements have varied from year to year, but all revolve around the same high-level architecture: A client-server system, where the server stores data in a relational database. This, of course, is motivated by the selection of courses involved: The database is necessary for the Database course, and the client/server networking aspects necessary for the Communication Technology course. Much of the CT part of the project demands that the students produce UML diagrams and Java code, so this actually increases the amount of typical software engineering work far beyond the SE deliverables of the project (the only notable difference being that the CT deliverables demand knowledge of network communication issues for the students to be able to solve them well).
The project is done in teams. In 2002 there were 391 students taking the project, making up 79 teams. Most teams had 5 members (just a very few exceptions with 4 or 6). The same assignment is given to every team, in the form of set requirements for the system to be developed, and some process requirements in the form of deliverables and deadlines. Using the same assignment for all teams does entail a risk that some students/groups are tempted to copy work off others rather than doing the project themselves. But any other arrangement would put too much work on the staff, given the huge number of students.
The teaching staff compose the teams, after web input from the students about their ambitions and preferences. A key concern is to avoid that, e.g., two good and ambitious students end up in the same group as two poorer students with low ambitions. Such a group constellation yields a clear risk that the good students will do all the work, even willingly, since they perceive it as more time-consuming to try to explain everything to the less clever. Then, the poorer students get through the project with little effort and little learning. The students are not assigned specific roles within the teams by teaching staff, but they are free to assume such roles if there is agreement in the team.
History and Experiences
The study plan picture given in Figure 1 There has yet been no formal evaluation of the cross-course project (e.g., in terms of questionnaires, formal interviews with students, etc.), so the following experiences are based on the impressions of the teaching staff. The impressions have mainly come from the following:
• Input from the reference group. At the NTNU, each course is required to have a reference group, consisting of 3-4 students elected by their peers to represent them in meetings with the teacher while the course progresses. These representatives have discussions with their class, for instance in lecture breaks, to decide on issues to be raised with the teacher (both positive and critical comments). Meetings with the lecturer and other members of the course's teaching staff may be held 3-4 times during the term. The idea is that while a single student may be reluctant to approach the teacher with critical comments about the course, the reference group members are able to speak more freely, being persons not afraid to speak up, and because the viewpoints forwarded are not necessarily their own.
• Input from the teaching assistants. These are themselves students, only a year or two ahead of those taking the course, and have been employed part-time by the department to help the students with practical problems in the labs, as well as answering simple course questions that need not be taken all the way to the teacher. By their presence in the lab, the assistants pick up much more quickly any problems in the project, and many students will also be able to air frustrations more freely with the assistants than with the lecturers.
• Students' end reports in the projects, summing up their experiences, including suggestions for improvement of the project. In 2002 the questions related to learning and improvement of the project were made more detailed than before, requesting evaluation and improvement suggestions in several different categories: the nature of the project assignment, the written instructions provided, the lab guidance, the Q&A facility, and the other parts of the project web page.
• Informal conversations between lecturers and students, both during the course and a year or two after.
Although many students have felt moments of crisis during the project, e.g., work burden too big, assignment unclear, poor cooperation within the team, tools not working, pre-developed code not working (!), there have been lots of positive experiences during this period: The project has become so complex that few students have felt that simply coding away from day 1 would have been an option. It has made the students see connections between the courses of that term, in a much better way than what is experienced in other terms (without cross-course projects). And some of the students who have been negative to the learning gains of the project when it took place, have come back more positive after their subsequent summer job in industry, having experienced that much of what they learnt from the project was highly relevant in "real life". At the same time, there have been some mistakes that the teaching staff has learnt from (described in detail in the sequel), so that the project as of 2001 and 2002 was probably far better pedagogically than the first two runs.
The 1999 run posed the students with the task of developing a client-server system for an ad-financed web news-service. There was little code pre-developed, and many of the students claimed the project was too big -although, to reduce work burden, a limited version of the database was provided midway in the project. The prescribed process was a straight waterfall development. Time ran out in the end, so the project sort of ended with delivering the code, without any emphasis on testing. Each course had its separate deliverables, four for each of the courses. Somewhat unluckily, all these were of a similar size and falling on the same dates (e.g., SE1, DB1, CT1, and Logic1 were due on the same day, similarly SE2, DB2, CT2, Logic2, etc.). Since the number of courses corresponded to the normal team size, this tempted many of the groups to take a very opportunistic approach to work-division, one student doing all the SE deliverables, another doing all the DB deliverables etc. While such a work division could indeed make sense in industry, where project teams are often composed of specialists, it is not a good idea in an educational setting, where all students are supposed to learn all four courses. In the final exam in the database course, one of the exam questions was closely project-related, and here it was observed that about ¼ of the students did well, whereas the remaining ¾ of the candidates were almost blank. This shows that the opportunistic work division did indeed impact the students' learning in a negative manner. The lecturer of the database course was also somewhat unhappy about the limited database that was given out midway in the project, since this meant that the database that each group had made ER-diagrams for in deliverable DB1 and then normalized relational tables for in deliverable DB2, was not used further on in the project but replaced with the standard and limited set of tables provided by the staff. Hence, the students would not suffer onwards in the project if their DB design was bad, and thus not learn from their mistakes.
The 2000 run tried to improve on some of the weaknesses observed in the 1999 run. The assignment was to make a client-server system for a web CD shop. To avoid workdivision by course, the deliverables were made different in size and the timing changed so that they were not due on the same date. Moreover, formal requirements were added that each student had to be heavily involved in at least one deliverable related to each course, and had to write at least 15% of the Java code. The 2000 run also put a stronger emphasis on testing, introducing the system test plan as a quite early deliverable and prescribing module tests at a later stage. To ensure that something was finished and tested even if time should run out, an incremental development process was chosen. Moreover, after request from the database teacher, no limited mock up database would be introduced midway, instead each group should use their self-made databases all the way through the project. To make it possible for the students to make a more ambitious system and yet finish in time, more of the code was pre-developed. However, in this respect the project failed. Due to understaffing, the pre-developed code was finished too late and contained errors and unclear issues that hampered the progress of the students. Moreover, the requirements turned out to have been set too ambitiously, so that the students still had to write huge amounts of code themselves. Some of the groups delivered nearly 5 KLOC for the database interface alone (SE deliverable 2). This amount of code may partly have been due to a poor design by those particular groups, but it also clearly reflects that the teaching staff underestimated the size of the deliverable. The database interface code is indeed a tricky deliverable in this crosscourse project. To satisfy the learning goals of the DB course, there must be a fairly complex ER-diagram, resulting in a significant number of normalized tables. But the task of writing the necessary Java/JDBC code to interface with a database is normally much more time-consuming than making the database itself. Moreover it is usually fairly monotonous code, not particularly useful for teaching OOD principles. And it cannot be given out as pre-developed, since that would give away the preferred DB design itself.
In 2000, only few groups succeeded in finishing the project with something that was close to running as intended. So, while it did succeed in eliminating the work-division by course and putting a better focus on testing, the overall impression was one of failure.
The 2001 run, where the students built a system for advertising and selling tickets for a group of cinemas, addressed just the problems mentioned above. A PhD student, who would later serve as an adviser to the teaching assistants in the project, developed the entire solution to the 2001 project assignment during the summer and autumn of 2000. Thus it was much easier to estimate the total project workload, and to see what parts could be given out as pre-developed without giving away the solution to the studentdeveloped parts as well. Moreover, the pre-developed parts had already been tested. Finally, it was easier to determine up front that the learning goals of all the participating courses would be sufficiently addressed by the project This project ran a lot more painlessly than the 2000 run, and all the groups managed to make successful delivery of a running system.
The 2002 run challenged the students with the task of making a multi-user game environment. The choice of making a computer game was inspired by the success that had been experienced in the course SIF8005 Programming, where there had been a smaller project implementing a computer game. This was a somewhat freer task than had been given in previous offerings of the project. Although all groups had to fulfill some set requirements for features that their game had to include, they did not have toand indeed were not encouraged to -make the same game.
The task gave plenty of freedom, but as a result it was hard to learn from other groups: they had not the same challenges. Some students enjoyed making a game, but for some, developing a game both in the Programming subject and in this project was too much play: They wanted something more realistic. Some groups felt the task had an unrealistically high degree of freedom: In industry requirements are often more fixed. There was a clear separation between groups that succeeded and groups with less success: The task stimulated creativity for the former groups while for the latter groups, a more controlled project where it had been easier to adjust unwise decisions earlier would have been better.
One problem that had been observed in the earlier runs of this project, was that groups with internal differences in the level of ambition function quite badly when trying to cooperate. Thus, we tried -as far as possible -to compose groups that were homogenous in ambitions. The only extra condition imposed was that all groups had at least two members with good working knowledge of Java. This ensured that no group would be left totally without a chance to succeed, but did of course create a risk that some students that were poor at programming would not learn it through this project either, because the better team members did their share.
As before, a considerable amount of code from the "gold version" of the system was distributed at the start of the project. This helped to get the students started with their work and limits the perceived solution space. The latter point is especially helpful for the student assistants.
The project's home page was enhanced with a Q&A service that became quite popular with the students. During the project, 276 questions were posted -more than 3 questions per group. . We stressed quick responses and most questions were answered the same or the next day. By making the answers public, all groups benefited from the same guidance. Many groups liked the Q & A, but it did not completely make up for the poor guidance. The three topics that received the most questions were databases (23%), communication (20%), and Java code (18%). Since 9% of all questions were pertaining to clarifications of the requirements, it seems that we still have a job to do in this area.
The lessons learnt in the 2002 run of the project will be put into use in the 2003 project, where the students will implement a simple project management system. This project will give the students a more realistic job to do and in addition help them to get more practical experience with project planning and control.
Conclusions
This paper has discussed the cross-course project that is shared between the courses Software Engineering, Databases, Communication Technology, and HCI, all taken in the 4 th term of study in the IT students' Master of Technology track at the NTNU. The way the project itself is conducted, with students in teams of 4-5, developing a system according to requirements set by staff may not be particularly original. The distinguishing feature of this project, compared to other projects that have been reported e.g. in the CSEE&T conference series [1, 2, 8, 13, 14, 15] , is the way it is shared between four courses taught simultaneously during the project term. While most other educational SE projects are either in-course or own-course, this is thus a cross-course project. This seems to be a smart way of adapting to our university's overall policy that each term should consist of four equally sized courses (especially strongly enforced in the early years of study), which makes it difficult to have sufficiently complex projects within single courses. Not all runs of the cross-course project have been equally successful, but the overall impression is that the project is now well established, and that it does indeed fulfill the goals that were initially set for it, namely that the sharing of a project across the four courses in a term should make the project big and complex enough to illustrate core problems of software engineering, and make it easier for students to see connections between various courses and thus give a more holistic feel of the study program.
Still, further improvement is possible, both in finding good assignments that exercise a satisfactory range of learning goals in all the participating courses without becoming too demanding in man-hours, and in the guidance and tool support provided to the students during the project. Before any significant changes are done to the current project style, however, a natural first step would be to undertake some more formal evaluations of the learning gains associated with the project, as this would give more detailed hints to where it succeeds and not.
