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Haru´n Tilmatine Pe´rez
Resumen– En los u´ltimos an˜os la sociedad ha ido evolucionando a pasos agigantados junto de la
mano de las nuevas tecnologı´as. Hace unos pocos an˜os la cantidad de personas que disponı´an de
conexio´n a Internet no era muy alta, y la vida social en la red se limitaba a unas salas de chat. A
lo largo de estos an˜os las redes sociales han ido evolucionando cambiando la forma de interactuar
con los dema´s y son cada vez ma´s populares, siendo extremadamente difı´cil encontrar una persona
que no sea usuario de alguna. La informacio´n es poder, y la cantidad de datos que generan estas
redes sociales es descomunal, el problema es la capacidad analizar tal cantidad de datos. En este
proyecto se vera´ un procedimiento de ana´lisis de la red social Twitter.
Palabras clave– Neo4J, Twitter, Crawler, Visualizacio´n, D3.js, grafos.
Abstract– During the last few years society has been evolved a lot with new technologies. A
few years ago the number of people who had Internet connection was very low and the social
life in the network was limited to a chat room. Through the years, social networks have improved
so much by changing the way to interact with other users and now they are incredibly popular,
being extremely difficult to find a person who is not a user of some social network. Informa-
tion is power, and the amount of data generated by these social networks is huge, the problem
is the ability to analyze so much data. In this project will see how to analyze the social network Twitter.
Keywords– Neo4J, Twitter, Crawler, Visualization, D3.js, graph.
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1 INTRODUCCIO´N
EL proyecto que presentaremos a lo largo de estedocu-mento tratara´ sobre el estudio e implemen-tacio´n de nuevas tecnologı´as aplicadas al mundo
del Big Data. Con el principal objetivo de mostrar grandes
cantidades de datos en forma de grafo.
Este proyecto nace en aras de la necesidad del conocer los
pensamientos de la poblacio´n aprovechando los recursos
que nos ofrecen las nuevas tecnologı´as. Saber en que´
lugares se habla ma´s del producto de una empresa, para
reforzar el marketing en aquellos en los que se habla
menos. Conocer el rango de edad mayoritario de un partido
polı´tico. Averiguar los usuarios que podrı´an ser de utilidad
para utilizarlos como herramientas de marketing, segu´n sus
conexiones con potenciales clientes. Son muchos los usos
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que se le podrı´an dar a este proyecto haciendo pequen˜as
modificaciones para adaptarlo a nuestras necesidades.
En este documento se explicara´ el procedimiento que
hemos seguido para analizar la estructura de la red social
Twitter. Desde su inicio en el que crearemos un crawler
para la recopilacio´n de datos, la estructura de la base de
datos que crearemos en Neo4J, la depuracio´n necesaria de
los datos recolectados para ser almacenados en nuestra base
de datos, la exportacio´n de los datos almacenados en e´sta y
finalmente el proceso seguido para su posible visualizacio´n
en forma de grafo.
Este proyecto podra´ ser utilizado por todos aquellos que
quieran introducirse en el mundo del big data orientado a
las redes sociales.
2 ALCANCE DEL PROYECTO
2.1. Objetivo general
El objetivo del proyecto es ser capaz de visualizar en
forma de grafo una pequen˜a parte de la red de Twitter, para
ser capaces de apreciar las conexiones entre los distintos
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tipos de estructuras de datos que alberga esta red social
2.2. Objetivos especı´ficos
Los objetivos especı´ficos que nos hemos marcado son:
(O1) Investigacio´n de los diferentes me´todos de crea-
cio´n de un crawler y su desarrollo. El crawler debera´
recopilar datos utilizando como criterio de bu´squeda
un hashtag. El desarrollo se hara´ preferiblemente en
lenguaje Java.
(O2) Instalacio´n del entorno y creacio´n de la estructura
que contendra´ nuestra base de datos en Neo4J.
(O3) Almacenar cierta cantidad suficiente de datos de
Twitter en nuestra base de datos para sea possible exa-
minar el alto grado de conectividad de una red social.
(O4) Investigacio´n de los diferentes me´todos de visua-
lizacio´n de grafos.
(O5) Creacio´n de una pa´gina web para visualizar el
grafo.
(O6) Mejoras visuales y funcionales de la pa´gina web.
2.3. Prioridad de los objetivos
Como podemos observar en la tabla 1, hemos clasificado
nuestros objetivos segu´n su prioridad.
TABLA 1: PRIORIDADES DE LOS OBJETIVOS
Clasificacio´n de los objetivos








Desde hace unos an˜os las palabras Big Data son cada vez
ma´s nombradas.
En los u´ltimos an˜os la cantidad de dispositivos inteligentes
que forman parte de la poblacio´n ha sufrido un aumento es-
pectacular. En 2011 la cantidad de smartphones vendidos
fueron de 466M, en 2012 de 680M, en 2013 de 968M y en
2014 de 1.245M[1].
Podemos hacernos una idea del incremento de dispositi-
vos inteligentes, donde no so´lo ha habido un crecimiento
de smartphones, sino de muchos otros tipos de dispositivos
como tablets, diferentes tipos de sensores, etc.
Todos estos dispositivos transmiten un gran volumen de in-
formaci o´n, en diferentes formatos (audio, video, sistemas
GPS..) y adema´s algunos requieren de una gran velocidad
de respuesta. Aquı´ es cuando entra en escena Big Data. El
desafı´o de Big Data se basa en el modelo de las 3Vs (volu-
men, variedad y velocidad) [2].
Para este proyecto el uso de Big Data es imprescindible. Al
hacer un crawling de Twitter obtendremos un gran volumen
de datos que con el que Big Data nos proporciona un rendi-
miento superior a las soluciones tradicionales. Aunque pa-
ra este proyecto una solucio´n convencional tambie´n podrı´a
funcionarnos ya que por una limitacio´n de recursos so´lo se
hara´ un crawling de una parte de Twitter y cuando se habla
de un gran volumen de datos se suele hablar de petabytes o
exabytes.
Videos, comentarios, ima´genes, fechas, lugares.. Se reco-
gera´n diferentes tipos de datos por lo que sacaremos rendi-
miento de otra de sus principales caracterı´sticas. Teniendo
en cuenta que Twitter requiere de una escalabilidad enorme
habra´ que elegir una sistema de almacenamiento adecuado.
3.2. Bases de datos no relacionales
Hay diferentes sistemas de almacenamiento que no cum-
plen el esquema de entidad-relacio´n sino que son mucho
ma´s flexibles y concurrentes permitie´ndonos manipular
grandes cantidades de datos mucho ma´s ra´pidamente [3].





Almacenamiento Orientado en Columnas.
Para este proyecto necesitamos un almacenamiento en
grafo.
El almacenamiento en grafo se basa en la teorı´a de los gra-
fos. Un grafo no es mas que un conjunto de objetos a los
que llamamos nodos que esta´n conectados entre ellos y a
esas conexiones las llamamos aristas.
Con este tipo de almacenamiento podrı´amos representar los
usuarios de Twitter y sus relaciones mucho ma´s fa´cilmente.
La solucio´n que utilizaremos (Neo4j) es un software de al-
macenamiento en grafo.
4 ESTADO DEL ARTE
Este proyecto se compone de tres subproyectos: creacio´n
del crawler, la base de datos en Neo4J y la parte de
visualizacio´n de grafos.
Observando la figura 1 podemos hacernos del conjunto
del sistema y de las tecnologı´as aplicadas en los tres sub-
proyectos. Para la recoleccio´n de tweets hemos hecho uso
de la librerı´a Twitter4J. En cuanto a su almacenamiento
tal y como hemos comentado anteriormente, hemos optado
por Neo4J. Para la visualizacio´n del grafo, hemos utilizado
D3.JS, una librerı´a de JavaScript.
Es difı´cil encontrar una aplicacio´n que haga lo mismo de la
misma manera. Pero si hemos encontrado diferentes formas
de implementar cada subproyecto llegando a los mismos re-
sultados.
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Fig. 1: Diagrama de componentes.
A continuacio´n hablaremos de los diferentes me´todos que
hemos ido encontrando durante nuestra investigacio´n y
podrı´an haber sido va´lidos para nuestros objetivos.
4.1. Creacio´n de un crawler mediante
Tweepy
Tweepy es una librerı´a de Pyhton que nos permite ac-
ceder a Twitter [4]. Nos da acceso a todos los me´todos de
la REST API de Twitter y nos permite trabajar con los da-
tos extraı´dos envueltos en objetos Pyhton fa´cilmente acce-
sibles.
Podrı´amos haber utilizado esta librerı´a perfectamente pero
como disponemos de mayor experiencia con lenguaje Java
optamos por escoger la librerı´a Twitter4J.
4.2. Creacio´n de la base de datos
Hemos comentado anteriormente que para nuestro pro-
yecto lo ideal serı´a utilizar una base de datos en grafo. Son
varias las opciones que disponemos, como InfiniteGraph
o OrientDB, pero no hemos dudado en decantarnos por
Neo4J. La razo´n es que es una de las ma´s conocidas. Por
lo que nos resulta mucho ma´s fa´cil documentarnos al haber
mucha ma´s informacio´n en la red.
4.3. Visualizacio´n de grafos con Gephi
Gephi es un software de co´digo abierto que nos permi-
te analizar redes en forma de grafo [5]. Es una herramienta
con una curva de aprendizaje baja y con bastantes opciones
de personalizacio´n.
Cumple con nuestro objetivo principal de visualizar nues-
tros datos en forma de grafo y adema´s la implementacio´n
es sencilla. ¿Entonces por que´ no hemos utilizado Gephi?
Nos hemos decantado por D3.js porque el plugin de Gephi
destinado al soporte de Neo4 [6], dejo´ de actualizarse para
las u´ltimas versiones de Gephi. Tambie´n querı´amos cumplir
con el objetivo de crear una pa´gina web en la que visualizar
el grafo y aprender a utilizar librerı´as punteras. Por estas
razones, y aunque la dificultad de implementacio´n de una
librerı´a como D3.js es mucho ma´s alta, creemos que estos
conocimientos nos han aportado ma´s que aprender a utilizar
un software ya desarrollado.
5 METODOLOGI´A
5.1. Planificacio´n
Como hemos comentado anteriormente, este proyecto se
podrı´a dividir fa´cilmente en varios subproyectos, por lo que
hemos seguido un desarrollo iterativo e incremental. En ca-
da etapa se han desarrollado diferentes funciones del siste-
ma y en la siguiente fase durante su implementacio´n si era
necesario se revisaba la fase anterior.
En la figura 2 podemos observar el proceso que hemos se-
guido para desarrollar nuestro proyecto.
Fig. 2: Modelo de desarrollo.
5.1.1. Fase 1
Durante la primera fase se investigo´ co´mo podrı´amos
crear un crawler que fuera capaz de recolectar datos de
Twitter. Encontramos que la librerı´a Tweepy de Python y
la librerı´a Twitter4J eran la ma´s adecuadas para nuestros
requisitos.
Durante la etapa de evaluacio´n optamos por utilizar Twit-
ter4J ya que tenemos ma´s experiencia desarrollando en len-
guaje Java.
Durante la etapa de disen˜o creamos y recolectamos los da-
tos que creı´amos que necesitarı´amos despue´s de haber estu-
diado la estructura de Twitter y los diferentes me´todos que
nos proporciona Twitter4J.
Durante la etapa de revisio´n optimizamos el tiempo de re-
coleccio´n de tweets convirtiendo la aplicacio´n en un proce-
dimiento de ejecucio´n multihilo.
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5.1.2. Fase 2
En esta segunda fase se estudio´ en un principio sobre
las bases de datos no relacionales para despue´s profundizar
en Neo4J. Estudiamos Cypher Query Language el lenguaje
que utiliza Neo4J.
En el disen˜o de la base de datos definimos los diferentes
tipos nodos que conformarı´an nuestro grafo. Durante esta
etapa tuvimos que revisar la fase 1 ya que esta´bamos reco-
lectando datos innecesarios y adema´s algunos en un tipo de
objeto que Neo4J no admite.
5.1.3. Fase 3
En la tercera fase lo primero que hicimos fue investi-
gar los me´todos viables de visualizacio´n de grafos. Como
querı´amos ser pa´rticipes del desarrollo de una herramien-
ta de visualizacio´n de grafos implementada en una pa´gina
web, decidimos documentarnos de las diferentes librerı´as
para lenguajes de programacio´n web en vez de utilizar Gep-
hi.
Habı´endonos documentado brevemente, sabı´amos que lo
primero que necesita´bamos era exportar nuestro grafo a
algu´n tipo fichero de datos. Por lo que durante esta etapa
filtramos los datos que pensa´bamos que podrı´an ser u´tiles
para la visualizacio´n y los exportamos a un fichero JSON.
Durante la fase de evaluacio´n optamos por D3.js y vimos
que necesita´bamos hacer unos cambios en nuestros ficheros
JSON para adecuarlos a las necesidades de D3.js, por lo que
tuvimos que revisar la fase 2.
En el disen˜o creamos un html que nos permitı´a visualizar
nuestros datos en forma de grafo animado con el que es po-
sible interactuar arrastrando los diferentes nodos. Durante
la revisio´n decidimos an˜adirle una funcionalidad a nuestra
pa´gina web, permitiendo que el usuario pueda hacer click
en los nodos, y ver en una tabla toda la informacio´n corres-
pondiente a e´ste.
5.1.4. Tabla de planificacio´n
En la tabla 2 hemos indicado las fechas de inicio, fin y
el tiempo de desarrollo que nos ha llevado cada una de las
fases.
TABLA 2: TABLA DE PLANIFICACIO´N
Tiempos de desarrollo por fases
Objetivos Inicio Final Duracio´n
Fase 1. 09/02/2016 17/04/2016 68 dı´as.
Fase 2. 17/04/2016 22/05/2016 35 dı´as.
Fase 3. 22/05/2016 10/06/2016 19 dı´as
5.2. Estructura de nuestra base de datos
Nuestro estudio debera´ responder a diferentes preguntas
por lo que necesitaremos almacenar la mayor cantidad de
datos posible.
A primera vista hay dos nodos evidentes: Tweet y Usua-
rio. Sabemos que hay tres tipos diferentes de mensajes pero
tanto el reply como el retweet no dejan de ser tweets con
un tweet destinatario (reply) o del que derivan (retweet).
Por lo que decidimos crear un u´nico nodo Tweet, que
contiene como propiedades un campo llamado isRetweet
y otro campo idReplyUser, que contiene el identificador
del usuario al que hace referencia el reply. Si por lo tanto
esta u´ltima propiedad no contiene ningu´n identificador, se
concluye que no es un reply. En las aristas indicaremos la
relacio´n entre los tweets y los usuarios.
Para poder responder preguntas como:
¿Cua´l es el idioma ma´s utilizado?
¿Desde do´nde se escribe la mayor cantidad de mensa-
jes?
Nos ayudarı´a tener un nodo Language y Place. En el
nodo Place guardamos toda la informacio´n disponible
como la ciudad, el paı´s o el tipo de lugar. Tambie´n serı´a
posible almacenar la localizacio´n del usuario, pero esto no
nos resultarı´a u´til ya que Twitter no verifica estos campos y
muchos usuarios utilizan este campo para poner bromas o
ciudades en las que realmente no viven.
Buscando por un hashtag podrı´amos encontrar diez mil
tweets, de estos diez mil, podrı´a haber mil que fueran reply
a otros tweets, estos otros tweets podrı´an ser un reply a
otros tweets y e´stos a otros, etc. Twitter es una red alta-
mente conectada por lo que hemos puesto una limitacio´n a
la bu´squeda de tweets creando un nodo adicional al User
llamada RelevantUser. Este nodo contiene toda la infor-
macio´n que necesitamos para el estudio mientras que el
nodo User solamente contiene el identificador del usuario.
Ası´ pues, cuando se haga la bu´squeda de tweets si se hace
una limitacio´n a mil tweets, los autores de los mil tweets
sera´n representados por los nodos RelevantUser. De estos
mil tweets los que fueran un reply o retweet se buscarı´a a
su autor que serı´a representado solamente con el nodo User.
¿Por que´ no buscamos tambie´n los tweets a los que pue-
den hacer referencia? Con el nodo Tweet duda´bamos entre
guardar el identificador del tweet al que uno de nuestros
tweets encontrados podı´a hacer referencia ya sea mediante
un reply o un retweet, o guardar el identificador del usuario
que haya escrito el tweet referenciado. Al final hemos opta-
mos por guardar el identificador del usuario ya que creemos
que para el uso que le daremos a la aplicacio´n no es nece-
sario almacenar tambie´n las relaciones entre tweets. Si en
un futuro se requiere de esta caracterı´stica se an˜adirı´a sola-
mente una relacio´n del nodo Tweet al nodo Tweet, indepen-
dientemente de si el tweet referenciado es por un retweet o
reply, ya que un tweet so´lo puede ser un tipo (retweet, reply
o sin ningu´n tipo referencias).
En el anexo A.1 podemos ver un diagrama de clases de
nuestra base de datos. Se puede observar que hay relacio-
nes duplicadas. Esto es ası´ ya que en Neo4j las relaciones
se hacen con una direccio´n u´nica por lo que las relaciones
bilaterales no son posibles.
5.3. Creacio´n del crawler
Hay varias formas de buscar tweets, nosotros utilizare-
mos la librerı´a para Java creada por Yusuke Yamamoto [7].
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Creamos un proyecto Maven [8] y an˜adimos en el pom la
dependencia con la versio´n 4.0.4 de Twitter4J.
El siguiente paso es utilizar el constructor Configuration-
Builder para configurar Twitter4J con nuestras opciones
deseadas. Un requisito que nos impone Twitter es registrar
nuestra aplicacio´n para poder autenticar nuestras peticio-
nes. Para eso nos solicita unas claves secretas que se nos
proporcionan al registrar la aplicacio´n en la pa´gina de apps
de Twitter [9] (se necesita tener una cuenta de Twitter pa-
ra poder acceder a la pa´gina). Una vez registrada nuestra
aplicacio´n configuraremos nuestro constructor Configura-
tionBuilder y sus propiedades OAuthConsumerKe, OAuth-
ConsumerSecret, OAuthAccessToken y OAuthAccessToken-
Secret con los valores que Twitter nos ha proporcionado (a
estas claves se las conoce como tokens).
Una vez que tengamos los tokens de acceso ya podremos
lanzar querys a Twitter. Segu´n nuestras necesidades utili-
zaremos los diferentes operadores que acepta Twitter [10].
Por ejemplo podemos lanzar una query que busque con el
hashtag de la pelı´cula ”The Revenant”simplemente lanzan-
do una query con un String con el valor: revenant”. Si quere-
mos buscar tweets que contengan la palabra ”tiempo 2sean
una pregunta harı´amos una query tal que: ”tiempo ?”.
Nuestra query nos devuelve una lista de objetos de tipo Sta-
tus [11]. A partir de este objeto podremos obtener todos los
datos que necesitamos para lograr nuestros objetivos.
En en anexo A.2 nos encontramos con el objeto Status
y el resto de objetos que nos proporciona y que hemos uti-
lizado para extraer datos. Podemos observar que el objeto
Status serı´a un equivalente a un tweet ya que contiene to-
da su informacio´n como su texto, identificador o fecha de
creacio´n.
Llamando al me´todo getPlace() obtenemos todos los datos
relacionados con el lugar donde se ha escrito el tweet. Esta
objeto sera´ almacenado en nuestra base de datos como un
nodo tipo Place aunque por los requisitos del proyecto no
nos sera´ necesario guardar todos los campos.
Hemos podido observar en el digrama de clases de la ba-
se de datos que no existe un nodo que represente la clase
Geolocation. Esto es ası´ porque optamos por almacenar la
latitud y longitud en el propio nodo Tweet, ya que no ı´ba-
mos a usar la geolocalizacio´n para los lugares creı´mos que
no aportarı´a nada a nuestro grafo y que nos acabarı´a perju-
dicando por el hecho de haber ma´s tipos de nodos, lo que
resultarı´a en una mayor dificultad de visualizacio´n del gra-
fo.
El objeto usuario es el que ma´s nos ha costado de mapear.
Recordemos que tenemos dos tipos de nodo usuario: User,
RelevantUser. Cada tweet (Status) tendra´ un usuario autor
que sera´ un nodo RelevantUser. ¿En que´ casos se dara´ que
crearemos un nodo tipo User? En el caso de que sea un reply
se creara´ un nodo tipo User con su identificador. Tambie´n
en un tweet nos podemos encontrar que en el texto mencio-
nan a otros usuarios utilizando una arroba y el nombre de
usuario, para este caso tambie´n crearemos otro nodo User.
A la hora de mapear el nodo RelevantUser vemos que
existen los me´todos getFollowersCount() y getFollowing-
Count() que devuelven un objeto Integer con el nu´mero de
seguidores y seguidos del usuario en cuestio´n. Pero esto no
es suficiente para nosotros, ya que queremos saber las rela-
ciones que tiene con el resto de usuarios y para poder gene-
rar nodos User necesitarı´amos una lista de identificadores.
Esto lo hemos logrado haciendo dos llamadas independien-
tes que nos devuelven un objeto User del cual solamente
hemos extraido su identificador y nombre de usuario para
crear su correspondiente nodo User.
La llamada que realizamos para obtener la lista de seguido-
res en la REST API de Twitter corresponde a la llamada Get
followers/list [12]. Por cada llamada obtenemos 20 seguido-
res y el lı´mite de veces que podemos realizar esta llamada es
de 15 cada 15 minutos. Teniendo en cuenta que un usuario
puede tener miles de seguidores, tardarı´amos dı´as en con-
seguir todos los seguidores de todos los RelevantUser. Y
adema´s, con los recursos de los que disponemos no serı´a
posible procesar tal cantidad de nodos. Para obtener la lis-
ta de following hemos utilizado la llamada GET friends/list
[13] que tiene las mismas limitaciones que la anterior lla-
mada.
Para no perder la informacio´n sobre las conexiones cono
otros usuarios de nuestros RelevantUser en un principio lo
que hicimos fue llegar a una solucio´n intermedia. Es decir,
en vez de recuperar toda la lista de usuarios lo que hicimos
era recuperar los 20 primeros usuarios que es el ma´ximo que
nos devuelven las anteriores llamadas. Por lo que por cada
RelevantUser se obtendrı´an 20 usuarios de su lista de segui-
dores y otros 20 de sus seguidos. Cada 15 minutos serı´amos
capaces de obtener las listas de 15 RelevantUser.
Durante la fase 3 tuvimos que cambiar estos valores ya que
vimos que nuestro ordenador era incapaz de procesar tal
cantidad de nodos. Por lo que para obtener una visualiza-
cio´n fluida decidimos obtener solamente 5 usuarios de cada
lista.
5.4. Cypher Language
Cypher es el lenguaje que utiliza Neo4J para permitirnos
realizar consultas o actualizaciones de nuestros grafos.
Es un lenguaje declarativo, es decir basado ma´s en la
lo´gica, pero aun ası´ es fa´cil de entender y a diferencia de
SQL esta´ pensado para que so´lo tengamos que definir lo
que queramos consultar, insertar, actualizar o eliminar de
nuestro grafo sin tener que describir exactamente co´mo
hacerlo.
En la figura 3 podemos ver el concepto de relaciones en-
tre nodos en Cypher.
Fig. 3: Concepto ba´sico de relaciones entre nodos en Cyp-
her[14].
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5.4.1. Instrucciones fundamentales
Hay tres instrucciones ba´sicas para poder realizar opera-
ciones en Neo4J:
MATCH: Es la instruccio´n ma´s comu´n para encontrar
datos.
WHERE: Es una instruccio´n de condicio´n que nos
permite utilizarla para filtrar por patrones.
RETURN: Con esta instruccio´n indicamos exacta-
mente que´ queremos que nos devuelva la consulta. En
una consulta siempre tendra´ que concluir con un RE-
TURN o con una cla´usula de actualizacio´n.
5.4.2. Nodos
Para referirnos a los nodos, los encapsulamos con
pare´ntesis (nodo), lo que lo hace aparentar como si fueran
un cı´rculo. Si queremos luego referirnos a un nodo con un
nombre ma´s corto dentro del pare´ntesis ponemos el nombre
de la variable, dos puntos y a continuacio´n el nombre del
nodo. Por ejemplo para crearnos una variable para el nodo
Persona: (p:Persona).
La estructura ma´s general es:
MATCH(node:Label) RETURN node.property
Hay que tener en cuenta que Cypher es sensible a las
mayu´sculas.
5.4.3. Relaciones
Para sacar toda la potencia de nuestra base de datos de
grafos hay que utilizar las relaciones.
Las relaciones son ba´sicamente una flecha –¿entre dos no-
dos en la que se puede an˜adir informacio´n adicional.
Esto se puede hacer de varias formas:
Un tipo de relacio´n como:
-[:FOLLOWS]-
An˜adiendo un nombre de variable antes de los dos pun-
tos:
-[rel:FOLLOWS]-
An˜adiendo propiedades a la relacio´n:
-[since:2016]-
La estructura ma´s general es:
5.5. Exportacio´n de los datos del crawler a un
fichero CSV
Neo4J nos permite importar ficheros CSV de una mane-
ra sencilla por lo que para importar los datos obtenidos por
nuestro crawler lo que hemos hecho es exportarlos a fiche-
ros CSV. Despue´s se importara´n a nuestra base de datos.
Un fichero CSV no deja de ser un texto plano en forma de
tabla en la que las columnas son separadas normalmente por
comas y las filas por salto de lı´neas. Un ejemplo sencillo in-
cluyendo cabecera:
Para poder crear estos ficheros de una forma sencilla
en Java disponemos de la librerı´a OpenCSV [15]. Tan so-
lo tenemos que an˜adir una dependencia en nuestro fichero
pom.xml para an˜adirla a trave´s de Maven:
Para seguir el correcto formato de un fichero CSV se-
guimos el formato descrito por RFC 4180[16]. El proble-
ma surgı´a con los nodos RelevantUser y Tweet ya que mu-
chos campos pueden contener cara´cteres incompatibles con
el formato. Lo que hemos hecho ha sido utilizar el me´todo
ReplaceAll que contiene la clase String y buscar las expre-
siones regulares para sustituirlas por espacios vacı´os.
Otro problema surgio´ con el nodo Tweet y el campo idMen-
tionedUser. El me´todo getUserMentionEntities() heredado
de la interfaz EntitySupport nos devuelve una lista de obje-
to tipo UserMentionEntity que contiene el identificador del
usuario que se ha mencionado en el tweet y su nick. Eviden-
temente no podemos almacenar una lista en el fichero CSV
por lo que hemos decidido separar los identificadores de los
usuarios mencionados por un guio´n.
Comprobamos con la herramienta online CSVLint [17] que
nuestros ficheros son correctos. Hemos creado cinco fiche-
ros CSV que despue´s se importara´n a nuestra base de datos
correspondiendo cada uno a un tipo de nodo.
5.6. Creacio´n de la base de datos
5.6.1. Importar ficheros CSV
El primer paso para crear nuestra base de datos es im-
portar los ficheros CSV generados. Hay que tener en cuenta
que Neo4J leera´ todos los datos como un String a no ser se
lo indiquemos explicitamente. Esto lo podemos lograr utili-
zando las funciones toInt, toFloat y funciones similares.
Para generar el nodo que es uno de los ma´s pequen˜os hemos
tenido que indicarle a Neo4J lo siguiente:
En la primera lı´nea le estamos indicando que a la hora
de importar el fichero CSV tenga en cuenta que la primera
fila sera´ una cabecera.
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Despue´s en la segunda le indicamos la ruta del fichero y con
la instruccio´n AS el nombre de la variable que utilizaremos
para referirnos a los datos que esta´n siendo leı´dos.
En la tercera lı´nea con la instruccio´n CREATE le indi-
camos a Neo4J que cree un nodo por cada fila leı´da que
se llame User y que contenga las propiedades Id, IdUser y
ScreenName. A cada una de las propiedades le indicamos
que su valor sera´ el leı´do en el fichero con la variable line,
y especificamos el nombre de la columna de la que vamos a
extraer su valor escriendo un punto y el nombre de la cabe-
cera a la que corresponde esa columna.
Para los nodos Language y Place hemos tenido que modifi-
car la consulta:
La u´nica diferencia es que en vez de utilizar el comando
CREATE que hemos utilizado para el resto de nodos, utili-
zamos el comando MERGE que equivaldrı´a a una mezcla
de los comandos MATCH y CREATE. Buscara´ un nodo que
tenga todos los valores proporcionados por el CSV, si lo
encuentra no hara´ nada, sino actuara´ igual que el comando
CREATE y creara´ otro nodo.
Hemos tenido que recurrir a esta instruccio´n porque los da-
tos de Language y Place son u´nicos, es decir, no necesi-
tamos dos nodos Language que equivalgan por ejemplo al
idioma ingle´s.
5.6.2. Creacio´n de las relaciones
Una vez importados todos los datos el siguiente paso es
la creacio´n de las relaciones entre los nodos.
Crear una relacio´n es muy sencillo:
Encontramos todos los nodos tipo Tweet y Language y
les asignamos un nombre a la variable para despue´s refe-
rirnos a ellos como tweet y lang. Despue´s le indicamos en
la condicio´n que para que esos dos nodos puedan tener una
relacio´n tienen que cumplir la condicio´n de que el campo
IsoLanguageCode del nodo Tweet tiene el mismo valor que
el Id del nodo Language. Finalmente creamos una relacio´n
entre estos dos nodos diciendo que el nombre de la relacio´n
es: USES LANGUAGE.
Pero hay un problema con crear las relaciones de esta ma-
nera. Tuvimos un problema parecido al que nos ocurrio´ con
los nodos Language y Place que deben ser u´nicos. En este
caso ocurre lo mismo ya que si habı´a dos tweets que referen-
ciaban a un usuario, en vez de haber tres nodos (dos nodos
Tweet y uno User) y sus correspondientes relaciones, lo que
ocurrı´a es que se generaba otro nodo ma´s igual al usuario
al que hacen referencia (dos nodos Tweet y dos nodos User
con los mismos valores). Para solucionarlo utilizamos el co-
mando CREATE UNIQUE para asegurarnos que no pueda
haber ma´s de un usuario o tweet igual.
5.7. Me´todos de visualizacio´n
Creada nuestra base de datos lo siguiente que hicimos
fue buscar la forma de poder visualizarla en forma de grafo.
Realmente Neo4J ya nos proporciona una herramienta para
ver nuestros grafos pero es bastante limitada.
Fig. 4: Herramienta de visualizacio´n de grafos proporcio-
nada por Neo4J.
Existen herramientas como Gephi que permiten persona-
lizar nuestros grafos con muchas opciones pero como ya
hemos comentado anteriormente, nos descantamos por uti-
lizar una librerı´a para lenguaje web.
Hay varias liberı´as que nos permiten visualizar grafos pero
la mayorı´a requieren que los datos este´n en formato JSON.
5.8. Mapeo de datos
Para obtener nuestros datos en ficheros JSON la opcio´n
que vimos ma´s fa´cil es la de mapear nuestra base de datos a
objetos POJO para despue´s exportarlos con la librerı´a Jack-
son [18].
Para traer todos los datos de nuestra base de datos a nuestro
proyecto JAVA utilizamos el me´todo findNodes( Label la-
bel) que nos proporciona la librerı´a de Neo4J. E´ste me´todo
devuelve todos los nodos del mismo tipo que le indicamos
por para´metro. El tipo de nodo se lo indicamos pasa´ndole
un objeto Label que contiene el nombre del tipo de nodo.
Para hacer esto simplemente nos hemos creado una clase
por cada tipo de nodo que implementa la interfaz Label.
Para conseguir un mapeo directo nos hemos creado un ob-
jeto POJO con los atributos del nodo correspondiente. Por
cada tipo de nodo hemos creado un POJO y tambie´n otro
para las relaciones que contiene el identificador del nodo
inicio, el identificador del nodo final y el tipo de relacio´n
que tienen.
En un principio habı´amos creado un fichero JSON por ca-
da tipo de nodo (ver figura 8) pero despue´s vimos que era
mucho ma´s complicado unificar todos esos datos con D3.js.
Decidimos unificar todos los nodos en una u´nica lista.
Quitando la cabecera de cada tipo de nodo por una u´nica
cabecera llamada “nodos” y en la que cada tipo de nodo se
diferencia del resto por un atributo con diferentes valores
dependiendo del tipo de nodo que sea.
Con el objeto ObjectMapper de la librerı´a Jackson
pasando creamos el fichero JSON pero tan solo le podemos
pasar una lista y tenemos la de nodos y la de relaciones.
Si creamos un JSON por cada lista y despue´s unimos los
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Fig. 5: Breve muestra de co´mo eran nuestros ficheros JSON
en un principio. A la izquierda el fichero correspondiente a
los nodos User, a la derecha a los Language.
Fig. 6: Breve muestra de la versio´n final del fichero JSON.
Strings, no estarı´amos respetando el formato correcto ya
que el u´ltimo corchete del primer String, ya indicarı´a que
que es el final del fichero.
Lo que hicimos fue crear un me´todo que recoge los datos de
ambos ficheros para crearlo de forma “manual “ y despue´s
utilizando el objeto ObjectMapper para que aplique las
correspondientes sangrı´as y sea visualmente ma´s fa´cil de
leer.
Tambie´n tuvimos que crear un fichero JS asigna´ndole a
una variable todos los valores de la lista de nodos. Esto es
porque D3.js al final no deja de ser una librerı´a de JavaS-
cript, por lo que subir un fichero local aunque no es impo-
sible, es muy complicado. Por lo que la mejor opcio´n es
crear un fichero JS que podemos cargar fa´cilmente con una
variable que contenga todos los nodos.
5.9. D3.JS
D3.js es una librerı´a de JavaScript para manipular
documentos basados en datos. Nos permite, a partir de
nuestros datos, crear gra´ficos vivos en los que es posible
interactuar con ellos.
Para poder utilizarlo solamente tenemos que cargar el
script referenciando su librerı´a.
Para desarrollar nuestro html nos hemos basado en un desa-
rrollo que encontramos en el apartado de ejemplos en la
pa´gina oficial de D3.js [19].
Para cargar nuestro fichero JSON utilizamos el me´todo
d3.json() donde indicamos su ruta.
Utilizando el campo “group” que tenemos en nuestro fiche-
ro JSON para diferenciar los tipos de nodos, hacemos que
muestre cada nodo de un color distinto dependiendo del va-
lor de ese campo. Tambie´n, cuando hacemos click en algu´n
nodo, hacemos que se abra un fichero html pasa´ndo por el
me´todo GET del protocolo HTTP el identificador del nodo
y el grupo al que pertenece.
En el html que abrimos al clickar un nodo, tenemos una ta-
bla con todos los campos de los nodos. En un principio son
invisibles y sin valor. Despue´s de haber cargado la pa´gina
llamamos a una funcio´n de otro fichero JS.
En esta funcio´n hacemos que segu´n el grupo que recibamos
por el me´todo GET, haga visibles algunos campos de la ta-
bla. Con el identificador del nodo que tambie´n recibimos,
buscamos ese nodo en el fichero JS que durante la expor-
tacio´n de la base de datos, y asignamos estos valores a los
campos correspondientes de la tabla.
Tuvimos problemas a la hora de pasar los valores a la tabla
porque intenta´bamos asignar valores a una tabla que todavı´a
no existı´a. Para solucionar este problema indicamos expre-
samente que se ejecute nuestro script cuando la pa´gina haya
terminado de cargarse:
En el anexo A.3 y A.4 se puede ver el visualizacio´n del
grafo mediante D3.JS y una tabla con la informacio´n de un
nodo.
6 PROYECTO JAVA
Nuestro proyecto JAVA se compone de un total de 16 cla-
ses. De las 16, 5 son clases que esta´n en el paquete Label
que simplemente implementan la interfaz Label para cada
tipo de nodo.
Fig. 7: Diagrama de clase de RelevantUser.
Despue´s tenemos 6 clases entidad que utilizamos para
mapear los datos de la base de datos. Hay una para cada
nodo y otra para las relaciones.
Todas las clases tienen un identificador u´nico. Y aunque
puede ser redundante, porque ya contamos con los identifi-
cadores que extraemos de los datos de Twitter, hemos asig-
nado a cada nodo un identificador u´nico porque a la hora de
realizar la visualizacio´n resulta mucho ma´s co´modo trabajar
con un u´nico identificador que con varios (idPlace, idTweet,
etc.).
Tenemos otra clase llamada TwitCrawNeo que es la que
contiene el main de la aplicacio´n. En esta clase iniciali-
zamos todos los variables que necesitamos para conectar-
nos a twitter a trave´s de la librerı´a Twitter4J. Llama a la
clase TweetReader para recopilar los tweets, y a la clase
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Fig. 8: Diagrama de clase de PlaceEntitie.
Neo4jBD para almacenar en la base de datos todos los da-
tos recopilados y despue´s exportarlos en ficheros.
Fig. 9: Diagrama de clase de TwitCrawNeo.
La clase TweetReader es el crawler que hemos creado
para recopilar todos los datos de Twitter. Se compone de
un me´todo principal llamado searchTweets() que se encarga
de buscar y escribir en ficheros CSV todos los datos en-
contrados segu´n el hashtag que pongamos en la consulta.
Este me´todo llama a otros dos hilos llamados searchFollo-
wingThread() y searchFollowersThread() que se encargan
de encontrar parte de los nodos User. Cuando exceden el
nu´mero de llamadas permitido por la REST API de Twit-
ter, se detienen durante 15 minutos hasta que se resetea el
lı´mite.
La clase Neo4jBD se compone de distintos me´todos para
crear nuestra base de datos. El me´todo initiateDb() configu-
ra los para´metros de nuestra base de datos. Con el me´todo
clearDb lanzamos una consulta para eliminar todos los no-
dos y relaciones, para despue´s con el me´todo createDb()
importar los ficheros CSV y crear las relaciones entre no-
dos. En el me´todo exportData() generamos tanto el fichero
JSON como el JS.
Finalmente tenemos la clase Utils que dispone de cuatro
me´todos. Dos me´todos son para ayudar a generar los fiche-
ros JSON y JS. Otro para generar un identificador u´nico
para cada nodo y finalmente otro que consultamos durante
la recoleccio´n de datos para comprobar si hemos alcanzado
el lı´mite de llamadas que nos permite Twitter.
Fig. 10: Diagrama de clase de TweetReader.
Fig. 11: Diagrama de clase de Neo4jBD.
7 RESULTADOS
Como resultado del proyecto tenemos un sistema capaz
de recolectar tweets segu´n el hashtag que pongamos como
para´metro de bu´squeda, y almacenar gran cantidad de infor-
macio´n relacionada con e´ste. Unas pautas para la creacio´n
de una base de datos no relacional con Neo4J, y la forma de
visualizar esta informacio´n mediante una tecnologı´a punte-
ra como lo es D3.js.
Hemos cumplido todos los objetivos que nos habı´amos pro-
puesto. La idea inicial era utilizar como me´todo de visuali-
zacio´n Gephi si esta´bamos con falta de tiempo, y sino D3.js.
Hemos conseguido visualizar el grafo con D3.js, y adema´s
hemos an˜adido la funcionalidad de poder ver la informacio´n
de cada nodo, por lo que hemos cumplido con los objetivos
de visualizacio´n.
Aun ası´ no acabamos de estar satisfechos con esta u´ltima fa-
se, y creemos que se podrı´a haber conseguido un mejor re-
sultado si hubiesemos hecho una planificacio´n mejor. Ahora
resulta evidente que nos excedimos con el tiempo asignado
en la primera fase, y tendrı´amos que haberlo repartido me-
jor con la tercera fase que es la que ha resultado ser la de
mayor dificultad.
Tambie´n es necesario reconocer que la falta de inversio´n
de tiempo en las etapas de investigacio´n y evaluacio´n de
los diferentes me´todos de visualizacio´n, nos causo´ una gran
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pe´rdida tiempo en intentos de implementar tecnologı´as que
no eran las adecuadas para nuestros requisitos y que des-
pue´s tuvimos que descartar. Si hubie´semos dedicado ma´s
tiempo a estas dos etapas nos habrı´amos ahorrado un tiem-
po de desarrollo innecesario.
8 CONCLUSIONES
Despue´s de varios meses de desarrollo de este proyecto
creemos que este proyecto nos ha enriquecido como profe-
sionales. Estamos completamente seguros de que cada vez
ma´s empresas empezara´n a utilizar bases de datos no rela-
cionales como Neo4J.
Los me´todos de visualizacio´n de datos como D3.js son ca-
da vez ma´s populares para comunicar mejor el significado
de los datos. Y en un mundo en el que todos los dı´as es-
tamos rodeados de tal cantidad de datos de la que somos
incapaces de procesar, las herramientas de visualizacio´n
de datos sera´n indispensables para abstraernos de los da-
tos innecesarios.oo Como mejoras en nuestro proyecto nos
centrarı´amos principalmente en la u´ltima fase. Son muchas
las posibilidades que nos ofrece D3.js. Se podrı´a por ejem-
plo, utilizar un mapa del mundo y aprovechar que tenemos
almacenados los lugares de los tweets para localizar cada
nodo en el mapa. Tambie´n se podrı´a an˜adir a cada nodo in-
formacio´n sobre el tiempo ya que disponemos de su zona
de horario.
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Fig. 12: A.1. Diagrama de clases nuestra BD
Fig. 13: A.2. Diagrama de clase de TweetReader.
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Fig. 14: A.3. Grafo con D3.JS.
Fig. 15: A.4. Tabla de un nodo Relevant User.
