There has been considerable research on quantum dot cellular automata (QCA) 
Introduction
As the CMOS technology approach it's fundamental physical limits, there has been extensive research in recent years in nanotechnology for future generation IC. It is anticipated that these technologies can achieve a density of 10 12 devices/cm 2 and operate at THZ frequencies. Among these new devices, quantum dot cellular automata (QCA) not only gives a solution at nano scale, but also it offers a new method of computation and information transformation [15] . In terms of feature size, it is projected that a QCA cell of few nanometer size can be fabricated through molecular implementation by a self-assembly process. One of the fundamental issues in the testing community is the radical shift in computation and fabrication technology and its effect on the test flow. Since the manufacturing process for nano devices is illdefined, it is extremely difficult to address manufacturing testing problems. However, it would be inappropriate to ignore testing of these device till manufacturing state.This paper tries to address this issue for one of the proposed trends in nanometer era.
For QCA, the cells must be aligned precisely at nano scales to provide correct functionality, so proper testing of these devices for manufacturing defects and misalignment plays a major role for quality of QCA based circuits. The basic logic element in this technology is the majority voter. Since the basic logic elements of QCA-based designs are different from conventional CMOS designs, they need different testing schemes.
In this paper, the defect characterization of these devices has been extensively studied; effects of defects are investigated at logic-level . Also, testing of QCA is compared with testing of conventional CMOS implementations. Defect injection is exploited to study the behavior of QCA-based circuits in the presence of defects and to measure the effectiveness of different test sets in detecting them. The approach proposed in this work is based on simulating different manufacturing misalignments, investigating their effects at logic level and identifying the test vectors for detection of all faults. Different fabrication schemes of the majority voter at cell level are studied; these different implementations are compared in terms of defect tolerance and testability. Although in the current CMOS process only a small portion of the actual defects behaves like stuck-at faults, the stuck-at fault model is still widely used as the test sets generated based on this model are quite acceptable. So it is possible to investigate effectiveness of stuck-at test sets for QCA defects even though QCA defect mechanisms cannot be modeled by the stuck-at model. This is addressed in this paper.
The rest of this paper is organized as follows. In Sec. 2, a review of QCA is presented. In Sec. 3, testing of QCAbased design at logic level is discussed. In Sec. 4, the defect characterization of QCA is presented. In Sec. 5, test set, defect and fault coverage are discussed. Finally, Sec. 6 concludes the paper.
Review
QCA is a novel nano device that stores logic states not as voltage levels but rather based on the position of individual electrons. A quantum cell can be viewed as a set of four charge containers or dots, positioned at the corners of a square. The cell contains two extra mobile electrons which can quantum mechanically tunnel between dots, but not cells. The electrons are forced to the corner positions by Coulomb repulsion. The two possible polarization states represent logic 0 and logic 1, as shown in Fig 1. Unlike conventional logic in which information is transferred from one device to another by electrical current, QCA does so by Coulomb interaction which connects the state of one cell to the state of its neighbors. This results in a technology in which information transfer (interconnection) is the same as information transformation (logic manipulation). Figure 1 illustrates the cellcell response function, where the polarization P1 is induced in cell 1 by the fixed polarization of its neighbor P2 [18] . P= +1 and P= −1 states indicate logic values "1" and "0" respectively. Power dissipation in QCA circuits is ultra low compared with conventional CMOS circuits [15] [18] [19] . The basic logic gate in QCA is the majority voter (MV). The majority voter with logic function MV(A, B, C) = AB + AC + BC, can be realized by only 5 QCA cells (compared to a CMOS implementation which requires 16 transistors), as shown in Fig.  2(b) . Logic AND and logic OR functions can be implemented from a majority voter by setting one input permanently to 0 and 1, respectively. The QCA Inverter is shown in Fig. 2(a) . Unlike conventional CMOS in which it is the simplest block, it consumes considerable area in QCA. The binary wire (as interconnect) and the inverter chain are shown in Fig. 2(c)(d) . 
Fig. 2. QCA devices
The concept of clocking for QCAs has been introduced in [5] . Some designs based on QCAs including microprocessors, FPGA and memories have been proposed [13] [14] [20] [22] [7] . A study of the fault tolerant properties of the majority voter under some manufacturing misalignments [3] [4] [6] show that MV is more vulnerable to misalignment in the vertical direction than in the horizontal direction. A misalignment (at least equal to half a cell width in the vertical direction) causes the MV to malfunction. Based on this simulation-based study, a fault tolerant MV block has been proposed.
Currently, micro-sized QCA devices have been fabricated with metal cells which operates at 50mK [15] [1]. In [15] , an experimental demonstration of a basic QCA cell composed of four metal dots, connected with tunnel junctions and capacitors is presented. In [2] , building of basic logic elements with these cells is demonstrated. It is anticipated that molecular scale (∼2nm) yields operation of QCA at room-temperature. In [11] , some possible molecular realizations of QCA have been proposed. It describes the progress toward making QCA molecules and advances for surface attachment chemistry compatible with QCA.
Logic-Level Testing
The overall structure of the QCA implementation of (combinational) logic designs is shown in Fig. 3 . The block consists of an interconnection of majority voters and inverters. There are two system-level control lines, U0 and U1, which are connected to majority voters. U0 is connected to logic "0" and sets some majority voters as the AND function, whereas U1 is connected to logic "1" and sets other majority voters as the OR function. A simple example is shown in Fig. 4 . These control lines can provide more controllability since these lines can be seen as extra input lines during test time. This unique feature of QCA can be exploited to achieve better testability.
Since logic designs are implemented as a network of majority voters and inverters (as the universal logic set) in QCA technology, it is important to investigate the properties of these network, especially for test execution. As shown through the following statements, these networks have unique and interesting The QCA implementation of logic networks using majority voters (implementing AND and OR) and Inverters testing features which cannot be achieved in conventional CMOS implementations.
Fig. 4. (a) a simple AND-OR logic (b) MV-based implementation
Consider a majority voter with input lines A, B, and C, and the output line Z (Z = AB + AC + BC).
Property 1. Consider a majority voter with input values a, b, and c, (for lines A, B, and C, respectively) and output z. If the all inputs are flipped, abc → a b c , the output will be also flipped,
Note that this is not the case for other logic functions such as AND, NOR, etc. For example, consider a three input AND gate with inputs 100 and output 0. If the inputs are flipped to 011, the output will remain 0. Again, this property does not hold for other logic functions. As an example, consider an AND gate with test vector 11 which detects stuck-at-0 at the top input (and the bottom input too). The complement of this vector, 00, does not detect any single stuck-at-1 on the inputs.
Property 2. If there is inversion at any input and/or the output of the majority voter, property 1 still holds. Property 3. Consider a majority voter with input pattern abc (for lines A, B, and C, respectively). The stuck-at-v fault on any input or output line of the voter is detectable (fault effect appears at output line) by abc if and only if the stuck-at-v fault on that line is detectable by

Property 4. If there are some inversions at any inputs and/or the output of the majority voter, property 3 still holds.
The interesting property of majority voters is that the above properties hold for any arbitrary network of majority voters (including inverters).
Property 5. Consider an arbitrary network of majority voters (and inverters) with primary input vector V. If all bits of V are flipped, V → V , all nodes in the network will be flipped.
Proof. The proof is based on induction on the level (distance) of each majority voter in the network from the primary inputs, by forming a topological order of the majority voters in the network. The step of induction is property 2.
Property 6. Consider an arbitrary network of majority voters (and inverters) with primary input vector V . For any node n in the network, n stuck-at-u is detected by V , if and only if n stuck-at-u is detected by V .
Proof. The proof is similar to the proof of property 5. The step of induction is property 4.
Property 5 and 6 are very interesting and proved unique features of a network of MVs (and inverters). Based on property 5, the test vector pair (V, V ), where V is any arbitrary vector, causes a transition on all nodes of the network. Also, the three vectors (V, V , V ) cause both fall and rise transitions on all nodes in the network. Hence, a 100% toggle fault coverage test set is applicable.
Based on property 6, the fault list for any network of majority voters (and inverters) can be divided into two parts: just one fault per each node, because if a vector V detects one stuck-at fault on that node, V will detect the other stuck-at fault on that node. As a corollary, this feature can be exploited to reduce the size of the fault list, and hence ATPG execution, for the control inputs (to be generated by ATPG) into half.
To generate tests for stuck-at faults in a network of MVs and inverters, conventional (combinational) ATPG tools can be exploited. The network of MVs and inverters is first transformed into a hierarchical gate-level netlist. Each MV is replaced by a hierarchical cell implementing the majority function. We only consider pin faults on the inputs of these hierarchical cells which correspond to the inputs of MVs. As explained above, only half of the pin faults must be considered for the test generation.
Defect Characterization
In this section, the robustness of the QCA majority voters and binary wires, as well as some QCA circuits is investigated. The basic functionality of a QCA device is based on the Coulombic interaction among neighboring QCA cells (depending on the accuracy and geometry of its implementation). Various configurations of QCA devices have been studied using the QCADesigner 1 v1.20 simulation tool. For accuracy, the bistable model is employed. This is a quantum mechanical engine using the Jacobi algorithm to calculate the eigenvalues/vectors of the Hamiltonian matrix.
Defect and Failure Modes
To perform a defect characterization of QCA devices and circuits and study their effects at logic-level, appropriate defect 1 QCADesigner is the product of an ongoing collaboration between the University of Calgary ATIPS Laboratory and the University of Notre Dame.
mechanisms and models must be considered which 1) can be simulated using the available simulation tool and 2) be realistic for manufacturing and fabrication defects. According to [10] , in the present stage of QCA manufacturing, defects are possible in both synthesis phase and deposition phase. Manufacturing defects may cause a cell to have missing or extra dots or/and electrons. This will be fatal to the correct operation of the cell. However, defects are much more likely to occur in the deposition part than in the synthesis part which will result in cell misplacement. A missing dot (or additional dot) is very unlikely due to the ease of purification of small inorganic molecules [10] . For example, Nuclear Magnetic Resonance (NMR) has an estimate minimum purity of 99% for model compounds such as the Creutz-Taube Ion (a 2-dot cell model). Moreover, electrochemical measurements for the CT Ion show that fewer than one molecule in 10 5 are in the incorrect charge state. Yet placing the individual cells in specific locations during the deposition part is difficult, various types of cell misplacement faults may occur such as cell misalignment, rotated cells, etc. Therefore in this paper we assume that all the cells are perfectly manufactured and operate correctly and study the effects of following types of cell misplacement faults:
• A cell displacement is a defect in which the defective cell is misplaced from its original direction. Several cell displacement defects are shown in Fig. 5 .
• In a cell misalignment defect, the direction of the defective cell is misplaced. Some examples of cell misalignments are shown in Fig.6 .
• In a cell omission defect, a particular cell is missing as compared to the original (defect-free) arrangement. The electron missing defect where the defective cell have no electrons can be modeled by this type of defects.
In this work, the following defects are considered and simulated for QCA devices: all possible combinations of displacement of cells with respect to the central cell under different distances, misalignment of cells in different directions. For QCA circuits, cell omission defects are also simulated.
Majority Voter Defect Analysis
A defect free majority voter which has a 5nm dot size, a 20nm × 20nm cell size , with a 5nm cell distance is considered, as shown in Fig. 5(a) . Different defects in the majority voter, including cell displacement and misalignment have been considered and simulated. The results for cell displacement and misalignment are shown in Table 1 and Table 2 , respectively. Only faulty entries are shown in the tables, in the form of (faultfree/faulty) values.
The data shows that in most cases the horizontal input cell (i.e. cell B) is dominant; this cell seems to have a bigger impact on the center cell than A and C. For misalignment, any single cell misalignment greater or equal to half a cell causes malfunction (fault at logic-level). In some cases the fault margin is smaller. A comparison between misalignment and displacement defects illustrates that the misalignment defects have more catastrophic effects on the functionality of a majority voter , compared to displacement defects with the same defective-distance. 
Binary Wires and Inverter Chains
The effect of cell displacement defects on two parallel binary wires as well as two parallel inverter chains have been investigated.
Double Binary Wires:
Two defect-free binary wires are shown in Figure 7 (a); these wires are denoted as the upper wire (i1 to o1) and the lower wire (i2 to o2). The cells used in this simulation have a size of 20nm × 20nm, and the dot diameter is 5nm. In the defect-free case, the cells in the same wire are separated by 15nm. The distance between the wires is 60nm.
The displacement defects are simulated by moving one or two cells in the lower wire toward the upper wire (by a displacement d) as shown in Figure 7 (b). The simulation results are shown in Table 3 . These results show that in most cases the lower wire is dominated by the upper wire. o1 and o2 are either equal to i1 or i1 , depending on which cell(s) are displaced and the value of the displacement, d. In most cases, the upper wire functions normally, i.e. i1 = o1. However, it can be observed that in some cases the upper wire behaves as an inverter. Clearly, unlike CMOS designs, the coupling defects at QCA device-level do not behave as the wired bridging fault model. However, these defects manifest themselves as a dominant model (at logic level) in which the output of a wire is determined by the value of the coupled wire. Table 4 . The displacement defects behave as according to Table 3 Results for Double Binary Wires
move cell1 AND cell4; OR move cell 2 AND cell 3; OR move cell3 AND cell4
Table 4 Results for Double Inverter Chains
the dominating bridging fault model at logic level. Moreover, a comparison with the binary wires shows that the binary wires are more defect tolerant than inverter chains in the case of displacement coupling defects. 
Defects and Faults in a Full-Adder
A QCA implementation of a full adder using three majority voters and two inverters is shown in Fig.9 . The corresponding QCA layout is shown in Fig.10 Removing a single cell from a binary wire does not affect its functionality at logic-level although it may result in some delay faults. However, a single cell omission in a wire implemented as an inverter chain results in an unwanted complementation at the output of the chain. Those binary wires which change direction in the layout (e.g. L shape) are very sensitive to the defects on the corner cells. Cell omission defect at the corner cell is equivalent to unwanted complementation fault at logic-level. However, this structure is very vulnerable to cell omission defects at or near to the crossing point. The cell omission defect at the cross point results in an unwanted complementation on the inverter chain and the binary wire is dominated by the faulty value of the inverter chain (dominating bridging fault). Cell omission defects for the cells adjacent to the crossing point have similar effects, i.e. the value of the binary wire is dominated by the faulty value of the inverter chain.
Defects in the Majority Voter:
The results of defects in a majority voter of the full-adder is consistent with the defect characterization results for a single majority voter: the horizontal input has more impact on the output than the vertical inputs. Cell omission defect on the horizontal input cell does not affect the functionality. However, a cell omission defect on any of vertical inputs causes the output to be dominated only by the horizontal input, i.e. the output is shorted to the horizontal input.
The cell omission defect on the center cell of a majority voter with vertical input values a and b, and horizontal input c changes the function to be the majority of a , b , and c. This can be interpreted as unwanted complementation faults on both vertical inputs.
Test Sets Coverage and Fault Model
Despite the fact that stuck-at fault does not accurately model a large portion of the defects found in the modern CMOS process, it seems to be the most effective fault model in terms of the detection of the defective parts [12] . Therefore although from our simulation results we see that QCA defects do not behave like stuck-at faults, it is still interesting to evaluate the effectiveness of different stuck-at test sets for the simulated defects on a single majority voter. The main results of this evaluation are as follow:
• In all simulations, super exhaustive input patterns (i.e. all possible input transitions) are used. The results show that there is no sequence dependent behavior at logic level; i.e. none of the manufacturing misalignments introduces a state dependency at logic level.
• Except for a single case (i.e. the displacement of all inputs and output cells) faults are detected using a subset of some 100% stuck-at fault test sets. Note that not all of these 100% stuck-at test sets are equal.
• A particular 100% 2-detect stuck-at test set (each fault is detected by two vectors) can detect all manufacturing defects, except for one case, i.e. the simultaneous displacement of the top and left inputs.
• Moreover, a particular 100% single stuck-at test set (001,010,011,101) can detect all simulated defects.
The results for the full-adder circuit shows that none of the defects behave as stuck-at faults at logic-level. However, cell omission defects in wires implemented as inverter chains mainly result in unwanted complementation faults in which at extra inverter is present in the faulty wire. Cell omission defects at corner cells in the binary wires also behave this way.
We also considered stuck-at test sets for the full-adder (Fig.9 ) and computed the corresponding defect coverage with respect to cell omission defects. Note that for a full-adder, any two vectors {(a, b, c), (a , b , c )} will result in 100% stuck-at coverage for pin faults, e.g. {(010), (101)} . However, this test set can detect only 17 out of 28 cell omission defects (Note that 12 of 40 simulated cell omission defects do not affect its functionality). By considering all internal nodes (n1 to n17 in Fig.9) , {000, 001, 011, 100, 101} is a 100% single stuck-at test set. This test set can detect all 28 detectable defects. This shows that the specific QCA implementation must be considered for test generation to achieve a high defect coverage.
Conclusion
Quantum cellular automata (QCA) are novel devices which are promising in the era of nano scale computing. In this paper, testing of QCA based designs has been investigated. A detailed defect characterization for QCA logic devices and some representative circuits has been presented. As shown in this paper, the coupling mechanisms and behavior of defects at logic-level (i.e. the faults) are not similar to those in a conventional CMOS. For example, an unwanted complementation fault at logic-level has been observed for a considerable number of cases of cell omission defects. Hence, appropriate fault models for QCA must be developed and used for test generation.
Some interesting and unique properties of QCA implementation of logic networks have been investigated. As shown in this paper, a network of majority voters (and inverters) has unique testing properties: Any (V, V , V ) test set achieves 100% toggle fault coverage. And V detects n stuck-at-u if and only if V detects n stuck-at-u . The effectiveness of different stuck-at test sets in detecting QCA defects has been studied. Our results show that to achieve high defect coverage, the specific QCA implementations of each function must be considered for test generation.
