Service-Oriented Architecture (SOA) enables the coordination of multiple loosely coupled services. This allows users to choose any service provided by the SOA without knowing implementation details, thus making coding easier and more flexible. Web services are basic units of SOA. However, the functionality of a single Web service is limited, and usually cannot completely satisfy the actual demand. Hence, it is necessary to coordinate multiple independent Web services to achieve complex business processes. Business Process Execution Language for Web Services (WS-BPEL) makes the coordination possible, by helping the integration of multiple Web services and providing an interface for users to invoke. When coordinating these services, however, illegal or faulty operations may be encountered, but current tools are not yet powerful enough to support the localisation and removal of these problems. In this paper, we propose a fault localisation technique for WS-BPEL programs based on predicate switching and program slicing, allowing developers to more precisely locate the suspicious faulty code. Case studies were conducted to investigate the effectiveness of the proposed technique, which was compared with predicate switching only, slicing only, and one existing fault localisation technique, namely Tarantula. The experimental results show that the proposed technique has a higher fault localisation effectiveness and precision than the baseline techniques.
Introduction 1
In recent years, Service-Oriented Architecture 2 (SOA) [1] has been widely adopted to develop dis- <bpel:squence name="main"> <bpel:receive name="receiveInput" partnerLink= "client"/> <bpel:assign name= "a 1 "> … </bpel:assign> <bpel:flow name="a 2-4 "> <bpel:invoke name="a 2 ">… </bpel:invoke> <bpel:invoke name="a 3 ">… </bpel:invoke> <bpel:invoke name="a 4 ">… </bpel:invoke> </bpel:flow> … <bpel:reply name= "replyOutput", …/> </bpel:squence > 
349
Each major step is detailed in the following sections. <bpel:sequence name="main"> <bpel:receive name="receiveInput" partnerLink="client"/> <bpel:assign validate="no" name="Assign"> <bpel:copy> <bpel:from>……</bpel:from> <bpel:to variable="CheckStatusRequest"part="parameters"> </bpel:to> </bpel:copy> </bpel:assign> <bpel:if> <bpel:condition><![CDATA[$_amount < $init_amount]]></bpel:condition> <bpel:sequence> <bpel:assign validate="no" name="Assign2">…</bpel:assign> </bpel:sequence> </bpel:if> … </bpel:sequence> Step 2.
Subset in Data Part

Subset in Select Part
444
As an illustration, in Figure 4, tifying these slices is discussed as follows.
515
The input of the slicing procedure includes
516
• P(T ), the execution trace when executing the 517 program P with a failed test case. P(T ) =< 518 X 1 , X 2 , ..., X i , ..., X n >, where X i is a node in the 519 execution path, 1 ≤ i ≤ n, and n is the total number 520 of nodes in the path.
521
• X q , the critical predicate, which is an element of 522 P(T ), that is, 1 ≤ q ≤ n.
523
• US (X i ), the set of def-use pairs of a node X i . definitions for the def and use in WS-BPEL programs.
536
• In WS-BPEL, the def of a variable normally hap-
537
pens at
538
-The Receive activity: the "variable" attribute,
539
-The Invoke activity: the "outputVariable" at- The test case with "name"= candy, and "amount" 
607
In this study, we use the LEFS ordering strategy, which Table 1 . 
Empirical Study
632
We conducted a series of experiments to evaluate 633 the performance of the proposed BPELswice technique.
634
The empirical study was designed as follows. There is little threat to construct validity in our study.
848
The two metrics used in this study, success rate and In our experiments, we examined the performance of 
935
In the third column of 
