ALGORITMA PARTICLE SWARM OPTIMIZATION UNTUK

MENYELESAIKAN TEAM ORIENTEERING PROBLEM WITH TIME






KESIMPULAN DAN SARAN 
 
6.1. Kesimpulan 
Penelitian ini bertujuan menyelesaikan kasus Team 
Orienteering Proble With Time Windows dengan 
menggunakan algoritma Particle Swarm Optimization. Tiap 
dimensi partikel PSO diterjemahkan menjadi vertex pada 
kasus TOPTW. Prioritas vertex dibentuk dari skor 
vertex. Terdapat 2 alternatif program yang membedakan 
pengujian prioritas vertex pada rute path, yaitu 
PSO_TOPTW1 dan PSO_TOPTW2.  
PSO_TOPTW1 menguji tiap prioritas vertex pada 
urutan terakhir rute path. Vertex akan ditempatkan pada 
rute yang memenuhi time window dan durasi kurang dari 
, sebaliknya, vertex diujikan pada path berikutnya. 
PSO_TOPTW2 merupakan pengujian yang lebih kompleks 
untuk menutupi kekurangan pada PSO_TOPTW1. Prioritas 
vertex diuji pada setiap urutan dalam rute path, 
dimulai dari pengujian pada urutan terakhir sampai pada 
urutan pertama. Vertex akan ditempatkan pada urutan 
rute path yang memenuhi time window dan mempunyai 
durasi waktu sementara terbaik, sebaliknya, vertex 
diujikan pada path berikutnya.     
Program dijalankan dan dibagi ke dalam tiga 
bagian, TOPTW1_30_1000, TOPTW2_30_1000, TOPTW2_100_ 
1000, yang membedakan alternatif program, jumlah 
partikel, dan jumlah iterasi yang digunakan. Tabel 6.1. 
menunjukkan hasil program yang dijalankan. 
TOPTW1_30_1000 mempunyai rata-rata persentase deviasi 




sebaliknya TOPTW2_100_1000 menghasilkan rata-rata 
persentase deviasi kecil dan waktu komputasi yang 
besar. Secara keseluruhan penelitian ini menghasilkan 
88 Best known Solution dan 1 Best Known Solution baru.  
Perbandingan penelitian yang dilakukan terhadap 
penelitian terdahulu ditunjukkan pada tabel 6.2. 
Beberapa hal yang didapatkan dari perbandingan adalah 
solusi yang dihasilkan PSO masih belum sama baiknya 
dengan penelitian terdahulu.  Penelitian ini mempunyai 
rata-rata persentase deviasi yang lebih besar dibanding 
penelitian terdahulu. Sehingga algoritma PSO basic 
efektif digunakan pada kasus sederhana. Untuk kasus 
yang lebih sulit, PSO memerlukan program penerjemahan 
partikel yang lebih baik. Waktu komputasi penelitian 
ini masih lebih baik dibandingkan waktu komputasi pada 
metode optimisasi Ant Colony System. 
 
6.2. Saran 
Berdasarkan hasil program dan perbandingan, 
penelitian ini sangat baik untuk dikembangkan agar 
menghasilkan solusi yang optimum. Salah satu cara yang 
dilakukan adalah dengan menggabungkan metode optimisasi 
PSO dengan metode optimisasi lain. Analisis pada 
pembuatan prioritas vertex dan pengembangan pengujian 
partikel pada urutan path juga sangat disarankan, 










Tabel 6.1. Rata-rata Deviasi dan Waktu Hasil Program 









Avg %Dev Avg CPU 
1 
c100 4.04% 10.81 0.73% 25.01 0.59% 109.40 
c200 15.01% 13.58 2.13% 101.70 1.62% 363.23 
r100 11.64% 11.44 4.04% 23.02 2.46% 116.27 
r200 26.99% 14.28 7.88% 154.24 5.39% 665.94 
rc100 14.32% 12.41 3.92% 19.48 1.91% 155.64 
rc200 31.24% 13.43 9.45% 118.24 7.25% 601.41 
pr01-10 31.72% 91.60 13.99% 91.60 13.09% 437.84 
pr11-20 31.88% 87.99 19.91% 87.99 15.50% 614.59 
2 
c100 6.91% 13.74 1.50% 33.90 0.90% 263.52 
c200 17.49% 16.78 3.85% 137.30 3.32% 1125.31 
r100 18.20% 13.82 8.01% 28.85 5.19% 130.25 
r200 23.97% 17.59 6.31% 154.66 4.79% 620.07 
rc100 16.35% 16.68 6.88% 26.14 4.18% 272.56 
rc200 31.57% 16.90 11.47% 125.89 8.80% 532.69 
pr01-10 32.81% 23.06 18.09% 119.67 14.56% 460.87 
pr11-20 36.63% 21.70 23.87% 103.41 19.75% 432.63 
3 
c100 9.13% 10.00 2.86% 75.73 2.20% 334.40 
c200 17.08% 11.13 4.63% 159.09 4.19% 1184.06 
r100 21.73% 9.88 9.86% 36.88 7.70% 168.31 
r200 11.46% 22.89 0.68% 149.51 0.41% 929.30 
rc100 18.17% 9.51 8.50% 33.35 6.37% 304.36 
rc200 22.03% 11.11 4.04% 130.58 2.96% 551.56 
pr01-10 32.85% 27.68 19.44% 142.87 18.93% 676.26 
pr11-20 37.02% 26.71 23.32% 135.62 20.40% 647.08 
4 
c100 9.98% 13.12 3.86% 52.69 3.07% 431.75 
c200 7.24% 12.84 0.00% 229.38 0.00% 1278.76 
r100 22.67% 22.01 11.38% 221.68 9.42% 243.30 
r200 3.51% 13.02 0.01% 376.64 0.00% 525.16 
rc100 21.68% 11.30 10.85% 70.00 8.33% 336.43 
rc200 11.26% 12.90 0.21% 220.14 0.10% 504.88 
pr01-10 31.24% 41.62 18.74% 169.99 16.28% 1122.58 
pr11-20 34.55% 37.96 21.45% 161.13 19.14% 1709.08 
Optimal 
c100 7.45% 28.88 3.27% 149.93 2.80% 378.33 
c200 7.24% 12.84 0.00% 229.38 0.00% 1278.76 
r100 13.09% 32.08 5.76% 98.25 4.63% 469.01 
r200 16.21% 25.38 2.11% 278.42 1.73% 344.49 
rc100 16.40% 31.37 7.17% 174.11 6.52% 338.90 
rc200 12.79% 12.25 1.18% 208.55 1.08% 363.56 






Tabel 6.2. Perbandingan Hasil Penelitian 




 Avg % 
dev 
Avg CPU  Avg % 
dev 
Avg CPU 





1 24.50 51.23   3.44 882.10   1.50 9.58 
2 26.90 19.15   2.84 1944.00   1.90 25.31 
3 25.77 19.81   2.35 1789.70   1.61 30.47 
4 22.81 26.99   1.93 1699.90   1.34 37.76 
Variasi 13.85 79.57   
  
  0.49 46.89 
  TOPTW2_30_1000 ILS FSA 
1 13.69 81.70   4.39 1.40   5.22 1.40 
2 13.23 98.00   4.21 3.40   4.10 3.40 
3 13.23 118.38   4.01 5.50   3.84 5.50 
4 12.29 180.32   3.72 7.80   2.27 7.80 
Variasi 4.63 278.76   1.50 11.70   1.16 11.70 
  TOPTW2_100_1000 VNS SSA 
1 8.75 430.76   0.96 649.60   0.99 85.40 
2 10.84 468.74   1.82 506.50   1.27 122.40 
3 11.82 620.17   1.26 345.50   0.94 136.70 
4 10.60 984.61   1.16 254.80   1.14 159.60 
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Lampiran 1: Hasil Program untuk Path = 1  
Kasus BKS TOPTW1_30_1000 TOPTW2_30_1000 TOPTW2_100_1000 
c101 320 310 320 320 
c102 360 360 360 360 
c103 400 380 400 400 
c104 420 390 410 410 
c105 340 340 340 340 
c106 340 340 340 340 
c107 370 370 370 370 
c108 370 370 370 370 
c109 380 380 380 380 
c201 870 730 870 870 
c202 930 790 920 920 
c203 960 850 940 940 
c204 980 880 970 970 
c205 910 820 910 910 
c206 930 870 920 920 
c207 930 860 920 920 
c208 950 890 940 940 
r101 198 187 198 198 
r102 286 274 286 286 
r103 293 279 286 286 
r104 303 285 303 303 
r105 247 227 247 247 
r106 293 283 289 289 
r107 299 289 297 297 
r108 308 277 297 297 
r109 277 270 277 277 
r110 284 253 282 281 
r111 297 281 294 297 
r112 298 275 292 298 
r201 797 636 776 789 
r202 929 736 870 907 
r203 1021 813 965 988 
r204 1086 781 966 1006 
r205 953 736 895 947 
r206 1029 798 1007 1003 
r207 1072 806 1018 1048 
r208 1112 857 1067 1090 





Lampiran 1 (Lanjutan) 
Kasus BKS TOPTW1_30_1000 TOPTW2_30_1000 TOPTW2_100_1000 
r210 987 746 930 955 
r211 1046 792 998 1023 
rc101 219 213 219 219 
rc102 266 235 266 266 
rc103 266 243 266 266 
rc104 301 272 301 301 
rc105 244 225 241 244 
rc106 252 250 252 252 
rc107 277 277 276 276 
rc108 298 277 288 288 
rc201 795 583 786 795 
rc202 936 725 882 912 
rc203 1003 712 941 961 
rc204 1140 810 1109 1126 
rc205 859 653 834 814 
rc206 895 744 831 864 
rc207 983 725 854 860 
rc208 1053 762 976 1010 
pr01 308 290 305 305 
pr02 404 377 395 400 
pr03 394 311 391 385 
pr04 489 364 448 404 
pr05 595 407 481 386 
pr06 590 394 520 540 
pr07 298 256 293 298 
pr08 463 349 452 463 
pr09 493 339 406 462 
pr10 594 348 446 508 
pr11 351 309 339 353 
pr12 442 370 420 432 
pr13 461 344 414 440 
pr14 567 416 451 494 
pr15 685 444 558 569 
pr16 674 402 472 520 
pr17 362 334 358 354 
pr18 535 449 467 511 
pr19 562 369 453 494 





Lampiran 2: Hasil Program untuk Path = 2  
Kasus BKS TOPTW1_30_1000 TOPTW2_30_1000 TOPTW2_100_1000 
c101 590 570 590 590 
c102 660 620 660 660 
c103 720 680 710 720 
c104 760 700 750 750 
c105 640 620 640 640 
c106 620 600 620 620 
c107 670 660 670 670 
c108 680 670 680 680 
c109 720 710 720 720 
c201 1460 1180 1450 1430 
c202 1470 1200 1420 1430 
c203 1480 1250 1420 1420 
c204 1480 1280 1430 1460 
c205 1470 1240 1440 1440 
c206 1480 1330 1450 1450 
c207 1490 1330 1450 1460 
c208 1490 1360 1450 1450 
r101 349 326 349 349 
r102 508 424 497 501 
r103 522 438 497 501 
r104 549 482 529 532 
r105 453 429 446 445 
r106 529 458 515 509 
r107 535 453 512 514 
r108 557 477 525 530 
r109 506 461 498 506 
r110 525 450 495 490 
r111 544 478 536 532 
r112 544 472 525 534 
r201 1250 1061 1214 1223 
r202 1347 1074 1293 1305 
r203 1414 1083 1360 1376 
r204 1458 1107 1356 1361 
r205 1379 1135 1297 1335 
r206 1440 1158 1391 1398 
r207 1458 1157 1408 1419 
r208 1458 1177 1445 1450 





Lampiran 2 (Lanjutan) 
Kasus BKS TOPTW1_30_1000 TOPTW2_30_1000 TOPTW2_100_1000 
r210 1423 1141 1343 1361 
r211 1458 1177 1410 1419 
rc101 427 421 427 427 
rc102 505 448 504 505 
rc103 524 459 497 501 
rc104 575 460 532 549 
rc105 480 451 474 480 
rc106 483 450 464 481 
rc107 534 477 511 518 
rc108 556 478 531 540 
rc201 1377 1042 1311 1356 
rc202 1509 1103 1377 1414 
rc203 1632 1109 1471 1465 
rc204 1716 1166 1591 1605 
rc205 1458 1037 1337 1381 
rc206 1546 1127 1414 1451 
rc207 1587 1174 1397 1432 
rc208 1691 1228 1566 1609 
pr01 502 436 502 502 
pr02 714 601 664 688 
pr03 742 583 684 683 
pr04 924 633 770 835 
pr05 1090 711 888 924 
pr06 1076 656 800 867 
pr07 566 493 551 564 
pr08 834 614 750 774 
pr09 905 592 731 770 
pr10 1124 629 929 955 
pr11 566 497 533 548 
pr12 774 614 690 727 
pr13 831 597 716 726 
pr14 1017 632 776 795 
pr15 1219 697 908 968 
pr16 1231 651 948 921 
pr17 652 533 613 633 
pr18 938 657 781 831 
pr19 1034 670 775 806 





Lampiran 3: Hasil Program untuk Path = 3  
 
Kasus BKS TOPTW1_30_1000 TOPTW2_30_1000 TOPTW2_100_1000 
c101 810 790 810 810 
c102 920 880 910 920 
c103 980 880 960 960 
c104 1030 920 990 990 
c105 870 830 860 860 
c106 870 820 870 860 
c107 910 860 910 910 
c108 920 870 910 910 
c109 970 940 940 960 
c201 1810 1400 1760 1750 
c202 1810 1500 1760 1750 
c203 1810 1520 1720 1730 
c204 1810 1570 1760 1770 
c205 1810 1560 1760 1750 
c206 1810 1620 1740 1740 
c207 1810 1610 1760 1770 
c208 1810 1650 1740 1760 
r101 484 455 481 481 
r102 694 561 663 680 
r103 747 571 679 681 
r104 777 621 729 717 
r105 620 558 609 610 
r106 729 604 685 714 
r107 760 631 705 721 
r108 797 599 708 737 
r109 710 641 677 686 
r110 737 604 677 679 
r111 773 625 687 729 
r112 776 682 727 719 
r201 1441 1222 1392 1409 
r202 1458 1286 1442 1452 
r203 1458 1310 1458 1458 
r204 1458 1346 1458 1458 
r205 1458 1365 1455 1458 
r206 1458 1388 1458 1458 
r207 1458 1391 1458 1458 
r208 1458 1361 1458 1458 




Lampiran 3 (Lanjutan) 
Kasus BKS TOPTW1_30_1000 TOPTW2_30_1000 TOPTW2_100_1000 
r210 1458 1317 1458 1458 
r211 1458 1386 1458 1458 
rc101 621 587 621 621 
rc102 714 623 695 710 
rc103 764 644 705 710 
rc104 833 672 749 776 
rc105 682 621 676 676 
rc106 706 646 687 695 
rc107 773 686 713 721 
rc108 795 715 756 760 
rc201 1698 1312 1632 1635 
rc202 1724 1390 1666 1681 
rc203 1724 1410 1698 1721 
rc204 1724 1440 1724 1724 
rc205 1709 1308 1645 1648 
rc206 1724 1433 1669 1692 
rc207 1724 1454 1663 1704 
rc208 1724 1491 1724 1724 
pr01 622 545 599 614 
pr02 942 777 843 896 
pr03 1010 767 890 913 
pr04 1294 926 1023 1102 
pr05 1482 927 1218 1210 
pr06 1514 969 1110 1164 
pr07 744 624 726 724 
pr08 1138 835 989 1002 
pr09 1275 819 1016 1084 
pr10 1573 881 1204 1281 
pr11 654 583 640 644 
pr12 1002 778 875 915 
pr13 1132 792 961 980 
pr14 1372 825 1049 1097 
pr15 1650 970 1262 1279 
pr16 1668 877 1257 1245 
pr17 838 679 767 780 
pr18 1276 837 1012 1066 
pr19 1385 827 1052 1104 





Lampiran 4: Hasil Program untuk Path = 4  
Kasus BKS TOPTW1_30_1000 TOPTW2_30_1000 TOPTW2_100_1000 
c101 1020 950 1020 1020 
c102 1150 1060 1120 1140 
c103 1200 1080 1170 1190 
c104 1260 1110 1210 1210 
c105 1060 1000 1040 1050 
c106 1080 1010 1050 1050 
c107 1120 1060 1090 1110 
c108 1130 1110 1110 1120 
c109 1190 1110 1140 1150 
c201 1810 1590 1810 1810 
c202 1810 1640 1810 1810 
c203 1810 1720 1810 1810 
c204 1810 1780 1810 1810 
c205 1810 1710 1810 1810 
c206 1810 1790 1810 1810 
c207 1810 1770 1810 1810 
c208 1810 1810 1810 1810 
r101 611 561 608 608 
r102 843 707 813 817 
r103 926 690 793 828 
r104 972 746 896 889 
r105 778 716 756 758 
r106 905 726 855 858 
r107 945 731 868 863 
r108 994 775 852 877 
r109 884 768 814 827 
r110 914 770 837 845 
r111 949 786 865 886 
r112 971 771 883 913 
r201 1458 1356 1458 1458 
r202 1458 1411 1458 1458 
r203 1458 1420 1458 1458 
r204 1458 1421 1458 1458 
r205 1458 1443 1458 1458 
r206 1458 1458 1458 1458 
r207 1458 1458 1458 1458 
r208 1458 1446 1458 1458 





Lampiran 4 (Lanjutan) 
Kasus BKS TOPTW1_30_1000 TOPTW2_30_1000 TOPTW2_100_1000 
r210 1458 1437 1458 1458 
r211 1458 1458 1458 1458 
rc101 811 746 791 808 
rc102 908 765 862 884 
rc103 970 806 875 888 
rc104 1059 763 938 976 
rc105 875 762 859 865 
rc106 909 801 852 861 
rc107 980 831 876 916 
rc108 1025 826 908 938 
rc201 1724 1491 1724 1724 
rc202 1724 1587 1724 1724 
rc203 1724 1560 1724 1724 
rc204 1724 1558 1724 1724 
rc205 1724 1516 1724 1724 
rc206 1724 1621 1724 1724 
rc207 1724 1615 1724 1724 
rc208 1724 1634 1724 1724 
pr01 657 627 657 654 
pr02 1079 904 999 1014 
pr03 1222 965 1047 1085 
pr04 1557 1059 1317 1317 
pr05 1833 1168 1422 1458 
pr06 1854 1177 1498 1535 
pr07 872 765 821 846 
pr08 1382 1007 1177 1195 
pr09 1592 1029 1271 1284 
pr10 1933 1130 1392 1559 
pr11 657 640 657 657 
pr12 1132 865 1016 1041 
pr13 1355 961 1175 1207 
pr14 1660 995 1282 1310 
pr15 1958 1175 1538 1525 
pr16 2021 1179 1504 1513 
pr17 933 786 858 890 
pr18 1521 1028 1291 1232 
pr19 1695 1035 1304 1293 





Lampiran 5: Hasil Program untuk Path = Optimal  
Kasus BKS TOPTW1_30_1000 TOPTW2_30_1000 TOPTW2_100_1000 
c101 1810 1620 1710 1730 
c102 1810 1750 1810 1810 
c103 1810 1720 1810 1810 
c104 1810 1720 1810 1810 
c105 1810 1660 1740 1720 
c106 1810 1660 1730 1740 
c107 1810 1700 1740 1750 
c108 1810 1710 1760 1770 
c109 1810 1770 1810 1810 
c201 1810 1590 1810 1810 
c202 1810 1640 1810 1810 
c203 1810 1720 1810 1810 
c204 1810 1780 1810 1810 
c205 1810 1710 1810 1810 
c206 1810 1790 1810 1810 
c207 1810 1770 1810 1810 
c208 1810 1810 1810 1810 
r101 1458 1436 1455 1458 
r102 1458 1453 1458 1458 
r103 1458 1332 1406 1415 
r104 1458 1135 1356 1356 
r105 1458 1389 1434 1448 
r106 1458 1382 1432 1444 
r107 1458 1252 1371 1392 
r108 1458 1187 1319 1352 
r109 1458 1334 1388 1414 
r110 1458 1273 1374 1378 
r111 1458 1250 1387 1401 
r112 1458 1228 1349 1351 
r201 1458 1356 1458 1458 
r202 1458 1286 1442 1442 
r203 1458 1310 1458 1458 
r204 1458 1107 1356 1361 
r205 1458 1365 1455 1455 
r206 1458 1388 1458 1458 
r207 1458 1157 1408 1419 
r208 1458 1177 1445 1450 





Lampiran 5 (Lanjutan) 
Kasus BKS TOPTW1_30_1000 TOPTW2_30_1000 TOPTW2_100_1000 
r210 1458 1317 1458 1458 
r211 1458 1177 1410 1419 
rc101 1724 1600 1689 1695 
rc102 1724 1535 1672 1694 
rc103 1724 1452 1637 1645 
rc104 1724 1385 1583 1568 
rc105 1724 1562 1699 1706 
rc106 1724 1519 1581 1597 
rc107 1724 1494 1631 1638 
rc108 1724 1422 1590 1592 
rc201 1724 1491 1724 1724 
rc202 1719 1390 1666 1666 
rc203 1724 1410 1698 1698 
rc204 1724 1440 1724 1724 
rc205 1724 1516 1724 1724 
rc206 1458 1458 1458 1458 
rc207 1458 1458 1458 1458 
rc208 1458 1446 1458 1458 
pr01 657 564 599 611 
pr02 1220 1079 1152 1174 
pr03 1788 1470 1670 1690 
pr04 2477 2106 2306 2330 
pr05 3351 2755 3180 3220 
pr06 3671 3129 3434 3479 
pr07 948 825 901 910 
pr08 2006 1711 1896 1920 
pr09 2736 2358 2655 2669 


















































































Lampiran 16: Coding Pengujian Prioritas Vertex PSO_TOPTW2 
 
for (i=1;i<=VertPriority.Length-1;i++) //analyze all vertex based on the priority 
            {             
                for (j=1;j<=myTOPTW.NumPaths;j++) //analyze each path 
                { 
                    Array.Copy(PathSequence,TempPathSequence,TempPathSequence.Length); 
                    l=PathContent[j]+2; 
                             
                    TempPathSequence[j,l-1] = VertPriority[i]; 
                         
                    found=false;  
                                         
                    ArrivalTime[TempPathSequence[j,l]]=0; 
                        for(k=0; k<=l-1; k++) 
                        { 
                            if(ArrivalTime[TempPathSequence[j,k]] >=myTOPTW.myVertices[TempPath
Sequence[j,k]].ET) 
                            StartingTime[TempPathSequence[j,k]] = 
ArrivalTime[TempPathSequence[j,k]]; 
                                     
                            else 
                            StartingTime[TempPathSequence[j,k]] = 
myTOPTW.myVertices[TempPathSequence[j,k]].ET; 
                                     
                            ArrivalTime[TempPathSequence[j,k+1]] = 
StartingTime[TempPathSequence[j,k]] + myTOPTW.myVertices[TempPathSequence[j,k]].ST 
+ myTOPTW.myVertices[TempPathSequence[j,k]].Distance[TempPathSequence[j,k+1]]; 
                               
                        } 
                         
                        check = true; 
                        for (k=0; k<=l-1; k++) 
                        { 
                            check = (check &&(ArrivalTime[TempPathSequence[j,k]] <= 
myTOPTW.myVertices[TempPathSequence[j,k]].LT)); 
                        } 
                                 
                        if (check) 
                        {     




                            TempPathTime[j] = ArrivalTime[TempPathSequence[j,l]]; 
                            BestTempPathTime[j]=TempPathTime[j]; 
                            Array.Copy(TempPathSequence,BestTempPathSequence,BestTempPathSeq
uence.Length);     
                        } 
                                                                 
                        for(n = l-2; n>0; n--) 
                        //swap TempPathSequence n to n+1 
                        rTemp =TempPathSequence[j,n]; 
                        TempPathSequence[j,n] = TempPathSequence[j,n+1]; 
                        TempPathSequence[j,n+1] = rTemp; 
                                 
                        for (k=n; k<=l; k++) 
                        { 
                            if (k==n) 




                            else 
                            ArrivalTime[TempPathSequence[j,k]]=0; 
                        } 
                     
                        for(k=n; k<=l-1; k++) 
                        {             
                            if(ArrivalTime[TempPathSequence[j,k]] >=myTOPTW.myVertices[TempPath
Sequence[j,k]].ET) 
                            StartingTime[TempPathSequence[j,k]] = 
ArrivalTime[TempPathSequence[j,k]]; 
                                     
                            else 
                            StartingTime[TempPathSequence[j,k]] = 
myTOPTW.myVertices[TempPathSequence[j,k]].ET; 
             
                            ArrivalTime[TempPathSequence[j,k+1]] = 
StartingTime[TempPathSequence[j,k]] + myTOPTW.myVertices[TempPathSequence[j,k]].ST 
+ myTOPTW.myVertices[TempPathSequence[j,k]].Distance[TempPathSequence[j,k+1]]; 
                        } 
                                 
                        check=true; 




                        { 
                            check= (check &&(ArrivalTime[TempPathSequence[j,k]]<=myTOPTW.myVer
tices[TempPathSequence[j,k]].LT));                                 
                        } 
                                 
                        if(check) 
                        { 
                            if(found==true) 
                            { 
                                found=true; 
                                TempPathTime[j] = ArrivalTime[TempPathSequence[j,l]]; 
                                         
                                if (TempPathTime[j] <= BestTempPathTime[j]) 
                                { 
                                    BestTempPathTime[j]=TempPathTime[j]; 
                                    Array.Copy(TempPathSequence,BestTempPathSequence,BestTempPat
hSequence.Length); 
                                } 
                            } 
                                     
                            if (found==false) 
                            { 
                                found=true; 
                                TempPathTime[j] = ArrivalTime[TempPathSequence[j,l]]; 
                                BestTempPathTime[j]=TempPathTime[j]; 
                                Array.Copy(TempPathSequence,BestTempPathSequence,BestTempPathS
equence.Length); 
                            } 
                                 
                        } //end for check 
                                     
                    } //end for swap 
                         
                         
                    if (found==true) 
                    { 
                        if (BestTempPathTime[j] <= myTOPTW.Tmax) 
                        {     
                            PathTime[j] = BestTempPathTime[j]; 
                            PathContent[j]++; 




                            Array.Copy(BestTempPathSequence,PathSequence,PathSequence.Length); 
                            break; //exit for j, continue to next vertpriority                         
                        }                     
                                 
                    } 
                                         
                } //end of j                 
            } //end of i 
