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ВСТУП 
Мова VHDL (Very High Speed Integrated Circuits) є міжнародним 
стандартом у галузі автоматизації проектування цифрових систем, це 
вхідна мова багатьох сучасних систем автоматизованого проектування  
(САПР). VHDL призначена насамперед для специфікації опису систем, 
що проектуються, та їх моделювання на різних етапах проектування, 
зокрема, алгоритмічному, логічному, функціональному та регістровому. 
VHDL – це єдина мова проектування високого рівня. 
Мова VHDL була розроблена на початку 80-х років у США з 
ініціативи Міністерства оборони цієї країни, коли необхідно було 
отримати стандартний метод опису електронних цифрових схем. У 1987 
р. VHDL був прийнятий як стандарт ANSI/IEEE Std 1076 1987. Цей 
стандарт часто називають VHDL 87. Потім мова була вдосконалена, 
новий стандарт ANSI/IEEE Std 1076 1993 з'явився у 1993 р. 
У 1999 р. затверджений стандарт Std 1076.1 1999 (або більш 
поширена назва VHDL AMS ), який включає розширення, що дають 
можливість опису аналогових і змішаних ( цифро-аналогових) схем. 
VHDL дозволяє описувати поведінку, тобто алгоритми 
функціонування цифрових схем, а також проводити ієрархічний 
функціонально-структурний опис систем, має засоби для опису 
паралельних асинхронних процесів, регулярних структур і в той же час 
має всі ознаки мови програмування високого рівня, дозволяє створювати 
власні типи даних, має широкий набір арифметичних і логічних операцій 
і т.ін. 
При проектуванні цифрових схем на мові VHDL можливе 
використання п'яти різних типів описів: оголошення об'єкта проекту, 
архітектурне тіло, оголошення конфігурації, оголошення пакета і тіло 
пакета. Кожен з описів є самостійною конструкцією мови VHDL, яка 
може бути незалежно проаналізована компілятором і тому отримала 
назву "модуль проекту" (desing unit).  
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Мова VHDL розвивається, їй присвячуються міжнародні 
конференції, видаються наукові журнали, в яких вивчаються проблеми 
використання VHDL. Вона стала мовою розробки міжнародних проектів, 
в тому числі здійснюваних за допомогою всесвітньої комп'ютерної 
мережі internet. Знайомство з цією мовою необхідне для ефективної 
роботи зі створення найрізноманітнішої електронної апаратури на 
сучасній елементарній базі великих електронних схем.  
Автори вдячні шановним рецензентам рукопису навчального 
посібника докторам технічних наук, професорам Г.І. Загарію, 
І.О. Фурману за важливі рекомендації щодо поліпшення якості видання.  
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РОЗДІЛ 1 
ЗАГАЛЬНІ ВІДОМОСТІ ПРО ACTIVE-HDL 
Розробка сучасних інтегральних мікросхем – складна інженерно-
технічна проблема, вирішення якої неможливе без широкого 
застосування систем автоматизованого проектування. Створення 
подібних систем, як відомо, потребує засобів формального опису 
структур і функцій об'єктів проектування. Мова VHDL (Very high speed 
integrated circuits Hardware Description Language) була розроблена у 1980 
році як результат реалізації в США проекту зі створення надшвидкісних 
інтегральних схем. У 1987 році Інститутом Інженерів з Електрики та 
Електроніки (IEEE) ця мова була визнана як стандарт у США. Зараз 
VHDL є найбільш поширеною у світі мовою такого призначення. Вона 
застосовується у багатьох системах автоматизованого проектування, 
кількість користувачів яких стрімко зростає. Пояснюється це тим, що 
раніше проектуванням інтегральних мікросхем займалася лише обмежена 
кількість фахівців електронної промисловості, тоді як розробники 
електронних пристроїв мали можливість застосовувати в своїх проектах 
лише стандартні мікросхеми з наперед визначеними функціями. Зараз з 
появою на ринку мікросхем з програмованою користувачем архітектурою 
у розробників електронних схем з‘явилась можливість під кожний 
конкретний проект самостійно створювати потрібні їм мікросхеми. Це 
суттєво підвищує якість, знижує вартість і змінює характер самого 
процесу проектування. Наприклад, задачі, що розв‘язувалися раніше на 
рівні розробки структури та вибору елементної бази проектованого 
пристрою, зараз можуть бути вирішені на рівні формального опису його 
структури чи поведінки, комп‘ютерного моделювання та програмування 
мікросхем. 
1.1. Сигнали в VHDL 
Сигнали допускають аналіз часових залежностей усередині VHDL 
системи. Крім того, на відміну від змінних у класичних мовах 
програмування типу Паскаль або C, VHDL сигнали містять інформацію 
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як про минулі, так і істинні їх значення. Ця інформація називається 
історією сигналу. 
Оскільки формальна специфікація сигналів потрібна для того, щоб 
дозволити розглядати два основних типи сигналів, які можуть 
використовуватися для визначення будь-якого сигналу. Два типи 
сигналу, які допускаються специфікацією VHDL, названі bit (бітом) (для 
одиничних сигналів) і bit_vector (біт_вектор) (для шин). В обох випадках 
кожна сигнальна лінія може бути або "0"або "1". У разі bit_vector також 
необхідно визначати ширину. 
Сигнали можуть бути класифіковані як внутрішні або як зовнішні. 
Зовнішні сигнали – сигнали, які з'єднують систему із зовнішнім 
простором. Іншими словами, вони формують інтерфейс системи. 
Внутрішні сигнали, які невидимі із зовнішньої частини, є частиною 
внутрішньої архітектури, що забезпечує зв'язок між внутрішніми лініями. 
Електронні проекти грунтуються на компонентах і сигнальних 
лініях, що з'єднують ці компоненти. Сигнальні лінії можуть бути 
виконані як: 
– однопровідні лінії, які мають одиничне двійкове значення в будь-
який момент (представлені в VHDL типом bit); 
– багатопровідні лінії зв'язку, які називаються шини або вектори. 
Вони передають інформацію, що є комбінацією деяких двійкових значень 
(тип bit_vector, який підтримується вектором із заданою шириною). 
Сигнали можуть також бути класифіковані як: 
– зовнішні сигнали, які формують інтерфейс системи; 
– внутрішні сигнали, які є частиною внутрішньої архітектури 
системи і забезпечують зв'язок між внутрішніми лініями. 
Кожен сигнал у специфікації проекту VHDL має бути оголошений. 
Сигнали можуть бути явно оголошені в декларативній частині: 
· пакета. Це сигнали які видимі у всіх частинах проекту, що 
використовують пакет; 
· архітектури (внутрішній сигнал). Це сигнали, видимі тільки 
всередині архітектури; 
· блока. Це сигнали, видимі безпосередньо всередині блока. 
Наведемо приклад опису схеми D-тригера, показаної на рис. 1.6. 
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Приклад опису сутності 
Сутність схеми, показаної на рис. 1.6, може бути описана так: 
 
ENTITY d_flipflop IS 
PORT ( D, C : IN bit; 
            Q, NQ: OUT bit ); 
END ENTITY d_flipflop;  
 
Цей опис свідчить, що схема на ім‘я d_flipflop має чотири зовнішні 
виводи (порти), з них два входи (IN): D та C; і два виходи (OUT): Q та  
NQ. Усі порти належать до типу bit, тобто сигнал на їх виводах може 
набувати значень "0" і "1". 
Приклад опису архітектури через опис поведінки 
Як відомо, цей тригер працює так, що при С = 1 сигнал на виході Q 
повторює значення сигналу на вході D, а при С = 0 тригер зберігає 
попередній стан і сигнал на виході Q не змінюється. Сигнал на виході NQ 
є інверсією сигналу на виході Q. 
Цю поведінку тригера можна описати так: 
 
ARCHITECTURE behaviour OF d_flipflop IS 
BEGIN 
PROCESS (C,D) 
BEGIN 
IF  C = '1'  THEN 
     Q <= D  AFTER 5 ns; 
     NQ <= not D AFTER 5 ns; 
END IF; 
END PROCESS; 
END ARCHITECTURE behaviour; 
 
Оператор PROCESS (C, D) вказує на те, що робота схеми описується 
процесом, де зміна сигналів на виходах можлива лише внаслідок зміни 
вхідних сигналів C або D. Оператор IF визначає, що при C = '1', сигнал Q 
набуває значення D, а NQ – інверсії D. Ключове слово AFTER вказує на 
те, що зміни значень на виходах Q, NQ відбуваються не миттєво, а з 
затримкою на 5 наносекунд. 
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Приклад опису архітектури на вентильному рівні 
Схему на рис. 1.6 можна розділити на дві складові, що виділені 
пунктирними лініями:  
· схему управління на ім‘я contr_unit з входами DС та CC  і 
виходами SC i RC,  
· асинхронний RS-тригер на ім‘я rs_ff з інверсними входами SFF, 
RFF і виходами QFF, NQFF.  
Тут дещо змінено імена портів складових елементів, щоб відрізняти 
їх від імен портів схеми в цілому. Сутності складових частин та їх 
архітектури на вентильному рівні описані нижче. 
У кожен конкретний момент користувач працює з однією робочою 
бібліотекою й довільною кількістю бібліотек ресурсів. 
 
ENTITY contr_unit IS 
PORT ( CC, DC: IN bit; 
        SC, RC: OUT bit); 
END contr_unit ; 
 
ARCHITECTURE dataflow OF contr_unit IS 
BEGIN 
 SC <= DC nand CC  AFTER 2 ns; 
 RC <= (DC nand CC) nand CC  AFTER 2 ns; 
END dataflow; 
 
ENTITY rs_ff IS 
  PORT ( RFF, SFF: IN bit; 
QFF, NQFF: BUFFER bit ); 
END rs_ff; 
 
ARCHITECTURE dataflow OF rs_ff IS 
BEGIN 
QFF <= SFF nand  NQFF  AFTER 2 ns; 
NQFF <= RFF nand  QFF  AFTER 3 ns; 
END dataflow; 
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Вирази та оператори 
Вирази в VHDL включають імена об’єктів, літералів, знаки 
операцій, виклики функцій тощо. Нижче наведені знаки операцій VHDL 
в порядку зменшення їх пріоритету: 
** ABS NOT 
* / MOD REM 
+ (унарний) – (унарний) 
+ – & 
SLL SRL SLA SRA ROL ROR 
= /= < <= > >= 
AND OR XOR  NAND   NOR     NXOR    NOT 
 
Операції ABS (абсолютне значення), ** (піднесення до степеня), *, /, 
+, – виконуються з числовими типами даних. Другий операнд операції 
піднесення до степеня повинен мати цілочисловий тип, причому, якщо 
він від‘ємний, то перший операнд повинен бути числом з рухомою 
точкою. Операції ділення без остачі (REM) та остача від ділення (MOD) 
працюють лише з цілими числами.  
Логічні операції AND, OR, XOR, NAND, NOR, NXOR і NOT 
виконуються над значеннями типу bit або boolean, а також над 
одновимірними масивами, що складаються з елементів вказаних типів. 
Операнди-масиви повинні мати однакову розмірність. Операція 
виконується над одноіменними елементами масивів і результатом її є 
масив того ж типу і розмірності.  
Зліва від знака операції зсуву SLL, SRL, SLA, SRA, ROL, ROR 
вказується масив типу bit або boolean, справа – ціле число, що визначає 
на скільки елементів виконуватиметься зсув елементів у масиві. Якщо це 
число від‘ємне, то зсув відбуватиметься у протилежному напрямку, тобто 
зсув на три елементи вліво – це те ж саме, що на три елементи вправо. 
SLL, SRL – це операції логічного зсуву вліво (Left) і вправо (Right) 
відповідно. Під час логічного зсуву крайні елементи  заповнюються 
значеннями 0 чи false. 
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1.13. Пакети  
Пакет – це набір типів, констант, сигналів, файлів, псевдонімів, 
підпрограм тощо, що можуть бути об’єднані користувачем за будь-якими 
логічними ознаками. Пакет складається з двох частин:  
· інтерфейсної, що містить лише декларації складових  пакета; 
· тіла пакета з описами складових, задекларованих в інтерфейсній 
частині.  
Тіло пакета може бути прихованим від його користувачів, які 
матимуть доступ лише до його інтерфейсної частини. Інтерфейсна 
частина пакета описується так: 
 
PACKAGE <ім‘я пакета> IS 
{<декларації>}; 
END < ім‘я пакета>; 
 
Декларації, що тут розміщуються, можуть бути неповними. 
Наприклад, декларуючи константу, можна не вказувати її значення (такі 
константи називають затриманими), наприклад: 
CONSTANT vector_ loc: address; 
декларування підпрограм тут завершується перед словом IS і ніколи не 
містить тіла підпрограми, наприклад: 
FUNCTION f1 (value: real) RETURN integer; 
Тіло пакета записується так: 
 
PACKAGE BODY <ім‘я пакета> IS 
{<декларації тіла пакета>}; 
{<декларації і тіла підпрограм>}; 
{<декларації затриманих констант тощо>}; 
END < ім‘я пакета>; 
 
У наведеному нижче прикладі проілюстровано спосіб опису тіла 
підпрограми та надання значення затриманій константі. 
 
PACKAGE BODY my_data  IS 
. . . 
FUNCTION f1(value: real) RETURN integer IS 
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BEGIN 
    . . . 
END f1; 
. . . 
CONSTANT vector_loc: address := 18; 
END my_data; 
 
 
Використання пакетів та видимість імен 
Для того щоб скористатися константами, типами, підпрограмами та 
іншими складовими пакета, можна перед їх іменами вказувати префікс з 
іменем пакета, що відділяється від решти імені крапкою, наприклад: 
VARIABLE a1: my_data.address; 
c:=5+ my_data.f1(x); 
Щоб уникнути вживання префіксів, можна скористатися 
директивою USE, наприклад: 
USE my_data.adress, my_data.f1; 
Тоді перераховані в ній імена стануть видимими для цієї програми і 
надалі зможуть вживатися без префіксів. Якщо ж замість імені об‘єкта 
вказати зарезервоване слово all: 
USE my_data.all; 
то це зробить доступними для цієї програми всі об‘єкти такого пакета. 
Якщо пакет знаходиться в іншій бібліотеці, то перед префіксом 
пакета потрібно вказати ще й префікс бібліотеки, наприклад: 
Нижче як приклад показано як розв‘язується ця проблема в пакеті 
Std_Logic_1164, що став загальновизнаним промисловим стандартом. Він 
містить визначення типів, підтипів, і функцій, що розширюють VHDL на 
багатозначну логіку.  
 
TYPE std_ulogic IS ( 'U', 'X','0','1','Z','W','L','H','-' ); 
TYPE std_ulogic_vector IS ARRAY ( NATURAL RANGE <> ) OF std_ulogic; 
FUNCTION resolved ( s : std_ulogic_vector ) RETURN std_ulogic; 
SUBTYPE std_logic IS resolved std_ulogic; 
TYPE std_logic_vector IS ARRAY ( NATURAL RANGE <>) OF std_logic; 
CONSTANT resolution_table : stdlogic_table := ( 
    --      --------------------------------------------------------- 
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    --      |  U    X    0    1    Z    W    L    H    -      |    | 
    --      --------------------------------------------------------- 
            ( 'U', 'U', 'U', 'U', 'U', 'U', 'U', 'U', 'U' ), -- | U | 
            ( 'U', 'X', 'X', 'X', 'X', 'X', 'X', 'X', 'X' ),  -- | X | 
            ( 'U', 'X', '0', 'X', '0', '0', '0', '0', 'X' ),  -- | 0 | 
            ( 'U', 'X', 'X', '1', '1', '1', '1', '1', 'X' ),  -- | 1 | 
            ( 'U', 'X', '0', '1', 'Z', 'W', 'L', 'H', 'X' ),  -- | Z | 
            ( 'U', 'X', '0', '1', 'W', 'W', 'W', 'W', 'X' ), -- | W | 
            ( 'U', 'X', '0', '1', 'L', 'W', 'L', 'W', 'X' ),  -- | L | 
            ( 'U', 'X', '0', '1', 'H', 'W', 'W', 'H', 'X' ), -- | H | 
            ( 'U', 'X', 'X', 'X', 'X', 'X', 'X', 'X', 'X' )   -- | - |   
); 
         
FUNCTION resolved ( s : std_ulogic_vector ) RETURN std_ulogic IS 
VARIABLE result : std_ulogic := 'Z';  
BEGIN 
IF (s'LENGTH = 1) THEN RETURN s(s'LOW); 
ELSE 
FOR i IN s'RANGE LOOP 
result := resolution_table(result, s(i)); 
END LOOP; 
END IF; 
RETURN result; 
END resolved; 
 
Тут спочатку описано перелічувальний тип std_ulogic та тип 
std_ulogic_vector. Останній є типом масиву, що складається з наперед 
невизначеної кількості елементів типу std_ulogic. Позначення елементів 
означають такі стани виходів: 
· 'U' – непроініціалізований (Uninitialized); 
· 'X' – посилене невідоме (Forcing Unknown); 
· '0' – посилений нуль (Forcing 0); 
· '1' – посилена одиниця (Forcing 1);  
· 'Z' – високий імпеданс (High Impedance); 
· 'W' – слабке невідоме (Weak Unknown); 
· 'L' – слабкий нуль (Weak 0); 
· 'H' – слабка одиниця (Weak 1); 
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· '-'  –  байдуже (Don't Care). 
Далі наводиться декларація розв’язувальної функції resolved, що 
визначена для аргументу типу std_ulogic_vector і повертає результат типу 
std_ulogic. Підтип std_logic визначено як такий, що утворюється 
функцією resolved з типу std_ulogic, а тип std_logic_vector – як тип 
масиву, елементи якого мають тип std_logic.  
Константа resolution_table є таблицею, що визначає правила 
формування значення результуючого сигналу залежно від значень двох 
драйверів (їм відповідають рядки і колонки таблиці). Розв’язувальна 
функція resolved написана так, що спочатку проміжному результатові 
надається значення 'Z'. Потім виконується перевірка кількості драйверів, 
що описують цей сигнал. Якщо драйвер один, то його значення і повертає 
функція. У випадку декількох драйверів значення функції формується 
шляхом багаторазового зчитування із таблиці, колонка і рядок якої 
відповідають значенням проміжного результату і наступного драйвера. 
Пакет Std_Logic_1164 містить також підтипи X01, X01Z, UX01, 
UX01Z типу std_ulogic. Назви цих підтипів складені зі значень сигналів, 
що в них присутні. Наприклад, підтип X01 містить тільки значення 
'X','0','1'. 
1.17. Оператор generate 
Оператор generate є засобом для спрощення опису архітектури 
регулярних структур (тобто однакових елементів, які однаковим чином 
з‘єднані між собою). Існує два різновиди синтаксису цього оператора: 
 
<мітка>: FOR <параметр> IN <діапазон> GENERATE 
        [ {<декларації>} 
        BEGIN ] 
        <оператори> 
        END GENERATE [<мітка>] ; 
 
<мітка>: IF <умова> GENERATE 
[ {<декларації>} 
        BEGIN ] 
<оператори> 
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Контрольні запитання  
 
1. Коли та як була розроблена мова VHDL? 
2. Які сигнали бувають в специфікації мови VHDL та як вони 
описуються? 
3. Як описуються порти на мові VHDL? 
4. Конструкції мови VHDL. 
5. Як виконується опис структури програми на мові VHDL? 
6. Які піктограми розміщені на панелі інструментів та їх значення? 
7. Склад вікна перегляду проекту та призначення трьох його 
панелей. 
8. Структура каталогів програми Active-HDL. 
9. Призначення компонентів програми Active-HDL. 
10. Структура файлів програми Active-HDL за їх розширенням. 
11. Як виконується первинна абстракція мови VHDL? 
12. Основні поняття мови VHDL. Опис сутності та опис архітектури. 
13. Опис архітектури через опис поведінки, опис на вентильному 
рівні та через опис структури. 
14. Числові константи мови VHDL, символьні та рядкові літерали, 
бітові рядки. 
15. Типи даних на мові VHDL. 
16. Підтипи даних на мові VHDL. 
17. Особливості застосування різних типів атрибутів на мові VHDL. 
18. Вирази та оператори на мові VHDL. 
19. Особливості присвоєння значень агрегатам даних. 
20. Умовні оператори мови VHDL та особливості їх застосування. 
21. Оператор циклу на мові VHDL. 
22. Підпрограми-процедури програми Active-HDL. 
23. Підпрограми-функції програми Active-HDL. Перевантаження 
підпрограм. 
24. Пакети, які застосовуються в програмі Active-HDL. 
Використання пакетів. 
25. Блоки та їх застосування на мові VHDL. 
26. Декларування сутності та архітектури. 
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27. Декларування сигналів та компонент. Використання компонент. 
28. Застосування процесів та оператора wait на мові VHDL. 
29. Альтернативне присвоєння значень сигналам у системі Active-
HDL. 
30. Вирішення конфліктів між сигналами у системі Active-HDL. 
31. Застосування оператора generate на мові VHDL. 
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РОЗДІЛ 2 
ПРАКТИЧНЕ ЗАСТОСУВАННЯ МОВИ ACTIVE-HDL 
 
Практичне заняття 1 
ЗНАЙОМСТВО  З ПАКЕТОМ  
 
Автоматизоване проектування – це магістральний напрям розвитку 
технологій створення електронної апаратури. До недавнього часу зразком 
виконання таких завдань вважалися розробки на базі стандартних 
інтегральних мікросхем, що випускаються серійно, і більшість САПР 
орієнтувалися на реалізацію саме цієї технології проектування. 
Ідеальним варіантом вважалися "наскрізні" САПР, які дозволяли 
виконати весь ланцюжок проектування: від вхідного опису до створення 
ескізу друкованої плати. Прикладами наскрізних САПР є PCAD, 
DesignLab і OrCAD. 
Останніми роками набирають чинності нові технології проектування 
електронної апаратури, основані на сучасних персональних комп‘ютерах, 
інтегрованих САПР і програмованих мікросхемах (ПЛІС). 
Яскравий представник таких САПР нового покоління – це 
інтегроване середовище проектування Active-HDL. Його вирізняє 
особлива легкість і, якщо можна так висловитися, елегантність у роботі. 
Фірма ALDEC, творець цього програмного продукту, з року в рік 
удосконалює своє дітище і наділяє його новими можливостями. 
Щоб запустити управляючу оболонку пакета, досить клацнути на 
піктограмі. При установці такого програмного продукту ця іконка 
автоматично поміщається на робочому столі.  
На стартовій панелі Getting Started (рис. 1.1) можна вибрати із 
запропонованого списку і відкрити існуючий робочий простір (Open 
existing workspace) або створити новий (Create new workspace). Щоб 
ознайомитися зі створенням нового робочого простору встановимо 
перемикач у положення Create new workspace.  
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Рис. 1.1. На стартовій панелі встановлюємо перемикач у положення "Create new 
workspace" ("Создать новое рабочее пространство") 
 
На другій панелі New Workspace (рис. 1.2) необхідно надрукувати 
ім‘я робочого простору і вказати місце, де він буде розташований.  
 
 
Рис. 1.2. Задається ім'я робочого простору і його місцерозташування на диску 
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За умовчанням буде запропонована папка my_designs, що 
знаходиться в корені того логічного диска, на якому встановлена система.  
Щоб не робити потім зайву роботу, необхідно переконатися, що 
встановлений прапорець Add New Design to Workspace.  
На третій панелі New Design Wizard (рис. 1.3) за умовчанням 
пропонується режим Create an Empty Design with Design Flow ("Створити 
пустий проект з використанням менеджера маршруту проектування").  
 
 
 
Рис. 1.3. Вибираємо варіант створення проекту за допомогою менеджера 
маршруту проектування Design Flow Manager 
 
На четвертій панелі зберігаємо все, як є (установки за умовчанням), 
адже синтез і реалізація проекту не підтримуються цим пакетом, якщо на 
комп'ютері не встановлені додаткові програмні засоби.  
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Рис. 1.18. Установка на панелі View Texts прапорця NAME 
 
Позиційні позначення всіх символів на схемі стануть видимими 
(рис. 1.19).  
 
 
 
Рис. 1.19. Розміщуємо на кресленні схеми логічні елементи мультиплексора і 
візуалізуємо їх позиційні позначення 
 
Другий крок 
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Третій крок 
На третьому кроці провідникам схеми треба присвоїти імена 
(рис. 1.21). Потрібно, щоправда, зауважити, що в простих схемах, як ця, 
цей крок можна взагалі пропустити.  
 
 
 
Рис. 1.21. Присвоюємо провідникам схеми імена 
 
Дійсно, ланцюги, підключені до терміналів (вхідних і вихідних 
портів), автоматично отримують ті ж самі назви, що й відповідний порт. 
А внутрішні провідники система іменує за шаблоном, наприклад, NET9, 
NET13, NET17 та ін., так що у них теж є системні імена. Однак, якщо 
користувач збирається контролювати сигнали на внутрішніх ланцюгах, 
бажано присвоїти їм якісь зрозумілі назви, хоча б такі: F1, F2 і F3 
(рис. 1.21). Тоді їх стане легше знаходити. 
Щоб зробити ім'я видимим на екрані монітора, досить двічі 
клацнути на провіднику мишею, потім на діалоговій панелі Wire 
Properties, що відкрилася, вибрати закладку View Text і встановити 
прапорець NAME. Так само просто замінити системне ім'я користувача. 
Відкрийте діалогову панель Wire Properties і введіть у поле Segment 
бажане ім'я.  
Четвертий крок 
На четвертому кроці корисно (хоча і необов'язково) виконати 
електричний контроль схеми (команда Check Diagram у низхідному меню 
Diagram). Ця процедура дуже корисна, якщо є сумніви щодо 
правильності нарисованої схеми. Система не тільки проінформує про 
кількість помилок і попереджень, але й покаже ті місця на схемі, де вони 
виявлені.  
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Рис. 1.22. Check Diagram у низхідному меню Diagram 
 
 
 
Рис. 1.23. Результат виконання команди Check Diagram 
 
Задання діаграм вхідних сигналів 
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Необхідно ще задати тимчасові діаграми на входах мультиплексора, 
без них симулятор відмовляється працювати. 
Тимчасові діаграми зовнішніх впливів задаються в спеціальному 
вікні редактора сигналів Waveform Editor, який викликається клацанням 
на піктограмі New Waveform  на інструментальній панелі Standard. 
Дослівно Waveform перекладається як "форма хвилі", "сигнал". Звідси й 
назва – редактор сигналів або сигнальний редактор. 
Перед запуском редактора Waveform Editor необхідно переконатися, 
що встановленні стандартні налаштування данного режиму (Tools => 
Preferences => Waveform Viewer/Editor). 
 
 
 
Переглядаючи різні закладки (схему, тимчасові діаграми, таблиці), 
можна виявити, що вони синхронно заповнюються даними в міру того, як 
просувається моделювання в покроковому режимі.  
 
Контрольні запитання  
1. Як запускати управляючу оболонку пакета? 
2. З чого починається активна робота зі створення проекту? 
3. Як здійснюється введення проекту? 
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4. Як здійснюється розміщення на кресленні схеми графічних 
зображень елементів? 
5. Як здійснюється з'єднання провідниками згідно зі структурою 
схеми? 
6. Як здійснюється електричний контроль схеми? 
7. Як можна виконати конвертування графічного опису в текстовий 
опис? 
8. Як здійснюється задання тимчасових діаграм на входах 
пристрою? 
9. Як здійснюється запуск схеми на моделювання? 
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Практичне заняття 2 
ЗАДАННЯ  ЗОВНІШНІХ  ВПЛИВІВ  ЗА  ДОПОМОГОЮ  
СТИМУЛЯТОРІВ  
 
У середовищі Active-HDL зовнішні впливи задаються декількома 
способами: 
– за допомогою віртуальних генераторів сигналів, які називаються 
стимулами або стимуляторами (Stimulators); 
– з використанням VHDL- або Verilog-опису вхідних сигналів 
(створення випробувальних стендів – Test Bench); 
– поданням силових команд (force) в текстовому форматі і 
введенням їх у систему з командного рядка вікна Console; 
– застосуванням існуючих або рисуванням нових тимчасових 
діаграм у графічному редакторі Waveform Editor. 
Більшість розробників цифрової апаратури моделюють свої проекти, 
орієнтуючись на тимчасові діаграми, тобто звичні описи сигналів у 
графічній формі (waveform). Однак існує і текстовий опис сигналів мовою 
HDL (випробувальні вектори – test vectors). Для оптимальної верифікації 
проекту потрібні і ті, й інші способи опису.  
Схемотехніку, що має справу з реальною апаратурою, ближче і 
зрозуміліше всього стимулятори (або стимули) – віртуальні генератори 
сигналів. У деяких САПР, наприклад в DesignLab 8.0 фірми MicroSim, 
такі генератори мають навіть графічні образи і поміщаються на схемі 
подібно іншим реальним компонентам: логічним вентилям, тригерам, 
цифровим вузлам і блокам. 
У пакеті Active-HDL стимулятори – це "генератори-невидимки", 
вони призначаються (приписуються) сигналам або портам, але на схемі 
не відображаються. 
Усього в середовищі Active-HDL є вісім типів стимуляторів, що 
дозволяє описати практично будь-яку форму цифрового сигналу, якою б 
складною вона не була. 
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Стимулятори типу Value та Hotkey 
Найпростіші (і в чомусь схожі між собою) типи стимуляторів – це 
Value (значення) і Hotkey (гаряча клавіша). За допомогою їх обраному 
сигналу або порту задається постійне значення, наприклад "0" або "1". 
Ці стимулятори нагадують роботу звичайного механічного 
тумблера. В одному положенні тумблера сигнал отримує значення "0", в 
іншому – "1". Найцінніше в тому, що значення можна міняти 
безпосередньо в процесі одного модельного експерименту. 
Віртуальні генератори сигналів типу Hotkey міняють поточне 
значення при натисканні користувачем відповідної гарячої клавіші, 
генератором типу Value можна задати нове значення на відкритій 
діалоговій панелі Stimulators у паузі між сусідніми кроками 
моделювання. Іншими словами, сигнали дозволяється змінювати 
інтерактивно в ході моделювання. 
У робочому просторі Lessons створимо новий проект Lesson_2. Це 
можна зробити багатьма способами. Найпростіше розкрити крайню ліву 
піктограму на панелі інструментів Standard і вибрати кнопку New Design 
(рис. 2.1). Відзначимо, що новий проект автоматично стане активним 
(буде виділений жирним шрифтом). 
 
 
 
Рис. 2.1. Піктограма на інструментальній панелі Standard 
 
Викличемо схемний редактор Block Diagram Editor. 
 
Умовні стимули типу Predefined 
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Названий тип стимулу зручний тим, що не вимагає програмування. 
Досить послатися на його ім'я. Припустимо, потрібен генератор імпульсів 
з частотою 25 МГц. У списку, який формується системою умовних 
стимулів, він знаходиться під іменем Clock B2 (рис. 2.17). Після 
вказування цього імені на закладці Signals завдання вирішується одним 
клацанням миші. 
 
 
 
Рис. 2.17. Переглядаємо список умовних стимулів 
 
Якщо відповідного стимулу немає, його легко створити самостійно, 
внести у список умовних стимулів і в подальшому посилатися на нього, 
коли виникає необхідність. Зазвичай розглянутий прийом ефективний 
для часто використовуваних сигналів з незмінною тимчасовою 
діаграмою. Такими сигналами можуть бути скидання (Reset), установка 
(Set), синхронізація (Clock) і т. ін. 
Створимо умовні стимули Reset і Reset_n з тимчасовими діаграмами, 
описуваними "формулами": 0 0 ns, 30 січня ns, 0 50 ns і 1 0 ns, 0 30 ns, 1 
50 ns відповідно. У першому випадку скидання здійснюється високим 
рівнем, у другому – низьким. 
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Стимулятори типу Random 
Стимулятор типу Random (випадковий) грунтується на використанні 
генератора випадкових чисел, який повертає значення цілих чисел, 
розподілені згідно зі стандартними ймовірними функціями. У полі 
Distribution (рис. 2.25) можна встановити бажаний закон розподілу, 
зокрема, рівномірний (Uniform), нормальний (Normal), експонентний 
(Exponential) і деякі інші (всього вісім розподілів). 
 
 
 
Рис. 2.25. Для програмування сигналів з випадковими числовими 
послідовностями використовуємо стимулятор Random 
 
Практичне застосування цей режим знаходить при моделюванні 
двонаправлених сигналів і тристабільних шин. 
 
Контрольні запитання  
1. Які бувають типи стимуляторів у пакеті Active-HDL? 
2. Як виконується моделювання у покроковому режимі? 
3. Як можна створити стимулятори типу Clock? 
4. Як програмуються стимулятори типу Formula? 
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5. Як можна створити умовні стимули типу Predefined? 
6. Як виконується опис шинних сигналів стимуляторами типу 
Counter та Formula? 
7. Як програмується стимулятор типу Random? 
8. Як застосовується у пакеті Active-HDL логічна сила сигналу 
(Strength)? 
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Практичне заняття 3 
СТВОРЕННЯ  ПРОЕКТУ  В  ТЕКСТОВОМУ ФОРМАТІ 
 
Піктограма HDE запуску текстового редактора HDL Editor стоїть 
першою зліва (рис. 3.1). Отже, спочатку потрібно клацнути по ній 
кнопкою, викликавши основний інструмент створення проекту. 
Зауважимо, що в ранніх версіях пакета ніяких інших засобів опису 
проекту користувачеві і не пропонувалося. 
 
 
 
Рис. 3.1. Найпростіший маршрут проектування в середовищі Active-HDL 
 
З'явиться невелика панель (рис. 3.2), де потрібно вибрати мову 
опису проекту (VHDL, Verilog або SystemC). За умовчанням перемикач 
встановлений на мові проектування VHDL. 
 
 
 
Рис. 3.2. Вибираємо мову опису проекту VHDL 
 
Після натискання на кнопку OK запускається майстер створення 
нового вихідного файлу, і на екрані з'являється його діалогова панель 
New Source File Wizard (рис. 3.3). За умовчанням на ній встановлений 
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прапорець Add the generated file to the Design ("Додати створюваний файл 
до проекту").  
 
 
 
Рис. 3.3. Перша діалогова панель майстра нового вихідного файлу 
 
Натиснувши на кнопку "Далі", побачимо наступну панель майстра 
(рис. 3.4), де потрібно ввести три імені: ім'я вихідного файлу (source file), 
ім'я об'єкта проекту (entity) та ім‘я його архітектурного тіла (architecture). 
Втім можна обмежитися тільки ім‘ям вихідного файлу. Решта імен 
будуть запозичені від нього за умовчанням. Далі вводимо імена 
зовнішніх сигналів (портів), задаємо їм напрямок передачі даних 
(вхідний або вихідний порт).  
Під час додавання портів до елемента можна побачити попереднє 
зображення елемента в діалоговому вікні. На елементі зліва будуть 
показані вхідні сигнали, праворуч – вихідні. Коли елемент вважається 
зібраним, натискаємо на кнопку "Готово" (рис. 3.5). За цією командою 
управління буде передано текстовому редактору HDL Editor. У вікні 
перегляду проекту Design Browser з‘явиться ім‘я щойно створеного 
файлу mux2_HDL.vhd, а його вміст відобразиться на новій закладці в 
головному вікні середовища проектування Active-HDL. 
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а 
Рис. 3.10. Структурування тексту програми: а – результат примусового 
вирівнювання; 
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б 
Рис. 3.10. Структурування тексту програми (продовження): б – результат 
автоматичного форматування фрагмента VHDL-коду 
 
Для цього в пакеті Active-HDL існує інша процедура, яка 
називається автоматичним форматуванням тексту. Вона виконується в 
редакторі HDL Editor натисненням на кнопку Autoformat text EH. 
Виділяємо весь код (гарячі клавіші Ctrl+A) і натискаємо декілька разів на 
кнопку Outdent EH, щоб вирівняти текст по лівому краю (рис. 3.10, а). А 
тепер виконаємо автоматичне форматування, результат якого показаний 
на рис. 3.10, б. Якщо необхідно вручну форматувати текст, то 
знадобляться кнопки П (Indent) і (Outdent), що переміщують виділений 
фрагмент коду на одну позицію табуляції вправо або вліво.  
 
У процесі настройки VHDL-коду або верифікації VHDL-моделі 
нерідко виникає необхідність "загальмувати" процес моделювання, щоб 
подивитися поточний стан модельованого об'єкта, значення сигналів на 
його входах і реакцію на виходах. Для досягнення цих цілей у вихідному 
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коді потрібно розставити у бажаних місцях так звані контрольні точки 
переривання (так звані точки зупинки). Піктограмами така команда не 
підтримується, тому клацнемо правою кнопкою миші на рядку, перед 
яким треба зупинити моделювання, і виконаємо команду Toggle 
Breakpoint з контекстного меню (рис. 3.17). 
Зазвичай зручніше користуватися гарячою клавішею F9, повторне 
натискання на яку видаляє точку зупинки. Якщо немає впевненості, що 
вона більше не знадобиться, то краще її просто блокувати, активізувавши 
команду Disable Breakpoint в тому ж меню. Блокована точка зупинки 
залишиться на своєму місці, але змінить колір заливки, а головне, її в 
будь-який час можна "оживити". 
Інший спосіб управління точками останову потребує допомоги 
діалогової панелі Breakpoints (рис. 3.18). Тут з'являються додаткові 
можливості. 
Режими перегляду вихідного коду 
При роботі з великими документами виникає проблема розмірності. 
Процедура структурування дещо знижує гостроту цієї проблеми, тому що 
цілі блоки тексту можна згорнути до розмірів одного рядка. Але 
повністю позбутися прокручування документа не вдається. І тоді на 
допомогу приходять механізми швидкого перегляду вихідного коду. 
У середовищі проектування Active-HDL вони об'єднуються в 
інструмент, керуючі кнопки якого знаходяться в нижньому правому куті 
вікна HDL-редактора (рис. 3.19). 
 
 
 
Рис. 3.19. Керуючі кнопки для ефективного перегляду великих документів 
 
Щоб вибрати спосіб перегляду редагованого коду, потрібно 
клацнути мишею на середній кнопці Browse select (Вибір способу 
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перегляду). Редактор покаже можливі режими швидкого перегляду 
документа (рис. 3.20). 
 
 
 
Рис. 3.20. Можливі режими перегляду тексту 
 
Можна "перегортати" документ по сторінках (на екрані), 
просуватися по тексту, спираючись на закладки 0 або точки зупинки П, 
відразу потрапляти на потрібний фрагмент коду, відзначений 
поіменованою закладкою І, гіперпосиланням П або порядковим номером 
рядка І. Зрозуміло, що редактор HDL-коду підтримує і класичний пошук 
за заданим шаблоном 0. Колір кнопок переміщення залежить від 
обраного режиму, наприклад, при русі по закладках колір кнопок – синій, 
а при переміщеннях по точках зупинки – червоний.  
 
Контрольні запитання  
1. Як запускається текстовий редактор HDL Editor? 
2. Як виглядає вікно текстового редактора HDL Editor? 
3. Які ви знаєте інструменти редактора HDL Editor? 
4. Що таке структурування у пакеті Active-HDL? 
5. Як виконується настройка параметрів редактора HDL Editor? 
6. Які бувають режими перегляду вихідного коду? 
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Практичне заняття 4 
СТИЛІ ПРОЕКТУВАННЯ НА ACTIVE-HDL 
   
Active-HDL є формальним записом, призначеним для опису функції 
і логічної організації цифрової системи. Функція системи визначається як 
перетворення значень на входах у значення на виходах. Причому час в 
цьому перетворенні задається явно. Організація системи задається 
переліком зв'язаних компонент. 
Об‘єкт проекту (design entity)  – первинна абстракція опису 
апаратури в Active-HDL. Вона є частиною проекту апаратури – елемент, 
мікросхема, плата або підсистема, яка має чітко визначені входи і виходи 
та виконує добре визначені функції. У визначенні кожного об'єкта є два 
так званих об'явлення об'єкта (entity declaration) та опис перетворення 
входів у виходи, що називається тілом архітектури (architecture body).  
Об‘єкт проекту може бути описаний у термінах ієрархії блоків 
(blocks), кожен з яких є частиною всього проекту. Блоком верхнього 
рівня в такій ієрархії є сам об'єкт проекту; такі блоки є зовнішніми 
(external), які розміщуються у бібліотеці і можуть бути використані як 
компоненти в інших проектах. Вкладені блоки в цій ієрархії є 
внутрішніми (internal) блоками, описаними за допомогою операторів 
блока. 
Об‘єкт проекту може бути також описаний у термінах 
взаємозв'язаних компонент. Кожен компонент об‘єкта проекту може бути 
пов'язаний з об'єктом проекта більш низького рівня для того, щоб 
визначити структуру або поведінку цих компонент. Результатом успішної 
декомпозиції об'єкта проекту в компоненти і скріплення цих компонент з 
іншими об‘єктами проекту, які, у свою чергу, можуть бути декомпозовані 
таким же способом, є ієрархія об'єктів проекту, якими подається весь 
проект у цілому. Така сукупність об'єктів проекту називається ієрархією 
проекту (design hierarchy). Саме скріплення, необхідне для опису ієрархії 
проекту, може бути задано в конфігурації об'єкта верхнього рівня в цій 
ієрархії. 
Active-HDL підтримує три різні стилі для опису апаратної 
архітектури. Перший з них – структурний опис (structural description), в 
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якому архітектура подається у вигляді ієрархії зв'язаних компонент. 
Другий – потоковий опис (data-flow description), в якому архітектура 
подається у вигляді безлічі паралельних регістрових операцій, кожна з 
яких управляється вентильними сигналами. Потоковий опис відповідає 
стилю опису, що використовується в мовах регістрових передач. І, 
нарешті, поведінковий опис (behavioral description), в якому 
перетворення описується послідовними програмними пропозиціями, які 
схожі на ті, що є в будь-якій сучасній мові програмування високого рівня. 
Всі три стилі можуть спільно використовуватися в одній архітектурі. 
Опис роботи  пристрою 
Суматор є найпростішим цифровим пристроєм. Це – вузол ЕОМ, що 
виконує арифметичне підсумовування кодів чисел, тобто він 
призначений для складання двох чисел, заданих у двійковому коді. 
Порівняємо підсумовування десяткових і двійкових чисел: 
 
 
 
 
Правила складання двійкових і десяткових чисел однакові: 
1) складання проводиться порозрядно – від молодшого розряду до 
старшого;  
2) у молодшому розряді обчислюється сума молодших розрядів 
доданків Аi і Вi. Ця сума в такій системі числення може бути записана 
однозначним числом S1 або двозначним числом P1S1. Функція P 
називається перенесенням;  
3) у всіх подальших розрядах знаходиться сума цих розрядів 
доданків Ai і Bi, причому при Pi – 1 = 1 до цієї суми додається одиниця (в 
числових прикладах, наведених вище, цей випадок виділений жирним 
шрифтом), результат складання в i-му розряді записується у вигляді 
однозначного Si або двозначного PiSi числа. 
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Часова діаграма стилю проектування (Behave description) 
 
3. Третій стиль проектування (Mixed description) 
-------------------------------------------------------------------------------------------------- 
-- 
-- Title           : fa 
-- Design       : Style2 
-- Author       : Sergey 
-- Company   : BBK 
-- 
-------------------------------------------------------------------------------------------------- 
-- 
-- File             : Style2.vhd 
-- Generated   : Sun May 28 15:23:57 2006 
-- From           : interface description file 
-- By               : Itf2Vhdl ver. 1.20 
-- 
-------------------------------------------------------------------------------------------------- 
-- 
-- Description :  
-- 
-------------------------------------------------------------------------------------------------- 
 
--{{ Section below this comment is automatically maintained 
--   and may be overwritten 
--{entity {fa} architecture {mixed}} 
 
library IEEE; 
use IEEE.STD_LOGIC_1164.all;   
 
 entity and1 is 
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 port (P1,P2,P3:in bit; 
 PZ:out bit); 
end and1; 
architecture and1 of and1 is 
begin 
 PZ<=P1 and P2 and P3; 
 end and1; 
 
 
entity fa is 
  port( 
   A : in BIT; 
   B : in BIT; 
   CIN : in BIT; 
   NA : in BIT; 
   NB : in BIT; 
   NCIN : in BIT; 
   P : out BIT; 
   COUT : out BIT 
      ); 
end fa; 
 
--}} End of automatically maintained section 
 
architecture mixed of fa is 
component and1 
 port (P1,P2,P3: in bit; 
  PZ: out bit); 
 end component;      
 signal S1:bit;  
 signal S2:bit; 
 begin      
  x1:and1 port map (A,B,CIN,S1); 
  process (A,B,CIN,NA,NB,NCIN) 
  variable T1,T2,T3:bit;  
  begin     
    T1:=NA and NCIN and B; 
     T2:=NB and NCIN and A; 
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    T3:=NB and NA and CIN; 
    COUT<=T1 or T2 or T3 or S1;  
    
     
     end process;        
  x2:and1 port map (A,B,CIN,S2);  
  process (A,B,CIN,NA,NB,NCIN) 
  variable P1,P2,P3:bit;  
  begin     
    P1:=NCIN and A and B; 
     P2:=CIN and NA and B; 
    P3:=CIN and A and NB; 
    P<=P1 or P2 or P3 or S2;  
    
     
     end process;    
       
end mixed; 
 
 
 
Часова діаграма стилю проектування (Mixed description) 
 
4. Четвертий стиль проектування (structure description) 
------------------------------------------------------------------------------------------------- 
-- 
-- Title          : fa 
-- Design      : Style3 
-- Author      : Sergey 
-- Company  : BBK 
-- 
---------------------------------------------------------------------------------------------- 
-- File              : Style3.vhd 
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-- Generated    : Sun May 28 19:42:40 2006 
-- From            : interface description file 
-- By                :  Itf2Vhdl ver. 1.20 
--  
------------------------------------------------------------------------------------------------- 
-- 
-- Description :  
-- 
------------------------------------------------------------------------------------------------- 
 
--{{ Section below this comment is automatically maintained 
--   and may be overwritten 
--{entity {fa} architecture {structure}} 
 
library IEEE; 
use IEEE.STD_LOGIC_1164.all; 
 
entity and1 is 
 port (P1,P2,P3:in bit; 
 PZ: out bit); 
end and1; 
architecture and1 of and1 is 
begin 
 PZ<=P1 and P2 and P3; 
end and1; 
 
entity fa is 
  port( 
   A : in BIT; 
   B : in BIT; 
   CIN : in BIT; 
   NA : in BIT; 
   NB : in BIT; 
   NCIN : in BIT; 
   P : out BIT; 
   COUT : out BIT 
      ); 
end fa; 
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Часова діаграма стилю проектування (structure description) 
 
Контрольні запитання  
1. Що таке об‘єкт проекту в пакеті Active-HDL? 
2. Яку послідовність дій треба виконати, щоб відредагувати 
програму за допомогою інтегрованого середовища розробки пакета 
Active-HDL? 
3. Яку послідовність дій треба виконати, щоб скомпілювати 
програму за допомогою інтегрованого середовища розробки пакета 
Active-HDL? 
4. Яку послідовність дій треба виконати, щоб виконати програму за 
допомогою інтегрованого середовища розробки пакета Active-HDL? 
5. Як виконується програмування у першому стилі проектування 
data-flow description? 
6. Як виконується програмування у другому стилі проектування 
behave description? 
7. Як виконується програмування у третьому стилі проектування 
mixed description? 
8. Як виконується програмування у четвертому стилі проектування 
structure description? 
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Практичне заняття 5 
ПОТОКОВИЙ, ПОВЕДІНКОВИЙ ТА СТРУКТУРНИЙ ОПИСИ 
ПРИСТРОЮ НА МОВІ VHDL 
 
Мова VHDL призначена для опису проектів різного ступеня 
складності – від найпростішого вентиля до цілої системи, що складається 
з апаратних і програмних частин. Вона дозволяє будувати моделі на 
різних рівнях абстракції, виконувати імітаційне моделювання і 
генерувати тимчасові діаграми, вести точне документування проекту, 
здійснювати синтез структури за поведінковомим описом, верифікувати 
проект формальними методами, автоматично генерувати тести. 
VHDL створена на базі мови програмування ADA та успадкувала 
багато її властивостей. Додатково в мову введено поняття модельного 
часу, сигналу, події, компонента та інші. Використання VHDL дозволяє 
не прив'язувати проект заздалегідь до конкретного фізичного способу 
реалізації. Одна і та ж логічна VHDL-реалізація є джерелом генерації 
різних фізичних пристроїв. 
В основі мови лежать такі принципи побудови: 
· підтримка функціональної декомпозиції (функціональна ієрархія 
і рекурсія); 
· підтримка структурної декомпозиції (структурна ієрархія); 
· подання системи у вигляді процесів, що паралельно 
функціонують і взаємодіють; 
· використання абстрактних типів даних; 
· використання подієвого моделювання; 
· підтримка різних рівнів абстракції та деталізації подання 
проекту. 
Відповідно до рівнів абстракції мова допускає побудову моделей 
трьох типів: 
· поведінкових; 
· потокових; 
· структурних. 
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Для побудови кожного типу моделей використовується своя 
характерна підмножина засобів мови. 
Основні засоби мови VHDL включають: 
· бібліотеки; 
· модулі: інтерфейси об'єкта проекту, архітектурні тіла, 
конфігурації, пакети, тіла пакетів; 
· підпрограми: процедури, функції; 
· скалярні типи перелічних даних: числові, фізичні; 
· складові типи даних: записи, масиви, файли; 
· об'єкти: константи, змінні, сигнали, порти, параметри настройки 
та інші; 
· операції: логічні, порівняння, арифметичні; 
· вирази; 
· послідовні оператори: очікування, затвердження, призначення 
сигналу, присвоювання змінної, виклику процедури, умовний, 
селективний, циклу, повернення та інші; 
· паралельні оператори: блока, процесу, паралельного виклику 
процедури, паралельного твердження, паралельного призначення 
сигналу, конкретизації компонента, генерації. 
Описи пристроїв на мові VHDL 
VHDL підтримує три різних стилі для опису апаратних архітектур: 
1) структурний опис (structural description), в якому архітектура 
подається у вигляді ієрархії зв'язаних компонентів; 
2) потоковий опис (data-flow description), в якому архітектура 
подається у вигляді безлічі регістрових операцій, кожна з яких 
управляється вентильними сигналами (потоковий опис відповідає стилю 
опису, використовуваному в мовах регістрових передач); 
3) поведінковий опис (behavioral description), в якому перетворення 
описується послідовними програмними пропозиціями, що схожі на 
наявні в будь-якій сучасній мові програмування високого рівня. Всі три 
стилі можуть спільно використовуватися в одній архітектурі. 
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Поведінковий опис проекту (d_trigger_behavior.vhd) 
Як відомо, цей тригер працює так, що при С = "1" сигнал на виході 
Q повторює значення сигналу на вході D, а при С = 0 тригер зберігає 
попередній стан і сигнал на виході Q не змінюється. Сигнал на виході NQ 
є інверсією сигналу на виході Q. 
Оператор PROCESS (C, D) вказує на те, що робота схеми описується 
процесом, де зміна сигналів на виходах можлива лише внаслідок зміни 
вхідних сигналів C або D. Оператор IF визначає, що при C = "1" сигнал Q 
набуває значення D, а NQ  – інверсії D. Ключове слово AFTER вказує на 
те, що зміни значень на виходах Q, NQ відбуваються не миттєво, а із 
затримкою на 5 наносекунд. 
Проект D-тригера в поведінковому поданні має такий вигляд: 
 
library IEEE; 
use IEEE.std_logic_1164.all; 
 
ENTITY d_flipflop IS 
PORT ( D, C : IN bit; 
            Q, NQ: OUT bit ); 
END ENTITY d_flipflop;  
 
 
ARCHITECTURE behaviour OF d_flipflop IS 
BEGIN 
PROCESS (C,D) 
BEGIN 
IF  C = '1'  THEN 
     Q <= D  AFTER 5 ns; 
     NQ <= not D AFTER 5 ns; 
END IF; 
END PROCESS; 
END ARCHITECTURE behaviour; 
 
Результат роботи (рис. 5.2). 
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Рис. 5.2. Поведінковий опис 
 
Створення елемента 
Створюємо новий елемент, з лівого меню вибираємо правою 
клавішею миші – New ® VHDL Source (рис. 5.3). 
 
 
Рис. 5.3. Створення елемента 
 
 Вводимо ім'я створеного елемента (рис. 5.4). 
 
ARCHITECTURE dataflow OF rs_ff IS 
BEGIN 
QFF <= SFF nand  NQFF AFTER 2 ns; 
NQFF <= RFF nand  QFF AFTER 3 ns; 
END dataflow; 
 
Результат роботи (рис. 5.12). 
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Рис. 5.12. Потоковий опис 
 
Контрольні запитання  
1. Які принципи побудови лежать в основі мови VHDL? 
2. Які три типи моделей допускає побудова мови відповідно до 
рівнів абстракції? 
3. Що включають основні засоби мови VHDL? 
4. Які три різні стилі для опису апаратних архітектур підтримує 
VHDL? 
5. Як подається архітектура проекту при структурному описі 
(structural description)?  
6. Як виконується потоковий опис об'єкта? 
7. Що таке поведінковий стиль в описі апаратури на мові VHDL? 
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Практичне заняття 6 
ТРАНСЛЯЦІЯ МОДЕЛЕЙ ІЗ СЕРЕДОВИЩА MATLAB В 
СЕРЕДОВИЩЕ VHDL 
 
Використання модуля Simulink середовища Matlab 
 
Успіх мови VHDL для проектування інтегральних схем 
безперечний. Автоматизоване посилання між теоретичним проектом і 
реалізацією високої цілісності істотне і може бути досягнуте в VHDL 
через конверсійний інструмент. Дуже привабливим є високорівневий 
інструмент проекту моделювання Matlab/Simulink. Це – дуже гнучкий 
інструмент проектування, який дозволяє випробування високорівневого 
структурного опису проекту і вносить можливі швидкі зміни і 
виправлення. Тому проектування інструменту, що дозволяє конвертацію 
структури в код мови VHDL, економило б час проектувальника, який 
інакше доведеться витрачати на перезапис моделі в таку ж структуру в 
VHDL та виправлення ймовірних помилок. Перш за все зусилля були 
сконцентровані на аналізі структури Matlab Simulink і його схожості з 
VHDL. Об’єктно орієнтований стиль програмування та сучасні методи 
проектування програмних продуктів були вибрані для ілюстрації 
сучасного підходу до проектування/розробки/тестування програмних 
рішень. Оскільки Matlab Simulink є високорівневим інструментом опису і 
дозволяє такі операції як добровільні арифметичні операції, динамічний 
стиль увійде до наступної версії конверсійного інструменту. Останній 
інструмент, який розвивається, також дозволить об'єднання деякої форми 
простої оптимізації в процес конвертації. 
 
Опис послідовності дій при класичному підході до проектування 
пристроїв та використання автоматичної конвертації 
 
При класичному підході до проектування цифрових пристроїв 
проектувальник спочатку створює та моделює високорівневу модель 
пристрою за допомогою Matlab/Simulink, а потім виконує майже 
спочатку проектування структурного опису на мові VHDL. Перенос 
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високорівневої моделі в структурний опис є неформалізованим процесом, 
який залежить від підходу до цієї задачі конкретного проектувальника. 
На рис. 6.1 проілюстровано описаний вище підхід до проектування 
цифрових пристроїв. 
При використанні автоматичного конвертування процес створення 
структурної моделі є повністю формалізованим та автоматичним. 
Діаграма на рис. 6.2 ілюструє підхід до проектування за допомогою 
автоматичної конвертації. 
 
 
 
Рис. 6.1. Процес проектування за допомогою автоматичної конвертації моделі 
Matlab/Simulink у структурний опис моделі на мові VHDL 
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Рис. 6.11. Math Operations 
 
Елементи розташуємо в робочій області так, як наведено на 
рис. 6.12. Для з’єднання елементів натискаємо лівою клавішею миші на 
виході першого елемента та проводимо лінію до входу потрібного 
елемента.  
 
 
 
Рис. 6.12. Схема суматора в модулі Simulink  
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Рис. 6.27. Результати моделювання суматора 
 
Як можна побачити з часової діаграми, суматор працює правильно. 
 
 
 
Контрольні запитання  
1. Яка послідовність конвертації моделі із середовища Matlab в 
середовище Active-HDL? 
2. Якою командою запускається модуль Simulink? 
3. Які елементи знаходяться у бібліотеці Simulink? 
4. Які елементи знаходяться у вікні Math Operations? 
5. Які елементи знаходяться у вікні Common used blocks? 
6. Як виконується з’єднання елементів? 
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Практичне заняття  7 
МОДЕЛЮВАННЯ ЗАТРИМОК В VHDL 
  
Можна уявити, що об'єкт із затримкою як би складається з двох – 
ідеального елементу та елементу затримки. 
У мові VHDL вбудовані дві моделі затримок – інерціальна і 
транспортна. Інерціальна модель передбачає, що елемент не реагує на 
сигнали, тривалість яких менше порога, рівного часу затримки елементу. 
Транспортна модель позбавлена цього обмеження. 
Інерціальна модель за умовчанням вбудована в оператор 
призначення сигналу мови VHDL. Наприклад, оператор призначення 
Y<=X1 and X2 after 10 ns; описує роботу вентиля 2І і відповідає 
інерціальній моделі. Вказівка на використання транспортної моделі 
забезпечується ключовим словом transport в правій частині оператора 
призначення. Наприклад, оператор YT<=transport X1 and X2 after 10 ns;  
відображає транспортну модель затримки вентиля. 
Затримка може бути задана не константою, а виразом, значення 
якого може конкретизуватися для кожного екземпляра об'єкта, який 
використовується як компонента. Для цього її задаємо як параметр 
настройки в описі інтерфейсу об'єкта. 
Інерціальна затримка типова для більшості систем реального життя і 
через це вона визначається моделлю затримки в VHDL. Присвоєння after 
автоматично визначає інерціальну затримку. Характерним елементом цієї 
моделі є те, що дві наступні зміни входу будуть ігноруватися, якщо час 
між ними коротший, ніж зазначена затримка. 
У реальних пристроях зміна значення внутрішніх вузлів і виводів 
спричиняє падіння навантаження в ємностях, індуктивності та опору. Це 
надає пристрою деякої інерції, тобто має тенденцію залишатися в тому ж 
самому стані. Це – те, через що VHDL включає інерційний механізм 
затримки, що дозволяє функціонувати пристроям з відхиленням занадто 
коротких вхідних імпульсів. Інерціальна затримка – механізм, який 
використовується за умовчанням в декларації сигналу, або її можно 
визначити. 
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Щоб пояснити роботу інерціальних затримок, необхідно спочатку 
розглянути модель, в якій всі призначення сигналу для цього сигналу 
використовують те ж саме значення затримки 3 ns, як у такій моделі 
інвертора:  
y <= inertial not x after 3 ns; 
Оскільки ця модель застосовується для транспортування сигналів 
без будь-яких змін, то вона була названа транспортною затримкою 
моделі. Щоб відрізнити її від визначеної раніше інерційної моделі, 
ключове слово transport передає специфікації значення затримки. 
Транспортний механізм затримки використовується, коли 
моделюється ідеальний пристрій з миттєвою відповіддю на вхідний 
імпульс, незалежно від того, яким би коротким він не був. Приклад 
такого пристрою – ідеальна лінія передачі, яка передає всі вхідні зміни, 
відстрочені на якийсь час – 5 s.  
y <= transport x after 5 s;  
При моделюванні дискретних систем важливе місце займає 
моделювання поширення сигналу з урахуванням затримки в провідниках 
або затримки у вентилях. Для цього використовують такий розширений 
синтаксис опису сигналу: 
 
\присвоєння сигналу\::=\приймач\ <= [\спосіб затримки\] \графік\; 
\спосіб затримки \::= transport |[reject \вираз часу\] inertial  
\графік\::= \ вираз \ [after \ вираз часу \]  
                  {, \ вираз \ [after \ вираз часу \] } 
 
Тут графік (waveform) являє собою запис, що складається з однієї 
або декількох пар: величина сигналу – затримка сигналу. У першій парі 
затримка може не вказуватися, мається на увазі, що вона нульова. 
Cпосіб затримки transport означає, що при присвоєнні сигнали, 
подані на графіку, будуть затримані подібно до того, як сигнал 
затримується в лінії затримки або провідниках. Величина затримки 
відраховується відносно моменту зупинки процесу і задається виразом 
\вираз часу\, що має тип time. 
Спосіб затримки inertial реалізує поведінку затримки в джерелі 
сигналу, яке не реагує на занадто короткі вхідні імпульси. При цьому  
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Інерціальна затримка 
Цифрові схеми мають певну інертність. Для формування сигналу на 
вихідному контакті, у відповідь на зміну вхідного сигналу, потрібна 
деяка кількість енергії і певний час. Наприклад, якщо вентиль має 
затримку 6 ns, то імпульс меншої тривалості (скажімо, 4 ns), не пройде 
через нього і не з'явиться на виході вентиля. Про імпульси, тривалість 
яких менше затримки, необхідної для поширення сигналу через схему, 
говорять, що вони відкидаються, тобто фільтруються схемою. Така логіка 
роботи використовується у семантиці мови VHDL за умовчанням. Для 
подання цього виду затримок поширення сигналу у мові VHDL 
використовується поняття інерціальної затримки (inertial delay), в 
операторі присвоювання – ключове слово inertial. 
Інерціальна модель за умовчанням вбудована в оператор 
призначення сигналу мови VHDL. Наприклад, оператор призначення 
Y<=X1 and X2 after 10 ns; 
описує роботу вентиля 2І і відповідає інерціальній моделі. 
Якщо розробник схеми має більш детальну інформацію про 
інерціальні затримки і мінімальну тривалість імпульсів на входах, він 
може явно вказати мінімальну тривалість імпульсів, відмінну від 
специфікованої затримки формування вихідного сигналу. Коли 
мінімальна тривалість вхідного сигналу, що приводить до зміни 
вихідного сигналу, менше заданої затримки, для її вказівки 
використовується секція reject. 
Наприклад, в операторі присвоювання значення сигналу можна 
вказати: 
z <= reject 3 ns inertial (x xor y) after 7 ns; 
Тут мінімальна тривалість імпульсу на входах x і y встановлена 
рівною 3 ns, в той час як затримка формування вихідного сигналу z 
дорівнює 7 ns. При тривалості менше 3 ns імпульс фільтрується, 
відкидається системою моделювання і не приводить до формування 
нового значення вихідного сигналу z. 
Якщо в операторі присвоювання значення сигналу 
присутня секція inertial і кілька секцій after, то секція inertial 
застосовується тільки до  
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Результат (рис. 7.14): transport (a_int * b_int) after 5 ns.  
 
 
 
Рис. 7.14. Використання затримки типу transport для довгих сигналів 
 
Контрольні запитання  
1. Що таке "об'єкт із затримкою"? 
2. Як програмується інерціальна модель затримки? 
3. Як використовується транспортний механізм затримки? 
4. Що таке  інерціальна затримка з фільтрацією? 
5. Який синтаксис має опис механізму затримок в операторах 
присвоєння значень сигналам? 
 55 
Практичне заняття 8 
ВИКОРИСТАННЯ ІЄРАРХІЧНИХ СТРУКТУР ПРИ 
ПРОЕКТУВАННІ СКЛАДНИХ ПРИСТРОЇВ У СИСТЕМІ 
ACTIVE-HDL 
Робота в VHDL з ієрархічними пристроями. Блочно-ієрархічний 
підхід до створення складних систем  
 
Практика показує, що переважна більшість складних систем як в 
природі, так і в техніці має ієрархічну внутрішню структуру. Це пов'язано 
з тим, що зазвичай зв'язки елементів у складних системах різні як за 
типом, так і за силою, що і дозволяє розглядати ці системи як деяку 
сукупність взаємозалежних підсистем. Внутрішні зв'язки елементів таких 
підсистем сильніші, ніж зв'язки між підсистемами.  
У свою чергу, використовуючи такі самі розходження зв'язків, 
можна кожну підсистему розділити на підсистеми і т.ін. до самого 
нижнього "елементарного" рівня, причому вибір рівня, компоненти якого 
потрібно вважати елементарними, залишається за дослідником. На 
елементарному рівні система, як правило, складається з небагатьох типів 
підсистем, по-різному скомбінованих та організованих. Ієрархії такого 
типу отримали назву "ціле-частина". 
Поведінка системи в цілому зазвичай виявляється складніше 
поведінки окремих частин, причому через більш сильні внутрішні зв'язки 
особливості системи в основному обумовлені відносинами між її 
частинами, а не частинами як такими. 
У природі існує ще один вид ієрархії – ієрархія "просте-складне" чи 
ієрархія розвитку (ускладнення) систем у процесі еволюції. У цій ієрархії 
будь-яка функціонуюча система є результатом розвитку більш простої 
системи. Саме цей вид ієрархії реалізується механізмом успадкування 
об'єктно-орієнтованого програмування. 
Будучи значною мірою відображенням природних і технічних 
систем, програмні системи зазвичай є ієрархічними, тобто володіють 
описаними вище властивостями. На цих властивостях ієрархічних систем 
будується блочно-ієрархічний підхід до їх дослідження чи створення. 
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Цей підхід передбачає спочатку створення частини таких об'єктів (блоки, 
модулі), а потім збирання з них самого об'єкта.  
Процес розбиття складного об'єкта на порівняно незалежні частини 
одержав назву декомпозиції. При декомпозиції враховують, що зв'язки 
між окремими частинами повинні бути слабші, ніж зв'язки елементів 
всередині частин. Крім того, щоб з отриманих частин можна було зібрати 
розроблюваний об'єкт, у процесі декомпозиції необхідно визначити всі 
види зв'язків частин між собою. 
При створенні дуже складних об'єктів процес декомпозиції 
виконується багаторазово: кожен блок, у свою чергу, декомпозується на 
частини, поки не отримують блоки, які порівняно легко розробити. Такий 
метод розробки отримав назву покрокової деталізації. 
Істотно і те, що в процесі декомпозиції намагаються виділити 
аналогічні блоки, які можна було б розробляти на загальній основі. Таким 
чином, як уже згадувалося вище, забезпечується збільшення ступеня 
повторюваності кодів і відповідно зниження вартості розробки. 
Результат декомпозиції зазвичай подають у вигляді схеми ієрархії, 
на нижньому рівні якої розташовують порівняно прості блоки, а на 
верхньому – об'єкт, що підлягає розробці. На кожному ієрархічному рівні 
опис блоків виконують з певним ступенем деталізації, абстрагуючись від 
несуттєвих деталей. Отже, для кожного рівня використовують свої форми 
документації і свої моделі, що відображають сутність процесів, які 
виконуються кожним блоком. Так, для об'єкта в цілому, як правило, 
вдається сформулювати лише самі загальні вимоги, а блоки нижнього 
рівня повинні бути специфіковані так, щоб з них дійсно можна було 
зібрати працюючий об'єкт. Іншими словами, чим більше блок, тим 
більше абстрактним має бути його опис. 
При дотриманні цього принципу розробник зберігає можливість 
осмислення проекту і, отже, може приймати найбільш правильні рішення 
на кожному етапі, який називають локальною оптимізацією (на відміну 
від глобальної оптимізації характеристик об'єктів, що для дійсно 
складних об'єктів не завжди можлива).  
Необхідно мати на увазі, що поняття складного об'єкта у міру 
вдосконалення технологій змінюється, і те, що було складним вчора, 
необов'язково залишиться складним завтра. 
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Початок роботи 
1. Створюємо новий робочий простір. 
2. Створюємо новий проект. 
3. Створюємо новий VHDL-файл з ім'ям summf (закладка Wizard ® 
VHDL Sourse Code) (рис. 8.2 ). 
 
 
 
Рис. 8.2. Вікно введення імені нового файлу New Source File Wizard – Name 
 
2. Вводимо потрібні порти введення/виведення (рис. 8.3). 
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Рис. 8.3. Вікно введення портів проекту New Source File Wizard – Ports 
 
 
 
 
Рис. 8.6. Схема одного розряду суматора 
 
При активній схемі (відображена на екрані як активний проект) 
потрібно перетворити схему в HDL-текст. Для цього потрібно на панелі 
інструментів натиснути кнопку . У файлі summsh.vhd буде 
сформовано текст моделі. 
 
library IEEE; 
use IEEE.std_logic_1164.all; 
 
entity summsh is 
  port( 
       as : in STD_LOGIC; 
       bs : in STD_LOGIC; 
       ps0 : in STD_LOGIC; 
       ps1 : out STD_LOGIC; 
       ss : out STD_LOGIC 
  ); 
end summsh; 
 
architecture summsh of summsh is 
 
---- Signal declarations used on the diagram ---- 
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signal a_and_b : STD_LOGIC; 
signal z : STD_LOGIC; 
signal z_and_ps0 : STD_LOGIC; 
 
begin 
 
----  Component instantiations  ---- 
 
a_and_b <= as and bs; 
z_and_ps0 <= ps0 and z; 
ps1 <= a_and_b or z_and_ps0; 
z <= bs xor as; 
ss <= ps0 xor z; 
 
end summsh; 
 
Внутрішній опис ієрархічного блока на мові EDIF 
Існує ще одна реалізація ІБ – у вигляді списку ланцюгів (Netlist) на 
мові EDIF. Наприклад, при виборі способу реалізації блока (рис. 8.21) 
друга зліва позиція пропонує якраз варіант EDIF Netlist. 
Абревіатура EDIF розшифровується як Electronic Design Interchange 
Format – "формат обміну проектів при розробці електронних схем". 
Список ланцюгів у цьому стандарті може бути отриманий з описів 
проекту на мовах VHDL або Verilog за допомогою стандартних програм 
або безпосередньо зі схеми. 
Будь-який серйозний пакет просто зобов'язаний підтримувати цей 
міжнародний стандарт, і Active-HDL не виняток. Як приклад назвемо 
використання мови EDIF для опису компонентів, що входять у 
багатосистемні бібліотеки цього середовища проектування. 
Опис на мові EDIF має кілька ознак. Як приклад розглянемо елемент 
sop4, що входить у бібліотеку spartan3 (рис. 8.28). 
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Рис. 8.28. Загальні відомості про компоненти sop4 із системної бібліотеки 
spartan3 
 
З графічного зображення елемента видно (рис. 8.28, а), що sop4 
виконує функцію 2-2І-2АБО. У системній бібліотеці spartan3 інформація 
про цей елемент подана таким рядком (рис. 8.28, б). 
 
 
Рис. 8.33. Перетворення ієрархічного блока у символ 
Виконуючи цю операцію, необхідно пам'ятати, що після отримання 
символу назавжди втратиться конвертований ієрархічний блок. Навіть 
команда Undo не допоможе повернутися до попереднього ієрархічного 
блока. 
 
Контрольні запитання  
1. Для чого потрібен блочно-ієрархічний підхід до створення 
складних систем? 
2. Що таке "процес декомпозиції"? 
3. Які принципи лежать в основі блочно-ієрархічного підходу? 
4. Як виконується опис пристрою у формі схеми? 
5. Як виконується розміщення ієрархічних блоків? 
6. Як виконується редагування ієрархічних блоків? 
7. Як виконується проектування внутрішнього вмісту ієрархічного 
блока? 
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8. Як виконується внутрішній опис ієрархічного блока на мові EDIF? 
9. Як виконується перетворення ієрархічних блоків у символи? 
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Практичне заняття 9 
ВИКОРИСТАННЯ П'ЯТИЗНАЧНОГО МОДЕЛЮВАННЯ ДЛЯ 
ДОСЛІДЖЕННЯ ПРАЦЕЗДАТНОСТІ ОБЧИСЛЮВАЛЬНИХ 
ПРИСТРОЇВ В ACTIVE-HDL 
 
Опис роботи пристрою 
 
Розглянемо використання п‘ятизначного моделювання в пакеті 
Active-HDL на прикладі дешифратора. 
Перетворювачі двійкового коду в код "1 з n" називаються 
дешифраторами. Вони можуть використовуватися як самостійні пристрої 
при виведенні інформації з ЕОМ, а також входять до складу мікросхем 
пам'яті та інших мікросхем для вибору однієї з безлічі комірок. Наведемо 
умовне графічне зображення (рис. 9.1). 
 
 
 
Рис. 9.1. Умовне графічне зображення дешифратора 
 
Наведемо таблицю станів: 
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Відповідно до принципів побудови принципової схеми за таблицею 
станів отримаємо схему дешифратора. Цю схему наведено на рис. 9.2.   
 
 
 
Рис. 9.2. Принципова схема, яка реалізовує таблицю істинності дешифратора 
 
Опис процесів проектування 
С 
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Рис. 9.17. Результати моделювання 
 
 На вхід А: з 0 ns установлено "невизначене значення" (зелене 
штрихування), через 12 ns цей сигнал установлено в неініціалізоване 
значення U (сірий пунктир), а в 16 ns установлено сигнал в "1". 
На вхід В подаємо сигнал типу Clock, період якого 45 ns. 
На вхід С подаємо: з 0 ns установлено значення "0", через 25 ns цей 
сигнал установлено в "0", а в 45 ns установлено сигнал в "Н" – "слабка 
одиниця" (малинова лінія). 
При невизначеному сигналі на виході А на виходах Z1 – Z8 
установлюється сигнал "невизначене значення". 
При подачі неіціалізованого сигналу на виходах з‘являється 
неіціалізований сигнал. 
При подачі на вхід слабкої "1" на виході нічого не змінилося. 
 
Контрольні запитання  
1. Особливості описів процесів проектування при створенні моделі 
дешифратора. 
2. Що означає сигнал "H" – "слабка одиниця"? 
3. Що означає сигнал "невизначене значення"? 
4. Що таке неіціалізований сигнал? 
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Практичне заняття 10 
РОБОТА З РЕДАКТОРОМ АВТОМАТІВ STATE DIAGRAM 
EDITOR 
 
Будь-яка цифрова схема з детермінованою поведінкою може 
розглядатися як скінчений автомат (автомат зі скінченим числом 
внутрішніх станів). Отже, зв‘язок між сигналами на вхідних і вихідних 
портах такої схеми може бути описаний графом автомата. Ця форма 
опису є особливо зручною і наочною для схем, що реалізують алгоритми 
управління. Її застосування дозволяє суттєво підвищити швидкість 
створення i верифікації проектів. 
Active-HDL має в своєму складі графічний Редактор автоматів, що 
дозволяє легко створювати і редагувати графи, компілювати цю форму 
опису в опис у вигляді файлів мовою VHDL чи Verilog, реалізувати на 
графі ефекти анімації, висвітлюючи поточні стани автомата під час 
моделювання, тощо. 
Для того щоб створити пустий файл із розширенням *.asf, потрібно 
виконати одну із умов, а саме: 
· File -®New ® State Diagram 
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Рис. 10.1. Створення файлу діаграми 
 
Вікно Редактора автоматів (рис. 10.1) складається з області 
декларацій (у верхній частині вікна) і робочої області (обведеної 
контуром). Перша містить інформацію про ім‘я сутності і порти, друга 
призначена власне для побудови графа. 
 
Панель інструментів Редактора автоматів містить такі 
функціональні кнопки: 
 –  вибір та редагування; 
 – додавання нової вершини (стану); 
 – додавання нового ребра (переходу); 
 – додавання умови переходу; 
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 – дії автомата під час перебування у стані і під час 
переходу; 
 – додавання дії "Автомат-діаграма";  
 – додавання сигналу 
 – додавання портів: вхідного, вихідного, 
двонаправленого;  
 – додавання початкового стану; 
 – вставка текстового рядка (коментаря), рисування 
кривої лінії, кола, прямокутника; 
 – вирізання і копіювання в буфер обміну та вставка з 
буфера; 
 – відміна дії та повернення до попередньої відміненої дії; 
 – збільшення і зменшення усієї сторінки, показ усієї 
сторінки, збільшення виділеного фрагмента; 
 – генерація VHDL-коду поточного графа автомата та 
перегляд згенерованого VHDL-коду; 
 – трасування до наступного стану. 
 
Розміщення і редагування портів та глобальних сигналів  
 
 
 
 
Рис. 10.6. Вікно редагування 
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Для введення умови переходу треба натиснути на панелі 
інструментів кнопку Condition   (курсор при цьому змінить свою 
форму) і відмітити ним потрібне ребро. В результаті відкриється вікно 
редагування (рис. 10.6), у яке потрібно ввести умову переходу, 
дотримуючись правил синтаксису мови VHDL, і натиснути на клавішу 
Enter або клацнути мишею за межами вікна. 
Задамо умову, при виконанні якої буде відбуватися скидання, тобто 
виконуватися перехід у початковий стан S2 (рис. 10.14). На панелі 
інструментів для цих цілей є відповідний значок Condition ("умова")  
 
Рис. 10.14. Додавання умови 
 
Відкриється невелике вікно, в яке введемо бажану умову переходу, 
наприклад R = "1". Написана умова означає, що в момент часу, коли 
сигнал скидання R набуде рівня "логічної одиниці", автомат повинен 
перейти в S2, яким би не був його поточний стан. 
Додамо порт R за допомогою відповідної кнопки Input port. 
Активізуємо операцію, підведемо невеликий прямокутник, прив'язаний 
до курсора миші, так, щоб він перетинав нижню дугу переходу, і знову 
клацнемо лівою кнопкою миші. 
Повторимо модельний експеримент з новою версією автомата 
(рис. 10.15). 
 
 
 
Рис. 10.15. Результати моделювання 
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Рис. 10.24. Вигляд контекстного меню 
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Рис. 10.25. Установка кількості процесів 
 
Результати моделювання RS-тригера показані на рис. 10.26. У 
момент часу 75 ns на тригер надходить заборонений набір сигналів, і 
автомат переходить у стан Ban, інформуючи розробника проекту про 
некоректний набір вхідних сигналів. 
 
 
 
Рис. 10.26. Результати моделювання RS тригера 
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Розглянемо двовходовий мультиплексор mux2, що працює як 
асинхронний автомат (рис. 10.27).  
 
 
 
Рис. 10.27. Мультиплексор mux2, описаний в термінах цифрового автомата 
 
Мультиплексор може знаходитися в одному з двох станів. У стані S1 
на вихід Y передається сигнал з входу D0, в стані S2 на вихід комутується 
сигнал D1. Перехід з одного стану в інший визначається значенням 
сигналу на селекторному вході A. 
Умова переходу – булевський вираз, наприклад A = "1" або A = "0". 
Однак замість явного виразу можна використовувати конструкцію @else, 
яка вважається дійсною, якщо ніякі інші умови, що виходять зі стану 
переходів, не набувають значення True ("істинно"). Іншими словами, 
умова @else читається як "у всіх інших випадках". 
На рис. 10.28 показано фрагмент згенерованого за діаграмою станів 
VHDL-коду для мультиплексора mux2. Конструкцію @else подано в 
умовному операторі IF пропозицією else. 
 
 72 
 
 
Рис. 10.28. Конструкція @else діаграми станів заміщається в умовному операторі 
VHDL-коду пропозицією else 
 
Розглянута конструкція @else особливо корисна при проектуванні 
складних автоматів, коли важко заздалегідь передбачити всі можливі 
переходи. Тимчасові діаграми, показані на рис. 10.29, підтверджують 
правильність роботи мультиплексора. 
 
 
 
Рис. 10.29. Результати моделювання асинхронного цифрового автомата mux2 
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Контрольні запитання  
1. За допомогою якого інструменту можна створювати і редагувати 
графи, компілювати їх форму опису в опис у вигляді файлів мовою 
VHDL? 
2. Як створюється пустий файл із розширенням *.asf? 
3. Які функціональні кнопки містить панель інструментів Редактора 
автоматів? 
4. Як виконується розміщення і редагування портів та глобальних 
сигналів у Редакторі автоматів? 
5. Як виконується розміщення і редагування вершин станів у 
Редакторі автоматів? 
6. Як виконується розміщення і редагування ребер переходів у 
Редакторі автоматів? 
7. Як виконується розміщення і редагування умов переходів у 
Редакторі автоматів? 
8. Розміщення і редагування дій переходів у Редакторі автоматів. 
9. Розміщення на графі коментарів та інших елементів. 
10. Як виконується компіляція графа автомата у програму на VHDL? 
11. Як виконується побудова асинхронних цифрових автоматів? 
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Практичне заняття 11 
СТИЛІ HDL-КОДУВАННЯ  ЦИФРОВОГО  АВТОМАТА 
 
Цифровий автомат – це концептуальне подання послідовного 
пристрою. Фактично будь-яка цифрова схема з пам'яттю може 
розглядатися як кінцевий автомат або їх об'єднання. 
Залежність реакції виходу від поточного стану автомата відрізняє 
його від комбінаційних пристроїв. Канонічне подання цифрового 
автомата (ЦА) показано на рис. 11.1. 
 
 
 
Рис. 11.1. Графічне подання синхронного цифрового автомата з комбінаційним 
виходом 
 
Базовим елементом автомата є регістр стану SR (від State Register). 
Він утримує поточний стан (Current State) до приходу чергового 
тактового імпульсу CLK (активного фронту або зрізу). 
У паузі між тактовими імпульсами на вході SR формується вектор 
наступного стану (Next State). Виконується ця робота комбінаційним 
блоком F-логікою переходів. Вихід F залежить від поточного стану 
регістру SR і вхідних впливів X. 
Вихідна логіка G – теж комбінаційна схема. Вона формує вихідні 
сигнали Y залежно від поточного стану автомата – вмісту регістру SR 
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(автомат Мура). Для автомата Мілі виходи залежать ще й від поточних 
значень вхідних впливів X, а тому допускають асинхронну поведінку. 
Можливі стилі HDL-кодування ЦА 
Графічний редактор State Diagram Editor підтримує різні стилі 
кодування, і користувач може комбінувати їх за своїм бажанням 
(рис. 11.2). 
 
 
 
Рис. 11.2. Вибір стилю HDL-кодування ЦА 
 
Втім варіантів не так вже й багато. HDL-модель ЦА зручно подавати 
у вигляді одного (One Process), двох (Two Processes) або трьох (Three 
Processes) процесів. Усередині кожного процесу за умовчанням 
пропонується використовувати оператор вибору Case, але можна віддати 
перевагу умовному оператору IF. 
Модель ЦА у вигляді двох процесів 
Спочатку досліджуємо режим Two Processes, який породжує VHDL-
код, показаний на рис. 11.11. У ньому відсутній процес Sreg0_ 
OutputBlock, де раніше обчислювалися вихідні сигнали. 
 
 
 
Рис. 11.11. Режим Two Processes, який породжує VHDL-код 
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Система об'єднала два процеси Sreg0_ OutputBlock і Sreg0_NextState, 
що імітують роботу комбінаційних блоків автомата, в один процес 
Sreg0_NextState. 
Розкривши його вміст (рис. 11.12), легко помітити, що для кожного 
стану в згенерований текст додалося по оператору призначення вихідного 
сигналу. Наприклад, для стану S1 – це оператор Q ¬ "00". 
Модель ЦА у вигляді одного процесу 
У режимі One Process картина виглядає ще більш цікавою 
(рис. 11.13). Єдиний процес Sreg0_machine реалізує поведінку автомата, а 
комбінаційний вихідний сигнал Q обчислюється паралельним 
оператором умовного призначення з міткою Q_assignment. 
 
 
 
Рис. 11.12. Вміст процесу Sreg0_NextState (фрагмент), що вичисляє наступний 
стан автомата 
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Рис. 11.13. VHDL-модель ЦА, що реалізовує двійковий лічильник із входом 
дозволу E (стиль кодування One Process) 
 
Але не варто ігнорувати і команду контекстного меню Edit Using 
HDL, що викликає діалогове вікно текстового редактора HDL Editor з 
багатьма його додатковими можливостями. Правда, ця команда доступна 
не для всіх текстів, а тільки для тих, що записані у форматі цільової мови 
опису апаратури. Наприклад, так можна редагувати умови на переходах, 
дії для станів і деякі інші HDL-опису. 
 
Контрольні запитання  
1. Що таке стилі в пакеті Active-HDL? 
2. Які можливі стилі HDL-кодування цифрових автоматів? 
3. Як формується модель цифрового автомата у вигляді трьох 
процесів? 
4. Як виконується конвертування текстового опису проекту в 
графічний? 
5. Покажіть модель цифрового автомата у вигляді двох процесів. 
6. Покажіть модель цифрового автомата у вигляді одного процесу. 
7. Як виконується компіляція автомата? 
8. Як виконується вибір елемента для моделювання? 
9. Як виконується задання вхідних сигналів? 
10. Як отримують результати моделювання? 
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Практичне заняття 12 
МЕНЕДЖЕР БІБЛІОТЕК 
 
Для організації та управління бібліотеками в середовищі Active-HDL 
є спеціальна програма, що називається менеджером бібліотек Library 
Manager. Вона спрощує роботу з бібліотеками, звільняючи користувача 
від необхідності заглиблюватися у файлову організацію бібліотек на 
фізичному рівні. 
Менеджер бібліотек дозволяє створювати бібліотеки, змінювати 
вміст існуючих бібліотек, задавати їм статус глобальної або локальної 
бібліотеки, змінювати режим доступу, приєднувати і відключати їх від 
активного проекту, виконувати пошук і редагування компонентів у 
бібліотеках. Запустити програму можна кількома способами. Наприклад, 
є команда головного меню View/Library Manager, іконка на стандартній 
панелі інструментів (рис. 12.1) і гаряча клавіша Alt+7. 
 
 
 
Рис. 12.1. Запуск менеджера бібліотек Library Manager 
 
Вікно менеджера бібліотек (рис. 12.2) складається з двох панелей. 
На лівій панелі наводиться список бібліотек, підключених у цей момент 
до програми, та їх основні параметри: статус (G – глобальна бібліотека 
або L – локальна), логічне ім'я Library, постачальник Vendor, режим 
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доступу Mode (R/O – тільки читання або R/W – повний доступ), коментар 
Comment та місцезнаходження Directory. 
 
 
 
Рис. 12.2. Вікно менеджера бібліотек Library Manager 
 
Права панель відображає вміст вибраної бібліотеки – список і 
параметри вхідних у неї модулів. Зазвичай це відкомпільовані внутрішні 
описи компонентів: вихідний HDL-код, схеми або діаграми станів 
цифрових автоматів, а також список ланцюгів у форматі EDIF. Крім того, 
у бібліотеках зберігаються зовнішні описи компонентів – символи. У 
схемотехніці їх називають умовними графічними позначеннями. 
Якщо бібліотека містить описи інших об'єктів (функцій, процедур, 
оголошення типів, констант, сигналів), то вони об'єднуються у 
спеціальний модуль, що називається пакетом Package. Бібліотека може 
містити кілька пакетів, і їх імена також відображаються на правій панелі 
менеджера бібліотек. Пакет легко відрізнити від компонента, оскільки 
зліва від його імені поміщається літера P, наприклад на рис. 12.2. Щоб 
побачити вміст пакета, потрібно натиснути на ньому ЛКМ. У нижній 
частині панелі відкриється додаткове вікно зі списком, що входить в 
пакет оголошень (вікно Package Contents на рис. 12.2). 
На лівій панелі наводяться логічні імена бібліотек, які за 
умовчанням збігаються з фізичними іменами. 
 80 
 
 
Рис. 12.5. Додаємо в бібліотеку схемний файл mux2_schema.bde 
 
Виконуючи цю операцію, необхідно встановити прапорець Make 
local copy. В іншому випадку у бібліотеку додасться не локальна копія 
файлу, а тільки посилання на нього. При цьому існує небезпека втратити 
автономність створюваної бібліотеки. Аналогічним чином можна 
додавати будь-які інші елементи в бібліотеку. 
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Рис. 12.7. У вікні менеджера бібліотек з'явилася створена бібліотека my_lib2, що 
містить три модулі 
 
Особлива увага – на стовпець Source Type. У ньому вказується тип 
вихідних даних: вихідний код (Source Code), схема (Block diagram) та 
View Source: Text або View Source: Diagram (рис. 12.8).  
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Рис. 12.8. Для перегляду і редагування вихідних описів зручно використовувати 
команди View Source: Text або View Source: Diagram 
 
Локальні бібліотеки активного проекту менеджер бібліотек виділяє 
чорним шрифтом, в той час як глобальні бібліотеки відзначаються синім 
кольором. До речі, елементи бібліотеки неактивних проектів, що 
належать тому ж самому робочому простору (у прикладі це 
my_workspace), тимчасово набувають статусу глобальних бібліотек. Щоб 
переконатися, що створені бібліотеки my_lib і my_lib2 належать тому 
проекту, в якому вони були створені (проекту my_design), треба виконати 
таке. 
У тому ж робочому просторі my_ workspace треба створити новий 
проект, наприклад my_design2. Він автоматично отримає статус 
активного. Далі необхідно переконатися, що у вікні Library Manager 
бібліотеки my_lib і my_lib2 не видно. 
А ось робоча бібліотека my_design виявляється доступною і з нового 
проекту. Головна умова видимості – проекти повинні знаходитися в 
одному робочому просторі. 
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Щоб інформація, що міститься в пакеті, стала доступною для 
використання, треба зробити посилання на відповідний пакет і 
бібліотеку, в якій він знаходиться, наприклад ось так: 
 
Library IEEE; 
use IEEE. STD_LOGIC_1164.all; 
Якщо бібліотека невелика, то моделі компонентів і їх визначення 
зручно поміщати в одному файлі.  
 
Контрольні запитання  
1. Що дозволяє робити менеджер бібліотек? 
2. З яких панелей складається Вікно менеджера бібліотек ? 
3. Що відображає кожне Вікно менеджера бібліотек Library 
Manager? 
4. Як можна створити свою власну бібліотеку? 
5. Що потрібно зробити, щоб якась локальна бібліотека була 
доступна для будь-якого проекту? 
6. Який вміст файлів library.cfg і projlib.cfg?  
7. Яка фізична організація бібліотек? 
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Практичне заняття 13 
ПРОЕКТУВАННЯ  СИМВОЛІВ  
 
Символ – це умовне графічне зображення довільного фрагмента 
цифрової схеми, подане у вигляді чорної скриньки. Інтерфейс (зв'язок) 
символу із "зовнішнім світом" здійснюється через його контакти (pins). 
Символи іноді називають графічними моделями компонентів. Вони 
потрібні при проектуванні схем. 
На схемах нижнього рівня ієрархії символами зазвичай 
зображаються прості логічні елементи та тригери. На схемах більш 
високих рівнів (наприклад, RTL або PMS) цілий вузол, пристрій або 
навіть функціональний блок можуть бути подані як логічний примітив, 
тобто символ. 
Навіть проект верхнього рівня іноді заміщується символом. Така 
необхідність виникає, наприклад, при включенні його у випробувальний 
стенд TestBench. Щоб абстрагуватися від рівня складності, будь-який 
об'єкт, який подається символом, прийнято називати компонентом. 
На рис. 13.1 показані символи з системної бібліотеки Spartan3, що є 
компонентами різних рівнів складності: від найпростіших генераторів 
нуля GND і одиниці VCC до 8-розрядного суматора ADD8. 
 
 
 
Рис. 13.1. Приклади символів із системної бібліотеки Spartan3 
 
Функція, що виконується символом, реалізується завдяки його 
внутрішньому опису, який прийнято називати змістом (поданням, 
реалізацією) символу (англійські назви content, implementation). 
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Внутрішній опис може бути спочатку подано в текстовому або 
графічному форматі. У першому випадку – це HDL-код або EDIF список 
ланцюгів, у другому – це схема більш низького рівня ієрархії або 
діаграма станів цифрового автомата. Зауважимо, що схема та діаграма 
можуть в будь-якому випадку бути конвертовані в текстовий формат (у 
HDL-опис або EDIF список ланцюгів (тільки для схеми)). Опис символу 
нерідко називають функціональною (поведінковою) або структурною 
моделлю. 
Моделятору доступні тільки відкомпільовані моделі компонентів, 
які зберігаються в бібліотеках у вигляді окремих модулів. Спеціальна 
програма, що називається менеджером бібліотек (Library Manager), 
управляє цими бібліотеками, так що користувачеві немає необхідності 
заглиблюватися в організацію і файлову структуру фізичних бібліотек. 
Таким чином, будь-який повноцінний компонент повинен мати два 
описи: зовнішній (символ, графічна модель) і внутрішній (вміст, 
реалізація, структурна або поведінкова модель). Обидва описи 
зв'язуються між собою однаковим ім'ям. 
Зазвичай можна створити символ без внутрішнього вмісту (content). 
Такий символ прийнято називати пустим символом (Empty Symbol). Пусті 
символи придатні для рисування схем, але правильно змоделювати 
роботу схеми, що містить пусті символи, немає можливості. 
У мові VHDL є дуже корисна можливість – задати для одного 
символу декілька реалізацій (внутрішніх описів). Зрозуміло, що тільки 
одна з них буде активною, тобто використовуваною при моделюванні. За 
умовчанням це остання відкомпільована архітектура. При проектуванні 
схеми символи беруться з вбудованої робочої бібліотеки проекту або з 
системних бібліотек. У бібліотеках містяться відкомпільовані модулі. 
Деякі з них можуть не мати графічного опису, щоб економити пам'ять. У 
таких випадках для створення символу доведеться скористатися 
послугами спеціального редактора символів (Symbol Editor) або 
дозволити редактору блок-схем (Block Diagram Editor) зробити це 
автоматично за стандартним шаблоном. 
Реальний символ буде згенерований у момент перенесення його 
віртуального образу зі "скриньки символів" на схему. Генерація символу 
відбувається тільки один раз при першому виклику нового компонента на 
 86 
схему. Якщо змінити вміст символу, то його зовнішній вигляд не буде 
оновлено автоматично. Це доведеться зробити вручну або 
використовувати команду Compare Interfaces. Справедливе і зворотне 
твердження: зміни, внесені у графіку символу, не будуть автоматично 
перенесені у його вміст. Тому необхідно уважно стежити за 
відповідністю символу його внутрішньому вмісту. 
Якщо влаштовує стандартне зображення символу, яке автоматично 
генерується системою, то можна не турбуватися про зовнішнє подання 
компонента, достатньо створити лише внутрішній опис символу, тобто 
його поведінкову або структурну модель. 
Іноді є сенс вибрати компромісний варіант: спочатку створити 
внутрішній опис символу, потім отримати від системи автоматично 
згенероване графічне зображення і відредагувати його згідно зі своїми 
вимогами. 
Технологія створення символів 
Нехай треба створити повноцінний символ компонента з логічною 
функцією NAND2, назвемо його nand2_my. Найпростіше виконати 
внутрішній опис символу в текстовому HDL-форматі. 
Створимо новий проект Lesson_10, активізуємо закладку і запустимо 
HDE-редактор. За допомогою "майстра" New Source File Wizard введемо 
основну інформацію про майбутній символ (рис. 13.2). 
Отже, символ буде називатися, як і об'єкт проекту, nand2_my. Його 
внутрішній опис поміщається у вихідний файл HDE.vhd (відобразивши в 
назві інструмент створення – текстовий HDE-редактор). Тим же ім'ям 
назвемо й архітектурне тіло, додавши до нього номер версії майбутньої 
архітектури hde_1. Ім'я об'єкта проекту не має збігатися з назвою 
архітектур. 
На наступній панелі "майстра" задамо інформацію про контакти 
символу (I1, I2 – входи, O – вихід).  
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Рис. 13.9. Видалення символу 
 
Втім і видаляти-то нічого не потрібно, оскільки нові настройки 
починають діяти негайно. Більш того, вони поширюються не тільки на 
редагований об'єкт, але і на всі символи, раніше згенеровані системою, в 
тому числі і на символи з вбудованої бібліотеки Built-in Symbols. 
 
 
 
Рис. 13.17. Схема для тестування створеного символу nand2_my з декількома 
архітектурами 
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Рис. 13.23. Active-HDL дозволяє задати нову архітектуру трьома способами, 
згенерувавши її зі схеми, діаграми станів або безпосередньо в текстовому HDE-
редакторі 
 
 
 
Рис. 13.33. Задаємо ім'я, тип і значення за умовчанням настроюваного параметра 
TP. Символ потрібно обов'язково зберегти 
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Рис. 13.34. Виклик меню Compare Symbol with Contens 
 
 
 
 
Рис. 13.43. Меню Edit Symbol Background 
 
Щоб з'явилася можливість редагувати фонові об'єкти, потрібно 
клацнути ПКМ в будь-якому місці робочої області редактора символів й 
активізувати команду Edit Symbol Background. 
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Практичне заняття 14 
ІНСТРУМЕНТИ,  ЩО  ПІДВИЩУЮТЬ ЕФЕКТИВНІСТЬ 
СТВОРЕННЯ  HDL-МОДЕЛЕЙ 
 
Для полегшення текстового опису проекту на мовах HDL 
пропонуються різні вбудовані інструменти, такі як Language Assistant 
(мовний помічник) або IP Core Generator (генератор інтелектуальних 
блоків-ядер). 
Перший інструмент містить деяку безліч шаблонів типових 
конструкцій мов HDL, з яких на зразок конструктора можна створювати 
вихідний код, не вникаючи в тонкощі використовуваної мови. Другий 
інструмент взагалі не вимагає знання мов опису апаратури, оскільки 
бажаний код генерується автоматично.  
Мовний помічник 
Мовний помічник можна викликати (рис. 14.1) в окремому вікні 
(рис. 14.2), відшукавши його піктограму в меню Standard або 
активізувавши відповідну команду з головного меню Tools/Language 
Assistant (рис. 14.2). 
 
Рис. 14.1. Виклик мовного помічника 
 91 
 
 
 
Рис. 14.2. Мовний помічник активізований в окремому вікні пакета Active-HDL 
 
Для виконання першої послуги зручніше викликати помічник з 
контекстного меню, попередньо клацнувши правою кнопкою миші в 
місці вставки шаблона на робочій області редактора. Якщо розгорнути 
список, що розкривається (рис. 14.2), то можна побачити, що мовний 
помічник підтримує багато різних мов, проте обмежимося тільки 
шаблонами мови VHDL. Всю множину шаблонів розбито на кілька 
розділів: Code Auto Complete, Language templates і т.ін. Шаблони кожного 
розділу зберігаються в окремому файлі з тим же ім'ям і мають 
розширення *.tpl (від слова template). Невикористані розділи можна 
від'єднати (кнопка Detach), не видаляючи їх з диска, а коли вони 
знадобляться, приєднати знову (кнопка Attach 0). Розгорнувши будь-який 
розділ, побачимо список доступних в ньому шаблонів. Вибравши 
бажаний шаблон, отримаємо в правому вікні помічника інформацію про 
його вміст (рис. 14.3). 
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Рис. 14.8. Закоментуємо нереалізовані поки фрагменти коду 
 
 
 
Рис. 14.9. Створення нового шаблона користувача 
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Рис.14.10. Копіювання опису портів 
 
Обговоримо інші можливі варіанти. У пакеті OrCAD теж є мовний 
помічник, правда, у нього інша назва – VHDL Samples. У ньому є шаблон 
Design Unit, в якому об'єднані всі розглянуті конструкції (рис. 14.11). 
Зверніть увагу, список портів не пустий, в нього включений один вхідний 
PORT1_NAME і один вихідний PORT2_NAME сигнали. Описи відсутніх 
портів легко додати простим копіюванням. 
 
 
 
Рис. 14.11. Вміст шаблона Design Unit з пакета OrCAD 
 
 
Вводимо ім'я другої архітектури (рис. 14.24). 
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Рис. 14.24. Введення імені другої архітектури 
 
Вводимо операцію для другої архітектури (рис. 14.25). 
 
 
 
Рис. 14.25. Введення операції для другої архітектури 
 
У результаті вийшов такий текст програми: 
 
 library IEEE; 
 use IEEE.STD_LOGIC_1164.all;  
  
 entity my_entity is 
  port ( 
  A : in std_logic; 
  B : in std_logic; 
  O : out std_logic       
 ); 
 end my_entity; 
  
 architecture MY_AND_ARCH of my_entity is 
 begin 
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  O <= A and B; 
   
 end architecture MY_AND_ARCH;   
  
 architecture MY_OR_ARCH of my_entity is 
 begin 
   
  O <= A or B; 
   
 end architecture MY_AND_ARCH; 
 
Тепер виконаємо перевірку працездатності цього елемента. 
Створимо новий файл (рис. 14.26) з блок-діаграмою, двома вхідними 
портами і двома вихідними (рис. 14.27). 
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Практичне заняття 15 
ОБ’ЄДНАННЯ СИГНАЛІВ НА ШИНІ. РОЗВ‘ЯЗАННЯ 
КОЛІЗІЙ 
 
Змодулюємо пристрій, структура якого відображена на рис. 15.1. 
 
Рис. 15.1. Структурна схема пристрою 
 
У моделі є шина, на яку підключаються вхідні сигнали від блока А 
до блока С. Система має працювати так, щоб в один момент часу на шину 
видав дані тільки один компонент. Для цього використовується керуючий 
сигнал, який визначає момент часу, у який на шину встановлюються дані 
з виходу того чи іншого компонента. Якщо керуючий сигнал дорівнює 
одиниці, тоді дані на шину встановлюють компонент А, інакше – С. 
1. Компонент А встановлює на шину константу "23", компонент С 
встановлює на шину дані, які прийшли на його інформаційний вхід. 
Компонент В виставляє на свій інформаційний вхід, те що знаходиться на 
його інформаційному вході, тобто те, що у цей час знаходиться на шині. 
2. Замінити логічний тип фізичним, при цьому таким, який містить 
третій стан. Константа "23" у компоненті А повинна бути замінена 
константою "1". 
3. Промоделюємо ситуацію, коли блоки А та С одночасно видають 
інформацію на загальну шину. 
Моделюємо пристрій за допомогою "майстра" у середовищі VHDL.  
Для цього потрібно створити новий проект File -> New -> Workspace 
(рис. 15.2). 
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Рис. 15.2. Створення нового проекту 
 
Далі у вікні вводимо ім‘я робочого простору та натискаємо кнопку 
"Ок" (див. рис. 15.3). 
 
 
 
Рис. 15.3. Вводимо ім‘я робочого прост0ру 
 
Далі у вікні вибираємо "Create empty Design with Design Flow" та 
натискаємо "Далі" (рис. 15.4). 
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Рис.15.4. Вказівка на ресурси проектування 
 
 
 
Рис. 15.13. Елементи у Design Browser 
 
Далі необхідно додати програмування елементів. Вибираємо кожен 
елемент у Design Browser та вносимо код кожного з них. 
Компонент Fub1: 
 
library IEEE; 
use IEEE.STD_LOGIC_1164.all; 
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entity Fub1 is 
  port( 
   CL : in STD_LOGIC; 
   BBUS : inout STD_LOGIC_VECTOR(7:0) 
      ); 
end Fub1; 
 
--}} End of automatically maintained section 
 
architecture Fub1 of Fub1 is 
begin 
 process(NET107) 
 begin 
  if NET107 = '1' then NET191<= “0001101”; end 
if; 
 end process; 
  -- enter your statements here -- 
 
end Fub1; 
 
 
 
Компонент Fub1 
 
Компонент Fub2: 
 
library IEEE; 
use IEEE.STD_LOGIC_1164.all; 
 
entity Fub2 is 
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  port( 
   CL : in STD_LOGIC; 
   BBUS : in STD_LOGIC_VECTOR(7:0); 
   bbout : out STD_LOGIC_VECTOR(7:0) 
      ); 
end Fub2; 
 
--}} End of automatically maintained section 
 
architecture Fub2 of Fub2 is 
begin 
 process(BUS136) 
 begin bbout<= BBUS; end process; 
  -- enter your statements here -- 
 
end Fub2; 
 
 
 
Компонент Fub2 
 
Компонент Fub3: 
 
library IEEE; 
use IEEE.STD_LOGIC_1164.all; 
entity Fub3 is 
  port( 
   ccin : in STD_LOGIC_VECTOR(7:0); 
   CL : in STD_LOGIC; 
   BBUS : out STD_LOGIC_VECTOR(7:0) 
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      ); 
end Fub3; 
 
--}} End of automatically maintained section 
 
architecture Fub3 of Fub3 is 
begin 
 process(ccin) 
 begin 
  if CL = '0' then BBUS<= ccin; end if; 
 end process; 
  -- enter your statements here -- 
 
end Fub3; 
 
 
 
Компонент Fub3 
 
Для того щоб проглянути сигнали, які створює пристрій, необхідно 
спочатку створити Waveform. Треба натиснути File -> New -> Waveform. 
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Далі необхідно провести перше моделювання  роботи пристрою за 
допомогою кнопки Run та зразу Break. 
 
 
 
Run 
 
 
 
Break 
 
 
Лістинг 4 
 
library IEEE; 
use IEEE.STD_LOGIC_1164.all; 
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entity Fub1 is 
  port( 
   CL : in STD_LOGIC; 
   BBUS : inout STD_LOGIC_VECTOR(7 downto 0) 
      ); 
end Fub1; 
 
--}} End of automatically maintained section 
 
architecture Fub1 of Fub1 is 
begin 
 process(CL) 
 begin 
  if CL = '1' then BBUS <= "00111001"; else BBUS<= 
"ZZZZZZZZ"; end if; 
 end process; 
end  Fub1; 
 
 
 
library IEEE; 
use IEEE.STD_LOGIC_1164.all; 
 
entity Fub2 is 
  port( 
   CL : in STD_LOGIC; 
   ccin : in STD_LOGIC_VECTOR(7 downto 0); 
   BBUS : out STD_LOGIC_VECTOR(7 downto 0) 
      ); 
end Fub2; 
 
--}} End of automatically maintained section 
 
architecture Fub2 of Fub2 is 
begin 
 process(ccin,CL) 
 begin 
  if CL = '1' then BBUS <= ccin; else BBUS<="ZZZZZZZZ"; end if; 
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 end process; 
end Fub2; 
 
 
 
library IEEE; 
use IEEE.STD_LOGIC_1164.all; 
 
entity Fub3 is 
  port( 
   BBUS : in STD_LOGIC_VECTOR(7 downto 0); 
   bbout : out STD_LOGIC_VECTOR(7 downto 0) 
      ); 
end Fub3; 
 
--}} End of automatically maintained section 
 
architecture Fub3 of Fub3 is 
begin 
 process(BBUS) 
 begin 
  bbout <= BBUS; 
 end process; 
 
end Fub3; 
 
 
  
 
library IEEE; 
use IEEE.std_logic_1164.all; 
 
 
entity ITwooorks is 
  port( 
       CL : in STD_LOGIC; 
       ccin : in STD_LOGIC_VECTOR(7 downto 0); 
       bbout : out STD_LOGIC_VECTOR(7 downto 0) 
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Рис. 15.23. Тимчасова діаграма роботи пристрою 
 
Коли два пристрої одночасно видають різну інформацію на шину, на 
ній наступає невизначений стан відповідно до вирішальної функції для 
заданого типу. Коли компонент А та компонент С виставляє на шину "z", 
то на шині присутній сигнал "z". Коли А встановлює "1", то на шині 
присутній  "х" – невизначене значення. Якщо А та С виставляють на 
шину "1" , тоді на шині присутнє значення "1". 
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ДОДАТКИ  
Додаток 1 
Опис установки ACTIVE-HDL (версія 8.3) 
Для установки потрібно запустити 
ActiveHDL8.3_main_installation.exe. Після розпакування необхідних 
пакетів запускається "майстер" (рис. Д.1.1) 
 
 
Рис. Д.1.1 
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Додаток 2 
Опис установки ACTIVE-HDL STUDENT EDITION (версія 9.1) 
Після запуску установки відображується вікно привітання 
(рис. Д. 2.1) 
 
 
 
Рис. Д. 2.1 
 
Для продовження установки необхідно натиснути Next. Після цього 
буде виконано читання пакетів та підготовка до установки (рис. Д.2.2) 
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АЛФАВІТНО-ПРЕДМЕТНИЙ ПОКАЖЧИК 
 
А 
Автомат, 247 
– асинхронний цифровий, 217 
– синхронний цифровий, 225  
Автоматична конвертація, 139 
Агрегат даних, 33 
Алгоритм конвертації, 142 
Архітектура, 41 
Аспекти проектування, 173 
Атрибут, 28 
– визначено користувачем, 30 
– дискретних типів фізичної 
величини, 28 
– імен сутностей, 30 
– сигналів, 30 
– скалярного типу, 28 
 
Б 
Бібліотека, 18 
– глобальна, 244, 250 
– робоча, 18 
– системна, 244 
Бітовий рядок, 23 
Блочно-ієрархічний підхід, 172 
В 
Вікно  
– перегляду проекту, 10 
– інтегрованого середовища, 57 
 
Г 
Генератор інтелектуальних блоків, 
303 
Д 
Декомпозиція, 171 
Дешифратор, 193 
Директорія, 14 
З 
Затримка, 157, 162, 217 
– інерціальна, 157, 163 
– транспортна, 158, 164 
I 
Ідентифікатор, 6 
Ієрархічний блок, 181 
Ієрархія проекту, 17, 113 
Інструментальна скринька 
символів, 64 
Історія сигналу, 8 
К 
Конвертор, 231 
Л 
Літерал, 23 
– рядковий, 23 
– символьний, 23 
Лічильник, 90 
Локальна оптимізація, 172 
М 
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Масив, 25 
Менеджер Бібліотек, 242 
Мовний помічник, 288 
Mode порту, 6 
Н 
Настроювані параметри об’єкта, 
277, 282 
О 
Об’єкт із затримкою 
Об’єкт проекту, 17, 113 
Об’явлення об’єкта, 113 
Оператор, 31 
– вибіркового присвоєння 
значень, 46 
– присвоєння значень змінним, 
32 
– присвоєння значень сигналам, 
32 
– умовного присвоєння значень, 
45 
– generate, 48 
– WAIT, 43 
Опис апаратної архітектури, 113 
– поведінковий, 113, 128 
– потоковий, 113, 128, 136 
– структурний, 113, 127, 135 
П 
Пакети, 38 
Панель  
– ресурсів, 13 
– структури, 12 
– файлів, 11 
Підпрограми, 36 
– підпрограми-процедури, 36 
– підпрограми-функції, 37 
– перевантажені, 38 
Покрокова деталізація, 172 
Р 
Рівень проектування, 172 
Редактор автоматів, 203 
С 
Сигнали, 4, 93 
– внутрішні, 5 
– зовнішні, 5 
Символ, 259 
Скидання, 213 
– асинхронне, 213 
– синхронне, 213 
Стиль проектування, 119 – 124 
Стимули, 86 
– Predefind, 86 
– Reset, 87 
Стимулятори, 76, 93 
– Clock, 81 
– Formula, 81 
– Hotkey, 76 
– Random, 91 
– Value, 76 
Структурування, 99 
Суматор, 114, 143, 155 
Сутність, 41 
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Т 
Текстовий редактор HDL Editor, 
96, 105, 110 
Тіло архітектури, 113 
У 
Умовні оператори, 34 
– CASE, 34 
– IF, 34 
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