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Povzetek
Vecˇina operacijskih sistemov je napisanih v programskem jeziku C. Podobno
je s sistemsko programsko opremo, kot so npr. gonilniki, prevajalniki, raz-
hrosˇcˇevalniki, preverjevalniki diskov ipd. V zadnjem cˇasu se je pojavilo nekaj
programskih jezikov, ki naj bi bili primerni tudi za sistemsko programiranje.
To diplomsko delo predstavi programske jezike D, Go, Nim in Rust. De-
finirali smo kriterije, ki so pomembni za odlocˇanje, ali je programski jezik
primeren za sistemsko programiranje. Predstavimo programske jezike in jih
analiziramo glede na definirane kriterije. Na podlagi kriterijev jezike medse-
bojno primerjamo in ovrednotimo ter jih primerjamo s programskim jezikom
C.
Kljucˇne besede: sistemsko programiranje, programska oprema, programski
jezik.

Abstract
Most operating systems are written in the C programming language. Similar
is with system software, for example, device drivers, compilers, debuggers,
disk checkers, etc. Recently some new programming languages emerged,
which are supposed to be suitable for system programming. In this thesis
we present programming languages D, Go, Nim and Rust. We defined the
criteria which are important for deciding whether programming language is
suitable for system programming. We examine programming languages and
analyze them according to defined criteria. Based on criteria we evaluate pro-
gramming languages, compare them mutually and with the C programming
language.
Keywords: system programming, software, programming language.
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Uvod
Vecˇina operacijskih sistemov je napisanih v programskem jeziku C. Podobno
je z ostalo sistemsko programsko opremo, kot so npr. gonilniki, prevajalniki,
razhrosˇcˇevalniki, preverjevalniki diskov ipd. Od leta 1972, ko se je prvicˇ po-
javil programski jezik C, do danes se je podrocˇje programskih jezikov zelo
spremenilo. Pojavili so se novi programski jeziki, ki omogocˇajo viˇsji nivo
abstrakcije kot programski jezik C, ki ga nekateri oznacˇujejo tudi kot preno-
sljivi zbirnik (angl. portable assembler). Primeri takih viˇsjenivojskih jezikov
so Ruby, Python, Java, Javascript, PHP ipd. Programerju se v omenjenih
jezikih ni potrebno ukvarjati z nizkonivojskem programiranjem, kot je rezer-
vacija dovoljˇsnega sˇtevila bajtov za dolocˇen niz ali pa skrbeti za to, da se
pomnilnik sprosti po njegovi uporabi. Zaradi abstrakcije in skrivanja niz-
konivojskega programiranja so ti jeziki neprimerni za uporabo v sistemskem
programiranju, praviloma pa tudi zmogljivostno slabsˇi kot C. V sistemskem
programiranju se podrocˇje programskih jezikov tako ni zelo spremenilo in sˇe
vedno prevladuje C.
Cilj tega diplomskega dela je ugotoviti, ali obstajajo programski jeziki, ki
bi zapolnili to niˇso – torej bili podobni ostalim modernim programskim jezi-
kom, obenem pa bi omogocˇali tudi nizkonivojsko programiranje in dosegali
zmogljivosti jezika C. V zadnjih letih se je pojavilo nekaj novih program-
skih jezikov (D, Go, Nim, Rust ipd.), ki naj bi bili primerni za sistemsko
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programiranje. Utopicˇno je pricˇakovati, da bo kateri od novejˇsih program-
skih jezikov zamenjal C na podrocˇju sistemskega programiranja. A vendar
imajo programerji danes lahko izbiro, kateri programski jezik bodo uporabili
za razvijanje sistemske programske opreme. V tem diplomskem delu bomo
analizirali programske jezike D, Go, Nim in Rust ter poskusˇali ugotoviti, ali
so primerni za sistemsko programiranje.
1.1 Sistemska programska oprema
Programsko opremo lahko razdelimo na sistemsko programsko opremo (angl.
system software) in uporabniˇsko programsko opremo (angl. application soft-
ware). Slednjo predstavljajo uporabniˇske aplikacije, namenjene koncˇnemu
uporabniku, s katerimi uporabnik izvaja dolocˇene naloge, kot so npr. pisanje
dokumentov, posˇiljanje elektronske posˇte ali brskanje po spletu.
Sistemska programska oprema predstavlja vmesnik med strojno opremo
racˇunalnika in uporabniˇsko programsko opremo, kar prikazuje slika 1.1.
Najvecˇkrat ta vmesnik predstavlja operacijski sistem, ki je najboljˇsi primer
sistemske programske opreme. Za razliko od uporabniˇske programske opreme
SPO lezˇi na nizˇjem abstraktnem nivoju, kjer tesno sodeluje z jedrom opera-
cijskega sistema in sistemskimi programskimi knjizˇnicami. Racˇunalnik brez
sistemske programske opreme ne more delovati, lahko pa deluje brez upo-
rabniˇske programske opreme, cˇeprav v tem primeru resda ni v veliko korist.
Medtem ko uporabniˇska programska oprema nudi storitve koncˇnemu upo-
rabniku, sistemska programska oprema nudi storitve uporabniˇski programski
opremi. Stroge definicije ni in vcˇasih meja med uporabniˇsko in sistemsko
programsko opremo ni jasno dolocˇena. Dober primer je protivirusni program
ali pa spletni brskalnik – v operacijskih sistemih, kot je Chrome OS, spletni
brskalnik deluje kot edini graficˇni vmesnik, kar ga umesˇcˇa med sistemsko
programsko opremo.
1.1. SISTEMSKA PROGRAMSKA OPREMA 3
Slika 1.1: Sistemska programska oprema kot vmesnik med uporabniˇsko pro-
gramsko opremo in strojno opremo.
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Primeri sistemske programske opreme:
• operacijski sistemi
• sistemske programske knjizˇnice
• orodja za razvoj programske opreme (npr. prevajalnik, povezovalnik,
razhrosˇcˇevalnik)
• vmesnik z ukazno vrstico (angl. command-line interface) (npr. bash,
ksh, cmd)
• ukazi v ukazni vrstici (npr. cd, mkdir, pwd, ls, tail)
• prikriti procesi (angl. daemons)
• gonilniki (angl. drivers)
• strojna programska oprema (angl. firmware)
• pomozˇna programska oprema (angl. utility software) (npr. protivirusni
program, program za reorganizacijo diska, upravitelj datotek)
Programiranje sistemske programske opreme se imenuje sistemsko progra-
miranje. Za razliko od aplikacijskega programiranja mora imeti programer
globlje poznavanje strojne opreme in operacijskega sistema, na katerem dela.
Izbrati mora ustrezni programski jezik, ki omogocˇa neposredno interakcijo s
strojno opremo in nizkonivojskimi deli operacijskega sistema. Najpopular-
nejˇsi tak jezik je zˇe dolgo C.
1.2 Programski jezik C
Programski jezik C je nastal med letoma 1969 in 1973 v podjetju AT&T Bell
Labs. V tem cˇasu je v istem podjetju tekel razvoj prvih razlicˇic operacij-
skega sistema Unix, ki je bil prvotno napisan v zbirnem jeziku. Programi-
ranje v zbirnem jeziku je bilo cˇasovno potratno, koda tezˇko razumljiva in
razhrosˇcˇevanje tezˇko. Programski jezik C je razvil programer Dennis Rit-
chie, nastal pa je zaradi potrebe po visokonivojskem programskem jeziku, v
katerem bi bilo mogocˇe implementirati jedro sistema Unix in z njim pove-
zane programske opreme. V tistem cˇasu sta bila najbolj popularna jezika
Fortran, namenjen predvsem matematicˇnim nalogam, in COBOL, namenjen
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poslovnim obdelavam podatkov, manjkal pa je pravi visokonivojski program-
ski jezik, namenjen razvijanju operacijskih sistemov in ostale sistemske pro-
gramske opreme. C je zapolnil to luknjo in kmalu postal eden izmed naj-
popularnejˇsih programskih jezikov, kar ostaja sˇe danes. Sodelavci Dennisa
so osvojili nov programski jezik in kmalu (l. 1973) je bilo skoraj celotno
jedro sistema Unix prepisano v jezik C. Tako je Unix postal eden izmed pr-
vih operacijskih sistemov, kjer je bilo jedro OS napisano v visokonivojskem
programskem jeziku.
Programski jezik C je preprost, ucˇinkovit, imperativni programski jezik,
ki spada v tretjo generacijo programskih jezikov in v t. i. druzˇino ALGOL
programskih jezikov. Predhodnik jezika C je bil B, ki je bil poenostavljena
razlicˇica programskega jezika BCPL (Basic Combined Programming Langu-
age). C nudi programske konstrukte, ki se ucˇinkovito preslikajo k strojnim
ukazom in omogocˇa nizkonivojsko programiranje z neposrednim dostopom do
pomnilnika racˇunalnika. Skozi standardizacijo programskega jezika C (prva
uradna specifikacija je bila ANSI C) je C postal lazˇje prenosljiv in tako danes
obstaja malo operacijskih sistemov in racˇunalniˇskih arhitektur, za katere ne
bi bil na voljo prevajalnik tega jezika. Veliko danasˇnjih programskih jezi-
kov izvira posredno ali neposredno iz C, npr. Java, C++, C#, Objective-C,
PHP, Javascript, Python, Perl itd.
1.3 Pregled vsebine
Vsebina je zajeta v pet poglavij. V drugem poglavju definiramo kriterije, ki
so pomembni za odlocˇanje glede programskega jezika za sistemsko progra-
miranje. Tretje poglavje vsebuje opis in analizo programskih jezikov D, Go,
Nim in Rust glede na definirane kriterije. V cˇetrtem poglavju medsebojno
primerjamo jezike po kriterijih in jih kriticˇno ovrednotimo. Zadnje poglavje
pa sklene delo s sklepnimi ugotovitvami.
6 POGLAVJE 1. UVOD
Poglavje 2
Kriteriji
V tem poglavju predstavimo kriterije, ki so pomembni za odlocˇanje, ali je
programski jezik primeren za sistemsko programiranje. Definirali smo nasle-
dnje kriterije:
• uporaba sistemskih klicev
• prenosljivost
• hitrost izvajanja
• funkcije prevajalnika
• upravljanje s pomnilnikom
• standardna knjizˇnica in izvajalno okolje
• povezovanje s programskim jezikom C
Vseskozi bomo vlekli vzporednice s programskim jezikom C kot najpopu-
larnejˇsim sistemskim programskim jezikom. Obenem se bomo osredotocˇali
predvsem na operacijski sistem GNU/Linux ter njegovim privzetim C preva-
jalnikom gcc.
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2.1 Uporaba sistemskih klicev
Sistemski klici predstavljajo vmesnik med uporabniˇskim prostorom (angl.
user space) in jedrom operacijskega sistema (angl. kernel), ta pa deluje kot
vmesnik med programsko in strojno opremo. So mehanizem, s pomocˇjo kate-
rega procesi od jedra zahtevajo dolocˇeno storitev operacijskega sistema (npr.
odprtje datoteke, kreiranje novega procesa). Uporabniˇskim programom ni
dovoljeno neposredno izvrsˇevati kode v jedru OS ter tako naslavljati zasˇcˇiten
del pomnilnika, ki je rezerviran za jedro (angl. kernel memory) zaradi var-
nosti in zanesljivosti takega sistema. Sistemski klici to omogocˇijo na varen
in preverjen nacˇin.
Primer uporabe sistemskega klica open na OS Linux v programskem je-
ziku C, ki odpre datoteko za branje:
int fd = open("file.txt", O_RDONLY);
Sistemski klic povzrocˇi spremembo stanja procesorja iz uporabniˇskega
v sistemski rezˇim, ki ima viˇsje privilegije, zato da lahko procesor dostopa
do zasˇcˇitenega pomnilnika in aparaturne opreme. Kako je menjava rezˇima
implementirana, je odvisno od racˇunalniˇske arhitekture – najbolj pogosta
nacˇina sta z uporabo programske prekinitve (zbirni ukaz INT za x86 proce-
sorje) ali pa zbirnih ukazov SYSENTER/SYSEXIT (za procesorje Intel) oz.
SYSCALL/SYSRET (za procesorje AMD). Jedro nato izvede zahtevano sto-
ritev, programu vrne kodo s statusom napake in spremeni stanje procesorja
nazaj v uporabniˇski rezˇim.
Operacijski sistem omogocˇa uporabo sistemskih klicev preko aplikacij-
skega programskega vmesnika (angl. API - application programming inter-
face), definiranega v standardni knjizˇnici programskega jezika, kot je npr.
glibc pri programskem jeziku C na operacijskem sistemu Linux (glej sliko
2.1).
S programerskega staliˇscˇa sistemski klic ni nicˇ drugega kot pa klic dolocˇene
funkcije. V programskem jeziku C se klic sistemskega klica praviloma izvede
iz standardne programske knjizˇnice jezika C, ta pa s pomocˇjo t. i. ovojnih
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Slika 2.1: Sistemski klici kot posrednik med programom in OS.
funkcij (angl. wrapper functions) omogocˇa uporabo sistemskih klicev upo-
rabniˇskim in sistemskim programom. To je pomembno predvsem zaradi pre-
nosljivosti programov – obstaja en, enolicˇen vmesnik za klic sistemskih klicev,
cˇeprav je implementacija teh razlicˇna od sistema do sistema. Tak vmesnik
definira standard POSIX (Portable Operating System Interface), specifici-
ran ravno za namen vzdrzˇevanja zdruzˇljivosti med razlicˇnimi operacijskimi
sistemi.
V programskem jeziku C se sistemski klic lahko izvede na dva nacˇina,
in sicer s klicem ovojne funkcije, ki je definirana v standardni programski
knjizˇnici C, ali pa s pomocˇjo rutine syscall(), ki se uporablja predvsem v
primeru, ko sistemski klic nima svoje ovojne funkcije v programski knjizˇnici:
int ret = syscall(SYS_chmod , "/etc/hosts", 0444);
Ker sistemski klici omogocˇajo dostop do nizkonivojskih sistemskih gra-
dnikov in tako predstavljajo najnizˇji nivo komunikacije z jedrom OS, je po-
membno, da sistemski programski jezik omogocˇa njihovo uporabo.
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2.2 Prenosljivost
Pojem prenosljivosti (angl. portability) predstavlja uporabo iste programske
opreme na razlicˇnih racˇunalniˇskih platformah. Prenosljivost lahko razdelimo
na dve kategoriji. Eno na nivoju izvorne kode in eno na nivoju prevedene
izvrsˇljive kode [2].
Prenosljivost na nivoju izvorne kode v grobem pomeni, da programski
jezik sledi filozofiji WOCA (angl. write once, compile anywhere – napiˇsi en-
krat, prevedi povsod) – glej sliko 2.2. Program naj bi se prevedel na razlicˇnih
platformah brez dodatnih sprememb izvorne kode. To se dosezˇe z uporabo
standardnih programskih knjizˇnic, ki skrijejo implementacijo za razlicˇne sis-
teme in programerjem ponudijo abstraktno raven funkcij in procedur ter tako
prikrijejo spremembe med razlicˇnimi platformami. Programski jezik C danes
sledi tej filozofiji. A vedno ni bilo tako. Zaradi razlik med implementacijami
programskega jezika C na razlicˇnih sistemih Unix se je v 80. letih prejˇsnjega
stoletja pojavila potreba po standardizaciji jezika C. Namen je bil, da postane
programski jezik neodvisen od zasnove operacijskega sistema in racˇunalniˇske
arhitekture. C programi, napisani samo s pomocˇjo standardne programske
knjizˇnice C, so prenosljivi na vse racˇunalniˇske platforme, ki zagotavljajo im-
plementacijo standardne programske knjizˇnice C. Prvicˇ je bil standardiziran
leta 1989 – ta razlicˇica se danes pogosto imenuje ANSI C.
Prenosljivost na nivoju izvrsˇljive kode (angl. write once, run anywhere
– napiˇsi enkrat, zazˇeni povsod) pa predstavlja neodvisnost programa od sis-
tema, kjer je bil preveden v izvrsˇljivo kodo in sistema, kjer se bo izvajal.
Programer lahko prevede program na racˇunalniku z namesˇcˇenim operacijskim
sistemom Linux in ga nato pozˇene na racˇunalniku z operacijskim sistemom
Windows ali OS X. Vendar je to mogocˇe le na izredno podobnih platformah
in v praksi redko uporabno. Obstajajo pa programski jeziki, ki to omogocˇajo
na drug nacˇin. Eden izmed takih jezikov je Java, zahvaljujocˇ njenemu navi-
deznemu stroju JVM (angl. Java virtual machine), v katerem tecˇe vmesna
koda (angl. bytecode). Navidezni stroj tako deluje kot tolmacˇ vmesne kode
za potrebe izvajanja na razlicˇnih platformah.
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Slika 2.2: Napiˇsi enkrat, prevedi povsod.
Za sistemski programski jezik je pomembno, da je prenosljiv na nivoju
izvorne kode, saj to mocˇno olajˇsa delo programerjev, ker ne rabijo skrbeti
za podrobnosti posamezne platforme, in s tem dobijo zagotovitev, da se bo
program uspesˇno prevedel na razlicˇnih platformah. Prenosljivost na nivoju
izvrsˇljive kode nismo uvrstili kot kriterij zaradi potrebe po navideznem stroju,
kar je za sistemski programski jezik z vidika uporabe pomnilnika in hitrosti
neprimerno.
Pod pojmom prenosljivosti lahko razumemo tudi podporo sistemskega
programskega jezika za razlicˇne operacijske sisteme in racˇunalniˇske arhitek-
ture. Cˇe je sistemski programski jezik na voljo samo za dolocˇen OS ali
procesorsko arhitekturo, ga to naredi manj prenosljivega. Dobro je, da ima
podporo za cˇim vecˇ operacijskih sistemov in procesorskih arhitektur.
2.3 Hitrost izvajanja
Sistemski programi nudijo storitve predvsem uporabniˇskim aplikacijam, ne-
kateri pa tudi koncˇnim uporabnikom. V kolikor bi bili ti programi pocˇasni
in neodzivni, bi s tem bile pocˇasne tudi uporabniˇske aplikacije, vplivalo pa
bi tudi na splosˇno odzivnost sistema. Prevajalnik sistemskega programskega
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jezika mora proizvesti ucˇinkovito kodo glede na platformo, na kateri se bo
program izvajal. Izvrsˇljiva datoteka oz. program naj bo hiter v izvajanju in
ucˇinkovit v porabi sistemskih virov, predvsem pomnilnika in procesorskega
cˇasa. To pride v posˇtev predvsem v vgrajenih sistemih (angl. embedded
systems), ko sta ta dva vira pogosto precej omejena.
Eden izmed glavnih razlogov, zakaj programski jezik C danes sodi med
najpopularnejˇse jezike [8], ne samo glede sistemskega programiranja ampak
tudi aplikativnega, je njegova hitrost in majhna poraba pomnilnika. K temu
prispeva predvsem njegova preprosta zasnova. C programi se prevedejo ne-
posredno v strojno kodo in ne potrebujejo kakrsˇnegakoli tolmacˇa (angl. in-
terpreter), JIT prevajalnika (angl. just-in-time compiler) ali navideznega
stroja pri svojem izvajanju.
2.4 Funkcije prevajalnika
Ena izmed dobrodosˇlih funkcij prevajalnika so t. i. optimizacijske zasta-
vice (angl. optimization flags). S pomocˇjo taksˇnih zastavic lahko uporabnik
optimizira svoj program za tocˇno dolocˇen namen. Kjer je hitrost izvajanja
kljucˇnega pomena, bi uporabnik uporabil optimizacijske zastavice, s kate-
rimi bi prevajalnik poskusil optimizirati kodo, da bi se program cˇim hitreje
izvedel. V vgrajenih sistemih smo pogosto omejeni s prostorom – takrat bi
uporabnik prevedel svoj program tako, da bi ta zavzemal cˇim manj prostora.
Tabela 2.1 prikazuje primer optimizacijskih nivojev pri prevajalniku gcc.
Dobrodosˇla je tudi mozˇnost uporabe zbirnega jezika (angl. assembly lan-
guage) v sami programski kodi. To je mozˇno na dva nacˇina. S pomocˇjo t.i.
medvrsticˇnih zbirnih ukazov (angl. inline assembly) – to so vrstice kode v
zbirnem jeziku, umesˇcˇene neposredno v programsko kodo visokonivojskega
programskega jezika, ali pa s klicem rutine, napisane v zbirnem jeziku, ki
se nahaja v svoji datoteki in nato vkljucˇevanjem te datoteke pri prevajanju
programa.
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Nivo Pomen
-O -O1 Zmanjˇsanje velikosti programa in hitrosti izvajanja brez
velikega vpliva na cˇas prevajanja.
-O2 Sˇe vecˇji nivo zmanjˇsanja velikosti programa in hitrosti izvajanja.
-O3 Najvecˇji nivo zmanjˇsanja velikosti programa in hitrosti izvajanja.
-O0 Brez optimizacije, skrajˇsa cˇas prevajanja in olajˇsa
razhrosˇcˇevanje (privzeto).
-Os Optimizacija velikosti programa.
-Ofast Optimizacija hitrosti izvajanja.
-Og Vklop vseh optimizacij, ki ne vplivajo na tezˇavnost
razhrosˇcˇevanja.
Tabela 2.1: Prevajalnik gcc pozna sedem optimizacijskih nivojev.
Uporaba zbirnika je prirocˇna predvsem zaradi treh stvari:
• kljucˇne dele kode je mogocˇe napisati na bolj ucˇinkovit nacˇin, kot pa v
nekaterih primerih zmore to prevajalnik
• dostop do insˇtrukcij procesorja
• neposreden klic sistemskih klicev
Prevajalnik gcc omogocˇa pisanje medvrsticˇnih zbirnih ukazov v sintaksi
zbirnika AT&T z uporabo programskega konstrukta asm oz. asm .
Primer kode, ki sesˇteje vrednosti 20 in 30 ter rezultat shrani v register eax:
__asm__ ( "movl $20 , %eax;"
"movl $30 , %ebx;"
"addl %ebx , %eax;"
);
Datoteko z izvorno kodo v zbirnem jeziku (proc.s) pri prevajanju pro-
grama lahko vkljucˇimo tako:
gcc -o program main.c proc.s
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Cˇeprav so sistemski klici dosegljivi preko ovojnih funkcij operacijskega
sistema (oz. standardne knjizˇnice) in programerju ni potrebno pisati kode v
zbirnem jeziku za dostop do njih, je to potrebno v nekaterih primerih. Cˇe
standardne knjizˇnice C na sistemu ni na voljo, je mogocˇe sistemski klic izvesti
le s pomocˇjo ukazov v zbirnem jeziku. Taki primeri so sicer redki.
2.5 Upravljanje s pomnilnikom
Pomnilnik za spremenljivke se med izvajanjem programa dinamicˇno dodeli
na skladu ali kopici. Medtem ko se prostor za spremenljivke na skladu sprosti
takoj, ko te niso vecˇ v dosegu, je potrebno pomnilnik na kopici sprostiti po
njegovi uporabi. Za to se uporabljata dva nacˇina, in sicer avtomaticˇni s
t. i. cˇistilcem pomnilnika (angl. garbage collector), ali eksplicitni, za kar
mora poskrbeti programer na ustreznem mestu v kodi. Programske jezike
lahko glede tega razdelimo na dve kategoriji, in sicer na tiste, ki poznajo
avtomaticˇno cˇiˇscˇenje pomnilnika in na tiste, kjer to ni del same specifikacije
jezika.
Obe strani imata svoje prednosti in slabosti, cˇeprav v zadnjem cˇasu pre-
vladuje mnenje, da uporaba cˇistilca pomnilnika prinasˇa vecˇ koristi kot sla-
bosti in je zato vkljucˇen v vse pomembnejˇse programske jezike zadnjih let.
Vendar se v nekaterih primerih uporaba rocˇnega sprosˇcˇanja pomnilnika ob-
nese bolje, kot pa lahko to opravi cˇistilec pomnilnika – najbolj ocˇitno je to
na sistemih z zelo omejenim pomnilnikom [1]. Optimalno bi bilo, da bi imeli
mozˇnost izbire, ali zˇelimo uporabiti cˇistilec pomnilnika ali ne. Programski
jezik C v svoji specifikaciji ne pozna avtomaticˇnega cˇiˇscˇenja pomnilnika, a
je to mozˇno z uporabo zunanjega cˇistilca pomnilnika, kot je npr. Boehm
garbage collector [6], in manjˇsimi spremembami izvorne kode.
Programski jezik C omogocˇa nizkonivojski dostop do pomnilnika. S tem
je miˇsljeno neposredno branje oz. spreminjanje vrednosti pomnilniˇskih besed
na dolocˇenem pomnilniˇskem naslovu. Za to se uporabljajo posebni program-
ski tipi, imenovani kazalci (angl. pointers). Vrednost spremenljivke, ki je
2.6. STANDARDNA KNJIZˇNICA IN IZVAJALNO OKOLJE 15
definirana kot kazalec, je pomnilniˇski naslov, na katerem se nahaja neka vre-
dnost. Z deferenciranjem takega kazalca lahko neposredno spreminjamo to
vrednost.
Primer zapisa vrednosti 0xF000FF0F na pomnilniˇski naslov 0x20000000:
volatile unsigned int *addr = (unsigned int *) 0x20000000;
*addr = (unsigned int) 0xF000FF0F;
To je uporabno predvsem, ko hocˇemo dostopati do specificˇnih registrov
strojne opreme oz. pri dostopu do pomnilniˇsko preslikanih vhodno/izhodno
naprav (angl. memory-mapped devices). Pri programiranju gonilnikov ali
mikrokontrolerjev (angl. microcontrollers) pride to velikokrat v posˇtev.
2.6 Standardna knjizˇnica in izvajalno okolje
Standardna knjizˇnica (angl. standard library) je urejena zbirka podobnih
oziroma istovrstnih elementov konfiguracije programske opreme, ki pomaga
pri razvoju, delovanju in vzdrzˇevanju [3]. Je skupek raznovrstnih funkcij,
ki omogocˇajo razlicˇne operacije, od ovojnih funkcij namenjenih sistemskim
klicem (npr. odpiranje datoteke), do funkcij za delo s nizi, ki ne uporabljajo
nobenega sistemskega klica (npr. sestavljanje nizov).
Standardna knjizˇnica sistemskega programskega jezika naj vsebuje le nujne
programske konstrukte, ki jih programer potrebuje za implementacijo vecˇjega
dela programske opreme. Nepotrebno je v standardno knjizˇnico vkljucˇevati
elemente, ki niso nujno potrebni, npr. funkcije za delo z dokumenti XML.
Take funkcije naj bodo v dodatnih knjizˇnicah, ki se jih lahko nato vkljucˇi
po potrebi. To pripomore k cˇim manjˇsi velikosti standardne knjizˇnice, kar
pomeni tudi manjˇso velikost koncˇnih programov, ki se ob prevajanju pove-
zujejo s standardno knjizˇnico [5]. To je sˇe posebej pomembno na sistemih z
manjˇso velikostjo pomnilnika, kot so vgrajeni sistemi.
Standardna knjizˇnica C (angl. C standard library ali ISO C library),
specificirana v ANSI C in POSIX standardih, ima vecˇ implementacij, npr.
GNU C Library oz. glibc, BSD Libc in Microsoft C Run-time library. Ob-
16 POGLAVJE 2. KRITERIJI
staja tudi veliko knjizˇnic, namenjenih za uporabo v vgrajenih sistemih, med
bolj poznanimi so npr. dietlibc, uClibc in musl. Kot primerjavo povejmo,
da je staticˇna knjizˇnica dietlibc velika samo 120KB, kar je vecˇ kot 15x manj
od staticˇne knjizˇnice glibc, ki je velika priblizˇno 2MB. Preprost program, ki
izpiˇse ”Pozdravljen svet”, pa je z uporabo staticˇnega povezovanja z dietlibc
100x manjˇsi v primerjavi z glibc [4].
Na velikost izvrsˇljivih datotek vpliva tudi izvajalno okolje oz. izvajalni
sistem (angl. runtime). V programskem jeziku C izvajalno okolje crt0 vsebuje
nabor zagonskih rutin, ki se med prevajanjem vkljucˇijo v generirano izvrsˇljivo
datoteko. Pred zagonom programa opravi potrebno inicializacijo procesa, ki
je potrebna, preden se poklicˇe vstopna tocˇka programa, t. i. metoda main.
Funkcije, ki jih opravlja izvajalni sistem, variirajo od programskega jezika do
programskega jezika. Medtem ko crt0 skrbi predvsem za klic vstopne tocˇke
programa, je lahko v drugih programskih jezikih izvajalno okolje bolj bogato
in vkljucˇuje ostale minimalne rutine, potrebne za izvajanje programov, npr.
cˇistilec pomnilnika ali pa navidezni stroj. Za sistemski programski jezik je
dobro, da sta standardna knjizˇnica in izvajalno okolje cˇim manjˇsa, saj to
vpliva na velikost izvrsˇljivih datotek.
2.7 Povezovanje s programskim jezikom C
Najvecˇ sistemske programske opreme je napisane v programskem jeziku C.
Izumljanje tople vode je v razvoju programske opreme pogosto nezazˇelena
praksa in ponovna uporaba kode (angl. code reuse) je pomemben progra-
merski koncept. Cilj je prihranek cˇasa in sredstev – tudi cˇe je potrebno za
uporabo kode placˇati licenco, se to v vecˇini primerov izplacˇa, saj licenca
tipicˇno stane le 1-20 % strosˇkov, ki bi jih imeli, cˇe bi hoteli komponento sami
razviti [7]. Tu sicer treba priˇsteti sˇe cˇas, ki ga porabimo za iskanje, ucˇenje
in integracijo zunanje komponente v nasˇ produkt. Zazˇeleno je, da sistemski
programski jezik omogocˇa povezovanje s programskim jezikom C ravno za
potrebe ponovne uporabe zˇe napisane sistemske programske opreme.
Poglavje 3
Analiza jezikov po kriterijih
V zadnjem cˇasu so se pojavili nekateri novi programski jeziki, ki naj bi bili
primerni za sistemsko programiranje. V tem poglavju predstavimo program-
ske jezike D, Go, Nim in Rust, in jih analiziramo glede na kriterije, definirane
v prejˇsnjem poglavju. Jezike primerjamo s programskim jezikom C. Kjer je to
smiselno, z izseki programske kode v posameznem jeziku pokazˇemo uporabo
programskih konstruktov, ki so pomembni za sistemsko programiranje.
3.1 D
Programski jezik D je objektno orientiran, staticˇno tipiziran (angl. statically
typed), imperativni programski jezik, namenjen sistemskemu in aplikativ-
nemu programiranju. Omogocˇa tudi funkcijsko in metaprogramiranje. Kot
avtorja jezika sta podpisana Walter Bright iz podjetja Digital Mars in Andrei
Alexandrescu, ki deluje kot glavni razvijalec. Prva razlicˇica je bila izdana leta
2001, medtem ko je razlicˇica 1.0 lucˇ dneva ugledala l. 2007. D se oglasˇuje kot
”tisto, kar je C++ zˇelel biti” [10]. Ima preprosto sintakso, podobno program-
skemu jeziku C, lastnosti jezika pa vlecˇe tudi s sodobnejˇsimi programskimi
jeziki kot so Java, Python, Ruby in C#. Zaradi preproste sintakse in podob-
nosti z jezikom C je krivulja ucˇenja nizka, koda pa hitro razumljiva. Obljublja
mocˇ in hitrost, primerljivo z jezikoma C/C++ ter primerljivo produktivnost
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z dinamicˇnimi programskimi jeziki, kot sta Ruby in Python. Je visokonivoj-
ski programski jezik z dostopom do nizkonivojskih programskih konstruktov
in operacijskega sistema. Programi, napisani v programskem jeziku D, se
prevedejo neposredno v strojno kodo. Trenutna stabilna razlicˇica je 2.070.0.
Vzorec programske kode v D:
import std.stdio;
void main() {
writeln("Hello from D!");
}
3.1.1 Uporaba sistemskih klicev
Programski jezik D je odvisen od standardne programske knjizˇnice C, katero
za svoje delovanje potrebuje namesˇcˇeno na sistemu. Vmesnik sistemskih kli-
cev je definiran v paketu core.sys v knjizˇnici DRuntime, ki skrbi za nizkonivoj-
ske funkcije in je del standardne knjizˇnice Phobos. Podobno kot programski
jezik C tudi D pozna opcijsko prevajanje (angl. conditional compilation) –
vkljucˇevanje le dolocˇene izvorne kode glede na vnaprej dolocˇene parametre.
Ob prevajanju se tako vkljucˇi le modul za ciljni operacijski sistem.
Primer OS neodvisnega programa, ki poklicˇe sistemski klic, kateri izpiˇse
ID trenutnega procesa:
version(Posix) {
import core.sys.posix.unistd;
writefln("pid: %d", getpid ());
} else version(windows) {
import core.sys.windows.windows;
writefln("pid: %d", GetCurrentProcessId ());
}
Ker se D zanasˇa na standardno knjizˇnico C, ima tako dostop do prakticˇno
vseh njenih ovojnih funkcij za sistemske klice pod pogojem, da so tudi ti
definirani v knjizˇnici DRuntime. Ta vsebuje vmesnike do vecˇine najpogosteje
uporabljanih sistemskih klicev, vendar ne vseh - knjizˇnica je sˇe nepopolna, a
podpora raste z vsako novo razlicˇico jezika D. V kolikor zˇelimo uporabljati
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sistemski klic, za katerega DRuntime ne ponuja svoje ovojne funkcije, je
potrebno v program vkljucˇiti deklaracijo ovojne funkcije sistemskega klica iz
standardne knjizˇnice C in njenih specificˇnih podatkovnih tipov.
Primer deklaracije ovojne funkcije sistemskega klica ptrace na OS Linux,
kateri nima podpore v DRuntime:
import core.sys.posix.sys.types;
enum __ptrace_request { /* enum declaration */ }
extern(C) long ptrace(__ptrace_request request , pid_t pid ,
void *addr , void *data);
3.1.2 Prenosljivost
Za programski jezik D trenutno obstajajo trije prevajalniki, cˇe ne sˇtejemo po-
leg sˇe vseh eksperimentalnih prevajalnikov. Uraden prevajalnik in referencˇna
implementacija jezika D je DMD (Digital Mars D compiler). Obstajata sˇe
GDC, ki uporablja zaledni del (angl. backend) zbirke prevajalnikov GCC
(GNU Compiler Collection) in LDC, ki uporablja zaledni del prevajalniˇskega
ogrodja LLVM. Vsem je skupno to, da prevedejo programe neposredno v
strojno kodo.
Tabela 3.1 prikazuje, na katerih OS so na voljo prevajalniki. GDC in LDC
lahko generirata izvrsˇljivo kodo za vse platforme, katere podpirata zbirki
prevajalnikov GCC in LLVM, vendar mora obstajati podprtost za nove plat-
forme tudi v standardni knjizˇnici oz. izvajalnem okolju [11]. Te podpore pa
ni veliko za ostale operacijske sisteme, ki niso omenjeni v tabeli 3.1. LDC
podpira sˇe eksperimentalno iOS in Android ter GDC Android. Vsi trije
podpirajo procesorske arhitekture amd64 in i386, GDC in LDC pa ponujata
podporo sˇe za arhitekturo arm [12].
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DMD GDC LDC
Linux Linux Linux
Windows Windows Windows
OS X OS X
FreeBSD FreeBSD
OpenSolaris
Tabela 3.1: Operacijski sistemi, za katere so na voljo prevajalniki jezika D.
3.1.3 Hitrost izvajanja
Programski jezik D obljublja hitrost primerljivo s C/C++. Kar pripomore
k temu je dejstvo, da se izvorna koda prevede neposredno v strojno kodo.
Optimizacija kode in hitrost izvajanja sta odvisni od prevajalnika – GDC in
LDC proizvedeta bistveno hitrejˇse programe kot uradni DMD, kar je posle-
dica dejstva, da uporabljata visoko optimizirana zaledna dela prevajalnikov
GCC oz. LLVM [12].
Veliko kritik glede pocˇasnosti je bil delezˇen cˇistilec pomnilnika, ki je
v celoti implementiran v programskem jeziku D in je del knjizˇnice DRun-
time [13, 14, 15]. Kritike niso naletele na gluha usˇesa, tako da se je glavni
razvijalec Andrei Alexandrescu odlocˇil preprogramirati obstojecˇ cˇistilec po-
mnilnika z namenom doseganja boljˇsih zmogljivosti [16]. Delo je v teku, do
takrat pa je resˇitev v kriticˇnih delih kode lahko izklop cˇistilca pomnilnika,
kar dosezˇemo z ukazom:
GC.disable ();
Cˇe izklopimo cˇistilec pomnilnika, mora za sprostitev pomnilnika poskr-
beti programer, tako kot je to v navadi v programskem jeziku C, uporabljamo
pa lahko le podmnozˇico standardne knjizˇnice, ki ne zahteva uporabe avto-
maticˇnega cˇistilca. Scˇasoma bo tudi standardna knjizˇnica v celoti delovala
brez uporabe cˇistilca pomnilnika [17].
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3.1.4 Funkcije prevajalnika
Uradni prevajalnik DMD omogocˇa malo svobode pri optimizaciji pri prevaja-
nju – za najvecˇji poudarek na hitrosti programov se ob prevajanju priporocˇa
skupna uporaba zastavic -O -release -inline -boundscheck=off. Nekaj vecˇ opcij
imamo z uporabo GDC ali LDC, ki omogocˇata iste optimizacijske nivoje kot
njuna zaledna dela GCC oz. LLVM.
V programskem jeziku D je mozˇno pisati medvrsticˇne ukaze v zbirnem
jeziku, kar velja za vse tri prevajalnike, razlika je le v sintaksi zbirnega jezika.
DMD podpira sintakso Intel, GDC AT&T, medtem ko LDC podpira obe.
Podobno kot pri programskem jeziku C je uporaba zbirnika mozˇna z uporabo
ukaza asm.
Primer programa, ki izpiˇse ’Hello world’ s pomocˇjo sistemskega klica write
in uporabo medvrsticˇnih zbirnih ukazov v sintaksi Intel za arhitekturo amd64:
void main() {
string str = "Hello world";
auto sptr = str.ptr;
auto len = str.length;
asm {
mov RSI , sptr;
mov RDX , len;
mov RDI , 1; // stdout
mov RAX , 1; // SYS_WRITE
syscall;
}
}
3.1.5 Upravljanje s pomnilnikom
Programski jezik D ima podporo za avtomaticˇno cˇiˇscˇenje pomnilnika, obenem
pa omogocˇa tudi eksplicitno upravljanje s pomnilnikom. Podobno kot jezik
C pozna funkciji malloc in free, s katerima je mogocˇe rocˇno upravljanje s
pomnilnikom:
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import core.stdc.stdlib;
int *num = cast(int*) malloc ((int).sizeof * 50);
// do stuff
free(num);
Cˇistilec pomnilnika tako pridobljenega kosa pomnilnika ne sprosti avto-
maticˇno, kar je dobrodosˇlo, saj tako lahko piˇsemo programe, ki delujejo v
celoti brez cˇistilca pomnilnika. Da pa programski jezik D omogocˇa uporabo
funkcije malloc tudi z vklopljenim cˇistilcem pomnilnika, obstaja sˇe njen du-
plikat, definiran v drugem paketu:
import core.memory;
int *num = cast(int*)GC.malloc ((int).sizeof * 50);
V tem primeru cˇistilec pomnilnika poskrbi za sprostitev pomnilnika in ni
potrebna uporaba funkcije free.
D pozna tudi kazalce, ki jih definira podobno kot jezik C. Z operator-
jem * in & deferenciramo oz. referenciramo spremenljivke, omogocˇa pa tudi
aritmetiko s kazalci:
int[] array = [0, 0, 0];
int *ptr = &array [0]; // pointer to array [0]
*ptr = 1;
*(ptr +2) = 3; // array is now [1, 0, 3]
3.1.6 Standardna knjizˇnica in izvajalno okolje
Standardna programska knjizˇnica jezika D se imenuje Phobos. Vendar Pho-
bos vedno ni bil prva izbira kot programska knjizˇnica za delo z D-jem. Do
prihoda razlicˇice 2 jezika D (t. i. D2) je za popularnost tekmoval (in izgu-
bljal boj) s programsko knjizˇnico Tango, razvito s strani odprtokodne sku-
pnosti programerjev. Najvecˇji problem razlicˇice 1 jezika D je bilo dejstvo,
da knjizˇnici med seboj nista bili zdruzˇljivi. To je bila perecˇa tema v D sku-
pnosti predvsem zaradi ponovne uporabe zˇe napisane kode oz. vkljucˇevanja
programskih paketov v nasˇe programe – cˇe je bila taka koda napisana s
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pomocˇjo druge knjizˇnice, kot smo jo uporabljali mi, je tako nismo mogli
ponovno uporabiti.
S prihodom aktualne razlicˇice D2 se je del kode, kriv za nezdruzˇljivost,
prestrukturiral v svoj del imenovan DRuntime, ki ga nato uporabljata Phobos
in Tango. DRuntime je izvajalno okolje jezika D in predstavlja plast abstrak-
cije nad prevajalnikom. Razlicˇni prevajalniki imajo svojo implementacijo
knjizˇnice DRuntime. Zaradi zahtevnega reprogramiranja knjizˇnice Tango za
prehod (angl. port) na D2, se je delo na le-tej zelo upocˇasnilo, s prihodom
D2 pa je Phobos napredoval do te mere, da ni vecˇ potrebe po Tangu. Tako
je Phobos danes prakticˇno edina izbira kot standardna knjizˇnica jezika D2.
Primer nezdruzˇljivosti izvorne kode med knjizˇnicama (levo Phobos, desno
Tango):
import std.stdio;
void main() {
write("Phobos");
}
import tango.io.Console;
void main() {
Cout("Tango") ();
}
3.1.7 Povezovanje s programskim jezikom C
Programski jezik D je bil zasnovan z namenom cˇim lazˇjega povezovanja s
programskim jezikom C. Tako D pozna C podatkovne tipe, kot so size t, struct
in union, ki so analogni tistim v C-ju. Funkcije iz standardne programske
knjizˇnice C je mozˇno poklicati neposredno brez potreb po ovojnih funkcijah
in pretvarjanja argumentov.
Primer klica C funkcije strcmp:
extern(C) int strcmp(const char * str1 , const char * str2);
int main() {
return strcmp("foo", "bar");
}
Na podoben nacˇin lahko dostopamo do globalnih spremenljivk, ki so de-
klarirane v izvorni kodi C programa:
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extern (C) extern __gshared int c_var;
Tudi v kolikor hocˇemo povezovati z ostalimi knjizˇnicami, ki niso del stan-
dardne knjizˇnice C, je to mozˇno z minimalno napora. Potrebno je napisati
vmesno datoteko (angl. interface file), ki je v bistvu samo pretvorba za-
glavne datoteke (angl. header file), napisane v programskem jeziku C. Pri
prevajanju programa je nato potrebno vkljucˇiti zˇeleno knjizˇnico C in vmesno
datoteko. Pred tem pa je vredno preveriti, ali vmesna datoteka zˇe obstaja
na spletni strani projekta Deimos [18], kjer skupnost programerjev jezika D
objavlja vmesnike do popularnejˇsih knjizˇnic, napisanih v C/C++.
Tudi v obratni smeri (klic D programa/funkcije iz programskega jezika C)
je stvar enostavna. V programskem jeziku D definiramo funkcijo s kljucˇno
besedo extern (C):
extern (C) int sum(int a, int b) {
return a + b;
}
Nato jo lahko v izvorni kodi jezika C poklicˇemo kot vsako drugo zunanjo
funkcijo:
extern int sum(int a, int b);
int main() {
return sum(5, 3);
}
3.2 Go
Programski jezik Go (ali golang) je bil ustvarjen l. 2007 (prvicˇ izdan l. 2009)
v tehnolosˇkem gigantu Google. Ustvarjalci jezika so racˇunalnicˇarji Robert
Griesemer, Rob Pike in Ken Thompson, ki so dobro poznani racˇunalniˇski
javnosti. Med drugim Thompson velja za ocˇeta operacijskega sistema Unix,
Pike je sodeloval pri razvoju operacijskih sistemov Plan 9 in Inferno, sku-
paj pa sta zasnovala nacˇin kodiranja znakov UTF-8. Eden izmed glavnih
razlogov za nastanek novega jezika je bil C++ in njegova narasˇcˇajocˇa kom-
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pleksnost. Plan je bil razviti preprostejˇsi sistemski programski jezik, ki bi
bil podoben sodobnim, dinamicˇnim jezikom, ob tem pa bi ohranil hitrost,
primerljivo s prevedenimi jeziki, kot sta C in C++. Veliko truda so vlozˇili v
razvoj ucˇinkovitega cˇistilca pomnilnika, ki ga veliko sistemskih jezikov nima,
in v cˇim manjˇsi cˇas prevajanja programov [19]. Go je imperativni, staticˇno
tipiziran programski jezik, ki ponuja veliko podporo socˇasnosti (angl. con-
currency) in programiranju strezˇniˇskih aplikacij. Tako ne cˇudi dejstvo, da
je Go uporabljen v implementaciji Googlovega strezˇnika za prenasˇanje dato-
tek dl.google.com. Sintaksa je ohlapno izpeljana iz programskega jezika C,
vsebuje pa tudi elemente Pascala in modernih dinamicˇnih jezikov. Trenutna
stabilna razlicˇica je 1.5.3.
Vzorec programske kode v Go:
package main
import "fmt"
func main() {
fmt.Println("Hello from Go!")
}
3.2.1 Uporaba sistemskih klicev
Vmesnik za sistemske klice je bil prvotno definiran v programskem paketu
syscall v standardni programski knjizˇnici jezika Go. Zaradi razlicˇnih tezˇav [20]
so ustvarjalci jezika Go prenehali vzdrzˇevati paket syscall, katerega bo pocˇasi
zamenjal novi paket golang.org/x/sys. Ta je trenutno v eksperimentalni fazi
in sˇe ni vkljucˇen v standardno programsko knjizˇnico, vendar se bo to zgodilo
s prihodnjimi razlicˇicami jezika Go. Ker ustvarjalci priporocˇajo uporabo
novega paketa [21], bomo tega uporabili tudi v nasˇih primerih. Novi paket
namestimo z ukazom go get -u -v -x golang.org/x/sys/unix.
V programskem jeziku Go vsak sistemski klic poleg ostalih vrednosti (Go
omogocˇa funkcije, ki vracˇajo vecˇ vrednosti) vedno vrne tudi spremenljivko
tipa error. Cˇe je ta spremenljivka enaka nil, se je sistemski klic uspesˇno
izvedel, v kolikor ni, pa vsebuje opis napake. To spominja na programski jezik
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C, kjer ovojne funkcije sistemskih klicev prav tako nastavljajo spremenljivko
errno v primeru napak.
Primer sistemskega klica open na operacijskih sistemih tipa Unix, ki vrne
datotecˇni deskriptor (angl. file descriptor) in opis morebitne napake:
import "golang.org/x/sys/unix"
// somewhere in main ...
fd, err := unix.Open("a.txt", unix.O_RDONLY , unix.S_IRUSR)
if err != nil {
panic(err)
}
Programski jezik Go ima implementiran svoj nabor sistemskih klicev in
za klic teh ne potrebuje pomocˇi standardne knjizˇnice C – torej ne uporablja
ovojnih funkcij standardne knjizˇnice C, kot je glibc, ampak v ozadju upora-
blja zbirni jezik za izvedbo sistemskih klicev. To pa ne velja za alternativni
prevajalnik gccgo, ki uporablja zaledni del GCC – ta sistemske klice izvrsˇi
preko standardne knjizˇnice jezika C [22]. Cˇe dolocˇenega sistemska klica ni v
standardni knjizˇnici, ga lahko izvrsˇimo preko funkcij RawSyscall oz. RawSy-
scall6, katerim podamo sˇtevilko sistemskega klica in potrebne argumente.
3.2.2 Prenosljivost
Trenutna razlicˇica privzetega prevajalnika gc podpira operacijske sisteme Li-
nux, Windows, OS X, FreeBSD, NetBSD, OpenBSD, DragonFly BSD, Plan 9
in Solaris. Prevajalnik zna generirati kodo za procesorske arhitekture amd64,
i386, arm, arm64 in ppc64 [25]. Alternativa prevajalniku gc je gccgo, ki je
cˇelni del (angl. frontend) zbirke prevajalnikov GCC in je od GCC razlicˇice
4.6 tudi vkljucˇen v uradno izdajo te zbirke prevajalnikov. S pomocˇjo gccgo
je Go na voljo za sˇiroko paleto operacijskih sistemov in procesorskih arhitek-
tur, ki jih podpira GCC. Rezultat prevajanja obeh prevajalnikov je izvrsˇljiva
datoteka, programi, napisani v programskem jeziku Go, pa so prenosljivi na
nivoju izvorne kode.
Pomembna razlika med njima je, da privzeti prevajalnik gc prevaja staticˇno,
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medtem ko gccgo dinamicˇno. To naredi programe, prevedene s privzetim
prevajalnikom, lazˇje prenosljive, saj niso odvisni od razlicˇice standardne
knjizˇnice jezika C – kar resˇuje problem distribucije dinamicˇno prevedenih pro-
gramov na ostale operacijske sisteme, ki imajo insˇtalirano starejˇso razlicˇico
standardne knjizˇnice C od tiste, s katero je bil program povezan med preva-
janjem.
3.2.3 Hitrost izvajanja
Eden izmed ciljev nacˇrtovalcev jezika Go so zmogljivosti, ki bi se lahko pri-
merjale s programskim jezikom C. V zacˇetnih fazah Go ni bil hiter - primerjal
se je lahko z interpretiranimi jeziki, kot sta Java in Python, bil pa je dalecˇ od
zmogljivosti prevedenih jezikov, kot je C, kar je bila predvsem posledica pre-
vajalnika gc. Prevajalnik so v cˇasu mocˇno izboljˇsali, sˇe vedno pa je prostor
za izboljˇsave, predvsem v dolocˇenih algoritmih standardne knjizˇnice in avto-
maticˇnega cˇistilca pomnilnika. Prevajalnik jezika Go ima vkljucˇeno obsezˇno
in zapleteno orodje za profiliranje programov, katerega uporabo ustvarjalci
priporocˇajo v primeru performancˇnih tezˇav. Hitrost je lahko odvisna tudi
od izbire prevajalnika. Programi, prevedeni z gccgo, so lahko v aplikacijah,
ki intenzivno izrabljajo procesorski cˇas, v nekaterih primerih lahko do 30 %
hitrejˇsi [23].
3.2.4 Funkcije prevajalnika
Razlicˇica 1.5 programskega jezika Go je prinesla velike arhitekturne spre-
membe, ena izmed njih je tudi ta, da je privzeti prevajalnik gc sedaj v celoti
implementiran v Go (z malo pomocˇi zbirnega jezika) [24]. Gc ne podpira
optimizacijskih zastavic pri prevajanju. Ustvarjalci jezika to opravicˇujejo s
tem, da je optimizacija vkljucˇena zˇe kot privzeto in ponujajo le izklop te.
Go programi so torej zˇe v osnovi hitri kolikor se da, cˇe sˇe vedno niso do-
volj, pa bo treba krivca iskati v sami izvorni kodi. Z uporabo prevajalnika
gccgo pa imamo na voljo vse optimizacijske zastavice, ki jih ponuja zbirka
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prevajalnikov GCC.
Go pozna svoj dialekt zbirnega jezika, ki temelji na zbirnem jeziku za
operacijski sistem Plan 9. Privzeti prevajalnik gc omogocˇa povezovanje z
datotekami v zbirnem jeziku, vendar pa uporaba medvrsticˇnih zbirnih ukazov
v programski kodi Go ni mozˇna. To velja za oba prevajalnika.
3.2.5 Upravljanje s pomnilnikom
Programski jezik Go za upravljanje s pomnilnikom skrbi avtomaticˇno, in sicer
s cˇistilcem pomnilnika. Z nastavitvijo okoljske spremenljivke GOGC je sicer
cˇistilec mozˇno izklopiti, vendar je to namenjeno predvsem razhrosˇcˇevanju
programov. Go namrecˇ ne ponuja eksplicitnih ukazov za dodeljevanje in
sprosˇcˇanje pomnilnika, tako kot to pozna C z ukazi, kot sta malloc in free.
Go pozna kazalce, vendar v omejenem obsegu, saj za razliko od jezika C
ne omogocˇa aritmetike z njimi. Kot razlog za to ustvarjalci navajajo varnost,
saj je tako nemogocˇe referencirati neveljaven pomnilniˇski naslov, poenostavi
pa tudi implementacijo cˇistilca pomnilnika [19]. Sintaksa za delo s kazalci je
ista kot v C z operatorjema * in &, pozna pa tudi vgrajeno funkcijo new, ki
vrne kazalec do spremenljivke in rezervira dovolj pomnilnika za spremenljivko
tipa T, ki ga podamo kot argument funkciji.
Prikaz uporabe kazalcev s funkcijo new:
func change_value(ptr *int) {
*ptr = 99
}
func main() {
ptr := new(int)
fmt.Println (*ptr) // prints 0 (default value for int)
change_value(ptr)
fmt.Println (*ptr) // prints 99
}
Kot vidimo, Go ne omogocˇa veliko opcij pri nizkonivojskem upravljanju
s pomnilnikom.
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3.2.6 Standardna knjizˇnica in izvajalno okolje
Standardna knjizˇnica jezika Go se pogosto omenja kot knjizˇnica, ki je na
voljo vkljucˇno z baterijami (angl. batteries-included library). S tem se misli
na knjizˇnico, ki je bogata s funkcionalnostmi in omogocˇa takojˇsnji zacˇetek
dela brez potreb po namestitvi dodatnih modulov. Eden izmed jezikov, za
katerega pravijo, da ima tudi standardno knjizˇnico z vkljucˇenimi baterijami,
je Python. Standardna knjizˇnica Go tako vsebuje veliko zbirko programskih
paketov, ki zagotavljajo sˇirok nabor funkcionalnosti, od paketov za progra-
miranje spletnih strezˇnikov, do paketov za povezovanje z razlicˇnimi podat-
kovnimi bazami. Nenazadnje je mozˇno preprosti spletni strezˇnik, ki odgovori
na zahtevo HTTP, napisati v prakticˇno 10 vrsticah kode. Cˇeprav so taki
paketi dobrodosˇli, pa vendar niso nujno potrebni za sistemsko programiranje
in pripomorejo k velikosti standardne knjizˇnice. K le-tej pripomore tudi ne-
odvisnost privzetega prevajalnika gc od jezika C, kar pomeni, da je izvajalno
okolje, vkljucˇno z vmesnikom sistemskih klicev, v celoti implementirano v
Go.
3.2.7 Povezovanje s programskim jezikom C
Go omogocˇa povezovanje s programskim jezikom C s posebnim orodjem cgo,
ki je del standardnega prevajalnika gc. Vkljucˇi se ga tako, da se v programski
kodi Go programa uvozi poseben psevdo paket C. V komentarju pred uvozom
psevdo paketa, t. i. preambuli (angl. preamble), se vkljucˇi potrebne zaglavne
datoteke jezika C, ob tem pa lahko tudi poljubno C kodo, do katere zˇelimo
dostopati iz programske kode Go:
// #include <string.h>
// #include <time.h>
// time_t mytime;
// char* get_time () { mytime = time(NULL); return (ctime(&
mytime)); }
import "C"
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Do funkcij in podatkovnih tipov jezika C se nato dostopa s predpono
C. Potrebna je pretvorba podatkovnih tipov iz C v Go in obratno, za kar
standardna knjizˇnica zagotavlja ustrezne funkcije:
rs = int(C.strcmp(C.CString("foo"), C.CString("bar")))
fmt.Println("c_time: ", C.GoString(C.get_time ()))
V obratni smeri je stvar malo bolj zapletena, saj ni podpore za klic Go
funkcij iz programskega jezika C, v kolikor ni vstopna tocˇka programa, t.i.
metoda main, napisana v Go. Edina mozˇnost v tem primeru je start Go pro-
grama, ki poklicˇe funkcijo v C, ki nato poklicˇe funkcijo v Go. Cˇe zˇelimo
funkcijo uporabiti v programski kodi jezika C, je potrebno pred njo do-
dati //export func-name, v C programski kodi pa vkljucˇiti zaglavno datoteko
cgo export.h, katero samodejno ustvari prevajalnik gc.
3.3 Nim
Programski jezik Nim (prej poznan kot Nimrod) je staticˇno tipiziran, impe-
rativni sistemski programski jezik, ki podpira proceduralno, objektno usmer-
jeno, metaprogramiranje in funkcijsko programiranje. Prvicˇ se je pojavil
l. 2008. Avtor jezika je Andreas Rumpf, ki s pomocˇjo odprtokodne sku-
pnosti vodi razvoj sˇe danes. Nim poskusˇa programerju dati visokonivojske
programske konstrukte, poznane iz dinamicˇnih jezikov, in uporabo moder-
nejˇsih programskih paradigem, kot je metaprogramiranje, ob tem pa ne zˇeli
zˇrtvovati ucˇinkovitosti in prenosljivosti programskega jezika C, s katerim je
tesno povezan. Namen novega jezika je bilo poiskati cˇim boljˇse razmerje med
zmogljivostjo in produktivnostjo ter biti varnejˇsi kot C. Sintaksa je preprosta
in spominja na Python in Pascal, podobnosti pa vlecˇe tudi iz programskih
jezikov Modula 3, Delphi, Ada in C [26]. Trenutna razlicˇica jezika je 0.13.0.
Ker Nim sˇe ni dosegel stabilne razlicˇice 1.0, se sintaksa in semantika jezika
do takrat sˇe lahko spremenita. Primeri programske kode v tem delu so pre-
verjeni z omenjeno razlicˇico jezika, razlicˇica 1.0 pa naj bi bila pripravljena v
letu 2016.
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Vzorec programske kode v Nim:
echo("Hello from Nim!\n")
3.3.1 Uporaba sistemskih klicev
Programski jezik Nim sodi med jezike, ki za generiranje izvrsˇljivih datotek
potrebujejo C prevajalnik in standardno programsko knjizˇnico jezika C. Sis-
temske klice izvaja preko ovojnih funkcij knjizˇnice C – tako ima dostop do
vseh, ki so definirani v C knjizˇnici. Deklaracija sistemskih klicev za sisteme
POSIX se nahaja v standardni knjizˇnici v datoteki lib/posix/posix.nim, npr.
sistemski klic mkdir je definiran kot:
proc mkdir*(a1: cstring , a2: Mode): cint {.importc , header:
"<sys/stat.h>".}
Cˇe dolocˇen sistemski klic manjka v standardni knjizˇnici Nim, ga lahko
dodamo tako, da ga deklariramo kot zunanjo funkcijo programskega jezika
C, podobno kot v zgornjem primeru. Cˇe pa sistemskega klica ni na voljo
niti v knjizˇnici C, vmesnik za sistemske klice v jeziku C pozna rutino syscall,
preko katere lahko izvrsˇimo take klice. Te funkcije ni v standardni knjizˇnici
jezika Nim, zato jo moramo dodati mi, kar je trivialno – funkcijo deklariramo
kot vsako drugo, ki jo hocˇemo poklicati v nasˇi programski kodi. Primer pro-
grama, kjer deklariramo omenjeno rutino in preko nje izvedemo sistemski klic
getcpu (specificˇen za OS Linux), za katerega glibc ne pozna ovojne funkcije:
proc c_syscall(a1: cint , a2: ptr cint , a3: ptr cint , a4:
cint): cint {.varargs , importc: "syscall", header: "<
unistd.h>".}
var cpu , node : cint = 0
var ret = c_syscall (309, addr cpu , addr node , 0)
echo("CPU: ", cpu , " Node: ", node)
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Slika 3.1: Datoteke, ki nastanejo pri prevajanju datoteke hello.nim.
3.3.2 Prenosljivost
Programski jezik Nim pozna en prevajalnik, imenovan preprosto nim. Na vo-
ljo je za operacijske sisteme Windows (XP ali kasnejˇsi), Linux, OS X (10.4 ali
kasnejˇsi) ter procesorske arhitekture amd64, i386, ppc64 in arm [27]. Preva-
jalnik prevede program v dveh korakih. V prvem koraku programsko kodo v
jeziku Nim pretvori v programsko kodo jezika C. Rezultat so datoteke v jeziku
C, ki jih odlozˇi v poddirektorij nimcache, kar prikazuje slika 3.1. Ustvarjena
C koda ni neodvisna od platforme – generirana C koda za operacijski sistem
Linux se ne prevede na Windows in obratno. Je pa zato programski jezik pre-
nosljiv na nivoju programske kode Nim. V drugem koraku datoteke z izvorno
kodo jezika C prevede v izvrsˇljive datoteke. Za to uporabi C prevajalnik.
Prevajalnik nim zna proizvesti C kodo sˇe za nekatere ostale operacijske
sisteme, npr. Solaris, FreeBSD. NetBSD, OpenBSD ter procesorske arhitek-
ture sparc in mips [28]. Generirano C kodo je nato potrebno prevesti s C
prevajalnikom na operacijskem sistemu in procesorski arhitekturi, za katera
je bila generirana C koda. Nim poleg pretvarjanja kode v programski jezik
C omogocˇa isto sˇe za programske jezike C++, Objective C in JavaScript.
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3.3.3 Hitrost izvajanja
Programski jezik Nim je glede hitrosti primerljiv s programskim jezikom C.
To je pricˇakovano, saj prevajalnik pretvori izvorno kodo v programsko kodo
jezika C, nato pa z uporabo visoko optimiziranih prevajalnikov, kot sta gcc
ali clang, dobimo podobno ucˇinkovite programe, kot bi jih v jeziku C. Edini
presezˇek (angl. overhead), ki ga ima Nim napram C, je cˇistilec pomnilnika,
ki pa ga je v skrajnem primeru mozˇno tudi onemogocˇiti.
3.3.4 Funkcije prevajalnika
Prevajalnik nim privzeto prevaja programe v nacˇinu za razhrosˇcˇevanje (angl.
debug mode). Za prevajanje programov, primernih za objavo (angl. release
mode), se pri prevajanju uporabi zastavico -d:release. Razlika med obema
je tudi v uporabi razlicˇnega optimizacijskega nivoja, ki ga uporabi C preva-
jalnik pri prevajanju generiranih datotek s programsko kodo C v izvrsˇljivo
datoteko. Za prevajalnik gcc se v prvem primeru ne uporabi optimizacijskih
zastavic, medtem ko se v drugem uporabi optimizacijski nivo -O3, kar pomeni
najviˇsji nivo optimizacije. Katere optimizacijske zastavice so bile podane C
prevajalniku, je mozˇno videti v generiranih datotekah z izvorno kodo C, kjer
je v komentarju na zacˇetku zapisan ukaz za C prevajalnik.
Ker prevajalnik pretvori izvorno kodo v jezik C, Nim podpira tudi upo-
rabo medvrsticˇnih zbirnih ukazov z ukazom asm. Edina razlika napram upo-
rabi asm v jeziku C je uporaba trojnih narekovajev za zacˇetek in konec upo-
rabe konstrukta asm in to, da je potrebno Nim spremenljivke vkljucˇiti med
znaki ‘. Katero sintakso zbirnega jezika je treba uporabiti, pa je odvisno
od izbire C prevajalnika. Primer funkcije, ki sesˇteje dve sˇtevili z uporabo
medvrsticˇnih zbirnih ukazov v sintaksi zbirnika AD&T in vrne rezultat tipa
int:
proc sum(a, b: int): int {. compilerProc , inline .} =
asm """
addl %%ecx , %%eax
:"=a"(‘result ‘)
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:"a"(‘a‘), "c"(‘b‘)
"""
echo(sum(3,5))
3.3.5 Upravljanje s pomnilnikom
Programski jezik Nim glede upravljanja s pomnilnikom ponuja dobrodosˇlo
izbiro, saj omogocˇa tako avtomaticˇno cˇiˇscˇenje pomnilnika s cˇistilcem pomnil-
nika, kot tudi eksplicitno upravljanje. Medtem ko je cˇistilec pomnilnika pri-
vzeto vkljucˇen, je mogocˇe rocˇno upravljanje s pomnilnikom dosecˇi z druzˇino
ukazov alloc in dealloc, ki so analogni ukazom malloc in free iz programskega
jezika C. Eksplicitno dodeljen pomnilnik ne smemo pozabiti sprostiti po upo-
rabi, saj cˇistilec pomnilnika ne poskrbi za njega in lahko pride do uhajanja
pomnilnika (angl. memory leak). Uporaba omenjenih ukazov je namenjena
predvsem povezovanju s programskim jezikom C in ne splosˇni uporabi, kar
je vidno tudi iz standardne knjizˇnice, kjer je takih primerov malo. Pri klicih
funkcij standardne knjizˇnice C pa je to prirocˇno – primer klica funkcije fread,
ki pricˇakuje kot argument kazalec do izravnalnika (angl. buffer):
const size = 4000 # 4000 bytes
var buf = alloc(size)
var result = fread(buf , 1, size , file)
# ...
dealloc(buf)
Nim pozna kazalce, vendar ne omogocˇa aritmetike z njimi v stilu C-ja
– kot razlog navajajo veliko sˇtevilo napak pri taksˇnih operacijah. Se pa
da s pomocˇjo metaprogramiranja z uporabo predlogov (angl. templates) in
prekrivanja operatorjev (angl. operator overloading) aritmetiko s kazalci do
neke mere simulirati [30]. Nim kazalce obravnava s pomocˇjo operatorjev addr
in [], ki so analogni operatorjem & in * v C-ju:
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# nim
var x = 2
var y = addr(x)
y[] = 7
# C
int x = 2;
int *y = &x;
*y = 7;
3.3.6 Standardna knjizˇnica in izvajalno okolje
Standardna knjizˇnica programskega jezika Nim je razdeljena na tri dele, ki jih
ustvarjalci imenujejo cˇiste knjizˇnice (angl. pure libraries), necˇiste knjizˇnice
(angl. impure libraries) in ovojnice (angl. wrappers). Cˇiste knjizˇnice so
neodvisne od zunanjih programskih knjizˇnic (datoteke .dll na Windows oz.
lib*.so na Linux), medtem ko necˇiste niso. Ovojnice predstavljajo vmesnik
do knjizˇnic v programskem jeziku C, npr. vmesnik mysql za dostop do pro-
gramskega vmesnika MySQL C.
Najvecˇji del standardne knjizˇnice predstavljajo cˇiste knjizˇnice. Cˇeprav
med njimi najdemo tudi komponente, ki niso nujne za sistemsko programi-
ranje, kot so funkcije za delo z dokumenti XML in strezˇniki HTTP, pa je
standardna knjizˇnica sˇe vedno dovolj kompaktna. K manjˇsi velikosti pripo-
more tudi dejstvo, da se standardna knjizˇnica Nim velikokrat navezuje na
standardno knjizˇnico C in ne izumlja tople vode. Tako npr. funkcija format-
BiggestFloat iz modula za delo z nizi v ozadju uporablja funkcijo sprintf iz
standardne knjizˇnice jezika C, ki je sama ne implementira. To posledicˇno
prinese manjˇso velikost izvrsˇljivih datotek.
3.3.7 Povezovanje s programskim jezikom C
Ker je programski jezik Nim tesno povezan z jezikom C je medsebojno po-
vezovanje enostavno. Za klic standardnih funkcij programskega jezika C je
potrebno deklarirati funkcijo s pragmo .importc, ki pove prevajalniku, da
uvazˇamo C funkcijo, ob tem pa povedati, v kateri zaglavni datoteki se na-
haja. Podobno velja za ostale nestandardne funkcije, ki jih z direktivo –passL:
vkljucˇimo pri prevajanju ali pa zˇe v izvorni kodi Nim s pragmo .compile po-
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vemo, naj se C datoteka prevede skupaj z nasˇim programom:
{. compile: "calc.c".}
proc c_multiply(x, y: cint): cint {. importc .}
proc printf(str: cstring) {. header: "<stdio.h>", importc: "
printf", varargs .}
printf("%s \n", "printf from C") #std C func
echo("3*4= ", c_multiply (3,4)) #custom C func
Cˇe zˇelimo funkcijo, napisano v Nim, uporabiti v programskem jeziku C,
uporabimo pragmo .exportc:
proc nim_strcat *(s1 , s2: cstring): cstring {. exportc .} =
$s1 & $s2
Nim pozna orodje c2nim, ki omogocˇa samodejno pretvarjanje program-
ske kode C (ANSI C) v programsko kodo Nim. Orodje ni del standar-
dne knjizˇnice, vendar je njegova uporaba dokumentirana v standardnem
prirocˇniku. Namenjeno je predvsem translaciji posameznih delov C kode,
rezultat pa je smiselno preveriti rocˇno, saj orodje ne obljublja delovanja pov-
sem brez napak [29].
3.4 Rust
Programski jezik Rust je programski jezik, namenjen predvsem sistemskemu
programiranju. Jezik je nastal iz osebnega projekta programerja Graydona
Hoareja, ki je bil takrat zaposlen v podjetju Mozilla. Mozilla je l. 2010 zacˇela
financirati razvoj jezika Rust in ga podpira sˇe danes, k njegovemu razvoju
pa velik del prispevajo tudi cˇlani odprtokodne skupnosti. Prva razlicˇica je
bila izdana l. 2010, maja 2015 pa je bila izdana prva stabilna razlicˇica 1.0.
Je preveden programski jezik, ki podpira funkcijsko, proceduralno, objektno
usmerjeno in socˇasno programiranje. Razvili so ga s fokusom na tri cilje: var-
nost, hitrost in socˇasnost [31]. Osredotocˇa se na nizkonivojsko programiranje
in je primeren za razvijanje operacijskih sistemov – Redox je OS, napisan v
jeziku Rust [36]. Sintaksa jezika je podobna C/C++, vendar je semanticˇno
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zelo razlicˇen od omenjenih. Rust ni najbolj primeren jezik za zacˇetnike v
programiranju, saj je znan po tem, da ima strmo krivuljo ucˇenja. Trenutni
najvecˇji projekt, v katerem se uporablja Rust, je Servo – eksperimentalni,
izvajalni sistem spletnega brskalnika (angl. web browser engine) podjetja
Mozilla. Trenutna razlicˇica jezika je 1.6.0.
Vzorec programske kode v Rust:
fn main() {
println !("Hello from Rust!");
}
3.4.1 Uporaba sistemskih klicev
Programski jezik Rust sistemske klice izvede preko standardne knjizˇnice je-
zika C. Na operacijskem sistemu Linux je to knjizˇnica glibc, eksperimentalno
pa podpira sˇe knjizˇnico musl. Klici ovojnih funkcij za sistemske klice so
definirani v paketu libc. V Rust terminologiji se programskim paketom, ki
vkljucˇujejo podobne funkcionalnosti, recˇe zaboj (angl. crate).
Rust je glede varnosti zelo strog, zato vsak klic nevarne kode (v tem pri-
meru C) zahteva uporabo kljucˇne besede unsafe, s katero povemo prevajal-
niku, da sprosti svoje omejitve glede varnosti izvajanja kode – v nasprotnem
primeru se program ne prevede uspesˇno. Primer uporabe sistemskega klica
chdir, kjer se zˇelimo premakniti mapo viˇsje:
let parent_dir = CString ::new("..").unwrap ();
unsafe {
libc:: chdir(parent_dir.as_ptr ());
}
Cˇe za sistemski klic ne obstaja ovojna funkcija v glibc ali pa manjka
deklaracija le-te v zaboju libc, klic lahko izvrsˇimo preko funkcije syscall, ki
je na voljo v glibc. V primeru spodaj deklariramo funkcijo syscall in preko
nje izvrsˇimo sistemski klic gettid (sˇtevilka sistemskega klica na 64-bitnem
Linux je 186), ki nima svoje ovojne funkcije v glibc:
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extern {
pub fn syscall(num: c_long , ...) -> c_long;
}
// somewhere in main ...
unsafe {
let ttid = syscall (186);
println !("Thread ID: {}", ttid);
}
Ker Rust sistemske klice izvaja preko standardne knjizˇnice C, lahko tako
dostopa do vseh ovojnih funkcij za sistemske klice. V primeru, da standar-
dne knjizˇnice C ni, pa lahko sistemske klice izvrsˇi neposredno z uporabo
medvrsticˇnih zbirnih ukazov.
3.4.2 Prenosljivost
Rust kot zaledni del svojega prevajalnika rustc uporablja prevajalniˇsko ogrodje
LLVM. Podpora za racˇunalniˇske platforme je razdeljena v tri sklope. V pr-
vem sklopu so operacijski sistemi in procesorske arhitekture, na katerih se za-
gotavlja pravilno delovanje prevajalnika in standardne knjizˇnice preko avto-
maticˇnih testov ob vsaki spremembi jezika. Sem spadajo platforme Windows
(7 ali kasnejˇsi), Linux (2.6.18 ali kasnejˇsi) in OS X (10.7 Lion ali kasnejˇsi) na
procesorskih arhitekturah amd64 in i386.
V sklopu 2 so platforme, za katere se zagotavlja uspesˇno prevajanje, a se
avtomaticˇni testi ne izvajajo, zato ni zagotovljeno pravilno delovanje. Sem
spadata operacijska sistema ARM Linux in MIPS Linux, ki delujeta na pro-
cesorskih arhitekturah arm oz. mips.
V sklopu 3 pa so platforme, ki jih Rust sicer podpira, vendar ni zagoto-
vljena zanesljivost delovanja. Podpora sloni predvsem na prispevkih odprto-
kodne skupnosti in se zna z vsako novo razlicˇico jezika spremeniti. Pogosto
se zahteva tudi nekaj dodatnega dela za uspesˇno prevajanje na teh platfor-
mah. Tu npr. spadajo sistemi *BSD, iOS, Android in Solaris ter procesorska
arhitektura ppc64 [32].
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3.4.3 Hitrost izvajanja
Eden izmed glavnih ciljev nacˇrtovalcev jezika Rust je bil hitrost izvajanja.
Rust kot zaledni del svojega prevajalnika uporablja prevajalniˇsko ogrodje
LLVM, ki vsebuje visoko optimiziran prevajalnik in generira hitre in ucˇinkovite
izvrsˇljive datoteke. K hitrosti pripomore tudi odsotnost avtomaticˇnega cˇistilca
pomnilnika. Ker se vecˇino napak, povezanih s pomnilnikom, ugotovi zˇe med
prevajanjem ali pa za to poskrbi prevajalnik, kar je opisano v podrazdelku
3.4.5, to posledicˇno prinese manjˇse in hitrejˇse izvajalno okolje.
3.4.4 Funkcije prevajalnika
Optimizacijski koraki pri prevajanju so privzeto izklopljeni, kar pripomore k
hitrejˇsemu prevajanju programov in posledicˇno hitrejˇsemu razvoju. Vendar
je bila ta odlocˇitev delezˇna nekaj kritik znotraj Rust skupnosti, saj so se
novi programerji, ki so prvicˇ preizkusˇali Rust, pritozˇevali nad pocˇasnim izva-
janjem programov [33]. Vklop optimizacije ima v programskem jeziku Rust
lahko velik vpliv na hitrost izvajanja. Rust podpira 4 nivoje optimizacije,
kjer 0 pomeni izklopljeno optimizacijo in 3 najbolj agresivno. Prevajalniku
se nivo optimizacije poda z zastavico -C -opt-level=.
Rust kot pravi sistemski jezik pozna uporabo medvrsticˇnih ukazov, kar
podpira z uporabo makra asm!. A je zato treba uporabiti t. i. nocˇno gradnjo
(angl. nightly build) prevajalnika rustc, saj v stabilni razlicˇici to sˇe ni mozˇno
– sintaksa makra asm se lahko sˇe spremeni, stabilna razlicˇica pa mora vedno
zagotavljati kompatibilnost za nazaj. Makro omogocˇa tudi izbiro sintakse
zbirnega jezika (Intel ali AT&T, ki je privzeta). Spodnji primer prikazuje
operacijo res=x-y z uporabo medvrsticˇnih zbirnih ukazov v sintaksi AT&T:
unsafe {
asm!("sub $2 , $1"
: "=r"(res)
: "r"(x), "r"(y)
);
}
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3.4.5 Upravljanje s pomnilnikom
Rust je zˇe od vsega zacˇetka bil nacˇrtovan kot sistemski jezik brez avto-
maticˇnega cˇistilca pomnilnika. Kot glavni razlog navajajo dejstvo, da imajo
jeziki z avtomaticˇnim cˇistilcem pomnilnika vecˇje in kompleksnejˇse izvajalno
okolje, Rust pa je nacˇrtovan s ciljem, da deluje cˇim blizˇje strojni opremi in
omogocˇa delovanje brez izvajalnega okolja in standardne knjizˇnice.
Sistem za upravljanje s pomnilnikom je v Rust zelo kompleksen [34], zato
ga bomo opisali le povrsˇno. Rust sposˇtuje in uveljavlja programski idiom
RAII (angl. Resource acquisition in initialization). Obstajata dva tipa ka-
zalcev. Prvi tip so reference (angl. references), ki se imenujejo tudi pametni
kazalci. Pametni zato, ker so zasˇcˇiteni pred pogostimi napakami pri delu s
pomnilnikom, kot sta uhajanje pomnilnika in nestabilni kazalci (angl. dan-
gling pointer). Cˇetudi Rust nima avtomaticˇnega cˇistilca pomnilnika, pa var-
nost pomnilnika dosezˇe zˇe pri prevajanju. V kolikor prevajalnik ugotovi tako
napako, reagira na dva nacˇina, odvisno od napake – ali sporocˇi napako in
se program ne prevede uspesˇno ali pa avtomaticˇno generira ukaze, ki spro-
stijo pomnilnik. To naredi tako, da vstavi ukaze v zbirniku ali specificˇne
insˇtrukcije ogrodja LLVM na mestih, kjer gre spremenljivka, ki kazˇe na pro-
stor na kopici, izven dosega. Tako pri uporabi pametnih kazalcev ni potrebno
eksplicitno sprostiti pomnilnika. Z vidika uporabnika je to podobno, kot to
pocˇne avtomaticˇen cˇistilec pomnilnika, le da se to preverja zˇe pri prevajanju
in ne med izvajanjem programa.
Primer funkcije, ki dodeli prostor na kopici za spremenljivko tipa int (Rust
ji poleg tega sˇe priredi vrednost 5), v programskih jezikih Rust (levo) in C
(desno). V primeru jezika Rust prevajalnik avtomaticˇno sprosti pomnilnik,
medtem ko v C pride do uhajanja pomnilnika:
fn test() {
// allocate memory on heap
let x = Box::new (5);
} // memory is freed
void test() {
int *x = (int *) malloc(
sizeof(int));
} // memory leak
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Drugi tip kazalcev so surovi kazalci (angl. raw pointers) in so analogni
tistim, ki jih poznamo iz programskega jezika C. Deferenciranje in referenci-
ranje surovih kazalcev je isto kot v C z uporabo * in &, aritmetika s kazalci
pa je mozˇna z uporabo besede offset. Deferenciranje surovih kazalcev zahteva
uporabo bloka unsafe, saj je v tem primeru programer odgovoren, da kazalec
kazˇe na veljaven pomnilniˇski naslov.
3.4.6 Standardna knjizˇnica in izvajalno okolje
Za razliko od nekaterih drugih programskih jezikov ubereta standardna knji-
zˇnica in izvajalno okolje jezika Rust minimalisticˇni pristop z namenom biti
cˇim manjˇsa. Vsebujeta le nujno potrebne programske konstrukte, primitivne
tipe in knjizˇnice (npr. V/I knjizˇnica) za delo z jezikom. Tako v standardni
knjizˇnici zaman iˇscˇemo podporo za regularne izraze, delo z dokumenti XML,
nakljucˇno generiranje sˇtevil ali celo podporo za povezovanje s programskim
jezikom C (zaboj libc). Vse te knjizˇnice so na voljo kot eksterni zaboji, ki
jih po potrebi namestimo in vkljucˇimo v nasˇe programe. Za cˇim lazˇje upra-
vljanje z zaboji in njihovimi medsebojnimi odvisnostmi Rust nudi posebno
orodje Cargo. Nekateri pomembnejˇsi zaboji se bodo v prihodnosti vkljucˇili
v standardno knjizˇnico, ko bodo dovolj stabilni in stestirani, to velja npr. za
zaboj libc, drugi pa bodo vedno na voljo samo kot izbirni [35]. Zaboj std
predstavlja standardno knjizˇnico in je avtomaticˇno vkljucˇen v vse programe.
3.4.7 Povezovanje s programskim jezikom C
Zaboj libc predstavlja vmesnik za povezovanje s programskim jezikom C.
Preko njega lahko dostopamo do C podatkovnih tipov (npr. size t), C kon-
stant (npr. ENOENT) in funkcij, deklariranih v zaglavnih datotekah stan-
dardne programske knjizˇnice C (npr. strlen). Tudi dostop do zunanjih oz.
nestandardnih knjizˇnic jezika C je preprost. Funkcijo je potrebno definirati
kot eksterno in zunanjo knjizˇnico, ki je lahko staticˇna ali dinamicˇna, vkljucˇiti
pri prevajanju. Spodnji primer kazˇe primer klica dveh C funkcij: strlen, ki
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je del standardne knjizˇnice jezika C in funkcije sum, katere implementacija v
programski kodi C se nahaja v staticˇni knjizˇnici, ki jo vkljucˇimo ob prevaja-
nju programa:
extern crate libc;
use libc ::*;
use std::ffi ::*;
extern {
fn sum(a:c_int , b:c_int) -> c_int; // sum.c -> libsum.a
}
fn main() {
let s = CString ::new("fooBar").unwrap ();
let len = unsafe { libc:: strlen(s.as_ptr ()) };
let res = unsafe { sum(7,4) };
}
Kljucˇna beseda extern omogocˇa povezovanje jezikov v obratni smeri – klic
funkcije v jeziku Rust iz programske kode C. Primer deklaracije take funkcije,
atribut no mangle je potreben, da prevajalnik izklopi izmalicˇenje imen funkcij
(angl. name mangling), kar bi zmotilo povezovalnik:
#[no_mangle]
pub extern fn get_string () -> *const u8 {
"Rust string \0".as_ptr ()
}
Poglavje 4
Medsebojna primerjava po
kriterijih
To poglavje vsebuje medsebojno primerjavo primerjanih jezikov glede na kri-
terije. Ugotavljamo, kje se med jeziki D, Go, Nim in Rust pojavljajo razlike,
kje dolocˇen programski jezik nudi vecˇ od ostalih, in jezike ovrednotimo po
posameznih kriterijih. V podrazdelkih 4.3 in 4.6 je smiselna kvantitativna
obravnava, zato naredimo krajˇsi eksperiment ter primerjamo rezultate.
4.1 Uporaba sistemskih klicev
Programski jeziki D, Nim in Rust izvajajo sistemske klice preko standardne
knjizˇnice jezika C oz. njenih ovojnih funkcij. Posebnost je Go, ki ima im-
plementiran svoj nabor sistemskih klicev in za njihovo izvedbo ne potrebuje
standardne knjizˇnice jezika C. Razliko med koraki izvedbe prikazuje slika
4.1. Vsi sˇtirje jeziki v svojih standardnih knjizˇnicah ponujajo ovojne funk-
cije vecˇine sistemskih klicev popularnejˇsih operacijskih sistemov, lahko pa se
zgodi, da kaksˇen manjka, ali pa manjka ovojna funkcija v standardni knjizˇnici
jezika C. V tem primeru sistemski klic izvedemo preko C rutine syscall oz. v
primeru jezika Go funkcije RawSyscall.
Opomnimo, da zgoraj navedena dejstva glede jezika Go veljajo za privzeti
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Slika 4.1: Koraki izvedbe sistemskih klicev v jezikih D, Nim, Rust in Go.
prevajalnik gc – prevajalnik gccgo izvaja sistemske klice preko standardne
knjizˇnice C. Lahko ugotovimo, da so v primeru uporabe sistemskih klicev
jeziki enakovredni med sabo in tudi z jezikom C.
4.2 Prenosljivost
Tabeli 4.1 in 4.2 prikazujeta podporo primerjanih programskih jezikov za
nekatere bolj znane operacijske sisteme in procesorske arhitekture. Vsi trije
poznajo prirojen prevajalnik, ki deluje na najpopularnejˇsih operacijskih sis-
temih Linux, Windows in OS X. Prav tako vsi podpirajo procesorski ar-
hitekturi i386 in amd64, ki sta danes del vecˇine osebnih racˇunalnikov ter
arhitekturo arm, ki je pogosta predvsem v vgrajenih sistemih in mobilnih
napravah. Razlike se pojavljajo pri manj znanih OS in procesorskih arhi-
tekturah. Tam imata najvecˇ podpore Go in Nim, sˇe posebej Go podpira
nekatere bolj eksoticˇne OS, kot so NetBSD, DragonFly BSD in Plan 9.
Primerjani programski jeziki so prenosljivi na nivoju izvorne kode in stan-
dardne knjizˇnice jezikov omogocˇajo pisanje programske kode neodvisno od
platforme, na kateri bo tekel program. Iz vidika kriterija prenosljivosti lahko
zakljucˇimo, da velikih razlik med jeziki ni – cˇeprav Go in Nim ponujata
polno podporo za vecˇ operacijskih sistemov in procesorskih arhitektur, pa D
in Rust ponujata vsaj delno podporo za mnoge izmed njih.
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D Go Nim Rust
Linux XX XX XX XX
Windows XX XX XX XX
OS X XX XX XX XX
FreeBSD XX XX X †
OpenBSD X X †
Solaris X X X †
iOS † X X †
Android X X X †
Tabela 4.1: Podprtost operacijskih sistemov.
Legenda:
XX za OS obstaja prirojen prevajalnik (angl. native compiler)
X prevajalnik zna generirati kodo za ta OS (angl. cross-compilation)
† eksperimentalna/delna podpora
D Go Nim Rust
i386 X X X X
amd64 X X X X
arm X X X X
arm64 † X X †
ppc64 † X X †
sparc X X
mips † X X †
Tabela 4.2: Podprtost procesorskih arhitektur.
Legenda:
X polna podpora
† eksperimentalna/delna podpora
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4.3 Hitrost izvajanja
Primerjava hitrosti racˇunalniˇskih programov je obcˇutljivo opravilo, kar sˇe po-
sebej za velja mikroprimerjalne teste (angl. microbenchmarks), kjer se merijo
izseki programske kode in ne aplikacija v resnicˇnem svetu [37]. Splosˇna hi-
trost programskega jezika je odvisna od vecˇ faktorjev. Velja dejstvo, da so
programski jeziki, katerih prevajalniki prevedejo izvorno kodo v izvrsˇljivo
kodo, praviloma hitrejˇsi od interpretiranih programskih jezikov. Jeziki D,
Go, Nim in Rust prevajajo neposredno v izvrsˇljive datoteke. Hitrost je
velikokrat odvisna tudi od prevajalnika in njegove sposobnosti generiranja
ucˇinkovitih programov. Prevajalniki, ki kot zaledni del uporabljajo enega zˇe
izmed obstojecˇih prevajalnikov, kot sta GCC ali LLVM, ki veljata za visoko
optimizirana prevajalnika, so pogosto bolj uspesˇni v smislu generiranja hitre
in ucˇinkovite kode. Vsi sˇtirje primerjani jeziki ponujajo vsaj en prevajalnik,
ki kot zaledni del uporablja ali GCC ali LLVM, kar je razvidno iz tabele
4.6. Na spletu najdemo nekaj primerjalnih testov hitrosti, kjer so primerjani
programski jeziki D, Go, Nim in Rust [38, 39, 40, 41]. Kratek povzetek ome-
njenih testov bi bil, da so programski jeziki D, Nim in Rust med seboj dokaj
enakovredni in primerljivi s programskim jezikom C. Malo zaostaja le Go.
Hitrost primerjanih programskih jezikov smo preverili tudi sami in imple-
mentirali sˇtiri programe:
• cat: Program, ki bere datoteko vrstico po vrstico in rezultat izpisuje
na standardni izhod.
• copy: Program, ki bere datoteko v blokih po 4096 bajtov in le-te zapi-
suje v drugo datoteko.
• prime: Program, ki izracˇuna n-to prasˇtevilo.
• arr: Program, ki dodeluje in sprosˇcˇa bloke pomnilnika nakljucˇnih veli-
kosti.
Prvi in drugi program sta poenostavljeni razlicˇici dveh sistemskih progra-
mov cat in copy na operacijskih sistemih tipa Unix. Tretji program testira
hitrost gnezdenih zank, medtem ko cˇetrti hitrost dodeljevanja in sprosˇcˇanja
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Jezik Prevajalnik Razlicˇica
C clang 3.6.0
C gcc 4.9.2
D DMD 2.07.0
D GDC 4.9.2 (2.066.0)
D LDC 0.17.0 (2.068.2)
Go gc 1.5.3
Go gccgo 5.0.1
Nim nim 0.13.0
Rust rustc 1.6.0
Tabela 4.3: Razlicˇice prevajalnikov, uporabljene za primerjalni test.
pomnilnika. Primerjalni testi so bili opravljeni na OS Linux (Lubuntu 15.04),
ki mu je bilo preko programa za virtualizacijo Oracle Virtual Box dode-
ljeno 2GB pomnilnika in dva jedra procesorja Intel i7-4600M. Uporabljene
razlicˇice prevajalnikov so navedene v tabeli 4.3. Rezultati so v tabelah 4.4 in
4.5. Vnosi v tabeli pomenijo relativen cˇas glede na programski jezik C, torej
C=1.
Tekom primerjalnih testov smo opazili velike razlike med razlicˇicami pre-
vajalnikov. Nekaj decimalk viˇsja razlicˇica prevajalnika je v nekaterih prime-
rih prinesla tudi petkratno pohitritev (program arr in razlika med razlicˇicami
prevajalnika DMD 2.0.66 in 2.0.70). To je razumljivo, saj gre za mlade pro-
gramske jezike, ki se konstantno spreminjajo in razvijajo. Iz istega razloga
verjetno pri omenjenem programu tako zelo odstopa prevajalnik GDC, saj je
trenutna razlicˇica tega prevajalnika sˇe vedno na razlicˇici jezika D 2.0.66.
V cˇetrtem testu se pokazˇe mocˇ jezika Rust in njegovega kompleksnega
upravljanja s pomnilnikom ter je tako edini primer v nasˇih testih, kjer primer-
jan programski jezik presezˇe hitrost jezika C. Rust in C imata v omenjenem
testu prednost, saj ne vsebujeta cˇistilca pomnilnika. Zanimiva je primerjava
odstotka pomnilnika, ki so si ga rezervirali jeziki med izvajanjem programa.
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Jezik Prevajalnik Rel. cˇas
C clang 1 (18s)
C gcc 1.01
D LDC 1.03
Nim nim + clang 1.17
Rust rustc 1.17
D DMD 1.18
Nim nim + gcc 1.19
Go gc 1.20
Go gccgo 1.32
D GDC 1.46
Jezik Prevajalnik Rel. cˇas
C clang 1 (44s)
Nim nim + clang 1
C gcc 1.01
Rust rustc 1.01
D DMD 1.02
D GDC 1.02
Nim nim + gcc 1.02
D LDC 1.03
Go gc 1.07
Go gccgo 1.07
Tabela 4.4: Program cat (levo) in copy (desno).
Jezik Prevajalnik Rel. cˇas
C gcc 1 (40s)
C clang 1
D GDC 1.01
D LDC 1.01
Nim nim + clang 1.01
Nim nim + gcc 1.01
Rust rustc 1.11
Go gc 1.12
Go gccgo 1.12
D DMD 1.23
Jezik Prevajalnik Rel.cˇas %RAM
Rust rustc 0.86 18.3
C clang 1 (16s) 16.3
Go gccgo 1 38
C gcc 1.01 16.3
D LDC 1.07 35.9
D DMD 1.08 36
Nim nim + gcc 1.29 19.4
Nim nim + clang 1.30 19.6
Go gc 1.38 35.1
D GDC 4.81 18.8
Tabela 4.5: Program prime (levo) in arr (desno).
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Cˇeprav je gccgo enako hiter kot C, pa zato med izvajanjem porabi dvakrat
vecˇ pomnilnika.
Na podlagi nasˇih testov nedvoumnih zakljucˇkov ne moremo dati. Raz-
like so majhne in se velikokrat razlikujejo bolj med razlicˇnimi prevajalniki
znotraj enega programskega jezika, kot pa med samimi jeziki. Kar pa lahko
ugotovimo na podlagi nasˇih testov, je, da so programski jeziki D, Go, Nim in
Rust hitri ter v vecˇini primerov primerljivi z zmogljivostmi jezika C. Mogocˇe
malo zaostaja le programski jezik Go.
4.4 Funkcije prevajalnika
Tabela 4.6 prikazuje uradne prevajalnike primerjanih sistemskih programskih
jezikov in njihove zaledne dele. Opazimo, da imajo vsi jeziki vsaj en prevajal-
nik, ki kot zaledni del uporablja zbirki prevajalnikov GCC ali LLVM, ki ve-
ljata za visoko optimizirana prevajalnika in nudita veliko funkcij in razlicˇnih
optimizacij pri prevajanju. Najvecˇ svobode nam ponujata D in Nim, ki po-
nujata oba, ob tem da ima D sˇe lastni prevajalnik.
Jezik Lastni zaledni del Zaledni del GCC Zaledni del LLVM
D DMD GDC LDC
Go gc gccgo
Nim nim (preko gcc) nim (preko clang)
Rust rustc
Tabela 4.6: Prevajalniki primerjanih jezikov.
Jeziki D, Nim in Rust omogocˇajo uporabo medvrsticˇnih zbirnih ukazov,
medtem ko jih Go ne. Vsi trije programski jeziki, ki podpirajo medvrsticˇne
zbirne ukaze, omogocˇajo tudi izbiro sintakse zbirnega jezika na procesorski
arhitekturi x86 (Intel ali AT&T). Pri D je to odvisno od izbire prevajalnika,
pri jeziku Nim je to odvisno od izbire C prevajalnika, Rust pa omogocˇa
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poljubno izbiro sintakse, kjer v sami programski kodi prevajalniku povemo,
katero sintakso smo uporabili.
4.5 Upravljanje s pomnilnikom
Tabela 4.7 razdeli jezike glede na avtomaticˇno in eksplicitno upravljanje s
pomnilnikom. Jeziki D, Go in Nim imajo cˇistilec pomnilnika, ki pa ga je
mozˇno v D in Nim tudi izklopiti in upravljati s pomnilnikom samo rocˇno, kar
je dobrodosˇla mozˇnost, saj imamo tako izbiro. C programerji bodo najbolj
domacˇi v jeziku D, ki ima isto sintakso kot C za delo s kazalci. Rust nima
cˇistilca pomnilnika in podobno kot C ponuja le rocˇno upravljanje z njim.
Poleg tega napram ostalim primerjanim jezikom ponuja mocˇnejˇsi in komple-
ksnejˇsi sistem za delo s pomnilnikom, kar je eden izmed glavnih prednosti in
ciljev jezika Rust – dosecˇi varnost in integriteto pomnilnika brez cˇistilca po-
mnilnika. Najmanj mozˇnosti pri nizkonivojskem upravljanju s pomnilnikom
nudi Go, kjer ni mozˇno neposredno naslavljati pomnilnika.
Jezik avt. upr. s pom. ekspl. upr. s pom.
D X(opc.) X
Go X
Nim X(opc.) X
Rust X
Tabela 4.7: Mozˇnosti upravljanja s pomnilnikom.
4.6 Standardna knjizˇnica in izvajalno okolje
Tabela 4.8 prikazuje primerjavo velikosti standardnih knjizˇnic v obliki staticˇnih
knjizˇnic na operacijskem sistemu Linux in procesorski arhitekturi amd64.
Najbogatejˇsa s funkcionalnostmi je knjizˇnica jezika Go, ki je t. i. knjizˇnica
z vkljucˇenimi baterijami (angl. batteries-included library). Bogato knjizˇnico
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ima tudi jezik D, medtem ko Nim in Rust strmita h kompaktnosti in mini-
malisticˇnemu pristopu.
Jezik lib*.a knjizˇnice
C 3 (glibc)
D 28 (LDC), 52 (GDC), 67 (DMD)
Go 61 (gc), 62 (gccgo)
Nim 6
Rust 8
Tabela 4.8: Velikost standardnih knjizˇnic v MB.
Jezik Prevajalnik Minimum Hello world
C clang 4.3 4.4
C gcc 6.2 6.2
Nim nim + clang 27 27
Nim nim + gcc 55 55
D LDC 170 223
Rust rustc 292 300
D DMD 371 547
D GDC 346 1600
Go gccgo 232 1800
Go gc 713* 1600*
Tabela 4.9: Velikosti programov void main() {} in ”Hello world”v KB.
Velikost izvrsˇljivih datotek je pomembna v sistemih, kjer je prostor kriti-
cˇnega pomena, npr. v vgrajenih sistemih. Tabela 4.9 prikazuje primerjavo
velikosti dveh programov. Prvi primer programa je najmanjˇsi mozˇen pro-
gram, napisan v dolocˇenem jeziku, ekvivalent programu void main() {} v
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jeziku C. Drugi primer je dobro znani program, ki izpiˇse ”Hello world”. Pro-
grami so bili dinamicˇno prevedeni v nacˇinu za objavo (angl. release mode)
oz. z najviˇsjim nivojem optimizacije (-O3), na njih pa smo s pomocˇjo orodja
strip zaradi lazˇje medsebojne primerjave odstranili nepotrebne simbole, kot
so npr. simboli za razhrosˇcˇevanje. Tabela poda grobo razmerje velikosti iz-
vajalnega okolja med primerjanimi programskimi jeziki. Dalecˇ najboljˇsi v
tem segmentu je jezik Nim, ki zaradi svojega majhnega izvajalnega okolja
in uporabe prevajalnika jezika C proizvede precej manjˇse izvrsˇljive datoteke
napram ostalim. Rust in D sta si dokaj enakovredna, pri cˇemer je pri D
velikost zelo odvisna od izbire prevajalnika. Prevajalnika jezika Go proizve-
deta najvecˇje izvrsˇljive datoteke. Opomba: Privzeti prevajalnik gc pozna le
staticˇno prevajanje in je zato v tabeli napisan samo kot informacija, saj je
nesmiselno primerjati dinamicˇno in staticˇno povezane programe.
4.7 Povezovanje s programskim jezikom C
Vsi sˇtirje jeziki omogocˇajo povezovanje s programskim jezikom C. Le jezik Go
ima manjˇso omejitev. Namrecˇ, cˇe zˇelimo poklicati Go funkcijo iz program-
ske kode jezika C, je to mozˇno le v primeru, da je vstopna tocˇka (metoda
main) v jeziku Go in ne C. Standardne knjizˇnice primerjanih jezikov ponu-
jajo C podatkovne tipe in funkcije za pretvarjanje podatkovnih tipov, cˇe je
to potrebno.
Poglavje 5
Sklepne ugotovitve
Programski jeziki D, Go, Nim in Rust so nastali zaradi potrebe po boljˇsem
C/C++. Nezmozˇnost varnega upravljanja pomnilnika v jeziku C in narasˇcˇa-
jocˇa kompleksnost jezika C++ so bili glavni razlogi za nastanek novih jezikov.
Ob tem hocˇejo v svet sistemskega programiranja, kjer zˇe dolgo kraljuje C, pri-
peljati moderne programske konstrukte, poznane iz dinamicˇnih in sodobnih
programskih jezikov.
V cˇetrtem poglavju smo glede na definirane kriterije v drugem poglavju
jezike medsebojno primerjali. Primerjani programski jeziki omogocˇajo ne-
posredno uporabo sistemskih klicev, povezovanje s programskim jezikom C,
primerjajo se lahko s hitrostjo jezika C in omogocˇajo podporo za vecˇino po-
pularnejˇsih operacijskih sistemov in procesorskih arhitektur. Razlike se poja-
vljajo v mozˇnostih uporabe medvrsticˇnih zbirnih ukazov, velikosti standardne
knjizˇnice in izvajalnega okolja ter posledicˇno velikosti izvrsˇljivih datotek, in
predvsem v upravljanju s pomnilnikom.
Programski jezik Go zaradi obveznega cˇistilca pomnilnika, nezmozˇnosti
pisanja medvrsticˇnih zbirnih ukazov, majhnih mozˇnosti nizkonivojskega upra-
vljanja s pomnilnikom ter vecˇjih izvrsˇljivih datotek kot ostali, ni primeren
za sistemsko programiranje. Cˇeprav je Go na zacˇetku bil miˇsljen kot sistem-
ski programski jezik, pa je v zadnjem cˇasu njegov cilj predvsem uporaba v
spletnih storitvah, strezˇnikih in ostalih omrezˇnih aplikacijah. Zaradi bogate
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standardne knjizˇnice in velikega sˇtevila funkcionalnosti je izmed primerjanih
programskih jezikov najbolj primeren za aplikativno programiranje.
Jezika D in Nim omogocˇata omenjene stvari, ki jih Go ne. Ponujata op-
cijski cˇistilec pomnilnika, vendar neuporaba le-tega prinese tudi slabosti. Ne-
uporaba cˇistilca pomnilnika zahteva drugacˇen slog kodiranja, saj lahko upo-
rabimo le podmnozˇico jezika oz. standardne knjizˇnice, ki ne zahteva uporabe
cˇistilca pomnilnika (npr. ne smemo uporabiti operatorja new oz. ne smemo
uporabiti delov standardne knjizˇnice, kjer se uporablja omenjeni operator).
To omeji funkcionalnosti programskega jezika, a obenem omogocˇa eksplici-
tno upravljanje s pomnilnikom. Razvijalci programskega jezika D trenutno
delajo na tem, da bi standardna knjizˇnica delovala brez uporabe cˇistilca po-
mnilnika. V primeru, da v jezikih D ali Nim izklopimo cˇistilec pomnilnika,
pa vseeno uporabljamo operator new, pride do uhajanja pomnilnika. To pa
je nekaj, kar se v jeziku Rust ne more zgoditi.
Rust je bil razvit izkljucˇno za namen sistemskega programiranja. Je tudi
edini programski jezik, ki dosezˇe varnost pomnilnika brez uporabe cˇistilca
pomnilnika, kar je svojevrsten dosezˇek. Primeren je za pisanje operacijskih
sistemov in uporabo v vgrajenih sistemih. Zˇal pa ga njegova kompleksnost
naredi manj privlacˇnega kot jezika D ali Nim. To smo ugotovili tudi tekom
pisanja diplomskega dela, saj smo za pisanje vzorcev programske kode in
primerjalnih testov v jeziku Rust porabili 2-3x vecˇ cˇasa kot pri ostalih jezikih.
Sistemsko programiranje je sˇirok pojem. V kolikor lahko prezˇivimo s
cˇistilcem pomnilnika ali pa s pomnilnikom upravljamo rocˇno in se zadovoljimo
s podmnozˇico funkcionalnosti, ki jo nudita oba jezika, bosta D in Nim dovolj
dobra. D ponuja bogatejˇso standardno knjizˇnico z vecˇ funkcionalnostmi,
Nim na drugi strani proizvede manjˇse izvrsˇljive datoteke. Izbira med njima
bo tudi v osebnih preferencah programerja. C programerji bodo najbolj
domacˇi v jeziku D, medtem ko bodo programerji, navajeni skriptnih jezikov,
kot je npr. Python, dali prednost jeziku Nim. V ostalih primerih bo prva
izbira Rust, ki pa zahteva veliko vlozˇenega truda in cˇasa. A zato tudi ponuja
najvecˇ.
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