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1.  Abstract 
The three-dimensional viewer, or stealth, has intro-
duced a new set of problems into the large-scale sim-
ulated battlespace. Historically, there has been a 
trade-off in terms of fidelity and the size of a simula-
tion (entity count). However, discrepancies relating 
to perceived reality in mixed fidelity simulations are 
being revealed as stealth viewers and their closely 
related counterpart, the simulated Unmanned Air 
Vehicle (UAV), become integral parts of larger scale 
simulations. This paper focuses on a major discrep-
ancy that arises when there are mixed fidelity re-
quirements within a simulation for the representation 
of entities turning corners. Several different methods 
to model cornering behaviors are explored. To assess 
the trade-offs, an instrumented program is used to 
compute entity motions, deviations from the planned 
path, and computational costs. This paper is designed 
to provide implementers with an appreciation of the 
issues involved, a series of solutions and their associ-
ated trade-offs. As we enter an era where the mixed 
fidelity models are the norm, rather than the excep-
tion, resolving their associated interoperability issues 
will become increasingly important. 
2.  Introduction 
A new set of problems in the large-scale simulated 
battlespace has been introduced with the advent of 
the three-dimensional viewer, or stealth view. Histor-
ically, there has been a trade-off in terms of fidelity 
and the size of a simulation (entity count). However, 
discrepancies relating to perceived reality in mixed 
fidelity simulations are being revealed as stealth 
views and their closely related counterpart, the simu-
lated Unmanned Air Vehicle (UAV), become integral 
parts of larger scale simulations. This is a growing 
problem for systems like the Joint Simulation System 
(JSIMS) and its instances because they must repre-
sent entities and sensors in the battlespace and also 
interact directly with the user. Thus, they have mixed 
fidelity requirements which must be juggled along 
with other, often competing, requirements to main-
tain consistency within the simulation. 
 
A major discrepancy that arises when there are mixed 
fidelity requirements is the representation of entities 
turning corners. Cornering situations arise when an 
entity is traversing a path which is not a perfectly 
straight line. A low fidelity model which requires an 
entity to simply follow the path will instantaneously 
snap the entity to the new path segment when a cor-
ner is reached. At the aggregate level of representa-
tion, which most of the large-scale, low fidelity mod-
els operate, this approach to modeling cornering 
behavior is appropriate. However, when the low fi-
delity entity is being tracked by a stealth, the instan-
taneous transition of its heading to align with the new 
segment is visibly unrealistic. In a high fidelity mod-
el, the path is usually just a guide for an entity to fol-
low. As the entity approaches a corner, its behavior is 
modified based on the modeling of its cognitive and 
physical properties which result in a realistic and 
visually appealing representation of the entity mov-
ing around the corner. The computational cost asso-
ciated with such a high fidelity representation can not 
be afforded by most large-scale simulations though. 
 
This paper presents and systematically compares sev-
eral different methods for modeling entity cornering 
behavior. To assess the trade-offs of the various 
methods, an instrumented program is used to com-
pute the motion of the entity, deviations from the 
planned path, and the computational costs involved. 
Measurements are made for several different corner 
angles to illustrate the strength and weakness of each 
method. The presentation deals only with two-
dimensional movements for simplicity and ease of 
illustration, but many of the concepts can be readily 
extended to three dimensions. It is noted that the ori-
entation (heading) discussions in this paper are not 
particularly relevant to entities that can orient them-
selves in one direction and travel in another, i.e., hel-
icopters, drunken sailors, etc. 
3.  Path Planning 
This study involves two general categories of path 
planning algorithms, each of which are further divid-
ed into three types. The first category of algorithms 
includes geometric path following schemes which 
rely strictly on the relationship between points asso-
ciated with the entity and the path. The first type in 
this category is the straightforward approach of snap-
ping the entity to the path. Since it requires the fewest 
computations and provides the simplest means of 
modeling an entity’s movement along a path, it is 
used as a baseline for making comparisons with all 
the other algorithms. The next type of geometric path 
following scheme makes use of multiple sampling 
points to approximate a curve around the corner. The 
third type uses projected points to the front and rear 
of the entity to provide foreknowledge and history to 
extend the transitional phases of the corner.   
 
The second general category covers path planning 
algorithms which are based on physics. However, 
since it is sought to resolve discrepancies within the 
constraints of the available computational resources 
of large-scale models, detailed steering and engine 
models will not be used. Instead, simpler spring and 
inertial models are implemented. The first type in this 
category is an adaptation of the classic "bead on the 
wire" approach. The next type of physically based 
algorithm uses an inertial model of movement involv-
ing a spring. The final type uses additional springs to 
provide more foreknowledge of upcoming turns. 
4.  Entity Types 
Nine different types of entities, each with their own 
unique model for movement, are used to implement 
the six types of planning algorithms discussed in the 
previous section. Figure 1 shows the basic compo-
nents of a movement model which are used together 
to determine where an entity is positioned (location) 
and oriented (heading). A pacer is an anchor that 
moves along the prescribed path at a constant given 
velocity. Two types of pacers are referenced, an enti-
ty pacer and a spring pacer. For all the movement 
models, there is only one entity pacer per entity. The 
entity pacer represents the entity’s reference position 
at any given time during a simulation. On the other 
hand, there may be zero or more spring pacers. The 
spring pacers maintain a fixed distance along the de-
sired path ahead of the entity pacer. The actual dis-
tance and relative orientation between the entity pac-
er and spring pacer(s) is represented by a connector. 
When an entity maneuvers around a corner, one can 
modulate the behavior of the entity by changing the 
distance between the pacers.  
 
The actual entity is graphically represented as a rec-
tangle in Figure 1. The computed location and orien-
tation of the entity depends on the movement model 
employed by the entity type, location and orientation 
of the path segment, relative locations of the entity 
pacer and spring pacers (if any), and the length of the 
connector (if any). The center of the entity is labeled 
point P. 
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Figure 1. Components determining entity motion 
 
For the purposes of this study, pacers were moved at 
a constant velocity along the path to limit the varia-
tions in the entity movements and facilitate consistent 
comparisons among the various movement models. 
As in many constructive models, the desired path is 
assumed to be determined ahead of time and fixed as 
the entity moves along it. 
4.1  Class Hierarchy 
By exploiting inheritance features of object oriented 
programming, it was possible establish a common 
base across the entity types and reduce the overall 
amount of coding needed. Differences in the behav-
iors of the various entity types were isolated to the 
movement routines.  In the class hierarchy shown in 
Figure 2, the Plain entity class is the base entity class 
from which all of the other classes inherit their basic 
functionality. The Midpoint entity class adds an addi-
tional tracked point which is used to maintain the 
position of the entity as it deviates from a reference 
point.  
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Figure 2. The entity class hierarchy 
4.2  Plain Entity Class 
The movement method for the Plain entity class uses 
constant velocity to move the entity along the prede-
termined path. During each time step, the entity 
moves the same amount. The entity’s location is al-
ways superimposed onto that of the entity pacer. The 
heading of the entity is the same as that of the seg-
ment it is currently traversing.  When the entity 
comes to a corner, its heading is instantaneously 
aligned with the new segment. The entity motion may 
appear realistic for a single time step, but discontinu-
ous changes in the entity’s heading at the corners 
become very noticeable and distracting over time. 
This simple representation of  motion along a path 
serves as base case from which all other types of mo-
tions are compared.   
4.3  Leader Entity Class 
The Leader entity class, much like the Plain entity 
class, superimposes the entity’s position on that of 
the entity pacer. It differs though by employing a 
spring pacer and the connector is used to compute the 
heading of the entity.  This allows smooth transitions 
in heading as the entity moves from the first path 
segment to the second. However, a problem with this 
method is that entity motion is not necessarily 
aligned with the direction the entity is facing (which 
for this study is assumed to be the correct way for an 
entity to move).  
 
Figure 3 illustrates the cornering motion of Leader 
entity. Near the corner, the entity pacer and spring 
pacer take positions on different segments. As the 
entity maneuvers around the corner, its heading slow-
ly changes from aligning with segment 1 to aligning 
with segment 2. The visual discontent occurs as the 
entity approaches the corner and appears to slide 
sideways around the corner. 
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Figure 3. A Leader entity turning a corner 
4.4  Rear Entity Class 
The Rear entity class uses a movement method which 
is closely related to the movement method for the 
Leader entity class discussed previously. A spring 
pacer is also used, but this time the position of the 
entity is superimposed onto that of the spring pacer 
vice the entity pacer. The heading is determined by 
the direction of the connector as before. The corner-
ing motion produced by this type of entity is similar 
to that of the Leader entity type except the discon-
certing sideways motion now appears when the entity 
has just past the corner. As it proceeds along the se-
cond segment, the heading is smoothly adjusted until 
the entity pacer and the spring pacer are aligned on 
the same segment. 
4.5  Midpoint Entity Class 
To eliminate the problem of an entity moving side-
ways when cornering, the movement model used by 
Midpoint entity uses the midpoint of the connector to 
determine the entity’s position. The heading is 
aligned with the direction of the connector as before 
with the Leader and Rear entity classes. This Mid-
point entity configuration, shown in Figure 1, may 
appear at first to have a realistic cornering behavior, 
but the entity does not actually follow the pre-
assigned path. Instead, it tends to cut corners as it 
moves along the connector between the spring pacer 
and entity pacer. While this might not be a significant 
problem in open terrain, in urbanized areas, the entity 
might be observed running off the road, or worse yet, 
going through a building.  
4.6  Average Entity Class 
The Average entity class is an elaboration of the 
Midpoint entity class which involves the use of more 
than one spring pacer to compute the entity’s posi-
tion, point P. As shown in Figure 4, the Average enti-
ty class uses the average of all of the pacer positions 
to compute point P.  The entity’s heading is the aver-
age of the directions defined by the connectors. Prior 
to averaging the connector directions, the angles are 
normalized to avoid the discontinuity caused be the 
modulo nature of the angle notation. For example, the 
average of 359 degrees and 1 degree is 0 degrees, not 
180 degrees.  The advantage of this movement model 
is that the entity’s position and its heading are based 
on more data points which result in a smoother, more 
controlled cornering behavior. The motion does, 
however, come at an additional computational cost of 
maintaining more spring pacers.  
 
Point P
 
Figure 4. An Average entity uses more than one 
spring pacer 
4.7  History Entity Class 
The History entity class uses a movement model 
based on a “smooth back” algorithm used to correct 
dead reckoning discrepancies.  As for a Plain entity, 
the position of a History entity coincides with the 
entity pacer. However, the heading of a History entity 
slowly converges on the new heading.  The move-
ment method computes the difference between the 
current heading and the direction of the path segment 
every time step. If it exceeds some threshold value, 
the difference is multiplied by a constant less than 
one to obtain a new heading, which is a bit closer to 
direction of the path. This is repeated until the differ-
ence in heading and path direction is less than the 
threshold. Then the heading is set to match the direc-
tion of the path segment and the cornering motion is 
completed. At a coarse level of observation, the His-
tory entity’s motion appears similar to that of a Rear 
entity because the entity’s heading is modulated after 
the entity has passed the corner.  
4.8  Wire Entity Class 
The Wire entity class is the first of the entity classes 
so far discussed which uses a movement model based 
on physics. Its movement model uses a variation of 
the classic “bead on a wire” approach to control the 
behavior of the entity around a turn. In this approach, 
the location of the entity, point P, tries to stay super-
imposed on the entity pacer. If a difference arises 
between them, a spring is used to reduce the differ-
ence. Acceleration by the spring is computed accord-
ing to the equation, 
)( _ entitypacerenityt posposka −−= . Velocity is 
computed using drag * t)*a  (v  v t1-tt Δ+= . Fi-
nally, the new position of the entity at a given time t 
is determined using the following equation: 
2t
1-t1-tt t*2
a
 t * v p  p Δ+Δ+= .  
 
The heading of the Wire entity is determined by its 
direction of travel. Continuous heading adjustments 
are needed as the entity maneuvers around a corner 
because consecutive entity positions are changing 
relative to each other each time step. Due to the in-
herent sinusoidal behavior of this entity’s motion, a 
damping factor was applied to the velocity to gener-
ate more realistic cornering behavior. 
4.9  Spring Entity Class 
The principal difference between the movement 
models of the Spring entity class and the Wire entity 
class is the location of the spring attachment points. 
As explained above, the Wire entity class uses a zero 
length spring attached from the entity to the entity 
pacer. On the other hand, Spring entity class uses a 
single non-zero length spring attached from the entity 
to the spring pacer.  
 
The use of this spring  introduces an interesting be-
havior when cornering, namely, turn anticipation. For 
corner angles which are less than 90 degrees, the ab-
solute distance between the spring and entity pacer is 
reduced as the corner is approached. This causes the 
spring to compress and the entity is forced in a direc-
tion which is opposite the upcoming turn. An illustra-
tion of this behavior is shown in Figure 5. The dis-
tance that the entity swings outward is a function of 
the strength of the spring. The opposite behavior can 
be expected for corner angles which are greater than 
90 degrees. Since there is no direct connection be-
tween the entity and the entity pacer or the actual 
path, the spring leads the motion and the entity ap-
pears to be dragged along the path accordingly. 
 
Spring is
Compressed
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Extended
 
Figure 5. Spring entity turning a corner 
4.10. Multi-Spring Entity Class 
The Multi-spring entity class is an extension of the 
Spring entity class which involves the use of more 
than one spring as leaders in its movement model. 
Each of the springs are treated independently and the 
resulting forces are summed to give the total force 
acting on the entity at any given time step. The inter-
actions between the springs give this entity type the 
most dynamic behavior of nine entity types used in 
this study. 
5.  Test Cases 
The cornering motions of the nine entity classes are 
compared using a series of test cases.  The first case 
is a single sharp corner. The remaining cases all in-
volve paths which are subdivisions of a semicircle. 
Differences in the cornering behaviors are studied as 
the angles of the corners and the number of way 
points are increased. The semicircle cases are also 
used to compare the computational loads of the vari-
ous movement models as successive refinements to 
the semicircular path are made. 
 
A fixed time step was used initially to avoid prob-
lems of harmonic instability. During the debugging 
phase of development, a real-time graphics mode was 
used on a Silicon Graphics (SGI) Indy workstation. 
This machine had a graphics refresh rate of 60hz and 
a real-time resolution clock of 100hz. The differences 
between these two timing devices lead to periodic 
anomalies in the cornering behavior of the Wire enti-
ty. These were eliminated when, for data gathering 
purposes as well, the system was converted to a fixed 
time step. For ease of analysis, a time step of 0.01 
time units was used for all test cases and velocity of 
the pacers was held constant at 10.0 units (e.g., length 
units per time unit). Thus, the pacers moved 0.1 
length units each time step.  
 
For the actual runs, the Average and Multi-spring 
entity types were both implemented using three 
spring pacers. As discussed in Section 4, the Leader, 
Rear, Midpoint, and Spring entity types each involve 
the use of a single spring pacer. The other three entity 
types (Plain, History and Wire) each use only the one 
default entity pacer. 
5.1  Sharp Corner Case 
The first case involves a simple path with two equal 
length segments and a corner having an acute angle 
of 42.3 degrees. This angle was chosen at semi-
random as a representative sharp corner on a typical 
path which an entity might follow in a low fidelity, 
constructive simulation. The angle is a by-product of 
using round numbers as inputs for the way points to 
the path generator. The total path length is 96.5 units 
and requires 965 time steps to traverse. 
5.2  Semicircle Cases 
Four other Semicircle cases are used to compare the 
motions and computational resources required by 
each of the different entity cornering schemes.  The 
actual semicircle has a radius of 90 units and an actu-
al path length of 282.74 units. Since each of the paths 
in the four Semicircle cases only approximate the 
actual semicircle, the total path length for each case 
is less than the actual semicircle path length. 
5.2.1  2-Segment Semicircle Case 
The first of the Semicircle cases is the 2-segment 
case which has a single 90-degree corner and two 
legs of 127.3 units length each. The total path length 
is 254.6 units and requires 2546 time steps to trav-
erse. 
5.2.2  3-Segment Semicircle Case 
The three-segment Semicircle case has a path which 
looks like half of a hexagon. The path has two angles 
measuring 120 degrees each and three segments with 
a length of 90 units each. The total path length is 
270.0 units and requires 2700 time units to traverse. 
5.2.3  5-Segment Semicircle Case 
The five segments in this case are each 93.2 units 
long. The four corners in the path have an angle 
measurement of 144-degrees.  The total path length is 
279.6 units and requires 2796 time steps to traverse. 
5.2.4  10-Segment Semicircle Case 
The ten segments in this case very closely approxi-
mate the actual semicircle. Each leg is 28.18 units 
long and each of the nine corners have an angle 
measurement of 162 degrees. The resulting path is 
281.8 units long, which less than five units shorter 
then the ideal semicircle, and requires 2818 time 
steps to traverse. 
6.  Results 
In the analysis of the test cases, three separate quanti-
ties are compared: entity position, entity heading, and 
computational loading. The five test cases were run 
for each of the nine different entity types in a batch 
mode on an SGI Indy. Due to the nature and high 
volume of data generated during the runs, compari-
sons of entity position and entity heading are made 
by interpreting graphical representations of the data.  
The computational loading characteristics of each of 
the cornering schemes are compared by looking at 
the statistics on processor time consumption. 
 
From the entity class descriptions in Section 4, it is 
noted that the plots of entity heading for the Rear, 
Leader, and Midpoint entity types are expected to 
look the same after the completion of each run.  
Likewise, the Plain, Leader, Rear, and History entity 
types are expected to produce plots of entity position 
which look the same.  However, some of the similar 
looking plots are actually offset in time. This is easily 
seen for the position plots of the Leader and Rear 
entity types, for example. The Leader entity’s posi-
tion is that of its entity pacer while the Rear entity’s 
position is that of its spring pacer, which is always 
located along the path ahead of the entity pacer. 
6.1  Position 
The results from the Sharp Corner test case are 
shown in Figure 6. All of the entity types closely 
match each other on the first leg of the path until they 
approach the corner. As expected, the Plain, Leader, 
Rear and History entity types followed the actual 
path exactly. The Midpoint entity cut the corner 
slightly. This behavior was much more evident for 
Average entity due to the increased distance of point 
P from the entity pacer and number and length of the 
connectors. It is noted that the length of connectors 
were significant in this study. Specifically, a longer 
connector caused more time steps to be affected by 
the corner.  While the basic shape of the heading and 
position plots did not change much, the lengthening 
of a connector did cause the Midpoint and Average 
entities to cut corners more. 
 
More interesting behaviors are observed in the plots 
of the entities which used physically based movement 
algorithms. The Wire entity is observed to overshoot 
the corner and then turn to try to get back on the path. 
After several oscillations, its path converges on the 
actual path. The Spring entity exhibits a preparatory 
turn before reaching the corner as the spring com-
presses. This behavior actually helps the entity align 
itself after turning the corner, and it is observed to 
follow the path fairly well while it is dragged down 
the second segment. The most extreme behavior is 
demonstrated by the Multi-spring entity. Its prepara-
tory turn is greatly exaggerated and the resulting ac-
celeration causes the entity to severely overshoot the 
second segment. The large amount of oscillations 
following the turn eventually die out. 
 
Figure 7. shows an enlargement of the corner area for 
the 2-segment Semicircle case. As expected, all the 
entity types using geometrically based motions ex-
hibit the same behavior. Notice that the Wire and 
Spring entities exhibit roughly the same behavior 
with a quicker correction being made in the case of 
the Wire entity. Since the angle is not as acute as in 
the Sharp Corner case, the spring in their movement 
schemes is not compressed as much. These two enti-
ties are observed to slow down slightly as they ap-
proach the corner rather than being displaced outward 
before the turn. The Multi-spring entity still exhibits 
the preparatory turn outwards, but its behavior fol-
lowing the turn is substantially less erratic than in the 
previous Sharp Corner case because the angle of the 
corner is not as tight. 
 
In the 3-segment test case, Figure 8., there is signifi-
cantly less variation in the entity paths based on the 
type of control mechanism used. The Wire entity still 
tends to overshoot its path goal, but the anticipatory 
motions of the two spring entity types (Spring and 
Multi-spring) have been eliminated. In fact, they both 
now move towards cutting the corner as they ap-
proach the turn.  This results because the length of 
the connectors is always greater than the length of the 
non-zero length spring(s) at equilibrium. This causes 
the spring(s) in the movement model to stretch gen-
erating a force which pulls the entity inward towards 
the spring pacer(s) located on the next segment after 
the turn. 
 
The position plots of the final 10-segment Semicircle 
test case is shown in Figure 9. The large number of 
relatively gentle corners in the path minimize the 
differences in the computed entity paths and the actu-
al path regardless of which movement model is used. 
This is evidenced by a maximum deviation from the 
actual path of less than two units.  The small heading 
changes at the corners allow even the behavior of the 
Plain entity to provide an adequate portrayal of mo-
tion along the path. 
6.2  Heading 
The plot shown in Figure 10. represents the normal-
ized heading of the different entities as they traversed 
the path in the Sharp Corner case. The initial part of 
the graph is not shown to allow a focus on the area of 
interest near the corner. The Plain entity exhibits the 
expected step change in heading at the time step con-
taining the corner. As also expected, the Leader, 
Midpoint, and Rear entity types all have the same 
graph showing smooth heading transitions while cor-
nering. The Average entity has an even smoother and 
more gradual heading change resulting from the use 
of more spring pacers located further out in front of 
the entity pacer. The History entity smoothly corrects 
its heading after a difference between its current 
heading and the path segment direction is noticed.  
 
The shape of the plots of heading for the three physi-
cally based entity types is consistent with the shapes 
exhibited in their plots of position (see Figure 6). The 
Wire entity tries to correct its heading after the turn 
but overcompensates and  ends up with an oscillatory 
behavior which slowly dampens out. The Spring enti-
ty has the noticeable preparatory turn dip (as it is 
pushed outwards from the path) and then rapid cor-
rections to align with the path are seen. The behavior 
of the Multi-spring entity is erratic for the analogous 
reasons given previously when discussing its plot of 
position. The slight dip in the plot for the Multi-
spring entity as it is on the rise can be attributed to 
the interaction among the three springs. 
 
Figure 11. shows the first one thousand time steps of 
a plot of heading for the 10-segment Semicircle case. 
A distinct cyclic behavior of the plots is noticeable as 
the entities move along the path. The entity types 
which use geometric path following schemes perform 
as described for the previous Sharp Corner case. 
However, the entities using physically based move-
ment models exhibit a much more controlled and 
dampened response to the turns. The anticipatory 
behavior of the spring based entities has been elimi-
nated. Those entities are now observed to change 
their heading slightly towards the inside of the cor-
ner, which is consistent with the behavior seen in the 
plots of their positions (recall that heading is along 
the direction of motion). 
6.3  Performance 
In order to determine the computational loading dur-
ing each of the Semicircle test cases, the executable 
was instrumented using the Unix prof and pixie pro-
grams. The data captured includes total number in-
structions executed and the actual processor time 
consumed. Since the total number of instructions 
tracks the elapsed time, time was used as the basic 
metric for computational loading. The summary re-
sults are shown in Table 1. The base case used for 
the comparisons is the Plain entity case. The compu-
tational loading for the other types of entities are 
shown as an additional percentage over that of the 
base case.  
 
Entity  
Type 
# of 
Spring 
Pacers 
2 
Seg 
3 
Seg 
5 
Seg 
10 
Seg 
Plain  0 0.00% 0.00% 0.00% 0.00% 
Leader 1 8.04% 8.08% 8.46% 8.95% 
Midpoint 1 8.52% 8.52% 8.92% 9.37% 
Rear 1 8.34% 8.40% 8.77% 9.22% 
Average 3 23.89% 24.24% 25.46% 27.29% 
History 0 0.91% 1.00% 0.96% 0.95% 
Wire 0 9.53% 9.60% 9.49% 9.44% 
Spring 1 14.89% 15.06% 15.20% 15.59% 
Multi – 
Spring 
3 32.14% 32.45% 33.31% 34.83% 
Table 1. Percentage of time consumed over the base 
case  
Table 1 shows that the number of spring pacers is the 
dominant factor determining the amount of resources 
consumed. Additional computational resources were 
consumed by physically based modeling, but they 
were only between a quarter to a half of those needed 
to maintain another spring pacer. An analysis of the 
code reveals that the movement of the pacers along 
the path involves rather expensive trigonometric 
functions whereas the physically based modeling 
involves only straightforward algebraic computa-
tions. A puzzling exception to this trend is the Wire 
entity case, which used no spring pacers and yet re-
quired more resources than those with one spring 
pacer. 
 
Table 1 also shows that the addition of more corners 
to the path increased the relative cost of computing 
motion along the path. As paths become more com-
plex within a simulation, computational load con-
cerns may become an important factor in the selec-
tion of which movement method to use. 
7.  Summary 
This paper has presented nine different methods of 
controlling an entity as it turns corners along a pre-
assigned path. The nine methods fall into two distinct 
categories, geometric path following schemes and 
physically based movement algorithms. For the latter 
category, the objective to stay within the available 
computational resources of large-scale models has 
driven the use of simpler spring and inertial models 
instead of detailed steering and engine models. This 
discussion has dealt exclusively with the two-
dimensional case, but many of the concepts can be 
readily extended to three dimensions. Entities that are 
able to orient themselves in one direction and travel 
in another have been excluded from this discussion. 
 
The nine methods were systematically compared us-
ing a series of test cases with paths having different 
segment lengths and corner angles. Benefits and 
drawbacks of each method were discussed in terms of 
the cornering motion (position and heading) pro-
duced and the computational resources used. Unfor-
tunately, there is no single, simple answer to resolv-
ing discrepancies which arise when simulations have 
mixed fidelity requirements. However, a logical ap-
proach would be to use a Plain entity while the entity 
is not visible to any visualization system and then to 
transition it to be one of the more complex, but more 
realistic entity types, when other fidelity require-
ments come into play. This approach is a means to do 
Multi-fidelity Modeling (MFM) so that the behavior 
of an entity is consistent across more than one fidelity 
domain. Computational loading factors may also 
need to be considered especially when the paths in-
volved are very complex. As we enter an era where 
mixed fidelity models are the norm, rather than the 
exception, resolving their associated interoperability 
issues will become increasingly important.   
 
As a final note, there may be other unexpected con-
siderations which may also drive one’s approach to 
this problem. For graphics based systems, the issue of 
harmonic instability, which is a byproduct of a sys-
tem rate not matching its graphical frame rate, may 
be a concern. Since a physically based model of enti-
ty motion is often dependent upon the distances be-
tween the previous and current positions, oscillations 
and instabilities are introduced when variations be-
tween the two rates exist. Thus, if the system under 
consideration is subject to such fluctuations, ap-
proaches to modeling entity motion which are not 
based on physics may be preferred. 
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Figure 6.  Plot of the positions for the sharp corner 
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Figure 7.  Blow of the Corner for the 2-segment case 
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Figure 8.  Enlargement of the 3 Segment case 
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Figure 9.  10 Segment Case positions plot 
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Figure 10.  The headings over time for the sharp corner 
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Figure 11.  The headings over time for the 10 segment semicircle (first 1000 points) 
 
