The model driven architecture (MDA) is an initiative proposed by the object management group (OMG), which is emerging as a technical framework to improve productivity, portability, interoperability, and maintenance (MDA, 2003) .
and rules needed to build specific models, its instances. A meta-metamodel defines a language to write metamodels. OCL can be used to attach consistency rules to models and metamodels. Related OMG standard metamodels and metametamodels such as meta object facility (MOF), software process engineering metamodel (SPEM) and common warehouse model (CWM) share a common design philosophy (CWM, 2001; MOF, 2005; SPEM, 2005) .
MOF defines a common way for capturing all the diversity of modeling standards and interchange constructs. MOF uses an object modeling framework that is essentially a subset of the UML core. The four main modeling concepts are "classes, which model MOF metaobjects; associations, which model binary relationships between metaobjects; data types, which model other data; and packages, which modularize the models" (MOF, 2005, p. 2-6) . The query, view, transformation (QVT) standard depends on MOF and OCL for specifying queries, views, and transformations. A query selects specific elements of a model, a view is a model derived from other model, and a model transformation is a specification of a mechanism to convert the elements of a model, into elements of another model, which can be instances of the same or different metamodels (QVT, 2003) .
The success of MDA depends on the existence of CASE (computer-aided software engineering) tools that make a significant impact on software processes such as forward engineering and reverse engineering processes (CASE, 2006) . This article explains the most important challenges to automate the processes that should be supported by MDA tools. We propose an integration of knowledge developed by the community of formal methods with MDA. We describe a rigorous framework that comprises the metamodeling notation NEREUS and bridges between MOF-metamodels and NEREUS, and between NEREUS and formal languages. 
Background
To date, there are about 120 UML CASE tools that vary widely in functionality, usability, performance, and platforms (CASE, 2006) . Some of them can only help with the mechanics of drawing and exporting UML diagrams. The mainstream object-oriented CASE tools support forward engineering and reverse engineering processes and can help with the analysis of consistency between diagrams. Only a few UML tools include extension for real time modeling. The tool market around MDA tools is still in flux and only about 10% of them provide some support for MDA. Table  1 exemplifies a taxonomy of the UML CASE tools (CASE, 2006) .
The current techniques available in the commercial tools do not allow generating complete and executable code and after generation, the code needs additions. A source of problems in the code generation processes is that, on the one hand, the UML models contain information that cannot be expressed in object-oriented languages while, on the other hand, the object-oriented languages express implementation characteristics that have no counterpart in the UML models.
Moreover, the existing CASE tools do not exploit all the information contained in the UML models. For instance, cardinality and constraints of associations and preconditions, postconditions, and class invariants in OCL are only translated as annotations. It is the designer's responsibility to make good use of this information either selecting an appropriate implementation from a limited repertoire or implementing the association by himself.
On the other hand, many CASE tools support reverse engineering, however, they only use more basic notational features with a direct code representation and produce very large diagrams. Reverse engineering processes are facilitated by inserting annotations in the generated code. These annotations are the link between the model elements and the language. As such, they should be kept intact and not be changed. It is the programmer's responsibility to know what he or she can modify and what he or she cannot modify.
UML CASE tools provide limited facilities for refactoring on source code through an explicit selection made for the designer. However, it will be worth thinking about refactoring at the design level. The advantage of refactoring at UML level is that the transformations do not have to be tied to the syntax of a programming language. This is relevant since UML is designed to serve as a basis for code generation with MDA (Sunye et al., 2001) .
Techniques that currently exist in UML CASE tools provide little support for validating models in the design stages. Reasoning about models of systems is well supported by automated theorem provers and model checkers, however, these tools are not integrated into CASE tools environments. Another problem is that as soon as the requirements specifications are handed down, the system architecture begins to deviate from specifications (Kollmann & Gogolla, 2002) . Only research tools provide support for formal specification and deductive verification.
All of the MDA CASE tools are partially compliant to MDA features. They provide good support for modeling and limited support for automated transformation. In general, they support MDD from the PIM level and use UML class diagrams for designing PIMs. Some of them provide only one level of transformation from PIM to code (Codagen, Ameos, Arcstyler) and, in general, there is no relation between QVT and the current existing MDA tools. As an example, OptimalJ from Compuware supports MDD from PIM level. It allows generating PSMs from a PIM and a partial code generation. It distinguishes three kinds of models: a domain model that correspond to a PIM model, an application model that includes PSMs linked to different platforms (Relational-PSM, EJB-PSM and Web-PSM), and an implementation model.
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The transformation process is supported by transformation and functional patterns.
The MDA-based tools use MOF to support OMG standards such as UML and XMI (XML metadata interchange). MOF has a central role in MDA as a common standard to integrate all different kinds of models and metadata and to exchange these models among tools; however, MOF does not allow capturing semantic properties in a platform independent way and there is no rigorous foundations for specifying transformations among different kinds of models.
A lot of research work has been carried out dealing with the advanced metamodeling techniques and formalization of different kinds of transformations. For instance, the main task of USE tool (Gogolla, Bohling, & Ritchers, 2005) is to validate and verify specifications consisting of UML/OCL class diagrams. Key (Ahrendt et al., 2002 ) is a tool based on together (CASE, 2006) enhanced with functionality for formal specification and deductive verification.
Akehurst and Kent (2002) propose an approach that uses metamodeling patterns that capture the essence of mathematical relations. The proposed technique is to adopt a pattern that models a transformation relationship as a relation or collections of relations, and encode this as an object model. Hausmann (2003) defined an extension of a metamodeling language to specify mappings between metamodels based on concepts presented in Akehurst et al. 
rIgorous Model-drIVen deVelopMent
Developing or reengineering a system in an MDA perspective should be done through automated transformation with the help of tools. Figure 1 illustrates the different processes and artifacts beyond this idea. Forward engineering and reverse engineering processes should be supported in MDA tools. Forward engineering is the process of transforming higher-level or abstract models into concrete ones. Reverse engineering reconstructs higher-level models from low ones. Reengineering is the process that transforms one concrete representation to another, while reconstituting the higherlevel models along the way. We describe a rigorous framework compliant to MDA forward engineering processes. A model-driven development is carried out as a sequence of model transformations that includes, at least, the following steps: construct a CIM, transform the CIM into a PIM that provides a computing architecture independent of specific platforms, transform the PIM into one or more PSMs, each one suited for specific platforms, and derive code directly from the PSMs.
A model transformation is the process of converting one model into another model preserving some kind of equivalence relation between them. We can distinguish two types of transformations to support model evolution from CIMs to ISMs: refinements and refactorings. A refinement is the process of building a more detailed specification that conforms to another that is more abstract. On the other hand, a refactoring means changing a model leaving its behavior unchanged, but enhancing some non-functionality quality factors such as simplicity, flexibility, understandability, and performance.
Metamodeling is a powerful technique to specify families of models and model transformations. Figure 1 shows the different correspondences that may be held between several models and metamodels and their interrelations. A CIM is related to one or more PIM-metamodels. A PIM-metamodel is related to more than one PSM-metamodels, each one suited for different platforms (e.g., .NET, J2EE, or relational). The PSM-metamodels correspond to ISM-metamodels. A metamodel is a description of all the concepts that can be used in the respective level. For instance, a metamodel linked to a relational platform refers to concepts of table, foreign key and column. An ISM-metamodel includes concepts of programming languages such as constructor and method.
The following types of model transformations can be distinguished:
•
CIM to PIM refinement: It describes how a CIM that is an instance of a MOF-metamodel is transformed into a PIM that is an instance of a specialized metamodel for a specific computation dependent model.
PIM to PSM refinement: It describes how a PIM that is an instance of a MOF-Metamodel is transformed into a PSM that is an instance of a specialized MOFmetamodel for a specific platform.
PSM to ISM refinement: It describes how a PSM is transformed into code (which is an instance of MOF-metamodel for a platform and specific language technologies).
• Refactoring: It specifies how a model in a given level is transformed into a new restructured model in the same level (for instance, PIM to PIM, PSM to PSM, ISM to ISM). The source and target models are instances of the same MOF-metamodel.
Metamodel transformations are a specific type of model transformations that impose relations between pairs of metamodels. A metamodel-based transformation is a specification of a mechanism to convert the elements of a model, that are instances of a particular metamodel, into elements of another model, which can be instances of the same or different metamodels. We specify metamodel-based model F transformations as OCL contracts that are described by means of a transformation name, parameters, preconditions, postconditions, and additional operations. The MDA-based processes are based on the adaptation of reusable components and systems of transformations rules. We analyzed basic techniques for MDA-based processes such as refactoring (Kerievsky, 2004; Long, Jifeng & Liu, 2005; Mens, Demeyer, Du Bois, Stenten, & Van Gorp, 2004 ) and design pattern (France, Kim, Ghosh, & Song, 2004; Gamma, Helm, Johnson, & Vlissides, 1995) . Pereira and Favre (2006) propose a metamodeling technique to define refactorings at different abstraction levels (e.g., PIM, PSM, and ISM). A transformational system based on behaviour-preserving model-to-model transformations was defined. To reason about correctness and robustness we propose to specify refactorings as OCL contracts that are based on metamodels capturing common properties to a family of refactorings. Martinez and Favre (2006) describe a metamodeling technique to define design pattern components from an MDA perspective. In this context, we propose a "megamodel" for defining reusable components that integrates different kinds of models with their respective metamodels. We analyze metamodel-based model transformations among levels of PIMs, PSMs and ISMs. We illustrate the approach to define reusable design pattern components using the popular Gamma patterns (Gamma et al., 1995) .
ForMalIZatIon oF Mda-Based processes
UML and OCL are too imprecise and ambiguous when it comes to simulation, verification, validation, and forecasting of system properties and even when it comes to generating Figure 1 . Rigorous model-driven development models/implementations through transformations. Although OCL is a textual language, OCL expressions rely on UML class diagrams (i.e., the syntax context is determined graphically). OCL does also not have the solid background of a classical formal language. In the context of MDA, model transformations should preserve correctness. To achieve this, the different modeling and programming languages involved in an MDD must be defined in a consistent and precise way. Then, the combination of UML/OCL specifications and formal languages offers the best of both worlds to software developer. In this direction, we define NEREUS to take advantage of all the existing theoretical background on formal methods, using different tools such as theorem provers, model checkers, or rewrite engines in different stages of MDD.
Favre (2006) proposes a rigorous framework to model driven developments. The bases of this approach are the metamodeling notation NEREUS and, bridges between UML/OCL and NEREUS and between NEREUS and algebraic languages.
NEREUS can be viewed as an intermediate notation open to many other formal specifications, such as algebraic, functional or logic ones. NEREUS is suited for specifying MOF. Most of the MOF concepts for metamodels (entity, associations, and packages) can be mapped to NEREUS in a straightforward manner. This language is relation-centric which means that it expresses different kinds of UML relations (dependency, association, aggregation, and composition) as primitives to develop specifications. In Favre (2006) , we show how to integrate NEREUS with algebraic languages using the common algebraic specification language (CASL) (Bidoit & Mosses, 2004) .
The formalization of MDA-based processes implies to specify metamodels and metamodel-based transformations.
On the one hand, we define a bridge between MOFmetamodels and NEREUS that is based on a system of transformation rules to convert automatically UML/OCL into NEREUS specifications. Starting from UML class diagrams, an incomplete algebraic specification can be built by instantiating reusable schemes and components, which already exist in the NEREUS predefined library. Analyzing OCL specifications, it is possible to derive axioms that will be included in the NEREUS specification. Preconditions written in OCL are used to generate preconditions in NEREUS. Postconditions and invariants allow us to generate axioms in NEREUS. Thus, an incomplete specification can be built semi-automatically (Favre, 2005; Favre, Martinez, & Pereira, 2003) .
On the other hand, we formalize transformations (refinements and refactorings) as OCL contracts that are translated into NEREUS specifications by instantiating reusable schemes.
We have applied the approach to transform UML/OCL class diagrams into NEREUS specifications, which in turn, are used to generate object-oriented code (Favre, 2005; Favre et al., 2005) . The process is based on the adaptation of MDA-based reusable components. NEREUS allows us to keep a trace of the structure of UML models in the specification structure that will make easier to maintain consistency between the various levels when the system evolves. All the UML model information (classes, associations, and OCL specifications) is overturned into specifications having implementation implications. The transformation of different kinds of UML associations into object-oriented code was analyzed, as well as, the construction of assertions and code from algebraic specifications. The proposed transformations preserve the integrity between specification and code. The transformation process is based on reusable components.
In Favre and Martinez (2006) we describe how formalize MOF-metamodels and metamodel-based transformations exemplifying with MDA design pattern components.
In contrast to other works, our approach is the only one focusing on interoperability of formal languages in modeldriven software development. There are UML formalizations based on different languages that do not use an intermediate language such as NEREUS. However, this extra step provides some advantages. NEREUS would eliminate the need to define formalizations and specific transformations for each different formal language. The metamodel specifications and transformations can be reused at many levels in MDA. Languages that are defined in terms of NEREUS metamodels can be related to each other because they are defined in the same way through a textual syntax.
Any number of source languages (modeling language) and target languages (formal language) could be connected without having to define explicit model/metamodel transformations for each language pair. NEREUS embraces changes at different levels of abstraction (Figure 2 ).
Future trends
Nowadays, there exists an increased demand of reengineering of legacy systems towards new technologies. Advanced MDA tools should reverse existing code to abstract models to facilitate platform migration. It will probably take several years before a full round trip engineering based on standards occurs (many authors are skeptical about this). The existing MDA-based tools do not provide sophisticated transformation from PIM to PSM and from PSM to code.
To solve problems basic research on formalisms and theories will have to be carried out dealing with software evolution in MDA. If MDA becomes a commonplace, adapting it to formal development will become crucial. Formal and semi-formal techniques can play complementary roles in software development processes. This integration is benefi-F cial for both graphical and formal specification techniques. On the one hand, semi-formal techniques have the ability to visualize language constructs allowing a great difference in the productivity of the specification process, especially when the graphical view is supported by means of good tools. On the other hand, formal specifications allow us to produce a precise and analyzable software specification before implementation and to define semi-automatic forward engineering processes.
The integration between ontology (that are essentially CIMs) and MDA will occupy a central place in MDD (Djuric, Gasevic, & Devedzic, 2006) . The use of formal specification will make it possible to perform automated reasoning about ontology. A new type of MDA tools that do a more intelligent job might emerge. Probably, the next generation of tools might be able to describe the behavior of software systems in terms of domain models and translate it into executable programs on distributed environment.
conclusIon
There is a great number of UML CASE tools in existence that facilitates code generation and limited support for reverse engineering. Unfortunately, the current techniques available in these tools provide little automation for MDD. The formalization of metamodels and metamodel-based model transformations can help to overcome these problems. We propose to integrate knowledge developed by the community of formal methods with MDA. A rigorous framework for MDD was defined. It is comprised of a metamodeling notation NEREUS, a "megamodel" for defining MDA components and the definition of metamodeling/model transformations based on MOF and NEREUS. We define basic techniques for forward engineering and reverse engineering.
We define systems of transformation rules that allow translating MOF-metamodels to formal specifications and implementations. A bridge between NEREUS and algebraic languages was defined by using CASL. Our approach focuses on interoperability of formal languages.
We want to define foundations for MDA tools that permit designers to directly manipulate the visual models they have created. However, meta-designers need to understand metamodels and metamodel transformations.
This research is still evolving and additional issues will have to be tackled in order to fit advances in MDD.
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