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El gran crecimiento de las Tecnolog´ıas de la Informacio´n y de las Comunicaciones
(TIC) presenta grandes oportunidades para el desarrollo de productos para el trata-
miento de la informacio´n. Un punto cr´ıtico de todas estas tecnolog´ıas es la generacio´n
y control de identidades digitales. As´ı, gran cantidad de aplicaciones TIC requieren
la identificacio´n de usuarios para garantizar la proteccio´n de la informacio´n, lo cual
incluye la asociacio´n de identidades digitales con identidades f´ısicas. Dicha asocia-
cio´n y su adecuado control constituye uno de los mayores retos en el a´mbito actual
de las TIC, sobre todo tras la aparicio´n de tecnolog´ıas como los servicios cloud y el
denominado big data.
La criptograf´ıa constituye el principal medio para la creacio´n y gestio´n de identida-
des digitales. La criptograf´ıa asime´trica o de clave pu´blica proporciona procedimientos
y protocolos para la generacio´n y distribucio´n de claves secretas. En la criptograf´ıa
pu´blica, cada usuario genera un par de claves pu´blica/privada en base al cual inter-
cambian una clave sime´trica. Esto soluciona el problema de la distribucio´n de claves,
pero genera uno nuevo, ya que se debe realizar una asociacio´n correcta entre cada
usuario (identidad f´ısica) y su par de claves (identidad digital). Tradicionalmente, esta
asociacio´n se realiza a trave´s de algu´n tipo de certificado manejado por una autoridad
confiable, dando origen a una infraestructura de clave pu´blica (en ingle´s, Public Key
Infrastructure -PKI-). A pesar de que PKI es la eleccio´n ma´s popular a la hora de
trabajar con identidades digitales, tiene una serie de inconvenientes que van a ser
analizados a lo largo del trabajo, y que motivan el estudio de esquemas alternativos.
El objetivo del presente documento es estudiar la criptograf´ıa basada en empareja-
mientos (en ingle´s, Pairing-Based Cryptography -PBC-) para plantear alternativas a
los esquemas PKI tradicionales. Tras el pertinente ana´lisis de las ventajas de la PBC,
se utilizara´ para la generacio´n de identidades digitales con el fin de proteger el correo
electro´nico mediante IBE (del ingle´s, Identity-Based Encryption). De esta forma, se
muestra una de las posibles aplicaciones pra´cticas de este tipo de criptograf´ıa. A par-
iii
tir del servidor de gmail, el sistema permite enviar y recibir correos protegidos con
IBE y, alternativamente, con RSA. Con IBE los usuarios no tienen la necesidad de
obtener certificados ni de almacenar sus claves, y pueden enviar mensajes simplemen-
te conociendo la identidad del destinatario (i.e., su correo electro´nico). Un servidor
externo a la aplicacio´n de correo (PKG, del ingle´s Private Key Generator) se encarga
de la generacio´n y gestio´n de las identidades para todos los usuarios a trave´s de un
canal de comunicacio´n seguro.
Para la implementacio´n de IBE se ha utilizado la biblioteca criptogra´fica open
source JPBC (Java Pairing Based Cryptography). Esta biblioteca esta´ en fase de
desarrollo y posee escasa documentacio´n, de modo que su correcto uso y aplicacio´n
en el proyecto ha constituido uno de los principales retos del mismo. As´ı, este TFG
contribuye al entendimiento y a la mejora de JPBC aportando un caso de uso que
puede ser de ayuda a otros desarrolladores.
Palabras clave
Criptograf´ıa, identidad f´ısica, identidad digital, distribucio´n de claves, RSA, PBC,
IBE, PKG, proteccio´n de correo electro´nico, JPBC.
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Abstract
The recent growth of the Information and Communications Technologies (ICT)
has led to the need of generating and controlling digital identities associated to physi-
cal identities. Traditionally, this association is performed through certificates managed
by a trustworthy authority, giving rise to Public Key Infrastructure (PKI). Although
nowadays PKI is the most popular choice, it has several drawbacks that are going to
be analysed in this document and that motivates the study of other alternatives.
This paper presents Pairing-Based Cryptography (PBC) as an alternative to the
traditional PKI. After studying the advantages of PBC, it will be used to generate
digital identities with identity-based encryption (IBE) in order to secure electronic
mail. Using a gmail account, the system allows sending and receiving emails secured
by IBE and alternatively by RSA. IBE enables sender to encrypt a message when
the only information he knows is recipient’s identity (e.g. email address). Moreover,
users do not need certificates to bind identity with specific public key. The Private
Key Generator (PKG), which is an external server, is responsible for generating and
managing the identities for all users through a secure channel.
The open source library JPBC (Java Pairing Based Cryptography) has been used
to implement IBE. This library is still being developed and does not have much
documentation. Therefore, its correct usage in the project has been one of the greatest
challenges. This work contributes to improve JPBC library, providing an example that
could be helpful for other developers.
Key Words Cryptography, digital identity, physical identity, key distribution, RSA,
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AES: Advanced Encryption Standard, algoritmo de cifrado por bloques de cifrado
sime´trico muy popular. Transforma bloques de texto en claro y los convierten en
bloques de texto cifrado. Tiene un taman˜o de bloque fijo de 128 bits y taman˜os de
clave de 128, 192 o 256 bits. Puede operar en varios modos de operacio´n, como CBC
(Cipher-Block Chaining), que a cada bloque de texto plano le aplica la operacio´n
XOR con el bloque cifrado anterior.
API Application Programming Interface, conjunto de subrutinas, funciones y pro-
cedimientos que ofrece cierta biblioteca para ser utilizado por otro software como una
capa de abstraccio´n.
Arquitectura centralizada: Modelo cliente-servidor en el que las tareas se re-
parten entre los proveedores de servicios, llamados servidores, y los demandantes,
llamados clientes. Un cliente realiza peticiones a otro programa, el servidor, quien le
da respuesta.
Arquitectura descentralizada: Red peer-to-peer compuesta por una serie de no-
dos que se comportan como iguales entre s´ı. Es decir, actu´an simulta´neamente como
clientes y servidores respecto a los dema´s nodos de la red.
ASN.1: Abstract Syntax Notation One, norma para representar datos independien-
temente de la ma´quina que se este´ usando y sus formas de representacio´n internas.
BDH: Bilinear Diffie-Hellman, variante de CDH para aplicaciones bilineales.
Bouncy Castle Coleccio´n de APIs utilizados en criptograf´ıa.
CA: Certificate Authority, autoridad de certificacio´n en la infraestructura de clave
pu´blica. Tras una verificacio´n correcta por parte de la RA, genera un certificado que
contiene la clave, la identidad del usuario y su propia firma.
CC Certificateless Cryptography, variante de la criptograf´ıa basada en identidad
que trata de evitar el problema key escrow.
xv
CDH: Computational Diffie-Hellman, suposicio´n que asume que un cierto proble-
ma computacional es dif´ıcil en un grupo c´ıclico. Establece que a partir de la tupla
(g, ga, gb) no se puede calcular computacionalmente gab
Certificado digital: Fichero generado por una entidad de servicios de certificacio´n
(autoridad certificadora) que asocia unos datos de identidad a una persona f´ısica,
organismo o empresa confirmando de esta manera su identidad digital en Internet. Es
necesaria la colaboracio´n de un tercero que sea de confianza para cualquiera de las
partes que participe en la comunicacio´n.
Cifrado sime´trico: Utiliza la misma clave para cifrar que para descifrar mensajes.
Las dos partes de la comunicacio´n deben ponerse de acuerdo de antemano sobre la
clave sime´trica a usar. Una vez que ambas partes tienen acceso a dicha clave, el emisor
cifra el mensaje usa´ndola, lo env´ıa al destinatario y e´ste lo descifra con la misma clave.
Cifrado asime´trico: Utiliza un par de claves para cifrar y descifrar mensajes. Cada
usuario posee su par de claves, una pu´blica que puede obtener cualquier otro usuario,
y otra privada que mantiene en secreto. As´ı, los mensajes son cifrados por un emisor
con la clave pu´blica del destinatario, quien podra´ descifrarlos usando su clave privada.
Criptosistema: Sistema de cifrado de informacio´n.
DDH: Decisional Diffie-Hellman, suposicio´n que establece que es dif´ıcil distinguir
las tuplas de la forma (g, ga, gb) de las tuplas aleatorias.
Encapsulamiento: Procedimiento para cifrar la clave sime´trica mediante una clave
pu´blica.
Gmail: Google Mail, servicio de correo electro´nico con posibilidades POP3 e IMAP
gratuito.
GUI: Graphical User Interface, programa que actu´a de interfaz de usuario, utili-
zando un conjunto de ima´genes y objetos gra´ficos para representar la informacio´n y
acciones disponibles en la interfaz.
xvi
Hash: Funcio´n computable mediante un algoritmo que tiene como entrada un con-
junto de elementos, que suelen ser cadenas, y los convierte (mapea) en un rango de
salida finito, normalmente cadenas de longitud fija. La idea ba´sica de un valor hash
es que sirva como una representacio´n compacta de la cadena de entrada.
HTTP: Hypertext Transfer Protocol, protocolo usado en cada transaccio´n de la
World Wide Web. Define la sintaxis y la sema´ntica que utilizan los elementos de soft-
ware de la arquitectura web para comunicarse. Es un protocolo orientado a transac-
ciones y sigue el esquema peticio´n-respuesta entre un cliente y un servidor.
IBC: Identity-Based Cryptography, criptograf´ıa caracterizada por el uso de atribu-
tos de identidad de los usuarios (cadenas de caracteres identificativos) a partir de las
cuales se puede cifrar y verificar las firmas, sin ser necesario el uso de los certificados
digitales de PKI.
IBE: Identity-Based Encryption, primitiva importante de IBC y, como tal, es un
tipo de cifrado de clave pu´blica en la cual la clave pu´blica de un usuario es alguna
cadena u´nica identificativa del usuario (por ejemplo, el email).
JCA Java Cryptographic Architecture, framework para acceder y desarrollar fun-
ciones criptogra´ficas en la plataforma Java.
JCE Java Cryptographic Extension, proporciona un framework e implementacio´n
para cifrados, generacio´n de claves, protocolos de establecimiento de claves y Co´digo
de Autenticacio´n del Mensaje (MAC). Es un suplemento de la plataforma Java.
JPBC: Java Pairing-Based Cryptography Library, versio´n Java de la PBC.
KEM Key Encapsulation Mechanisms, te´cnicas de cifrado disen˜adas para propor-
cionar seguridad a la transmisio´n de claves sime´tricas usando algoritmos de clave
asime´trica.
Key escrow: Acuerdo en el que las claves necesarias para descifrar los datos ci-
frados se mantienen en reserva para que, en determinadas circunstancias, un tercero
autorizado puede tener acceso a las claves.
Keytool Herramienta de gestio´n de claves y certificados. Permite a los usuarios
administrar sus propios pares de claves pu´blica/privada y los certificados asociados.
xvii
KGC Key Generator Center, autoridad parcialmente confiable de la criptograf´ıa
libre de certificados.
Librer´ıa PBC: Pairing-Based Cryptography Library, biblioteca desarrollada por
Ben Lynn en C para realizar las operaciones matema´ticas subyacentes en los sistemas
criptogra´ficos basados en emparejamientos.
MVC: Modelo Vista Controlador, patro´n de arquitectura de software que separa
los datos y la lo´gica de negocio de una aplicacio´n de la interfaz de usuario y el mo´dulo
encargado de gestionar los eventos y las comunicaciones. Para ello MVC propone la
construccio´n de tres componentes distintos que son el modelo, la vista y el controlador.
OpenPGP: Esta´ndar de cifrado de emails ma´s usado en el mundo. Originalmente
derivado de PGP.
OpenSSL Paquete de herramientas de administracio´n y bibliotecas relacionadas
con la criptograf´ıa. Suministra funciones criptogra´ficas que ayudan al sistema a im-
plementar SSL, as´ı como otros protocolos relacionados con la seguridad. Tambie´n
permite crear certificados digitales que pueden aplicarse a un servidor.
PBC: Pairing-Based Cryptography, caso particular de IBC especialmente eficiente
que esta´ basado en emparejamientos bilineales.
PGP: Pretty Good Privacy, programa cuya finalidad es proteger la informacio´n dis-
tribuida a trave´s de Internet as´ı como facilitar la autenticacio´n de documentos gracias
a firmas digitales. Es un criptosistema h´ıbrido que combina te´cnicas de criptograf´ıa
sime´trica y criptograf´ıa asime´trica.
PKG: Private Key Generator, generador de claves privadas para los usuarios de un
sistema basado en IBE. Para ello publica su clave pu´blica maestra y guarda en secreto
su clave privada maestra, a partir de la cual genera las claves privadas de distintas
identidades.
PKI: Public Key Infrastructure, combinacio´n de hardware y software, pol´ıticas y
procedimientos de seguridad que permiten la ejecucio´n con garant´ıas de operacio-
nes criptogra´ficas como el cifrado, la firma digital o el no repudio de transacciones
electro´nicas. La tecnolog´ıa PKI permite a los usuarios autenticarse frente a otros
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usuarios y usar la informacio´n de los certificados de identidad para cifrar y descifrar
mensajes, firmar digitalmente informacio´n, garantizar el no repudio de un env´ıo
RA: Registration Authority, autoridad de registro en la infraestructura de clave
pu´blica. Recoge peticiones de usuarios para emitir certificados digitales para sus claves
pu´blicas. Vertifica las credenciales de cada usuario.
RSA: Rivest, Shamir y Adleman, algoritmo criptogra´fico asime´trico o de clave
pu´blica ma´s conocido y utilizado. La seguridad del algoritmo radica en la factori-
zacio´n de nu´meros enteros.
SHA: Secure Hash Algorithm, familia de funciones hash de cifrado. SHA-1 es la
segunda versio´n del sistema y produce una salida resumen de 160 bits (20 bytes) de
un mensaje que puede tener un taman˜o ma´ximo de 264 bits.
SMTP Simple Mail Transport Protocol, protocolo de red utilizado para el inter-
cambio de mensajes de correo electro´nico entre computadoras u otros dispositivos.
Sockets: Constituyen el mecanismo para el intercambio entre dos programas de
cualquier flujo de datos, generalmente de manera fiable y ordenada.
SSL: Secure Socket Layer, protocolo criptogra´fico que proporciona comunicaciones
seguras por la red. Se usan certificados X.509 (criptograf´ıa asime´trica) para autenticar
a ambas partes de la comunicacio´n as´ı como para intercambiar una clave sime´trica.
TLS: Transport Layer Security, sucesor de SSL.
X.509: Esta´ndar para infraestructuras de claves pu´blicas. Especifica formatos para





La historia de la criptograf´ıa se remonta miles de an˜os atra´s, desde el Antiguo
Egipto y Roma. Hasta la llegada del ordenador en de´cadas recientes, la criptograf´ıa
imperante (ahora llamada criptograf´ıa cla´sica) se basaba en me´todos de cifrado
realizables con papel y la´piz o, como mucho, con una pequen˜a ayuda meca´nica simple,
y su u´nico objetivo era hacer ininteligibles los mensajes a receptores no autorizados.
Sin embargo, a principios del siglo XX, la creacio´n de ma´quinas capaces de realizar una
gran cantidad de ca´lculos en poco tiempo propicio´ la invencio´n de me´todos de cifrado
de mayor complejidad y eficiencia, lo cual tuvo un gran impacto en los conflictos
be´licos que se produjeron en todo el mundo.
La aparicio´n de los ordenadores y las comunicaciones digitales supusieron un reto
para la seguridad basada en la criptograf´ıa cla´sica, ya que toda la informacio´n trans-
mitida a trave´s de la red puede ser interceptada y manipulada si no se toman medidas
para impedirlo. Para garantizar la seguridad de las comunicaciones que se transmiten
en esta era de informacio´n se han desarrollado nuevas te´cnicas criptogra´ficas como
la criptograf´ıa de clave secreta (AES, DES), criptograf´ıa de clave pu´blica o
asime´trica (RSA, El Gammal), o las firmas digitales.
La importancia y necesidad de la criptograf´ıa crecen a la par que lo hacen las nue-
vas tecnolog´ıas, es decir, de forma exponencial. Aunque pueda pasarnos desapercibido,
la criptograf´ıa juega un papel fundamental en nuestra vida diaria y esta´ presente en
multitud de procesos: transacciones bancarias, cajeros automa´ticos, comunicaciones
por tele´fono mo´vil, compras por internet, y en general en cualquier tipo de comu-
nicacio´n por red, tales como el correo electro´nico o las redes sociales [1]. En efecto,
tal y como aparece reflejado en la Agenda Digital de la Unio´n Europea [2], las TIC
actualmente juegan un papel fundamental en el desarrollo econo´mico de los distintos
pa´ıses. Sin embargo, es necesario que la poblacio´n use de modo habitual estas tecno-
log´ıas, por lo que deben cumplirse objetivos de seguridad y usabilidad en los sistemas
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desarrollados. Es aqu´ı donde la seguridad informa´tica en general, y la criptograf´ıa en
particular, encuentran uno de sus principales desaf´ıos. En la gestio´n de identidades se
produce una compleja asociacio´n entre la identidad f´ısica de una persona y su iden-
tidad digital que constituye uno de los puntos de ataques e intervenciones de agentes
maliciosos.
1.1. Objetivos y motivaciones
La generacio´n de identidades digitales, as´ı como su correcta gestio´n, constituyen
un elemento cr´ıtico de la criptograf´ıa contempora´nea. Problemas como el robo de
credenciales o la escalada de privilegios no pueden evitarse sin una pol´ıtica rigurosa
para la distribucio´n y asignacio´n de claves y niveles de acceso. De modo esta´ndar,
los requerimientos de autenticacio´n y autorizacio´n se satisfacen asignando privilegios
de acceso a identidades digitales soportadas por infraestructuras de clave pu´blica (en
ingle´s, Public Key Insfrastructure -PKI-).
Desde la primera contribucio´n de Diffie y Hellman en 1976 han surgido diversas
propuestas orientadas a eliminar la dependencia respecto a una tercera parte en-
cargada de la generacio´n y gestio´n de dichas identidades. En la u´ltima de´cada, la
criptograf´ıa basada en emparejamientos (en ingle´s, Pairing-Based Cryptography
-PBC-) ha surgido como una alternativa a considerar a lo hora de implementar in-
fraestructuras de clave pu´blica [3]. Frente a los tradicionales esquemas verticales y
horizontales de autenticacio´n, la PBC permite disen˜ar protocolos de autenticacio´n
basados en identidad (en ingle´s, Identity-Based Encryption –IBE-) o, en caso de
que el modelo de atacante lo requiera, en criptograf´ıa libre de certificados (en ingle´s,
Certificateless Cryptography). Asimismo, la PBC es clave en el contexto de los
sistemas criptogra´ficos para el despliegue y control del anonimato.
As´ı pues, en este trabajo se han analizado los problemas ma´s relevantes de estas
infraestructuras de clave pu´blica y se han planteado soluciones mediante criptograf´ıa
basada en emparejamientos. Para ello, se ha realizado un estudio de las aplicacio-
nes bilineales como base de la criptograf´ıa basada en emparejamientos as´ı como un
ana´lisis de la aplicacio´n de la PBC a la gestio´n de identidades digitales
sen˜alando sus principales ventajas y desventajas. Sin embargo, un grueso im-
portante del trabajo reside en el aprendizaje del manejo de la biblioteca JPBC o
Java Pairing-Based Cryptography Library [4] para este tipo de criptograf´ıa. Actual-
mente, la mayor´ıa de las bibliotecas criptogra´ficas (incluida la JPBC) tienen escasa
documentacio´n, lo cual dificulta enormemente su entendimiento y su uso.
Finalmente, se ha implementado una arquitectura software con un servidor de
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identidades digitales y gestio´n dina´mica de las mismas. A partir de la biblioteca
proporcionada JPBC y varias modificaciones realizadas sobre e´sta, el resultado final
permite asignar identidades digitales a usuarios mediante su cuenta de co-
rreo electro´nico. De esta forma, todos los correos que se env´ıen desde este sistema
sera´n cifrados utilizando IBE. Alternativamente, se podra´n enviar y recibir los correos
cifrados mediante RSA.
Es importante destacar que la arquitectura disen˜ada esta´ relacionada con el mo-
delo de confianza elegido: no todos los modelos de confianza son aceptables en
todos los contextos. Desplegar un mecanismo de gestio´n de identidades digitales en
una organizacio´n privada bajo nuestro control no es lo mismo que desplegar dicho
mecanismo en el contexto de plataformas cloud. Es ma´s, es posible que en ciertos
a´mbitos los dispositivos involucrados no tengan suficiente capacidad de co´mputo y,
consecuentemente, se podr´ıan delegar ciertas tareas criptogra´ficas en un agente sobre
el que se tiene confianza.
1.2. Estructura del documento
El presente documento esta´ estructurado en ocho cap´ıtulos.
El primer cap´ıtulo es esta introduccio´n, que pone el trabajo en contexto y
describe los principales objetivos y las motivaciones del mismo.
En el segundo cap´ıtulo se describen los problemas de la gestio´n de identidades
as´ı como la criptograf´ıa de clave asime´trica y sime´trica y los distintos procedimientos
de la infraestructura de clave pu´blica. Asimismo, se introduce la criptograf´ıa basada en
identidad como alternativa a PKI, intentando solventar algunos de los inconvenientes
de la infraestructura de clave pu´blica.
El tercer cap´ıtulo detalla los fundamentos teo´ricos de la criptograf´ıa basada en
emparejamientos. A su vez, identifica las distintas entidades que participan en este
tipo de esquemas y las funciones que realiza cada una de las partes involucradas en el
esquema. Finalmente, describe las ventajas y desventajas de este tipo de criptograf´ıa.
El cuarto cap´ıtulo se centra en el ana´lisis del proyecto software llevado a cabo. Se
describen los objetivos y el alcance del mismo y se especifica el cata´logo de requisitos
completo y los casos de uso.
En el quinto cap´ıtulo se detalla el disen˜o del sistema a partir de una serie de
diagramas que determinan las interacciones entre los distintos componentes.
El sexto cap´ıtulo describe los detalles de la implementacio´n del proyecto. Esto
incluye la especificacio´n de la estructura del co´digo, las bibliotecas utilizadas y la
codificacio´n llevada a cabo.
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El se´ptimo cap´ıtulo consta de una descripcio´n detallada de las pruebas reali-
zadas al sistema software implementado. En primer lugar, se describen las pruebas
unitarias llevadas a cabo en cada componente, y, a continuacio´n, se describen las
pruebas de integracio´n para los conjuntos de componentes.
Por u´ltimo, en el octavo cap´ıtulo se concluye el trabajo realizado y se resumen




El problema de la gestio´n de
identidades
En este cap´ıtulo se introduce los distintos tipos de criptograf´ıa (sime´trica y asime´tri-
ca) as´ı como los procedimientos de la infraestructura de clave pu´blica (centralizados
y descentralizados). A su vez, se analiza el problema de la correcta asociacio´n de
identidades f´ısicas e identidades digitales y se propone como solucio´n la criptograf´ıa
basada en identidad.
2.1. Ana´lisis del problema
En la criptograf´ıa de clave sime´trica o de clave secreta se utiliza la mis-
ma clave para cifrar un texto que para descifrarlo (ana´logo al funcionamiento de un
candado). Requiere por tanto que la clave se intercambie entre los dos extremos de la
comunicacio´n por un medio externo seguro y fiable. Por otro lado, la criptograf´ıa de
clave asime´trica o de clave pu´blica parte de la idea de que son necesarias dos cla-
ves distintas: una para cifrar (clave pu´blica) y otra para descifrar (clave privada). La
clave de cifrado se hace pu´blica y cualquiera puede cifrar textos planos con ella, pero
so´lo quien posee la clave privada correspondiente a esa clave pu´blica podra´ descifrar
mensajes. Se plantea de esta forma una solucio´n para poder cifrar las comunicacio-
nes por Internet, dado que este sistema podr´ıa servir para intercambiar la clave de
un me´todo de cifrado sime´trico de forma segura, para posteriormente establecer la
transmisio´n cifrada con dicha clave [1]. Ambos esquemas se pueden observar en la
Figura 2.1.
Proporcionar autenticidad en las claves pu´blicas es uno de los problemas ma´s
dif´ıciles de este u´ltimo tipo de criptograf´ıa. No hay soluciones obvias para ello, puesto




Figura 2.1: (a)Esquema del cifrado sime´trico; (b) Esquema del cifrado asime´trico.
ciones al problema que se concentran en una idea: confianza. As´ı, la criptograf´ıa de
clave pu´blica se utiliza cuando las dos partes de una comunicacio´n no pueden inter-
cambiar claves directamente, lo cual ocurre casi siempre en el caso de las redes de
ordenadores.
En general, las personas no pueden saber, con so´lo mirar una cierta clave, si e´sta
pertenece a la persona que as´ı lo asegura, por lo que debe haber otras partes que
conozcan a ambas partes de la comunicacio´n y que tengan su confianza. Esto conduce
a varias implementaciones diferentes de la idea de tercero de confianza o tercera
parte confiable (en ingle´s, Third Trusted Partie -TTP-). Los dos enfoques generales
pueden describirse como descentralizado y centralizado (tambie´n conocidos como
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horizontal y vertical). El primero es como una red peer-to-peer, donde cada nodo tiene
las mismas capacidades y derechos, mientras que el segundo se asemeja a un modelo
cliente-servidor tradicional, donde el servidor juega el papel central y proporciona
servicios a los clientes [5].
2.2. Anillo de confianza
Un anillo de confianza (en ingle´s, web of trust) es un concepto usado en PGP,
GnuPG y otros sistemas compatibles con OpenPGP para certificar que un usuario es
quie´n dice ser [6].
Es la implementacio´n ma´s comu´n de la tercera parte de confianza descentra-
lizada y su infraestructura es muy simple, ya que no hay nodos adicionales aparte de
los usuarios. Se basa en que los usuarios coleccionan las claves pu´blicas de otros y las
certifican si esta´n seguros de que una cierta clave pertenece a una determinada persona
(por ejemplo, habie´ndose encontrado f´ısicamente). Para certificar la correspondencia
entre el nombre atribuido a la clave y la clave en s´ı misma, los participantes firman
entre s´ı sus claves pu´blicas (en ingle´s, key signing parties). Cuando dos partes no se
conocen, deben conocer a alguien en el anillo de confianza que pueda proporcionar
un enlace entre ambas.
Un ejemplo de anillo de confianza se puede observar en la Figura 2.2. Cuando
Mar´ıa obtenga la clave de Sergio o de Alejandro, puede verificar que realmente per-
tenece a ellos, pues conf´ıa en Marta, que a su vez conf´ıa en Sergio y en Alejandro.
Sin embargo, si Mar´ıa recibe la clave de Ana, no tiene forma de asociar la clave con
Ana, ya que nadie conf´ıa en Ana.
Figura 2.2: Ejemplo anillo de confianza.
Este modelo de confianza es muy flexible y ofrece a los usuarios una gran libertad
a la hora de la certificacio´n, ya que cada usuario decide por s´ı mismo si aceptar o
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rechazar cierta clave. Adema´s, no contiene un u´nico punto de fallo y no requiere
una infraestructura costosa ya que debido a la falta de una autoridad certificadora,
los usuarios recogen las claves pu´blicas y certificados1 en sus propias ma´quinas [5].
Sin embargo, esta implementacio´n requiere al mismo tiempo precaucio´n y su-
pervisio´n inteligente por parte de los usuarios y es vulnerable a ciertas manipula-
ciones. Adema´s, las personas en lugares remotos o con pocos amigos son consideradas
menos cre´ıbles y no pueden beneficiarse completamente de la seguridad, a no ser que
haya otros usuarios que puedan introducirlo al resto.
As´ı pues, si la criptograf´ıa es para ser usada de modo generalizado, deber´ıa ser
transparente y fa´cil de utilizar [7, 8, 9]. En principio, la mayor parte de los problemas
mencionados pueden ser resueltos por los esquemas centralizados como la infraestruc-
tura X.509 de clave pu´blica.
2.3. Infraestructura de clave pu´blica tradicional
La infraestructura X.509 de clave pu´blica es la solucio´n ma´s popular para demos-
trar la autenticidad de claves pu´blicas [10]. Al igual que en el anillo de confianza,
se usan certificados para confirmar la relacio´n entre el usuario y su clave pu´blica. Por
otro lado, este modelo de PKI es centralizado y jera´rquico, compuesto de nodos
especiales llamados autoridad de registro (en ingle´s, Registration Authority -RA-) y
autoridad de certificacio´n (en ingle´s, Certificate Authority -CA-). Estas autoridades
son las terceras partes de confianza, que no esta´n a cargo de los usuarios normales.
La autoridad de registro recoge peticiones de usuarios para emitir certificados
digitales para sus claves pu´blicas y debe verificar las credenciales de cada usuario.
Tras una verificacio´n correcta, la autoridad de certificacio´n genera un certificado
que contiene la clave, la identidad del usuario y su propia firma [11]. La pregunta
fundamental es: ¿quie´n concedio´ a la autoridad de certificacio´n el derecho a la gene-
racio´n de claves de los usuarios? Por lo general, se trata de otra entidad emisora de
certificados, que es de au´n mayor confianza.
Una de las ventajas ma´s relevantes de la infraestructura PKI es su fa´cil despliegue
e implementacio´n, esto es, su escalabilidad. Adema´s, el uso de esta tecnolog´ıa es
transparente para los usuarios finales, de modo que sus objetivos de autentica-
cio´n, integridad y no-repudio se consiguen sin un esfuerzo excesivo por parte de los
mismos. Un usuario de PKI tradicional no ha de tener un alto conocimiento te´cnico
sobre esta infraestructura, ya que el establecimiento de una comunicacio´n de confianza
1En el contexto de PGP estos certificados contienen la clave pu´blica y el nivel de confianza de
los usuarios incluidos en el anillo.
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so´lo precisa el uso del navegador.
Sin embargo, esta infraestructura es muy costosa ya que requiere que las autori-
dades de confianza obedezcan estrictamente las pol´ıticas de seguridad, a lo que hay
que an˜adir los costes asociados a la revocacio´n de certificados [12]. Por otra parte, si
comparamos con los anillos de confianza, los disen˜os de PKI tradicionales son menos
flexibles y requieren que el usuario siga la cadena de garant´ıas de los certificados
generados por la autoridad de certificacio´n. Adema´s, los certificados deben ser veri-
ficados por los usuarios (si coinciden o no con la identidad correcta), pero la mayor
parte de los usuarios no lo hacen bien, a pesar de que el proceso de comprobacio´n
no es muy complicado (por ejemplo, comparando la direccio´n web con el poseedor
especificado en el certificado) [5].
Aprovechando esta debilidad, son muchos los atacantes que registran dominios
ya existentes con algu´n error tipogra´fico imitando las pa´ginas web originales pero
tratando de robar informacio´n al usuario. Algunos ejemplos conocidos se muestran
en la Tabla 2.12.








Tabla 2.1: Ejemplos de dominios falsos.
Una solucio´n a este u´ltimo problema podr´ıa ser implementar software que rea-
lizara las comprobaciones necesarias, pero esto tiene sus limitaciones en el mundo
real. Otra solucio´n ma´s radical ser´ıa abandonar completamente el uso de certificados,
como ocurre en la criptograf´ıa basada en identidad (en ingle´s, Identity-Based
Cryptography -IBC-).
2.4. Otra aproximacio´n al problema: IBC
Tanto en los anillos de confianza como en PKI tradicional, es necesario establecer
certificados que relacionen al usuario con su clave pu´blica. En el caso de la infraestruc-




y custodia de la clave privada asociada al certificado para evitar el conocimiento de la
misma por terceros. Adema´s, las claves pu´blicas que los usuarios, en ambos sistemas,
deben almacenar, no tienen una forma muy atractiva ni fa´cil de recordar. Por u´ltimo,
tanto en PGP como en X.509 la revocacio´n de identidades digitales no es trivial.
Por ello, surge la criptograf´ıa basada en identidad o IBC, una de las principales
aplicaciones de la PBC, y que constituye el nu´cleo de este trabajo de fin de grado
(TFG). IBC se caracteriza por el uso de atributos de identidad de los usuarios
(cadenas de caracteres identificativos tales como direcciones de email o nu´meros de
tele´fono, fa´ciles de memorizar). A partir de estas cadenas identificativas se puede
generar un par de claves pu´blica/privada para intercambiar claves sime´tricas sin ser
necesario el uso de los certificados de PKI. De esta forma, es mucho ma´s fa´cil propor-
cionar criptograf´ıa a usuarios noveles, ya que los mensajes pueden ser cifrados por los
usuarios antes de que e´stos interactu´en con cualquier entidad [13].
Hay dos problemas criptogra´ficos de base que se precisan para, en primer lu-
gar, garantizar la seguridad de las credenciales generadas mediante PBC (problema
computacional de Diffie-Hellman) y, en segundo lugar, para hacer factible la asocia-
cio´n entre cadenas identificativas y las identidades criptogra´ficas creadas (problema
decisional de Diffie-Hellman).
2.4.1. Problema Diffie-Hellman computacional
La suposicio´n computacional de Diffie-Hellman (en ingle´s, Computational Diffie-
Hellman, -CDH-) asume que un cierto problema computacional es dif´ıcil en un
grupo c´ıclico3 [14].
Sea G un grupo de orden q (ver Definicio´n A.1.10). La suposicio´n CDH establece
que, dado (g, ga, gb) para un generador g y a, b ∈ {0, .., q − 1} aleatorios, es compu-
tacionalmente intratable calcular gab.
La seguridad de muchos criptosistemas se basa en la suposicio´n CDH, como es
el caso de IBE. Esta suposicio´n esta´ relacionada con el problema del logaritmo
discreto, que establece que calcular el logaritmo discreto de un valor en base al
generador g es dif´ıcil. Si tomar logaritmos discretos en G fuera fa´cil, la suposicio´n
CDH ser´ıa falsa. Es un problema abierto determinar si la suposicio´n del logaritmo
discreto es equivalente a la CDH, aunque se ha demostrado en ciertos casos especiales
[15].
La suposicio´n CDH esta´ tambie´n relacionada con la decisional de Diffie-Hellman
(en ingle´s, Decisional Diffie-Hellman assumption -DDH-).
3Ver A.1.8 para una definicio´n de grupo c´ıclico.
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2.4.2. Problema Diffie-Hellman decisional
La suposicio´n decisional de Diffie-Hellman establece que es dif´ıcil distinguir las tu-
plas de la forma (g, ga, gb) de las tuplas aleatorias. Si calcular gab a partir de (g, ga, gb)
fuera fa´cil, entonces uno podr´ıa detectar tuplas DDH trivialmente. Se cree que CDH
es una suposicio´n ma´s de´bil que DDH: hay grupos para los que detectar tuplas DDH






Partiendo de la teor´ıa ba´sica recogida en el Anexo A, en este cap´ıtulo se introducen
brevemente los fundamentos teo´ricos de la criptograf´ıa basada en emparejamientos.
A su vez se describen los diferentes componentes y protocolos que forman una arqui-
tectura basada en este tipo de criptograf´ıa. Finalmente, se detallan todas las ventajas
y desventajas que tienen los sistemas que se basan en ella.
3.1. Fundamentos teo´ricos
Los objetivos de PKI e IBE son bastante similares pero la forma en que tratan
ciertos problemas es ligeramente diferente. En primer lugar, los usuarios de sistemas
basados en IBE pueden establecer una clave pu´blica como una cadena arbitraria,
aunque u´nica. Adema´s, la clave puede ser algo fa´cil de memorizar como una direc-
cio´n de email. En segundo lugar, no hay certificados que asocien a los usuarios con
su clave pu´blica; la cadena de identificacio´n u´nica de un usuario garantiza que ningu´n
otro debe ser capaz de descifrar el contenido cifrado con la clave pu´blica de IBE [5].
Los esquemas criptogra´ficos propuestos hasta ahora que usan este tipo de cripto-
graf´ıa se basan en la teor´ıa matema´tica de los residuos cuadra´ticos o en la de los
emparejamientos bilineales [13]. Sin embargo, la mayor´ıa de los esquemas crip-
togra´ficos basados en identidad que son eficientes se basan en los emparejamientos
bilineales sobre curvas el´ıpticas [3, 17]. Es por ello que a este tipo de criptograf´ıa
se la conoce tambie´n como criptograf´ıa basada en emparejamientos (PBC).
La idea de esta criptograf´ıa es la construccio´n de un emparejamiento entre dos
grupos criptogra´ficos, reduciendo un problema dif´ıcil en un grupo a uno normalmente
ma´s fa´cil en otro grupo. Por ejemplo, en grupos con emparejamientos bilineales como
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el de Weil [18] o el de Tate [19], el problema computacional de Diffie-Hellman
se cree que es imposible, mientras que el problema de decisional de Diffie-Hellman
puede ser resuelto ma´s fa´cilmente usando la funcio´n de emparejamientos.
3.1.1. Emparejamientos bilineales
Consideramos dos grupos G1 y G2 de orden primo q. El grupo G1 es un grupo
c´ıclico aditivo, mientras que el grupo G2 es multiplicativo. Generalmente, el grupo G1
es un grupo construido sobre una curva el´ıptica, es decir, esta´ formado por
puntos de una curva el´ıptica, y el grupo G2 es un cuerpo finito [20].
Un emparejamiento es cualquier aplicacio´n bilineal e : G1×G1 → G2 que satisfaga
las siguientes tres propiedades:
1. Bilinealidad:
∀P,Q ∈ G1,∀a, b ∈ Z∗q
e(aP, bQ) = e(P,Q)ab
2. No degeneratividad: e no transforma todos los puntos de G1×G1 en uno solo
de G2.
3. Eficiencia: el ca´lculo de e es eficiente para todos los elementos del dominio.
La construccio´n de emparejamientos bilineales viene con algunas implicaciones:
Teorema 1: El problema del logaritmo discreto en G1 no es ma´s dif´ıcil que en G2
[18].
Teorema 2: El problema decisional de Diffie-Hellman es fa´cil en G1 [18].
3.1.2. Problema Diffie-Hellman Bilineal
Debido a que el problema decisional de Diffie-Hellman es fa´cil en G1 (Teorema
2), no podemos usar DDH para construir criptosistemas en el grupo G1. En su lugar,
la seguridad de los sistemas IBE se basa en una variante de la suposicio´n CDH
llamada suposicio´n bilineal de Diffie-Hellman (en ingle´s, Bilinear Diffie-Hellman -
BDH-).
Sean dos grupos G1 y G2 de orden primo q, e : G1 × G1 → G2 una aplicacio´n
bilineal y P un generador de G1. El problema BDH en 〈G1,G2, e〉 consiste en, dado




La sistemas basados en identidad permiten a cualquier usuario generar una clave
pu´blica a partir de un valor de identidad conocido, como una cadena ASCII. Una
tercera parte confiable, llamada generador de claves privadas (en ingle´s, Private
Key Generator -PKG-), genera las claves privadas correspondientes a cada identidad
[13].
Para operar, la PKG publica su clave pu´blica maestra y guarda en secreto su co-
rrespondiente clave privada maestra. Cualquier usuario puede calcular la clave pu´blica
correspondiente a una cierta identidad ID combinando la clave pu´blica maestra de la
PKG con el valor ID. Para obtener la correspondiente clave privada, la parte auto-
rizada para usar la identidad ID contacta con la PKG, quien usa su clave maestra
privada para generar la clave privada para dicha identidad. Los pasos involucrados
en este tipo de criptograf´ıa se muestran en la Figura 3.1.
Figura 3.1: Esquema del cifrado basado en identidad.
De esta forma los usuarios pueden cifrar mensajes (o verificar firmas) sin distri-
bucio´n previa de claves entre ellos. Esto es extremadamente u´til en los casos en
los que la pre-distribucio´n de claves autenticadas es imposible de llevar a cabo debido
a restricciones tecnolo´gicas. Sin embargo, para poder descifrar o firmar mensajes, el
usuario autorizado debe obtener la clave privada apropiada de la PKG [21].
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3.2.1. Protocolos IBE
Para realizar las operaciones mencionadas, un sistema completo IBE implementa
un conjunto de cuatro algoritmos [18]:
1. Setup: Este algoritmo lo ejecuta la PKG una u´nica vez para crear toda la
configuracio´n del sistema IBE. La clave privada maestra se guarda en secreto
y es usada para derivar las claves privadas de los usuarios, mientras que los
para´metros del sistema se hacen pu´blicos. El algoritmo acepta un para´metro de
seguridad (la longitud binaria de las claves) y genera el conjunto de para´metros
del sistema P , as´ı como el par de claves maestras pu´blica y privada. Publica P ,
que incluye el espacio del mensaje M y el espacio de los mensajes cifrados C,
as´ı como su clave pu´blica maestra km.
2. Extract: Este algoritmo lo ejecuta la PKG cuando un usuario pide su clave
privada. Recibe los para´metros del sistema P , la clave pu´blica maestra km y
la identidad id ∈ {0, 1}∗ del usuario que realiza la peticio´n, y utiliza la clave
privada maestra para devolver al usuario su clave privada d.
3. Encrypt: El procedimiento es invocado por el emisor para cifrar un mensaje
usando una determinada identidad (la del receptor). A partir de los para´metros
del sistema pu´blicos P , la identidad del receptor id y el mensaje a cifrar m ∈M
genera un mensaje cifrado c ∈ C.
4. Decrypt: Ejecutado por el receptor para descifrar un mensaje usando su co-
rrespondiente clave privada. El algoritmo acepta la clave privada del usuario,
los para´metros del sistema P , el mensaje a cifrado c ∈ C y devuelve el mensaje
descifrado m ∈M.
Para que todo el sistema tenga sentido y funcione correctamente uno debe postular
lo siguiente:
∀m ∈M, id ∈ {0, 1}∗ : Decrypt(Extract(P , km, id),P , Encrypt(P ,m, id)) = m
Para una mayor profundizacio´n en los algoritmos y en sus fundamentos teo´ricos
consultar [22].
3.2.2. Ventajas
IBE tiene algunas caracter´ısticas que no esta´n presentes en la tradicional PKI y
que derivan del uso de identidades. En primer lugar, las identidades de los usuarios
tienen una forma mucho ma´s atractiva que las claves nume´ricas. Adema´s, con IBE
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es posible cifrar mensajes incluso cuando el receptor no ha generado su par de claves
au´n, hecho que reduce mucho el ancho de banda necesario y los gastos generales
organizativos [5].
Otra ventaja importante es que el usuario no tiene que custodiar sus cre-
denciales, pues puede solicitarlas en cualquier momento a la PKG.
En comparacio´n con PKI, la revocacio´n de claves, si existe, es mucho ma´s
sencilla, puesto que cuando la clave privada de algu´n receptor se vuelve obsoleta
o se ha detectado un uso indebido de la misma, el emisor no tiene la necesidad de
obtener su nuevo certificado. Incluso si la clave privada cambia, la correspondiente
identidad se mantiene, por lo que el emisor puede ser completamente inconsciente de
la revocacio´n de la clave privada del receptor.
Como ya se ha mencionado anteriormente, y debido a que las claves pu´blicas
de los usuarios son derivadas de identificadores, IBE elimina la necesidad de una
infraestructura pu´blica de distribucio´n de claves. Por tanto, no hay necesidad de
distribucio´n de certificados ni de autoridades pesadas. La autenticidad de las
claves pu´blicas esta´ garantizada impl´ıcitamente siempre y cuando el transporte de las
claves privadas a sus correspondientes usuarios se mantenga seguro [21].
3.2.3. Desventajas
Una de las mayores desventajas de este sistema es que la PKG debe ser alta-
mente confiable, ya que es capaz de generar cualquier clave privada de los usuarios y
por tanto puede descifrar (o firmar) mensajes sin autorizacio´n. Debido a que cualquier
clave privada de los usuarios puede ser generada utilizando la clave secreta maestra,
el sistema tiene un problema de key escrow [23], es decir, la PKG actu´a como un
depo´sito de claves. Esto no se da en la PKI actual puesto que las claves privadas son
normalmente generadas en los ordenadores de los usuarios.
Si la PKG se ve comprometida, todos los mensajes usados por ese servidor durante
la vida entera del par de claves pu´blica-privada se ven tambie´n comprometidos. Esto
convierte a la PKG en un valioso objetivo para atacantes. Para limitar la exposicio´n
debido a un servidor PKG comprometido, el par de claves pu´blica-privada maestras
puede ser actualizado con un par nuevo de claves independientes. Sin embargo, esto
introduce un problema de gestio´n de claves puesto que todos los usuarios deben tener
la clave pu´blica ma´s reciente del servidor.
Por otro lado, se requiere un canal seguro entre la PKG y el usuario para trans-
mitir la clave privada de e´ste. Una conexio´n SSL es una solucio´n comu´n para un
sistema a gran escala. Es importante observar que los usuarios que mantienen co-
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nexiones con la PKG deben ser capaces de autenticarse, lo cual podr´ıa conseguirse
mediante nombre de usuario/contrasen˜a o mediante claves pu´blicas almacenadas en
tarjetas inteligentes (smart cards).
Finalmente, IBE basa su seguridad en los problemas cla´sicos de la criptograf´ıa
asime´trica (el problema del logaritmo discreto), de forma que se ver´ıa afectada por
ataques llevados a cabo mediante el computador cua´ntico [24]. Es por ello que, en el
contexto determinado por esta tecnolog´ıa, habr´ıa que buscar alternativas basadas en
la denominada criptograf´ıa post-cua´ntica [25].
3.2.4. Consideraciones adicionales
Los sistemas IBE no pueden ser utilizados para el no repudio puesto que la PKG
puede generar todas las claves privadas de los usuarios. Sin embargo, esto hace posible
otras propiedades que no son posibles en los sistemas PKI tradicionales, donde el
firmante es el u´nico propietario de su clave privada:
∗ Esquemas de firmas camaleo´n, en el cual las firmas hechas para un cierto
destinatario no pueden ser validadas por ningu´n otro usuario [26].
∗ Si la PKG gestiona todas las operaciones criptogra´ficas, no se necesita ningu´n
tipo de instalacio´n hardware en el usuario y adema´s se mejora la usabilidad
del sistema. Por ejemplo, algunas empresas adoptan pol´ıticas en las que los
mensajes de cierta sensibilidad son automa´ticamente cifrados o firmados, usando
herramientas tales como la bu´squeda de palabras clave o expresiones regulares
en el contenido de los mensajes [27]. Esta firma automatizada se puede realizar
fa´cilmente mediante IBE.
∗ Debido a que no son los usuarios los que custodian sus credenciales en sus
ordenadores, sino que las solicitan a la PKG, se puede asegurar un nivel de
seguridad ma´s alto (siempre y cuando la PKG este´ debidamente protegida
mediante un sistema de bastionado adecuado).
Adema´s de todos los aspectos mencionados, IBE ofrece algunas caracter´ısticas
interesantes debido a la posibilidad de codificar informacio´n adicional en el iden-
tificador. Por ejemplo, un emisor puede desear especificar una fecha de expiracio´n
para un cierto mensaje. As´ı, introduce este timestamp en la identidad actual del re-
ceptor (posiblemente utilizando algu´n formato binario como X.509 [28]). Cuando el
receptor contacta con la PKG para obtener su clave privada para esa clave pu´blica, la
PKG puede evaluar el identificador y declinar la extraccio´n si la fecha de expiracio´n
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ha vencido [13]. Generalmente, incrustar datos en el identificador ID corresponde a
abrir un canal adicional entre el emisor y la PKG con la autenticidad garantizada por
la dependencia de la clave privada con el identificador.
Por otra parte, dependiendo del contexto, el key escrow puede ser visto como una
caracter´ıstica positiva, por ejemplo dentro de las empresas [21]. Por un lado, permite
centralizar el control del ciclo de vida de las claves y esto ayuda a automatizar los
procedimientos de rotacio´n de tareas y reasignacio´n de roles en los Sistemas de Gestio´n
de la Seguridad de la Informacio´n. Por otro lado, si existen objetivos o restricciones
legales/normativas sobre la privacidad de los usuarios de dichos sistemas, entonces





En este cap´ıtulo se realiza un ana´lisis del sistema propuesto en el que se detallan
los objetivos y el alcance de e´ste, as´ı como los requisitos funcionales y no funcionales.
Adema´s, se incluye el modelo de casos de uso.
4.1. Definicio´n del proyecto
En esta seccio´n se abordan todos los objetivos principales del sistema implemen-
tado, el desarrollo de la funcionalidad y el alcance de e´ste.
4.1.1. Objetivos y funcionalidad
Si bien el principal objetivo de este proyecto es estudiar en profundidad la cripto-
graf´ıa basada en emparejamientos, el foco primordial del prototipo desarrollado como
resultado de tal estudio es la generacio´n y env´ıo de correo electro´nico seguro usando
IBE. As´ı, en lo que sigue se efectuara´ la creacio´n de un sistema de correo seguro
basado en IBE, de forma que los correos que puedan ser interceptados por terceros
sean ininteligibles. Los usuarios env´ıan y reciben correos de forma segura utilizando
el cifrado basado en identidad, para lo cual necesitan contactar con la PKG (servidor
externo). Todo ello se realiza de forma transparente al usuario, quien so´lo tiene que
seleccionar el tipo de cifrado que desea para cada correo que env´ıa.
As´ı pues, el sistema se divide en dos aplicaciones independientes que inter-
actu´an la una con la otra y cuya utilizacio´n conjunta da sentido al proyecto. Por un
lado esta´ la aplicacio´n de correo a la que acceden los usuarios para leer sus correos o
enviar nuevos y, por otro lado, esta´ el servidor PKG que atiende las peticiones de los
usuarios cuando e´stos desean utilizar IBE para cifrar sus mensajes.
La aplicacio´n de correo ofrece a un usuario la posibilidad de hacer login en
el sistema con su correo y su contrasen˜a de gmail. En caso de que dicho usuario no
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se encuentre registrado debera´ crearse una cuenta de gmail para poder acceder al
sistema.
La aplicacio´n de la PKG ofrece a todos los usuarios la posibilidad de utilizar el
cifrado basado en identidad para el env´ıo de sus correos. Para ello, es necesario que,
durante el env´ıo y la lectura de correos con cifrado IBE, este servidor haya generado
su par maestro de claves pu´blica y privada y se encuentre en funcionamiento.
4.1.2. Alcance
Cualquier usuario autenticado en la aplicacio´n de correo podra´ acceder a su ban-
deja de entrada, donde puede visualizar los u´ltimos 20 correos recibidos, as´ı como
enviar nuevos correos o responder a los recibidos. A la hora de enviar un correo el
usuario podra´ elegir el tipo de cifrado con el que desea enviarlo: RSA, IBE o ninguno.
De esta forma, la clave de sesio´n sime´trica empleada para el cifrado del cuerpo del
mensaje del correo se cifra mediante RSA o IBE de acuerdo a lo seleccionado.
Si un usuario desea utilizar IBE y el servidor externo PKG no esta´ en funciona-
miento o no ha generado au´n su par de claves pu´blica/privada, no sera´ posible utilizar
este tipo de cifrado.
La PKG genera las claves una vez y las debe almacenar, de lo contrario cada
vez que recibe una peticio´n sobre una identidad crea un par de claves nuevas que no
permiten recuperar claves de sesio´n previas. Por ello, al generar un nuevo par de claves
los mensajes que hayan sido cifrados utilizando otro par ya no podra´n descifrarse.
El sistema de correo so´lo admite direcciones de gmail para autenticarse.
U´nicamente los administradores con permiso pueden acceder al servidor PKG para
generar su par de claves maestro, iniciarlo o pararlo.
4.2. Cata´logo de requisitos
A continuacio´n se describe el cata´logo de requisitos del proyecto realizado, divi-
die´ndolos en requisitos funcionales y no funcionales.
4.2.1. Requisitos funcionales
En primer lugar, se muestran los requisitos funcionales de la aplicacio´n de correo,
y, en segundo lugar, se detallan los requisitos funcionales del servidor PKG.
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Aplicacio´n de correo
RF 1 Para acceder a la aplicacio´n de correo todos los usuarios debera´n hacer login
empleando su usuario y contrasen˜a de gmail.
RF 1.1 Para poder acceder es necesario configurar la cuenta de gmail desde
la pa´gina https://www.google.com/settings/security/lesssecureapps para
activar la opcio´n “acceso de aplicaciones menos seguras”.
RF 1.2 La creacio´n de una cuenta de usuario se hara´ desde
https://mail.google.com/.
RF 2 El usuario podra´ salir de la aplicacio´n en cualquier momento.
RF 3 Para cada usuario, el sistema mostrara´ los 20 u´ltimos correos recibidos, espe-
cificando el emisor, el asunto, la fecha y la hora de recepcio´n.
RF 4 Para cada usuario se mostrara´ el nu´mero de mensajes total en la bandeja de
entrada.
RF 5 Cada usuario tendra´ la opcio´n de visualizar un correo o enviar uno nuevo.
RF 6 Los usuarios podra´n enviar nuevos correos escribiendo el correo del destinata-
rio, el asunto (opcional) y el contenido del mensaje y seleccionando el tipo de
cifrado (RSA, IBE o ninguno).
RF 6.1 Aunque no es necesario que el destinatario sea una direccio´n de gmail
para poder enviar el correo, s´ı lo es para que e´ste pueda visualizar correc-
tamente los mensajes, pues para ello debera´ acceder al sistema de correo
y por tanto tener una direccio´n de gmail.
RF 7 So´lo se podra´n visualizar los correos con cifrado IBE si el servidor PKG esta´ ini-
ciado.
RF 8 Al visualizar un correo se mostrara´n sus detalles, que incluyen el correo del
emisor, el asunto y el contenido. Adema´s, se ofrece la posibilidad de responder
directamente al correo que se esta´ visualizando o volver a la bandeja de entrada.
RF 8.1 El usuario podra´ responder a un mensaje rellenando u´nicamente el
asunto (opcional), el tipo de cifrado y el contenido del mensaje, pues la
direccio´n del destinatario sera´ la del emisor del correo visualizado.
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Aplicacio´n PKG
RF 1 U´nicamente los administradores con acceso podra´n acceder a la aplicacio´n de
la PKG.
RF 1.1 No se puede registrar ningu´n usuario nuevo.
RF 2 El usuario podra´ salir de la aplicacio´n en cualquier momento.
RF 3 Cada administrador tiene la opcio´n de generar un nuevo par de claves o ini-
ciar/parar el servidor.
RF 3.1 Si el par de claves no ha sido generado en ningu´n momento anterior al
acceso a la aplicacio´n, es necesario que sean generadas antes de iniciar el
servidor.
RF 3.2 So´lo se podra´ parar el servidor una vez e´ste haya sido iniciado.
RF 3.3 Si se genera un nuevo par de claves se sobreescribe el existente, por
lo que no se podra´n descifrar los mensajes cifrados con claves privadas
generadas con el par maestro anterior.
4.2.2. Requisitos no funcionales
El sistema debe cumplir ciertas medidas de seguridad, eficiencia y usabilidad.
Seguridad
RNF 1 Los datos entre los usuarios y la PKG se env´ıan mediante conexio´n segura
SSL.
RNF 2 Los correos que se env´ıan los usuarios mediante la aplicacio´n de correo se
env´ıan mediante conexio´n segura SSL autenticada.
RNF 3 Se utiliza una funcio´n hash para almacenar las contrasen˜as de los adminis-
tradores que acceden a la PKG.
RNF 4 Todos los usuarios deben identificarse en el sistema con su correo y su con-
trasen˜a para poder acceder a la aplicacio´n. Asimismo, todos los administradores
deben identificarse con su usuario y contrasen˜a en el servidor PKG.
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Eficiencia y rendimiento
RNF 5 El tiempo en cifrar y enviar los correos mediante cifrado RSA no sera´ mayor
de 4 segundos.
RNF 6 El tiempo en cifrar y enviar los correos mediante cifrado IBE no sera´ mayor
de 5 segundos.
RNF 7 El tiempo en cifrar y enviar los correos sin cifrado no sera´ mayor de 3 se-
gundos.
RNF 8 El tiempo en acceder a la bandeja de entrada al iniciar la aplicacio´n de correo
no sera´ mayor de 6 segundos.
RNF 9 El tiempo en generar el par de claves la aplicacio´n de la PKG no sera´ mayor
de 4 segundos.
RNF 10 El tiempo en descifrar los correos cifrados con RSA no sera´ mayor de 1
segundo.
RNF 11 El tiempo en descifrar los correos cifrados con IBE no sera´ mayor de 1
segundo
Usabilidad e interfaz de usuario
RNF 12 Ambas interfaces siguen el mismo patro´n gra´fico en toda la aplicacio´n de
forma que se garantiza un alto grado de consistencia y mayor comodidad del
usuario.
RNF 13 La aplicacio´n de correo mantiene informado al usuario, mostrando un men-
saje de confirmacio´n tras el env´ıo correcto de un correo y un mensaje de aviso
cuando se produce algu´n error. Adema´s, el usuario puede, en cualquier momen-
to, volver al menu´ principal (bandeja de entrada).
RNF 14 La aplicacio´n de PKG mantiene informado al administrador, mostrando
un mensaje de confirmacio´n tras la generacio´n de claves y un mensaje de aviso
cuando se produce algu´n error.
Recursos
RNF 15 Cada usuario puede visualizar hasta un ma´ximo de 20 correos en la bandeja
de entrada, los u´ltimos recibidos.
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Mantenimiento
RNF 16 La aplicacio´n sigue una estructura modular por lo que el co´digo esta´ divi-
dido en distintos paquetes segu´n su funcionalidad, comenzando por
es.uam.eps.tgf laura.
RNF 17 Con el fin de facilitar el mantenimiento y la integracio´n con otros sistemas
ambas aplicaciones esta´n documentadas detalladamente.
4.3. Casos de uso
Se muestra a continuacio´n en la Figura 4.1 la secuencia de interacciones que se
desarrollan entre el sistema y sus actores en respuesta a un evento que inicia un actor
principal sobre el propio sistema. De esta forma, se ilustran los requerimientos del
sistema ya mencionados.
Figura 4.1: Modelo de casos de uso.
En la Tabla 4.1 se muestra el caso de uso de la aplicacio´n de correo ma´s relevante,






El usuario introduce un correo destinatario y/o un asunto, selecciona un tipo de
cifrado y escribe el contenido del mensaje que desea enviar.
Precondiciones El usuario ha accedido al sistema
Postcondiciones
Se env´ıa el correo al destinatario especificado con los para´metros
deseados por el usuario
Tabla 4.1: Caso de uso aplicacio´n de correo.
En la Tabla 4.2 se observa el caso de uso de la aplicacio´n de la PKG ma´s impor-




El administrador selecciona la opcio´n de inicio del servidor para atender las
peticiones de los usuarios.
Precondiciones El administrador ha accedido al sistema
Postcondiciones
Los usuarios comienzan a enviar peticiones a la PKG para poder
cifrar sus correos con IBE





En este cap´ıtulo se describe el disen˜o del sistema implementado, especificando
los componentes del sistema que dan respuesta a las funcionalidades descritas en el
cap´ıtulo anterior. Se ha realizado en base a diagramas que permiten describir las
interacciones entre las distintas entidades.
5.1. Arquitectura del sistema
Por un lado, tenemos la arquitectura cliente/servidor entre ambas aplicaciones:
la de correo como cliente y la de la PKG como servidor. De esta forma, los clientes o
usuarios realizan peticiones a la PKG, que se mantiene en espera hasta que las recibe.
Estas peticiones se tratan concretamente del env´ıo de claves pu´blicas y privadas de
IBE.
Por otro lado, sin embargo, el control del sistema de correo esta´ determinado por
el Modelo-Vista-Controlador (MVC) que separa los datos y la lo´gica de negocio
de una aplicacio´n de la interfaz de usuario y el mo´dulo encargado de gestionar los
eventos y las comunicaciones. As´ı, se han construido tres componentes distintos que
interactu´an entre s´ı: el modelo, la vista y el controlador [29].
El modelo es la representacio´n de la informacio´n con la que el sistema opera,
y env´ıa a la “vista” la informacio´n que el usuario solicita para que sea mostrada.
Estas peticiones de acceso o manipulacio´n de los datos llegan al “modelo” a trave´s
del “controlador”.
La vista es generalmente la interfaz de usuario, pues presenta la lo´gica de negocio
y los datos (el “modelo”) en un formato adecuado para interactuar con el usuario.
El controlador hace de intermediario entre la “vista” y el “modelo” pues responde
a eventos (acciones del usuario) e invoca peticiones al “modelo” cuando se hace alguna
solicitud a la informacio´n.
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5.2. Entorno tecnolo´gico
Los equipos sobre los que se ejecutan las aplicaciones deben cumplir unos requisitos
para el correcto funcionamiento del sistema de correo.
En primer lugar, el equipo en el que se ejecute la aplicacio´n de correo debe tener
acceso a Internet, pues es necesaria la conexio´n con el servidor de gmail. Adema´s,
tanto para la aplicacio´n de correo como para la de la PKG se recomienda la utilizacio´n
de un equipo con un mı´nimo de 500MHz de procesador y 256MB de RAM1.
Sin embargo, tambie´n se puede trabajar con equipos de menores prestaciones usando
versiones optimizadas de la biblioteca PBC original.
Figura 5.1: Flujos de operacio´n correo.
5.3. Descripcio´n de los flujos de operacio´n e inter-
accio´n
La aplicacio´n de correo esta´ dividida en 4 actividades principales: el login, el acceso
a la bandeja de entrada, el env´ıo de un nuevo correo y la lectura de un determinado
correo.
1Requisitos mı´nimos propuestos por algunos trabajos como https://eprint.iacr.org/2011/
668.pdf.
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La Figura 5.1 muestra los flujos que se producen entre ellas, comenzando por
la actividad de login , que permite al usuario autenticado el acceso a la aplicacio´n.
Una vez autenticado el usuario con su correo y contrasen˜a de gmail, e´ste accede a la
bandeja de entrada, que nos muestra en una lista los 20 u´ltimos correos recibidos.
Desde esta actividad tiene la posibilidad de volver a la del login, si desea salir de la
aplicacio´n, y de visualizar uno de los correos recibidos.
Figura 5.2: Flujos de operacio´n PKG.
Si se selecciona uno de los correos de la lista, se muestra su contenido, incluyendo
el emisor, el asunto y el mensaje, as´ı como la posibilidad de responder directamente
a este mensaje. En este u´ltimo caso, el correo del destinatario se introduce automa´ti-
camente al enviar el correo de respuesta, tras lo cual la aplicacio´n vuelve a mostrar la
bandeja de entrada. Desde la bandeja de entrada el usuario puede tambie´n redactar
y enviar un nuevo correo a cualquier destinatario que desee, volviendo despue´s a la
bandeja de entrada. Adema´s, en todas las actividades existe la posibilidad de volver
hacia atra´s.
La aplicacio´n de la PKG tiene a su vez 4 actividades: el login, la generacio´n de
claves, el inicio del servidor y la parada del servidor. La Figura 5.2 muestra los flujos
que se producen entre ellas, comenzando por la actividad de login , que permite al
administrador autenticado acceder al menu´ principal, desde donde podra´ realizar las
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restantes 3 actividades.
Una vez que el administrador haya accedido al menu´ principal, e´ste tiene la po-
sibilidad de generar un nuevo par de claves para la PKG, tras lo cual vuelve a
mostrarse el menu´ principal. Sin embargo, el administrador puede iniciar el servi-
dor directamente sin necesidad de generar nuevas claves si e´stas ya estaban generadas
previamente. Una vez iniciado, se puede parar el servidor en cualquier momento,
volviendo al panel inicial.
Por otro lado, la Figura 5.3 muestra la interaccio´n que se desarrolla entre la
aplicacio´n de correo (Usuario 1 y Usuario 2) y la aplicacio´n de la PKG. Esta inter-
accio´n se realiza mediante una conexio´n segura SSL para proteger los datos que se
transmiten entre ellos.
Asimismo, muestra la interaccio´n entre dos usuarios de la aplicacio´n de correo
cuando el Usuario 1 env´ıa un mensaje cifrado mediante IBE2 al Usuario 2, para lo
cual tambie´n se utiliza una conexio´n segura (conexio´n SSL establecida por el servidor
de correos gmail).
Figura 5.3: Interaccio´n ba´sica entre componentes.
2De modo estricto, lo que se env´ıa es el mensaje cifrado con AES y la clave de sesio´n correspon-




En este cap´ıtulo se describen todos los detalles relacionados con la implementacio´n
del sistema de correo desarrollado. Esto incluye las descripciones de las caracter´ısticas
del equipo de desarrollo, de la estructura del co´digo y de la biblioteca JPBC utilizada.
La interfaz desarrollada se detalla en el Anexo C
Con objeto de mostrar una aplicacio´n concreta de la criptograf´ıa basada en em-
parejamientos, se ha empleado la biblioteca criptogra´fica JPBC para crear un cliente
de correo que cifra los mensajes mediante cifrado sime´trico y lo env´ıa como fichero
adjunto en el correo. La clave empleada para esta operacio´n se genera de forma alea-
toria y se le env´ıa al destinatario cifrada con su clave pu´blica en ese mismo fichero.
El tipo de cifrado asime´trico empleada para tal operacio´n puede ser RSA o IBE y es
especificada en el cuerpo del mensaje.
6.1. Equipo de desarrollo
Se detallan a continuacio´n las caracter´ısticas hardware y software del equipo sobre
el que se ha llevado a cabo el desarrollo.
6.1.1. Hardware
El proyecto completo se ha desarrollado en un equipo con las siguientes carac-
ter´ısticas:
Equipo porta´til HP Pavilion g series con procesador Intel Core I3 de 2.40GHz,




Se ha hecho uso de una serie de aplicaciones y herramientas para la codificacio´n
y el disen˜o de las dos aplicaciones que componen el sistema de correo implementado.
Software de programacio´n
Las herramientas utilizadas para la codificacio´n han sido las siguientes:
∗ Eclipse Luna para realizar toda la codificacio´n.
∗ Control de versiones GitHub.
Software de edicio´n
Para el la creacio´n de diagramas se han utilizado las siguientes herramientas:
∗ CACOO
∗ Dia
∗ Microsoft Office Picture Manager
∗ Paint
Para redactar el presente documento se ha utilizado LATEX.
Para la gestio´n de referencias consultadas se ha utilizado el gestor bibliogra´fico
Mendeley [30].
6.2. Plataformas
Se han utilizado diversas tecnolog´ıas y mecanismos para implementar las distintas
funcionalidades que conforman el sistema de correo. Las plataformas empleadas en el
desarrollo del proyecto son las siguientes:
6.2.1. Java
Java es un lenguaje de programacio´n orientado a objetos independiente de la
plataforma. Se utiliza especialmente en las aplicaciones cliente/servidor debido a la
facilidad que presenta para la comunicacio´n entre dispositivos.
Todo el proyecto se ha desarrollado en Java, adema´s de hacer uso de la API gra´fica
Swing, que es la biblioteca para la interfaz gra´fica de usuarios avanzada de la plata-
forma Java Standard Edition (Java SE). Tambie´n se ha hecho uso del framework de
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Java para criptograf´ıa, el cual se basa en las APIs (Applicacion Programming Inter-
face) JCA (Java Cryptography Architecture) y JCE (Java Cryptography Extension).
Este par de APIs proporcionan el conjunto de interfaces que un proveedor de servi-
cios criptogra´ficos debe implementar para permitir la generacio´n de claves y el cifrado
sime´trico y asime´trico. Si bien JCE incluye un proveedor de servicios criptogra´ficos, en
determinados contextos es preferible utilizar proveedores alternativos para alcanzar
un mayor grado de seguridad. En el caso de la biblioteca JPBC se utiliza el proveedor
de servicios Bouncy Castle1.
Para realizar el cifrado asime´trico basado en identidad se ha utilizado la biblioteca
criptogra´fica JPBC [4]. En particular, se ha partido de la implementacio´n del crip-
tosistema descrito en [31]. En lo que sigue, se utilizara´ la misma notacio´n empleada
en JPBC para las clases que referencian un cierto critposistema. As´ı, en el caso de
las clases vinculadas a [31] los nombres de las mismas contendra´n la cadena “AHI-
BEDIP10”. El acro´nimo “AHI” define el esquema general de cifrado (Anonymous
Hierarchical Identity Based Encryption), mientras que “DIP10” son las siglas de los
apellidos de los creadores del criptosistema (De Caro, Iovino, Persiano) y el an˜o de
su publicacio´n (es decir, el 2010). Se ha utilizado este criptosistema porque incorpora
el encapsulamiento de claves sime´tricas mediante IBE.
6.2.2. OpenSSL
OpenSSL es un proyecto de software libre que implementa los protocolos de SSL
y TLS. Se puede considerar tambie´n como una biblioteca criptogra´fica de propo´sito
general. En el desarrollo del proyecto se ha utilizado para la creacio´n de las claves
pu´blica y privada de RSA, que utilizan los usuarios para enviar los correos cifrados
mediante RSA. Para ver co´mo se han generado dichas claves consultar el Anexo B.
6.2.3. Keytool
De modo alternativo a OpenSSL, se pueden crear credenciales X.509 mediante la
herramienta Keytool incluida en el paquete Java SE. Keytool es una herramienta de
gestio´n de claves y certificados que permite a los usuarios administrar su par de claves
pu´blica/privada y, asimismo, permite firmar certificados propios dando origen a lo que
se suele denominar como certificados autofirmados. Sin embargo, ha de tenerse en
cuenta que el uso de certificado autofirmados no es una buena pra´ctica de seguridad,
pues una infraestructura de clave pu´blica requiere la utilizacio´n de autoridades de cer-
tificacio´n confiables en el sentido ma´s amplio. No obstante, en dominios restringidos
1http://bouncycastle.org/
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de confianza, como es el caso del entorno de pruebas, se puede hacer uso de este tipo
de certificados. En la medida que el desarrollo de este TFG corresponde a esta situa-
cio´n, en este proyecto se ha utilizado Keytool para el manejo de certificados (i.e.,
creacio´n del certificado del servidor y exportacio´n/importacio´n de su clave pu´blica)
para habilitar la comunicacio´n SSL (Secure Socket Layer, comunicacio´n segura por
https) entre el servidor PKG y sus clientes.
SSL permite, una vez este´ habilitado, que todas las comunicaciones entre el servi-
dor y el cliente este´n cifradas, de forma que terceros no puedan entender los datos que
viajan del cliente al servidor y viceversa. En este caso, el cliente son los usuarios que
desean realizar peticiones de claves al servidor PKG. Para ver co´mo se han generado
los certificados necesarios consultar el Anexo B.
6.3. Estructura y documentacio´n del co´digo
Tanto en la aplicacio´n de correo como en la aplicacio´n de la PKG se han dividido
las clases en distintos paquetes segu´n la funcionalidad de cada una de ellas. Para la
aplicacio´n de correo, todos estos paquetes comienzan por es.uam.eps.tfg laura mien-
tras que para la aplicacio´n de la PKG los paquetes comienzan por uam.eps.pkg tfg.
Es decir, se ha seguido una notacio´n de dominio inverso.
6.3.1. Aplicacio´n de correo
A continuacio´n se describen los paquetes en los que se ha dividido la aplicacio´n de
correo. Debajo de cada uno de los paquetes se describen las clases que contiene cada
uno de ellos como sigue:
es.uam.eps.tfg laura.crypto. Este paquete contiene todas las clases relacionadas
con criptograf´ıa, es decir, todos las implementaciones de cifrados y descifrados, tanto
de IBE como de RSA.
AHIBEDIP10KeyPairGeneratorPBC.java: Contiene los me´todos necesa-
rios para generar la clave pu´blica de la PKG a partir de unos ciertos para´me-
tros pu´blicos que e´sta env´ıa al usuario. Esta clase modifica la clase AHIBE-
DIP10KeyPairGenerator.java original de la biblioteca JPBC, en la que se en-
cuentra implementado el me´todo de generacio´n del par pu´blico/privado maestro
de la PKG. El procedimiento de generacio´n de claves corresponde al criptosis-
tema definido en [31].
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KEMCipherAHIBEDIP10KEM.java: Contiene los me´todos para que el
usuario pueda realizar el setup de la clave pu´blica que le env´ıa la PKG, utili-
zando AHIBEDIP10KeyPairGeneratorPBC. Esta clase modifica la clase KEM-
CipherAHIBEDIP10.java de la JPBC para poder incorporar funcionalidad de
setup mencionada. Tambie´n contiene los me´todos necesarios para realizar el
cifrado mediante IBE de cualquier mensaje.
Symmetric.java: Contiene los me´todos necesarios para manejar el cifrado de
clave sime´trico, que se utiliza para generar una clave AES con la que se cifrara´n
todos los correos que se env´ıen entre usuarios. As´ı, contiene exclusivamente los
me´todos necesarios para generar una clave AES y cifrar y descifrar mensajes
con ella.
Asymmetric.java: Esta clase contiene los me´todos para el cifrado asime´trico,
tanto para RSA como para IBE. Por un lado, implementa me´todos para cifrar
ficheros (que contienen la clave AES generada con Symmetric) con la clave
pu´blica de RSA y para descifrarlos con la clave privada de RSA. Por otro lado,
contiene los me´todos que el usuario utiliza para obtener la clave pu´blica de
la PKG y su propia clave privada. Adema´s, llama a los me´todos necesarios
de KEMCipherAHIBEDIP10KEM para realizar el cifrado y el descifrado de la
clave AES mediante IBE.
es.uam.eps.tfg laura.files. Este paquete contiene la creacio´n de los ficheros ad-
juntos que se env´ıan los usuarios cuando env´ıan un correo desde la aplicacio´n. Con-
tiene tambie´n la interpretacio´n de dichos ficheros en el receptor del correo.
FileParser.java: Contiene un me´todo que, a partir del mensaje redactado en
el correo, crea el fichero que se va a enviar como adjunto en el correo. El fichero
tiene una determinada estructura que es interpretada adecuadamente por el
usuario receptor. En primer lugar, se escribe un byte indicando si el mensaje
esta´ cifrado o no. Si el correo no se env´ıa cifrado, tras el indicador se escribe el
mensaje. Si el correo se env´ıa cifrado, tras el indicador se escribe la longitud del
mensaje cifrado con AES, seguido del propio mensaje cifrado. Finalmente se
escribe la clave AES cifrada mediante IBE o RSA. Para ello utiliza los me´todos
del paquete es.uam.eps.tfg laura.crypto.
es.uam.eps.tfg laura.gui. Este paquete contiene todas las clases relacionadas con
la interfaz de usuario de la aplicacio´n de correo. Estas clases se identifican con el
diagrama de flujos de operacio´n de la Figura 5.1.
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Gui.java: Establece las propiedades generales de toda la interfaz y crea el
primer panel (InitialPanel).
InitialPanel.java: Panel de inicio de la aplicacio´n que contiene el login del
usuario.
MailPanel.java: Panel que muestra en una tabla los 20 u´ltimos mensajes reci-
bidos de la bandeja de entrada de un usuario. Permite seleccionar uno cualquiera
para poder visualizarlo, as´ı como enviar un nuevo correo.
SendMailPanel.java: Panel para el env´ıo de un nuevo correo (o respuesta a
uno que se este´ visualizando). Permite introducir el destinatario, asunto (op-
cional), el tipo de cifrado con el que se va a enviar y el contenido del mensaje.
El controlador llama a los me´todos de la clase Mail para enviar el correo con
un adjunto, que ha sido creado previamente usando la clase FileParser.
ReceiveMailPanel.java: Panel que muestra un correo recibido que ha sido
seleccionado en la bandeja de entrada. Indica el emisor del correo, el asunto y el
mensaje en s´ı, y permite contestar directamente a dicho emisor. El controlador
llama a los me´todos de la clase Mail para recibir el correo con un adjunto, que
ha sido interpretado previamente usando la clase FileParser.
es.uam.eps.tfg laura.mail. Este paquete contiene todas las clases relacionadas
con el env´ıo y recepcio´n de correos mediante el servidor de gmail as´ı como el main
de la aplicacio´n.
Main.java: Inicia la interfaz de usuario y con ello toda la aplicacio´n.
Mail.java: Contiene los dos me´todos principales para el env´ıo y la recepcio´n de
correos. Hace uso de FileParser para crear/interpretar el fichero con los datos
cifrados as´ı como de SSLEmail para enviar/recibir ese fichero como adjunto en
un correo.
SSLEmail.java: Con la ayuda de EmailUtil, env´ıa los correos con los adjun-
tos generados previamente. Utiliza el protocolo SMTP para iniciar una sesio´n
segura entre el usuario que desea enviar el mensaje y el servidor de gmail.
GmailInbox.java: Se conecta mediante SMTP y de forma segura al servidor
de gmail para mostrar un determinado correo seleccionado en la bandeja de
entrada. Con la ayuda de FileParser, procesa el adjunto del correo, que es donde
se encuentran los datos cifrados, para que el receptor visualice correctamente
el correo.
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EmailUtil.java: Contiene los me´todos de env´ıo de correos simples, con adjunto
o con ima´genes. Establece todos los para´metros necesarios en el email y lo
transporta utilizando la sesio´n creada en SSLEmail.
es.uam.eps.tfg laura.sockets. Este paquete contiene la creacio´n y el manejo de
un socket SSL por parte del usuario para poder comunicarse con la PKG.
UserSocket.java: Crea un socket SSL que escucha en el mismo puerto que el
de la PKG y contiene los me´todos necesarios para el env´ıo y la recepcio´n de
datos a trave´s de ese socket.
es.uam.eps.tfg laura.test. Este paquete contiene clases que han servido para
realizar pruebas sobre ciertos componentes a lo largo del proyecto. Adema´s, contiene
las clases que han generado las estad´ısticas de medicio´n de tiempos.
6.3.2. Aplicacio´n de la PKG
A continuacio´n se describen los paquetes en los que se ha dividido la aplicacio´n
de la PKG:
es.uam.eps.pkg tfg.crypto. Este paquete contiene todas las clases relacionadas
con criptograf´ıa, es decir, toda la funcionalidad para el cifrado y descifrado mediante
IBE.
AHIBEDIP10KeyPairGeneratorPKG.java: Esta clase modifica la clase
AHIBEDIP10KeyPairGenerator.java original de la librer´ıa JPBC, en la que
se encuentra implementado el me´todo de generacio´n del par pu´blico/privado
maestro de la PKG, para poder almacenar el par de claves en un fichero.
KEMCipherAHIBEDIP10KEM.java: Contiene los me´todos para que la
PKG pueda realizar el setup de su par de claves, utilizando para ello AHIBE-
DIP10KeyPairGeneratorPKG. Esta clase modifica la clase KEMCipherAHI-
BEDIP10.java de la JPBC para poder incorporar la funcionalidad de setup a
partir de para´metros almacenados en un fichero. De esta forma, no es necesario
generar un nuevo par de claves cada vez que se inicie la PKG, pues podra´ leer
los para´metros necesarios para recuperar el par de claves. Contiene tambie´n los
me´todos necesarios para generar la clave privada de cada usuario que la solicite.
PKG.java: Permite generar un nuevo par de claves (setup), cargar los para´me-
tros necesarios para recuperar el par de clave pu´blica/privada de la u´ltima vez
que se genero´ y obtener la clave privada de un determinado usuario. Para ello
hace uso de la clase KEMCipherAHIBEDIP10KEM.
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HashText.java: Genera el fichero con todos los administradores y sus contra-
sen˜as utilizando la funcio´n hash SHA-1.
es.uam.eps.pkg tfg.gui. Este paquete contiene todas las clases relacionadas con
la interfaz de usuario de la aplicacio´n de la PKG. Estas clases se identifican con el
diagrama de flujos de operacio´n de la Figura 5.2.
Gui.java: Establece las propiedades generales de toda la interfaz y crea el
primer panel (Login).
Login.java: Panel de inicio de la aplicacio´n que contiene el login del adminis-
trador.
MainPanel.java: Menu´ principal de la aplicacio´n desde la cual se puede gene-
rar un nuevo par de claves para la PKG, poner el servidor en funcionamiento
o pararlo.
es.uam.eps.pkg tfg.main. Este paquete contiene u´nicamente la clase Main.java
que inicia la interfaz de usuario y con ello toda la aplicacio´n.
es.uam.eps.pkg tfg.sockets. Este paquete contiene la creacio´n y el manejo de
un socket SSL por parte de la PKG, que se mantiene en espera de aceptar nuevas
peticiones de los usuarios.
PKGSocket.java: Crea un socket SSL que escucha en el puerto 1240 a la
espera de recibir peticiones de los usuarios que desean enviar/recibir correos
cifrados mediante IBE. As´ı, esta clase contiene los me´todos necesarios para el
env´ıo y la recepcio´n de datos a trave´s del socket.
es.uam.eps.pkg tfg.test. Este paquete contiene clases que han servido para rea-
lizar pruebas sobre ciertos componentes a lo largo del proyecto. Adema´s, contiene la
clase Statistics.java que se ha utilizado para medir el tiempo de generacio´n del par
de claves por parte de la PKG.
En cuanto a la documentacio´n del co´digo, todas las clases y me´todos se en-
cuentran detalladamente comentadas para poder facilitar el mantenimiento y la re-
utilizacio´n del co´digo.
6.4. Biblioteca JPBC
La biblioteca Java Pairing-Based Cryptography (JPBC) [4] es una versio´n en
Java de la biblioteca Pairing-Based Cryptography (PBC) desarrollada por Ben Lynn
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[32] en C para realizar las operaciones matema´ticas subyacentes en los criptosistemas
basados en emparejamientos (en ingle´s, pairings). De esta forma, facilita rutinas como
la generacio´n de curvas el´ıpticas, aritme´tica en curvas el´ıpticas y computacio´n de
emparejamientos.
Cualquier aplicacio´n que desee utilizar la biblioteca PBC debe primero inicializar
un objeto pairing. Esto lleva a que se deben configurar curvas el´ıpticas, grupos y otros
objetos matema´ticos. Despue´s, los elementos pueden ser inicializados y manipulados
para operaciones criptogra´ficas. Para la creacio´n de los pairings se necesita una serie
de para´metros de distintos tipos (A, A1, D, E, F, G). Cada uno de ellos indica el tipo
de curva y cuerpo sobre el que se ha construido el pairing. La biblioteca PBC incluye
para´metros para ciertos emparejamientos, de los cuales algunos son apropiados para
uso criptogra´fico.
La biblioteca JPBC proporciona adema´s la implementacio´n para algunos cripto-
sistemas en el contexto del framework Bouncy Castle [33]. Ninguno de ellos posee la
funcionalidad completa de este proyecto, pero han ayudado a la comprensio´n y manejo
de la biblioteca. El criptosistema DIP10, llamado as´ı por las iniciales de los auto-
res y basado en Fully Secure Anonymous HIBE and Secret-Key Anonymous IBE with
Short Ciphertexts [31], se ha utilizado como base de partida para la implementacio´n.
JPBC implementa generadores de para´metros para pairings tanto para aplica-
ciones bilineales (basadas en curvas el´ıpticas) como para aplicaciones multilineales
(aplicaciones lineales de ma´s de dos variables). Algunos para´metros pre-generados se
pueden encontrar en una de las carpetas del proyecto, y son utilizados por los distintos
criptosistemas implementados.
La biblioteca JPBC esta´ dividida segu´n la funcionalidad en una serie de paquetes:
JPBC api Este paquete implementa las interfaces, los objetos y las operaciones ma´s
ba´sicas de este tipo de criptograf´ıa: Element, ElementPow, Pairing, PairingPa-
rameters, Field, Vector... Es el u´nico paquete de toda la biblioteca que tiene
documentacio´n javadoc [4].
JPBC crypto En este paquete se encuentran todas las operaciones criptogra´ficas
para los distintos criptosistemas proporcionados, as´ı como pruebas y algunos
ejemplos de uso de cada uno de ellos.
JPBC mm Este paquete contiene la implementacio´n necesaria para la generacio´n
de para´metros para aplicaciones multilineales.
JPBC plaf Este paquete contiene la implementacio´n de distintos tipos de pairings
de acuerdo a cada uno de los tipos de para´metros (A, A1, D, E, F, G). Estos
41
me´todos son la base de la generacio´n de para´metros que se utilizan para generar
el par de claves pu´blico/privada de la PKG, as´ı como las claves privadas de los
usuarios.
JPBC test Este paquete contiene pruebas unitarias para las operaciones entre ele-
mentos y la generacio´n de todo tipo de pairings, con distintos tipos de para´me-
tros.
JPBC suministra una clase de soporte llamada KEMCipher, que simplifica la
integracio´n de un KEM con un Cipher. KEM (Key Encapsulation Mechanisms) con-
siste en una serie de te´cnicas de cifrado disen˜adas para proporcionar seguridad a la
transmisio´n de claves sime´tricas usando algoritmos de clave asime´trica (clave pu´bli-
ca). En la pra´ctica, los sistemas de clave pu´blica son muy pesados para usarlos en la
transmisio´n de mensajes largos. En su lugar, se utilizan para intercambiar las claves
sime´tricas, que son relativamente cortas. As´ı, la clave sime´trica es la que se usa para
cifrar el mensaje largo.
Adema´s, la JPBC proporciona tambie´n un ejemplo de co´mo usar KEMCipher,
a partir del cual se ha implementado KEMCipherAHIBEDIP10KEM.java. En
la aplicacio´n de correo esta clase contiene los me´todos para generar una clave
sime´trica (AES 256) y cifrarla utilizando la criptograf´ıa basada en emparejamientos.
Asimismo, es posible cifrar y descifrar una cadena con dicha clave sime´trica y generar
la clave pu´blica de la PKG a partir de ciertos para´metros pu´blicos. Para la aplicacio´n
de la PKG esta clase contiene los me´todos necesarios para generar el par de claves
maestro pu´blica/privada.
Para poder permitir que el usuario, desde la aplicacio´n de correo, construya la
clave pu´blica de la PKG a partir de los para´metros que e´sta le env´ıa, ha sido ne-
cesario modificar el generador de claves del criptosistema DIP10. La clase AHI-
BEDIP10KeyPairGenerator ha sido modificada en la aplicacio´n de la PKG
(AHIBEDIP10KeyPairGeneratorPKG) para que e´sta pueda recuperar su par maes-
tro a partir de un fichero guardado durante la u´ltima generacio´n de claves. Por otro
lado, esta misma clase ha sido modificada en la aplicacio´n de correo (AHIBE-
DIP10KeyPairGeneratorPBC) para que los usuarios puedan construir exclusivamente




En esta seccio´n se van a detallar los flujos de datos que se transmiten entre
los distintos componentes de la aplicacio´n de correo, y entre la aplicacio´n de correo
y la PKG. El grueso del proyecto consiste en la implementacio´n del cifrado IBE
para el env´ıo de correos entre usuarios, con la intervencio´n de la PKG. Sin embargo,
adicionalmente se ha implementado el sistema de forma que tambie´n es posible enviar
correos utilizando el cifrado RSA.
Como ya se ha mencionado anteriormente, se ha utilizado OpenSSL (ver Anexo
B) para generar los certificados para la clave pu´blica y privada de RSA que utilizara´n
todos los usuarios que deseen enviar correos cifrados con RSA. As´ı pues, cada
usuario posee su propia clave pu´blica y su clave privada para el cifrado y descifrado
de mensajes. Cuando un usuario quiere enviar un mensaje a otro, en primer lugar
habra´ de obtener la clave pu´blica de dicho destinatario. Para ello, a peticio´n del
emisor, el destinatario env´ıa por correo electro´nico su certificado con la clave pu´blica.
En el entorno de pruebas so´lo se han generados dos certificados de usuario, y cada
uno de ellos es autofirmado por el propietario de las claves. En un sistema real todos
los usuarios dispondra´n de certificados digitales distintos y firmados por autoridad
certificadora confiable (p. ej., la Fa´brica de Moneda y Timbre de Espan˜a). Los pasos
que sigue cada uno de los componentes (siempre transparente al usuario final que
utiliza el sistema de correo) se pueden observar en la Figura 6.1.
En la figura, una vez generados los pares de claves RSA, si Ana desea enviar un
mensaje a Mar´ıa debe obtener, en primer lugar, su clave pu´blica. Asumiendo que Ana
tiene dicha clave, cuando Ana desea enviar un mensaje cifrado genera una clave AES
y la cifra utilizando la clave pu´blica RSA de Maria. Para ello, utiliza las clases Sym-
metric y Asymmetric. El mensaje que se desea enviar es cifrado con la clave sime´trica
generada, y se env´ıa todo junto en un fichero como adjunto del correo, siguiendo el
formato explicado en la Figura 6.5. Para crear tal fichero utiliza la clase FileParser
y para enviarlo como adjunto las clases del paquete es.uam.eps.tfg laura.mail. En el
cuerpo del correo se escribe el tipo de cifrado que se ha realizado sobre el mensaje
(IBE, RSA o None). Una vez que el usuario receptor (Mar´ıa) selecciona dicho correo
de su bandeja de entrada, la aplicacio´n lee el cuerpo del correo (“RSA”) para inter-
pretar el fichero adjunto correctamente. As´ı, se utiliza la clave privada RSA de Mar´ıa
para descifrar la clave AES contenida en el fichero recibido. Con esta clave Mar´ıa ya
puede descifrar el contenido del mensaje y la aplicacio´n se encarga de mostrarle co-
rrectamente el correo. De nuevo, se han utilizado las clases Symmetric, Asymmetric,
FileParser y las del paquete mail.
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Figura 6.1: Diagrama de interaccio´n RSA.
Al contrario que para el cifrado mediante RSA, el cifrado basado en identidad
no necesita importar el certificado con la clave pu´blica del destinatario. En su
lugar el emisor hace una peticio´n de a la PKG para obtener su clave IBE pu´blica, es
decir, se requiere la transmisio´n de datos entre la aplicacio´n de la PKG y la
aplicacio´n de correo. La Figura 6.2 nos muestra los pasos que se realizan para ello.
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Figura 6.2: Diagrama de interaccio´n IBE.
Para que el env´ıo o la lectura de correos con este tipo de cifrado tenga lugar es
necesario que la aplicacio´n de la PKG este´ iniciada y que, adema´s, se haya generado
en algu´n momento previo su par de claves pu´blica/privada. As´ı, un administrador
con acceso a la PKG se encarga de generar su par de claves (clase PKG), que son
almacenadas para su uso posterior, e inicia el servidor a la espera de peticiones (clase
PKGSocket).
Cuando Ana desea enviar un correo a Mar´ıa necesita la identidad (correo electro´ni-
co) de Mar´ıa y la clave pu´blica de la PKG para poder generar la clave pu´blica de
Mar´ıa. Para obtener la clave pu´blica de la PKG se requiere la peticio´n por parte del
usuario de los para´metros necesarios para construirla. Una vez tenga la clave pu´blica
de Mar´ıa, Ana la utiliza para cifrar la clave AES que ha generado para a su vez cifrar
el mensaje que desea enviar. As´ı, env´ıa un fichero como adjunto en el correo que
contiene tanto el mensaje cifrado con la clave sime´trica, como la clave AES cifrada
con la clave pu´blica de Mar´ıa. Adema´s, escribe en el cuerpo del mensaje el tipo de
cifrado utilizado (“IBE”). Una vez que Mar´ıa recibe el correo, identifica el tipo de
cifrado en el cuerpo y solicita a la PKG los para´metros necesarios para generar su
clave privada. De esta forma, Mar´ıa puede descifrar la clave AES y con ella el mensaje
original. Todo esto ocurre de forma transparente a ambos usuarios finales.
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Los mensajes y datos que se intercambia el emisor con la PKG pueden verse en
la Figura 6.3, mientras que los mensajes intercambiados entre receptor y PKG se
pueden ver en la Figura 6.4. Adema´s, la primera detalla las acciones ya mencionadas
que realiza el emisor (Usuario 1) tras recibir los para´metros necesarios de la PKG y la
segunda los pasos que realiza el receptor (Usuario 2) para poder descifrar un correo
recibido.
Figura 6.3: Detalle de los mensajes entre el emisor y la PKG.
46
Figura 6.4: Detalle de los mensajes entre el receptor y la PKG.
El formato del fichero que se env´ıa como adjunto en el correo es el que muestra
la Figura 6.5. En primer lugar, se escribe un byte indicando si el mensaje ha sido
cifrado o no. A continuacio´n, se escribe la longitud del mensaje cifrado con la clave
AES, seguido del propio mensaje cifrado. Finalmente y sin ningu´n espacio, se escribe
la clave AES cifrada mediante clave asime´trica (ya sea IBE o RSA).
Figura 6.5: Estructura fichero adjunto.
Un ejemplo de este fichero para el cifrado RSA se puede observar arriba de la




Figura 6.6: (a)Fichero con cifrado RSA; (b) Fichero con cifrado IBE.
6.5.1. Implementacio´n de las funcionalidades criptogra´ficas
La aplicacio´n de correo requiere el uso de cifrado sime´trico (AES) y cifrado
asime´trico (RSA, IBE) mientras que la aplicacio´n de la PKG hace uso so´lo del cifrado
asime´trico (IBE). As´ı, para la implementacio´n de los cifrados se han utilizado los ya
mencionados frameworks JCA y JCE y la ya descrita biblioteca JPBC, quien utiliza
el proveedor de servicios Bouncy Castle.
Para la cifra sime´trica de los mensajes se ha empleado el algoritmo esta´ndar
internacional de cifrado en bloque de acuerdo con el NIST (National Institute of
Standards and Technology), esto es, el algoritmo AES 256. El modo elegido para
este algoritmo ha sido Cipher Block Chaining (CBC) [6, p. 78] con mecanismo de
padding PKCS#7 [6, p. 238].
Para el almacenamiento de contrasen˜as de los administradores que tienen acceso
a la PKG se ha empleado la funcio´n hash SHA-1 [6, p .88]. Al ser una funcio´n de
un u´nico sentido, no se puede calcular la cadena original a partir del hash. De esta
forma, para que los usuarios puedan acceder a la aplicacio´n de la PKG deben escribir
su nombre de usuario y contrasen˜a de forma que el hash de ambos coincida con los




En este cap´ıtulo se describen las pruebas llevadas a cabo durante el desarrollo y
despue´s de la codificacio´n del proyecto. Las pruebas pueden ejecutarse en cualquier
punto del proceso de desarrollo de software y su objetivo es encontrar la ma´xima
cantidad de errores posibles antes de la finalizacio´n del proyecto. Se han realizado dos
tipos de pruebas: pruebas unitarias y pruebas de integracio´n.
Las pruebas unitarias son las que ejecuta normalmente el equipo de desarrollo
en su entorno de trabajo. Consisten en la ejecucio´n de actividades que permiten al
desarrollador verificar que los componentes unitarios esta´n codificados a prueba de
casos extremos. Es decir, se verifica que todos los componentes unitarios (mo´dulos)
soportan el ingreso de datos erro´neos o inesperados, demostrando as´ı el control en el
tratamiento de errores.
Las pruebas de integracio´n son ejecutadas por el equipo de desarrollo tras
las pruebas unitarias. Su objetivo es comprobar que los elementos del software que
interactu´an entre s´ı funcionan de manera correcta.
La planificacio´n y ejecucio´n de pruebas son una parte fundamental del desarrollo
software, pues permiten comprobar funcionalidad y descartar problemas ante flujos
de informacio´n anormales. Ejemplos de los problemas derivados de una evaluacio´n no
suficientemente rigurosa los podemos encontrar en los recientes casos de vulnerabili-
dades en SSL [34, 35, 36], el fallo de implementacio´n de la biblioteca glibc [37] y el
grave error en la comprobacio´n de argumentos de entrada en la shell de Linux [38].
7.1. Pruebas unitarias
Tanto para la aplicacio´n de correo como para la aplicacio´n de la PKG se han
realizado pruebas unitarias de cada clase, comprobando su correcto funcionamiento
individual.
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Para las dos clases modificadas de la JPBC (KEMCipherAHIBEDIP10KEM y
AHIBEDIP10KeyPairGenerator) se ha utilizado una clase proporcionada por la pro-
pia biblioteca: KEMCipherAHIBEDIP10KEMTest. En ella se prueba el correcto
funcionamiento del cifrado y descifrado de mensajes utilizando identidades. Para ello
se comprueba que la clave privada generada para una cierta identidad puede descifrar
la encapsulacio´n (clave AES) cifrada previamente con su clave pu´blica y que con esa
clave sime´trica puede obtener el mensaje original.
7.1.1. Aplicacio´n de correo
A continuacio´n se listan las clases test creadas para realizar las pruebas unitarias en
la aplicacio´n de correo. Todas ellas comprueban los casos en los que los para´metros
introducidos son incorrectos, mostrando los mensajes informativos o lanzando las
excepciones correspondientes.
SymmetricTest: comprueba el correcto funcionamiento de los me´todos en la clase
Symmetric. Para ello, genera una nueva clave sime´trica (AES) con la que cifra el
contenido de un fichero en otro fichero. A continuacio´n, se descifra dicho fichero
y se comprueba que la clave obtenida coincide con la original.
AsymmetricRSATest: comprueba el correcto funcionamiento de los me´todos en
la clase Asymmetric para el cifrado RSA. Para ello, cifra una clave sime´trica
con una clave pu´blica RSA y escribe el resultado en un fichero. A continuacio´n,
utiliza la clave privada para descifrarlo y comprueba que se obtiene la misma
clave sime´trica que al inicio.
AHIBEDIP10KeyPairGeneratorPBCTest: se han realizado pruebas incorpo-
rando la funcionalidad an˜adida a la JPBC en el lado del usuario. Es decir, se
comprueba que se puede obtener la clave pu´blica de la PKG a partir de ciertos
para´metros pu´blicos, y que se puede obtener la clave privada de un usuario a
partir de una serie de para´metros recibidos.
FileParserTest: comprueba que los ficheros que se env´ıan como adjuntos se han
formado bien, y que se pueden interpretar correctamente en el receptor para el
tipo de cifrado dado. El test comprueba que se realiza la operacio´n de cifrado
correcta si se reciben los para´metros correctos. Esto es, dos “true” si se desea
cifrar con RSA, un “true” y un “false” si se desea cifrar con IBE y dos “false”
si no se desea cifrar. A partir del fichero que contiene la clave sime´trica cifrada
con una clave pu´blica de RSA o con la clave pu´blica de IBE, obtiene la longitud
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y escribe en el fichero la estructura mostrada en la Figura 6.5. Por otro lado, el
test obtiene el tipo de cifrado utilizado en el fichero y utiliza la longitud escrita
en e´l para recuperar la clave sime´trica cifrada. Con ella descifra el resto del
fichero y comprueba que el mensaje coincide con el original.
SSLEmailTest: comprueba el env´ıo de correos con texto en el cuerpo y con archivos
o ima´genes adjuntos mediante SSL y sobre el servidor de gmail.
GmailInboxTest: un usuario se autentica frente al servidor de gmail y se muestran
todos los correos de su bandeja de entrada en orden de recepcio´n (del ma´s
antiguo al ma´s actual).
LoginTest: comprueba que no se puede acceder a la bandeja de entrada sin auten-
ticarse correctamente. Si la autenticacio´n es incorrecta se muestra un mensaje
de aviso.
7.1.2. Aplicacio´n de la PKG
A continuacio´n se listan las clases test creadas para realizar las pruebas unitarias
en la aplicacio´n de la PKG:
HashTextTest: se genera un archivo para el acceso de la PKG que contiene los
nombres de usuarios y el hash SHA-1 de sus contrasen˜as. Dado un nombre y
una contrasen˜a se comprueba si se encuentra entre los usuarios con acceso o no.
AHIBEDIP10KeyPairGeneratorPKGTest: se han realizado pruebas incorpo-
rando la funcionalidad an˜adida a la JPBC. En este test se comprueba que la
recuperacio´n del par maestro de la PKG a partir de los para´metros almacenados
en un fichero es correcta.
LoginTest: comprueba que no se puede acceder al menu´ principal de la PKG sin
autenticarse correctamente. Si la autenticacio´n es incorrecta se muestra un men-
saje de aviso.
7.2. Pruebas de integracio´n
En las pruebas de integracio´n se va a probar la correcta interaccio´n entre los distin-
tos componentes que ya han sido probados individualmente en las pruebas unitarias.
Gran parte de estas pruebas de integracio´n se han realizado mediante clases test den-
tro de cada una de las dos aplicaciones del sistema, es decir, entre componentes de la
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misma aplicacio´n. Sin embargo, otras se han realizado para comprobar la interaccio´n
entre ambas aplicaciones.
7.2.1. Aplicacio´n de correo
Las siguientes clases test comprueban la integracio´n entre clases dentro de la apli-
cacio´n de correo:
FileEncryptionTest: comprueba la correcta integracio´n de las clases Symmetric
y Asymmetric. Para ello, crea una clave sime´trica y la cifra utilizando la clave
pu´blica de RSA. A continuacio´n, cifra el contenido de un fichero usando la clave
sime´trica y lo escribe en otro fichero. Descifra la clave sime´trica usando la clave
privada de RSA y comprueba que coincide con la clave generada. Finalmente,
descifra con ella el contenido del fichero cifrado y comprueba que se obtiene el
original.
AsymmetricIBETest: comprueba el correcto funcionamiento de los me´todos en
la clase Asymmetric para el cifrado IBE. Para ello es necesaria una correcta
integracio´n entre las clases Asymmetric, AHIBEDIP10KeyPairGeneratorPBC
y KEMCipherAHIBEDIP10KEM. Adema´s, se debe generar un par de claves
pu´blica/privada de la PKG para poder obtener la clave pu´blica y privada de
cualquier usuario y eso no es posible en ninguno de los mo´dulos de la aplicacio´n
de correo. Puesto que no se desea probar au´n la integracio´n completa con la
PKG, para este test se va a establecer un par maestro aleatorio en el motor del
usuario. De esta forma, se comprueba la generacio´n de la clave pu´blica de un
usuario a partir de su identidad (correo electro´nico de gmail) para cifrar una
clave sime´trica. A continuacio´n, se genera la correspondiente clave privada del
usuario y se descifra la clave sime´trica, comprobando que coincide con la de
partida.
Env´ıo de correos mediante RSA: se integran todos los mo´dulos de env´ıo de
emails con los de criptograf´ıa RSA, as´ı como el mo´dulo para la creacio´n de
adjuntos (FileParser). Para ver el resultado de esta prueba consultar el Anexo
D (ver seccio´n D.2).
Acceso a un correo cifrado con RSA: se integran todos los mo´dulos de recepcio´n
de emails con los de criptograf´ıa RSA, as´ı como el mo´dulo para la interpretacio´n
de adjuntos (FileParser). Para ver el resultado de esta prueba consultar el Anexo
D (ver seccio´n D.2).
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7.2.2. Aplicacio´n de la PKG
Las siguientes clases test comprueban la integracio´n entre clases dentro de la apli-
cacio´n de la PKG:
PKGTest: se comprueba la generacio´n del par de claves pu´blica/privada de la
PKG, para lo cual es necesaria la correcta integracio´n con las clases AHIBE-
DIP10KeyPairGeneratorPKG y KEMCipherAHIBEDIP10KEM. Este par de
claves se almacena en un fichero para poder recuperarlas en el momento en
que un usuario realice una peticio´n a la PKG. Este test comprueba tambie´n
que a partir de este fichero se recupera el par maestro original.
7.2.3. Integracio´n entre ambas aplicaciones
SocketsTest: comprueba la interaccio´n entre el socket de un usuario y el socket de
la PKG. Para ello crea un socket de cada tipo y comprueba que el env´ıo y la
recepcio´n de todo tipo de mensajes funciona en ambos extremos.
Env´ıo de correos mediante IBE: cuando un usuario desea enviar un correo cifra-
do mediante IBE, es necesario solicitar la clave pu´blica maestra a la aplicacio´n
de la PKG mediante los sockets abiertos en ambos extremos. As´ı, la PKG env´ıa
(clase PKGSocket) todos los para´metros pu´blicos (clase PKG) que el usuario
necesita para generar la clave pu´blica (clases UserSocket y Asymmetric). Una
vez obtiene esta clave pu´blica puede generar, utilizando la identidad del destina-
tario (correo electro´nico), la clave pu´blica de e´ste y con ella cifrar una clave AES
generada (clase Symmetric). A su vez, cifra con la clave AES el mensaje original
y genera el archivo que se env´ıa como adjunto con todos los datos necesarios
(clase FileParser). Este archivo se env´ıa como adjunto utilizando las clases de
env´ıo de emails. As´ı, esta prueba integra pra´cticamente todas las clases, tanto
de la aplicacio´n de correo como de la PKG. Para ver el resultado de esta prueba
consultar el Anexo D (ver seccio´n D.2).
Acceso a un correo cifrado con IBE: para poder leer correctamente un correo
con un adjunto cifrado con IBE (clases SSLEmail y GmailInbox) el usuario
necesita solicitar a la PKG (clases PKGSocket y UserSocket) los para´metros
necesarios para construir la clave pu´blica maestra y su propia clave privada.
As´ı, la PKG carga su par de claves pu´blica/privada (clases PKG y AHIBE-
DIP10KeyPairGeneratorPKG) y genera la clave privada del usuario a partir de
su identidad y la clave privada maestra (clases PKG y AHIBEDIP10KeyPair-
GeneratorPKG) y la env´ıa para´metro a para´metro por la conexio´n abierta entre
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ambos. Una vez que el usuario obtiene la clave pu´blica de la PKG puede crear
el motor (clase KEMCipherAHIBEDIP10KEM) necesario para realizar la ope-
racio´n de descifrado con su clave privada. De esta forma el usuario descifra
la clave sime´trica contenida en el fichero adjunto y con ella puede descifrar el
mensaje original. La clase FileParser se encarga la correcta interpretacio´n del
mensaje cifrado recibido y de mostrarlo de una forma comprensible. Para ver el
resultado de esta prueba consultar el Anexo D (ver seccio´n D.2).
7.2.4. Medicio´n de tiempos
Tras la medicio´n de tiempos realizada en el Anexo D (ver seccio´n D.1), se puede
concluir que se han cumplido todos los requisitos no funcionales de eficiencia y ren-
dimiento, ya que todos los tiempos obtenidos son menores que los establecidos en el
cata´logo de requisitos (ver seccio´n 4.2.2).
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Cap´ıtulo 8
Conclusiones y Trabajos Futuros
El objetivo principal del trabajo realizado era estudiar el problema existente en
la generacio´n y gestio´n de identidades digitales en la criptograf´ıa contempora´nea,
proponiendo la criptograf´ıa basada en emparejamientos como solucio´n. Esta necesidad
surge debido a problemas actuales como el robo de credenciales o la escalada de
privilegios en sistemas basados en las tradicionales infraestructuras de clave pu´blica
(PKI). La criptograf´ıa basada en emparejamientos ha surgido como alternativa a
dichas infraestructuras, con el fin de solventar algunas de sus principales desventajas.
Este tipo de criptograf´ıa se fundamenta tambie´n en la idea de una tercera parte de
confianza llamada PKG, que se encarga de generar el par de claves pu´blica/privada
para cada usuario del sistema en base a sus identidades.
La criptograf´ıa basada en emparejamientos permite disen˜ar protocolos IBE para
prescindir del uso de certificados y facilitar un manejo ma´s flexible de las identidades
digitales. A su vez, las claves pu´blicas de los usuarios poseen una forma mucho ma´s
atractiva y e´stos no tienen que custodiar sus credenciales, pues pueden solicitarlas a
la PKG en cualquier momento. Por tanto, no hay necesidad de distribucio´n de claves
ni de autoridades pesadas. Adema´s, con el cifrado basado en identidad es posible
cifrar mensajes incluso cuando el receptor au´n no ha generado su par de claves, y la
revocacio´n de claves (si existe) es mucho ma´s sencilla.
La principal desventaja de los sistemas que se basan en este tipo de criptograf´ıa
es que la PKG debe ser totalmente confiable, ya que es capaz de generar cualquier
clave privada de los usuarios y as´ı descifrar y firmar mensajes sin autorizacio´n. De
esta forma, se introduce un problema de key escrow. Con un sistema basado en IBE,
la autenticidad de las claves pu´blicas esta´ garantizada siempre y cuando el transporte
de las claves privadas a sus correspondientes usuarios se mantenga seguro.
Un gran nu´mero de sistemas han sido propuestos para eliminar el key escrow,
siendo el ejemplo ma´s significativo la criptograf´ıa libre de certificados (en ingle´s, Cer-
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tificateless Cryptography). En este tipo de criptograf´ıa, una autoridad parcialmente
confiable llamada KGC (Key Generation Center) genera una clave privada parcial
para cada usuario. Mediante criptograf´ıa basada en la identidad, esta clave se genera
a partir de la cadena de identidad del usuario y de la clave privada maestra de la
KGC. En este caso la KGC no tiene la clave privada completa y, por tanto, no puede
cifrar ni firmar por el usuario. De esta forma, no se necesita ningu´n certificado adi-
cional para la clave pu´blica de los usuarios. La clave ya no es tan fa´cil de memorizar
como lo es en IBE original, pero el nivel de confianza en la tercera parte es mucho
menor. La flexibilidad es uno de los atributos ma´s significativos de esta criptograf´ıa.
De hecho, puede ser fa´cilmente transformada en PKI tradicional o en IBE.
El estudio realizado acerca de la criptograf´ıa basada en emparejamientos ha sido
plasmado a lo largo de todo este documento, siendo el principal objetivo la aplicacio´n
de PBC para la generacio´n de protocolos IBE. En primer lugar, se analizo´ el pro-
blema existente en la gestio´n de identidades digitales, proponie´ndose la criptograf´ıa
basada en emparejamientos como soporte de posibles soluciones. A continuacio´n, se
describieron los fundamentos teo´ricos de la PBC, los principales protocolos IBE y sus
ventajas y desventajas. Posteriormente, se presento´ el sistema de correo implementa-
do basado en IBE como ejemplo de aplicacio´n pra´ctica de este tipo de criptograf´ıa.
Tambie´n se detallo´ al completo toda la funcionalidad y la seguridad que ofrece la
aplicacio´n desarrollada. As´ı, el sistema de correo permite el acceso a usuarios con
cuenta en gmail, y e´stos pueden enviar y recibir correos utilizando el cifrado RSA o
el cifrado IBE. Finalmente, se especifico´ el plan de pruebas realizado para verificar el
correcto funcionamiento de todas las caracter´ısticas del sistema. As´ı pues, se puede
concluir que el proyecto desarrollado cumple con los requisitos inicialmente plantea-
dos y que se han resuelto satisfactoriamente algunos de los problemas de los esquemas
tradicionales, como la distribucio´n de claves y el manejo de certificados.
Sin embargo, esta implementacio´n puede ser mejorada en varios aspectos, que
podr´ıan ser desarrollados en un trabajo futuro. En primer lugar, el cuerpo del mensaje
indica el tipo de cifrado utilizado al enviar un correo, lo que puede causar problemas
si el gestor de correos modificara dicho cuerpo. As´ı, podr´ıa introducirse el indicador
del tipo de cifrado dentro del fichero adjunto con el resto del mensaje y firmar los
usuarios cada uno de sus correos. En segundo lugar, la generacio´n de un nuevo par de
claves por parte de la PKG provoca que los usuarios no puedan volver a leer los correos
antiguos, pues esto cambia la generacio´n de las claves pu´blica y privada para cada uno.
En un trabajo futuro este inconveniente podr´ıa solucionarse manteniendo una base de
datos con un historial de claves para poder abrir todos los correos. Sin embargo, esto
supondr´ıa perder una de las ventajas de la criptograf´ıa basada en emparejamientos,
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ya que los usuarios tendr´ıan que almacenar de alguna forma sus claves. En tercer
lugar, en esta implementacio´n no se puede enviar correos a mu´ltiples destinatarios.
Ahora bien, esta funcionalidad se podr´ıa incluir fa´cilmente sin ma´s que incorporar la
clave de sesio´n cifrada con las claves IBE pu´blicas de cada uno de los destinatarios.
Por u´ltimo, la exportacio´n e importacio´n de credenciales IBE deber´ıa implementarse
siguiendo el esta´ndar ASN.1, de modo similar al resto de credenciales de clave pu´blica
(RSA, ElGammal. . . ).
Como parte fundamental del trabajo realizado, es preciso destacar la dificultad
que entran˜a el manejo de bibliotecas criptogra´ficas que se encuentran en fase de
desarrollo, como es el caso de la biblioteca JPBC empleada en este TFG. La falta
de documentacio´n y de ejemplos y casos de uso ha supuesto un obsta´culo para llevar
a cabo el desarrollo del proyecto. No obstante, dichos obsta´culos fueron superados
satisfactoriamente, por lo que este TFG constituye un claro ejemplo de caso de uso
que puede ser de gran utilidad para otros desarrolladores de sistemas para la gestio´n
segura de informacio´n. As´ı, las funcionalidades desarrolladas tienen aplicacio´n ma´s
alla´ del caso de uso recogido en este trabajo, por ejemplo en aplicaciones para el





Este anexo es una breve introduccio´n a las estructuras algebraicas mencionadas a
lo largo del trabajo. Esto es, grupos, cuerpos y sus propiedades as´ı como aplicaciones
bilineales.
A.1. Grupo
Definicio´n A.1.1. Un grupo es una estructura algebraica G sobre el que se define
una operacio´n interna · que cumple las siguientes propiedades:
a. Propiedad asociativa
∀a, b, c ∈ G, a · (b · c) = (a · b) · c.
b. Elemento neutro
∃e ∈ G tal que ∀a ∈ G se cumple a · e = a = e · a. Se denota e = 1.
c. Elemento inverso
Para cada a ∈ G, existe a−1 ∈ G de modo que a · a−1 = e = a−1 · a.
Definicio´n A.1.2. G es un grupo abeliano si, adema´s de las tres propiedades mencio-
nadas, cumple la propiedad conmutativa, es decir, a · b = b · a para cualesquiera
a, b ∈ G.
Observacio´n A.1.3. Si no da lugar a confusio´n, el signo · se omite. Tambie´n es
habitual denotar a la operacio´n interna como + cuando el grupo es abeliano, tal y
como ocurre en los anillos. En tal caso, el elemento neutro se representa por 0 y el
inverso de a con −a.
Observacio´n A.1.4. El cardinal de un grupo se llama orden del grupo y se denota
por |G|.
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Ejemplo A.1.5. El conjunto de los nu´meros enteros Z y la operacio´n de suma definen
un grupo abeliano. El elemento identidad es 0, mientras que −a es el inverso de a ∈ Z.
Definicio´n A.1.6. Un subgrupo de un grupo G es un subconjunto H ⊂ G tal que,
para cualesquiera a, b ∈ H se tiene que ab ∈ H y h−1 ∈ H,∀h ∈ H. Es decir, H tiene
estructura de grupo con la misma operacio´n que G. Para indicar que un subconjunto
H ⊂ G es un subgrupo se suele escribir H<G.
Definicio´n A.1.7. Dado un grupo G cuya operacio´n es notada multiplicativamente
(resp. aditivamente) se define la potencia (resp. el mu´ltiplo) de un elemento a ∈ G
para cada n ∈ Z. a
n =
{
1 si n = 0
am · a si n = m + 1
a−n = (a−1)n
(resp. n · a =
{
0 si n = 0
(m · a) + a si n = m + 1
(−n) · a = n · (−a)
)
No´tese que en la definicio´n anterior (an)m = anm, an · am = an+m.
Definicio´n A.1.8. Sea G un grupo. Se dice que G es un grupo c´ıclico si existe a ∈ G
tal que G = 〈a〉 not= 〈{a}〉 = {an : n ∈ Z}. En este caso, a se denomina generador del
grupo G.
Proposicio´n A.1.9. Si G es un grupo c´ıclico, entonces G es abeliano.
Definicio´n A.1.10. Sea G un grupo y a ∈ G. Se dice que
1. a es de orden infinito si las distintas potencias de a (resp. mu´ltiplos) son distintas
entre s´ı.
2. a tiene orden finito si existen n, m / 0 ≤ n < m de modo que an = am.
Definicio´n A.1.11. Sea G un grupo y a ∈ G de orden finito. El orden de a es el
menor entero estrictamente positivo m para el cual am = 1.
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A.2. Anillo
Definicio´n A.2.1. Un anillo es un conjunto A con dos operaciones internas, + y ·,
tales que (A,+) es un grupo abeliano y se verifican las siguientes propiedades:
a. Propiedad distributiva del producto respecto a la suma
(a+ b) · c = a · c+ b · c y a · (b+ c) = a · b+ a · c para cualesquiera a, b, c ∈ A.
b. Propiedad asociativa del producto
(a · b) · c = a · (b · c) para cualesquiera a, b, c ∈ A.
c. Propiedad conmutativa del producto
a · b = b · a para cualesquiera a, b ∈ A. Se dice que el anillo es conmutativo.
d. Elemento neutro para el producto
Existe 1 ∈ A tal que a · 1 = 1 · a = a para cualquier a ∈ A. Se dice que el anillo
tiene unidad.
Definicio´n A.2.2. Una unidad en un anillo A es un elemento a ∈ A que tiene inverso
para el producto, es decir, ∃a−1 ∈ A tal que aa−1 = a−1a = 1.
A.3. Cuerpo
Definicio´n A.3.1. Un cuerpo es un anillo conmutativo en el que todos los elementos
no nulos son unidades. Por tanto, un cuerpo es un conjunto K en el que se han
definido dos operaciones, + y ·, llamadas adicio´n y multiplicacio´n respectivamente,
que cumplen las siguientes propiedades:
a. K es cerrado para la adicio´n y la multiplicacio´n
a · b ∈ K y a + b ∈ K para cualesquiera a, b ∈ A.
b. Propiedad asociativa del producto y la suma
(a · b) · c = a · (b · c) y a + (b + c) = (a + b) + c para cualesquiera a, b, c ∈ K.
c. Propiedad conmutativa de la multiplicacio´n y de la adicio´n
a · b = b · a y a + b = b + a para cualesquiera a, b ∈ K.
d. Propiedad distributiva de la multiplicacio´n con respecto a la adicio´n
(a+ b) · c = a · c+ b · c y a · (b+ c) = a · b+ a · c para cualesquiera a, b, c ∈ K.
e. Elemento neutro para la multiplicacio´n y la adicio´n
Existe 0 ∈ K tal que a + 0 = a para cualquier a ∈ K.
Existe 1 6= 0 ∈ K tal que a · 1 = 1 · a = a para cualquier a ∈ K.
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f. Elemento opuesto e inverso multiplicativo
Para cada a ∈ K, existe un elemento −a ∈ K, tal que a + (−a) = 0.
Para cada a 6= 0 ∈ K, existe un elemento a−1 ∈ K, tal que a · a−1 = 1.
Ejemplo A.3.2. Los nu´meros racionales Q = {a
b
| a, b ∈ Z, b 6= 0}, donde esta´ in-
cluido el conjunto Z de los nu´meros enteros, forman un cuerpo.
Definicio´n A.3.3. Un cuerpo finito es un cuerpo definido sobre un conjunto finito
de elementos. Todos los cuerpos finitos tienen un nu´mero de elementos q = pn, para
algu´n nu´mero primo p y algu´n entero positivo n.
A.4. Aplicaciones bilineales
Consideramos dos grupos G1 y G2 de orden primo q. El grupo G1 es un grupo
c´ıclico aditivo, mientras que el grupo G2 es multiplicativo. Generalmente, el grupo G1
es un grupo de curva el´ıptica, es decir, esta´ formado por puntos de una curva
el´ıptica, y el grupo G2 es un cuerpo finito.
Definicio´n A.4.1. Un emparejamiento es cualquier aplicacio´n bilineal e : G1×G1 →
G2 que satisfaga las siguientes tres propiedades:
a. Bilinealidad
∀P,Q ∈ G1,∀a, b ∈ Z∗q
e(aP, bQ) = e(P,Q)ab
b. No degeneratividad
El mapa e no transforma todos los puntos de G1 × G1 en uno solo de G2.
c. Eficiencia
El ca´lculo de e es eficiente para todos los elementos del dominio.
A.5. Notacio´n
En esta seccio´n se describe la notacio´n seguida para las definiciones matema´ticas
a lo largo del trabajo:
El conjunto de todas las clases de equivalencia se denota con Z/qZ = Zq =
{0, 1, 2, . . . , q − 1}. Sin embargo, Z∗q hace referencia a todos los nu´meros en Zq que
tienen inverso multiplicativo. Por tanto, si q es primo, Zq = {1, 2, 3, . . . , q − 1}, pues
todos los nu´meros a excepcio´n del 0 tienen inverso multiplicativo.
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Cuando nos referimos a las identidades teo´ricas de los usuarios en los protocolos
IBE decimos que id ∈ {0, 1}∗. Esto quiere decir que id define el conjunto de cadenas





B.1. Creacio´n de certificados con OpenSSL
En el presente proyecto la generacio´n de las claves RSA de cada uno de los usuarios
han sido generadas mediante la herramienta OpenSSL. En concreto, se han generado
claves de 2048 bits que se almacenan en ficheros con el formato esta´ndar PEM. Para
ello se empleo´ el siguiente comando:
opens s l genrsa −out p r i v a t e . pem 2048
Una vez se ha generado el fichero PEM con el par de claves (pu´blica/privada) RSA,
se procedio´ a volcar ambas en distintos ficheros de formato esta´ndar DER:
opens s l pkcs8 −topk8 −in p r i v a t e . pem −outform DER −out
p r i v a t e . der −nocrypt
opens s l r sa −in p r i v a t e . pem −pubout −outform DER −out pub l i c .
der
Si bien se ha empleado OpenSSL para la generacio´n de credenciales, podr´ıa haberse
realizado esta operacio´n de modo directo en el co´digo haciendo uso de la biblioteca
criptogra´fica de Java.
B.2. Manejo de certificados con Keytool
Tal y como se ha comentado en la Seccio´n 4.2.2, la comunicacio´n entre el cliente de
correo y el servidor PKG se debe realizar de modo seguro. Para ello ha de establecerse
un canal SSL entre la PKG y el cliente de correo, lo que requiere la creacio´n de un
certificado con la clave pu´blica del servidor y que debe ser importado por el cliente.
Para realizar esta operacio´n se ha hecho uso de la herramienta Keytool tal y como
sigue:
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keytoo l −genkey −keya lg RSA −a l i a s c e r t i f i c a d o p k g −keys to r e
c e r t i f i c a d o s . j k s
Con esta instruccio´n se crea el certificado y se incluye en el almace´n de credenciales
certificados.jks.
Para que el cliente tenga el certificado con la clave pu´blica se debe exportar la clave
pu´blica contenida en el certificado de la PKG que esta´ en el anterior almace´n de
credenciales:
keytoo l −export −keys to r e c e r t i f i c a d o s . j k s −a l i a s
c e r t i f i c a d o p k g − f i l e pkg c lavePub l i ca . c e r
Con esto se tendr´ıa un certificado que el cliente puede descargarse de cualquier sitio
e instalarlo en su sistema. En este caso instalarlo significa introducirlo en el almace´n
de credenciales del cliente:
keytoo l −importce r t − f i l e pkg c lavePub l i ca . c e r −keys to r e
c e r t i f i c a d o s c l i e n t e . j k s −a l i a s c e r t i f i c a d o p k g
Por u´ltimo, se debe ejecutar la aplicacio´n correspondiente con las siguientes opciones:
java −Djavax . net . s s l . keyStore=c e r t i f i c a d o s . j k s −Djavax . net .
s s l . keyStorePassword =123456 es . uam. eps . pkg t f g . main .
MainPKG
java −Djavax . net . s s l . keyStore=c e r t i f i c a d o s c l i e n t e . j k s −
Djavax . net . s s l . keyStorePassword =456789 es . uam. eps .




La interfaz proporciona al usuario final un entorno visual sencillo que permite la
comunicacio´n con el sistema de correo. Puesto que tenemos dos aplicaciones distintas
que se comunican entre s´ı, tambie´n hay dos interfaces de usuario distintas. Para la
implementacio´n de la interfaz se ha hecho uso de la biblioteca gra´fica de Java Swing.
C.1. Interfaz de la aplicacio´n de correo
La primera vista de la aplicacio´n de correo se trata de la pantalla de login (Fi-
gura C.1).
Figura C.1: Login aplicacio´n de correo.
En ella el usuario debe introducir su correo de gmail y su contrasen˜a para po-
der acceder a la bandeja de entrada (Figura C.2), que es la siguiente vista de la
aplicacio´n.
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Figura C.2: Bandeja de entrada.
En la bandeja de entrada el usuario puede seleccionar alguno de los correos reci-
bidos o enviar un nuevo correo.
Al enviar un nuevo correo (Figura C.3) se debe rellenar el destinatario y el
contenido del mensaje. Adema´s, es necesario seleccionar un tipo de cifrado para e´ste,
y opcionalmente se puede establecer un asunto del correo.
Figura C.3: Bandeja de entrada.
Para visualizar uno de los correos recibidos basta con hacer doble click sobre uno
de los de la lista. Esta vista muestra el correo del emisor, el asunto y el contenido
del mensaje. Ofrece la posibilidad de volver a la bandeja de entrada o responder
directamente al correo (Figura C.4).
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(a) (b)
Figura C.4: (a)Visualizacio´n de un correo; (b) Responder a un correo.
Finalmente, la Figura C.5 muestra el diagrama de navegabilidad entre todas
las vistas ya explicadas.
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Figura C.5: Interfaz gra´fica para el correo.
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C.2. Interfaz de la aplicacio´n PKG
La primera vista de la aplicacio´n de la PKG se trata tambie´n de la pantalla de
login (Figura C.6).
Figura C.6: Login aplicacio´n de la PKG.
En ella el administrador debe introducir su nombre de usuario y su contrasen˜a
para poder acceder al menu´ principal de la PKG (Figura C.7), que es la siguiente
vista de la aplicacio´n.
Figura C.7: Menu´ principal PKG.
En el menu´ principal el usuario puede generar un nuevo par de claves, iniciar
el servidor si las claves ya esta´n creadas o parar el servidor si se encuentra en
funcionamiento. La Figura C.8 muestra el diagrama de navegabilidad de la aplicacio´n
de la PKG.
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Este anexo contiene una medicio´n de tiempos de realizacio´n de ciertas activida-
des importantes, as´ı como algunas de las pruebas de integracio´n realizadas sobre la
aplicacio´n de correo, gmail y el servidor PKG.
D.1. Medicio´n de tiempos
Para la medicio´n de los tiempos para la eficiencia y rendimientos de los requisitos
no funcionales se ha utilizado System.nanoTime() de Java antes y despue´s de lo que
deseamos medir. Los resultados obtenidos se han escrito en un fichero en nanosegun-
dos, y posteriormente se ha hecho la media de los datos, la varianza y la desviacio´n













donde x es la media muestra, N el nu´mero de datos totales, xi cada uno de los
datos tomados y s2 es la varianza de los datos.
D.1.1. Cifrado y env´ıo de correos mediante RSA
Se ha medido conjuntamente el tiempo que tarda la aplicacio´n de correo en cifrar
un correo mediante RSA y en enviar dicho correo. Este tiempo incluye la creacio´n
del archivo adjunto que se env´ıa en el correo, que contiene la clave sime´trica cifrada
mediante RSA y el mensaje original cifrado con dicha clave sime´trica. Adema´s, incluye
el tiempo de env´ıo del correo mediante el servidor de gmail. Los resultados obtenidos
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se muestran en la Figura D.1, donde se puede observar una media muestral de 2,074
segundos a partir de 20 datos y una desviacio´n t´ıpica de 0,13687 segundos.
Figura D.1: Tiempos de env´ıo de correos cifrados mediante RSA.
D.1.2. Cifrado y env´ıo de correos mediante IBE
Se ha medido conjuntamente el tiempo que tarda la aplicacio´n de correo en cifrar
un correo mediante IBE y en enviar dicho correo. Este tiempo incluye la creacio´n
del archivo adjunto que se env´ıa en el correo, que contiene la clave sime´trica cifrada
mediante IBE y el mensaje original cifrado con dicha clave sime´trica. Adema´s, incluye
el tiempo de env´ıo del correo mediante el servidor de gmail. Los resultados obtenidos se
muestran en la Figura D.2, donde podemos observar que la media muestral obtenida a
partir de 20 datos es de 2,52 segundos y una desviacio´n t´ıpica de 0,3611577 segundos.
Figura D.2: Tiempos de env´ıo de correos cifrados mediante IBE.
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D.1.3. Env´ıo de correos sin cifrar
Para el env´ıo de correos sin cifrado de ningu´n tipo se han obtenido los resultados
que muestra la Figura D.3, en la que se puede ver una media muestral de 2,062
segundos y una desviacio´n t´ıpica de 0,15391 segundos, obtenidos a partir de una
muestra de 20 datos. Este tiempo incluye la creacio´n del fichero que se env´ıa como
adjunto en el correo, aunque en este caso se encuentra el mensaje en claro y no hay
ninguna clave sime´trica en e´l.
Figura D.3: Tiempos de env´ıo de correos sin cifrado.
A partir de estas estad´ısticas obtenidas para el cifrado y env´ıo de correos mediante
RSA, IBE o ninguno, se puede concluir que la mayor parte del tiempo se emplea en
el env´ıo en s´ı del correo por el servidor de gmail. Esto se observa en el hecho de que
el tiempo de media de los correos sin cifrar es solamente un poco menor que el de
los otros dos. Adema´s, el cifrado de correos mediante IBE emplea ligeramente ma´s
tiempo que el cifrado mediante RSA.
D.1.4. Acceso a la bandeja de entrada
Se han tomado tiempos de acceso por primera vez a la bandeja de entrada, no se
han considerado los tiempos de acceso a la bandeja de entrada al salir de visualizar
un correo. Por tanto, este tiempo incluye la conexio´n al servidor de gmail por SMTP
y la lectura de los 20 u´ltimos correos recibidos. Los resultados obtenidos se muestran
en la Figura D.4.
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Figura D.4: Tiempos de acceso a la bandeja de entrada.
Se observa que la media obtenida a partir de 20 muestras es de 5,198 segundos y
la desviacio´n t´ıpica de los datos es de 0,46715 segundos.
D.1.5. Generacio´n de claves PKG
Para medir el tiempo que tarda la aplicacio´n de la PKG en generar un nuevo par
de claves y almacenarlas para su posterior uso, se ha utilizado System.nanoTime()
antes y despue´s de la generacio´n. A los resultados obtenidos (en nanosegundos) se le
ha hecho la media, la varianza y la desviacio´n t´ıpica y convertido a milisegundos, de
forma que obtenemos un fichero de tiempos como muestra la Figura D.5.
Figura D.5: Tiempos de generacio´n de claves de la PKG.
As´ı, la media obtenida a partir de 20 muestras es de 2,359 segundos y la desviacio´n
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t´ıpica de los datos es de 0,297376 segundos.
D.1.6. Descifrado de correos mediante RSA
Se ha tomado una muestra de 20 datos para medir aproximadamente cua´nto tiem-
po emplea el descifrado de correos que han utilizado RSA. Este tiempo es el que tarda
en descifrar el mensaje cifrado contenido en el archivo adjunto de un correo, es decir,
incluye el tiempo de descifrar la clave sime´trica con RSA y de descifrar con ella el
mensaje original. Los resultados se muestran en la Figura D.6, donde se puede ver
que la media del descifrado RSA es de 77 milisegundos con una desviacio´n t´ıpica de
11,4281 milisegundos.
Figura D.6: Tiempos de descifrado de correos mediante RSA.
D.1.7. Descifrado de correos mediante IBE
Los resultados de tomar 20 muestras para medir el tiempo que se emplea en el
descifrado de correos cifrados utilizando IBE se muestran en la Figura D.7. Este tiem-
po es el que tarda en descifrar el mensaje cifrado contenido en el archivo adjunto de
un correo, es decir, incluye el tiempo de descifrar la clave sime´trica con IBE y de
descifrar con ella el mensaje original. Se puede observar que la media del descifra-
do IBE es de 645 milisegundos con una desviacio´n t´ıpica de 65,21624 milisegundos,
considerablemente mayor que para RSA.
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Figura D.7: Tiempos de descifrado de correos mediante IBE.
D.2. Pruebas integracio´n
La Figura D.8 muestra el env´ıo correcto de un email con cifrado RSA en la apli-
cacio´n de correo, y la Figura D.9 muestra la carpeta enviados de gmail con dicho
correo.
Figura D.8: Env´ıo correcto de un correo con RSA en la aplicacio´n de correo.
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Figura D.9: Env´ıo correcto de un correo con RSA en gmail.
La Figura D.10 muestra la recepcio´n correcta de un email con cifrado RSA en la
aplicacio´n de correo, y la Figura D.11 muestra la bandeja de entrada de gmail con
dicho correo.
Figura D.10: Recepcio´n correcta de un correo con RSA en la aplicacio´n de correo.





La Figura E.1 muestra el diagrama de Gantt, que expone el tiempo de dedicacio´n
previsto para las distintas tareas a lo largo del desarrollo del trabajo de fin de grado.
La Figura E.2 muestra la barra temporal con las actividades principales del diagrama
de Gantt.
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Figura E.1: Diagrama de Gantt.
Figura E.2: Escala de tiempos.
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