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1. Bevezető
1.1. A kutatás megválaszolandó kérdései
A diplomamunka témája a típusok, típusok kezelése és a típusellenőrzés bemutatása
különböző programozási nyelveken, és ezek szemléltetése példakódokkal.
Elemzett nyelvek: Ada, C++, Java, Perl, Python, Tcl1
A diplomamunkámban a következő kérdésekre keresem a választ:
1. Melyek azok a típusokkal kapcsolatos fogalmak, nyelvi lehetőségek,
melyek minden vagy majdnem minden programozási nyelvben meg-
jelennek?
2. Melyek azok a típusokkal kapcsolatos fogalmak, nyelvi lehetőségek,
melyek eltérnek vagy egyediek egy-egy programozási nyelvben?
3. Hogyan történik a típushelyesség ellenőrzése különböző programo-
zási nyelvekben?
A téma kifejtése közben az alábbi fő fogalmak kerülnek kihangsúlyozásra, ezek köré
épül fel a diplomamunka tartalma:
• Absztrakt adattípus
• Konkrét adattípus
• Elemi és összetett típusok
• Típuskonstrukciók
• Polimorfizmus
• A dinamikus és a statikus típusellenőrzés
1.2. Diplomamunka teljesítésének mértéke
A diplomamunka témabejelentő lapján kitűzött feladat teljes mértékben teljesítésre
került.
A típusok kezelése több példának megadott nyelven is bemutatásra kerül. Típus-
ellenőrzés témája is ki van fejtve. Még több érdekes nyelv bemutatható ugyan, de
ezzel a diplomamunka tartalma jelentősen nőne, meghaladva a maximum megenge-
dett oldalszámot.
1Tcl a Tool Command Language rövidítése, mely annyit tesz magyarul, hogy eszköz parancs nyelv.
Annak ellenére, hogy három betűs rövidítés nem szokás nagybetűvel írni a második és harmadik
karakterét.
Ezt a nevet azért kapta, mert eredetileg integrált áramköri eszközök parancssori vezérlésére talál-
ták ki. Azonban az idők folyamán eléggé elterjedt a nyelv. John Ousterhout a nyelv kitalálója és
egyik készítője ACM Software System díjat kapott érte 1997-ben.
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Válasz a téma fenn megadott kérdéseire és a témabejelentőn lapon szereplő feladat
megoldásának eredménye az Összegzés fejezetben található (198. oldal).
Több külön diplomamunkákban rengeteg továbbkutatási lehetőség rejlik, ezek meg-
találhatóak a Továbbkutatási lehetőségek fejezetben (205. oldal). Ezek közül ki-
emelném a funkcionális, procedurális, objektum orientált és logikai nyelvek össze-
hasonlítását, mely a legterjedelmesebb mind közül, tapasztalatom szerint mind a 4
paradigmából maximum 1-1 nyelv választható ki, hogy a tartalom beleférjen a dip-
lomamunka maximum oldalszám keretébe.
Példának felhozva, ha behoztam volna egyetlen funkcionális nyelvet ebbe a diplo-
mamunkába, akkor csak azzal becslésem szerint 40-60 extra oldallal bővült volna az
így is elég terjedelmes tartalom.
1.3. Diplomamunka struktúrája
A fejezet elején ismertetett fogalmakat fejtem ki. Az egyes fejezetek az adott fo-
galmat elemzik. A fejezetek sorrendje úgy épül fel, hogy azon fogalmak fejezetei,
melyek felhasználják az információkat egy másik fogalom fejezetéből, azok ezen fe-
jezetek után helyezkednek el.
Például az absztrakt adattípus felhasználja a polimorfizmusban lévő információkat,
mely felhasználja a típuskonstrukciókat és az összetett típusokat, melyek felhasznál-
ják az elemi típusokat.
Ebből a következő fejezeteket kapom ebben a sorrendben:
• Elemi típusok
• Típuskonstrukciók és összetett típusok
A típuskonstrukciók és az összetett típusok egy fejezetbe kerültek, hiszen szét-
választhatatlanok:
Ha bemutatunk egy típuskonstrukciót, akkor már új típust kapunk, amely
összetett típus.
• Polimorfizmus
• Absztrakt adattípus
• Konkrét adattípus
• Dinamikus és statikus típusellenőrzés
A dinamikus és statikus típus tulajdonság és típusellenőrzés ezen tulajdonság
mentén egy fejezetbe került, hiszen ez egyetlen egy tulajdonság, egy nyelv
vagy dinamikus, vagy statikus. Ha nem így tettem volna, akkor a statikus és
dinamikus tulajdonság csak az összegzés fejezetben lehetne összehasonlítható,
továbbá a statikus és dinamikus típus fejezetek csonkák lennének, hisz nem
lenne felsorolható bennük minden tárgyalt nyelv.
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Minden ilyen fejezetben először egy általános leírás található, így a minden nyelvben
közös fogalmak és ismeretek a fejezet elején megtalálhatóak, majd a fejezet elején is-
mertetett nyelvek szerepelnek alfejezetként ábécé sorrendben. Az ábécé sorrendet itt
a konzisztencia megőrzése érdekében választottam, így az adott fejezetben mindig
ugyanazon sorrendben szerepelnek a nyelvek, így könnyű bennük keresni az olva-
sónak, amennyiben csak egy adott nyelvre lenne kíváncsi. Ezen alfejezetekben az
adott nyelvet elemzem a fejezet témáját vizsgálva. Majd a fejezetek végén egy nyel-
vek összehasonlítása alfejezet található, amely a fejezet témájának szemszögéből az
előző alfejezetek tartalma alapján végez egy összehasonlítást a nyelvekre. Ezen össze-
hasonlítás segíti a diplomamunka céljának elérését, azonban a nyelvfüggő leírások
nélkül az összehasonlító fejezet a példákkal eggyütt túl naggyá és átláthatatlanná
válhatna.
Ezen kívül következő fejezetek találhatóak még meg:
• Bevezető
• Összegzés
• Továbbkutatási lehetőségek
• Irodalomjegyzék
1.4. Használt színek
A diplomamunkában használt kifejezések különböző szintaktikus elemeit külön szí-
nekkel emelem ki:
• beépétett típusokat zöld színnel
• kulcsszavakat narancssárga színnel
• konstansokat piros színnel
• felhasználó által létrehozott neveket
(beleírtve a felhasználói típusokat) lila színnel
Ezen színek jól megkülönböztethetőek mind elektronikus (pdf) formátumban, mind
nyomtatásban, segítenek a kifejezések megértésében, mindemellett színesebbé és át-
láthatóbbá teszik a diplomamunkát.
1.5. Nyelvek választásának oka
Azért pont ezek a nyelvek szerepelnek a diplomamunkában, mert szerettem volna egy
nagyon erősen típusos nyelvet bele, így bekerült az Ada nyelv. Szerettem volna egy
gyengén típusos nyelvet is, így bekerült a C++. Jó lett volna bemutatni egy nyelvet
a kettő között, így jött a Java, mely egyben egy olyan nyelvet is bemutat mely nem
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szkript nyelv, de mégis erőteljesen objektum orientált2 nyelv. Szerettem volna, hogy
szkriptnyelvek is bekerüljenek, így jött a Perl, melyben remekül látszik milyen az,
amikor megpróbálják utólag behozni az objektum orientáltságot, de csak félig sikerül
ezt megtenni. Python pedig teljes mértékben objektum orientált, még jobban, mint a
Java nyelv, hisz az elemi típusok is osztály példányok, ezért érdemes volt szemügyre
venni, ráadásul nagyon jól képviseli a dinamikusan típusos dinamikus nyelveket is.
A Tcl nyelv pedig az a nyelv, ahol egyetlen típus jelenik meg, a karakterlánc, még
a kódblokk is karakterlánc típusú, és értékként szerepel. Belül ugyan használ belső
típusokat hatékonyság növelése miatt. De ettől eltekintve képviselheti a típus nélküli
nyelveket.
1.6. Általános nyelvfüggetlen bevezető
A programozási nyelvek idővel fejlődnek, egyre több funkcionalitást behozva a nyelv-
be. Ebben a diplomamunkában leírtak a nyelvek legújabb verziója esetén állnak fenn,
kivéve a Python nyelvet, ahol a leírtak teljesülnek mind a Python 2, mind a Python
3 legújabb verziójára, a kódrészletek futtathatóak mind a két (nem teljesen kompa-
tibilis) verzión.
Jelenlegi aktuális verziók:
Ada 2012, C++17, Java 10, Perl 5.26.1, Python 3.6.5, Python 2.7.14, Tcl 8.6.8.
Az egyes nyelvek típuskezelés szerint besorolhatóak erősen típusos, gyengén típusos
és típus nélküli programozási nyelvek közé. Az érősen típusos nyelvek szigorúbban
kezelik a típusellenőrzést, extrém esetben két szinte ekvivalens típus esetén sem
végzik el automatikusan az értékek átalakítását az egyik típusról a másikra, amíg
a gyengén típusos nyelvek extrém esete, hogy minden típus átalakul bármilyen más
típussá automatikusan.
Az előbbi esetben a programozónak több dolga van, azonban a kapott program
biztonságosabb, az utóbbi esetben a nyelv elvégzi a programozó helyett az átalakí-
tásokat, azonban ez a biztonság rovására megy.
A típus nélküli nyelvekben valójában egyetlen típus van, ami mindenre használható.
Ilyen a Tcl nyelv esetén a karakterlánc típus3, illetve extrém eset a lambda-kalkulus,
ahol ez a típus a függvény.
2Objektum Orientált Programozás (OOP) - A program középpontjában az adott programegységek
(osztályok és objektumok) kapcsolata áll. Szakirodalomban gyakran OOP helyett csak OO azaz
objektum orientált rövidítés szerepel.
3A nyelv belül használ típusokat a jobb teljesítmény elérése érdekében, de ebből a felhasználó csak
annyit lát, hogy gyorsabban fut nagy méretű adatok esetén a kód, ha jól használja a nyelvet.
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2. Elemi típusok
2.1. Nyelvfüggetlen leírás
Elemi típus fogalma és megadása
Az elemi típus definiálásához elengedhetetlen ismerni mi az a beépített típus.
Mint neve is sugallja beépített típus alatt az adott programozási nyelv által be-
építetten nyújtott minden típust értünk.
Azaz azon típusokat, melyeket a felhasználó igénybe vehet anélkül, hogy el kéne
készítenie őket.
Például C++ nyelvben: int, char, unsigned int, int*, std::string, std::map, ...
Az elemi típus fogalma egyszerűnek tűnik:
Azon típus, melyet nem más típus(ok)ból állítunk össze.
Azon típusokat pedig, melyeket más típus(ok)ból állítunk össze összetett tí-
pusoknak nevezünk.
A többes szám nem véletlenül van zárójelek között, ugyanis ez nem pontos definíció.
Ha megnézzük a nyelvek reference manual leírásait illetve szabványait, akkor arra
jövünk rá, hogy a legtöbb nyelv egyedi definíciót használ arra, hogy mi is az elemi
típus. Egyik kérdés például, hogy ha egy típust a másikból készítünk, azaz létreho-
zásakor egyetlen típust használunk fel, akkor a kapott típus összetett-e vagy sem.
Mondhatnánk, hogy összetett, hiszen más típusból készül, de mondhatnánk azt is,
hogy elemi, hiszen nem áll több típusból.
Különböző nyelvek különbözőképpen adják meg, hogy mit tekintenek elemi típusnak,
és mit tekintenek összetett típusnak.
Ezen három megadási móddal találkozhatunk a leggyakrabban:
A. Adnak egy definíciót az elemi típusra.
B. Felsorolják az elemi típusokat, majd az összetett típusokat.
C. Azt mondják, hogy minden nyelv magjába beépített típus elemi.
Ezt főként szkript nyelvek teszik.
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Nézzünk pár példát olyan lehetséges elemi típus definícióra, mely megállja a
helyét:
A. Nyelv magja által nyújtott minden beépített típus.
A nyelv magja által nyújtott beépített típus alatt azokat a típusokat értjük,
melyek használatához nem szükséges csomagok importálása.
Ezt a definíciót főleg szkriptnyelvek használják.
Például C++ nyelvben ezeket kapnánk: int, char, unsigned int, int*, ...
Azonban ezen típusok, már összetett típusok ezen definíció szerint: std::string,
std::map
B. Nyelv által nyújtott beépített típusok közül azon típusok, melyek
nem használnak fel más típust elkészítésük során.
Ezen definíció által adott elemi típusok általában részhalmazai az előző defi-
níció által adott elemi típusoknak.
Például C++ nyelvben fentiek közül: int, char, unsigned int
Azonban az int* már nem, mert int típusból készül.
C++ szabvány csak felsorolja ugyan az elemi és összetett típusokat, de az
általa megadott elemi és összetett típusok megfelelnek ezen definíciónak.
C. Azon típusok, melyek nem használnak fel más típust elkészítésük
során, vagy csak olyan típust használnak fel, melyet a felhasználó
nem ér el teljesen.
Itt az előző definíció megszorításából kivettük azt, hogy elemi típus beépített
kell legyen. Ez azért hasznos, mert most már tudunk arról beszélni, hogy fel-
használó létrehozhat-e elemi típust, erről lesz is majd szó.
Ezen kívül azokat is elemi típusnak tekintjük, amik ugyan más típusból készül-
nek, de ezen más típus nem érhető el a felhasználó számára. Ez azért fontos,
mert vannak nyelvek, melyek bevezetnek belső típusokat, melyek segítségével
létrehozzák azon típusokat, melyeket a felhasználó is tud használni. Ha nem
lenne ez a megszorítás, akkor az Ada nyelvben például a felhasználó a Boolean
típuson kívül nem tudna beépített elemi típusú változót létrehozni, például az
Integer típus a root_integer típusból készül, de a root_integer típus nem
érhető el, csak a nyelv tudja belül használni.
A definícióban szerepel a ’teljesen’ szó. Ez azt a szerepet szolgálja, hogy példá-
ul az Ada nyelvben a universal_integer4 típust nem tudja változó és függvény
paraméter típusaként megadni a programozó, de tudja használni, hiszen min-
den egész szám literál ilyen típusú, továbbá vannak beépített függvények és
attribútumok, melyek ilyen típust várnak vagy ilyen típussal térnek vissza.
4A root_integer típus altípusa a universal_integer típusnak.
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C++ nyelvnek ez a definíció is megfelel, mivel a nyelvnek nincs belső
típusa, melyet csak belül használna, és a felhasználó nem tud elemi típust
készíteni.
D. Azon típusok, melyek értéke logikailag nem felosztható.
Ezt a definíciót az Ada nyelv használja.
Ezen definíció merőben eltér az eddigiektől, hiszen itt nem a típust magát
vizsgáljuk, hanem az értékeket, így a kapott felosztási is más, ráadásul meg-
mondja, hogy több, mint egy értékre lehessen felosztani, azaz megjelenik a
többes szám.
Azt a különbséget, hogy az érték alapján dönt a definíció, nem pedig a felhasz-
nált típusok alapján a legjobban a tömbön lehet bemutatni. A tömb két típust
használ fel létrehozása során, az egyik az index típusa, a másik a tartalmazott
elemek típusa, azonban ez a definíció nem ezért sorolja az összetett típusok
közé, hanem azért, mert több értéket is tartalmaz. Ezen értékek a tömb elemei.
Érdekesség az is, hogy ezen definícióval a felhasználó által létrehozott minden
felsorolási típus elemi típusnak számít, pedig nem beépített típusok. Ez csak
ennél a definíciónál jön elő, az előző három definícióban a felsorolási típus,
melyek meglévő értékeket sorolnak fel, azok összetett típusok, hisz a felsorolt
értékek típusából készülnek azon típus megszorításával.5
Erről a definícióról bővebben az Elemi típusok fejezet Ada nyelvleírásában lesz
szó (9. oldal).
Ebben a diplomamunkában a C. definíciót fogom használni az alábbi okokból:
1. Meg tudjam különböztetni a definíció által meghatározott típusokat közül a
beépített típusokat a többi beépített típustól. Azaz a beépített típus és az
elemi típus fogalma ne legyen ugyanaz.
2. Könnyen és egyértelműen meghatározható legyen, hogy egy típus elemi vagy
összetett-e az adott nyelvben, csak a típust vizsgálva, nem pedig az értékét.
3. A nyelv által belül használt, kívülről nem, vagy csak részlegesen használható
típusok ne számítsanak az elemi típus meghatározásánál.
4. Minél több nyelvnek megfeleljen. Azaz ugyanazt az eredményt adja a legtöbb
nyelv esetén melyet a nyelv is meghatároz.
Ada kivételével a többi diplomamunkában szereplő nyelvekre (C++, Java, Perl,
Python6, Tcl) ez meg is történik, és az itt nem szereplő nyelvek többségére
szintén teljesül. Ada esetén pedig vannak egyezések.
5. Lehessen tárgyalni arról, hogy a felhasználó létre tud-e hozni elemi típust, azaz
ne szorítsa le a definíció az elemi típusokat a beépített típusok részhalmazára.
5[11] C++ Szabvány 3.9.2 alfejezete a felsorolási típust összetett típusként definiálja.
6Bár a [7] és [8] Python reference manual könyvek nem határozzák meg az elemi és összetett
típusokat azok mégis egyértelműen meghatározhatóak, erről a Python nyelvnél lesz szó (24. oldal)
7
Mutató típus
Érdekes típus a mutató, mely bizonyos nyelvekben beépített elemi típus, más nyel-
vekben pedig összetett típus.
Amennyiben más típusból kell felépíteni, akkor összetett típus, amennyiben nincs
megszorítva, hogy milyen típusra mutathat, akkor pedig elemi típus.
Nyelvek melyekben elemi típus: Perl, Tcl7
Nyelvek melyekben összetett típus: C++8, Ada9,
Nyelvek melyekben nincs mutató típus: Java10, Python11
Tömb típus
Érdekes típus a tömb is, mely szintén néhány nyelvben beépített elemi típus, de a
legtöbb nyelvben összetett típus.
Amennyiben tömb létrehozásakor nem kell megadni a tömb elemeinek típusát és
a tömb hosszát, azaz a tömb tetszőleges, kevert típusokra tud mutatni és mérete
dinamikusan változik, akkor elemi típus (és beépített típus is egyben). Itt nincs
tömbkészítés típuskonstrukció, hisz a tömb egy már kész típus, ami több eltérő
típusú elemet is tud tartalmazni.
Ilyen nyelv például a Javascript, Perl, Python12, Ruby13 és Tcl.
Azonban, ha tömb létrehozásakor meg kell adni az elemeinek típusát vagy a tömb
méretét, akkor az már az adott típust felhasználó tömbkészítés típuskonstrukciója,
azaz felhasználói (többnyire névtelen) összetett típus. Itt a tömb típus nem beépített
típus, de a nyelv nyújt tömbkészítés típuskonstrukciót.
Ilyen nyelv például az Ada14, C#, C++15, Java.
Felhasználó által készített elemi típus
Elméletben el lehet képzelni olyan esetet, ahol a felhasználó tud elemi típust is
alkotni a semmiből, megadva, hogy milyen értékeket vehet fel, és milyen műveletek
tartoznak hozzá, de a gyakorlatban ez ritkán jelenik meg, és általában csak összetett
7Tcl esetén a mutató is karakterlánc típusú, erről majd a Tcl alfejezetben lesz szó.
8[11] C++ Szabvány 3.9.2 alfejezete is összetett típusként kezeli a mutatót.
9[3] Ada Reference Manual 3.2 alfejezete a mutatót elemi típus kategóriába sorolja, mivel értéke
logikailag nem felosztható, azonban diplomamunka definíciója összetett típusok közé sorolja.
10Java nyelvben nincs mutató típus, de minden objektum változó referencia.
11Mint Java esetén Python nyelvben is minden objektum változó referencia.
12Python nyelvben a tömbnek a lista, illetve asszociatív tömbnek a szótár használható.
13Ruby nyelvben a tömb létrehozásakor megadható ugyan a tömb mérete, de opcionális, és dina-
mikusan változik.
14Az [3] Ada Reference Manual 3.2 alfejezete is összetett típus kategóriába sorolja a tömböt, mivel
értéke felosztható több értékre (a tömb elemeire).
15A C++ elemi és összetett típusokra felosztása megfelel a diplomamunka által használt elemi
típus definíciójának, így a [11] C++ Szabvány is összetett típusokhoz sorolja a tömböt a 3.9.2
alfejezeteben.
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típusok konstruálása lehetséges, hiszen extrém esetben is bájt típusból hozunk létre
saját típust, így összetett típust kapunk.
A felsorolási típus egy jó példa, itt a felsorolásban csak meglévő típusú értékeket
tudunk általában létrehozni, azaz a felsorolt értékek típusából készítünk egy meg-
szorított típust, mely csak bizonyos értékeket vehet fel, esetlegesen egy új nevet adva
a már létező értéknek.
Azonban ha a felsorolási típusban csak még nem létező típusú értéket használunk
fel, akkor bizony elemi típust hozunk létre.
Az Ada nyelvben például ezt meg lehet tenni, azaz ott lehet olyan felsorolási típust
készíteni, mely a diplomamunka által használt definíció szerint is elemi típus:
11 type PrimaryColor is (Red , Green , Blue);
2.1.1 typecreation.adb Felhasználói elemi típus készítése Ada felsorolási típusként
Ebben a példában három eddig nem létező elemet soroltunk fel: Red, Green, Blue.
Mivel ezen elemek eddig nem léteztek, ezért a típusuk sem létezett, azt most hoztuk
létre PrimaryColor néven.
Alfejezetek struktúrája
Az egyes alfejezetekben a nyelv elemi típusait nézzük, és azt, hogy mit tekint a nyelv
elemi típusnak.
Kitérek továbbá a logikai típus kezelésére. Logikai feltételekben az egyes nyelvek
általában logikai típustól eltérő típusú kifejezést is elfogadnak, ennek feltétellé kiér-
tékelése pedig különböző nyelveknél eltér.
Kitérek még a típusok közötti konverziókra, főleg elemi típusokra helyezve a hang-
súlyt. Ez érdekes téma típusok kezelésénél, minden nyelv máshogy kezeli a típusaik
közötti konverziókat.
2.2. Ada
Az Ada nyelv saját definíciót használ elemi típusokra, mely a következő 16:
Elemi típusok azon típusok, melyek értéke logikailag nem felosztható.
Összetett típusok azon típusok, melyek értékei komponens értékekből kerülnek
összeállításra.
16[3] Ada Reference Manual 3.2 alfejezete szerinti definíció idézve:
"Elementary types are those whose values are logically indivisible; composite types are those
whose values are composed of component values."
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Itt fontos, hogy a definíció nem azt nézi, hogy hány típust használunk fel az új típus
elkészítéséhez, hanem azt nézi, hogy a kapott típus értékei feloszthatóak-e.
Jó példa erre a tömb, melyet az Ada az összetett típus kategóriába sorol, hiszen
értéke felosztható több értékre. Érdekesség, hogy az egy elemű tömb értékét nem
lehet több elemre osztani, mégis összetett típus kategóriába tartozik.
Ezzel a definícióval a felhasználó által készített minden felsorolási, egész, stb. típusok
is elemi típusok.
Viszont ezen diplomamunka nem ezt a definíciót használja, ami Ada esetén azt
eredményezi, hogy az Ada által elemi típus kategóriába sorolt típusok egy része az
összetett típusoknál is lesz tárgyalva.
Nézzük, hogy az Ada nyelv mit tekint elemi típusnak.
Az Ada nyelvben a típusok különböző kategóriákba és azon belüli alkategóriákba
tartoznak. Van elemi és összetett típus kategória is.
Íme az elemi típus kategória:
• elemi típus
- skalár
◦ diszkrét
· felsorolási
⋆ karakter
Character, Wide_Character
⋆ logikai
Boolean
A Boolean típus felsorolási típus, mely két értékkel rendelke-
zik: False és True17.
· egész
⋆ előjeles egész
Integer, Natural, Positive
⋆ moduló típus18
Nincs beépített moduló típus, azt a felhasználónak kell létre-
hoznia:
type MyByte is mod 256
17[3] Ada Reference Manual 3.5.3 alfejezete definiálja a rendezést: False < True.
18A "moduló típus" kifejezést betű szerint az [2] Az Ada95 programozási nyelv 37. oldala használja,
az eredeti angol neve a típusnak az [3] Ada Reference Manual 3.2 alfejezete szerint "modular
integer".
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◦ valós
· lebegőpontos
Float
· fixpontos
Nincs beépített fixpontos típus, azt a felhasználónak kell létre-
hoznia:
⋆ tetszőleges fixpontos19
type OrdinaryFixpoint is delta 0.01 range 0.00 .. 1.00;
Valójában kettő hatvány pontosággú lesz, azaz 0.01 helyett
1/128 lesz a pontosság.
⋆ decimális fixpontos
type DecimalFixpoint is delta 0.01 digits 15;
- mutató
Bővebb információ a mutatókról a Típuskonstrukciók és összetett típusok
fejezetben található a 53. oldalon.
◦ objektumra mutató
type IntegerPtr is access Integer;
type IntegerPtr is access all Integer;
type IntegerPtr is access constant Integer;
◦ alprogramra mutató
type ProcedurePtr is access procedure( X: in Integer);
Ada nyelvben fentieken kívül léteznek úgynevezett univerzális típusok, azonban a
felhasználó ezen típusokat nem tudja teljesen használni. Vannak Ada nyelv által
nyújtott függvények, melyek ilyen típussal térnek vissza, vagy ilyen típusú para-
méterekkel rendelkeznek, de felhasználó nem tud ilyen függvényt írni, illetve ilyen
típusú változót sem tud létrehozni.
A következő univerzális típusok léteznek az Ada nyelvben:
universal_integer, universal_real, universal_fixed és universal_access20
A Típuskonstrukciók és összetett típusok fejezetben lesz szó arról, hogy egy másik
típusból megszorítással létrehozott típusnak adhatunk olyan tulajdonságot, hogy
nem adható neki értékül forrás típusú változó. Például ha így készítünk MyInteger
típust az Integer típusból, akkor Integer típusú változók nem adhatóak értékül az
ilyen típusú változónak, azonban egész literálok (például 12) igen. Ez azért működik,
mert az egész literálok universal_integer típusúak, ez pedig egy olyan speciális
19A "tetszőleges fixpontos" kifejezést az [2] Az Ada95 programozási nyelv 37. oldala használja, az
eredeti angol neve a típusnak az [3] Ada Reference Manual 3.2 alfejezete szerint "ordinary fixed
point".
20universal_access - univerzális mutató típus.
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típus, amelynek az értéke minden egész típusnak és belőlük készített új típusoknak
is értékül adható.
A többi univerzális típus is ugyanígy működik, csak egész számok helyett valós, fix
pontos és mutató típusra.
A karakter literálokra (például ’c’) nincs ugyan ilyen univerzális típus, azonban a
karakter literálok a character típus kategóriába tartoznak, így szintén értékül ad-
hatóak saját, felhasználó által készített karakter felsorolásoknak. Karakterek esetén
nincs szükség univerzális karakter típusra.
Az Ada esetén ha az elemi típus B. definícióját használnánk, akkor szinte
az összes olyan típus, melyet Ada elemi típusnak tekint azt mi összetett típusnak
tekintenénk, és elemi típus a character típus kategória, root_integer21, root_real,
Boolean és bizonyos felsorolási típusok lennének. Nézzük végig, hogy miért:
A Character típus felsorolási típus, mely 256 karakter literált sorol fel, karakter
literálok típusa a character típus kategória, azaz a Character típus összetett típus
lenne.
Az Integer típus a root_integer típus megszorítása, a Natural és Positive típusok
pedig az Integer típus megszorításai.
A lebegőpontos és fixpontos típus kategóriák a root_real típus altípusai.
A mutató típus kategória szintén összetett típus, hisz abból a típusból készül, ami-
lyen típusra mutat a mutató.
Azon felsorolási típusokat, melyek nem használnak fel meglévő értékeket elemi tí-
pusnak tekintenénk, mint az Ada is teszi, azonban ha felhasznál egyetlen meglévő
értéket is, akkor már összetett típusnak tekintené a definíció.
Azonban mivel a C. definíciót használjuk a fenti típusok az alábbiak szerint
sorolhatóak elemi és összetett típusok közé:
Elemi típusnak tekintett típusok:
Boolean, Character, Wide_Character, Integer, Float és azon felsorolási típusok,
melyek nem tartalmaznak már létező értéket.
Összetett típusnak tekintett típusok:
Natural, Positive, mutató típusok, és azon felsorolási típusok, melyek tartalmaznak
legalább egy már létező értéket.
A felsorolási típusról még bővebben a Típuskonstrukciók és összetett típusok feje-
zetben lesz szó, amikor a felsorolási típus képzését mint típuskonstrukciót nézzük.
(52. oldal.).
21A root_integer típus értékhalmaza a System.Min_Int értéktől a System.Max_Int értékig
terjed.
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Az egyes típusok attribútumokkal rendelkeznek, melyek lekérdezhetőek az aposzt-
róf karakter segítségével, például Integer’Range, mely visszatér az Integer típus
értékhalmazának intervallumával.
Az attribútumok paraméterekkel is rendelkezhetnek, ekkor függvényhíváshoz hason-
lóan viselkednek.
Az egyes típusokra különböző operátorok is definiálva lehetnek, mint például a >,
< relációk.
Néhány ilyen attribútum és operátor az egyes típus kategóriákból jön, így közös több
olyan típusban, mely az adott kategóriába tartozik.
Ilyen például a skalároknál a rendezettségi tulajdonság. Minden skalár kategóriába
tartozó típusra használhatóak a relációs operátorok: <, <=, >, >=, =, /=, in,
not in
Másik példa a skalárok alá tartozó diszkrét típus kategória, mely nem csak rendezett,
de pozíciószámmal is rendelkezik. Minden ebbe a kategóriába tartozó típus átalakít-
ható egész számokká a S’Pos(Value) attribútum segítségével, és egész számokból
adott típusú érték konstruálható a S’Val(Position) attribútum segítségével.22
Logikai értékek kezelése
Az Ada nyelvben az if kifejezésekben csak és kizárólag Boolean típusú kifejezés
szerepelhet, azonban bármikor tudunk írni egy olyan függvényt, amely más típusú
értéket kap, majd visszatér egy Boolean típusú értékkel, azonban ezt szinte minden
nyelvben meg tudjuk tenni.
Ada nyelv készítésekor az extra biztonság érdekében úgy döntöttek, hogy az Ada
nyelv nem nyújt speciális logikai kiértékelést Boolean típustól eltérő típusú érté-
keknek.
Konvertálás típusok között
Konvertálás Ada nyelvben az attribútumok és egyéb konverziós függvények segítsé-
gével történik. Egy példa a karakterlánc egésszé konvertálására:
I : Integer := Integer’Value("613");
Illetve egész értékről karakterlánccá konvertálásra:
S : String := Integer’Image(613);
Egy másik példa a fenn látható (13. oldal) Val és Pos attribútumok melyek diszkrét
típusok és egész számok között végeznek el konverziókat.
A típus maga is használható konverziós függvényként, például ha DistanceInKm
egy Integer típusból létrehozott új típus, akkor a következő utasítás az Integer
22Val attribútum universal_integer típust vár a Pos attribútum, pedig universal_integer típussal
tér vissza.
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típusú I változót DistanceInKm típusú értékké konvertálja:
DistanceInKm(I)
2.3. C++
A C++ beépített típusok több szóból is állhatnak, bár az egyes szavakat típus
tulajdonság módosításának is tekinthetnénk, valójában azonban a típus nevének
részei. Például unsigned long long int.
Érdekesség még, hogy ugyanazon típust több néven is hívhatunk, típus szavai kever-
hetőek, bizonyos részei elhagyhatóak. Például signed short int és a short ugyanazon
típust jelöli.
Arra kell még vigyázni, hogy ugyanazon típus különböző platformokon különböző
méretű lehet. Ez azért van, mert a C++ megalkotásától a mai napig fontos, hogy
a C++ nyelvről fordított bináris a lehető leggyorsabban fusson, minél jobban ki-
használja az architektúra tulajdonságait, például mivel az int típus gyakran van
használva, ezért a gép által legoptimálisabb bitméretet válasszák, ami 32 bites ar-
chitektúrán 32 bit. Másik példa a long, mely szabvány szerint legalább 32 biten
tárolandó, de van, ahol 64 bites.
Ennek az is a következménye, hogy vannak olyan platformok, ahol az int tárolása
ugyanannyi biten tárolódik, mint a short, és van, ahol ugyanannyin, mint a long.
Bizonyos helyzetekben azonban adott bites számokat szeretnénk használni. Ezt
nem minden fordító kezeli beépített típusként, bizonyos fordítóknál a programo-
zónak kell alias típust létrehozni a typedef kulcsszó használatával a megfelelő mé-
retű beépített típusra. Ezen típusok konvenció szerint int8_t, int16_t, int32_t,
int64_t, uint8_t, uint16_t, uint32_t, uint64_t névre hallgatnak. Ezen kulcs-
szavak C++11-től kezdődően már a szabványban is megjelennek mint opcionális
beépített típusok.
Beépített típusokra példa:
void, bool, signed char, unsigned char, char, int, unsigned int, int*, std::string,
std::map, ...
Típus csoportok
• Objektum típusok: minden típus, ami nem függvény típus.
• Karakter típusok: char, signed char, unsigned char
Megjegyzés: char típus különbözik a signed char és unsigned char típusok-
tól, egy külön típus, azonban az értéktartománya ezen két típus valamelyikével
megegyezik.
Ez csak erre az egy típusra teljesül, minden más T típusra, ha létezik signed T
és T, akkor ezen két típus ugyanazon típust jelöl.
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• Egész típusok: char, felsorolási (enum) típusok, int, short, unsigned int,
...
• Valós típusok: float, double, ...
• Aritmetikai típusok: bool, egész és valós típusok, complex típus
• Skalár típusok: aritmetikai típusok és mutató típusok
• Aggregált típusok: tömb, struktúra és osztály típusok.
Logikai értékek kezelése
C++ nyelvben külön típust hoztak létre logikai értékek tárolására. Ez a bool típus.
C++ elődjében a C nyelvben nem létezett ilyen típus egészen a C99 szabványig,
és mivel C++ visszafele kompatibilis a C nyelvvel, ezért a régi logikai működés is
megmaradt, azonban a specifikáció extra típust hozott létre, bár a működése, amíg
ez a típus nincs használva, addig visszafele kompatibilis, azonban ezen típus ha
explicit meg van adva, akkor új viselkedést hoz be, amely nem mond ellent a régi C
viselkedésével, hisz ott nem is lehetett bool típust létrehozni.
C99 szabványtól kezdve a C nyelv is ugyanúgy definiálja a bool típust, mint a C++,
azonban csak akkor használható, ha az stdbool.h include-olva van.
A C nyelvben bármilyen aritmetikai típus (int, float, ...), felsorolási típus (enum)
és bármilyen mutató típus esetén 0 értékre logikai hamis, minden másra logikai igaz
értéket határoz meg.
A C++ nyelvben ez szintén igaz, de logikai kifejezések típusa bool lesz, ami true és
false értékeket vehet fel. true értéke egészre alakítva 1-et, míg false értéke egészre
alakítva 0-t ad vissza.
Amennyiben egy nem bool típusú érték szerepel egy feltételben, akkor az bool
típussá alakítódik, ami azt jelenti, hogy pl. 42 int értékből true érték lesz, ami
viszont már 1 értéknek felel meg.
Ezt jól szemlélteti az alábbi kifejezés, mely true értékre értékelődik ki:
bool(42) == 1
Ebből látszik, hogy a bool típus nem a define és nem is a typedef kulcsszavakkal
van létrehozva, hanem egy külön beépített típus.
Felhasználó által definiált osztályokban a felhasználó megadhatja, hogy amennyiben
az adott osztály egy példánya logikai feltételben szerepel, akkor hogyan alakuljon át
logikai típusra. Ha ezt nem teszi meg, akkor hibaüzenettel leáll a fordítás.
Erről bővebben a C++ felhassználói típusoknál lesz szó a 70. oldalon.
Konvertálás típusok között
A C és C++ nyelvekben a típuskonverziót cast-olásnak nevezzük.
A C nyelvben a típusok közötti konverzióra az úgynevezett C cast-olás volt csak
használható, ez visszafele kompatibilitás miatt megmaradt a C++ nyelvben is:
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14 // karakter egésszé konvertálása.
15 (int)’a’;
16
17 // Veszélyes cast -olás,
18 // ami a konstansságot veszi el a típusból.
19 (char*)"konstans karakterlánc";
2.3.1 SimpleConversions.cpp Példák C cast-olásokra
A C cast-olással szinte bármely két elemi típus közötti típuskonverziót, továbbá az
összetett és elemi típusokkal kapcsolatos összes lehetséges típuskonverziót egyetlen
egy cast-olással el tudjuk végezni. Pont ezért veszélyes, hiszen például véletlenül
elvehetjük a konstans tulajdonságát a típusnak anélkül, hogy ezt valóban szerettük
volna.
A C++ nyelvben az ilyen problémák elkerülése végett bevezettek specifikus cast-
olásokat, melyek bizonyos kombinációjával ugyanazt elérhetjük, mint a C cast-
olással.
Egyszerű konverzió az érték virtuális típus táblajának figyelembe vétele nélkül:
21 static_cast <MyType2 >( myVariable);
2.3.2 SimpleConversions.cpp Statikus cast-olás
A static_cast nem minden típus között működik.
Konverzió az érték virtuális típus táblajának figyelembe vételével:
22 dynamic_cast <MyType2&>( myVariable);
2.3.3 SimpleConversions.cpp Dinamikus cast-olás
Ahol a static_cast nem működik, ott a reinterpret_cast cast-olás használható,
azonban ezzel vigyázni kell. Nagyon ritkán használják, fejlesztési hiányosságra utal.
Lényegében arról van szó, hogy egy az egyben az adott értékhez tartozó memória-
területtel tér vissza, de más típusként. Szintén nem használható bármely típusok
közötti konverzióra, azonban, ha a változó memóriacímét konvertálunk más típusú
memóriacímre, akkor szinte bármely két típus között működik:
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23 *reinterpret_cast <MyType2 *>(& myVariable);
2.3.4 SimpleConversions.cpp reinterpret cast-olás
Kerülendő, de néha szükséges, hogy egy konstans értékből változtatható értéket
konvertáljunk, mert biztosan tudjuk, hogy az egy eredetileg változtatható érték volt,
csak idő közben konstans lett a típusa.
Ha ci egy const int típusú változó, akkor a következő kifejezés eredménye egy kons-
tans tulajdonság nélküli int típusú érték referencia:
24 const_cast <int&>(ci);
2.3.5 SimpleConversions.cpp konstans tulajdonság eltüntetése C++ cast-olással
Ezen kívül rengeteg automatikus konverzió van a nyelvben, például
karakterből(char) automatikusan egész(int) érték konvertálódik, int értékből
automatikusan long érték konvertálódik, stb.
2.4. Java
A Java nyelv objektum orientált nyelv. Ezt a tervezők olyannyira komolyan vet-
ték, hogy szinte minden egyes típust (még a felsorolási típust és a tömb típust is)
osztályként kezeli a nyelv, és szinte minden adat egy osztály példány (objektum).
Ez alól csak a beépített alacsony szintű típusok képeznek kivételt, melyeket a Java
nyelv primitíveknek23 nevez.
Ezen típusok és tárolási méretük:
• Egész számok:
- byte - 1 bájton tárolt előjeles egész szám.
- short - 2 bájton tárolt előjeles egész szám.
- int - 4 bájton tárolt előjeles egész szám.
- long - 8 bájton tárolt előjeles egész szám.
23Angol leírásokban ezen primitív fogalomnak a primitives szó a megfelelője.
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• Valós számok:
- float - 4 bájton tárolt előjeles lebegőpontos szám.
- double - 8 bájton tárolt előjeles lebegőpontos szám.
• Karakter:
- char - 2 bájton tárolt karakter unicode támogatással.
• Logikai típus:
- boolean - 1 bájton tárolt 0 vagy 1 érték.
A karakterlánc típus nem primitív típus a nyelvben, de optimalizációs és használ-
hatósági okokból speciálisan van kezelve.
A matematikai műveletek csak primitíveken használhatóak, ez alól csak az összeadás
kivételével, amelyet karakterláncon is lehet használni. A felhasználó nem hozhat
létre saját+, -, ... műveleteket, azonban azok primitívekre beépítetten rendelkezésre
állnak, továbbá a + művelet segítségével a karakterláncok összefűzhetőek.
Azonban időnként szükség van a primitívek osztály példányként kezelésére is, me-
lyet a nyelv csomagoló osztályokkal old meg. Minden primitívhez tartozik egy olyan
osztály, melyre és melyről szükség esetén az adott primitív automatikusan konver-
tálódik.
Logikai értékek kezelése
Feltételként csak boolean típusú kifejezés használható. Tudunk ugyan írni függvényt
mely egy tetszőleges típusú paramétert vár és boolean típusú értékkel tér vissza, de
ezt bármely nyelvben megtehetjük.
Ha például egész értéket használunk feltételben:
3 if(1) {
4 System.out.println("true");
5 }
2.4.1 IntInConditionErrorMain.java Hibás kód, egész érték van a feltételben
18
Akkor az alábbi hibaüzenetet kapjuk:
IntInConditionErrorMain.java:3: error: incompatible types:
int cannot be converted to boolean
if(1) {
^
1 error
2.4.2 Hibaüzenet ha egész érték szerepel feltételben
Konvertálás típusok között
A Java nyelvben a C nyelvvel egyező szintaxisú konverzió használható, működése is
hasonló. Primitív típusok közötti konverziók megoldhatóak vele, továbbá összetett
típusok között leszármazás mentén működik:
1 (int)1.0;
2.4.3 Konvertálás valós(double) típusról egész(int) típusra
A konverzió automatikusan megtörténik a primitív típusok közül a biztonságos irá-
nyokban, ahol nincs információ vesztési lehetőség.
Leszármazás mentén leszármazott osztályból ősosztályba illetve objektumról imple-
mentált interfészre is automatikusan történik a konverzió.
2.5. Perl
A Perl gyengén típusos nyelv, de többi gyengén típusos nyelvtől egy-két tulajdonsá-
gában eltér.
Változó létrehozásakor és használatakor a változó típusának megfelelő karaktert a
változó neve elé kell rakni. Skalár esetén $ (dollár jel), tömb esetén @ (kukac jel),
hash esetén % (százalék jel) karaktert kell használni.
Változónak mindig van típusa, bár a skalár típus tovább osztható egész, valós, szöveg,
referencia, stb. típusokra, és a skalár típusú változó élete során ezen típusok közül
bármikor válthat típust.
A változó nem válthat típust a skalár, tömb és hash típusok között.
Mivel a változó neve elé kell rakni a hozzá tartozó típus megfelelő karakterét, ezért
például a @valtozo tömb,%valtozo hash és a $valtozo skalár változók létezhetnek
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egymás mellett mint különböző változók, azonban konvenció és olvashatóság miatt
ezt nem szokás kihasználni, inkább különböző nevet szokás adni ezen változóknak.
A Perl nyelv felsorolja az elemi típusait. Ez a felsorolás pontosan a diplomamunkában
használt definícióval kapott típusokat tartalmazza.
Elemi típusok, tulajdonságuk és az eléjük helyezendő karakter:
• Skalár:
Skaláron belül lehet szám (egész vagy valós), karakterlánc és referencia (mu-
tató).
Referencia típusú változó mutathat tömbre, hashre, skalárra, függvényre, cso-
magra. Csomagokkal majd a felhasználói típusoknál foglalkozunk.
Skalár típusú változó neve $ (dollár) jellel kell kezdődjön.
Példa:
my $skalar = 42;
• Tömb:
Elemek 0-tól indexelődnek és felvehetnek különböző skalár típusú értékeket,
például számokat és karakterláncokat is tartalmazhatnak, azonban a tömb csak
skalár típusokat tud tárolni.
Tömb és hash ugyan nem lehet eleme egy tömbnek, de tömb és hash referencia
igen.
Tömb típusú változó neve @ (kukac) jellel kell kezdődjön.
Tömb mérete a scalar kulcsszóval kérhető le: scalar(@array)
Valójában ez egy konverzió tömb értékről skalár értékre, mely Perlben a tömb
hosszára konvertálódik.
További érdekessége a tömb típusnak, hogy annak ellenére, hogy nem listának,
hanem tömbnek nevezik tetszőleges helyre tetszőleges értékek behelyezhetőek
és törölhetőek.
Egyik furcsaság Perl nyelvben, hogy amennyiben a tömb egy elemét szeretnénk
lekérni, akkor az már skalár érték, ezért @ jel helyett $ jelet kell használni az
indexet pedig [ ] jelek közötti kell megadni:
$tombValtozo[0];
Példa:
my @tomb = ( 0, $skalar, "2" );
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• Hash:
Kulcs-érték párokat tartalmazó típus. Az egyes értékek kulcson keresztül ér-
hetőek el. Más nyelvekben ezt a típust asszociatív tömbnek neveznek.
Hash típusú változó neve % (százalék) jellel kell kezdődjön.
A tömbnél említett furcsaság egy elem lekérésére itt is megjelenik:
Egy érték lekérése a kulcs {} jelek közötti megadásával, és a % jel $ jelre
törtőnő lecserélésével kérhető le:
$hashValtozo{"kulcs9"};
Példa:
my %hash = ( kulcs1 => "érték1", kulcs2 => "érték2" );
Mutató
Perl nyelvben a mutatókat referenciának nevezik, de úgy használhatók, mint máshol
a mutatók. Mutató aritmetikához hasonló nincs a nyelvben.
Egy referencia skalár típusú, referálhat adat értékre és függvényre is.
A dereferálás a megszokott típus jelző karakterek segítségével ($,@,%) történik,
illetve függvények esetén bejön egy új karakter, az és jel (&).
Adat címének lekérése a per(\) előtaggal végezhető el, függvény esetén a függvény
elé a per(\) jel és az és(&) jel is szükséges.
Mivel tömbök és hashek is tudnak referenciát(skalárt) tárolni, és hash és tömb is
lehet referencia, ezért szükség van a dereferálás csoportosítására is, mely a kapcsos
zárójelekkel({}) végezhető el.
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Nézzünk néhány példát:
1 #!/usr/bin/perl
2
3 use strict;
4 use warnings;
5
6 sub foo
7 {
8 print "Példa";
9 }
10
11 my $arrayRef = [’egy’, 2, \’szöveg referencia ’];
12 my $hashRef = {’név’ => ’John’, kor => 22};
13 my $functionRef = \&foo;
14 my $numRef;
15 $numRef = \$hashRef ->{kor};
16 $$numRef = 23;
17
18 print "\n----------------\n";
19 print @$arrayRef;
20 print "\n----------------\n";
21 print %$hashRef;
22 print "\n----------------\n";
23 $functionRef ->();
24 print "\n----------------\n";
25 print ${$arrayRef - >[2]};
26 print "\n----------------\n";
2.5.1 References.pl Referenciák használata
Mivel a referenciák skalár típusúak, ezét dollár jelet kell használni a változók esetén.
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Kimenet:
----------------
egy2SCALAR(0xfc09f8)
----------------
kor23névJohn
----------------
Példa
----------------
szöveg referencia
----------------
2.5.2 Referenciák használata példa kimenete
A kimenetben John kora 23 értékre frissült.
Tömb
A tömb típus fenn az elemi típusok felsorolásánál szerepel.
Logikai értékek kezelése
A nyelv a következő értékeket tekinti hamisnak, amennyiben feltételben szerepelnek:
• 0 szám
• ’0’ karakterlánc
• () üres tömb
• undef nem definiált érték
Minden más értéket igaz értékként kezel.
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Konvertálás típusok között
A következő konverziók lehetségesek Perl nyelvben:
• Skalárok közötti (például szám és karakterlánc) konverzió automatikusan meg-
történik, például "12 alma" karakterláncból 12 szám konvertálódik.
Bizonyos esetekben az extra alma miatt figyelmeztet a Perl futtatás közben.
• Tömbről skalár konvertálható, a kapott érték a tárolt elemek száma.
• Hash típusból skalár konvertálható, a kapott érték karakterlánc, mely a tárolt
elemek számát adja vissza, utána egy ’/’ karakter következik, majd a hasítás
által használt edények száma jelenik meg.
• Hash és tömb között is elvégezhető konverzió, ekkor a tömb úgy tekintendő,
mint olyan hash, ami a kulcsokat és az értékeket felváltva tárolja.
• Csomagról skalárra automatikusan megtörténik a konverzió, az érték egy ka-
rakterlánc lesz az alábbi tartalommal: "Cow=SCALAR(0x22e9ed8)", ahol
a Cow a csomag neve, a szám pedig a memóriacím, ahol a csomag példány
található, azonban ez csak azonosításra használható, mivel felhasználó nem
tud mutató aritmetikát használni a nyelvben.
• Skalárból tömb konvertálható, ennek eredménye egy egyelemű tömb lesz, mely
a skalár értéket tartalmazza.
• Skalárból hash ugyan konvertálható, de ez egy hibás hash lesz, csak egyetlen
egy kulcsot tartalmaz, érték nélkül.
2.6. Python
A Python nyelvben minden típus osztály. Még az egész értékek és a logikai értékek
is objektumok (osztály példányok). Ráadásul a Python nyelv nem definiálja, hogy
mi elemi és mi összetett típus, de mivel a nyelv magjába beépített értékekre sin-
csenek specifikálva, hogy miből készülnek, így egyértelműen a csomag importálása
nélkül használható típusok az elemi típusok, melyekből kiindulva összetett típusok
készíthetőek.
Ha nem tekintenénk őket elemi típusnak, akkor csak összetett típus létezne a nyelv-
ben, ami abszurd, hiszen az összetett típusnak más típusokból kell felépülnie.
Nem is tudjuk őket felbontani más típusokra, hiszen nem tudni, hogy miből és
hogyan épülnek fel.
Ennek következtében elemi típus kell legyen minden Python nyelv magjába beépí-
tett típus, azaz azon beépített típusok, melyek használatához nem kell csomagot
importálni,
A diplomamunka által elemi típusra adott definíció is teljesül ezekre a típusokra,
hiszen ha fel is használ a Python nyelv implementációja más típusokat, akkor is
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azokról a felhasználó nem tud, nem éri el őket, azaz a diplomamunka által adott
definíció is pontosan ezeket a típusokat adja eredményül.
Fontos tudni néhány dolgot a Python nyelvről, hogy a később leírtakat meg lehessen
érteni.
A Python nyelvben a változó deklarálás automatikusan megtörténik a változó első
értékadásakor. Ebben a pillanatban a változó kap egy memóriacímet, majd a válto-
zó jelenlegi típusa és értéke mentésre kerül erre a memória területre. Innen kezdve
ugyanezen kifejezés már csak egy értékadás, nem hoz létre új változót, csak a me-
mória területen tárolt adatot változtatja.
A változó típust is változtathat. Ha a jelenlegi típusától eltérő típusú értéket kap,
akkor a memória területen nem csak az értéke, hanem az aktuális típusa is átíródik.
Példa új változó létrhozására:
myvariable = 42
A változók hatásköre az aktuális függvényre terjed ki, ha pedig függvényen kívül
szerepel, akkor a változó globálisan elérhető. Ha globális változót akarunk változtatni
egy függvényben, akkor azt a global kulcsszóval előre jelezni kell, különben egy új
változó készül mely csak a függvényen belül használható. Példa:
1 #!/usr/bin/env python
2 # encoding: utf -8
3
4 def foo():
5 global gvar;
6 print("> " + gvar);
7 gvar = "Viszlát!"
8 print("> " + gvar);
9
10 gvar = "Helló Világ!"
11 foo()
2.6.1 VariableScope.py Változók hatásköre
Kimenet:
> Helló Világ!
> Viszlát!
2.6.2 Változók hatásköre példa kimenete
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Ha egy függvényen belül csak olvasni szeretnénk egy globális változót, de a függvény-
ben sehol nem adunk neki értéket, akkor a global kulcsszó használata opcionális.
Példa:
1 #!/usr/bin/env python
2 # encoding: utf -8
3
4 def foo():
5 gvar = "Program indul."; # lokális változó elfedi←֓
a globális változót
6 print("> " + gvar);
7
8 def bar():
9 print("> " + gvar);
10
11 gvar = "Helló Világ!"
12 foo()
13 bar()
2.6.3 LocalVariableHidesGlobal.py Lokális változó elfedi a globális változókat
Kimenet:
> Program indul.
> Helló Világ!
2.6.4 Lokális és globális változó példakód kimenete
Elemi típusok Pythonban következő kategóriákba sorolhatóak:
• Logikai értékek
- bool - Logikai típus.
• Számok
- int - Előjeles egész
- long - Nagy előjeles egész számok
- float - Valós számok
- complex - Komplex számok
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• Karakterláncok
- str - Szöveg ’ ’ vagy " " jelek között megadva.
• Bájt sorozat
- bytearray - Változtatható, tetszőleges bájtokat tartalmazó tömb.
- bytes - Nem változtatható, tetszőleges bájtokat tartalmazó tömb.
• Listák
- list - Indexelhető lista, melyből lehet törölni, lehet hozzáadni. Elemei
tetszőleges típusúak lehetnek, tartalmazhat akár listákat, egészeket és
karakterláncokat egyszerre.
• Halmazok
- set - Mint a lista, de egy elemet csak egyszer tartalmazhatnak, és csak
olyan típusokat tartalmazhatnak, melyek értékei hasíthatóak.
- frozenset - Mint a set, de nem változtatható a tartalma.
• Rendezett N-esek24
- tuple - Olyan, mint a lista, de fix a mérete. Felfogható nem módosítható
listaként.
• Szótárak25
- dict - Asszociatív tömb, ahol a kulcs szinte bármilyen típusú lehet, de
többnyire karakterlánc vagy szám típusú, az érték viszont teljesen tetsző-
leges típusú lehet.
• Nem típus
- None - Ez a speciális None érték típusa. None érték kezeli azt az
esetet, amikor már létezik egy változó, de még nincs hozzá rendes érték
rendelve.
Érdekesség hogy a None érték és a None típus neve egyezik.
Más nyelvekben leginkább a void típus hasonlít erre a típusra, a null
érték pedig a None értékre.
Logikai értékek
bool típusnak két konstans értéke van: True és False.
24Rendezett N-esek típus szó angol megfelelője a Tuple.
25Szótár típust szavának angol megfelelője a Dictionary.
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Számok
Adott típusú számok létrehozásához a megfelelő utótagot kell a szám után helyezni,
vagy zárójelbe kell helyezni az értéket és elé írni a megfelelő típust:
• Ha nincs utótag a szám után, vagy explicit int típust adunk meg, akkor int
típusú lesz:
-1, int(-1)
• Ha nagy L vagy kis l szerepel a szám után, vagy explicit long típust adunk
meg, akkor long típusú lesz:
1L,1l, long(1)
Bár a kis l is használható, konvenció szerint kerülendő, ugyanis nagyon hasonlít
az egyes számra.
• Ha szerepel a számban tizedespont vagy e vagy E, vagy explicit float típust
adunk meg, akkor float típusú lesz:
10.0, 1e1, 10E0, float(10)
• Ha szám után j szerepel, akkor az egy olyan komplex szám lesz, melynek csak
képzetes értéke van, így komplex számot összeadással vagy típusát konstruk-
torként használva hozhatunk létre:
1+2j, complex(1,2)
Karakterláncok
Karakterláncok megadása " " vagy ’ ’ jelek között történik.
Megadhatóak még hármas idézőjelek illetve aposztrófok (""" """ és ” ’ ” ’) között is,
ez annyit eredményez, hogy a szöveg több soron át folytatódhat, a szimpla idézőjelek
és aposztrófok között megadott szöveggel ellentétben nem kell lezárni a sor végéig.
Az új sor karakterek a szöveg részei lesznek.
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Más nyelvben a dokumentációt megjegyzésbe kell tenni, de a Python nyelv érde-
kes módon a karakterlánc típust használja fel dokumentáció készítéséhez, melyet a
függvény vagy osztály elején kell elhelyezni:
1 #!/usr/bin/env python
2 # encoding: utf -8
3
4 class MyClass:
5 """Egy egyszerű példa osztály dokumentáció."""
6 static_member1 = 1
7 static_member2 = ’2’;
8
9 def __init__(self , x, y):
10 """ Egyszerű példa konstruktor dokumentáció.
11
12 Ennek már több sora is van , így megmutatja
13 a konvenció szerinti dokumentáció szerkezetet.
14 """
15 self.object_member1 = x
16 self.object_member2 = y
2.6.5 PythonDocumentation.py Python dokumentáció
Meg lehet adni szimpla idézőjelekkel is, de konvenció szerint tripla idézőjel haszná-
landó, illetve ha többsoros a dokumentáció, akkor úgy csak ezt a megadást lehet
használni.
Főbb műveletek karakterláncokon:
Karakterlánc típusnak rengeteg művelete van, például:
mystring.find( text_to_look_for[, start[, end ]])
Indexelés a szokásos módon történik, első elem a 0 indexű, utolsó elem pedig elérhető
a -1 indexel:
mytext[0], mytext[-1].
Ezen felül tetszőleges rész sorozat lekérdezhető:
"almafa"[2:4] eredménye "ma".
A + művelet segítségével össze lehet fűzni a karakterláncokat, a * jellel pedig sok-
szorozni lehet őket:
"foo" + "bar" eredménye "foobar".
"alma " * 3 eredménye "alma alma alma ".
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Bájt sorozat
Bájt sorozat leginkább kiolvasott bináris fájl tartalmának tárolására szolgál.
Létrehozásuk:
• bytes:
b’példa ASCII szöveg’
b"példa ASCII szöveg"
bytes([65, 66, 67, 68])
• bytearray:
bytearray(b’példa ASCII szöveg’)
bytearray(b"példa ASCII szöveg")
bytearray([65, 66, 67, 68])
Hasonló műveletei vannak, mint a karakterláncnak.
Listák
Listák létrehozása az elemeik szögletes zárójelek között vesszővel elválasztott felso-
rolásával lehetséges:
[ 1, ’ketto’, 3]
Hasonló műveletei vannak, mint a karakterláncnak:
mylist[0], mylist[2:3], list1 + list2, mylist * 3
Halmazok
Létrehozásuk:
{ 1, ’ketto’, 3}
frozenset([ 1, ’ketto’, 3])
Rendezett N-esek (tuple)
Hasonló tulajdonságokkal rendelkeznek, mint a listák, de létrehozásuk szögletes zá-
rójel helyett gömbölyű zárójellel történik:
( 1, ’ketto’, 3)
Szótárak (dict)
Létrehozásuk:
mydict = {’kulcs1’:’érték1’, ’kulcs2’: 42, 3: None}
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Úgy is szokás lértehozni, hogy először egy üres szótárat készítünk, majd utólag
töltjük fel:
4 mydict = {}
5 mydict[’kulcs1 ’] = "érték1"
6 mydict["kulcs2"] = 42
7 mydict [3] = None
2.6.6 DictionaryUsage.py Szótár használata
Nem típus
A None típus neve megegyezik az egyetlen értékkel, mely felveszi ezt a típust.
A None érték gyakori használatai:
• Változó létrehozása anélkül, hogy ismernénk hozzá kezdőértéket:
myvariable = None
• Alapértelmezett érték opcionális függvény paramétereknek.
• null érték helyett Pythonban a None érték használandó.
• Változó értékének eldobása úgy történik, hogy None értéket adunk neki érté-
kül.
Mutató
Python nyelvben nincsenek mutatók, sem mutató aritmetika, azonban minden típus
valójában egy referencia, azaz ha egy változónak értéket adunk, akkor a változó az
átadott értéket referenciaként veszi át. Ez igaz a szám literálok esetén is. Ha például
egy változónak az 5 értéket adjuk, akkor az az 5 érték referencia szerint adódik át.
Ez azért lehetséges, mert Python nyelvben minden érték objektum, minden típus
osztály, azaz az 5 érték is objektum, külön memória területtel.
Ez elsőre felvet olyan kérdéseket, hogy mi van, ha módosítjuk az adott értéket, de ezt
kevés esetben tudjuk megtenni, itt nincs helyben egész érték inkrementáló operátor,
mint C esetén a ++i és i++. Az utóbbi kifejezés szintaktikai hibát eredményez, az
előbbi kifejezés pedig két unáris+ operátor alkalmazása egymás után, ami visszaadja
az eredeti értéket. Ebből következik, hogy számok esetén ilyet nem tudunk tenni,
mindig új objektum lesz egy szám kifejezés értéke.
De például szótár esetén az update metódus használható a szótár helyben frissíté-
sére, ilyenkor minden olyan változónál, mely ezt a szótárat tartalmazta az új szótár
tartalmát fogjuk elérni a változó használata esetén.
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Tömb
Python nyelvben van sima tömbnek megfelelő és asszociatív tömbnek megfelelő
struktúra is. A sima tömb esetén a fent leírt listákat, asszociatív tömb esetén pedig
a szintén fenn vázolt szótárakat lehet használni.
Logikai értékek kezelése
Bár van beépített bool típus (osztály), bármilyen típus használható logikai típus-
ként.
A következő értékeket kezeli a Python nyelv hamis értékként:
• None speciális érték.
• False logikai típusú (bool) érték.
• Bármilyen nulla szám. Például: 0, 0L, 0.0, 0j.
• Bármilyen üres karakterlánc, rendezett N-es, lista, szótár, stb.
Például: ” , (), [], {}.
• Felhasználó által definiált osztályok objektum példányai esetén, ha az osztály-
ban definiált a __nonzero__() vagy __len__() művelet és ezek False
értékkel vagy a nulla számmal térnek vissza. Ha mindkettő definiált, akkor a
__nonzero__() lép érvényre.
Minden más érték logikai igaz értékként értékelődik ki, beleértve az olyan ob-
jektumot is, melynek osztályában nem definiált sem a __nonzero__() sem a
__len__() metódus.
Konvertálás típusok között
Nem lehet ugyan bármely típusról bármely típusra konvertálni, azonban az összes
olyan konvertálás, ami logikusan működne, például int típusról long típusra kon-
vertálás, az működik is, továbbá karakterláncra szinte bármilyen típusról lehet kon-
vertálni, továbbá karakterláncról is több típusra konvertálhatunk.
A konverziók egy része automatikusan megtörténik, például 1 * 1.0 kifejezés esetén
az eredmény float típusú lesz: 1.0
Típusok közötti manuális konverzió eléréséhez a típus nevét kell függvényként hasz-
nálni:
float(1) kifejezés float típusú 1.0 értéket eredményez.
Ha a konverzió nem lehetséges, vagy az érték nem megfelelő, akkor futási idejű hibát
kapunk.
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Konverziós függvények listája:
int(x [,base])
x egész számmá konvertálása. base a számrendszert adja meg, ha x karakterlánc.
long(x [,base] )
x nagy egész számmá konvertálása. base a számrendszert adja meg, ha x karakter-
lánc.
float(x)
x valós számmá konvertálása.
complex(real [,imag])
Készít egy komplex számot.
str(x)
x objektum karakterláncá konvertálása.
repr(x)
x objektum kifejezésként karakterláncá konvertálása.
repr() és str() különbsége: str() többnyire olvasható, felhasználónak írt szövegre
konvertál. Ehhez képest a repr() amennyiben lehetséges egy olyan karakterláncot
ad vissza, mely Python kifejezés, és segítségével egy ugyanilyen állapotú objektum
hozható létre. Amennyiben ilyen karakterlánc nem adható vissza, akkor pedig<...>
jelek között egy leírást tartalmaz.
Egyes típusoknál az str() és a repr() függvények ugyanazt a kimenetet generálják.
eval(str)
Egy karakterláncot átad az interpreternek kiértékelésre, és visszatér a megfelelő tí-
pusú eredménnyel.
Például eval("1 + 2.9") valós típusú (float) lesz, míg eval("[1,2,3]")
lista (list).
tuple(x)
x rendezett N-esé konvertálása.
list(x)
x listává konvertálása.
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set(x)
x halmazzá konvertálása.
frozenset(x)
x nem változtatható halmazzá konvertálása.
dict(x)
x szótárrá(dict) konvertálása. x (kulcs,érték) párok sorozata kell, hogy legyen.
chr(x)
x szám karakterré konvertálása ascii tábla szerint. Eredmény típusa karakterlánc
lesz.
unichr(x)
x szám karakterré konvertálása unicode tábla szerint. Eredmény típusa karakterlánc
lesz.
ord(x)
x karakter számmá konvertálása ascii vagy unicode tábla szerint. x egyelemű karak-
terlánc kell legyen.
hex(x)
x szám hexadecimális formára hozása, az eredmény egy karakterlánc lesz.
oct(x)
x szám oktális formára hozása, az eredmény egy karakterlánc lesz.
2.7. Tcl
A Tcl nyelvben egyetlen típus jelenik meg, mely a karakterlánc, ennek az értékét
néhol szónak (word) neveik a leírások, de nevétől eltérően szóközt is tartalmazhat.
Az elvégzett műveletek azonban az egyes paraméterektől elvárják, hogy mit tartal-
mazzanak.
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Például expr $foo * 5 kifejezés feltételezi, hogy a $foo változóban szám szó talál-
ható, ha ez nem teljesül, akkor futási idejű hibát kapunk:
invalid bareword "foocontent"
in expression "foocontent * 5";
should be "$foocontent" or "{foocontent}" or "foocontent
(...)" or ...
(parsing expression "foocontent * 5")
invoked from within
"expr $foo * 5"
invoked from within
"puts [expr $foo * 5]"
(file "./StringAndNumberMultiplicationError.tcl" line 4)
2.7.1 expr $foo * 5 kifejezés eredménye, ha $foo nem számot tartalmaz
Tcl nyelvnek minden típus karakterlánc, még a kód részlet is karakterlánc típusú,
átadható függvénynek, mely szintén kód részlet, azaz karakterlánc, és felhasználáskor
az adott környezet, mint pl. lokális változók szerint kiértékelődik, és a szintaktikai
hibák is ebben a pillanatban jönnek elő.
Mint fent látható, egy adott karakterlánc tartalmától függően felhasználói szemszög-
ből egy vagy több típusként kezelhető.
Ezekre példák:
• szám (valós, egész)
• szöveg (karakterlánc)
• lista
• szótár
• xml
• kezelők (mutatók, fájlkezelők, ...)
• Tcl szkript
• névtér
• objektum
• ...
Persze ha ez tényleg csak így lenne, az azt jelentené, hogy minden művelet előtt ka-
rakterláncból megfelelő értéket például számot, majd művelet után a kapott szám-
ból újra karakterláncot kellene készítenie a Tcl értelmezőnek, vagy csak karakterlánc
manipulációt tudna használni.
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Számok esetén ez nem olyan vészes, de egy nagyobb lista vagy szótár esetén eléggé
lassítana a kódon, ha tényleg ez történne. Valójában azonban hatékonysági okokból
belül az értékek számokként, hasító táblákként, listákként is el vannak tárolva, de
ebből a programozó csak a gyorsaságot veszi észre. Minden ilyen belső típusú érték-
nek van karakterlánc reprezentációja, melyre és melyről egy az egyben átalakítható,
és minden értékhez tartozik egy karakterlánc és egy belső típusú érték is. Ha a ka-
rakterlánc reprezentációt változtatjuk meg, akkor a belső típusú érték invalidálódik,
illetve ha a belső típust változtatjuk, akkor a karakterlánc érték invalidálódik. Ha az
adott érték épp invalidált állapotban van, de használnánk, akkor az elkészül a má-
sik értékből. Amennyiben egy változót csak olyan függvényeknek adunk át, melyek
ilyen belső típussal dolgoznak, akkor gyorsan tudunk velük dolgozni. Azonban ha
karakterláncként módosítjuk őket, akkor lassabban futó kódot kapunk eredményül.
Természetesen, ha nem használjuk soha a karakter reprezentációt, akkor az nem
készül el, azaz mindig invalidált állapotban lesz, illetve ha csak lekérjük időnként a
karakterlánc reprezentációt, az sem vészes, hisz mivel nem módosítjuk, ezért a belső
típusú érték is megmarad.
Egy másik érdekesség, hogy egy mutató karakterlánc reprezentációja csak generált
szöveg, melynek generálását a Tcl nyelv nem definiálja. Mutatókról a Típuskonst-
rukciók és összetett típusok fejezetben lesz szó a 86. oldalon.
Fájlkezelők karakterlánc reprezentációja esetén már a Tcl nyelv definiáltan generál
szöveget, minden fájl megnyitásakor "file <num>" ahol <num> egy szám.
A fájlkezelőket, a mutatókat és még pár egyéb speciális karakterláncokat kezelőknek
nevezi a Tcl nyelv.
Másik érdekesség a karakterlánc értékek megadása. Mivel minden karakterlánc típu-
sú, még az utasítások és paramétereik is, ezért a karakterláncokat nem kell idézőjelek
közé tenni, hacsak nincs bennük fehér szóköz vagy más speciális karakter.
Változót a dollár jellel ($variableName vagy ${variablename}) lehet megad-
ni karakterláncon belül és kívül is, utasításokat pedig szögletes zárójelek között
([method var1 var2]).
Aposztróf nem használható idézőjelek helyett, ezt csak egy sima karakterként kezeli
a nyelv. Azonban kapcsos zárójelek({}) használhatóak, mely azt eredményezi, hogy
a befoglalt karakterláncban nem helyettesítődnek be a változók és utasítások. A
kapcsos zárójel azért jobb az aposztróftól, mert itt van zárójelezés, azaz nem kell
escape-elni egymásba ágyazás esetén.
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1 #!/usr/bin/tclsh
2
3 puts pelda
4 puts "idezojelek kozott"
5 puts {kapcsos zarojelek kozott}
6 puts ’aposztrofok_kozott ’
2.7.2 String.tcl Karakterláncok kezelése
Kimenet:
pelda
idezojelek kozott
kapcsos zarojelek kozott
’aposztrofok_kozott’
2.7.3 Paraméterek megadása
Arra vigyázni kell, hogy a puts utasítás csak egy paramétert kapjon ezért használtam
egy aláhúzás jelet szóköz helyett az aposztróf példában.
Az if utasítás is a törzset karakterláncként kapja meg, mely kapcsos zárójelek között
van megadva, hogy még ne helyettesítődjenek be a változók és utasítások.
1 #!/usr/bin/tclsh
2
3 if {true} {
4 puts "elso elagazas igaz aga"
5 }
6
7 if false "puts \"masodik elagazas igaz aga\"" else ←֓
"puts \"masodik elagazas hamis aga\""
2.7.4 IfIsARegularCommand.tcl Elágazás is csak egy paraméterezendő utasítás
Hogy a puts utasítás csak egy paramétert kapjon, szerepelnek escape-elt idézője-
lek is az elágazás utasítás paramétereiben. Ebből is látszik, hogy kapcsos zárójelek
használata egyszerűbb egymásba ágyazott karakterláncok készítésénél.
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Kimenet:
elso elagazas igaz aga
masodik elagazas hamis aga
2.7.5 If kifejezések által adott kimenet
Ezekből a példákból látszik, hogy a Tcl nyelvben valóban minden karakterláncból
áll, még a kód blokkok is karakterláncok.
Változók beállítása
Hogy a később leírtakat megértsük, szükséges tudnunk, hogy hogyan lehet változókat
állítani a nyelvben.
A set variableName value kifejezés beállítja az aktuális függvény lokális változó-
jának értékét. Ha még nem volt a függvényen belül ilyen néven változó, akkor létre
is hozza.
A függvény külön kulcsszó nélkül csak a lokális változókat és a paramétereit éri el.
Ha ezt a kifejezést függvényen kívül használjuk, akkor globális változót készítünk.
Másik módja a változó létrehozására a A variable variableName value kifejezés,
mely a set kuclsszótól annyiban tér el, hogy nem az aktuális függvény lokális változó-
ját módosítja, hanem az aktuális névtér változóját. Ha nem vagyunk épp névtérben,
akkor ugyanazt a globális változót éri el, mint a set érne el függvényen kívül.
Ha a variable kulcsszó csak egy paramétert kap, akkor nem változtatja a változót,
azonban ettől a ponttól az aktuális névtérben lévő ilyen nevű változó használható
az aktuális függvényben, és akár a set kulcsszót is használhatjuk a változtatására.
Az pedig hiba ha már van egy lokális változó ilyen néven és használjuk a variable
kulcssót hogy megpróbáljuk behozni a névtérben lévő ugyanilyen nevű változót.
Másik érdekes és számunkra fontos kulcsszó az uplevel. Ez egy Tcl nyelvben egyedi
utasítás, mely a paraméterként kapott utasítás blokkot nem az aktuális stack frame-
ben, hanem az átadott szám paraméterrel feljebb lévő stack frame-ben hajtja végre.
Ez annyit tesz, hogy ha például ez a szám paraméter 1, akkor nem az aktuális
függvény lokális változói, hanem a hívó függvény által elérhető változók lesznek
használhatóak az átadott blokkban. Felfogható úgy, mintha ideiglenesen visszatérne
a függvény, végrehajtaná az átadott utasítás blokkot, majd onnan folytatná a futását
ahonnan visszatért, mintha mágikus módon újra meg lett volna hívva. Valójában
nem ez történik, csak más változókat érünk el, máshogy viselkednek az utasítások,
pont úgy, mintha a hívó fél hajtaná végre a blokkot. Ha a paraméter nagyobb szám,
akkor annyival megy felfelé a hívási láncban.
Ezen kívül még elég sok változókkal kapcsolatos kulcsszó szerepel, azonban ezeket a
továbbiakban nem fogjuk használni, így nem részletezem őket.
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Beépített belső típusok használata
Tömb
Tcl nyelvben a tömb egy speciális változó, mely segítségével tetszőleges kulccsal
érhetünk el beállított értékeket, azaz asszociatív tömb. A nyelv nem tekinti külön
típusnak a tömböt, hisz minden karakterlánc típusú, azonban speciális szintaktikát
ad hozzá. Sajnos nem lehet mátrixot (tömbök tömbjét készíteni) a Tcl tömbbel,
de szótárral igen, ami tulajdonképpen egy alternatíva a tömbre. A tömbökön kívül
bármilyen kevert elemeket (szám, listák listája, lista, szótár, ...) tartalmazhat egy
tömb.
Tcl esetén ugyanúgy készítünk egy tömböt, mintha változót állítanánk be, de a
változó neve után zárójelben a kulcs szerepel, melyhez értéket állítunk be. Ha eddig
nem létezett a tömb, akkor most létrejön.
A tömbhöz tartoznak műveletek is, melyeket használhat. Egy két példa művelet
található eben a példában:
1 #!/usr/bin/tclsh
2
3 set arrayName(alma) 1
4 set arrayName(fa) alma
5 set arrayName (5) 9
6
7 puts "fa: $arrayName(fa)"
8 puts "tömb: [array get arrayName]"
9 puts "méret: [array size arrayName]"
10 puts "kulcsok: [array names arrayName]"
11 puts ----------------------------
12 foreach {key value} [array get arrayName] {
13 puts "$key: $value"
14 }
15 puts ----------------------------
16 foreach key [lsort [array names arrayName ]] {
17 puts "$key: $arrayName($key)"
18 }
19 puts ----------------------------
20 puts [array statistics arrayName]
2.7.6 Array.tcl Tömb viselkedése Tcl nyelvben
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fa: alma
tömb: 5 9 fa alma alma 1
méret: 3
kulcsok: 5 fa alma
----------------------------
5: 9
fa: alma
alma: 1
----------------------------
5: 9
alma: 1
fa: alma
----------------------------
3 entries in table, 4 buckets
number of buckets with 0 entries: 2
number of buckets with 1 entries: 1
number of buckets with 2 entries: 1
number of buckets with 3 entries: 0
number of buckets with 4 entries: 0
number of buckets with 5 entries: 0
number of buckets with 6 entries: 0
number of buckets with 7 entries: 0
number of buckets with 8 entries: 0
number of buckets with 9 entries: 0
number of buckets with 10 or more entries: 0
average search distance for entry: 1.3
2.7.7 Tömb példakód kimenete
array get arrayName visszatér a tömb karakterlánc reprezentációjával. Ez a rep-
rezentáció egy sorozat, ahol a kulcsok és az értékek felváltva szerepelnek. Innen a
tömb visszalakítható az array set utasítás segítségével. Ha lenne olyan kulcs vagy
érték, amely szóközt is tartalmaz, akkor az kapcsos zárójelekkel zárójelezve lenne.
array size arrayName méretével, array names arrayName egy listával tér vissza,
mely a kulcsokat tartalmazza, array statistics arrayName pedig a belső típus imp-
lementációjáról és a hasítás hatékonyságáról ad adatokat.
Szótár
Tömb helyett használható szótár is, viszont mivel a szótár csak egy sima karakter-
lánc, nincs beépített speciális szintaxisa, mint a tömök esetén az értékadás és elemek
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elérése, ezért használható szótárak szótáraként is, sőt még az is lehet hogy néhány
eleme szótár, néhány eleme lista, néhány eleme szám, ... .
A fenti példa átírva szótárra és kiegészítve egy szótárak szótárát tartalmazó elem-
mel:
1 #!/usr/bin/tclsh
2
3 set dictName [dict create alma 1 fa alma 5 9]
4
5 puts "fa: [dict get $dictName fa]"
6 puts "szótár: [dict get $dictName]"
7 puts "méret: [dict size $dictName]"
8 puts "kulcsok: [dict keys $dictName]"
9 puts ----------------------------
10 foreach {key value} $dictName {
11 puts "$key: $value"
12 }
13 # dict for {key value} $dictName {
14 # puts "$key: $value"
15 # }
16 puts ----------------------------
17 foreach key [lsort [dict keys $dictName ]] {
18 puts "$key: [dict get $dictName $key]"
19 }
20 puts ----------------------------
21 puts [dict info $dictName]
22 puts ----------------------------
23 dict set dictName kulcs1 [dict create kulcs2 [dict ←֓
create kulcs3 ertek3] kulcs4 ertek4]
24 puts [dict get $dictName kulcs1 kulcs4]
25 puts [dict get $dictName kulcs1 kulcs2]
26 puts [dict get $dictName kulcs1]
2.7.8 Dictionary.tcl Tömb helyett szótár és szótárak szótárának szótárára példa
A dict info a szótár megfelelője az array statistics utasításnak, a dict keys pedig
az array names utasításnak, stb.
Látszik a fenti példában egy megjegyzésbe rakott for ciklus is, ez ugyanazt csinál-
ja, mint alatta lévő társa, azonban nem olyan hatékony, mivel a szótárat listaként
használja, azaz lekérdeződik a szótár karakterlánc reprezentációja, az lista típussá
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alakul, majd a ciklus bejárja párosával az elemeket. Viszont egy remek példa ar-
ra, hogy ugyanaz a változó (pontosabban ugyanaz az érték) tekinthető listának és
szótárnak is.
Aki elég szemfüles, az észrevette, hogy van, ahol nincs dollár jel ($) a szótár változója
előtt. Ez azért van, mert ezen műveletek változtathatják a szótárat, márpedig ha
érték szerint adnánk át a változót26, akkor nem tudnák ezt megtenni, így a változó
nevét adjuk át, és ezt a változót fogja változtatni az alatta lévő kód.
Ezek után készítettünk egy új szótárat és beállítottuk kulcs1 kulcs értékének. Ez
a részszótár két elemet tartalmaz, a kulcs2 alatt tárolt szótárat és a kulcs4 alatt
tárolt ertek4 értéket.
Amikor a dict get utasításnak több kulcsot adunk, akkor az első kulcs alatt tárolt
érték mint szótár alatt tárolt második kulcs alatt lévő értéket, és így tovább adja
vissza.
Kimenet:
fa: alma
szótár: alma 1 fa alma 5 9
méret: 3
kulcsok: alma fa 5
----------------------------
alma: 1
fa: alma
5: 9
----------------------------
5: 9
alma: 1
fa: alma
----------------------------
2.7.9 Szótár példa kimenetének eleje
26Az érték szerinti átadás valójában úgy képzelhető el, mintha olyan referencia adódna át, amit
ha a függvény megváltoztat, akkor másolódik csak le, azaz ez egy optimalizáció a Tcl részéről,
amiről a felhasználónak nem is kell tudni. Sőt ez értékre is teljesül, például a funkcionális nyel-
vekhez hasonlóan, egy változó értékét a set, dict set, variable, ... utasítással átadjuk egy másik
változónak vagy egy szótár egy elemének vagy stb., akkor ezekre a Tcl nyelv egy objektumot
használ csak fel, de nagyobb az objektum hivatkozás számlálója. Illetve ha csak egy hivatkozás
van az adott értékre, és mi már nem használjuk a régi értékét, akkor nem új érték másolódik le,
hanem a meglévő frissül egy esetleges változtatás esetén.
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3 entries in table, 4 buckets
number of buckets with 0 entries: 2
number of buckets with 1 entries: 1
number of buckets with 2 entries: 1
number of buckets with 3 entries: 0
number of buckets with 4 entries: 0
number of buckets with 5 entries: 0
number of buckets with 6 entries: 0
number of buckets with 7 entries: 0
number of buckets with 8 entries: 0
number of buckets with 9 entries: 0
number of buckets with 10 or more entries: 0
average search distance for entry: 1.3
----------------------------
ertek4
kulcs3 ertek3
kulcs2 {kulcs3 ertek3} kulcs4 ertek4
2.7.10 Szótár példa kimenetének vége
Lényegében a kulcsok sorrendjétől (és a szótár szövegre átírt tömb szövegtől) elte-
kintve ez ugyanaz a kimenet, mint a tömbnél is volt, azonban a végén bemutatja a
szótárak szótárának kezelését is. Látjuk, hogy amikor a szótár kulcs1 alatti szótár
kulcs2 alatti szótár értékét írattuk ki, akkor a szótár karakterlánc reprezentációja
íródott ki.
Illetve az utolsó sorban amikor a szótár kulcs1 alatti beágyazott szótára íródott
ki, akkor a kiírt szótár beágyazott részszótára kapcsos zárójelek között szerepelt.
Ugyanez lenne az interpretációja annak a szótárnak is, amely kulcs2 alatt egy
"kulcs3 ertek3" karakterláncot tartalmaz, és ha úgy használjuk, mint például a
fölötte lévő sorban (ahol a puts utasítás karakterlánc reprezentációt használ ki-
írásra), akkor karakterláncként viselkedik, azonban amíg nem változtatjuk a szótár
karakterlánc reprezentációját kívülről, addig megmarad belső típusként mint szótár.
Ez is jól mutatja, hogy egy karakterlánc típus egyszerre több típusként is kezelhető.
Lista
Ha számokkal szeretnénk indexelni a tömbünket, akkor a lista struktúra a nekünk
való.
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Íme egy egyszerű példa:
1 #!/usr/bin/tclsh
2
3 set mylist [list a 6 [list 1 2 3] [lrepeat 3 a b]]
4
5 puts "méret: [llength $mylist]"
6 puts $mylist
7 puts "0: [lindex $mylist 0]"
8 puts "2: [lindex $mylist 2]"
9 puts "2 1: [lindex $mylist 2 1]"
2.7.11 List.tcl Lista használata
Készítünk egy listát 4 elemmel, melyből az utolsó kettő lista. Kiírjuk a lista hosszát
(4), majd a lista karakterlánc reprezentációját.
Ezután az indexelés kerül bemutatásra. Mint szótárak esetén, ha több indexet adunk
meg, akkor a második index a részlistát indexeli, stb.
Kimenet:
méret: 4
a 6 {1 2 3} {a b a b a b}
0: a
2: 1 2 3
2 1: 2
2.7.12 Lista példa kimenete
Logikai értékek kezelése
• Szám
Ebben az esetben 0 és 0.0 szó értékek a logikai hamisra, minden más szám
érték logikai igazra értékelődik ki.
• Karakterlánc
Ebben az esetben "true", "yes" és "on" szó értékek logikai igaz értékre,
"false", "no", "off" értékek logikai hamisra értékelődnek ki.
Minden más karakterlánc nem szám érték futási idejű hibát eredményez.
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Konvertálás típusok között
Mivel egyetlen egy típus van, ezért nem igazán van konverzió sem.
Ha az adott szó nem megfelelő az adott kontextusnak, akkor futási idejű hibát
kapunk.
A belső típus pedig úgy változik, amilyen típusra épp szükség van, azaz minden
belső típus között automatikus a konverzió.
A program hibaüzenettel leáll, ha olyan belső típusként használja a programozó az
adott értéket, melyre az előző típus karakterlánc reprezentációjáról nem lehet értéket
konstruálni.
2.8. Nyelvek összehasonlítása
Elemi típus nyelvek leírásában
A nyelvek különböző módon definiálják, hogy mit tekintenek elemi típusnak, van,
ahol felsorolják (C++, Java, Perl), van, ahol saját definíciót adnak (Ada), és van,
ahol nem foglalkoznak vele (Python), ezen utóbbi esetnél szintén lehet beszélni elemi
típusokról, azok elszeparálhatóak a többi típustól, csak a nyelv specifikációja nem
foglalkozott a témával, és van, hol csak egyetlen típus van, így az az elemi típus
(Tcl), és van, ahol nincs típus, bár ezen utóbbi eset az előtte lévővel egyezik, hisz
felfogható úgy is, mint ha egyetlen mindenre használható típus létezne a nyelvben.
Azonban érdekes, hogy a legtöbb esetben lehet olyan definíciót adni, amely szinte
minden nyelv esetén ugyanazokat az eredményeket adja, amit a nyelv meghatároz.
Ebben a diplomamunkában több iteráción keresztül sikerült kikutatni azt a definí-
ciót, mely a legtöbb nyelvre teljesül:
Azon típusok, melyek nem használnak fel más típust elkészítésük során,
vagy csak olyan típust használnak fel, melyet a felhasználó nem ér el
teljesen.
Az egyetlen nyelv, amiről tudom, hogy nem teljesül rá, az az Ada nyelv, mivel ez a
nyelv egy merőben más definíciót ad meg, mellyel a többi nyelv elemi típusai nem
kompatibilisek, azonban itt is elég nagy az átfedés, a két definíció által adott típusok
között.
Elemi típusok használata
A legtöbb nyelvben az egész és valós számok, logikai típus, karakter típus elemi tí-
pusként megjelennek(Ada, C++, Java, Python), vagy egy más elemi típus részeként
(skalár típus Perl esetén, karakterlánc típus Tcl esetén).
Valahol a karakterlánc, tömb, mutató, és más bonyolultabb típusok, mint a szótár
is megjelennek az elemi típusok között.
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Érdekesség, hogy Ada esetén a szám literáloknak külön úgynevezett univerzális szám
típus is megjelenik. Erre azért van szükség, hogy egy szám típusból létrehozott
inkompatibilis típus esetén, az egész literálokat mindkét típusnak értékül tudjuk
adni, annak ellenére, hogy a két típus értéke nem adható egymásnak.
Valós számok, karakterek és mutatók esetén ugyanez történik, de karakternek nincs
külön univerzális típusa, ott a karakter típus kategória van felhasználva ilyen a
célokra.
Ada nyelv esetén még bejönnek a már említett típus kategóriák is. A típus kategóriák
egy fa struktúrát alkotnak, ahol a fa gyökere az elemi és összetett típus kategóriára
oszlik szét, melyek tovább felbonthatóak. Az egyes fabeli elemek különböző tulaj-
donságokkal rendelkeznek, melyeket a gyerek típusaik megörökölnek. Ilyen például
a diszkrét típusok estén a relációs operátorok megléte (<, <=, >, >=, =, /=, in,
not in).
A típus kategóriák egyediek az Ada nyelvben, de más nyelvben is megjelenik ehhez
hasonlító csoportosítás, de nem ennyire szépen, diszjunktan fába rendezve. Például
C++ esetén a típus csoportok, ahol vannak objektum típusok, karakter típusok,
egész típusok, valós típusok, aritmetikai típusok, skalár típusok, aggregált típusok.
Viszont itt elég nagy az átfedés, és közel sincs az Ada típus kategóriáihoz.
Az Ada, Python, Tcl esetén a nyelv belül másként kezeli a típusokat, így ha meg-
néznénk a fordító vagy futtató működését, akkor azt látnánk, hogy az elemi típu-
sokat még szétszedi külön általa használt típusokra. Ada esetén például a számok
root_integer típusúak. Python esetén a számok is objektumok, objektumokkal
meg nem tud az assembly szint mit kezdeni, így azokat bináris adatokká kell tenni,
amelyen már elvégezhetőek az assembly utasítások. Tcl esetén pedig a karakterlánc
mögött egy belső típus is megbújik, mely a felhasználónak program viselkedésében
fel sem tűnik, kivéve, ha elkezdi mérni a program futásának idejét, azonban fontos
tudnia róluk, ha hatékony Tcl kódot szeretne írni.
Érdekes még az is, hogy a típusok sokszor több szóból állnak össze, többnyire tí-
pus módosítók jelennek meg, melyek nem új típust határoznak meg, hanem csak
részei a típus nevének. C++ esetén ilyen például az unsigned szó, unsigned int és
int két különböző típusok, az unsigned szó logikai értelemben meghatározza, hogy
előjel nélküli a típusunk, de nem típuskonstrukció. Ez legjobban a long és signed
szavakkal mutatható be. Van long típus, van long long típus, de long long long
típus nincs. A signed int és az int típus ugyanazon típusok, pedig ha a signed szó
típuskonstrukció lenne, akkor ezeknek külön típusnak kéne lenniük.
Különböző nyelveknél az egyes elemi típusok értékkészlete különbözik. Például van,
ahol minden esetben ugyanaz (pl. Java), van, ahol az adott fordítótól és rendszer-
től függ (pl. Ada). Van hol mindkét koncepció bejöhet, például C++ esetén int
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értékkészlete változhat, de int64_t ha létezik az adott fordítóban, akkor fix érték-
készlettel rendelkezik.
Vannak nyelvek, ahol egy elemi típus belül még tovább osztható, mint Perl esetén a
skalár, ami lehet szám, karakterlánc és referencia is.
Perlben még érdekes volt, hogy minden elemi típusnak saját karaktere van, amit
az ilyen típust tartalmazó változó neve elé kell rakni, ennek következtében lehet
$myvar skalár és @myvar tömb változó egymás mellett, tömb első eleme pedig a
$myvar[0] kifejezéssel kérhető le. Itt mivel skalárt érünk el, ezért dollár jelet kell
használni kukac helyett.
Python nyelvnél láttuk, hogy van egy speciális None típus, melynek egyetlen ele-
me a None érték. Ez használható arra, ha a változóhoz nem tudnunk más értéket
rendelni, de előző értéket nem szeretnénk tovább tárolni benne, vagy nem tudjuk
mire inicializálni a változónkat. Mivel Python esetén a változók típusa változik, ezért
bármelyik változó megkaphatja ezt az értéket.
Objektum orientáltság elemi típusok szintjén
Extrém eset a Python ebben a témában, ahol minden típus osztály és minden érték
objektum, még az egész literálok is, mint a 123. Ez után jön a Java, ahol ugyan a
szám literálok nem objektumok, és elemi típusok nem osztályok, azonban minden
más típus az, mint ezt a következő fejezetben látni fogjuk, és az elemi típusokhoz is
vannak csomagoló osztályok például Integer osztály az int típushoz.
Mutató
Ahol elemi típus a mutató: Perl, Tcl.
Perl esetén van ugyan mutató, de referenciának hívják, azonban mutatóként funk-
cionál. Itt nincs mutató aritmetika, de változóknak és függvénynek le lehet kérni a
címét, ilyenkor referenciának nevezett skalár értéket adnak vissza, amely ugyanúgy
értékül adható mint bármely más skalár.
Tcl esetén ugyanúgy karakterlánc típusú a mutató is, azaz beépített elemi típusú,
de a nyelv nem definiálja a karakterlánc reprezentációját, azt a programozónak kell
elkészítenie, és csak akkor tud mutatókat használni, ha C nyelevben Tcl kiterjesztést
készít, ahol a C nyelven írt függvény mutatókat tárol Tcl értékként.
Ahol nincs mutató: Java, Python.
Java nyelvben referenciák vannak, minden nem elemi típust tartalmazó változó re-
ferencia szerint tartalmazza az értéket.
Python esetén minden érték objektum, és minden érték referencia szerint van tárol-
va, még a literálok is, például a 99 szám literál, ez azzal jár, hogy többnyire nem
változtatható helyben egy objektum, a végrehajtott kifejezés új objektumot készít.
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Azon esetekben amikor helyben változtatható, akkor minden olyan változó, melynek
az adott objektum értékül volt adva, ezen új értéket fogja tartalmazni.
Ahol összetett típus a mutató: Ada27, C++.
Ezen nyelvek esetén a mutatókról a következő fejezetben lesz szó.
Tömb
Mint a mutató esetén, van, ahol a tömb beépített elemi típus (Perl, Python, Tcl),
van, ahol összetett típus (Ada, C++, Java).
Van, ahol a tömb asszociatív tömb (Tcl), van, ahol számmal indexelt tömb (Perl,
C++, Java), van, ahol a kettő keveréke (Ada), és van, ahol mindkettő használha-
tó(Python).
Perl és Tcl esetén van indexelt és asszociatív tömb struktúra is, de van tömbnek ne-
vezett struktúra is. Python esetén nem neveztek el egyetlen struktúrát sem tömbnek,
de a lista és szótár ennek felel meg.
Ada, C++ és Java tömbökről bővebben a következő fejezetben lesz szó, mivel ezek-
ben a nyelvekben a tömb összetett típus.
Logikai értékek kezelése elemi típusokkal
Nyelvek, melyekben van logikai típus: Ada(Boolean), C++(bool), Java(boolean),
Python.
Ahol nincs külön ilyen típus: Perl, Tcl.
Ada esetén a logikai kifejezésekben csak a logikai típus szerepelhet (Boolean), de
más nyelvek esetén a többi elemi típus és a mutató típus is használható kifejezé-
sekben, már ahol van mutató típus vagy ennek megfelelő referencia. Általánosan a
nulla és üres értékek hamisra, ebbe beleértve a semmire sem mutató mutató értéket,
ezen felül vannak nyelvek, ahol a karakterláncot tartalmától függően (pl. "true",
"false") szintén figyelembe veszik.
Érdekes, hogy nem csak Ada szorítja meg a logikai feltétel értékét, Tcl nyelvben is
megjelenik például, hogy csak szám, és "true", "yes", "on", "false", "no", "off"
értékek szerepelhetnek feltételben, más esetben futási idejű hibával leáll a program.
A szám és mutató értékek azért működnek feltételben, mivel az assembly szinten a
feltételek számokként vannak kezelve és a feltételes ugrásokat nagyon gyakran a jz
és jnz utasítások28 végzik, a mutatók pedig számokként felfoghatóak, ahol a nulla
szám jelzi azt, hogy sehova sem mutatnak, pont az egyetlen szám, ami hamisként
értékelődik ki. Így ez a felfogás elterjedt a programozási nyelvekben.
27Bár az Ada nyelv elemi típusok közé sorolja a diplomamunka által használt definíció nem.
28jz és jnz assembly utasítás a nullán ugrás és a nem nullán ugrás (angolul jump on zero és jump
on non-zero) utasítások.
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A következő fejezetben szó lesz arról is, hogy mely nyelvekben használhatóak a fel-
használói összetett típusok feltételekben, és hogyan lehet felkészíteni ezen típusokat
ilyen használatra.
Konvertálás típusok között
Legtöbb esetben a típus neve függvényként használva használható konvertálásra:
Ada, C++, Python
Ahol nem: Java, Perl, Tcl.
De a legtöbb nyelvben megjelennek egyedi konverziók is emellett vagy ez helyett.
Még az erősen típusos nyelvek esetén is a hasonló típusú értékek között megjelenik
az automatikus konverzió. Például Ada esetén mivel a Natural, Positive és Integer
típusok kompatibilis típusok, ezért ilyen típusú változók egymásnak értékül adha-
tóak. Ha az érték nem fér bele az értékkészletbe, akkor futási idejű hibával leáll a
program.
A kompatibilis és inkompatibilis típus létrehozásról és viselkedésről a következő fe-
jezetben lesz szó, amikor Ada nyelvben saját típusokat hozunk létre.
C++ nyelvben megjelenik a C cast-olás is, de van saját, biztonságossabb C++ cast-
olása is, ahol a C castolás elemeire van szedve, azaz a megfelelő C++ cast-olás
kombinációval az adott két típus között megfelelő C cast-olás végrehajtható.
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3. Típuskonstrukciók és összetett típusok
3.1. Nyelvfüggetlen leírás
Ebben a fejezetben egyben tárgyalom a típuskonstrukciókat és az összetett típusokat
hiszen szétválaszthatatlanok:
Amint használunk egy típuskonstrukciót, kapunk egy összetett típust.
Felhasználói típusnak nevezzük a felhasználó által készített típust. Felhasználói tí-
pus létrehozása a nyelv által nyújtott típus definiálási mechanizmusokkal történik,
többnyire más, már létező típusból vagy típusokból állíthatjuk össze, azaz szinte
mindig összetett típust kapunk.
Először a típuskonstrukciókat és a kapott felhasználói összetett típusokat mutatom
be az egyes alfejezetekben, hogy lássuk az összetett típusok készítését. Ezután jöhet-
nek a beépített összetett típusok tárgyalása. Ez a sorrend a legmegfelelőbb, mivel a
beépített típusokon nem mindig lehet bemutatni a típuskonstrukciót, hiszen a defi-
níció különböző fordító implementációknál eltérhet egyes nyelvek esetén, ezért ezek
konstruálása nem jó példának.
A legtöbb nyelvben melyben felhasználó létre tud hozni saját osztályokat megjelen-
nek a láthatósági szintek. Általában 3 láthatósági szint használható az osztályban
megadott tagváltozók és metódusok számára: publikus (public), védett(protected)
és privát(private).
A publikus láthatósági szintű elemeket mindenki eléri, aki az osztályt és objektumát
eléri.
A védett láthatósági szint már leszűkíti az elérést az osztályra és azon osztályokra,
melyek közvetve vagy közvetlenül leszármaznak belőle.
A privát láthatósági szintű elemeket pedig már csak az osztály műveletei érik el,
még a leszármazottak sem.
Felhasználói típusokat sokszor fel kell használnunk még azelőtt, hogy definiálnánk
azokat. Leggyakoribb példa amikor két osztály kölcsönösen hivatkozik egymásra.
Ebben az esetben a fordítónak mindkét osztály esetén tudnia kell arról, hogy a
másik osztály milyen típusú és létezik-e egyáltalán, azaz bármilyen sorrendben is
definiáljuk őket az nem segít rajtunk. Erre két megoldás létezik:
A. Előre deklaráció29, bevezetése a nyelvbe.
Az előre deklaráció csak nagyon kevés információt közöl a típusról, majdnem
hogy csak annyit mond a fordítónak, hogy majd lesz egy ilyen típus vagy ilyen
típusú változó definiálva.
29Előre deklarációt az angol szakirodalom forward declaration-nek nevezi.
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B. Több iterációban elemzi a kódot a fordító, először például csak a deklarált
osztályokat gyűjti ki, majd ennek tudatában már teljesen definíciókkal együtt
elemzi a kódot.
Másik lehetőség, hogy részleges AST30 struktúrát készít, majd az utolsó iterá-
cióban összeállítja a végleges AST struktúrát.
Több iterációs elemzést nem mindig választják a fordítók annak ellenére, hogy
több előnnyel is járhat31, hiszen növeli a fordítóprogram komplexitását. Régen
egy másik ok a lassabb fordítás és több memória használat elkerülése is volt,
de manapság a memória hiánya és a processzor sebessége már nem akadályoz
annyira, mint régen, bár vannak olyan fordítási egységek nagyobb cégeknél,
amelyek több percen át fordulnak, összesítve egy órás fordítási időt felhalmoz-
va, mire a teljes termék lefordul és csomag készül belőle.
Mint az elemi típusok fejezetben már szó volt róla a tömb és a mutató bizonyos
nyelvekben beépített elemi, többi nyelvben összetett felhasználói típus. Ebben a
fejezetben azon nyelveknél említem a őket, ahol azok összetett típusok.
3.2. Ada
3.2.1. Típuskonstrukciók és az alkotott felhasználói típusok Ada nyelvben
Az Ada nyelvben leggyakrabban a meglévő típusok megszorítással vagy másolással
szokás új típusokat létrehozni, a megszorítás nem kötelező, ha elhagyjuk, akkor az
eredményül kapott típus nem lesz megszorítva, azaz csak másolva lesz.
Kétfajta megszorítás illetve másolás használható:
• Altípus létrehozás
Például:
3 subtype Negative is
4 Integer range Integer ’First .. -1;
3.2.1.1 typecreation.adb Negatív számok típusának létrehozása
Itt fontos megjegyezni, hogy az Ada nyelv nem tekinti az így létrehozott altí-
pusokat új típusnak, azonban mivel az értékkészletük különbözhet, valamilyen
30AST - Abstract Syntax Tree - Absztrakt szintaxis fa - Fordítás során generált fa struktúra, mely
a forrás kód fordító számára érdekes részéből készül. Ezt használja a fordító a kód szemantikai
elemzésére, és ebből készíti el a lefordított kódot.
31Többiterációs fordítás két nagy előnye, hogy a nyelvbe nem kell előre deklarációs lehetőséget
bevezetni, illetve sokkal jobb kód optimalizációt tud elérni a fordító.
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szinten mégis új típusnak érződnek.
Az altípus értékül adható bármely más típusnak, amennyiben van közös ősük
vagy az egyik őse a másiknak. Azonban ha az érték nem fér bele az értékadás
bal oldalán szereplő változó típusának értékhalmazába, akkor futási idejű hi-
bával leáll a program.
• Inkompatibilis típus létrehozás
Egy típusból létrehozhatunk egy másik típust, mely nem kompatibilis az ere-
deti típussal, azaz nincs automatikus konverzió közöttük. Példa:
6 type DistanceInKm is new Integer;
3.2.1.2 typecreation.adb Inkompatibilis új típus létrehozása egy másik
típusból.
Ez most ugyan a típus teljes másolása, de értékhalmaz megszorítását az altí-
pusnál mutatott példával ekvivalens módon végre lehet hajtani.
Ez azért nagyon hasznos, mert ha van két ilyen típusunk például
DistanceInKm és DistanceInCm, akkor a fordító nem engedi, hogy egy kilo-
méterben megadott távolságot méterben megadott távolságnak adjunk értékül,
és fordítva. Ez nagyon hasznos a hibák elkerülése szempontjából.
Előző fejezetben volt arról szó, hogy a szám literálok universal_integer tí-
pusúak, ami speciális típus, és itt nagyon hasznos, hogy például a 122 értéket
értékül tudjuk adni egyDistanceInKm típusú változónak annak ellenére, hogy
Integer típusú változó nem adható értékül DistanceInKm típusú változónak.
A felhasználó felsorolási típust is létre tud hozni, melyhez megadja a típus nevét,
majd felsorolja az értékeket, amelyeket felvehet. Ezen értékek lehetnek új, eddig nem
használt azonosító nevek, vagy karakter literálok:
8 type Roman_Digit is
9 (’I’, ’V’, ’X’, ’L’, ’C’, ’D’, ’M’);
10
11 type PrimaryColor is (Red , Green , Blue);
3.2.1.3 typecreation.adb Felsorolási típusok létrehozása
Az Elemi típusok fejezetben már néztük, hogy ha csak új, eddig nem használt azo-
nosító nevek szerepelnek a felsorolási típusban, akkor a diplomamunka elemi típus
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definíciója szerint is felhasználói elemi típust készítünk, de egyéb esetben összetett
típus készül.
Az Ada nyelv viszont minden felsorolási típust elemi típusnak tekint.
Ada nyelvben a láthatóságok közül csak a privát és publikus láthatóság jelenik meg.
Amit egy csomag specifikációjába írunk, az minden publikus lesz, kivéve azokat,
amelyeket megjelölünk privátként.
Bizonyos információk, például egy típus megvalósítása a private kulcsszó használa-
tával tehető privát láthatóságúvá, melyet az információ helyett írunk le. Ezek után
a csomag privát részébe kell elhelyeznünk a privát információkat. A csomag privát
részének kezdetét szintén a private kulcsszó jelzi.
Például:
13 package privateexample is
14 type Key is private;
15 private
16 type Key is new Integer;
17 end privateexample;
3.2.1.4 typecreation.adb private kulcsszó használata
Itt a Key típus létrehozásának részletei el vannak rejtve, csak annyit tudunk, hogy
létezik egy ilyen típus.
Mutató
A mutatók mivel más típusból készülnek (amire mutatnak), szintén összetett típu-
sok, de Ada nyelv elemi típusok közé sorolja őket.
Az Ada nyelvben a mutatók két nagy kategóriára oszlanak:
• Függvényre és eljárásra mutatók
• Adat értékekre mutatók
Az adat értékekre mutatók esetén további megszorítás, hogy csak a new kulcsszóval
lefoglalt területre tudjanak-e mutatni, vagy változókra is.
Az utóbbi esetben új mutató típus létrehozásánál ezt az all kulcsszóval lehet enge-
délyezni:
type IntegerPtr is access all Integer;
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Ha viszont névtelen mutató típust hozunk létre, akkor az all kulcsszó nélkül is en-
gedélyezve lesz ez a viselkedés:
P: access Integer;
A constant kulcsszóval szintén engedélyezhető ez a viselkedés, azonban ekkor a
mutatón keresztül nem lehet változtatni az értéket.
Másik fontos kulcsszó, amiről tudnunk kell az az aliased. Ha egy mutatónak a fenti
módszerek valamelyikével meg van engedve, hogy változó értékére mutasson, akkor
is csak olyan típusú változóra tud mutatni, mely típus nevében benne van az aliased
kulcsszó.
Példa:
63 I: aliased Integer := 0;
64 P: access Integer := I’Access;
3.2.1.5 typecreation.adb Változó értékére mutatás
Másik megszorítás, amit tudunk tenni a mutató típusban, hogy a mutatónak
kötelező-e értékre mutatni. Ezt a not null kulcsszavakkal tudjuk megtenni.
Ada nyelvben van ugyan mutató aritmetika, de ahhoz az Interfaces.C.Pointers
csomag használata szükséges, csak tömbökön lehet iterálni a mutatókkal, és nem
szabad dereferálni olyan értéket, amely nem az adott tömbön belül helyezkedik el.
Általában nem áll le ugyan a program, de olyan területet fogunk elérni, amelyet nem
szabadna.
Az Ada próbál nagyon biztonságos nyelv lenni, a mutatók pedig veszélyes helyzeteket
hoznak be a nyelvre, hisz tudnak olyan memória területre mutatni, mely memória
szemetet, vagy csak más értéket tartalmaz, mint amikor ráállítottuk a mutatót. Az
ilyen eseteket próbálja az Ada nyelv kiszűrni azzal, hogy egy változóra csak akkor
állítható mutató, ha ezt a változó megengedi. Erre az aliased kulcsszó használható:
63 I: aliased Integer := 0;
64 P: access Integer := I’Access;
3.2.1.6 typecreation.adb Mutató egész számra
Mint a példában látszik, ha egy változóra akarjuk állítani a mutatót, akkor az
’Access attribútummal tudjuk megtenni.
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A mutatott értéket az .all taggal tudjuk lekérni, illetve memória terület lefoglalható
a new kulcsszóval:
84 P.all := 2;
85 P := new Integer ’(0);
3.2.1.7 typecreation.adb Mutató dereferálása és memória terület foglalása
A fenti példában a lefoglalt értéket nullára inicializáltuk, de az ’(0) kifejezés elha-
gyásával az inicializálás elhagyható.
Tömb
Ada a tömböt az összetett típusok közé sorolja, és a karakterlánc is tömb, így az is
összetett típus. A diplomamunka definíciója szintén összetett típusnak tekinti ezeket.
Ada esetén a tömb létrehozásakor nem a tömb méretét, hanem az indexelhető tar-
tományt kell megadni, azaz megmondhatjuk, hogy mi legyen a kezdő és az utolsó
index. Az indextartománynak nem kell számnak lennie, elég, ha diszkrét típus kate-
góriába tartozik.
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Példák:
11 type PrimaryColor is (Red , Green , Blue);
...
59 type MyArray is array (10 .. 15) of Integer;
60 type MyArray2 is array(Character) of Integer;
61 type MyArray3 is array(PrimaryColor) of Integer;
...
65 A: MyArray;
66 A2: MyArray2;
67 A3: MyArray3;
68 A4: array (1..10) of Character;
...
80 A(10) := 1;
81 A2(’Z’) := 1;
82 A3(Red) := 1;
83 A4(1) := ’C’;
3.2.1.8 typecreation.adb Tömbök készítése
Ada nyelvben a tömbök nem inicializálódnak alapértelmezett értékekkel. Ha nem
inicializálja őket a felhasználó, akkor memória szemetet tartalmaznak.
Tömbök készítésekor az inicializálásához két formátum használható:
70 A5: array (5..7) of Character := (’A’, ’B’, ’C’);
71 A6: array (5..6) of Integer := (5 => 0, 6 => 1);
3.2.1.9 typecreation.adb Tömbök inicializálása
Az első megadás egyszerűbb, míg a második átláthatóbb. Keverve használva a leg-
jobb, ha tömbök tömbjét szeretnénk inicializálni, ugyanis az Ada nyelv ilyet is meg-
enged:
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73 A7: array (1..2, 1..7) of Character :=
74 (1 => (’D’, ’I’, ’P’, ’L’, ’O’, ’M’, ’A’),
75 2 => (’M’, ’U’, ’N’, ’K’, ’A’, ’ ’, ’ ’));
3.2.1.10 typecreation.adb Tömbök tömbjének inicializációs listája
3.2.2. Beépített összetett típusok Ada nyelvben
Azon típusok, melyeket az Ada elemi típus kategóriába sorol, azonban nem felelnek
meg az általunk adott definíciónak:
Natural, Positive, mutató típusok
A Natural és az Positive típusok az Integer típusból készült altípusok, melyek az
értékhalmazt csökkentik le.
Ezeken kívül az alábbi összetett típusok is megjelennek, melyeket az Ada nyelv is
összetett típus kategóriába sorol:
• összetett típus
- tömb
◦ karakterlánc
Az Ada nyelvben a szöveg típus is tömb típus, mely Positive típussal
van indexelve: String, Wide_String
◦ más tömbök32
MyVariable: array(IndexType) of ContainedType;
- jelöletlen rekord
Más nyelvekben ezt a típust struktúrának nevezik.
19 type Date is
20 record
21 Year: Integer;
22 Month: Integer range 1 .. 12;
23 Day: Integer range 1..31;
24 end record;
3.2.2.11 typecreation.adb Jelöletlen rekord példa
32[3] Ada Reference Manual a más tömböket other array típus kategóriának nevezi.
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Üres rekord létrehozására is van lehetőség:
26 type EmptyRecord is null record;
3.2.2.12 typecreation.adb Jelöletlen üres rekord
- jelölt rekord33
Az Ada támogatja az objektum orientált programozást, mely a jelölt
rekord segítségével történik.
A jelölt rekord szintaxisa csak az extra tagged kulcsszóban különbözik a
jelöletlen rekord szintaxisától:
28 type Date2 is
29 tagged record
30 Year: Integer;
31 Month: Integer range 1 .. 12;
32 Day: Integer range 1..31;
33 end record;
34
35 type EmptyRecord2 is tagged null record;
3.2.2.13 typecreation.adb Jelöletlen rekord példák átírva jelölt
rekordokra
A tagged kulcsszó hatására a rekord létrehozásakor a rekordhoz tartozó
memória területre lementésre kerülnek a rekord típus információi és a re-
kord után felsorolt rekordot paraméterül kapó műveletek hívására vonat-
kozó információk, amennyiben a rekord csomag specifikációban szerepel.
Ennek köszönhetően a megfelelő műveletek hívódnak meg az ősosztály
műveletei helyett, hisz egy adott rekord esetén a rekord példányhoz tar-
tozó memóriában tárolt függvény információkat felhasználva hívódnak
meg az aktuális típushoz tartozó függvények. Ez a tárolt információ a
C++ nyelvben tárgyalt virtuális tábla Ada nyelvbeli megfelelője.
Ezen felül a tagged kulcsszóval ellátott rekordokból új típus hozható
létre, mely kiegészítheti az eredeti rekordot új adattagokkal. A tagged
kulcsszó nélkül nem egészíthető ki a rekord új típusban adattagokkal.
33[3] Ada Reference Manual a jelölt rekordot tagged record típusnak nevezi. A jelölt rekord kife-
jezést a [2] Az Ada95 programozási nyelv könyv használja.
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A jelölt rekordok osztályként használatáról és leszármazásról bővebben a
Polimorfizmus fejezet Ada alfejezetében lesz szó az Objektum orientált
altípusosság alcím alatt (101. oldal).
- taszk
A taszkokat az Ada párhuzamos futtatáshoz használja.
Példa taszk:
37 task type ResourceTask is
38 entry Acquire;
39 entry Release;
40 end ResourceTask;
41
42 task body ResourceTask is
43 begin
44 accept Acquire;
45 accept Release;
46 end ResourceTask;
3.2.2.14 typecreation.adb Példa egy egyszerű taszk típus készítésre
- védett
Leegyszerűsítve a védett típus arra szolgál, hogy egy kód blokkot csak
egy szál tudjon egyszerre használni.
Példa védett blokkra:
48 protected ProtectedIO is
49 procedure Write(line: String);
50 end ProtectedIO;
51
52 protected body ProtectedIO is
53 procedure Write(line: String) is
54 begin
55 Ada.Text_IO.Put_Line(line);
56 end;
57 end ProtectedIO;
3.2.2.15 typecreation.adb Védett utasítás, egyszerre csak egy szál
használhatja
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Használata:
102 ProtectedIO.Write(
103 "Írás védett típuson keresztül.");
3.2.2.16 typecreation.adb Védett utasítás használata
3.3. C++
3.3.1. Típuskonstrukciók és az alkotott felhasználói típusok C++ nyelv-
ben
C++ nyelvben legegyszerűbb típus definiálás a typedef kulcsszó segítségével törté-
nik, de ez nem hoz létre új típust, csak egy alias típust készít egy más már létező
típusra.
Például associative_array típus létrehozása mely egy map karakterláncról egész
értékekre:
typedef std::map<std::string, int> associative_array;
Ezen felül a felhasználó létrehozhat saját osztályt a class kulcsszó segítségével.
Példa egy új, üres osztály létrehozására:
4 class EmptyClass {};
3.3.1.1 UserTypesAndSmartPointer.cpp Üres osztály
A fenti példában a {} zárójelek fontosak, ugyanis azok nélkül ez nem osztály defi-
níció, hanem osztály deklarálás lenne. Azaz azt mondaná a fordítónak, hogy létezik
egy EmptyClass osztály, melyet valahol máshol hozunk létre, azaz csak előre dek-
larálnánk az osztályt. Ez azonban egy befejezetlen típus34 lenne. Ilyen típussal nem
lehetne objektumot létrehozni.
Azonban ha {} zárójelek jelen vannak, akkor ez már egy kész típust eredményez,
mellyel létre tudunk hozni egy saját objektumot:
34A befejezetlen típus angol megfelelője az incomplete type.
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47 EmptyClass emptyobjet;
3.3.1.2 UserTypesAndSmartPointer.cpp Objektum létrehozása
C++ nyelvben 3 láthatósági szintbe helyezhetőek az osztályban megadott tagválto-
zók és metódusok: public, protected és private.
Így néz ki egy egyszerű osztály:
6 class MyClass
7 {
8 public:
9 MyClass(int arg1 , int arg2 = 0)
10 : m_member2(arg1)
11 , m_member3(arg2)
12 {
13 m_member1 = m_member2 + m_member3;
14 }
15 virtual ~MyClass () {}
16
17 int exampleMethod(int extra) const
18 {
19 return m_member1 + extra;
20 }
21
22 private:
23 MyClass(const MyClass &);
24 MyClass& operator =(const MyClass &);
25
26 protected:
27 int m_member1;
28
29 private:
30 int m_member2;
31 int m_member3;
32 };
3.3.1.3 UserTypesAndSmartPointer.cpp Egyszerű osztály példa
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Nagyon fontos, hogy az osztály definíció végén (utolsó sorban) pontosvesszőt kell
tenni. Elhagyása esetén a fordító néha nagyon nehezen érthető hibaüzenetet tud
adni, amikor megpróbálja a következő utasítást ilyen osztály típussal értelmezni.
Az osztályban található egy egyszerű példa metódus, mely egész értéket vár para-
méterül, és egész értékkel tér vissza:
17 int exampleMethod(int extra) const
18 {
19 return m_member1 + extra;
20 }
3.3.1.4 UserTypesAndSmartPointer.cpp Osztály metódusa
Itt a 17. sorban metódus után szereplő const kulcsszó jelzi, hogy a metódus meghí-
vása nem módosítja az objektum példányt, azaz a tagváltozók nem változnak. Ezen
tulajdonságot a fordító ellenőrzi, és fordítási hibával jelzi, ha nem teljesül.
C++ esetén lehetőség van operátor túlterhelésre is, ezt látjuk a 24. sorban:
24 MyClass& operator =(const MyClass &);
3.3.1.5 UserTypesAndSmartPointer.cpp Operátor túlterhelés
Itt az a = b operátor deklarálása szerepel, ahol a jobb és bal oldal is MyClass
típusú.
Nem adtunk meg törzset, mivel nem használjuk sehol az operátort, viszont privátnak
jelöltük meg.
Ha nem akarjuk, hogy egy művelet vagy operátor elérhető legyen, akkor deklaráljuk
privát láthatósági körrel, és mivel nem használják sehol, ezért nem is kell megadni
törzset a függvénynek illetve operátornak, azaz nem kell definiálni.
Minden osztálynak készül alapértelmezett konstruktor, másoló konstruktor és érték-
adás operátor, ha ezek valamelyikét ki szeretnénk kapcsolni, akkor legegyszerűbben
privátként megjelöléssel tudjuk ezt elérni, mint ahogy a példában is látszik, illet-
ve újabb C++ szabványban már van külön kulcsszó, amellyel meg lehet mondani
a fordítónak, hogy ne készítsen konstruktort, másoló konstruktort vagy értékadás
operátor egy adott osztályhoz.
Látható a példában konstruktor is, mely az osztály egy példányának létrehozását
biztosítja:
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9 MyClass(int arg1 , int arg2 = 0)
10 : m_member2(arg1)
11 , m_member3(arg2)
12 {
13 m_member1 = m_member2 + m_member3;
14 }
3.3.1.6 UserTypesAndSmartPointer.cpp Példa konstruktor
Konstruktor létrehozása úgy történik, mintha egy függvény lenne, azonban a neve
megegyezik az osztály nevével, visszatérési típusát pedig ki kell hagyni. Ezen felül
opcionálisan inicializációs lista is megadható, mint a fenti példában is látszik:
10 : m_member2(arg1)
11 , m_member3(arg2)
3.3.1.7 UserTypesAndSmartPointer.cpp Példa inicializációs lista
Ezt csak konstruktorok esetén lehet használni, feladata a tagváltozók inicializálása.
Inicializálhatnánk itt az m_member_2 változót is az arg1 és arg2 segítségével,
azonban, hogy jobban kifejezzük az osztály invariánsát, hogy a m_member_1
értéke a másik két tagváltozó összege, inkább a konstruktor törzsében került elhe-
lyezésre.
Vegyük észre, hogy ha m_member_1 változót inicializációs listában helyeznénk
el, akkor a másik két tagváltozót nem használhatjuk fel az inicializálásához, hiszen
azok még nem lettek inicializálva. A fordító ugyan nem szólna de értéke két memó-
riaszemét összege lenne.
Másik veszélyes tulajdonsága az inicializációs listának, hogy a változók inicializálási
sorrendjét nem az inicializációs listában felvett sorrendjük határozza meg, hanem a
deklarálási sorrendjük az osztályon belül. Itt viszont már figyelmeztet a fordító ha
rossz sorrendet adunk meg az inicializációs listában, közli velünk, hogy a sorrend
nem az lesz, mint amit ahogy az az inicializációs listában szerepel.
A polimorfizmus fejezetben lesz szó szülő osztályokról, ezeket az inicializációs lista
elején kell elhelyezni, hisz mindig először a szülő osztály konstruktora hívódik meg,
aztán inicializálódnak a tagváltozók, ezek inicializálásakor felhasználhatóak a szü-
lők által létrehozott tagok, amennyiben az osztály eléri őket (public és protected
láthatóságúak).
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A példában található destruktor is:
15 virtual ~MyClass () {}
3.3.1.8 UserTypesAndSmartPointer.cpp Egyszerű üres destruktor ősosztályoknál
Destrukot azelőtt hívódik meg, hogy az objektum megsemmisül. Itt kell felszabadí-
tani a lefoglalt memória területeket, lezárni a megnyitott fájl leírókat, stb.
C++ nyelvnek nagyon fontos tulajdonsága, hogy a verem területen (stack) elhelye-
zett destruktorok, felszabadulása fordított sorrendben történik, mint az objektumok
konstruktorának meghívása történt. Ezen felül mielőtt egy verem területen elhelye-
zett objektum elérési területén kívülre jut a vezérlés az adott objektum destruktora
meghívódik. Ezzel az úgynevezett RAII35 módszer jelenik meg a nyelvben. A RAII
lényege, hogy egy erőforrást automatikusan fel tudunk szabadítani, amikor arra már
nincs szükség.
Legegyszerűbb példa a memória felszabadítás, ahol nagyon jól jön a RAII, hiszen
C++ nyelvben nincs automatikus memória felszabadítás:
48 if(fooShouldBeCalled)
49 {
50 std::unique_ptr <int > myIntPointer(new int(3));
51 foo(myIntPointer);
52 }
3.3.1.9 UserTypesAndSmartPointer.cpp Automatikus memória felszabadítás
std::unique_ptr típussal (RAII példa)
Az 50. sorban lefoglalt és háromra inicializált egész érték automatikusan felsza-
badul majd az 52. sorban, hiszen a } karakter jelzi az if törzsének végét, és
ezzel a myIntPointer változó elérési területe megszűnik, ezért meghívódik az
std::unique_ptr destruktora, ami felszabadítja a lefoglalt egész értéket.
Vegyük észre, hogy ez az if utasítás egy nagyobb kódblokkban is lehet, azaz az 52.
sorban lévő felszabadítással járó } jel még nem az aktuális függvény vége.
A példában a destruktor virtuális destruktornak lett megjelölve. Ez nem kötelező, a
destruktornak nem kell virtuálisnak lennie, azonban ha egy osztályból leszármazik
35RAII - Resource Acquisition Is Initialization - Erőforrás megszerzése egy inicializálás - Azaz az
erőforrás megszerzése maga egy inicializálás is egyben
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egy másik osztály, akkor a hiba lehetőségek elkerülése végett a destruktort a virtual
kulcsszó segítségével virtuálissá kell tennünk.
Erről bővebben a Polimorfizmus fejezetben lesz szó (118. oldal).
A class kulcsszó helyet struct kulcsszó is használható, mely C++ esetén csak annyi-
ban különbözik a class kulcsszótól, hogy amíg a class alapértelmezett láthatósági
köre (ha nem használunk public:, private: vagy protected: jelzőt) privát, addig a
struct alapértelmezett láthatósági köre publikus.
Konvenció szerint struct típusnak nem szokás tagmetódust készíteni, és minden
tagváltozója publikus kell legyen, azaz adat csoportok átadására használatos.
Használható union struktúra is, mely ugyanaz, mint a struct, de minden tagváltozó
egy közös memóriacímen osztozik, és nem lehet ilyen union-ból leszármazni.
Manapság union használata helyett inkább osztály hierarchiát készítenek, azaz más-
hogy tervezik meg a kódot, hogy elkerüljék a használatát.
Ennek az oka, hogy ha egyszer véletlenül nem azt a tagváltozót használjuk, aminek
utoljára értéket adtunk, akkor hibás értéket olvashatunk ki, hisz ugyanazt a memória
területet használhatjuk fel, egy esetenként teljesen máshogy tárolt értékként.
Azaz union használata esetén jobban oda kell figyelni, és nagyobb a hibalehetőség
a programban.
C++ nyelvben felsorolási típust is létre lehet hozni. Egy egyszerű példa:
34 enum MyEnumType {
35 ENUM_VALUE0 , ENUM_VALUE1 , ENUM_VALUE2 ,
36 ENUM_VALUE9 = 9
37 };
3.3.1.10 UserTypesAndSmartPointer.cpp Egyszerű felsorolási típus
A felsorolási típus első eleme nulla értéket veszi fel, hacsak nem adunk meg explicit
más értéket, mint ENUM_VALUE9 esetén. Ezután minden felsorolási érték az
előző értéktől eggyel nagyobb értéket vesz fel, hacsak nem adunk meg explicit egy
értéket.
A felsorolási típusok automatikusan konvertálódnak egész értékké, de a fordított eset
már nem áll fel. A programozónak jeleznie kell, ha egy értéket felsorolási típusként
szeretne kezelni:
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53 MyEnumType (8);
3.3.1.11 UserTypesAndSmartPointer.cpp Nyolcas szám MyEnumType felsorolási
típussá alakítása
Mutató
C++ nyelvben megjelennek a mutatók, és hozzájuk mutató aritmetika.
A mutató típusok készítése a * utótaggal történik: int*
Egy változóhoz tartozó memória terület pedig az & előtaggal kérhető le:
&myvariable
Mutató nem csak értékre, de függvényekre is tud mutatni.
Referencia
Mutatók mellett megjelenik a referencia is. Ezek ugyan nem mutatók, de hason-
ló funkcionalitással bírnak, és sokszor a háttérben mutatókat használ a fordító a
kezelésükre.
A C++ nyelvben a referencia típusú változó tulajdonképpen csak annyiban tér el
más változóktól, hogy nem kap új memória területet, hanem általában egy másik
változó memória területét használja.
Azaz egy már meglévő memória területet lát el új névvel.
Ugyanúgy kezelendő, mint a többi változó, és mutatókkal ellentétben nem tud más
területre referálni, és mindig referál egy területet, melyet a hozzá tartozó változó
definiálásakor kap, függvény paraméter esetén pedig amikor a függvény aktuális
paramétert kap, azaz meghívódik.
Tömb
A tömb típus létrehozása a szögletes zárójelekkel történik:
42 int array1 [3];
3.3.1.12 Array.cpp Tömb létrehozása
A szögletes zárójelet a tömb változó neve után kell megadni.
A C++ nyelvben nem inicializálódnak nullára a tömb elemei, azok értéke memória
szemetét lesz. Ha inicializálni is szeretnénk a tömbünket, akkor azt a következő
szintaxissal tehetjük ezt meg:
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43 int array2 [3] = {11, 12, 13};
3.3.1.13 Array.cpp Tömb létrehozása inicializálással
Ezt a szintaxist csak a tömb definiálásakor tudjuk használni.
A tömb méretének megadása ebben az esetben opcionális, ha nem adjuk meg, akkor a
fordító kiszámolja az inicializációs lista méretőből. Ha megadtuk a tömb méretét, és
az inicializációs lista mérete kisebb, akkor a maradék elemek alapértelmezett értékkel
lesznek kitöltve, ami számok esetén nulla, logikai típus esetén a false, mutatók esetén
a NULL mutató. Ha viszont az inicializációs lista mérete nagyobb, mint a tömb
mérete, akkor fordítási idejű hibát kapunk.
A tömböt meg tudjuk ugyan adni függvény paramétereként, de valójában mutató
lesz belőle:
3 void funWithArray(int arrayArg [])
4 {
5 std::cout << std::endl
6 << "funWithArray" << std::endl;
7 std::cout << *arrayArg << std::endl;
8 }
3.3.1.14 Array.cpp Tömb paraméterként
A fenti kód ezen függvénnyel ekvivalens (a függvény nevétől eltekintve):
10 void funWithArray2(int* arrayArg)
11 {
12 std::cout << std::endl
13 << "funWithArray2" << std::endl;
14 std::cout << *arrayArg << std::endl;
15 }
3.3.1.15 Array.cpp Tömb paraméterként
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Vegyük észre, hogy a tömb mérete elveszik az átadása közben, egy egyszerű mutatóvá
változik, mely a tömb első elemére mutat. Ez azért találták így ki, mert érték szerint
átadni egy nagyobb tömböt nagy memória pazarlás lenne, és még le is kéne másolni
minden egyes elemet.
Viszont a C++ nyelvben referenciát használva át tudjuk adni a tömbünket, de ekkor
egy olyan függvényt kell írnunk, ami pont ekkora tömböt vár, ugyanis a tömb mérete
a típus része. Erre a következő szintaktika használható:
17 void funWithArrayReference(int (& arrayArg)[3])
18 {
19 std::cout << std::endl
20 << "funWithArrayReference" << std::endl←֓
;
21 for (size_t i = 0; i < 3; ++i)
22 {
23 std::cout << arrayArg[i] << std::endl;
24 }
25 }
3.3.1.16 Array.cpp Tömb paraméterként
A paraméter zárójelezésére azért van szükség, hogy a referencia típust jelző karakter
(& jel) a teljes tömb típushoz tartozzon, ne pedig a tömb elemeinek típusához.
Ha elhagynánk a zárójelet, akkor fordítási hibát kapnánk, mivel C++ nyelvben nem
tudunk referenciák tömbjét készíteni.
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Bár a tömb méretét meg kell adni a függvény készítésekor, sablon segítségével ké-
szíthetünk olyan függvényt mely tetszőleges méretű tömböt tud használni:
27 template <size_t N>
28 void templateFunWithArrayReference(
29 int (& arrayArg)[N])
30 {
31 std::cout << std::endl
32 << "templateFunWithArrayReference"
33 << std::endl;
34 for (size_t i = 0; i < N; ++i)
35 {
36 std::cout << arrayArg[i] << std::endl;
37 }
38 }
3.3.1.17 Array.cpp Tömb paraméterként
Példák a függvények használatára:
42 int array1 [3];
43 int array2 [3] = {11, 12, 13};
44 funWithArray(array1);
45 funWithArray2(array1);
46 funWithArrayReference(array2);
47 templateFunWithArrayReference(array2);
3.3.1.18 Array.cpp Tömböt váró függvények
Mivel az array1 tömb nincs inicializálva, ezért az első két függvény memóriaszemetet
ír ki.
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Egy lehetséges kimenet:
funWithArray
4197088
funWithArray2
4197088
funWithArrayReference
11
12
13
templateFunWithArrayReference
11
12
13
3.3.1.19 Tömböt váró függvények példa kimenete
Felhasználói típusok logikai típusként kezelése
typedef kulcsszó által létrehozott osztályok logikai feltételben történő viselkedése
megegyezik az eredeti típus viselkedésével.
Felhasználó által létrehozott osztály objektumát pedig csak akkor tudja a fordító
logikai értékként kezelni feltételben, ha erre a felhasználó felkészíti az osztályt. Ha
ez nem történik meg, de az objektum szerepel logikai feltételként, akkor fordítási
hibát kapunk.
Osztály felkészítése logikai típusként kezelésére nagyon egyszerű módon történik.
El kell készíteni egy metódust, mely átalakítja az objektumot bool típusú értékre.
Ezt az operator bool() művelet definiálásával lehet megtenni.
Egy alternatív megoldás, hogy bármely olyan típusra konvertáló műveletet meg-
írunk, mely automatikusan konvertálható bool típusra, ilyen például az int típus.
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Példa kód:
1 #include <iostream >
2
3 class MyClass
4 {
5 public:
6 MyClass(bool isTrue) : m_isTrue(isTrue) {}
7 MyClass(const MyClass& other)
8 : m_isTrue(other.m_isTrue) {}
9
10 virtual ~MyClass () {}
11
12 operator bool() const
13 {
14 return m_isTrue;
15 }
16
17 operator int() const
18 {
19 return m_isTrue;
20 }
21
22 private:
23 MyClass& operator =(const MyClass &);
24
25 bool m_isTrue;
26 };
3.3.1.20 UserTypeAsBool.cpp Felhasználó által készített osztály felkészítése
logikai típusra történő konverzióra
A fenti példában az operator bool és az operator int operátorok is meg vannak
valósítva, azonban csak az egyikre van szükség, a kettő közül bármelyik elhagyható.
Vegyük észre, hogy a konvertáló operátorok, mint az operator bool és operator int
előtt nem szerepel a visszatérési érték, felfoghatóak úgy is, mint extra konstruktor
ami egy osztály példányból adott típusú (itt bool és int) adatot készít. Egy példa
kód, mely a fent definiált osztályt feltételként használja:
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28 void printAsBool(const MyClass& myObject)
29 {
30 if (myObject)
31 {
32 std::cout << "true1" << std::endl;
33 }
34 else
35 {
36 std::cout << "false1" << std::endl;
37 }
38 std::cout << (myObject?"true2":"false2")
39 << std::endl;
40 }
41
42 int main(int , const char **)
43 {
44 MyClass myObject(true);
45 printAsBool(myObject);
46 printAsBool(MyClass(true));
47 printAsBool(MyClass(false));
48 return 0;
49 }
3.3.1.21 UserTypeAsBool.cpp Felhasználó által készített osztály feltételben
A fenti példában ha elhagynánk az operator bool() művelet definiálását, ak-
kor még mindig ugyanúgy működne, nem lenne funkcionális különbség, mivel az
operator int() művelet segítségével először int típusúvá, majd onnan bool típu-
súvá konvertálódnának az objektumok. true értékből először 1, majd újra true,
továbbá false értékből először 0, majd újra false érték jönne ki, ezt pedig a fordító
általában teljesen ki is optimalizálja.
3.3.2. Beépített összetett típusok C++ nyelvben
A C++ nyelvben számtalan beépített összetett típus szerepel, és még több hozható
be, ha használjuk a boost könyvtárat, melyet ugyan nem tartalmaz a fordító, de
sokan letöltik, hogy még nagyobb szabadságot, még több jól megírt összetett típust
és függvényt tudjanak használni.
Egy két példa beépített összetett típusokra:
std::list, std::map, std::multimap, std::set, std:queue, std::deque, ...
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3.4. Java
3.4.1. Típuskonstrukciók és az alkotott felhasználói típusok Java nyelv-
ben
Felhasználó saját típust osztályok és interfészek formájában vagy felsorolási típus
(enum) illetve tömb elkészítésével tud létrehozni. Azonban a Java az interfészeket,
az enum típusokat, és a tömb típusokat is osztály típusként kezeli.
Ebből is látszik, hogy mennyire komolyan veszi a Java az objektum orientáltságot.
Mutató
Nincs mutató, sem mutató aritmetika a Java nyelvben, azonban minden osztály
típusú érték valójában egy referencia egy heap memória területre. Mivel a mutatók
használata veszélyes tud lenni, hisz mutathatnak olyan területre, amely már nem
a számunkra hasznos adatot tartalmazza, ezért a Java nyelvben ennek elkerülése
végett nincs mutató aritmetika. Mutatók helyett úgynevezett referenciák vannak,
melyek csak más ugyanolyan típusú, vagy leszármazott típusú memória területre
tudnak hivatkozni.
Java nyelvben osztály példányt csak referenciaként lehet változóban eltárolni.
Osztályok
Példa osztály létrehozására:
1 public class MyClass {
2 public void foo (int i) {
3 System.out.println(
4 "MyClass.foo hívás, i=" + i);
5 }
6 }
3.4.1.1 MyClass.java Egyszerű példa osztály
Fenti példábanMyClass nevű publikus osztályt hoztunk létre, melynek van egy foo
nevű művelete, mely egész számokat vár paraméterül és nem tér vissza értékkel.
Négy fajta láthatósággal rendelkezik a Java nyelv. A jól ismert publikus, védett és
privát láthatóságok mellett a csomag privát láthatóság36 is megjelenik.
A legtöbb definíció előtt meg kell adni a láthatóságot, többi helyen, például osztály
definícióknál (típus létrehozás) pedig csomag privát láthatóság az alapértelmezett.
36Csomag privát láthatóság angol megfelelője a package-private.
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Itt ha nem adjuk meg mi magunk, akkor csomag privát láthatóságú lesz a definiált
osztály.
A csomag privát láthatóság esetén a definiált osztály csak az adott csomagban lát-
ható.
Csomagok létrehozása a package kulcsszó segítségével megfelelő könyvtárstruktú-
rában hozható létre, több Java forrásfájlból vagy osztályfájlból állnak, és az import
kulcsszó segítségével importálhatóak. A csomagok az osztályok rendezésére valók,
az egyes osztályokat csoportosíthatjuk különböző csomagokba. Mivel a csomagok
nem típusok, így kiesnek a diplomamunkám témájának hatásköréből, így ennél mé-
lyebben nem foglalkozom velük a témában, ráadásul ennyi információ bőven elég a
csomag privát fogalom megértéséhez.
Ha nem adunk meg láthatóságot, akkor csomag privát láthatósággal fog rendelkezni
a definiált osztály (beleértve a felsorolást és interfészt is).
Java nyelv egyik jellemzője, hogy a publikus osztályoknak (felsorolási típusokat és
interfészeket is beleértve) külön fájlban kell lenniük, a fájl neve az osztály nevével
meg kell egyezzen és .java kiterjesztéssel kell rendelkezzen.
További érdekesség, hogy mivel Java nyelv nagyon komolyan veszi az objektum
orientáltságot, ezért globális változót és globális függvényt sem lehet létrehozni. Ha
ilyenre lenne szükség, akkor létre kell hozni egy osztályt, majd abban létrehozhatunk
statikus metódusokat illetve statikus tagváltozókat:
1 public class Util {
2 public static int globalVariableExample;
3 public static int addFive (int i) { return i+5; }
4 }
3.4.1.2 Util.java Statikus függvények osztályban
Mivel a művelet és a változó statikusak, ezért használatukhoz nem szükséges objek-
tum példány, azaz majdnem úgy használhatóak, mintha globálisak lennének:
3 Util.globalVariableExample = Util.addFive (100);
3.4.1.3 UseUtilMain.java Statikus függvények használatához nem szükséges
objektum
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Azonban ha lehet kerüljük a globális változók használatát, a legtöbb objektum orien-
tált programozási szemlélet, de legfőképpen a Java programozók köre konvenciónak
veszi fel, hogy ha mindenképpen szükséges globálisan tárolt adat, akkor azt ne pub-
likus statikus változóban tároljuk, hanem egy privát tagként, és készítsünk hozzá
lekérő és beállító függvényeket.
A fő függvény (main) sem globális, azt is osztályban kell definiálni, és a Java futtató
parancsnak meg kell adni az osztály nevét, melyben a main függvény meghívandó a
program futtatásához, így hozható létre olyan típus, mely futtatható progra-
mot eredményez:
HelloWorldMain.java:
1 public class HelloWorldMain {
2 public static void main(String [] args) {
3 System.out.println("Helló Világ!");
4 }
5 }
3.4.1.4 HelloWorldMain.java Fő függvény (main) készítése
Fordítás és futtatás:
$ javac HelloWorldMain.java
$ java HelloWorldMain
Hello Világ!
$
3.4.1.5 Java fordítása és futtatása
Java programot futtató átlag felhasználó ezzel nem találkozik, mivel ő jar fájlban
kapja meg az osztály fájlokat és azt az információt, hogy mely osztályt kell futtatni,
így neki csak a jar fájlra kell duplán kattintani, vagy parancssorba átadni a Java
futtatónak:
java -jar HelloWorld.jar
3.4.1.6 Java futtatása jar fájlból
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Jar fájl készítése pedig például így történhet parancssorból:
$ jar vcfe HelloWorld.jar HelloWorldMain HelloWorldMain.class
3.4.1.7 Jar fájl készítése
Felsorolási típus létrehozása:
1 public enum Day {
2 MONDAY , TUESDAY , WEDNESDAY , THURSDAY , FRIDAY ,
3 SATURDAY , SUNDAY
4 }
3.4.1.8 Day.java Felsorolási típus létrehozása
Ha a Day felsorolás definíciója nem külön fájlban történik, akkor a Java hibaüze-
nettel jelzi:
DayInBadFileError.java:1: error: class Day is public, should
be declared in a file named Day.java
public enum Day {
^
1 error
3.4.1.9 Publikus láthatóságú típusok a saját fájljukba helyezendőek
Ebből a hibaüzenetből jól látszanak a fenn leírt szabályok egy része:
A publikus láthatósági körű osztályoknak külön fájlban kell lennie, a fájl neve meg
kell egyezzen az osztály nevével és .java kiterjesztésű kell legyen.
Továbbá az is jól látszik, hogy az enum felsorolási típust is osztályként kezeli a
nyelv.
Tömb
A tömb típus is egy osztály a Java nyelvben.
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1 public class ArrayMain {
2 public static void main(String [] args) {
3 int[] myArray = { 1, 2, 3 };
4 int worksButNotPreferedWay [];
5
6 myArray = new int [10];
7 myArray = new int []{10 ,11 ,12};
8
9 for (int i = 0; i < myArray.length ; ++i) {
10 System.out.println(Integer.toString(myArray[i←֓
]));
11 }
12 }
13 }
3.4.1.10 ArrayMain.java Tömb készítése
Tömb típus úgy készíthető, hogy a típus után kapcsoszárójeleket teszünk: int[]
A tömb méretét nem tudjuk a típuskészítésnél megadni.
Lehet ugyan C szintaktikát használni (int a[]), azonban nem preferált, és a tömb
mérete itt sem adható meg a szögletes zárójelek között.
Ez azért van, mert a tömb mérete nem része a típuskonstrukciónak, egy tíz elemű
és egy húsz elemű tömb ugyanaz a típus, ellentétben a legtöbb olyan nyelvel, ahol a
tömb összetett típus.
A tömb változó definiálásakor meg lehet adni egy inicializációs listát is, mint a
fenti példában látszik. A tömb foglalásakor ugyanígy meg lehet adni, de ekkor a
lefoglalandó tömb mérete nem megadható, mivel az inicializációs listából kiderül, és
megadása potenciális hibalehetőség, hisz elvétheti a felhasználó az inicializációs lista
méretét. Erre egy példa: new double[]{1.0,1.1,1.2};
Ha nem ad meg a felhasználó inicializációs listát, akkor a tömb elemei egy alapértel-
mezett értékkel, inicializálódnak a tömb lefoglalásakor, mely számok esetén a nulla,
objektumok esetén a null, logikai esetén a false.
3.4.2. Beépített összetett típusok Java nyelvben
Java nyelvben számtalan beépített összetett típus jelenik meg.
Legfontosabb kiemelni a primitívekhez tartozó csomagoló típusokat. Mivel a Java
erőteljesen objektum orientált nyelv, ezért előfordulhat olyan eset, hogy át kell ad-
nunk egy objektumot, amikor számot vagy más primitív típust szeretnénk átadni. Itt
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jönnek jól a csomagoló osztályok, minden primitív típushoz tartozik egy csomagoló
osztály:
Byte, Short, Integer, Long, Float, Double, Character, Boolean.
Példa egyéb beépített összetett típusokra:
Arrays, BigInteger, String, Map, Thread
3.5. Perl
3.5.1. Típuskonstrukciók és az alkotott felhasználói típusok Perl nyelvben
A Perl nyelv nem ad lehetőséget felhasználói típusok létrehozására, azonban a cso-
magkezelése roppant érdekes és kellően fejlett ahhoz, hogy ezt felhasználva úgy tűn-
jön, hogy objektum orientáltan lehet benne programozni, mindezt pont olyan egy-
szerűen, mint az objektum orientált nyelvekben, de az osztályoknak itt egy csomag
felel meg.
Azonban a csomagnak nincs típusa, az karakterlánccal (skalár típus) van reprezen-
tálva, és az objektumok is skalárok (azon belül referenciák).
Osztály (csomag) változói, műveletei öröklődnek, műveletek felüldefiniálhatóak. Ezt
rengetegen kihasználják, az alábbiakban elkezdem részletezni, hogy hogyan is mű-
ködik ez, és majd a Polimorfizmus fejezetben folytatom.
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Új osztály új csomagként hozható létre. Vagy minden osztály definícióját külön
fájlba kell elhelyezni, vagy a definíciót { } jelek közé kell helyezni:
6 {
7 package MyClass;
8
9 sub myMethod
10 {
11 my $self = shift;
12 my $arg1 = shift;
13 print "$self adata: ", $$self ,",\n",
14 "metódus első paramétere: ", $arg1 ,
15 "\n";
16 }
17
18 sub new
19 {
20 my $class = shift;
21 my $self = shift;
22 return bless \$self , $class;
23 }
24 }
3.5.1.1 MyClass.pl Csomag(osztály) készítése külön fájl létrehozása nélkül
shift kulcsszó visszaadja az első paramétert és balra csúsztatja a többit.
Metódus hívása:
$object->myMethod(5);
Egyébként a fenti kódsor ekvivalens ezzel a kódsorral:
MyClass::myMethod($object, 5);
Ebben az alternatívában látszik, hogy az első paraméter mindig az objektum.
Ez a következő kimenetet eredményezi:
MyClass=SCALAR(0x21918f0) adata: adat1,
metódus első paramétere: 5
3.5.1.2 $object->myMethod(5) hívás által generált kimenet
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Az osztály konstruktorát rendszerint new néven nevezik el, ezt azért teszik, hogy a
következő kódsor létrehozzon egy új példányt:
my $object = new MyClass "adat1";
Ebben a példában az osztály adata egyetlen egy skalár, mely jelenleg az "adat1"
karakterlánc, azonban bármely típus lehet, többnyire hash referencia hassználandó,
erre példát a Polimorfizmus fejezetben fogunk látni (127. oldal).
Leszármazott osztály is létrehozható, de erről majd a Polimorfizmus fejezetben (127.
oldal) lesz szó.
3.5.2. Beépített összetett típusok Perl nyelvben
Perl nyelvben a csomagokon kívül nem igazán van más beépített összetett típus,
viszont csomagokból számtalan létezik.
Egy két példa olyan beépített csomagra, mely osztályként van használva:
Net::SMTP, Net::FTP, Archive::Tar
3.6. Python
3.6.1. Típuskonstrukciók és az alkotott felhasználói típusok Python
nyelvben
Python nyelv objektum orientált programozási nyelv. Minden típus osztály, még az
egész számok is.
A felhasználó is létre tud hozni osztályokat, azokhoz írhat konstruktort(__init__)
és destruktort(__del__).
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Példa osztály:
4 class ExampleClass:
5 """Példa osztály"""
6
7 static_member1 = 1
8
9 def __init__(self):
10 """Példa konstruktor """
11 self.member1 = 2
12
13 def method(self , extra = 0):
14 """Példa metódus osztályban.
15
16 Kiírja a tárolt tagváltozó extra paraméterrel
17 növelt értékét
18 :extra: Extra érték, melyet a belső
19 változóhoz adunk.
20 :returns: None
21 """
22 print(self.member1+extra)
23
24 def __del__(self):
25 """Példa destruktor """
26 pass
3.6.1.1 ExampleClass.py Példa osztály
Az osztály tagváltozóit a konstruktorban kell létrehozni értékadással, úgy, mint min-
den más változót, de itt a self paraméter tagjaként.
Az osztály törzsében felsorolt tagváltozók statikusak lesznek, ezekből minden osztály
példány ugyanazt a változót látja, azaz, ha valaki megváltoztatja, akkor minden
objektumban változik.
Példányosításra példa:
31 exampleObject = ExampleClass ()
32 exampleObject.method ()
3.6.1.2 ExampleClass.py Osztály példányosítása
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A Python nyelv tervezői úgy gondolták, hogy a láthatóságot a programozónak kell
követnie, és a programozó azt tesz, amit akar. Ennek következményeként nem lehet
megadni láthatóságot az osztály tagjaira, minden publikus, azonban erősen ajánl-
ják azon konvenció követését, hogy a többi programozóval úgy tudatjuk, hogy egy
osztály művelet vagy változó privát, hogy aláhúzással kezdjük a nevét.
Érdekesség a Python nyelvben, hogy az osztályok maguk is objektumok, és futási
időben változtathatóak, azaz új műveletek vehetőek fel, statikus tagváltozók vál-
toztathatóak, törölhetőek, hozzávehetőek. Ez a tulajdonság nagyon hasznos unit
tesztelés közben, amikor egy osztály műveletet egy úgynevezett stub vagy mock
műveletre szeretnénk lecserélni.
Python nyelvben az objektumok máshogy vannak kezelve, mint azt más nyelvekben
láttuk. Ha van egy osztály típusú objektumunk, és ezen objektum olyan tagváltozó-
jának adunk értéket, ami nem szerepel sem az osztály definíciójában, sem őseiben,
akkor létrejön egy adott nevű tagváltozó, mely csak ezen objektumon keresztül érhe-
tő el, azaz lesz olyan tagja az objektumnak, ami a többi ugyanilyen osztályba tartozó
objektumnak nincsen. Ez bár elég nagy teret ad a programozónak, egyben jelentős
hibaforrás is, hiszen mi van akkor, ha egy tagváltozó nevét elgépeljük? Ilyenkor
ahelyett, hogy változtatnánk egy változót, új tagváltozót adunk az objektumhoz.
Fenti osztállyal példa ilyen esetre:
34 exampleObject = ExampleClass ()
35 exampleObject.membber1 = 9
36 exampleObject.method ()
3.6.1.3 ExampleClass.py Elrontott változónév nem okoz hibát
Itt a member1 változót elírtuk, és ez semmilyen hibát nem eredményez, de a me-
tódus nem 9 -et, hanem a szokásos 2-t fogja kiírni.
Hogy rendesen tudjuk használni a Python osztályokat tudnunk kell, hogy hogyan
kezeli őket a nyelv. Ez kicsit furcsa olyanok számára, akik még csak egy objektum
orientált nyelven programoztak. Amikor létrehozunk egy osztály definíciót tulajdon-
képpen egy objektumot hozunk létre, melynek műveletei és tagváltozói vannak. Ezt
az objektumot tetszés szerint változtathatjuk.
82
Fenti példával:
28 def newmethod(self , extra =0):
29 print("dummy hívás")
...
38 exampleObject = ExampleClass ()
39 exampleObject.method ()
40 ExampleClass.method = newmethod
41 exampleObject.method ()
3.6.1.4 ExampleClass.py Osztály műveletének lecserélése
Itt az első metódus hívás 2 számot, a második "dummy hívás" szöveget fogja ki-
írni. Mint fenn látszik az osztály metódusai is csak tagváltozók, melyek függvény
típusúak. Amikor egy osztály példány egyik metódusát hívjuk, akkor megkeresi azt
a tagváltozót, megnézi függvény típusú-e, megfelelő-e a paraméterek száma, és ha
ezekre igen a válasz, akkor meghívja a függvényt, egyébként pedig futási hibát ka-
punk és leáll a program.
Amikor egy tagváltozót keres a Python interpreter, akkor először megnézi az ob-
jektum tagváltozóit. Ha itt nem talált ilyen nevű tagváltozót, akkor megnézi az
objektum típusát, majd a kapott osztályban, amiről már tudjuk, hogy szintén egy
objektum keresi a tagváltozót. Ha itt sem találja tovább folytatja a szülő osztályok-
ban.
Ez azonban csak változók olvasásakor történik meg. Ha tagváltozónak értéket adunk,
akkor viszont nem keres ilyen tagot az osztály objektumában, hanem az objektum-
ban magában hoz létre egy példányt.
Ennek megértéséhez nézzünk egy példát:
43 ExampleClass.static_member1 = 100
44 o1 = ExampleClass ()
45 o2 = ExampleClass ()
46 ExampleClass.static_member1 = 101
47 o1.static_member1 = 102
48 print(o2.static_member1)
3.6.1.5 ExampleClass.py Statikus változó elrejtése lokális változóval
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Ez a kódrészlet 101-et ír ki. Ugyanis ez a statikus static_member1 értéke. Azonban
létezik az o1 objektumban egy static_member1 tagváltozó, mely elfedi a statikus
tagváltozót.
A python támogatja a tag tulajdonságok37 definiálását. Ezek olyan tagváltozónak
tűnő szerkezetek, melyek beállításakor beállító, lekérésükkor lekérő függvények hí-
vódnak meg.
Kétféleképpen lehet ilyen tag tulajdonságokat létrehozni:
Annotációval:
4 class PropertyExample1(object):
5 def __init__(self ,data):
6 self.data = data;
7
8 @property
9 def data(self):
10 return self._data
11
12 @data.setter
13 def data(self , data):
14 if data < 0:
15 self._data = 0;
16 else:
17 self._data = data;
3.6.1.6 Properties.py Tag tulajdonságok létrehozása annotációval
A második annotációban a @ jel után lévő név a függvény nevével meg kell eggyezzen,
különben futás közbeni hibát kapunk.
37A tag tulajdonság angol megfelelője a property vagy member property.
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property függvénnyel:
19 class PropertyExample2(object):
20 def __init__(self ,data):
21 self.data = data;
22
23 def _get_data(self):
24 return self._data
25
26 def _set_data(self , data):
27 if data < 0:
28 self._data = 0;
29 else:
30 self._data = data;
31
32 data = property(_get_data , _set_data)
3.6.1.7 Properties.py Tag tulajdonságok létrehozása a property függvénnyel
Az osztály definíciók első sorában lévő (object) rész elhagyható újabb Python ver-
zióknál, azonban régen a tag tulajdonságok csak úgynevezett új fajta osztályoknál
voltak támogatottak, egyébként ignorálva voltak mindenféle hibaüzenet nélkül. Az
object típusból való leszármazás pedig kikényszeríti az újfajta osztály használatot.
Leszármazásról bővebben a Polimorfizmus fejezet Python Altípusos polimorfizmus
alfejezetében (134. oldal) lesz szó.
A fentiek után ha van egy o objektumunk ami PropertyExample1 vagy
PropertyExample2 típusú, akkor az o.data érték lekérdezésekor a lekérdező függ-
vény (data(self) illetve _get_data(self)) hívódik meg, beállításkor pedig a beál-
lító függvény (data(self,data) illetve _set_data(self,data))
Felhasználói típusok logikai típusként kezelése
Felhasználó által készítet osztályok szerepelhetnek logikai feltételben, a logikai kiér-
tékelésük a__nonzero__() és__len__() metódusok elkészítésével valósítható
meg.
3.6.2. Beépített összetett típusok Python nyelvben
Mint az elemi típusok fejezetben már írtam Python nyelvben minden olyan beépí-
tett típus elemi típus, amihez nem kell csomagot importálni, azonban csomagok
importálásával behozhatóak beépített összetett típusok.
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Egy két példa beépített összetett típusra:
collections.Counter, collections.OrderedDict, re.RegexObject,
re.MatchObject, tarfile.TarFile, ...
3.7. Tcl
3.7.1. Típuskonstrukciók és az alkotott felhasználói típusok Tcl nyelvben
Tcl esetén nem lehet felhasználói és összetett típust létrehozni, hiszen az egyetlen
típus a karakterlánc, azonban mint tudjuk belső típusok léteznek, és felhasználói
szemszögből különböző típusként kezelt értékek szerepelnek a nyelvben.
Természetesen írhatunk olyan függvényeket, melyek az adott karakterlánc értékün-
ket speciálisan kezelik, mintha az valamilyen típus lenne, de ezt minden nyelvben
elvégezhetjük a karakterláncokkal.
Saját belső típust készíthetünk ugyan, de csak C nyelvben, Tcl kiterjesztésként.
Viszont mint szinte minden nyelvbe, a Tcl nyelvbe is utólag bevezették az objektum
orientáltságot. Egy ideig külön Tcl nyelvi kiterjesztést kellett használni hozzá, de a
8.6 verziótól kezdve a TclOO kiterjesztés beépült a Tcl nyelvbe, így már kiterjesz-
tések telepítése nélkül is készíthetünk osztályokat és objektumokat, azonban ezek
típusa még mindig a karakterlánc.
Mutató
Mint az Elemi típusok fejezetben már írtam a mutató karakterlánc reprezentációja
csak generált szöveg. A műveletek ez alapján adott memórián tárolt értéket adják
vissza, illetve módosítja azt. A generálás módját a Tcl nyelv nem definiálja.
A felhasználó nem nagyon találkozik mutatókkal, azok csak akkor jelennek meg, ha
például C nyelvből fordított Tcl-el linkelt kódot hív, mely mutatóval tér vissza, de azt
neki kell leimplementálni, hogy megfelelő karakterlánc reprezentációval azonosítható
legyen a mutató. Lehet például egy karakterlánc a mutató C típusáról, majd a
memóriacím.
Mutató aritmetika pedig szintén csak akkor használható, ha a felhasználó csinál a
saját típusához megfelelő műveleteket magának, melyekkel el tudja ezt végezni.
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Objektum orientált programozás Tcl nyelvben
1 #!/usr/bin/tclsh
2
3 oo::class create MyClass {
4 variable variableForThisObject;
5
6 constructor {arg1} {
7 set variableForThisObject $arg1
8 puts "Konstruktor metódus meghívódott: $arg1"
9 }
10
11 method publicMethodName {arg1 arg2} {
12 set variableForThisObject [expr $arg1 + $arg2]
13 puts "Publikus metódus meghívódott:"
14 puts " $arg1 + $arg2 = $variableForThisObject"
15 my ProtectedMethodName
16 }
17
18 method ProtectedMethodName {} {
19 puts "Védett metódus meghívódott."
20 }
21
22 destructor {
23 puts "Destruktor meghívódott."
24 puts " Adat: $variableForThisObject"
25 }
26 }
27
28 set myObject [MyClass new 1]
29 set myObject2 [MyClass new 2]
30 set myObjectRef $myObject
31
32 # $myObject ProtectedMethodName
33 puts "Karakterlánc reprezentáció: $myObject"
34 $myObjectRef publicMethodName 2 2
35 $myObject2 publicMethodName 1 2
36 $myObject destroy
37 $myObject2 destroy
3.7.1.1 Class.tcl Osztályok és objektumok létrehozása és használata
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Az objektumok valójában névterek, amikor az osztály new metódusát meghívjuk,
akkor új névtér készül, mely feltöltődik a megfelelő műveletekkel és változóval, me-
lyek használhatóak lesznek az objektumunk által.
Éppen ezért az objektum reprezentációja lehet a névtér, mely létrejött hozzá. Ez is
történik. Amikor kiíratjuk az objektumot, akkor a hozzá létrejött csak az objektum
által használt névtér íródik ki, ami az objektum reprezentációja.
Amikor egy változónak átadjuk az objektum értékét lásd
set myObjectRef $myObject sort, akkor csak egy másik változóban is eltá-
roljuk a névteret, azzal a változóval is tudunk ugyanerre az objektumra hivatkozni.
Destruktoron kívül minden metódusnak tetszőleges számú paramétere lehet. Az ob-
jektum megsemmisítése nem történik meg automatikusan, ahhoz a destroy metó-
dust kell hívnunk.
Ha egy metódus nagy betűvel kezdődik, akkor védett(protected) lesz, egyébként
publikus, a változók pedig mind privát elérhetőségűek. Ez nem azt jelenti, hogy
egyáltalán nem érjük el őket kívülről, hanem azt, hogy névteret kell váltanunk hozzá,
hisz Tcl nyelvben elég sok minden megvalósítható.
Ha egy metóduson belül másik metódust akarunk hívni, akkor a metódus elé kell
tenni a my kulcsszót, mint ez a publikus műveletben látszik is.
Ha kivesszük a megjegyzés jelet a védett művelet külső hívása előtt, akkor a kö-
vetkező hibaüzenetet kapjuk a kimeneten, mely felsorolja, hogy milyen publikus
műveletek vannak, melyeket hívhattunk volna a védett helyett:
Konstruktor metódus meghívódott: 1
Konstruktor metódus meghívódott: 2
unknown method "ProtectedMethodName":
must be destroy or publicMethodName
while executing
"$myObject ProtectedMethodName"
(file "./Class.tcl" line 32)
3.7.1.2 Védett metódus hívása hibaüzenet
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A fenti kód kimenete pedig a következő:
Konstruktor metódus meghívódott: 1
Konstruktor metódus meghívódott: 2
Karakterlánc reprezentáció: ::oo::Obj12
Publikus metódus meghívódott:
2 + 2 = 4
Védett metódus meghívódott.
Publikus metódus meghívódott:
1 + 2 = 3
Védett metódus meghívódott.
Destruktor meghívódott.
Adat: 4
Destruktor meghívódott.
Adat: 3
3.7.1.3 Osztályok és objektumok létrehozása és használata példa kimenete
A kimenetben látszik az objektum reprezentációja, mely a ::oo::Obj12 névtér. Il-
letve amikor a myObject változóban tárolt objektumot megsemmisítjük, akkor a
belső változó kiírásakor látszik, hogy a myObjectRef változón keresztüli változta-
tás hatással volt a belső változójára, de a későbbi myObject2 változón keresztüli
változtatás nem, hisz az egy külön objektum azaz a hozzá tartozó változó külön
névtérben van, azaz egy külön változó.
3.7.2. Beépített összetett típusok Tcl nyelvben
Tcl nyelvben nincsenek beépített összetett típusok, egyetlen típus van csak, az pedig
a már bemutatott karakterlánc típus.
Azonban vannak belső összetett típusok, mint például a lista és a szótár.
3.8. Nyelvek összehasonlítása
Összetett típus készítésében a Tcl nyelv a leggyengébb, itt minden karakterlánc,
nem lehet más típust létrehozni, csak logikai szinten lehet saját típusként tekinteni
a karakterláncot. Lehet ugyan saját belső típust készíteni, de ahhoz Tcl kiterjesztést
kell írni C nyelvben.
A másik oldal az Ada melynek tárháza a legnagyobb új típus létrehozása kapcsán.
Amikor egy meglévő típusból megszorítással vagy kiterjesztéssel készítünk új típust,
akkor eldönthetjük, hogy az eredeti típussal kompatibilis (subtype kulcsszó) vagy
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inkompatibilis (type kulcsszó) típust szeretnénk-e létrehozni. Az előbbi esetben a két
típus értéke felcserélhető kifejezésekben anélkül, hogy fordítási idejű hibát kapnánk,
az utóbbi esetben pedig manuálisan konvertálnunk kell a két típus között.
Az Ada nyelv a subtype kulcsszóval létrehozott típust alias típusnak tekinti, nem pe-
dig új típusnak, azonban mivel az értékkészlet más, ezért mégis új típusnak érződik,
ráadásul ezen értékkészlet futási idejű ellenőrzése miatt mindenképpen új típusnak
tekinti ezen diplomamunka.
C++ esetén typedef kulcsszó használható alias típus létrehozására, és így valóban
nem készül új típus, ezt kihasználva sokszor a hosszú típusok helyett készítenek egy
rövid alias típust, hogy ne kelljen kiírni a hosszú típusnevet.
Bár nem minden, de a legtöbb nyelvben a felhasználó tud saját felsorolási típust
készíteni.
Ebben megint csak az Ada a legjobb, hiszen ott felsorolás eleme lehet karakter típus,
és bármilyen általunk definiált teljesen új érték, amely eddig nem létezett.
Így az Ada nyelv az egyetlen az elemezett nyelvek közül, amelyben le-
het elemi felhasználói típust készíteni, mely megfelel a diplomamunkában
használt elemi definíciónak is.
Hiányossága ugyan a felsorolásnak, hogy nem lehet csak számokat felsorolni, amit
többi nyelv esetén lehet, de erre az Integer típus megszorítása használható, bár itt
is csak intervallumot tudunk megadni.
Saját típusokban több láthatósági szint is megjelenhet.
Python és Perl esetén nincs ugyan láthatóság, pontosabban minden publikus, azon-
ban a Python esetén elterjedt az a konvenció, hogy az aláhúzás jellel kezdődő adat-
tagokat nem illik az osztályon kívülről használni, azaz azon adattagok privátak.
C++ és Tcl esetén a legtöbb nyelvből ismert publikus(public), védett(protected)
és privát(private) láthatóságok jelennek meg.
Java esetén az előző három láthatóságon felül még egy úgynevezett csomag privát
láthatóság is megjelenik. Ha egy definíciónak nem kell láthatóságot adni, akkor ez
lesz az alapértelmezett láthatósága, és csak a csomagon belül lesz elérhető.
Ada esetén viszont csak a privát és publikus láthatóság jelenik meg.
A láthatóságok megadására két módszer terjedt el. Vagy minden definíció előtt
meg kell adni hogy a definiált változó, művelet, osztály, stb. milyen láthatóságú,
vagy pedig egy jelzővel jelezni kell, hogy innentől kezdve minden ez alatti definíció
publikus(public:), védett(protected:) vagy privát(private:).
Ezen felül két érdekesség is megjelenik a láthatóság meghatározásakor:
C++ esetén az class és a struct kulcsszó egyetlen különbsége, hogy mi az alapér-
telmezett láthatóság, mely előbbi esetén a privát, utóbbi esetén a publikus. Az első
láthatóság jelzőig ezen láthatóság van érvényben.
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Tcl esetén pedig egyedi, hogy a tag változók mindig privátak lesznek, a metódusok
pedig vagy védettek, vagy publikusak, attól függően, hogy nagybetűvel(védett) vagy
kisbetűvel(publikus) kezdődnek.
Objektum orientáltság összetett típusok szintjén
Osztályok szinte minden nyelvnél megjelennek, van, ahol utólag került bele, van,
ahol már elemi típusok is mind kivétel nélkül osztályok.
Java esetén majdnem minden típus osztály, még az interfész, tömb és felsorolási típus
is osztály, csak a primitív típusok (számok, karakter és logikai típus) nem osztályok.
Python még tovább megy, ott minden típus osztály, és minden érték objektum,
még a szám literálok is. Erről volt már szó az előző fejezet Nyelvek összehasonlítása
alfejezetében is.
Viszont arról nem volt szó, hogy Java nyelvben nincs globális függvény, helyette sta-
tikus függvényt lehet osztályban létrehozni. Ezzel van olyan tulajdonsága is, amely
a teljes objektum orientáltsághoz kell, de Pythonban nincs jelen.
Ahol az osztályok utólag kerültek be a nyelvbe, ott felléphetnek hiányosságok, a
későbbi fejezetekben több ilyen hiányosságra is fény derül majd.
Perl esetén a csomagok használhatóak osztályokként, és egyedi, hogy bármilyen re-
ferencia tekinthető csomagnak, és ezzel osztálynak.
Tcl esetén nem kell új típust készíteni ahhoz, hogy osztályt készítsünk, ugyanúgy
a karakterlánc típust használják az osztályok is. Az osztályok megvalósítása úgy
történik, hogy minden osztálynak és minden objektumnak külön névtere van. Ezen
névtér az osztály alapján töltődik fel változókkal és metódusokkal, melyből létrejön
az objektum. Éppen ezért az objektum karakterlánc megfelelője a névtér, mely hozzá
tartozik, ez egyedi minden objektum esetén.
Ada nyelvben nagyon látszik, hogy az objektum orientáltság utólag lett a nyelvbe
helyezve, itt a jelölt rekordot szokás osztályként használni. Nagyon furcsa, hogy
az osztály műveletei nem az osztályon belül, hanem a csomag specifikációban az
osztály után kell, hogy felsorolva legyenek. Hívásuk pedig úgy történik, hogy az első
paraméterük mindig az osztály, amelyhez tartoznak.
Minden nyelvben megjelenik a konstruktor fogalma. Van, ahol bármilyen nevet ad-
hatunk az osztály konstruktorának (Perl), de általában az osztály nevével egye-
zik. Python és Tcl esetén konstruktor definiálásakor ugyan fix nevet használunk
(__init__ és constructor), de a konstruktor hívásakor már az osztály nevét kell
használni.
Destruktor azonban már nem minden nyelvben jelenik meg.
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Ahol van konstruktor és destruktor is, és a destruktor meghívása mindig akkor tör-
ténik, amikor az adott változó megsemmisül, mely tárolta az objektumot, ott hasz-
nálható a RAII módszer. Ilyen nyelv a C++.
Vannak olyan nyelvek, ahol az osztály típus is objektum, ilyen a Python, ahol fu-
tási időben módosítható az osztály, például műveletei lecserélhetőek, mivel Python
nyelvben az osztály műveletei a típus mint érték adattagjai, amelyek függvény típu-
súak.
Python és Java esetén osztályok speciálisan kezelhetőek, ha rendelkeznek bizonyos
műveletekkel, ez Java esetén a main műveletben nyilvánul meg, mely futtathatóvá
teszi az osztályt.
Java esetén az ilyen tulajdonságokat inkább interfészek segítségével szokás megadni,
ezekre a Konkrét adattípus fejezetben lesz példa.
Mutató
Ahol elemi típus a mutató: Perl, Tcl.
Ezekről a nyelvekről már az előző fejezet összehasonlításában már volt szó.
Ahol nincs mutató: Java, Python.
Ezekről a nyelvekről szintén volt már szó az előző fejezet összehasonlításában.
Ahol összetett típus a mutató: Ada38, C++.
A mutatókat a legtöbb nyelv veszélyesnek tekinti, így nem használható mutató arit-
metika, azaz nem tudjuk a mutatókat növelni, csökkenteni, illetve nem tudunk hoz-
zájuk egész számot értékül adni, hogy annyival arrább lévő értékre mutassanak.
A C++ esetén, viszont használhatóak ilyen műveletek, illetve ez Ada esetén is meg-
oldható, de ott csak tömbök bejárására használatos, nem szokás használni őket és
külön csomagot kell importálni, hogy elérhetőek legyenek.
Ada nyelvben extra biztonságot ad, hogy a mutatók nem mutathatnak bárhova.
Vannak mutatók, melyek csak a memóriában new kulcsszóval lefoglalt területre
mutathatnak. Azon mutatók amelyek mutathatnak változók által használt memória
területre is, szintén meg vannak szorítva, csak azon területre mutathatnak, amely
típusában erre engedélyt adtunk. Ez az engedélyadás az aliased kulcsszó használa-
tával érhető el.
További megszorítás, hogy a mutatott terület változtatható-e vagy sem, ez nem csak
Ada nyelvben, de C++ nyelvben is megjelenik. Ada esetében a constant kulcsszó-
val, C++ esetén a const kulcsszóval szorítható meg a mutató típusa, hogy ne tudjon
38Bár az Ada nyelv elemi típusok közé sorolja a diplomamunka által használt definíció nem.
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változtatni a mutatott értéken, és természetesen ez a tulajdonság megőrződik, pél-
dául egy konstans mutató értéke (memória terület) nem adható át egy nem konstans
mutatónak.
Tömb
Ahol a tömb elemi típus: Perl, Python, Tcl.
Ezekről a nyelvekről szintén volt már szó az előző fejezet összehasonlításában.
Ahol összetett típus (Ada, C++, Java).
C++ és Java esetén a tömb számmal indexelhető 0-tól tömb méreténél egyel kisebb
értékig.
Ada esetén viszont meg kell adni az indexelő típust, és ezzel együtt vagy ez mellett
az indexelhető tartományt.
Az indexelő típus csak diszkrét típus lehet, például egész szám, karakter, felsorolás.
Indexelhető tartomány alapértelmezettként az indexelő típus teljes értékkészlete, de
bármely két eleme közötti tartomány lehet, azaz nem feltétlenül 0-tól történik az
indexelés.
Tömbök esetén minden diplomamunkában elemezett nyelvben megadható inici-
alizációs lista. Ha nem adunk meg ilyen inicializációt, akkor nyelvfüggő, hogy
inicializálódik-e alapértelmezett értékkel, vagy memória szemét marad benne.
Java esetén inicializálódik, de C++ és Ada esetén nem.
Felhasználói típusok logikai értékként kezelése
Ada és Tcl esetén nem használhatóak a felhasználói típusok logikai feltételekben.
Előbbi fordítási, utóbbi futási idejű hibát ad. Tcl esetén nincs ugyan szó szoros
értelmében vett felhasználói típus, azonban ha egy osztály példány feltételben sze-
repel, akkor annak reprezentációja sosem lesz a megengedett értékek között (true,
on, ...).
Java és Perl esetében nem tudunk saját viselkedést adni, ha egy osztály feltételben
szerepel, azonban használhatóak feltételben. Akkor értékelődnek ki igazra, ha a re-
ferencia, mely a feltételben szerepel, az mutat valahová (nem a null érték nyelvbeli
megfelelője). Perl esetén nincs ugyan sehova sem mutató referencia, de az undef
skalár érték használható erre a célra.
C++ és Python felhasználó által készített osztályainak objektumai szintén szerepel-
hetnek feltételben, és itt meg is lehet adni, hogy mikor értékelődnek ki igazra, mikor
pedig hamisra.
C++ esetén az operator bool vagy az operator int operátorok elkészítésével, Py-
thon esetén pedig a__nonzero__() vagy__len__() metódusok elkészítésével.
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4. Polimorfizmus
4.1. Nyelvfüggetlen leírás
Polimorfizmus alapelve, hogy bizonyos műveleteket több típusra is tudunk használni.
Ezen típusokat pedig polimorf típusoknak nevezünk.
Polimorfizmus alatt három fogalmat érthetünk. Ezen fogalmak követik a polimorfiz-
mus alapelvét.
• Altípusos polimorfizmus
Függvény felül definiálásra kerül a leszármazott osztályokban.
Illetve néhány nyelv más formában is tud altípusokat létrehozni. Például az
Ada nyelvben bizonyos típusokból új típus hozható létre, melyek az eredeti
típus megszorításai, és altípusai az eredeti típusnak.
• Paraméteres polimorfizmus
A függvényt egyszer megírjuk úgy, hogy az generikusan több típusra is működ-
jön. Ezt bizonyos típusos nyelvekben sablonnak (template), bizonyos típusos
nyelvekben generikusnak (generic) nevezik.
Kellően gyengén típusos nyelvek egy részében a legtöbb függvény, bizonyos
szemszögből nézve, mindig megfelel ennek a definíciónak, ha nincs ellenőriz-
ve az aktuális és formális paraméter típusának egyezése. Perl nyelvben pél-
dául számként használt paraméter megadható számként és karakterláncként
is, karakterláncból pedig automatikusan szám konvertálódik használatkor a
függvény törzsében, mégpedig úgy, hogy a kezdő fehér szóközöket nem veszi
figyelembe, majd az utánuk lévő szám sorozatot az első nem szám karakte-
rig számként használja fel. Ha nem szám található fehér szóköz után, akkor 0
értékké konvertálódik a szöveg:
1 #!/usr/bin/perl
2
3 print(5 * " 5a");
4 print("\n");
5 print(5 * "5");
6 print("\n");
7 print(5 * "a5");
8 print("\n");
4.1.1 ParametricPolymorphismLooking.pl Paraméteres polimorfizmushoz
hasonlító működés Perl nyelvben
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Fenti kód kimenete:
25
25
0
4.1.2 Paraméteres polimorfizmushoz hasonlító működés kimenete
Ez persze nem szándékos paraméteres polimorfizmus, de mégis megfelel a de-
finíciónak.
• Ad-hoc polimorfizmus
Ugyanazon név alatt több különböző paraméterekkel rendelkező függvényt ké-
szítünk. Ezt a szakirodalom túlterhelésnek is nevezi.
Többnyire a valós életben amikor polimorfizmusról beszélünk, és nem emeljük ki,
hogy melyik fogalmáról, akkor az altípusos polimorfizmust értjük polimorfizmus
alatt. Ez alól kivételt képez a funkcionális nyelvet használó közösség, ahol poli-
morfizmus alatt a paraméteres polimorfuzmusra gondolnak, amikor a polimorfizmus
szót magában használják.
Ebben a diplomamunkában mindenhol ahol nem egyértelmű a szövegkörnyezetből,
ott kiemelem, hogy mely polimorfizmusról írok.
Altípusos polimorfizmushoz kapcsolódik a Liskov-féle helyettesítési elv39:
Ha S és T típusok, és o ∈ S azt jelenti, hogy az o objektum típusa S, akkor :
∀os ∈ S : ∃ot ∈ T : ∀P program melyben T típusú objektumokat használunk : P el-
várt tulajdonságai nem változnak (programhelyesség, specifikáció, feladat elvégzése),
amikor ot objektumot os objektumra cseréljük
⇐⇒ S altípusa a T típusnak.
Ez tulajdonképpen az altípusosság definíciójának felel meg, picit bővebben és
emészthetőbben leírva azt jelenti, hogy amennyiben S altípusa a T típusnak, ak-
kor a T típus invariánsait (szabályait) meg kell tartania. Azaz bármely olyan S
típusú os objektumhoz létre tudunk hozni egy olyan T típusú ot objektumot, melye-
ket lecserélve az os objektumra a program legalább ugyanazt elvégzi, mint ezelőtt,
39[12] Barbara Liskov cikkének 3.3 alfejezetéből idézve:
"If for each object o1 of type S there is an object o2 of type T such that for all programs P
defined in terms of T , the behavior of P is unchanged when o1 is substituted for o2, then S is a
subtype of T ."
Megjegyzés1: a substituted for b – jelentése: b lecserélve a-ra.
Megjegyzés2: A program viselkedés kifejezés a cikkben programhelyességgel és specifikációval
kapcsolatos, így nem pont azt jelenti, amit elsőre gondolna az ember, ezért egyértelműbbé tettem
az általam adott definícióban.
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nem végezhet el kevesebbet, de többet már elvégezhet, illetve ugyanazt elvégezheti
egy kicsit másképp.
Ezen elv csak két példányosítható típusra alkalmazható, de a mondanivalója kiter-
jeszthető nem példányosítható típusokra is:
Ha S és T típusok, és o ∈ S azt jelenti, hogy az o objektum típusa S, továbbá ϕ(o)
azt jelenti, hogy a ϕ bizonyítható tulajdonság teljesül az o objektumra, akkor :
S altípusa a T típusnak. ⇐⇒ ∀os ∈ S : ∃ot ∈ T : ∀ϕ bizonyítható elvárt tulajdonság
esetén : ϕ(ot) ⇒ ϕ(os)
Ezen elv követésére a legtöbb programozási nyelv nem kényszerít, de ha nem követ-
jük, akkor előbb utóbb (egy hosszú életű program esetén) problémákba ütközünk.
Szabályok gyakran elkövetett hibák ellen, melyek nem követik a Liskov-féle helyet-
tesítési elvet:
1. Leszármazott osztály művelete ne dobjon olyan kivételt, melyet a szülő osztály
nem dobhat, kivéve ha ez jelezve van a szülő osztályban.
2. Hiba ha azt gondoljuk, hogy a leszármazás a valós élet "ez egy" összefüggését
követi. Például a négyzet egy téglalap, de a négyzet nem szabad, hogy a
téglalap leszármazottja vagy őse legyen, ugyanis ha négyzet hosszát megvál-
toztatjuk, akkor elvárjuk, hogy a magassága is változzon, de amikor beállítjuk
egy téglalap hosszát, akkor elvárjuk, hogy az előzőleg beállított magasság
megmaradjon.
Vegyük észre, hogy ezt nem is tudná a fordító ellenőrizni.
Ezt legjobban Russel paradox mutatja ki: Komplex szám két valós tí-
pust tartalmaz (valós rész és képzetes rész), továbbá a valós szám is egy
komplex szám, azonban ha a valós szám leszármazottja a komplex számnak,
akkor sem a valós, sem a komplex osztályt nem tudnánk példányosítani, hisz
végtelen veremre (stack) lenne szükségünk:
Vegyük észre a diagramban, hogy körkörös hivatkozás szerepel benne.
Megjegyzés: Ha megfordítanánk a leszármazás nyilát, akkor másik problémába
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ütköznénk, azaz az sem működne: Valós számoknál definiált összeadás valós
számot eredményez, legtöbb nyelv nem engedné meg, hogy megváltoztassuk
a visszatérési értéket leszármazottban, azaz complex szám összeadása valós
számmal szintén valós számot kellene, hogy eredményül adjon.
3. Túlterhelt művelet törzsét ne hagyjuk üresen, ha szülőben sem volt az.
Altípusos polimorfizmusnál beszélhetünk egyszeres és többszörös öröklődésről. Mint
nevük is sugallja egyszeres öröklődés esetén egy osztály pontosan egy szülő osztállyal
rendelkezik, míg többszörös öröklődés esetén közvetlenül legalább 2 szülőosztálytól
származik le. Azon nyelvek amelyek támogatják az altípusos polimorfizmust, de nem
támogatják a többszörös öröklődést (például Java), valahogy kompenzálják ezen
utóbbi hiányát. Többnyire úgy, hogy interfészeket hoznak be a nyelvbe, megengedve,
hogy egy osztály több interfészt is megvalósíthasson, így kiküszöbölve a többszörös
öröklődés hiányát.
Az interfészekről, és hogy hogyan használhatjuk őket bővebben az Absztrakt adat-
típus fejezetben lesz szó.
Az osztályokról és létrehozásukról már előző fejezetben írtam, ebben a fejezetben
már csak a polimorfizmusról számolok be, például olyan osztály létrehozásáról, amely
más osztályból származik le, feltéve, hogy az adott nyelv támogatja az osztályokat
és leszármazásukat.
Érdemes ebben a fejezetben megemlíteni a mixineket és a kacsa típusosságot40 is.
Mixin
Objektum orientált nyelvekben mixinnek nevezünk egy osztályt, melynek megvalósí-
tott műveleteit be tudjuk helyezni valamilyen módon egy vagy több másik osztályba
úgy, hogy ezen osztály mellett más mixineket is be tudnánk helyezni, ha szeretnénk.
Ezt a legtöbb nyelv többszörös öröklődéssel valósítja meg.
C++, Perl, Python, Tcl többszörös öröklődéssel támogatja a mixineket, Ada nyelv-
ben generikus csomagokkal megoldhatóak a mixinek, erre az Ada alfejezetben látunk
példát. Java nyelv viszont csak a 8-as verziótól támogatja a mixineket. Mivel mixi-
nekhez feltétel, hogy több osztály műveletét be tudja hozni az új osztály, és ebben
a nyelvben nincs többszörös öröklődés, azaz egy osztály csak egy másik osztály
megvalósított műveleteit tudja örökölni, így leszármazás nem használható mixin vi-
selkedéshez Java nyelvben. Az Ada esetén használt generikus módszer sem működik
Java nyelvben mixinek megvalósítására, mivel ebben a nyelvben nem lehet gene-
rikus paraméterből leszármazni, Ada mixin megoldása pedig ezt a funkcionalitást
használja ki a mixinek megvalósításához. Viszont mivel Java 8-as verziójától már
40Kacsa típusosság az angol szakirodalomban duck typing néven található meg.
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meg lehet adni alapértelmezett implementációt az interfészek metódusaihoz, ezért
az interfészek segítségével ettől a verziótól kezdve már lehet mixineket készíteni.
Kacsa típusosság
A kacsa típusosság alapelvét idézve:
"Ha egy madarat látok, ami úgy sétál, mint egy kacsa, úgy úszik, mint egy kacsa,
úgy hápog, mint egy kacsa, akkor ezt a madarat kacsának hívom."
Ez azt jelenti, hogy egy objektum akkor felel meg az elvárt követelményeknek, példá-
ul akkor adható át egy függvénynek adott paramétereként, ha megfelelő műveletekkel
és tulajdonságokkal rendelkezik.
A kacsa típusosság nem egy pontos fogalom, többféleképpen lehet értelmezni, egyik
kérdés az, hogy ez az ellenőrzés futási idejű kell-e legyen.
Például a Go nyelvben az interfésze kezelését több helyen kacsa típusosnak nevezik,
azonban a Go nyelv készítői inkább a struktúrális típusosság41 kifejezést használják,
mivel annak ellenőrzése fordítási időben történik.
Az ilyen fajta kacsa típusosságot az interneten fordítási idejű kacsa típusosságnak42
vagy statikusan kacsa típusosságnak43 nevezik.
Általában azonban amikor kacsa típusosságról beszélnek, akkor dinamikus azaz fu-
tási idejű ellenőrzésre gondolnak, ami azt jelenti, hogy az elvárt műveletek és tulaj-
donságok futás közben a függvény törzsében derülnek ki, azaz akkor kapunk hiba-
üzenetet ha a függvény törzse elért egy olyan sorhoz, mellyel az átadott érték nem
viselkedik jól, de eddig a pontig minden utasítás elvégződik.
Ebben a diplomamunkában a statikusan kacsa típusos kifejezés a fordítási idejű, a
dinamikusan kacsa típusos kifejezés a futási idejű, és a kacsa típusos kifejezés előtag
nélkül a fordítási és futási idejű kacsa típusosságot jelenti.
A dinamikusan kacsa típusosság követelménye, hogy a típus ellenőrzés futási időben
történjen, azaz a nyelv dinamikusan típusos legyen, a statikusan kacsa típusosság
követelménye, hogy a típus ellenőrzés fordítási időben történjen, azaz a nyelv stati-
kusan típusos legyen.
41Struktúrális típusosság angol megfelelője a structural typing kifejezés.
42Fordítási idejű kacsa típusosság angol megfelelője a compile time duck typing
43Statikusan kacsa típusosság angol megfelelője a static duck typing
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A Python, Perl, Ruby és Tcl nyelvek dinamikusan kacsa típusos nyelvek, nézzünk
egy példát Pythonban:
1 #!/usr/bin/env python
2 # encoding: utf -8
3
4 class Duck:
5 def __init__(self):
6 self.name = "Kacsa"
7 def walk(self):
8 print(self.name + " sétál.")
9 def swim(self):
10 print(self.name + " úszik.")
11 def talk(self):
12 print(self.name + " beszél: háp-háp.")
13
14 class Chicken:
15 def __init__(self):
16 self.name = "Csirke"
17 def walk(self):
18 print(self.name + " sétál.")
19 def talk(self):
20 print(self.name + " beszél: kot -kot.")
21
22 def useDuck(bird):
23 bird.walk()
24 bird.swim()
25 bird.talk()
26
27 duck = Duck()
28 chicken = Chicken ()
29 useDuck(duck)
30 useDuck(chicken)
4.1.3 DuckTypingCannotFindMethodError.py Dinamikusan kacsa típusosság
A useDuck művelet a duck objektummal jól működik, amikor viszont chicken
objektumot adjuk át neki, akkor a walk metódus hívása még megy, de a swim
metódusnál hibaüzenettel leáll a program futása, mivel a Chicken osztálynak nincs
swim művelete, azaz nem felel meg a useDuck függvény elvárásainak:
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Kacsa sétál.
Kacsa úszik.
Kacsa beszél: háp-háp.
Csirke sétál.
Traceback (most recent call last):
File "./DuckTypingCannotFindMethodError.py", line 30,
in <module>
useDuck(chicken)
File "./DuckTypingCannotFindMethodError.py", line 24,
in useDuck
bird.swim()
AttributeError: Chicken instance has no attribute ’swim’
4.1.4 Dinamikusan kacsa típusosság példa kimenete
4.2. Ada
Az Ada nyelv mindhárom polimorfizmust támogatja.
Mixineket generikusok segítségével lehet készíteni. Példa a 107. oldalon.
4.2.1. Altípusos polimorfizmus
Ada nyelvben három fajta altípusos polimorfizmus is megtalálható.
Altípus létrehozása subtype kulcsszóval
A mindenki által ismert osztály leszármazás mellett a felhasználó bizonyos típusokat
meg tud szorítani egy új típust létrehozva, mely altípusa az eredeti típusnak.
Például készítünk egy MonthNumber típust az Integer típusból:
6 subtype MonthNumber is Integer range 1 .. 12;
4.2.1.1 polymorphism.adb Altípus létrehozása Integer típusból
A megszorítás (range 1 .. 12) opcionális.
Innentől kezdve MonthNumber típus használható azon Integer típusok helyett,
melyek 1 és 12 közötti értéket vesznek fel, értékül adható nekik Integer típusú
változó és értékül adhatóak Integer típusú objektumnak, azonban előbbi esetben
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ha az értékül kapott szám nincs egy és tizenkettő között, akkor futási idejű hibát
kapunk és leáll a program.
Típus kategóriák
Az Ada nyelvben megjelenik a típus kategória fogalom, melyről már az elemi típu-
soknál (10. oldal) és összetett típusoknál (57. oldal) volt szó.
Minden típus kategóriákba tartozik, melyek egyfajta altípusosságot hoznak maguk-
kal. Az egyes típus kategóriákhoz attribútumok tartoznak, melyek minden alattuk
lévő kategória és típus örököl.
Ezen felül ahol a nyelv beépítetten tud típus kategóriát megadni paraméter típus
megszorításaként. Itt az aktuális paraméter bármely adott típus kategóriába tartozó
típusú változó lehet.
Objektum orientált altípusosság
Ada nyelv támogatja az objektum orientált programozást, de picit más szintaxissal,
mint más programozási nyelvek.
Ada95 nem támogatja ugyan a többszörös öröklődést, egy osztálynak csak egy őse
lehet, azonban a 2012-es Ada verziótól kezdődően a Java nyelvhez hasonlóan (lásd
156. oldal) interfészek kerültek be a nyelvbe, és egy osztálynak több szülője is lehet,
de maximum 1 olyan szülő, aki nem interfész. Részletek az Absztrakt adattípus
fejezetben (148. oldal).
Az objektum megvalósítása az összetett típusoknál tárgyalt jelölt rekord típussal
lehetséges. Egy jelölt rekord típust tekinthetünk osztálynak, viszont a hozzá tar-
tozó metódusok nem a rekord típuson belül, hanem a rekord típus után felsorolva
szerepelnek.
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Nézzünk egy példát:
8 package SU renames Ada.Strings.Unbounded;
9
10 package Workers is
11 type Worker is tagged record
12 Name : SU.Unbounded_String;
13 end record;
14 procedure WriteIntroduction(self : Worker);
15
16 type Developer is new Worker with record
17 ProgrammingLanguage: SU.Unbounded_String;
18 end record;
19 procedure WriteIntroduction(
20 self : Developer);
21 end Workers;
4.2.1.2 polymorphism.adb Dolgozó szülő osztály és fejlesztő leszármazott osztály
Ebben a példában a String helyett, mely Ada nyelvben mindig fix hosszú szöveget
tartalmaz, az úgynevezett Unbounded_String típust használjuk, mivel ennek a
mérete dinamikusan változik.
Eljárás és függvény lista csak csomag specifikációban és csak közvetlenül a jelölt
rekord típus után megadva lesz a jelölt rekordhoz rendelve, amennyiben az első
paraméter a rekord típusa. Egyébként csak hagyományos, nem a rekordhoz tartozó
eljárásokként illetve függvényekként tekint rájuk az Ada. Ezért létrehoztunk egy új
csomagot Workers néven.
A jelöletlen rekord nem használható leszármazásra, ugyanis csak jelölt rekord egé-
szíthető ki új adattagokkal.
A type newtypename is new BaseTypeName with record... kifejezéssel lehet
kiegészíteni rekordot új adattagokkal.
subtype newtypename is BaseTypeName; kifejezés működik, jelölt és jelöletlen
rekordok esetén is, de subtype kulcsszóval nem egészíthető ki a rekord új adatta-
gokkal.
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A csomag törzsében található az osztályokhoz tartozó műveletek definíciója:
23 package body Workers is
24 procedure WriteIntroduction(self : Worker) is
25 begin
26 Ada.Text_IO.Put("A nevem ");
27 Ada.Text_IO.Put(SU.To_String(self.Name));
28 Ada.Text_IO.Put_Line(". Itt dolgozom.");
29 end WriteIntroduction;
30
31 procedure WriteIntroduction(self : Developer)
32 is
33 begin
34 Ada.Text_IO.Put("A nevem ");
35 Ada.Text_IO.Put(SU.To_String(self.Name));
36 Ada.Text_IO.Put(". Itt dolgozom ");
37 Ada.Text_IO.Put(
38 SU.To_String(self.ProgrammingLanguage));
39 Ada.Text_IO.Put_Line(" programozóként.");
40 end WriteIntroduction;
41 end Workers;
4.2.1.3 polymorphism.adb Osztály műveleteinek törzse a csomag törzsében
Már volt róla szó, hogy az Ada nyelvben a type kulcsszóval létrehozott típusok az
eredeti típussal nem kompatibilisek, azaz nincs automatikus konverzió a Worker és
a Developer típusok között semmilyen irányban sem.
Azonban a Developer jelölt rekord konvertálható Worker típusra az extra adatta-
gok levágásával, a Worker típust függvényhívásként használva:
Worker(myDeveloperVariable)
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Ada nyelvben egyedi, hogy leszármazott osztályra is lehet konvertálni, ha megadjuk
az extra adattagokhoz tartozó értékeket:
70 developer2 : Workers.Developer :=
71 (
72 worker1 with
73 ProgrammingLanguage =>
74 SU.To_Unbounded_String("Ada")
75 );
4.2.1.4 polymorphism.adb Konvertálás leszármazott típusra az extra adattagok
értékének megadásával
Ezen utóbbi konverzió, mely a worker1 Worker típusú objektumot a leszármazási
láncban lefelé konvertálja, elég ritkán használatos. A másik irány gyakrabban elő-
fordul, de általában nem szeretnénk, ha levágódnának az adattagok, hiszen onnan
kezdve már nem leszármazott, hanem ősosztály lesz a kapott érték valós típusa. In-
kább azt szeretnénk, hogy az extra adattagok csak el legyenek rejtve az őstípusra
konvertálás során, és bár őstípusként látszik az objektumunk a valós típusa maradjon
a leszármazott eredeti típus. Erre az Ada nyelvben a ’Class attribútum használható.
A T’Class attribútumot T jelölt rekord típusra alkalmazva egy olyan típust kapunk,
mely nem csak az adott T típust, de minden leszármazott típust is magában foglal,
azaz egy ilyen típusú változónak értékül adható a T típus és az összes belőle közvet-
ve vagy közvetlenül leszármazó típus is. T’Class típusú változót ugyanúgy tudjuk
használni, mint egy T típusú változót, de a valós típus műveletei hívódnak meg a
T típus műveletei helyett amennyiben azok felül lettek definiálva, illetve mint fenn
írtam értékül adható neki leszármazott típus is.
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Nézzünk egy példát a fenti osztályok használatára. Ebben a példában szerepel egy
Worker típusú és egy Worker’Class attribútummal kapott típusú paramétert tar-
talmazó eljárás:
43 procedure WriteIntroductionSliced(
44 w : Workers.Worker) is
45 begin
46 Ada.Text_IO.Put("WriteIntroductionSliced: ");
47 Workers.WriteIntroduction(w);
48 end;
49
50 procedure WriteIntroductionClass(
51 w : Workers.Worker ’Class) is
52 begin
53 Ada.Text_IO.Put("WriteIntroductionClass: ");
54 Workers.WriteIntroduction(w);
55 end;
4.2.1.5 polymorphism.adb Objektum használata eljárás paramétereként
A vágás konverziót és a Worker’Class típust felhasználó változók:
57 worker1 : Workers.Worker :=
58 ( Name => SU.To_Unbounded_String("Béla") );
59 developer1 : Workers.Developer :=
60 (
61 Name =>
62 SU.To_Unbounded_String("Béla"),
63 ProgrammingLanguage =>
64 SU.To_Unbounded_String("Ada")
65 );
66 workerSlice : Workers.Worker :=
67 Workers.Worker(developer1);
68 workerClass : Workers.Worker ’Class :=
69 developer1;
4.2.1.6 polymorphism.adb Objektum használata változóként és inicializálás
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A worker1 egy Worker típusú változó, míg a developer1 egy Developer típusú
változó. A workerSlice változó egy új Worker típusú változó, mely értékül kapja
a developer1 változó csonkított változatát, tagonként átmásolva az értékeket. A
workerClass változó Worker’Class típusú és értékül kapja a developer1 változó
értékét, melyben a ProgrammingLanguage adattag is le van másolva, de el van
rejtve.
Mivel a workerSlice és workerClass hagyományos változók, ezért amikor értékül
kapták a developer1 változó értékét, akkor az értékek csak másolódtak, azaz ha
módosulnak, akkor a developer1 változó nem változik.
Az alábbi kód jól bemutatja a leszármazott osztály átadásának és értékül adásának
működést:
76 begin
77 Ada.Text_IO.Put_Line("Program indul");
78 Ada.Text_IO.Put("worker1: ");
79 Workers.WriteIntroduction(worker1);
80 Ada.Text_IO.Put("developer1: ");
81 Workers.WriteIntroduction(developer1);
82 Ada.Text_IO.Put("workerSlice: ");
83 Workers.WriteIntroduction(workerSlice);
84 Ada.Text_IO.Put("workerClass: ");
85 Workers.WriteIntroduction(workerClass);
86 WriteIntroductionSliced(
87 Workers.Worker(developer1));
88 WriteIntroductionClass(developer1);
89 Ada.Text_IO.Put_Line("Program vége");
90 end polymorphism;
4.2.1.7 polymorphism.adb Objektum orientált leszármazás használata Ada
nyelvben
A Worker típusú változók esetén a Worker eljárása hívódik, a Developer típusú
változó esetén a Developer eljárása hívódik, a Worker’Class típusú változó esetén,
mivel aktuális típusa minden fenti esetben Deveoper volt, ezért Developer eljárása
hívódik meg.
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Fenti kód kimenete:
Program indul
worker1: A nevem Béla. Itt dolgozom.
developer1: A nevem Béla. Itt dolgozom Ada programozóként.
workerSlice: A nevem Béla. Itt dolgozom.
workerClass: A nevem Béla. Itt dolgozom Ada programozóként.
WriteIntroductionSliced: A nevem Béla. Itt dolgozom.
WriteIntroductionClass: A nevem Béla. Itt dolgozom Ada
programozóként.
Program vége
4.2.1.8 Objektum orientált leszármazás használata példa kimenete
Amennyiben lett volna olyan eset, hogy a Worker’Class típusú változó Worker
típusú változót kapott volna eredményül akkor abban az esetben a Worker eljárása
hívódott volna meg.
A fenti kód kimenete nem változott volna, ha WriteIntroductionSliced és
WriteIntroductionClass eljárások paramétere a workerClass változó lett volna,
hisz annak is Developer a valós típusa.
Érdemes még megemlíteni, hogy ha szeretnénk több olyan osztálynak közös őst
készíteni, melyek nem tartalmaznak közös adattagokat, akkor az üres jelölt rekord
létrehozásával járunk a legjobban, melyet kiegészítünk a leszármazott osztályokban:
35 type EmptyRecord2 is tagged null record;
4.2.1.9 typecreation.adb Jelölt üres rekord
Mixin
Ada nyelvben 2012-es verziót megelőzően semmilyen formában sincs többszörös
öröklődés, azonban mixineket lehet használni generikus csomagok segítségével. Ez
nem csak ellensúlyozza a többszörös öröklődés hiányát, de többszörös öröklődést
emulál úgy, hogy az öröklődéseket fa struktúra helyett sorba rendezi. Például ahe-
lyett, hogy a D osztály közvetlenül a B1 és B2 osztályokból származna le, készül
egy olyan B2 osztály, ahol a B2 osztály csomagjának generikus paramétereit úgy
adjuk meg, hogy a B2 osztály B1-ből származzon, majd a D osztály ezen csomag
példány B2 osztályából származik le.
Ennek megértéséhez nézzünk egy példát, ahol a DerivedFromBase1AndBase2 osz-
tály a BaseClass1 és BaseClass2 osztályok(mixinek) leszármazottja:
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4 generic
5 type Base is tagged private;
6 package BasePackage1 is
7 type BaseClass1 is new Base with record
8 B1: Integer;
9 end record;
10 procedure method1(self: BaseClass1);
11 end BasePackage1;
4.2.1.10 mixin.adb BaseClass1 ősosztály
A BaseClass1 osztály a csomag generikus paraméteréből származik le, így több
BaseClass1 osztály is készíthető, melyek a generikus paramétertől függően más és
más osztályból származnak le.
A method1 művelet mindössze kiírja a "BasePackage1.BaseClass1" szöveget:
13 package body BasePackage1 is
14 procedure method1(self: BaseClass1) is
15 begin
16 Ada.Text_IO.Put_Line(
17 "BasePackage1.BaseClass1");
18 end;
19 end BasePackage1;
4.2.1.11 mixin.adb method1 művelet
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BaseClass2 osztály is hasonlóan néz ki:
21 generic
22 type Base is tagged private;
23 package BasePackage2 is
24 type BaseClass2 is new Base with record
25 B2: Integer;
26 end record;
27 procedure method2(self: BaseClass2);
28 end BasePackage2;
4.2.1.12 mixin.adb BaseClass2 ősosztály
Ezek után készítünk néhány segéd osztályt, majd a számunkra fontos
DerivedFromBase1AndBase2 osztályt:
58 type EmptyClass is tagged null record;
59
60 package DerivedHelper1
61 is new BasePackage1(EmptyClass);
62
63 package DerivedHelper2
64 is new BasePackage2(DerivedHelper1.BaseClass1);
65
66 type DerivedFromBase1AndBase2
67 is new DerivedHelper2.BaseClass2 with record
68 D1: Integer;
69 end record;
4.2.1.13 mixin.adb DerivedFromBase1AndBase2 osztály
A DerivedHelper1.BaseClass1 segéd osztály olyan BaseClass1 osztály, mely
egy üres osztályból származik le. A DerivedHelper2.BaseClass2 segédosztály a
DerivedHelper1.BaseClass1 osztályból származik le. Ezen osztály már leszárma-
zottja a BaseClass1 és a BaseClass2 osztályoknak, de még nincs saját adattagja.
Ezek után a kapott DerivedHelper2.BaseClass2 osztályból leszármaztatjuk a
DerivedFromBase1AndBase2 osztályt, mely saját adattaggal is rendelkezik, és le-
származik mind a BaseClass1 és BaseClass2 osztályokból. Vegyük észre, hogy ha
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szeretnénk új műveleteket is megadhatnánk ennek az osztálynak, a szokásos módon,
ha csomag specifikációban hoztuk volna létre az osztályt.
Alternatívaként EmptyClass helyett használhattunk volna olyan osztályt, mely már
rendelkezik a DerivedFromBase1AndBase2 osztály adattagjaival, ekkor nem kel-
lett volna elkészítenünk a DerivedFromBase1AndBase2 osztályt, használhattuk
volna helyette a DerivedHelper2.BaseClass2 osztályt is, azonban így a jelenlegi
DerivedFromBase1AndBase2 adattagjai a leszármazási lánc elején lettek volna,
nem pedig a végén.
Azt is meg tudjuk tenni, hogy olyan mixint hozunk létre, mely csomagjának generi-
kus paramétere csak egy megadott osztály vagy annak leszármazottja lehet. Ebben
a példában BaseClass3 generikus osztály generikus paramétere csak BaseClass1
osztály vagy leszármazottja lehet, így meg tudjuk szorítani, hogy miből lehessen
leszármaztatni a BaseClass3 mixint:
38 generic
39 with package BasePackage
40 is new BasePackage1(<>);
41 type Base is
42 new BasePackage.BaseClass1 with private;
43 package BasePackage3 is
44 type BaseClass3 is new Base with record
45 B3: Integer;
46 end record;
47 procedure method3(self: BaseClass3);
48 end BasePackage3;
4.2.1.14 mixin.adb BaseClass3 generikus osztály
Készítsünk például egy olyan osztályt, mely mindhárom generikus osztályból
leszármazik. Ehhez létrehozunk egy olyan BasePackage3 csomagot, amelynek
BaseClass3 osztálya leszármazik a DerivedHelper2.BaseClass2 osztályból. Mi-
vel a DerivedHelper2.BaseClass2 osztály BaseClass1 leszármazottja, ezért hasz-
nálható generikus paraméterként, azonban ekkor a generikus paraméterek közül a
csomag paraméternek a DerivedHelper1 csomagnak kell lennie:
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71 package PackageBase1And2And3
72 is new BasePackage3(DerivedHelper1 ,
73 DerivedHelper2.BaseClass2);
4.2.1.15 mixin.adb Olyan osztály készítése, mely mindhárom generikus osztályból
leszármazik
4.2.2. Paraméteres polimorfizmus
Az Ada nyelv a generikusok használatát teszi lehetővé:
2 generic
3 type Elem is private;
4 procedure Swap(U, V : in out Elem);
4.2.2.16 generics.adb Egyszerű generikus eljárás deklarálása
Itt egy eljárást készítettünk, ami megcseréli a paraméterül kapott elemek értékét.
A generikus eljárás törzse a következőképpen adható meg:
6 procedure Swap(U, V : in out Elem) is
7 T : constant Elem := U;
8 begin
9 U := V;
10 V := T;
11 end;
4.2.2.17 generics.adb Egyszerű generikus eljárás törzsének megadása
Az így kapott eljárás még nem használható, azt minden szükséges típusra példányo-
sítani kell:
13 procedure Swap_Integers is new Swap (Integer);
4.2.2.18 generics.adb Generikus eljárás példányosítása.
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Ezután, már tudjuk használni a kapott példányt:
50 Swap_Integers(I,N);
4.2.2.19 generics.adb Generikus eljárás példány használata
Ugyanezzel a szintaxissal függvény is lehet generikus.
Érdekesség, hogy a csomagok is lehetnek generikusak:
Így deklarálhatóak:
15 generic
16 type MY_INT_TYPE is (<>);
17 type MY_REAL_TYPE is digits <>;
18 package EasyPkg is
19 procedure Trade_Values (
20 X, Y : in out MY_INT_TYPE);
21 function Average_Values (X, Y : MY_REAL_TYPE)
22 return MY_REAL_TYPE;
23 end EasyPkg;
4.2.2.20 generics.adb Példa generikus csomagra
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Törzsük megadásakor a generikus paraméterek használhatóak:
25 package body EasyPkg is
26 procedure Trade_Values (
27 X, Y : in out MY_INT_TYPE)
28 is
29 Temp : MY_INT_TYPE;
30 begin
31 Temp := X;
32 X := Y;
33 Y := Temp;
34 end Trade_Values;
35
36 function Average_Values (X, Y : MY_REAL_TYPE)
37 return MY_REAL_TYPE is
38 begin
39 return (X + Y) / 2.0;
40 end Average_Values;
41 end EasyPkg;
4.2.2.21 generics.adb Generikus csomag törzse
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Mint eljárások esetén csomagokat is példányosítani kell az aktuális generikus para-
méterek megadásával:
43 package Simple_Example_Instance
44 is new EasyPkg(Integer , Float);
4.2.2.22 generics.adb Generikus csomag példányosítása
Ezek után már használható a csomag példány:
51 Simple_Example_Instance.Trade_Values(I, N);
52 R := Simple_Example_Instance.Average_Values(
53 12.3, 27.345);
4.2.2.23 generics.adb példányosított geneikus csomag használata
Az Ada nyelvben a generikusok paraméteréhez feltétel tudunk adni, azaz meg tud-
juk mondani, hogy például csak jelölt típus lehessen vagy egy típus leszármazottja
legyen, stb.
Mivel elég sok lehetőség van, a diplomamunka keretei miatt nem térek ki ezekre, de
fontos megemlíteni, hogy ilyeneket is tud a nyelv.
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4.2.3. Ad-hoc polimorfizmus
Eljárások és függvények túlterhelése megvalósítható az Ada nyelvben, azaz az ad-hoc
polimorfizmus támogatott:
4 type MyInt is new Integer;
5
6 procedure myproc(X : Integer) is
7 begin
8 Ada.Text_IO.Put_Line(Integer ’Image(X));
9 end;
10
11 procedure myproc(X : MyInt) is
12 begin
13 Ada.Text_IO.Put_Line(MyInt ’Image(X));
14 end;
15
16 procedure myproc(X : Character) is
17 begin
18 Ada.Text_IO.Put_Line(Character ’Image(X));
19 end;
4.2.3.24 adhocpolymorphism.adb Eljárás túlterhelése
myproc eljárás használható karakter, és két eltérő egész típussal.
4.3. C++
A C++ nyelv mindhárom polimorfizmust támogatja.
Mixinek többszörös öröklődéssel valósíthatóak meg.
4.3.1. Altípusos polimorfizmus
C++ nyelv a többszörös öröklődést támogatja. Érdekesség, hogy a szülő osztály
láthatóságát szabályozni lehet. Többnyire publikus láthatóságúak a szülők, azonban
lehetnek privát és védett láthatóságúak is:
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1 #include <iostream >
2
3 class PublicBase
4 {
5 public:
6 virtual ~PublicBase () {}
7 void printmePubB ()
8 {
9 std::cout << "PublicBase :: printme ()"
10 << std::endl;
11 }
12 };
13
14 class ProtectedBase
15 {
16 public:
17 virtual ~ProtectedBase () {}
18 void printmeProtB ()
19 {
20 std::cout << "ProtectedBase :: printme ()"
21 << std::endl;
22 }
23 };
24
25 class PrivateBase
26 {
27 public:
28 virtual ~PrivateBase () {}
29 void printmePrivB ()
30 {
31 std::cout << "PrivateBase :: printme ()"
32 << std::endl;
33 }
34 };
4.3.1.1 SubtypePolymorphismErrors.cpp Többszörös öröklődés különböző
láthatósággal eleje
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36 class Derived : public PublicBase ,
37 protected ProtectedBase ,
38 private PrivateBase
39 {
40 public:
41 virtual ~Derived () {}
42 void printmeDerived ()
43 {
44 std::cout << "Derived :: printme ()"
45 << std::endl;
46 }
47 };
48
49 void printPubB (PublicBase& b) {
50 b.printmePubB ();
51 }
52
53 void printProtB (ProtectedBase& b) {
54 b.printmeProtB ();
55 }
56
57 int main(int , const char **)
58 {
59 Derived d;
60 d.printmeDerived (); // 1
61 d.printmePubB (); // 2
62 d.printmeProtB (); // 3
63 d.printmePrivB (); // 4
64 printPubB(d); // 5
65 printProtB(d); // 6
66 return 0;
67 }
4.3.1.2 SubtypePolymorphismErrors.cpp Többszörös öröklődés különböző
láthatósággal folytatása
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Természetesen ez nem fordul, kimenet:
SubtypePolymorphismErrors.cpp: In function ‘int main(int,
const char**)’:
SubtypePolymorphismErrors.cpp:18:10: error: ‘void
ProtectedBase::printmeProtB()’ is inaccessible
void printmeProtB()
^
SubtypePolymorphismErrors.cpp:62:18: error: within this
context
d.printmeProtB(); // 3
^
SubtypePolymorphismErrors.cpp:62:18: error: ‘ProtectedBase’
is not an accessible base of ‘Derived’
SubtypePolymorphismErrors.cpp:29:10: error: ‘void
PrivateBase::printmePrivB()’ is inaccessible
void printmePrivB()
^
SubtypePolymorphismErrors.cpp:63:18: error: within this
context
d.printmePrivB(); // 4
^
SubtypePolymorphismErrors.cpp:63:18: error: ‘PrivateBase’
is not an accessible base of ‘Derived’
SubtypePolymorphismErrors.cpp:65:15: error: ‘ProtectedBase’
is an inaccessible base of ‘Derived’
printProtB(d); // 6
^
4.3.1.3 Különböző láthatóságú öröklődés példa kimenete
Virtuális műveletek
A példában a destruktor virtuális destruktornak lett megjelölve. Ez nem kötelező, a
destruktornak nem kell virtuálisnak lennie, azonban ha egy osztályból leszármazik
egy másik osztály, akkor a hiba lehetőségek elkerülése végett a destruktort a virtual
kulcsszó segítségével virtuálissá kell tennünk.
A virtual kulcsszó egy osztálybeli metódust virtuálissá tesz, azaz mindig az aktuális
leszármazott művelete fog meghívódni, amikkor az objektumot egy ősosztály típus-
ként kezeljük. Ha egy metódus virtuálisan deklarálódott egy ősosztályban, akkor
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minden leszármazottban virtuális lesz, akkor is, ha ezt ott nem jelöljük a virtual
kulcsszóval.
Nézzünk egy példát, ami egyben megmutatja, hogy miért érdemes az ősosztályok
destruktorát virtuálissá tenni:
1 #include <iostream >
2
3 class BaseClass
4 {
5 public:
6 BaseClass () {}
7 ~BaseClass ()
8 {
9 std::cout << "BaseClass :: Destruktor"
10 << std::endl;
11 }
12 };
13
14 class DerivedClass : public BaseClass
15 {
16 public:
17 DerivedClass () {}
18 ~DerivedClass ()
19 {
20 std::cout << "DerivedClass :: Destruktor"
21 << std::endl;
22 }
23 };
24
25 int main(int , const char **)
26 {
27 BaseClass* o = new DerivedClass ();
28 delete o;
29 return 0;
30 }
4.3.1.4 NoVirtualDestructorProblem.cpp Virtuális destruktor nélküli hiba
Amikor a 28. sorban felszabadítjuk az o objektumot, akkor mivel a típusa
BaseClass*, ezért a BaseClass osztály destruktora hívódik csak meg, pedig va-
lójában az o változó egy DerivedClass objektumra mutat.
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Kimenet:
BaseClass::Destruktor
4.3.1.5 Virtuális destruktor nélküli hibás kód kimenete
Ez azért történt, mert a destruktor nem volt virtuális. Ha a BaseClass osztályban
használtuk volna a virtual kulcsszót a destruktornál, akkor a megfelelő destruktorra
hivatkozó mutató bekerült volna egy úgynevezett virtuális táblába, amely az ob-
jektum lefoglalásakor (itt 27. sor) bekerül a változó lefoglalt memória területére, és
függvényhíváskor ez alapján hívódtak volna meg a virtuálisnak megjelölt függvények
(esetünkben a destruktor).
Vegyük észre, hogy az miatt, hogy rossz destruktor hívódik meg, előfordulhat, hogy
nem szabadulnak fel bizonyos felszabadítandó erőforrások.
4.3.2. Paraméteres polimorfizmus
C++ nyelv sablonokat(template) támogat:
Sablonokat függvényekre és osztályokra lehet használni.
Függvény sablon példa
3 template <class T>
4 T addFive(T x) { return x+5; }
4.3.2.6 TemplateFunction.cpp Függvény sablon
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Osztály sablon példa
1 #include <iostream >
2
3 template <class T>
4 class MyTemplateClass
5 {
6 public:
7 void setData(const T& data) { m_data = data; }
8 T getData () { return m_data; }
9 private:
10 T m_data;
11 };
12
13 int main(int , const char **)
14 {
15 MyTemplateClass <int > o;
16 o.setData (3);
17 std::cout << o.getData () << std::endl;
18 return 0;
19 }
4.3.2.7 TemplateClass.cpp Osztály sablon
A template kulcsszó utáni class kulcsszó helyett a typename kulcsszó is használ-
ható, ugyanazt csinálja, mint a class kulcsszó, szabadon választható, hogy melyik
szerepel a kifejezésben.
A MyTemplateClass osztály típus példányosítása a 15. sorban látható, ahol a ké-
szített osztály típus példányból(MyTemplateClass<int>) osztály példány (o ob-
jektum) készül.
121
A C++ esetén sablon paraméter nem csak típus, hanem érték is lehet:
6 template <int I>
7 int templateIdentityFunction () { return I; }
8
9 int main(int , const char **)
10 {
11 std::cout << templateIdentityFunction <3>()
12 << std::endl;
13 return 0;
14 }
4.3.2.8 TemplateFunction.cpp Érték sablon paraméterként
A példában a templateIdentityFunction függvény a sablon paramétert adja vissza.
Valójában azonban fordítási időben készül minden sablon paraméterre egy külön
függvény, ami azzal az egy számmal tér vissza. Így általában ki is van optimalizálva
az ilyen függvény.
Nem használható bármilyen típusú érték, például double és float típusú érték azért
nem használható, mert a különböző processzorok esetén különböző lebegőpontos
aritmetika ezt megakadályozza.
4.3.3. Ad-hoc polimorfizmus
Egyszerű példa:
3 unsigned char addFive(unsigned char x) {
4 return x+5;
5 }
6 signed char addFive(signed char x) { return x+5; }
7 char addFive(char x) { return x+5; }
8 int addFive(int x) { return x+5; }
9 float addFive(float x) { return x+5; }
10 double addFive(double x) { return x+5; }
4.3.3.9 AdHocPolymorphism.cpp Függvény túlterhelés
Mindig az adott típusnak legmegfelelőbb addFive függvény hívódik meg. A fenti
példában a char, unsigned char és signed char típusú paramétert váró függvények
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nem olyan fontosak, hisz ezen típusok automatikusan konvertálódnak int típusra és
int típusról, azonban ha be van kapcsolva minden figyelmeztetés a fordítóban, ak-
kor megspóroljuk a függvények bevezetésével az esetleges figyelmeztetést, mely arra
figyelmeztet, hogy az int típusról char, unsigned char vagy signed char típusra
konvertálás túlcsordulás miatt információ vesztéssel járhat.
4.4. Java
A Java nyelv mindhárom polimorfizmust támogatja.
Mixinek csak Java 8-as verziójától kezdve készíthetőek. Példa a 124. oldalon talál-
ható.
4.4.1. Altípusos polimorfizmus
Java nyelvben nincs többszörös öröklődés, egy osztálynak maximum egy szülője
lehet. Ennek hiányát az interfészek pótolják, erről majd a Polimorfizmus fejezetben
lesz szó (156. oldal). Felhasználva a Típuskonstrukciók és összetett típusok fejezetben
vett MyClass példát a 73. oldalról:
1 class MyDerivedClass extends MyClass {
2 public void foo (int i) {
3 super.foo(i); // <----- 1
4 System.out.println(
5 "MyDerivedClass.foo hívás, i=" + i);
6 }
7 }
8
9 public class DerivedClassMain {
10 public static void main(String [] args) {
11 MyClass my = new MyDerivedClass (); // <----- 2
12 my.foo (42);
13 }
14 }
4.4.1.1 DerivedClassMain.java Leszármazott osztály
MyDerivedClass leszármazik aMyclass osztályból és felül definiálja a publikus foo
műveletét.
A szülő műveletei meghívhatóak a leszármazott osztályból a super kulcsszó segítsé-
gével. Ez látható a fenti példában a leszármazott osztály felül definiált műveletében,
ahol meghívja az ősosztály műveletét a super.foo(i); 1© utasítással.
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A fő osztályban (DerivedClassMain) példányosítottunk egy MyDerivedClass osz-
tályt, azonban a változó amelynek értékül adtuk MyClass típusú 2©. Ez azért mű-
ködik, mert egy leszármazott típus bármikor értékül adható egy ősosztály típusú
változónak, azonban ezen változón keresztül csak azokat a műveleteket tudjuk hív-
ni, és csak azokat az adattagokat érjük el, amelyek már az ősosztályban is léteztek.
Metódusok meghívásakor azonban nem az ősosztály metódusa hívódnak meg, ha-
nem a példányosított osztályban ugyanezen névre hallgató metódus, amennyiben a
leszármazott típusban, vagy bármely leszármazási láncban ősosztály és leszármazott
példányosított típus közötti osztályban felül lett definiálva.
Ez azért működik, mivel osztály típusú változók a Java nyelvben referenciaként
vannak tárolva, azaz a változó tartalma egy memória terület, mely az objektumot
tartalmazza. Az objektumban pedig létrehozásakor (new használatakor) letárolódik
az osztály típusából származó adatstruktúra.
Kimenet:
MyClass.foo hívás, i=42
MyDerivedClass.foo hívás, i=42
4.4.1.2 Leszármazott osztály hívásait követő kimenet
Mixin
Java 8-as verziótól kezdve a nyelv támogatja az interfészek metódusaihoz alapér-
telmezett implementáció megadását. Azon interfészek, melyek ilyen műveletekkel
rendelkeznek, mixinként használhatóak. Egy osztályba vagy interfészbe behozásuk
a mixin mint interfész implementálásával lehetséges.
Egyszerű példa:
1 public interface MyMixin1 {
2 default public int myMethod1 () { return 1; }
3 }
4.4.1.3 MyMixin1.java Java mixin
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1 public class MyClass2
2 implements MyMixin1 , MyMixin2 {}
4.4.1.4 MyClass2.java Java mixinek használata
Java interfészekről az Absztrakt adattípus és Konnkrét adattípus fejezetekben lesz
szó.
4.4.2. Paraméteres polimorfizmus
A Java nyelv generikusokat(generic) támogat:
Generikusok csak függvényekre, osztályokra és interfészekre használható, csomagok-
ra nem.
Generikus függvény példa
9 public static <T> T identityFunction(T x) {
10 return x;
11 }
4.4.2.5 GenericsMain.java Generikus függvény
Ez a függvény visszaadja a paraméterként kapott értéket. Például a
identityFunction(5) kifejezés az 5 int típusú értéket, a identityFunction(5.0f)
kifejezés az 5.0 float típusú értéket adja vissza.
Természetesen a függvénynek osztályon belül kell lennie, és nem szükséges sem pub-
likusnak, sem statikusnak lennie.
A java nyelvben lehetőség van a típus paraméter megszorítására is:
13 public static <T extends MyClass >
14 T identityFunction(T x) { return x; }
4.4.2.6 GenericsMain.java Generikus függvény megszorítással
Itt a generikus paraméter csak MyClass leszármazottat fogad el T típusként.
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Generikus osztály példa
A C++ alfejezetben látott sablon osztály Java generikus megfelelője:
1 class MyTemplateClass <T> {
2 private T m_data;
3
4 public void setData(T data) { m_data = data; }
5 public T getData () { return m_data; }
6 }
4.4.2.7 GenericsMain.java Generikus osztály
Természetesen, ha szeretnénk ugyanúgy korlátozhatnánk az elfogadott generikus
típus paramétert, mint fenn a generikus függvényeknél.
4.4.3. Ad-hoc polimorfizmus
2 public static int doubleNumber(int x) {
3 return 2*x;
4 }
5 public static byte doubleNumber(byte x) {
6 return (byte)(2*x);
7 }
8 public static double doubleNumber(double x) {
9 return 2*x;
10 }
4.4.3.8 AdHocPolymorphismMain.java Függvény túlterhelés
Természetesen itt is a függvények osztályon belül kell legyenek, és nem szükséges
sem publikusnak, sem statikusnak lenniük. A byte típusnál a 2*x kifejezés típusa
int lesz, ezért szükséges a byte konverziót kikényszeríteni.
4.5. Perl
A Perl nyelv csak a csomagok segítségével az altípusos polimorfizmust támogatja.
Azonban mivel a skalárok lehetnek referenciák, számok, karakterláncok, stb. ezért
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mutatok egy példát a különböző értékek szerint ugyanazon paraméter különbözőként
kezelésére a Paraméteres polimorfizmus alfejezetben, hiszen arra hasonlít.
Mivel a típus ellenőrzés többnyire44 nincs használva a függvények paramétereinél
ezért nincs túlterhelés se, hisz ott vizsgálni kéne, hogy milyen típusú a paraméter.
Mixinek viszont többszörös öröklődéssel megvalósíthatóak.
4.5.1. Altípusos polimorfizmus
A Perl nyelv támogatja a csomagok(osztályok) öröklődését. Támogatja a többszörös
öröklődést is.
Készítsünk egy állat leszármazási struktúrát:
6 {
7 package Animal;
8
9 sub speak
10 {
11 my $self = shift;
12 print "$self azt mondja ", $self ->sound , "!\n";
13 }
14 }
4.5.1.1 PackagePolymorphism.pl Állat osztály(csomag) létrehozása külön fájl
használata nélkül
44Perl nyelvben úgynevezett prototípusok segítségével lehet megszorítást tenni, hogy egy paramé-
tert csak skalár, tömb vagy hash típusként illetve ezekre referencia típusként fogadjon csak el,
azonban ez ritkán van használva a nyelvben, és nem is oldható meg vele függvény túlterhelés.
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Leszármazott létrehozása:
Tehén leszármazottja az Állat osztálynak:
16 {
17 package Cow;
18 our @ISA = qw(Animal);
19
20 sub sound
21 {
22 return "múúú"
23 }
24
25 sub new
26 {
27 my $class = shift;
28 my $object;
29 return bless \$object , $class;
30 }
31 }
4.5.1.2 PackagePolymorphism.pl Leszármazott osztály (csomag) létrehozása
A @ISA45 változó egy tömb, mely az alcsomagokat (szülőosztályokat) tartalmazza,
ha egy művelet nem található a jelenlegi csomagban (osztályban), akkor az itt fel-
sorolt csomagokban (osztályokban) keres tovább, melyek szintén tartalmazhatnak
@ISA változót, így több szinten bejáródnak a szülőosztályok szülőosztályai is, és így
tovább, ha szükséges.
A fenti speak műveletben egy Cow esetén az $self Cow csomag példánya lesz,
speak művelete pedig a Cow speak műveletét fogja meghívni.
Egy adott csomag (osztály) metódusa explicit meghívható:
Animal::functionname($object)
A következő kódsor létrehoz egy új tehenet:
my $cow = new Cow;
Pontosan a következő események történnek:
45Az ISA változó neve az angol "is a" kifejezésből jön, ami magyarra fordítva "az egy". A leszár-
mazás A az egy B kifejezésére utal, ahol az A típus a B típus leszármazottja.
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A Cow csomag new metódusa meghívódik, első paramétere a Cow csomag. Ennek
hatására létrehoz egy új objektumot $object, majd a bless kulcsszó segítségével
Cow csomaggá konvertálja, végül visszatér vele.
Egy osztály objektuma tetszőleges referencia lehet:
33 {
34 package Horse;
35 our @ISA = qw(Animal);
36 sub sound
37 {
38 return "nyihaha";
39 }
40
41 sub name
42 {
43 my $self = shift;
44 return $$self; # visszatér azzal , amire a self ←֓
mutat (" Albert ").
45 }
46
47 sub new
48 {
49 my $class = shift;
50 my $name = shift;
51 return bless \$name , $class;
52 }
53 }
4.5.1.3 PackagePolymorphism.pl Osztály objektuma paraméter
Ebben a példában az osztály objektuma a ló neve azaz egy skalár karakterlánc:
my $horse = new Horse "Albert";
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Azonban legjobban akkor jár a felhasználó, ha ez az objektum egy hash referencia.
Hash vagy tömb referencia hasonlóan hozható létre, mint a hash és a tömb, de mivel
skalárok, ezért nevük elé $ jelet kell rakni, és ( ) helyett { } jelek használandóak:
55 {
56 package Sheep;
57 our @ISA = qw(Animal);
58 sub sound
59 {
60 return "bee";
61 }
62
63 sub name
64 {
65 my $self = shift;
66 return $self ->{Name};
67 }
68
69 sub new
70 {
71 my $class = shift;
72 my $name = shift;
73 my $color = shift;
74 my $object = { Name => $name , Color => $color ←֓
};
75 return bless $object , $class;
76 }
77 }
4.5.1.4 PackagePolymorphism.pl Osztály objektuma referencia
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Nézzünk egy példát, ami a fenti osztályokat használja:
79 my $cow = new Cow;
80 my $horse = new Horse "Albert";
81 my $sheep = new Sheep "Gyapjas", "fehér";
82
83 $cow ->speak();
84 $horse ->speak();
85 $sheep ->speak();
86 print "A ló neve: ", $horse ->name(), "\n";
87 print "A bárány neve: ", $sheep ->name(), "\n";
4.5.1.5 PackagePolymorphism.pl Objektumok létrehozása és metódusok hívása
Példa kimenete:
Cow=SCALAR(0x7104f8) azt mondja múúú!
Horse=SCALAR(0x7101f8) azt mondja nyihaha!
Sheep=HASH(0x715dd0) azt mondja bee!
A ló neve: Albert
A bárány neve: Gyapjas
4.5.1.6 Osztály példa kimenete
4.5.2. Paraméteres polimorfizmus
A Perl nyelv ugyan nem támogatja a paraméteres polimorfizmust, nincs a generi-
kusokhoz és sablonokhoz hasonló viselkedés a nyelvben, azonban a a változók (és
függvény paraméterek) értékének vizsgálatával hasonló eredmény érhető el.
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Példa:
6 sub parameterPolymorphismExample
7 {
8 my $arg1 = shift;
9 if (ref($arg1) eq "HASH")
10 {
11 print "Az első paraméter ",
12 "egy hash referencia .\n"
13 }
14 elsif (ref($arg1) eq "ARRAY")
15 {
16 print "Az első paraméter ",
17 "egy tömb referencia .\n"
18 }
19 elsif (ref($arg1) eq "SCALAR")
20 {
21 my $isNumberStr = "";
22 $isNumberStr = " szám" if $$arg1 =~ ←֓
/^[+ -]?[0 -9]+$/;
23 print "Az első paraméter ",
24 "egy skalár$isNumberStr referencia .\n"
25 }
26 else
27 {
28 my $isNumberStr = "";
29 $isNumberStr = " szám" if $arg1 =~ ←֓
/^[+ -]?[0 -9]+$/;
30 print "Az első paraméter ",
31 "egy skalár$isNumberStr .\n"
32 }
33 }
4.5.2.7 ParametricPolymorphism.pl Paraméteres polimorfizmushoz hasonló
működést bemutató függvény
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35 my $number = 12;
36
37 # hash referencia.
38 parameterPolymorphismExample( {kulcs => "érték"} );
39
40 # tömb referencia.
41 parameterPolymorphismExample( [ 1, 2 ] );
42
43 # skalár szám referencia.
44 parameterPolymorphismExample( \$number );
45
46 # skalár.
47 parameterPolymorphismExample( "alma" );
48
49 # skalár szám.
50 parameterPolymorphismExample( $number );
4.5.2.8 ParametricPolymorphism.pl Paraméteres polimorfizmus bemutatása
A perlben tömb és hash kivételes esetektől eltekintve vagy több paraméterként (tömb
minden eleme külön paraméterként adódik át) vagy referenciaként adható át. Így egy
paraméter (kivételes esetektől eltekintve) vagy referencia, vagy egy egyszerű skalár.
Ha referencia, akkor többnyire tömbre, hashre vagy skalárra referencia. Ha nem
referencia, akkor skalár(kivételes esetektől eltekintve).
Kimenet:
Az első paraméter egy hash referencia.
Az első paraméter egy tömb referencia.
Az első paraméter egy skalár szám referencia.
Az első paraméter egy skalár.
Az első paraméter egy skalár szám.
4.5.2.9 Paraméteres polimorfizmus példa kimenete
4.6. Python
A Python nyelv a dinamikusan kacsa típusosságot követi, a statikusan és dinamiku-
san kacsa típusossággal pedig a paraméteres polimorfizmus megvalósítható.
Használható továbbá az Altípusos polimorfizmus is, és mivel támogatott többszörös
öröklődés ezért a mixinek ezzel megvalósíthatóak.
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4.6.1. Altípusos polimorfizmus
Mint már említettem Python lehetőséget ad leszármazott osztályok létrehozására.
Ehhez mindössze az osztály definiálásakor a szülőket zárójelbe kell tenni. Egyszerre
több szülőosztálya is lehet egy osztálynak, azaz Python támogatja a többszörös
öröklődést.
Példa:
10 class MyClass(BaseClass1 ,BaseClass2):
11 pass
4.6.1.1 DerivedClassCreation.py Többszörös öröklődés
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4.6.2. Paraméteres polimorfizmus
Mivel a Python nyelv elég gyengén típusos nyelv ahhoz, hogy bármely függvény
bármilyen típusú paraméterrel meg lehessen hívva, ezért nincs szükség a sablonokhoz
és generikusokhoz hasonló speciális szintaxisra:
1 #!/usr/bin/env python
2 # encoding: utf -8
3
4 class EmptyClass:
5 pass
6
7 def parametricPolymorphism(data):
8 if type(data) == int:
9 print("A paraméter típusa egész szám.")
10 if type(data) == str:
11 print("A paraméter típusa karakterlánc.")
12 if isinstance(data ,EmptyClass):
13 print("A paraméter típusa az üres osztály.")
14 print(type(data))
15
16 myObject = EmptyClass ()
17 parametricPolymorphism (1);
18 parametricPolymorphism("karakterlánc");
19 parametricPolymorphism(myObject);
4.6.2.2 ParametricPolymorphism.py Paraméteres polimorfizmus Pythonban
A fenti kódban a type(data) == int kifejezés helyett használható lett volna az
isinstance(data,int) kifejezés is, hiszen mivel minden típus osztály Pythonban, így
az int típus is az. Ugyanez igaz az srt típusra is, ott is használható lett volna. Azon-
ban a felhasználó által definiált osztály esetén (EmptyClass) a type kulcsszó nem
használható Python 2 nyelven, mivel ilyen típusokról még nincs elég információja a
type kulcsszónak a nyelvben, de Python 3 esetén, már használható ez a formátum
is.
135
Fenti kód kimenete:
A paraméter típusa egész szám.
<type ’int’>
A paraméter típusa karakterlánc.
<type ’str’>
A paraméter típusa az üres osztály.
<type ’instance’>
4.6.2.3 Paraméteres polimorfizmus példa kimenete Python 2 esetén
Python 3 esetén több információnk van az objektumokról, így az utolsó sor erre
változik:
<class ’__main__.EmptyClass’>
4.6.2.4 Python 3 esetén típus információ az osztályról
Mivel a Python dinamikusan kacsa típusos nyelv, így amikor meghívunk egy objek-
tumra egy metódust, akkor csak futási időben dől el, hogy van-e egyáltalán ilyen
művelete az aktuális típusnak:
1 #!/usr/bin/env python
2 # encoding: utf -8
3
4 def callFoo(object):
5 object.foo (42)
4.6.2.5 RuntimeMethodCheckError.py Példa paraméterben kapott objektum
használatára
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Ha nincs ilyen művelete a paraméterben kapott objektumnak, akkor futási idejű
hibával leáll a program:
7 class Fooless:
8 def bar(self ,x):
9 print(x);
10
11 o = Fooless ()
12 callFoo(o)
4.6.2.6 RuntimeMethodCheckError.py Példa a fenti függvény rossz
paraméterézésére
Error üzenet:
Traceback (most recent call last):
File "./RuntimeMethodCheckError.py", line 12, in <module>
callFoo(o)
File "./RuntimeMethodCheckError.py", line 5, in callFoo
object.foo(42)
AttributeError: Fooless instance has no attribute ’foo’
4.6.2.7 Error üzenet rossz objektum átadásakor
4.7. Tcl
Tcl nyelvben mivel csak egyetlen típus jelenik meg, így ugyanazon műveleteket csak
arra az egy típusra lehet használni.
Azonban mivel az értékeket lehet külön típusúként tekinteni felhasználói szemszög-
ből, és vannak belső típusok, így bejön a nyelvbe a paraméteres polimorfizmus.
Mivel Tcl támogatja az objektum orientált programozást, és van benne leszármazás,
sőt többszörös öröklődés is, ezért bejön az altípusos polimorfizmus is.
Mivel a függvények készítésekor a paramétereknek csak a nevét lehet megadni, belső
vagy felhasználói szemszögű típusát nem, és nem lehet több ugyanolyan nevű függ-
vényt létrehozni ugyanazon névtérben, ezért az Ad-hoc polimorfizmus nem jelenhet
meg a nyelvben.
Mixinek viszont itt is megvalósíthatóak többszörös öröklődéssel.
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4.7.1. Altípusos polimorfizmus
Nézzünk egy példát többszörös örölődésre:
3 oo::class create BaseClass1 {
4 variable baseClass1Var;
5
6 constructor {arg} {
7 set baseClass1Var $arg
8 puts " BaseClass1 konstruktor ($arg)"
9 }
10
11 method publicMethodFromBase {arg1} {
12 puts " publicMethodFromBaseClass1: $arg1"
13 }
14
15 destructor {
16 puts " BaseClass1 destruktor ($baseClass1Var)"
17 }
18 }
4.7.1.1 ClassPolymorphism.tcl Első ősosztály
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20 oo::class create BaseClass2 {
21 variable baseClass2Var;
22
23 constructor {arg} {
24 set baseClass2Var $arg
25 puts " BaseClass2 konstruktor ($arg)"
26 }
27
28 method publicMethodFromBase {arg1} {
29 puts " publicMethodFromBaseClass2: $arg1"
30 }
31
32 method ProtectedMethodFromBase {arg1} {
33 puts " ProtectedMethodFromBaseClass2: $arg1"
34 }
35
36 destructor {
37 puts " BaseClass2 destruktor ($baseClass2Var)"
38 }
39 }
4.7.1.2 ClassPolymorphism.tcl Második ősosztály
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41 oo::class create DerivedClass {
42 superclass BaseClass1 BaseClass2;
43
44 variable derivedClassVar;
45
46 constructor {arg} {
47 nextto BaseClass2 [expr $arg + 2]
48 nextto BaseClass1 [expr $arg + 1]
49 puts " DerivedClass konstruktor ($arg)"
50 set derivedClassVar $arg
51 }
52
53 method callBaseMethods {arg} {
54 my publicMethodFromBase [expr $arg + 10]
55 my ProtectedMethodFromBase [expr $arg + 10]
56 }
57
58 destructor {
59 puts " DerivedClass destruktor (←֓
$derivedClassVar)"
60 nextto BaseClass1
61 nextto BaseClass2
62 }
63 }
4.7.1.3 ClassPolymorphism.tcl Leszármazott osztály
A superclass kulcsszó használható a szülő osztályok felsorolásához. Valójában annyi
történik, hogy a megfelelő műveletek elérhetőek lesznek az objektum névteréből.
Ha egy metódust több ősosztályból is örököl az osztály, akkor az a metódus kerül
be, amelyik osztálya hamarabb szerepel a superclass kulcsszó után. A példában a
publicMethodFromBase művelet ilyen.
A konstruktor nem teljesen úgy működik, mint azt elsőre gondolnánk. A szülő osz-
tályok konstruktorát nekünk kell meghívnunk, azok nem hívódnak meg automatiku-
san, viszont így a sorrendet mi határozhatjuk meg. A szülő osztályok konstruktorá-
nak hívását a nextto és next kulcsszóval tudjuk megtenni. A nextto után meg kell
adnunk a szülő nevét és a konstruktor paramétereit, melyekkel meg fog hívódni a
konstruktor. A next kulcsszó ugyanezt csinálja, de nem kell megadni a szülő nevét,
mindig az elsőnek megadott szülő konstruktorát hívja.
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Ha nem adunk meg konstruktort, akkor pedig az első olyan szülőtől örököljük meg,
amelyben van konstruktor.
Ezen viselkedés (szülő konstruktor hívás és konstruktor öröklés) eltér más nyelvektől.
A callBaseMethods metódusban az is látható, hogy mind a publikus, mind a védett
örökölt műveleteket tudjuk használni az osztályon belül.
Nézzünk egy példát a leszármazott használatára és a fenti kód viselkedésére:
65 puts "DerivedClass lérehozása:"
66 set myObject [DerivedClass new 1]
67 puts "\nPublikus örökölt művelet hívása kívülről:"
68 $myObject publicMethodFromBase 5
69 puts "\nÖrökölt művelet hívása belülről:"
70 $myObject callBaseMethods 5
71 puts "\nObjektum megsemmisítése:"
72 $myObject destroy
4.7.1.4 ClassPolymorphism.tcl Leszármazott osztály használata
Kimenet:
DerivedClass lérehozása:
BaseClass2 konstruktor (3)
BaseClass1 konstruktor (2)
DerivedClass konstruktor (1)
Publikus örökölt művelet hívása kívülről:
publicMethodFromBaseClass1: 5
Örökölt művelet hívása belülről:
publicMethodFromBaseClass1: 15
ProtectedMethodFromBaseClass2: 15
Objektum megsemmisítése:
DerivedClass destruktor (1)
BaseClass1 destruktor (2)
BaseClass2 destruktor (3)
4.7.1.5 Többszörös öröklődés példa kimenete
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Látszik az is, hogy amikor a ProtectedMethodFromBase metódust hívtuk, akkor
a BaseClass2 ilyen nevű metódusa hívódott, hiszen a BaseClass1 osztálynak nincs
ilyen metódusa.
Ha megjegyzésbe tesszük a leszármazott konstruktorát, akkor azt látjuk, hogy azt
a BaseClass1 osztályból örököli meg, így a BaseClass2 konstruktora nem hívódik
meg:
DerivedClass lérehozása:
BaseClass1 konstruktor (1)
Publikus örökölt művelet hívása kívülről:
publicMethodFromBaseClass1: 5
Örökölt művelet hívása belülről:
publicMethodFromBaseClass1: 15
ProtectedMethodFromBaseClass2: 15
Objektum megsemmisítése:
can’t read "derivedClassVar": no such variable
while executing
"puts " DerivedClass destruktor ($derivedClassVar)""
(class "::DerivedClass" destructor line 2)
invoked from within
"$myObject destroy"
(file "./ClassPolymorphism.tcl" line 72)
4.7.1.6 Konstruktor öröklése első szülőtől kimenet
Azonban mivel a konstruktorban nem állítottuk be a derivedClassVar változó ér-
tékét, ezért a program végén a destruktorban hibaüzenettel megállt a kód.
4.7.2. Paraméteres polimorfizmus
Bizonyos szempontból tekinthető úgy, mintha a paraméteres polimorfizmust támo-
gatná a nyelv, hiszen ugyanazt a paramétert tartalma alapján kezelheti például
karakterláncként, számként, utasításként, hisz minden értékek típusa ugyanaz (ka-
rakterlánc típus).
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1 #!/usr/bin/tclsh
2
3 proc parametricPolymorphismExample {arg1 arg2} {
4 if {[ regexp {^[+-]?[0-9]+$} "$arg1"] &&
5 [regexp {^[+-]?[0-9]+$} "$arg2"]} {
6 return [expr $arg1 + $arg2]
7 }
8 return "$arg1$arg2"
9 }
10
11 puts [parametricPolymorphismExample 1 -2]
12 puts [parametricPolymorphismExample 12 "alma"]
4.7.2.7 ParametricPolymorphism.tcl Paraméteres polimorfizmus bemutatása
Ha a procedúra paramétere két egész szám, akkor összeadódnak, egyébként karak-
terláncként összefűzésre kerülnek.
A regex körül {} jelek vannak használva, ezek is használhatóak karakterláncok körül,
ebben az esetben változók és utasítások (például [methodname arg1 arg2]) nem
lesznek behelyettesítve.
Kimenet:
-1
12alma
4.7.2.8 Paraméteres polimorfizmus példa kimenete
4.8. Nyelvek összehasonlítása
Ha Tcl nyelvben a felhasználói szemszögből vett típusokat és/vagy a belső típuso-
kat is figyelembe vesszük, akkor az elemzett nyelvek a következő polimorfizmusokat
támogatják:
Altípusos polimorfizmust támogató nyelvek: Ada, C++, Java, Perl, Python, Tcl.
Paraméteres polimorfizmust támogató nyelvek: Ada, C++, Java, Perl, Python, Tcl.
Ad-hoc polimorfizmust támogató nyelvek: Ada, C++, Java.
Azaz az altípusos és paraméteres polimorfizmus minden elemezett nyelvben megjele-
nik valamilyen formában, azonban az ad-hoc polimorfizmus már csak három elemzett
nyelvben van jelen.
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Mixin
Mivel a C++, Perl, Python, Tcl nyelvekben támogatott a többszörös öröklődés,
így mixinek is használhatóak ezen nyelvekben. Ada nyelvben generikus csomagokkal
lehet készíteni mixineket. Java nyelv a 8-as verzióig ugyan nem támogatta a mixi-
neket, azonban ettől a verziótól kezdve az interfészek mixinként használhatóak, ha
tartalmaznak alapértelmezett implementációt valamelyik műveletükhöz.
Tehát minden elemzett nyelv támogatja a mixineket, de Java csak a 8-as verziótól.
Kacsa típusosság
A Python, Perl és Tcl nyelvek kacsatípusos nyelvek. Mindhárom dinamikusan ka-
csatípusos. Ez abban nyilvánul meg, hogy nem ellenőrzik a függvény paraméterek
típusát, csak használják az átadott értéket, és futási idejű hibával állnak le, ha az
érték nem megfelelő, például nem definiált benne a hívott metódus.
A többi elemzett nyelv(Ada, C++, Java) nem kacsa típusos.
Altípusos polimorfizmus
Ada nyelvben megjelenik az előző fejezetekben ismertetett típus kategória és meg-
szorított típus mint altípus.
Ezek altípusos polimorfizmust tesznek lehetővé.
Osztály leszármazás is altípusos polimorfizmusba tartozik. Ezt az összes elemezett
nyelv támogatja.
Ada esetén a leszármazás a type kulcsszóval történik, mely teljesen más szintaxist
használ, mint amit más nyelveknél megszoktunk.
A nyelvbe behozták a T’Class típust, mely nem csak az osztályt, hanem a leszárma-
zottait is tudja tartalmazni, ugyanis a leszármazáshoz a type kulcsszót kell használ-
ni, így a szülő osztályú változónak nem adható értékül belőle leszármazott osztály
objektuma. Ez egy védekezés az ellen, hogy más típust tartalmazzon egy változó,
mint azt a programozó várná. Ha szeretnénk, hogy leszármazott is lehessen egy
változóban, akkor a típusában azt a típus ’Class attribútumával tudjuk jelezni.
Nem csak az Ada nyelv fura objektum orientált leszármazás terén. Tcl nyelvben
például a szülők konstruktorának és destruktorának hívását a nyelv készítői a fel-
használó kezébe bízták, ha szeretné hívni őket, akkor meghívhatja olyan sorrendben,
amilyenben szeretné.
Ha pedig nem ad meg konstruktort, akkor az első olyan szülőtől örökli meg az osztály,
melynek van konstruktora, így a többi szülő konstruktora meg sem hívódik.
A többszörös öröklődés nagyon fontos egy nyelvben, hiszen van, hogy több osztály
adottságait is fel szeretnénk használni. Éppen ezért sok nyelv támogatja a többszörös
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öröklődést, azonban behozása problémákkal járhat, így a Java nyelv nem támogatja
ezt, azonban interfészek segítségével küszöböli ki ezen hiányosságot.
Ada nyelvben van ugyan többszörös öröklődés, de csak 2012-es verziótól, és csak egy
szülő lehet nem interfész, a többi interfész kell legyen, azaz ugyanazt teszi, mint a
Java, csak nem jelzi külön kulcsszóval leszármazásnál, hogy mely szülő interfész, és
mely szülő nem az, azonban az első szülőn kívül a többi szülőknek interfésznek kell
lenniük.
Viszont régebbi Ada verziókban is emulálható a többszörös öröklődés mixinek hasz-
nálatával, ahol fa struktúra helyett sorba van rendezve az öröklődés generikus cso-
magok segítségével, ahol az osztály szülője generikus paraméter. Ezt a módszert az
Ada 2012-es verziójától is érdemes használni, mivel itt akárhány mixinből le tud
származni egy osztály úgy, hogy egyik mixin sem interfész, azaz feloldható a fenn
említett többszörös leszármazás interfészekre vonatkozó megszorítása, hisz egy osz-
tály akárhány mixin leszármazottja lehet, a mixineknek pedig nem kell interfésznek
lenniük.
A többi elemzett nyelvben (C++, Perl, Python, Tcl) nincs külön kulcsszó interfészek
kezelésére, és támogatják a többszörös öröklődést.
C++ nyelvben egyedi, hogy az öröklődés lehet publikus, védett és privát is. A
publikus láthatóságú öröklődés olyan, amelyet más nyelveknél is láttunk. Ha pe-
dig megszorítjuk a láthatóságot, akkor ez ugyanolyan megszorítás, mint adattagok
és metódusok esetén, de a szülő adattagjait és metódusait szorítja meg.
A legtöbb statikusan típusos nyelvben (Ada, Java) minden osztály metódus virtuális,
azaz a valós típusnak megfelelő metódus hívódik, aszerint, hogy milyen osztály lett
létrehozva, nem pedig a változó vagy aktuális metódus típusának megfelelően.
Ez a legtöbb dinamikusan típusos nyelvek esetén is így van (Perl, Python, Tcl), de
itt többnyire nincs a változóknak típusa, azaz nem is tudna más művelet hívódni.
C++ esetén viszont ha ilyen működést szeretnénk egy műveletre, akkor azt a virtual
kulcsszóval előre jeleznünk kell, különben a változó vagy aktuális művelet osztály
típusának megfelelő művelete fog meghívódni.
Paraméteres polimorfizmus
Ada esetén sajnos típus nem lehet generikus, de cserébe a függvények és eljárások
mellett a csomagok is lehetnek generikusak. Ezzel kiküszöbölve a hiányosságot.
A Generikus típusok paramétereire megszorításokat tud tenni a nyelv.
Java esetén megjelenik ugyan a csomag, de az nem lehet generikus, viszont a függ-
vények és osztályok igen (beleértve az interfészeket is).
A Generikus típusok paramétereire megszorítások az Adával hasonló módon itt is
megjelennek.
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C++ nyelv esetén nem jelenik meg a csomag fogalma, de függvény és osztály lehet
sablon.
Perl, Python és Tcl esetén nincsenek ugyan generikusok és sablonok a nyelvben,
azonban függvények paraméterei bármilyen típusúak lehetnek, és a paraméter ak-
tuális értékének típusa vizsgálható (Tcl esetén az érték struktúrája), és a függvény
viselkedése e szerint változhat.
Ad-hoc polimorfizmus
Ad-hoc polimorfizmus Perl, Python és Tcl nyelvekben azért nem jelennek meg, mert
itt nincs típus információ megadva függvények paramétereinél, és függvény túlter-
helés sem jelenik meg.
Ada, C++ és Java nyelvekben viszont használható ez a polimorfizmus is.
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5. Absztrakt adattípus
5.1. Nyelvfüggetlen leírás
Absztrakt típusnak nevezzük az olyan típust, amelyet nem lehet példányosítani.
Általában ennek oka az, hogy az implementációja csak részben, vagy egyáltalán nincs
kész. Legtöbb esetben az implementáció részben készen van, ez azt jelenti, hogy egy-
két művelet kivételével a műveletek és tagváltozók definiálva vannak. Készíthetünk
olyan absztrakt típust is, aminek egyetlen művelete sincs definiálva, csak deklarálva,
és nem rendelkezik tagváltozókkal. Az ilyen absztrakt típust interfésznek nevezzük.
Bizonyos nyelvekben például Ada 2012-es verziójától kezdve és Java nyelvben külön
kulcsszó áll rendelkezésünkre interfészek létrehozására.
Bár absztrakt típust nem lehet példányosítani, azaz sem változó deklarálással, sem
a new kulcsszóval nem tudunk absztrakt típusból objektumot létrehozni, azonban
mutató vagy referencia típus hivatkozhat ilyen típusra, erről majd a konkrét típusok
fejezetnél lesz bővebben szó.
Az absztrakt adattípus kifejezésnek van egy teljesen más értelmezése is:
Absztrakt adattípusnak olyan típust is nevezhetünk, mely bevezet egy absztrakciós
szintet valami fölött. Egy példával szemléltetve:
Ha van egy típusunk, amely műveletei egy kijelző lámpa színét és erősségét állítják az
áramerősség és megfelelő színű piros, zöld, kék ledek kiválasztásával, hogy kikeverje
a színt és az erősséget, akkor ez egy absztrakt adattípus, hiszen a helyett, hogy a
programunkban az adott led áramerősségét változtatnánk, csak meghívjuk a típus
példány megfelelő műveletét, mely kiválasztja a ledeket és erősségüket az átadott
szín és erősség paraméterek alapján. Nekünk már nem kell kitalálni, hogy milyen
ledeket kapcsoljunk be egy halvány barna szín eléréséhez.
Ezt a fajta absztrakt fogalmat nem csak típusokra, hanem függvényekre, kulcssza-
vakra, stb. is használhatjuk.
Ez egy relatív fogalom, absztrakt adattípus lehet más absztrakt adattípusok abszt-
rakciója is. A fenti példával lehet, hogy a szín kikeverő műveletek olyan műveleteket
hívnak, mely assembly szinten állítja a ledeket.
A szakirodalomban ezzel az értelmezéssel is lehet találkozni. A kettőnek ugyan van
köze egymáshoz, hisz minden olyan nem példányosítható osztály, melyből leszármaz-
nak, a leszármazott absztrakciója. De alapvetően a két fogalom különböző. Ebben
a diplomamunkában az absztrakt adattípus fogalma a nem példányosítható adattí-
pussal egyezik.
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Az elemezett nyelvek közül csak a Perl nyelvben nem valósítható meg absztrakt adat-
típus. Lehet valami hasonlót szimulálni, de nem működik úgy ahogy egy absztrakt
adattípusnak kéne. Erről majd a Perl alfejezetnél lesz szó.
Tcl nyelv sem támogatja ugyan beépítetten az absztrakt adattípust viselkedését,
de készíthető olyan karakterlánc típusú osztály, melyből nem hozható létre osztály
példány (azaz objektum), erről pedig a Tcl alfejezetnél lesz szó. A Konnkrét adattí-
pus fejezetnél pedig megnézzük, hogy hogyan készíthető belőle konkrét leszármazott
osztály.
5.2. Ada
Az Ada támogatja az absztrakt osztályok létrehozását, illetve a 2012-es verziótól
kezdve az interfészek külön kulcsszóval létrehozását is. Ha egy osztályt(jelölt rekor-
dot) absztrakt típusként szeretnénk létrehozni, akkor erre az abstract kulcsszót kell
használnunk:
1 with Ada.Text_IO;
2
3 procedure abstractandconcrete is
4
5 package AbstractExamples is
6 type AbstractClassExample is abstract tagged
7 record
8 ID : Integer;
9 end record;
10 procedure setData(
11 O : in out AbstractClassExample;
12 X : Integer)
13 is abstract;
14 function getData(O : AbstractClassExample)
15 return Integer is abstract;
16 procedure printData(
17 O : AbstractClassExample ’Class);
18 end AbstractExamples;
5.2.1 abstractandconcrete.adb Absztrakt osztály létrehozása
Itt megadtunk absztrakt metódusokat is az osztálynak, azonban ez nem kötelező.
Viszont ha van egy osztálynak absztrakt metódusa, akkor az osztály típusát is abszt-
raktnak kell jelölni, különben nem fordul le a kódunk. Az absztrakt műveleteket nem
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kell implementálni a csomag törzsében, azonban a printData művelet nem abszt-
rakt, így definiálnunk kell a csomag törzsét is:
20 package body AbstractExamples is
21 procedure printData(
22 O : AbstractClassExample ’Class) is
23 begin
24 Ada.Text_IO.Put("ConcreteClassExample ");
25 Ada.Text_IO.Put(Integer ’Image(O.ID));
26 Ada.Text_IO.Put(" data: ");
27 Ada.Text_IO.Put_Line(
28 Integer ’Image(getData(O)));
29 end;
30 end AbstractExamples;
5.2.2 abstractandconcrete.adb Absztrakt osztály nem absztrakt műveletének törzse
Itt a többi művelettel ellentétben a paraméter típusa nem AbstractClassExample,
hanem AbstractClassExample’Class. Ez azért van így, mert a törzsben meghív-
tuk a getData metódust, és ahhoz, hogy ezen metódushívás az aktuális osztály
műveletét hívja a típusának AbstractClassExample’Class kell lennie.
Ha megpróbáljuk példányosítani az absztrakt típust, akkor hibaüzenettel leáll a
fordítás:
95 abstractExample:
96 AbstractExamples.AbstractClassExample;
5.2.3 abstractandconcrete.adb Kísérlet absztrakt osztály példányosítására
Hibaüzenet:
abstractandconcrete.adb:96:21: type of object cannot be
abstract
gnatmake: "abstractandconcrete.adb" compilation error
5.2.4 Hibaüzenet absztrakt osztály példányosítására
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Ha absztrakt osztályból úgy származunk le, hogy nem implementáljuk minden abszt-
rakt műveletét, akkor absztrakt osztályt kapunk, és az abstract kulcsszót kötelező
használnunk a new kulcsszó előtt:
32 type DerivedAbstractExample is
33 abstract new
34 AbstractExamples.AbstractClassExample
35 with record
36 X : Integer;
37 end record;
5.2.5 abstractandconcrete.adb Absztrakt osztály leszármazik egy másik absztrakt
osztályból
Az Ada 2012-es verziójától kezdve interfészek bevezetésére is van lehetőség.
Az Ada interfészt el lehet úgy képzelni, mint egy jelölt null rekord típust (jelölt
rekord adattagok nélkül), mely csak absztrakt műveleteket tartalmazhat.
Különbségek, hogy nem csak rekord tud belőle leszármazni, egy típus több interfész-
ből is leszármazhat, és emellett még egy nem interfész típusból is le tud származni.
Ezektől eltekintve ugyanúgy használható, mint egy absztrakt típus.
Nézzünk egy példát:
39 package InterfaceExamples is
40 type Increasable is interface;
41 procedure increase(O : in out Increasable)
42 is abstract;
43 type Decreasable is interface;
44 procedure decrease(O : in out Increasable)
45 is abstract;
46 end InterfaceExamples;
5.2.6 abstractandconcrete.adb Interfész típusok készítése
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5.3. C++
A C++ nyelvben absztrakt osztályt úgy tudunk létrehozni, hogy egy vagy több úgy-
nevezett tisztán virtuális műveletet deklarálunk az osztályban. Ez azt jelenti, hogy
virtuális, azaz mindig a valós típus művelete hívódik meg, nem pedig a szülő műve-
lete, amelyet a forrásban meghívunk, illetve attól tisztán virtuális, mivel a műveletet
ebben az osztályban nem is definiáljuk, azaz nem adunk meg hozzá implementációt.
Példa:
1 class AbstractClassExample
2 {
3 public:
4 virtual void pureVirtualMethodExample () = 0;
5 };
5.3.1 AbstractAndConcrete.cpp Tisztán virtuális metódus
Amennyiben a fenti típust példányosítani szeretnénk, akkor fordítási idejű hibát ka-
punk, a fordító panaszkodni fog arról, hogy az AbstractClassExample típus abszt-
rakt, és nem lehet példányosítani:
AbstractClassExample típusú változó létrehozása:
47 AbstractClassExample a1;
5.3.2 AbstractAndConcrete.cpp Absztrakt osztály létrehozási kísérlet
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Hibaüzenet:
AbstractAndConcrete.cpp: In function ‘void test1()’:
AbstractAndConcrete.cpp:47:24: error: cannot declare
variable ‘a1’ to be of abstract type ‘AbstractClassExample’
AbstractClassExample a1;
^
AbstractAndConcrete.cpp:1:7: note: because the following
virtual functions are pure within ‘AbstractClassExample’:
class AbstractClassExample
^
AbstractAndConcrete.cpp:4:18: note: virtual void Abstract
ClassExample::pureVirtualMethodExample()
virtual void pureVirtualMethodExample() = 0;
^
5.3.3 Hibaüzenet absztrakt osztályt létrehozásakor
AbstractClassExample példányosítása a new kulcsszó segítségével:
48 AbstractClassExample* pa2 =
49 new AbstractClassExample ();
5.3.4 AbstractAndConcrete.cpp Absztrakt osztály létrehozási kísérlet a new
kulcsszóval
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Hibaüzenet:
AbstractAndConcrete.cpp: In function ‘void test1()’:
AbstractAndConcrete.cpp:49:30: error: cannot allocate an
object of abstract type ‘AbstractClassExample’
new AbstractClassExample();
^
AbstractAndConcrete.cpp:1:7: note: because the following
virtual functions are pure within ‘AbstractClassExample’:
class AbstractClassExample
^
AbstractAndConcrete.cpp:4:18: note: virtual void Abstract
ClassExample::pureVirtualMethodExample()
virtual void pureVirtualMethodExample() = 0;
^
5.3.5 Hibaüzenet absztrakt osztályhoz tartozó terület lefoglalásakor
Másik módszer arra, hogy absztrakt típust hozzunk létre C++ nyelvben az, ha a
konstruktorok láthatóságát védettnek (protected) jelöljük:
7 class AbstractClassExample2
8 {
9 public:
10 virtual ~AbstractClassExample2 () {}
11
12 protected:
13 AbstractClassExample2 () {}
14 AbstractClassExample2(
15 const AbstractClassExample2 &) {}
16
17 private:
18 AbstractClassExample2& operator =(
19 const AbstractClassExample2 &);
20 };
5.3.6 AbstractAndConcrete.cpp Absztrakt osztály létrehozása védett
konstruktorokkal
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Azzal, hogy a konstruktor védett (protected) láthatóságú, megtiltjuk az osztály
osztályon kívüli példányosítását, hisz a konstruktor nem hívható. Azért kell, hogy
védett legyen és nem privát, hogy létre tudjunk hozni leszármazott osztályt, hisz
ha privát lenne a konstruktor, akkor a leszármazott nem tudná meghívni, azaz nem
tudna konstruktort készíteni.
Fontos, hogy a másoló konstruktor is legyen legalább védett (protected) látható-
ságú, de lehet privát is, így elkerülve annak a lehetőségét, hogy véletlenül másolva
készítsenek új típust.
Ha példányosítani szeretnénk az így kapott absztrakt típust, akkor a következő hi-
baüzeneteket kaphatnánk:
AbstractClassExample2 típusú változó létrehozása:
54 AbstractClassExample2 a2;
5.3.7 AbstractAndConcrete.cpp Absztrakt osztály létrehozási kísérlet
Hibaüzenet:
AbstractAndConcrete.cpp: In function ‘void test2()’:
AbstractAndConcrete.cpp:13:5: error: ‘AbstractClassExample2
::AbstractClassExample2()’ is protected
AbstractClassExample2() {}
^
AbstractAndConcrete.cpp:54:25: error: within this context
AbstractClassExample2 a2;
^
5.3.8 Hibaüzenet absztrakt osztályt létrehozásakor
AbstractClassExample2 példányosítása a new kulcsszó segítségével:
55 AbstractClassExample2* pa2 =
56 new AbstractClassExample2 ();
5.3.9 AbstractAndConcrete.cpp Absztrakt osztály létrehozási kísérlet a new
kulcsszóval
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Hibaüzenet:
AbstractAndConcrete.cpp: In function ‘void test2()’:
AbstractAndConcrete.cpp:13:5: error: ‘AbstractClassExample2
::AbstractClassExample2()’ is protected
AbstractClassExample2() {}
^
AbstractAndConcrete.cpp:56:31: error: within this context
new AbstractClassExample2();
^
5.3.10 Hibaüzenet absztrakt osztályhoz tartozó terület lefoglalásakor
Arra is érdemes figyelni, hogy a destruktor virtuális legyen publikus láthatósággal.
Az előbbinek fontosságáról a Típuskonstrukciók és összetett típusok fejezetben már
volt szó, publikusnak pedig azért kell lennie, hogy fel lehessen szabadítani egy abszt-
rakt osztályból leszármazott konkrét osztály példányát a delete kulcsszóval, amikor
absztrakt osztályra mutató mutatóval érjük el azt.
Példával elmagyarázva:
Ha nem lenne publikus az absztrakt osztály destruktora, akkor a kövektkező kód
nem fordulna:
61 AbstractClassExample2* abstractObjectPtr2 =
62 new ConcreteClassExample2 ();
63 delete abstractObjectPtr2;
5.3.11 AbstractAndConcrete.cpp Példa konkrét osztály felszabadítására a delete
kulcsszóval
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Hibaüzenet ez lenne:
AbstractAndConcrete.cpp: In function ‘void concreteThrough
Abstract1()’:
AbstractAndConcrete.cpp:10:13: error: ‘virtual AbstractClass
Example2::~AbstractClassExample2()’ is protected
virtual ~AbstractClassExample2() {}
^
AbstractAndConcrete.cpp:63:10: error: within this context
delete abstractObjectPtr2;
^
5.3.12 protected destruktor esetén hibaüzenet
De mivel védett láthatóságú, ezért a fenti kód lefordul.
5.4. Java
Java nyelvben nem támogatott a többszörös öröklődés, ennek hiányát a nyelv inter-
fészek bevezetésével küszöböli ki. Egy osztály több interfészt is implementálhat.
Az interfész csak metódus deklarációkat és statikus végleges (static final) változókat
tartalmazhat, implementációt nem, kivéve Java 8 verziótól kezdve, erről picit lejjebb
lesz szó. Ebből is látszik, hogy az interfész típusok absztrakt típusok.
Az interfészek létrehozása hasonló az osztályokéhoz, de class kulcsszó helyett
interface kulcsszó használandó:
1 public interface MyInterface {
2 public int myMethod ();
3 }
5.4.1 MyInterface.java Egyszerű interfész létrehozása
A myMethod metódus nincs implementálva. Java 8 verzióját megelőzően nem le-
hetett interfészben metódust implementálni, azonban Java 8 verziótól kezdődően
lehetőség van erre. Valójában azonban itt sem az interfészben implementáljuk a me-
tódust, hanem adunk egy alapértelmezett implementációt, amelyet az osztály, mely
implementálja az interfészt használni fog amennyiben a programozó nem implemen-
tálja az adott műveletet.
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Azonban ez problémákhoz vezethet. Ha a programozó elfelejtette implementálni az
interfész egy műveletét, akkor ezelőtt hibát kapott, ettől a Java verziótól kezdve,
viszont lehet, hogy olyan implementációt fog használni, mely nem biztos, hogy meg-
felelő számára.
Interfészek le tudnak származni egymásból:
1 public interface MyDerivedInterface
2 extends MyInterface {
3 public int myOtherMethod ();
4 }
5.4.2 MyDerivedInterface.java Interfész leszármaztatása
Egy osztály is tartalmazhat nem implementált műveletet, azonban ilyen esetben a
műveletet absztraktként kell definiálni az abstract kulcsszó segítségével, és ugyan-
ezen kulcsszót kell használni az osztály definíciójánál is, különben a fordító ennek
hiányáról fordítási hibával figyelmeztet bennünket. Osztályban az interfészek me-
tódusait sem kötelező implementálni, azonban ebben az esetben az osztály szintén
absztrakt lesz, és ugyanúgy kötelező jelezni, mint amikor mi deklarálunk absztrakt
metódust az osztályban.
A következő példában a MyDerivedClass3 osztály implementálja a MyInterface
és MyInterface2 interfészeket és deklarál myMethod3 absztrakt műveletet, ennek
következtében absztrakt osztályként kell definiálni:
1 public abstract class MyDerivedClass3
2 extends MyClass
3 implements MyInterface , MyInterface2 {
4 public abstract int myMethod3 ();
5 }
5.4.3 MyDerivedClass3.java Absztrakt osztály mely nem definiálja az interfészei
műveleteit
és definiál még egy absztrakt műveletet
Az abstract kulcsszó akkor is használható, ha egy osztály minden művelete imple-
mentálva van. Ilyenkor azt mondjuk meg a fordítónak, hogy ne lehessen objektumot
létrehozni az osztályból:
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1 public abstract class MyAbstractClass {
2 public int getFive () { return 5; }
3 }
5.4.4 MyAbstractClass.java Absztrakt osztályként definiált kész osztály
5.5. Perl
A Perl nyelvben nincs és nem is hozható létre absztrakt típus.
A Típuskonstrukciók és összetett típusok fejezetben szereplő MyClass példában
(79. oldal) a new függvényben megállíthatnánk a program futását, vagy egyszerűen
kihagyhatnánk a new művelet elkészítését, ekkor nem lenne new művelet, amivel
egyszerűen létre tudnánk hozni a típust. Azonban ezek nem akadályoznák meg a
felhasználót abban, hogy osztály példányt hozzon létre, hisz arra valójában a bless
kulcsszó használandó, a new metódus is ezt használja.
A csomagon kívül így tudna létrehozni egy MyClass objektumot a felhasználó:
26 my $tmp = "adat1";
27 my $object = bless \$tmp , "MyClass";
5.5.1 MyClass.pl MyClass objektum létrehozása a MyClass csomagon(osztályon)
kívül
Szokás úgy szimulálni absztrakt műveleteket, hogy azok meghívása megállítja a prog-
ram futását, de ez sem akadályozza meg, hogy ilyen osztály példányosítható legyen.
Akkor áll csak meg a program, ha meghívnánk egy már létező példány absztrakt
metódusát.
Így nincsen semmiféle mód arra, hogy absztrakt típust vagy ilyen típusként működő
struktúrát készítsünk.
5.6. Python
A Python nyelv támogatja az absztrakt osztályok készítését. Absztrakt osztályt
Pythonban ABC46-nek nevezik. Egy osztály akkor absztrakt, ha erre a viselkedésre
felkészítjük és van absztraktnak jelölt művelete vagy tag tulajdonsága.
46ABC az Abstract Base Class rövidítése, mely magyarul Absztrakt ősosztályt (szó szerint bázis-
osztályt) jelent.
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1 #!/usr/bin/env python
2 # encoding: utf -8
3
4 from abc import ABCMeta , abstractmethod , ←֓
abstractproperty
5
6 class AbstractClassExample:
7 __metaclass__ = ABCMeta
8
9 @abstractmethod
10 def foo(self):
11 return NotImplemented
12
13 @abstractmethod
14 def bar(self):
15 print("Alapértelmezett viselkedés")
16
17 def foobar(self):
18 print(self.foo())
19 self.bar()
20
21 def _getx(self):
22 raise NotImplementedError
23
24 def _setx(self ,x):
25 raise NotImplementedError
26
27 @abstractproperty
28 def y(self):
29 return self._y
30
31 x = abstractproperty(_getx , _setx)
5.6.1 AbstractAndConcrete.py Absztrakt osztály létrehozása
A __metaclass__ = ABCMeta sor felkészíti az osztályt és leszármazottait,
hogy absztrakt műveleteket tudjanak megadni.
Python 3.4-től van ABC osztály, melyből le lehet származni, így nem kell
__metaclass__ értéket állítani.
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A @abstractmethod annotáció az alatta szereplő metódust absztrakttá teszi. A Py-
thon a többi nyelvhez képest eltér abban, hogy kötelező megadni egy alapértelmezett
implementációt, de ez lehet egy üres utasítás (pass) is.
A @abstractproperty annotáció a csak olvasható tag tulajdonságok absztrakttá
tételében segít, amíg az abstractproperty függvény az írható és olvasható tag tu-
lajdonságokat teszi absztrakttá.
Innen kezdve az összes olyan osztály, mely leszármazik az AbstractClassExample
osztályból is absztrakt lesz, hacsak nem valósítják meg az összes absztrakt műveletét
és tulajdonságát.
Ha a fenti osztályt megpróbáljuk példányosítani, akkor futási idejű hibaüzenetet
kapunk:
54 a = AbstractClassExample ()
5.6.2 AbstractAndConcrete.py Absztrakt osztály példányosítására próbálkozás
Hibaüzenet:
Traceback (most recent call last):
File "./AbstractAndConcrete.py", line 54, in <module>
a = AbstractClassExample()
TypeError: Can’t instantiate abstract class AbstractClassEx
ample with abstract methods bar, foo, x, y
5.6.3 Hibaüzenet absztrakt osztály példányosításakor
A hibaüzenet fel is sorolja az absztrakt metódusokat (és tag tulajdonságokat).
A Java nyelv interfészeihez hasonlóan a Python nyelvben az absztrakt osztályokkal
szokás bizonyos tulajdonságokkal ellátni az osztályt. Ezen tulajdonságok elvárt tag
tulajdonságok és metódusok megadásával történik.
Erre rengeteg külön modulban elkészített absztrakt típus létezik, mely a felhasználó
már készen használhat. Például ha a collections modulból a felhasználó importálja
és leszármazik a Hashable és Callable osztályokból, akkor a kapott leszármazott
osztály örökli az absztrakt __hash__ és __call__ metódusokat, melyet az
osztálynak vagy leszármazottjának implementálni kell, hogy az osztály vagy leszár-
mazottja példányosítható legyen.
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5.7. Tcl
Tcl nyelvben egyetlen egy típus van, a karakterlánc. Ez pedig nem absztrakt típus,
más típus készítésére pedig nincs lehetőség.
Azonban Tcl támogatja az objektum orientált programozást, és egy kis trükkel lét-
rehozható absztrakt osztály, illetve ha szeretnénk, akkor elláthatjuk absztrakt me-
tódusokkal is.
Ehhez egy olyan függvényt kell megírni, amely ellenőrzi, egy osztály esetén, hogy
absztrakt-e, és mivel a Tcl nyelv lehetőségei elég tágak, ilyet könnyű megvalósítani.
Először nézzük meg, hogy hogyan kell használni ezt a függvényt, ezután már
könnyebb megérteni a működését.
Ha egy osztály konstruktorában meghívjuk az abstractCheck általunk írt függ-
vényt, akkor az osztály absztrakttá válik. Ez a függvény egy listát vár paraméterül,
amely az absztrakt metódusok listája. Ez lehet egy üres lista, ebben az esetben a
leszármazott osztály már nem lesz absztrakt, azonban ha nem üres ez a lista, akkor a
direkt és indirekt leszármazottak is absztraktak lesznek addig a leszármazottig, ahol
a megadott metódusok már léteznek, vagy azért mert az osztály maga, vagy pedig
egy ősosztálya implementálta azokat. Ez a leszármazott már nem lesz absztrakt.
Nézzük egy egyszerű példát:
18 oo::class create MyAbstractClass1 {
19 constructor {} {
20 abstractCheck [list foo bar]
21 puts "MyAbstractClass1 konstruktor"
22 }
23 destructor {
24 puts "MyAbstractClass1 destruktor"
25 }
26 }
5.7.1 AbstractAndConcrete.tcl Absztrakt osztály foo és bar absztrakt műveletekkel
Ezek után a MyAbstractClass1 osztály, továbbá direkt és indirekt leszármazottai
absztraktak lesznek ha a megadott metódusok nincsenek implementálva bennük. A
fenti példában a foo és bar metódusokat jelöltük meg absztraktnak azzal, hogy egy
ezeket tartalmazó kételemű listát adtunk paraméterül a abstractCheck függvény-
nek.
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Nézzük mi történik, ha példányosítani szeretnénk egy ilyen absztrakt osztályt:
74 set abstractInstance1 [MyAbstractClass1 new]
5.7.2 Absztrakt osztály példányosítási kísérlete
Kimenet:
MyAbstractClass1 destruktor
A ’::MyAbstractClass1’ osztály absztrakt
while executing
"abstractCheck [list foo bar]"
(class "::MyAbstractClass1" constructor line 2)
invoked from within
"MyAbstractClass1 new"
invoked from within
"set abstractInstance1 [MyAbstractClass1 new]"
(file "./AbstractAndConcrete.tcl" line 50)
5.7.3 Absztrakt osztály példányosítási kísérletének hibaüzenete
Ugyanez történne, ha nem lenne absztrakt metódusa az absztrakt osztálynak:
28 oo::class create MyAbstractClass2 {
29 constructor {} {
30 abstractCheck [list]
31 puts "MyAbstractClass2 konstruktor"
32 }
33 destructor {
34 puts "MyAbstractClass2 destruktor"
35 }
36 }
...
5.7.4 . Absztrakt osztály absztrakt műveletek nélkül
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MyAbstractClass2 destruktor
A ’::MyAbstractClass2’ osztály absztrakt
while executing
"abstractCheck [list]"
(class "::MyAbstractClass2" constructor line 2)
invoked from within
"MyAbstractClass2 new"
invoked from within
"set abstractInstance2 [MyAbstractClass2 new]"
(file "./AbstractAndConcrete.tcl" line 61)
5.7.5 Absztrakt osztály példányosítási kísérletének hibaüzenete
Ha leszármazunk ebből az elsőnek bemutatott absztrakt osztályból, de nem imple-
mentáljuk minden absztrakt metódusát, akkor példányosításkor hibaüzenettel leáll
a programunk:
38 oo::class create MyAbstractClass3 {
39 superclass MyAbstractClass1
40
41 constructor {} { next }
42 method bar {} {}
43 destructor { next }
44 }
...
5.7.6 . Leszármazott nem implementál minden absztrakt műveletet
163
A hibaüzenetben kiírja, hogy mely metódusok maradtak absztraktak:
MyAbstractClass1 destruktor
A ’::MyAbstractClass3’ osztályban a következő metódusok
absztraktak: foo
while executing
"abstractCheck [list foo bar]"
(class "::MyAbstractClass1" constructor line 2)
invoked from within
"next "
(class "::MyAbstractClass3" constructor line 1)
invoked from within
"MyAbstractClass3 new"
invoked from within
"set abstractInstance3 [MyAbstractClass3 new]"
(file "./AbstractAndConcrete.tcl" line 76)
5.7.7 Hiányzó absztrakt művelet hibaüzenet
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Nézzük az abstractCheck függvény implementációját, mellyel a fenti példák meg-
valósíthatóak:
3 proc abstractCheck {abstractMethodList} {
4 if {0 == [lindex [uplevel 1 {self call}] 1]} {
5 return -code error "A ’[uplevel 1 {info object ←֓
class [self]}]’ osztály absztrakt"
6 }
7 foreach method [uplevel 1 {info object methods [←֓
self object] -all}] {
8 set idx [lsearch -exact $abstractMethodList ←֓
$method]
9 if {-1 != $idx} {
10 set abstractMethodList [lreplace ←֓
$abstractMethodList $idx $idx]
11 }
12 }
13 if {[ llength $abstractMethodList] > 0} {
14 return -code error "A ’[uplevel 1 {info object ←֓
class [self]}]’ osztályban a következő műveletek←֓
absztraktak: $abstractMethodList"
15 }
16 }
5.7.8 AbstractAndConcrete.tcl Az abstractCheck függvény
Mint már az elemi típusoknál tárgyaltuk (38. oldal), az uplevel kulcsszó ha az első
paramétere az egyes szám, akkor a paraméterül kapott utasítás blokkot az aktuális
függvényt hívó függvényben hajtja végre. Mivel ezt a függvényt az osztály konstruk-
torában hívjuk, ezért abban a kontextusban értékelődik ki a kifejezést.
A konstruktorban kiadva a self call utasítás visszaadja a leszármazási fa konstruk-
torainak hívási listáját és egy számot, hogy ebben a hívási listában melyik elemnél
járunk. Ha ez a szám nulla, akkor az aktuálisan futó konstruktor az objektum tí-
pusának a konstruktora, nem pedig egy ősosztályáé. Ebben az esetben absztrakt
osztály példányosítása történt, így hibával megállítja a program futását.
Ha ezen az ellenőrzésen túljut, azaz direkt vagy indirekt leszármazott osztályban
vagyunk, akkor lekéri az implementált metódusokat, és ha nincsenek köztük a pa-
raméterként kapott absztrakt metódus lista elemei, akkor hibával leáll a program
kiírva, hogy milyen absztrakt metódusok nincsenek még implementálva.
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Konkrét leszármazottak létrehozásával majd a konkrét fejezetben foglalkozunk (176.
oldal).
5.8. Nyelvek összehasonlítása
Az absztrakt adattípus a legtöbb nyelvben megjelenik. A diplomamunkában elemzett
nyelvek közül csak a Perl nyelvben nem hozható létre ilyen típus, a többi nyelvben
(Ada, C++, Java, Python, Tcl) igen.
Tcl nyelv sem támogatja ugyan az absztrakt adattípus létrehozását, de könnyű meg-
valósítani a nyelv hatalmas lehetőségeinek köszönhetően.
Speciális absztrakt adattípus az interfész, mely nem tartalmaz változókat, csak me-
tódus deklarációkat, de azokat is megvalósítás nélkül. Általában ha egy nyelvben
támogatott az absztrakt adattípus, akkor interfészeket is létre lehet hozni bennük.
Perl nyelven kívül a többi nyelv ilyen.
Java nyelvben és Ada 2012-es verziójától kezdődően külön kulcsszó áll rendelkezésre
az interfészek létrehozására. Ha a felhasználó szeretne interfész megvalósítani, akkor
erősen ajánlott ezen kulcsszavak használata, ugyanis ha sima absztrakt osztályt hoz
létre, melynek csak deklarált műveletei vannak megvalósítás nélkül, akkor az nem ad
semmi előnyt az interface kulcsszóval létrehozott interfészekkel szemben, utóbbiak
viszont felhasználhatóak többszörös öröklődéshez.
C++ esetén az interfész létrehozásához nem elég deklarálni a műveleteket, azokat
tisztán virtuálisnak is kell jelölni, hogy úgy működjenek, mint azt egy interfésztől
elvárjuk.
Ha egy osztály absztrakt, azt néhány nyelvben (Ada, Java) típus létrehozásakor a
típus nevénél abstract kulcsszóval jelezni kell. C++, Python és Tcl esetén ilyet nem
kell megtenni, de a típus definíciójából látszik.
Ha egy absztrakt osztályból leszármazunk, de nem implementáljuk minden absztrakt
műveletét, akkor szintén absztrakt típust kapunk. Java és Ada nyelvekben ez esetben
is jeleznünk kell, hogy a kapott típus absztrakt a típus nevénél abstract kulcsszó
segítségével.
Azon nyelvek, ahol osztály definiálásakor az osztály nevénél jelezni kell hogy
absztrakt-e az osztály, ott általában (Java és Ada esetén is) létre tudunk hozni
olyan osztályt is, amely absztraktnak van jelölve, de nincs absztrakt művelete. Ez
azt eredményezi, hogy az osztály nem példányosítható ugyan, de a leszármazott
osztályoknak nem kell semmilyen műveletet sem implementálniuk, hogy példányo-
síthatóak legyenek.
Azonban azon nyelveknél is lehetőség adódhat ilyen absztrakt típus létrehozására,
ahol azt a nyelv külön kulcsszóval nem teszi lehetővé. Ilyet nem tudunk ugyan Py-
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thon estén tenni, de C++ esetén igen, ha az osztály konstruktorát védetté tesszük,
azaz protected: részbe rakjuk.
Tcl esetén szintén tudunk ilyen megszorítást tenni, mindössze azt kell ellenőrizni
az absztrakt osztály konstruktorában, hogy az objektum osztálya a jelenleg futó
konstruktorhoz tartozó osztály-e, vagy egy leszármazott.
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6. Konkrét adattípus
6.1. Nyelvfüggetlen leírás
Konkrét típusnak nevezzük azokat a típusokat, amelyek példányosítani tudunk. De-
finícióból adódik, hogy ami nem absztrakt típus, az konkrét típus.
Konkrét típusok (általában) teljesen implementálva vannak.
Absztrakt típusból lehet leszármazott konkrét típust létrehozni. Ehhez többnyire az
összes nem implementált, azaz deklarált, de nem definiált műveletet, implementálni
kell egy új típusban, mely az absztrakt típusból származik le.
Ha nem valósítjuk meg az összes definiálatlan műveletet, akkor a legtöbb nyelv esetén
absztrakt osztályt hozunk létre, nem konkrétat.
Itt jön elő az absztrakt típus igazi ereje. Egy absztrakt típusból létre tudunk hoz-
ni több leszármazott konkrét típust, melyek különbözően viselkednek, azonban az
absztrakt típusban implementált részletek többnyire közösek, hacsak nem definiál-
tuk felül őket. Képesek vagyunk az absztrakt típusban implementált műveletekben
olyan még nem implementált műveleteket hívni, melyek később a konkrét típusban
leszármazottanként különbözőképpen implementálódnak. Mindezt úgy, hogy tulaj-
donképpen letiltottuk a szülő típus példányosítását, csak a leszármazott konkrét
típusokhoz tudunk példányt készíteni, de mutatóval vagy referenciával közösen tu-
dunk hivatkozni ezen leszármazott típusokra absztrakt szülő típus segítségével.
Erre látni is fogunk példát a nyelv specifikus leírásokban, ahol támogatott. Ezek
az Ada, C++ és Java. Python is támogatja az absztrakt osztályok létrehozását, de
mivel nem lehet jelezni a változó típusát, és az mindig változik, ezért ott nem tudunk
absztrakt osztályon keresztül hivatkozni konkrét osztályra, de mivel a változók típusa
dinamikusan változik, erre egyáltalán nincs is szükség.
Mint az Absztrakt adattípus fejezetben már volt róla szó, Perl nem támogatja az
absztrakt adattípusokat, így ebben a nyelvben csak konkrét típus létezik.
Tcl nyelvben viszont annak ellenére hogy nem támogatja beépítetten az absztrakt
adattípus viselkedését, készíthető ilyen típusként viselkedő karakterlánc típusú osz-
tály a nyelv egyes utasításait kihasználva, illetve készíthető ilyen osztályból konkrét
leszármazott osztály is. Erről több információ a Tcl alfejezetben található.
6.2. Ada
Absztrakt osztályból és interfészből úgy tudunk létrehozni konkrét osztályt, hogy
leszármaztatunk egy olyan osztályt, amelyet nem jelölünk absztraktnak, és imple-
mentálunk minden absztrakt műveletet benne.
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Az absztrakt fejezetben látott példákból (148. oldal) konkrét osztály létrehozása:
48 package ConcreteExamples is
49 type ConcreteClassExample is
50 new AbstractExamples.AbstractClassExample
51 and InterfaceExamples.Increasable
52 and InterfaceExamples.Decreasable
53 with record
54 X : Integer;
55 end record;
56 procedure setData(
57 O : in out ConcreteClassExample;
58 X : Integer);
59 function getData(O : ConcreteClassExample)
60 return Integer;
61 procedure increase(
62 O : in out ConcreteClassExample);
63 procedure decrease(
64 O : in out ConcreteClassExample);
65 end ConcreteExamples;
6.2.1 abstractandconcrete.adb Konkrét osztály származtatása absztrakt osztályból
A ConcreteClassExample osztály leszármazik az AbstractClassExample jelölt re-
kord típusból, és az Increasable, Decreasable interfészekből.
Egy osztálynak csak egy nem interfész szülője lehet, és bármennyi interfész szülő-
je. Itt leszármaztunk interfészekből és jelölt rekordból is, de egy osztály tud csak
interfészből vagy csak absztrakt jelölt rekordból leszármazni, azonban ha van nem
interfész szülője, akkor az az első szülő kell, hogy legyen.
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A metódusok implementálása:
67 package body ConcreteExamples is
68 procedure setData(
69 O : in out ConcreteClassExample;
70 X : Integer) is
71 begin
72 O.X := X;
73 end;
74
75 function getData(
76 O : ConcreteClassExample)
77 return Integer is
78 begin
79 return O.X;
80 end;
81
82 procedure increase(
83 O : in out ConcreteClassExample) is
84 begin
85 O.X := O.X + 1;
86 end;
87
88 procedure decrease(
89 O : in out ConcreteClassExample) is
90 begin
91 O.X := O.X - 1;
92 end;
93 end ConcreteExamples;
6.2.2 abstractandconcrete.adb Konkrét osztály műveleteinek implementálása
Az Ada nyelvben egyedi, hogy leszármazott konkrét típusra absztrakt típuson ke-
resztül nem csak mutatóval tudunk hivatkozni, hanem speciális T’Class típuson
keresztül is, ami nem mutató, lehet egy lokális változó típusa is.
Nézzünk példát amikor mutatón is és T’Class típuson keresztül is hivatkozunk a
konkrét típusra:
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98 concreteExample:
99 aliased ConcreteExamples.ConcreteClassExample
100 :=
101 (ID => 0, X => 0);
102 object:
103 AbstractExamples.AbstractClassExample ’Class
104 :=
105 ConcreteExamples.ConcreteClassExample ’(
106 ID => 1, X => 0
107 );
108 objectPtr:
109 access
110 AbstractExamples.AbstractClassExample ’Class
111 :=
112 concreteExample ’Access;
113 begin
114 Ada.Text_IO.Put_Line("Program indul");
115 ConcreteExamples.setData(concreteExample ,100);
116 AbstractExamples.setData(object ,101);
117 AbstractExamples.printData(objectPtr.all);
118 AbstractExamples.printData(object);
119 Ada.Text_IO.Put_Line("Program vége");
120 end abstractandconcrete;
6.2.3 abstractandconcrete.adb Konkrét típus példányának elérése absztrakt típuson
keresztül
A aliased kulcsszó lehetőséget ad arra, hogy az adott változóra mutató mutasson.
Ezen kulcsszó nélkül a változóra nem tudnánk mutatót állítani.
Az access kulcsszó segítségével pedig mutató típust tudunk létrehozni.
A mutatót a .all taggal tudjuk dereferálni.
Kimenet:
Program indul
ConcreteClassExample 0 data: 100
ConcreteClassExample 1 data: 101
Program vége
6.2.4 Konkrét osztály példa kimenete
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6.3. C++
Absztrakt osztályból konkrét osztályt leszármazással lehet létrehozni úgy, hogy a
leszármazottban legyen legalább egy publikus konstruktor, és ne legyen benne abszt-
rakt metódus. Azaz minden szülőben lévő absztrakt metódust meg kell valósítani.
Az absztrakt fejezetben látott AbstractClassExample osztályból konkrét osztály
leszármaztatása (absztrakt művelet megvalósítása):
22 class ConcreteClassExample
23 : public AbstractClassExample
24 {
25 public:
26 virtual void pureVirtualMethodExample () {}
27 };
6.3.1 AbstractAndConcrete.cpp AbstractClassExample osztályból konkrét osztály
leszármaztatása
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Az absztrakt fejezetben látott AbstractClassExample2 osztályból konkrét osztály
leszármaztatása (publikus konstruktor készítése):
29 class ConcreteClassExample2 : public ←֓
AbstractClassExample2
30 {
31 public:
32 ConcreteClassExample2 () {}
33 ConcreteClassExample2(
34 const ConcreteClassExample2& o)
35 : m_data(o.m_data) {}
36 virtual ~ConcreteClassExample2 () {}
37
38 private:
39 ConcreteClassExample2& operator =(
40 const ConcreteClassExample2 &);
41
42 int m_data;
43 };
6.3.2 AbstractAndConcrete.cpp AbstractClassExample2 osztályból konkrét
osztály leszármaztatása
Az absztrakt típuson keresztül mutató és referencia segítségével érthető el a konkrét
típus. Ezekben az esetekben az absztrakt típus metódusai hívhatóak, adattagjai
elérhetőek.
Mint a sima konkrét ősosztályok esetén, amennyiben egy virtuálisnak jelölt műve-
letet hívunk, akkor az aktuális típus művelete hívódik meg, amennyiben egy nem
virtuális műveletet hívunk, akkor az absztrakt osztály művelete hívódik meg, mivel
a mutató és referencia típusa a absztrakt osztályra mutató vagy referencia típusú.
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Példa konkrét osztály elérésére absztrakt osztályon keresztül mutatót és referenciát
használva:
66 int main(int , const char **)
67 {
68 ConcreteClassExample concreteObject;
69 AbstractClassExample& abstractObjectRef =
70 concreteObject;
71 AbstractClassExample* abstractObjectPtr =
72 new ConcreteClassExample ();
73 abstractObjectPtr ->pureVirtualMethodExample ();
74 abstractObjectRef.pureVirtualMethodExample ();
75 delete abstractObjectPtr;
76 return 0;
77 }
6.3.3 AbstractAndConcrete.cpp Konkrét osztály elérése absztrakt osztályú típuson
keresztül
6.4. Java
A Java interfészekről és absztrakt osztályokról előző fejezetben szó volt. Nézzük,
hogyan lehet konkrét típust létrehozni ezen osztályok segítségével.
Egy konkrét osztály létrehozható, mely egy vagy több interfészt is implementál:
1 public class MyDerivedClass2
2 extends MyClass
3 implements MyInterface , MyInterface2 {
4 public int myMethod () { return 5; }
5 public int myMethod2 () { return 5; }
6 }
6.4.1 MyDerivedClass2.java Konkrét osztály létrehozása absztrakt osztályból
MyDerivedClass2 leszármazik a MyClass osztályból és implementálja a
MyInterface és MyInterface2 interfészeket.
Ez a példa jól mutatja, hogy egyszerre lehet osztályból is leszármazni, és emellett
több interfészt is implementálni, azonban az osztályból leszármazás elhagyható az
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extends MyClass elhagyásával, és az interfészekből is tetszőleges számút imple-
mentálhat az osztály, az implements MyInterface, MyInterface2 rész elhagyása
esetén pedig egy interfészt sem fog implementálni.
Amennyiben egy osztály implementál egy interfészt, akkor egy interfész típusú vál-
tozónak értékül adható az osztály példány, és mint az ősosztály esetében a változón
keresztül hívhatóak az interfész metódusai, de valójában az objektum valós típusá-
nak műveletei fognak meghívódni:
3 MyInterface my = new MyDerivedClass2 ();
4 System.out.println(my.myMethod ());
6.4.2 AbstractAndConcreteMain.java Interfész típusú változó értéket kap
Ugyanígy MyInterface helyett absztrakt ősosztálytípusú változónak is értékül ad-
ható egy leszármazott osztály objektuma.
Amennyiben egy osztály absztrakt osztályból származik le, vagy interfészt imple-
mentál, és implementálja az összes absztrakt metódusát (felüldefiniálja őket), és
nem használjuk benne az abstract kulcsszót, akkor absztrakt osztályt felhasználva
konkrét osztályt kapunk, melyből használhatóak az implementált interfészek és az
absztrakt ősosztályok metódusai és tagváltozói.
Interfészeket általában arra használjuk fel, hogy olyan konkrét osztályt készítsünk
velük, mely speciális tulajdonságokkal bír. Ezeket a tulajdonságokat az interfész
különböző műveletei reprezentálják.
Remek példa erre a Java Runnable interfésze, mely az adott osztályt külön szá-
lon futtathatóvá teszi, ehhez az interfész run metódusát implementálnia kell, majd
egy új példányt át kell adni a Thread osztály konstruktorának, hogy az a Thread
osztály start metódus hívása után egy szálon elkezdje futtatni az implementált run
metódusát.
6.5. Perl
A Perl nyelvben nincs absztrakt típus, és nem is hozható létre. Azaz minden típus
konkrét típus.
6.6. Python
Az Absztrakt fejezetben szereplő Python absztrakt osztályból
(AbstractClassExample a 158. oldalon) az alábbi módon hozható létre le-
származással konkrét osztály:
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33 class ConcreteClassExample(AbstractClassExample):
34 def foo(self):
35 return 42
36
37 def bar(self):
38 # Alapértelmezett viselkedés
39 super(ConcreteClassExample ,self).bar()
40
41 def _getx(self):
42 return self._x
43
44 def _setx(self ,x):
45 if x >= 0:
46 self._x = x
47
48 @property
49 def y(self):
50 return super(ConcreteClassExample ,self).y
51
52 x = property(_getx , _setx)
6.6.1 AbstractAndConcrete.py Absztrakt osztályból konkrét osztály
leszármaztatása
A bar metódusnál és az y csak olvasható tag tulajdonságnál az absztrakt osztályban
használt absztrakt metódus és tag tulajdonság alapértelmezett implementációját
hívjuk meg. Fontos, hogy a super függvény első paramétere nem a szülő, hanem a
leszármazott osztály kell legyen.
A foo metódusnál és az x tag tulajdonságnál saját megvalósítást adtunk meg.
Innentől kezdve a ConcreteClassExample típus és leszármazottai példányosítható-
ak lettek.
6.7. Tcl
Nézzük, hogyan lehet leszármazni az absztrakt osztályokból, melyeket az absztrakt
fejezetben láttunk (161. oldal), implementálva az absztrakt műveleteket, ezzel egy
konkrét osztály létrehozva:
A MyAbstractClass1 osztályból úgy tudunk konkrét osztályt készíteni leszárma-
zással, hogy implementáljuk a foo és bar metódusokat, melyek absztraktnak voltak
jelölve, és leszármazunk a MyAbstractClass1 osztályból.
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46 oo::class create MyConcreteClass1 {
47 superclass MyAbstractClass1
48
49 constructor {} {
50 next
51 puts "MyConcreteClass1 konstruktor"
52 }
53 method foo {} {}
54 method bar {} {}
55 destructor {
56 puts "MyConcreteClass1 destruktor"
57 next
58 }
59 }
6.7.1 AbstractAndConcrete.tcl Konkrét osztály létrehozása absztrakt osztályból
leszármazással és absztrakt műveletek implementálásával
Az MyAbstractClass2 osztály esetén pedig elég leszármazni, hiszen nem jelölt meg
absztrakt metódusokat:
61 oo::class create MyConcreteClass2 {
62 superclass MyAbstractClass2
63
64 constructor {} {
65 next
66 puts "MyConcreteClass2 konstruktor"
67 }
68 destructor {
69 puts "MyConcreteClass2 destruktor"
70 next
71 }
72 }
6.7.2 AbstractAndConcrete.tcl Konkrét osztály létrehozása absztrakt osztályból
leszármazással
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Példányosításra példa:
78 set myobject1 [MyConcreteClass1 new]
79 set myobject2 [MyConcreteClass2 new]
80 $myobject1 destroy
81 $myobject2 destroy
6.7.3 AbstractAndConcrete.tcl Konkrét osztályok példányosítása és
megsemmisítése
Kimenet:
MyAbstractClass1 konstruktor
MyConcreteClass1 konstruktor
MyAbstractClass2 konstruktor
MyConcreteClass2 konstruktor
MyConcreteClass1 destruktor
MyAbstractClass1 destruktor
MyConcreteClass2 destruktor
MyAbstractClass2 destruktor
6.7.4 Konkrét osztályok példányosításának és megsemmisítésének kimenete
6.8. Nyelvek összehasonlítása
Azon nyelvekben, melyekben van absztrakt adattípus, ott ebből a típusból leszár-
mazással konkrét típust tudunk készíteni.
Statikusan típusos nyelvekben (Ada, C++, Java) absztrakt típuson keresztül muta-
tókat és referenciákat használva el tudunk érni bármely konkrét típust, de ez nem
nyújt sokkal többet annál, mintha egy konkrét szülő típusú mutatón vagy referenci-
án keresztül érnénk el konkrét leszármazott objektumát, azonban az remek hír, hogy
absztrakt típusokat is lehet mutatókként és referenciaként használni, erre nincs meg-
szorítás egy statikusan típusos nyelvben sem.
Dinamikusan típusos nyelvekben erre ugyan általában nincs lehetőség, hiszen nincs
típusa a változóknak, pontosabban fogalmazva a változók típusa változik, viszont
pont ezért nincs is rá szükség, hiszen bármely változón keresztül hivatkozhatunk
bármely absztrakt osztály konkrét leszármazottjára. Ilyen nyelv a Python, de a Tcl
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nyelv is hasonlóan használható, hisz ott csak egy típus van, mely a karakterlánc,
azaz ugyanúgy tartalmazhat bármely változó egy absztrakt osztályból leszármazott
konkrét osztályt, mint Python esetén. Perl nyelvben ugyan nincs absztrakt osztály,
de konkrét osztályoknál ez szintén így működik csak ott karakterlánc helyett minden
objektum skalár típusú, azon belül pedig referencia.
Java és Ada 2012-es verziójától kezdve külön kulcsszóval készített interfészek is
megjelennek a nyelvben, itt ezen típusokon át is ugyanúgy hivatkozható referencián
és mutatón keresztül a konkrét típus, mint a sima absztrakt osztályok esetén.
Java és Ada esetén az interface kulcsszóval létrehozott interfészek sokszor arra van-
nak használva, hogy bizonyos tulajdonságokkal ruházzák fel az őket implementáló
osztályokat. Ezen tulajdonságok meglévő és használható metódusokban nyilvánul-
nak meg.
Python esetén is sokszor ugyanerre használják az absztrakt osztályokat, és ezt C++
esetén is meg tudjuk tenni, bár ebben a nyelvben a valós életben nem olyan gyakran
jelenik meg kifejezetten ez a fajta használata az absztrakt osztályoknak, de tulaj-
donképpen ott is ilyesmire használják őket, csak nem annyira nyilvánvaló módon,
mint például egy Java Runnable interfész esetén.
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7. Dinamikus és statikus típusellenőrzés
7.1. Nyelvfüggetlen leírás
Egy típusos nyelv lehet dinamikusan típusos vagy statikusan típusos.
A statikusan típusos nyelvekben írt programok típusellenőrzése statikus, ami azt je-
lenti, hogy fordítási időben ellenőrzi a fordító a típusok helyességét a kifejezésekben,
míg a dinamikusan típusos nyelvekben írt programok típusellenőrzése dinamikus,
ami azt jelenti, hogy futási időben, amikor az adott kifejezés kiértékelődik, akkor
ellenőrzi a program, hogy a változók típusa megfelelő-e.
Statikusan típusos nyelvek megszorítása nagyobb, mivel minden egyes lehetséges
végrehajtást megszorít a nyelv fordítási időben, amíg a dinamikusan típusos nyel-
vek szabadabbak, hisz ha például egy formális paraméter nincs használva egy adott
végrehajtás során, akkor a megfelelő aktuális paraméter típusa nem kell, hogy meg-
feleljen az előírásoknak, vagy az is lehet, hogy különböző végrehajtásokban más és
más típus követelményt használunk ki, így azok betartása nem minden végrehajtás
során szükséges.
Azonban a dinamikusan típusos nyelvek típusellenőrzéséből adódó hibák megállít-
hatják a program futását, hisz csak futási időben jönnek elő.
A dinamikusan és statikusan típusos nyelvek képviselői gyakran vitában állnak egy-
mással. Az előbbiek szeretik a szabadságot, melyet az általuk használt nyelv ad
nekik, és nem értik miért van szükség extra deklarációkra, típus megnevezésekre,
amikor azok csak az időt viszik és fölöslegesen elterelik a program olvasó figyelmét.
Ezzel szemben az utóbbiak inkább a fordítási idejű típus ellenőrzés által adott na-
gyobb biztonságot szeretik, melyet kedvenc nyelvük nyújt számukra, és nem értik,
hogy miért is lehetne jó a dinamikus típusosság, amikor csak annyit látnak belőle,
hogy legtöbb hibaüzenetet csak futás közben kapják meg, és egy olyan hiba, ami
már fordítási időben kiderülhetett volna, akkor derül csak ki, amikor a program már
nagyban végzi a dolgát.
Valójában azonban egy dinamikusan típusos nyelvben írt program nem lesz feltétle-
nül rosszabb minőségű, mint statikusan típusos nyelvben írt társai. Amennyiben egy
olyan programot készítünk, melynek nagyobb felhasználói tábora van, akkor bizony
a tesztelés elkerülhetetlen. Legjobban akkor járunk, ha programunk TDD47 módszer
szerint készítjük el. Ebben az esetben a tesztjeink megfogják azon hibák többségét
is, melyeket a statikusan típusos nyelvek fordítás közben fognának meg, így a fenn
említett probléma nem gyakran áll fenn.
47TDD - Test-Driven Development - Tesztvezérelt fejlesztés - programozási módszertan, ahol egy
funkció fejlesztése előtt az adott funkció tesztjei készülnek el.
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A dinamikusan típusos nyelvek többsége ráadásul dinamikus nyelv is egyben, mely
olyan szabadságot is ad a programozónak, mint a futás közbeni plugin telepítése,
futás közben objektumok metódusainak és tag változóinak hozzáadása, törlése, tí-
pusának vagy tartalmának változtatása. Az ilyen tulajdonságot, amikor a program
saját struktúráját vizsgálja és/vagy módosítja, a szakirodalom reflection-nek nevez,
és a nyelvet, mely ezt támogatja dinamikus nyelvnek hívunk. Dinamikus nyelv fogal-
ma nem keverendő a dinamikusan típusos nyelvvel. Itt fontos megemlíteni, hogy bár
a statikus típusú nyelvek erre általában nem képesek, azonban néhány nyelv korlá-
tozott mértékben mégis támogatja ezt, például Java képes futás időben új osztályt
betölteni, sőt egy kis erőltetéssel akár újra is tölteni azt, illetve a C++ nyelv képes
a típusok tulajdonságainak vizsgálatára futás közben.
Eddigiek alapján úgy tűnik minden nyelvnek dinamikusan típusos nyelvnek kéne
lennie, azonban itt az ideje egy újabb fordulatnak. Multinacionális cégeknél gyak-
ran előfordulnak hatalmas termékek, melynek forráskódja tele van másolt kódokkal,
azaz ugyanaz a kódrészlet 10, vagy akár ennél több helyen is megtalálható kis mó-
dosításokkal. Teljes komponensek kódja van lemásolva majd egy-két helyen átírva a
határidőknek és megkövetelt funkcionalitásnak eleget téve. Az ilyen termékek elér-
hetik akár a 10 MLOC48 értéket. Természetesen mivel itt a termék maga öregebb,
mint a TDD szemlélet, ezért unit tesztek többnyire nincsenek is, de ha mégis csak
bevezet unit teszteket egy jótét lélek, akkor sem lehet minden sort lefedni, hiszen
amikor egy több tízezer soros függvény viselkedését tesztelné valaki, akkor mock-ok
és stub-ok sokaságát kell bevetnie, hogy a függvény vezérlését megfelelő irányba te-
relje, bizonyos sorokat pedig egyszerűen nem csak hogy rengeteg idő lenne lefedni, de
a unit teszt, mely tesztelné már átláthatatlanul bonyolult lenne az előfeltétel eléré-
séhez szükséges rengeteg lépésnek köszönhetően. Nos, itt nagyon is jól jön minden
kis segítség, ami hibát tud fogni, legfőképp a fordító hiba üzenetei, melyeket akár
típus-ellenőrzések közben ír ki.
Másik példa az orvosi berendezések, vagy repülőgép irányítását segítő program,
melyben előforduló hibák rengeteg emberi életet veszélyeztetnek, itt minden ext-
ra biztonsági ellenőrzés rengeteget segít, így itt dinamikusan típusos nyelv nem is
jöhet szóba, általában egy erősen típusos, statikus nyelv választása célszerű.
Azonban arról sem feledkezzünk meg, hogy van olyan termék, mely ha hibázik, ak-
kor a legnagyobb probléma az lesz, hogy a felhasználó bosszankodik, esetleg többé
nem használja a terméket, azonban itt néha marketing szempontjából hasznosabb,
ha hamarabb több funkcionalitást tudunk hozni a konkurencia előtt, különben egy-
általán nem terjedne el a termék, vagy akár ki sem tudna már jutni a piacra. Itt
dinamikus nyelv választása célszerűbb lehet, ugyanis minél több ellenőrzést végez a
fordító, annál több időt kell szánni a program írása közben, hogy ezeknek a feltéte-
48MLOC - Million Line Of Code - millió kódsor
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leknek megfeleljünk. Persze azért ne feledkezzünk meg arról sem, hogy lesznek hibák,
melyek ha később derülnek, ki akkor a javításuk is tovább tart, azonban egy kisebb
termék esetén rengeteg időt nyerünk egy dinamikusan típusos nyelv választásával.
Ez természetesen csak néhány példa volt, mindenesetre jól megmutatta, hogy van
olyan termék melyet dinamikusan, van amelyet statikusan típusos nyelvben érdemes
megírni.
7.2. Ada
Az Ada statikusan típusos nyelv, nagyon szigorú típusellenőrzéssel.
A kifejezésekben az értékek típusát még azelőtt ellenőrzi a fordító, hogy a binárist
elkészítené.
Típusellenőrzés szigorúságát értékadásban legegyszerűbb elmagyarázni, de ez teljesül
egyéb kifejezésekben is, amikor az egyik típust a másik helyett szeretnénk használni:
Két eltérő típus akkor sem adható egymásnak, ha a bal oldali változó típusának
értékhalmaza tartalmazza a jobb oldalon lévő kifejezés típusának értékhalmazát.
Ez alól kivétel, ha a két típus ugyanabban a subtype kulcsszóval létrehozott tí-
puskészítési fában megtalálható. Ez azért van, mert a subtype kulcsszóval készített
típust nem tekinti új típusnak az Ada, így a subtype kulcsszóval készített típusok
típusellenőrzési szempontból alias típusnak számítanak.
Példa típusellenőrzési hibára:
1 procedure typechecktesterror is
2 type MyInteger is new Integer;
3
4 C: MyInteger := 0;
5 I: Integer := 0;
6 begin
7 I := C;
8 end typechecktesterror;
7.2.1 typechecktesterror.adb Típusellenőrzési hiba
Hibaüzenet jelzi, hogy az I := C értékadásban egész típusnak nem adható értékül
karakter típus:
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typechecktesterror.adb:7:08: expected type "Standard.Integer"
typechecktesterror.adb:7:08: found type "MyInteger" defined
at line 2
gnatmake: "typechecktesterror.adb" compilation error
7.2.2 Típusellenőrzés hibaüzenete
7.3. C++
A C++ nyelv statikusan típusos nyelv.
A típusok ellenőrzését fordítás közben a bináris készítése előtt végzi el a fordító.
Nem szigorú a típusaival szemben, például ha előjel nélküli egész típust(unsigned)
hasonlítunk össze előjeles egész típussal(signed) egy kifejezésben, akkor a fordító
mindenféle figyelmeztetés nélkül lefordítja a kódunkat.
Ha szeretnénk ilyen ellenőrzést, akkor a -Wall kapcsolóval megmondhatjuk a for-
dítónak, hogy figyelmeztessen ilyen típusú és hasonlóan veszélyes hiba lehetőségek
ellen.
Még több figyelmeztetést be tudunk kapcsolni a -Wextra kapcsolóval, azonban ez a
kapcsoló ritkábban használatos.
Az legtöbb -Wall és -Wextra kapcsolóval bekapcsolt figyelmeztetést, és még sok
egyebet egyesével is lehet kapcsolni.
Ha ezek után megadjuk a -Werror kapcsolót, akkor minden figyelmeztetést hibának
tekint a fordító, és csak akkor fordít binárist, ha minden ilyen hibát kijavítottunk.
Ezeket a kapcsolókat a g++, clang és egyéb C++ fordítók leírásában meg tudjuk
találni.
1 int main(int , const char **)
2 {
3 signed s = 1;
4 unsigned u = 1;
5 if (u == s)
6 {
7 // ...
8 }
9 return 0;
10 }
7.3.1 UnsignedSignedComparsionTest.cpp Előjel nélküli és előjeles típusú értékek
összehasonlítása
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A fenti kód mindenféle figyelmeztetés és hibaüzenet nélkül fordul. Azonban ha meg-
adjuk a -Wall kapcsolót, akkor még mindig lefordul a kód, és készül bináris, de
közben figyelmeztet a fordító:
UnsignedSignedComparsionTest.cpp: In function
‘int main(int, const char**)’:
UnsignedSignedComparsionTest.cpp:5:12: warning:
comparison between signed and unsigned integer
expressions [-Wsign-compare]
if (u == s)
^
7.3.2 Fordító figyelmeztetése előjeles és előjel nélküli összehasonlításra
A kimenetben azt is látjuk, hogy g++ esetén csak ezt a figyelmeztetést be tudjuk
kapcsolni a -Wsign-compare kapcsoló használatával, mely része a -Wall kapcsoló-
nak.
Ha azt szeretnénk, hogy ilyen hibák esetén ne forduljon le a kód, így ne is generálód-
jon potenciális hibát tartalmazó bináris, akkor ezt a -Werror kapcsolóval jelezhetjük
a fordítónak.
Ebben az esetben a figyelmeztetés helyett hibaüzenet fogad bennünket:
UnsignedSignedComparsionTest.cpp: In function
‘int main(int, const char**)’:
UnsignedSignedComparsionTest.cpp:5:12: error:
comparison between signed and unsigned integer
expressions [-Werror=sign-compare]
if (u == s)
^
cc1plus: all warnings being treated as errors
7.3.3 Figyelmeztetések hibaként kezelése
Az utolsó sor jelzi nekünk, hogy a figyelmeztetéseket is hibaként kezeli a fordító.
Végezetül nézzünk egy olyan típusellenőrzésnél megfogott hibát, amit mindenféle
kapcsolók használata nélkül is hibának tekint a nyelv:
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1 class A {};
2 class B {};
3 int main(int , const char **)
4 {
5 A a;
6 B b;
7 a = b;
8 return 0;
9 }
7.3.4 ClassComparsionError.cpp Két egymásnak nem értékül adható változó
értékadása
Ebben a példában két különböző típusú objektumot próbáltunk egymásnak értékül
adni, ezért a fordító szólt, hogy nincs ismert konverzió a két típus között:
ClassComparsionError.cpp: In function ‘int main(int, const
char**)’:
ClassComparsionError.cpp:7:5: error: no match for ‘operator
=’ (operand types are ‘A’ and ‘B’)
a = b;
^
ClassComparsionError.cpp:7:5: note: candidates are:
ClassComparsionError.cpp:1:7: note: A& A::operator=(const A&)
class A {};
^
ClassComparsionError.cpp:1:7: note: no known conversion
for argument 1 from ‘B’ to ‘const A&’
ClassComparsionError.cpp:1:7: note: A& A::operator=(A&&)
ClassComparsionError.cpp:1:7: note: no known conversion
for argument 1 from ‘B’ to ‘A&&’
7.3.5 Hibaüzenet nem egymásnak adható változók értéküladásakor
Azonban az ilyen értékadásokat könnyen elvégezhetővé tehetjük. Mindössze meg
kell adnunk egy konverziós lehetőséget a két típus között, amit legegyszerűbben
konstruktor bevezetésével tehetjük meg, ami készít egy A típust egy B típusból:
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1 class B {};
2 class A
3 {
4 public:
5 A() {}
6 A(const B& o) {}
7 // A& operator =(const B& o) {}
8 };
9
10 int main(int , const char **)
11 {
12 A a;
13 B b;
14 a = b;
15 // A a2(b);
16 return 0;
17 }
7.3.6 ClassComparsionConstructionSolution.cpp Konverziós lehetőség bevezetése
konstruktort megírásával
Megadhatunk olyan egyenlőségjel operátort is az A típusban az új konstruktor he-
lyett vagy mellett, mely A típust készít B típusból. Ezt látjuk is megjegyzésben,
azonban a konstruktor jobb megoldás, mivel a megjegyzésbe rakott a2 változó kez-
dő értékadása B típusú változóval csak akkor működik, ha konstruktor is létezik,
mely B típusú objektumból A típusú objektumot készít.
Másik lehetőség az ellenkező irányú megközelítés, amikor készítünk egy konverziós
operátort a B osztályban, amely A típusra konvertál.
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1 class A {};
2 class B
3 {
4 public:
5 operator A() {return A();}
6 };
7
8 int main(int , const char **)
9 {
10 A a;
11 B b;
12 a = b;
13 return 0;
14 }
7.3.7 ClassComparsionConversionOperatorSolution.cpp Konverziós lehetőség
bevezetése konvertáló operátor megírásával
Ezen utóbbi konverziós megadási lehetőség csak kevés más nyelvekben jelenik meg.
7.4. Java
Java szintén statikusan típusos nyelv.
Kifejezésekben szereplő típusok ellenőrzése fordítási időben történik meg mielőtt az
interpreternek szánt bináris elkészülne.
Típusellenőrzésének szigorúsága a C++ és az Ada között helyezkedik el, ugyanis
egy szűkebb értékhalmazú típus általában automatikusan konvertálódik egy bővebb
értékhalmazú típusra amennyiben ez szükséges, de a fordított irány már nem au-
tomatikus. Például ha egy karakter típusú(char) kifejezést adunk értékül egy egész
típusú(int) változónak, akkor a kód lefordul, de fordított esetben a fordító hibaüze-
nettel leáll, hisz itt túlcsordulás esetén információ vesztéssel járna a konverzió. Ha
char típusú változónak szeretnénk int típusú kifejezést értékül adni, akkor explicit
konvertálnunk kell a kifejezés típusát a (char) előtagot használva.
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Példa:
1 public class PrimitiveConversionsMain {
2 public static void main(String [] args) {
3 char c = ’a’;
4 int i = 1;
5 i = c;
6 c = (char)i;
7 }
8 }
7.4.1 PrimitiveConversionsMain.java Típusellenőrzés hiba nélkül
Azonban ha a fenti kódban elhagynánk a (char) konverziót, akkor hibaüzenettel
leállna a fordítás:
PrimitiveConversionsMain.java:6: error: incompatible types:
possible lossy conversion from int to char
c = i;
^
1 error
7.4.2 Hibaüzenet potenciális információ vesztéssel járó automatikus konverzió
esetén
7.5. Perl
Perl egy dinamikusan típusos dinamikus nyelv. A kifejezések típusainak ellenőrzése
futás közben történik meg.
Gyengén típusos voltának köszönhetően a Perl próbál minden értéket úgy konver-
tálni, hogy az típusosan helyes legyen, még akkor is, ha ez nem lehetséges. Ez azért
van, mert Perl próbál mindenféle hiba esetén a lehető leghelyesebben tovább futni.
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Ezt jól szemlélteti a következő példa, mely szándékosan csúnya összevissza érték-
adásokat végez:
1 #!/usr/bin/perl
2
3 use strict;
4 use warnings;
5
6 my $skalar = 1;
7 my @array = ( 1, 2, 3, 4);
8 my %hash = ( a => 1, b => 2 );
9
10 print("Értékadások elkezdése\n");
11 $skalar = @array;
12 @array = $skalar;
13 print("$skalar\n");
14 print("@array\n");
15 %hash = @array;
16 $skalar = %hash;
17 print("$skalar\n");
18
19 foreach my $key (keys %hash)
20 {
21 print "$key => $hash{$key}\n";
22 }
23
24 print("$$skalar\n");
25 print("Értékadások vége\n");
7.5.1 ConversionWarningsAndError.pl Összevissza típushasználat
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Hogy ezt megértsük nézzük a kimenetet is:
Értékadások elkezdése
4
4
Odd number of elements in hash assignment at ./Conversion
Warnings.pl line 15.
1/8
Use of uninitialized value $hash{"4"} in concatenation (.)
or string at ./ConversionWarningsAndError.pl line 21.
4 =>
Can’t use string ("1/8") as a SCALAR ref while "strict refs"
in use at ./ConversionWarningsAndError.pl line 24.
7.5.2 Összevissza típushasználat eredménye
Nézzük mi történt:
11 $skalar = @array;
12 @array = $skalar;
13 print("$skalar\n");
14 print("@array\n");
7.5.3 ConversionWarningsAndError.pl Skalár és tömb konverziója
Fenti esetben amikor a kód 11. sorában egy skalárnak tömböt próbáltunk értékül
adni, akkor a tömb automatikusan skalárrá konvertálódot úgy, hogy a tömbben lévő
elemek számára helyettesítődött be. Mivel a tömbben 4 darab egész szám szerepel,
ezért a kimeneten a 4 szám íródott ki a kód 13. sorának hatására.
4
7.5.4 Tömb konvertálása skalárra kimenet
Az ellenkező irányú értékadásban a kód 12. sorában a 4 érték olyan tömbbé konvertá-
lódott, ami egyetlen elemet tartalmaz, mely a 4-es szám. Amikor a kód 14. sorában
ezt kiírjuk, akkor a tömb minden eleme egymás után kiíródik, így a kimenetben
megjelenik újra a 4-es szám.
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47.5.5 Skalár konvertálása tömbre kimenet
15 %hash = @array;
16 $skalar = %hash;
17 print("$skalar\n");
18
19 foreach my $key (keys %hash)
20 {
21 print "$key => $hash{$key}\n";
22 }
7.5.6 ConversionWarningsAndError.pl Skalár, tömb és hash konverziója
A kód 15. sorában látjuk, hogy egy hash változónak is értékül adható egy tömb.
Mint erről már volt szó, a hash és tömb között olyan konverzió létezik, mely a tömb
minden második elemét a hash értékének, minden egyéb elemet pedig a rákövetkező
elem kulcsának tekint a Perl. Itt mivel a tömb egyelemű, egy olyan hash eredményt
kapunk, amelynek egyetlen egy kulcsa van, melyhez nem tartozik érték. Erre figyel-
meztet is a Perl a kimenetben.
Odd number of elements in hash assignment at ./Conversion
Warnings.pl line 15.
7.5.7 Páratlan elemű tömb konvertálása hash táblára figyelmeztetés
Ezek után a kapott a skalár értékül kapja ezt a hash táblát. Arről is volt már szó,
hogy hash amikor skalárrá konvertálódik, akkor a hash által tartalmazott értékek
(ilyen esetben a kulcsok) számát adja vissza, amit egy "/" karakter követ, majd a
hasítás során tárolt edények száma következik. Így kapjuk a következő sorban kiírt
"1/8" értéket, amikor a kód 17. sorában kiírjuk a $skalar változó tartalmát.
1/8
7.5.8 Hash konvertálása skalárra kimenet
Ezután kiíródik a hash tartalma a kód 19-22 sorainak hatására. Közben újra figyel-
meztet a Perl, hogy amikor a 4-es kulcsú elemet próbáljuk elérni, akkor nem tartozik
hozzá érték.
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Use of uninitialized value $hash{"4"} in concatenation (.)
or string at ./ConversionWarningsAndError.pl line 21.
4 =>
7.5.9 Hibás hash tartalmának kiírása képernyőre
Eddig a Perl próbált minél inkább tovább futni, azonban amikkor a kód 24. sorá-
hoz ér, akkor a $$skalar kifejezésben szereplő első $ jel hatására megpróbálja a
$skalar változó tartalmát referenciaként kezelni és dereferálni. Azonban mivel az
"1/8" érték sehogyan sem fogható fel referenciának, így a futás ezt elmagyarázó
hibaüzenettel megáll, így az "Értékadások vége" szöveg már nem íródik ki.
Can’t use string ("1/8") as a SCALAR ref while "strict refs"
in use at ./ConversionWarningsAndError.pl line 24.
7.5.10 "1/8" érték nem konvertálható referenciára kimenet
Fent még a Perl nyelv elég szigorú is volt magához képest, mivel használtuk a
use strict és use warnings utasításokat. Ha ezeket elhagytuk volna, akkor a kód
24. sora nem állította volna meg a program futását, sőtt még csak figyelmeztetések
sem jelentek volna meg.
Ekkor ez lett volna a kimenet:
Értékadások elkezdése
4
4
1/8
4 =>
Értékadások vége
7.5.11 Összevissza típushasználat eredménye szigorúbb ellenőrzések nélkül
Az "Értékadások vége" szöveg előtti üres sor a $$skalar kifejezés kiírása miatt
jelenik meg. Itt mivel nem tudta dereferálni a "1/8" értéket, ezért üres értéket
adott vissza a Perl, majd ezt írta ki a képernyőre.
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7.6. Python
Perlhez hasonlóan Python is egy dinamikusan típusos dinamikus nyelv. A kifejezések
típusának ellenőrzése futás közben történik csak meg.
Python esetén érdekes, hogy értékadáskor a változó aktuális típusa és az átadott
érték típusa között semmiféle kapcsolatnak nem kell fennálnia, hiszen értékadás a
változó aktuális típusát is megváltoztatja.
Azonban egyéb kifejezésekben ellenőrzi a típusok helyességét.
Például annak ellenére hogy az "5" karakterlánc csak számot tartalmaz, nem fogja
számmá konvertálni, és hibaüzenettel megál a végrehajtás:
1 #!/usr/bin/env python
2 # encoding: utf -8
3
4 print("Program kezdődik.")
5
6 i = "5";
7 print(i+2);
8 print("Program vége.")
7.6.1 TypeCheckError.py Karakterlánc nem adható hozzá számhoz
Kimenet:
Program kezdődik.
Traceback (most recent call last):
File "./TypeCheckError.py", line 7, in <module>
print(i+2);
TypeError: cannot concatenate ’str’ and ’int’ objects
7.6.2 Karakterlánc nem adható hozzá számhoz hibaüzenet
A kimenetben már nem jelenik meg a "Program vége" szöveg, mivel előtte megáll
a program futása.
Ha számmá szeretnénk kovertálni a karakterláncot, akkor azt a int típus függvény-
ként használatával tehetjük meg: int(i) vagy int("5"), ekkor a kód hiba nélkül
végigfut:
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Program kezdődik.
7
Program vége.
7.6.3 Kimenet explicit konvertálás kódba helyezése után
7.7. Tcl
A Tcl nyelv szintén dinamikusan típusos dinamikus nyelvnek mondja magát.
Bár a Tcl nyelvben csak egy típus van, a karakterlánc, így nem lenne értelme tí-
pusellenőrzésről beszélni, azonban az utasítások és függvények elvárásokat tesznek a
paramétereik lehetséges értékeire, például csak szám lehet, és ha az aktuális para-
méter nem felel meg ennek az elvárásnak, akkor futási idejű hibával áll le a program,
ami dinamikus típusellenőrzésre utal.
Ezen felül, bár a felhasználónak nem kell erről tudnia, de vannak belső típusok,
melyekre karakterláncról konvertál a nyelv, és ha ez a konverzió nem lehetséges,
mert a karakterlánc tartalma nem megfelelő, viszont az adott utasításnak ilyen belső
típusra van szüksége, akkor bizony az pont olyan a két típus megfelelőségét vizsgáló
ellenőrzésnek felel meg, mint más nyelvek esetén.
Erre egy példa:
1 #!/usr/bin/tclsh
2
3 set five "five"
4 puts "A hibaüzenet előtti sor megjelenik"
5 set val [expr 5 * $five]
7.7.1 NumberCheckError.tcl Nem megfelelő érték kifejezésben
A fenti kódban az 5 * $five kifejezében a Tcl nem tudja elvégezni a szorzást szám
és karakterlánc között, ezért futási idejű hibát dob.
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Hibaüzenetben látszik, hogy az előző sor végrehajtódott és a
"A hibaüzenet előtti sor megjelenik" szöveg kiíródik:
A hibaüzenet előtti sor megjelenik
invalid bareword "five"
in expression "5 * five";
should be "$five" or "{five}" or "five(...)" or ...
(parsing expression "5 * five")
invoked from within
"expr 5 * $five"
invoked from within
"set val [expr 5 * $five]"
(file "./NumberCheckError.tcl" line 5)
7.7.2 Karakterlánc nem szorozható hibaüzenet
Mindenesetre, az tagadhatatlan, hogy a nyelv dinamikus, hiszen a kód is csak érték,
azaz karakterlánc típusú, bármikor be tudunk tölteni egy plugint csak azzal, hogy
beolvassuk egy szöveges fájlból, majd végrehajtjuk.
7.8. Nyelvek összehasonlítása
Az Ada, C++ és Java nyelvek statikusan típusos nyelvek, itt a megírt program picit
biztonságosabb a statikus típusellenőrzéseknek köszönhetően.
A Perl, Python, Tcl nyelvek pedig dinamikusan típusos dinamikus nyelvek, dinami-
kus voltuknak köszönhetően futási időben változtathatóak. Ezt a vonalat a Tcl nyelv
képviseli a leginkább, hiszen ott minden karakterlánc típusú, még a kódrészlet is,
ami épp fut, bármikor be tud tölteni egy szöveges fájlból egy plugint, majd használni
azt.
Ez mindhárom dinamikus nyelvre teljesül, de Tcl nyelvben a legszembetűnőbb.
Bár a statikusan típusos nyelvek általában nem tudnak ilyet, C++ estén lehetséges
futás közben library fájlok betöltése, de ez fordító és platform függő, Java esetén
pedig képesek vagyunk futás közben osztályokat betölteni.
Ha biztonságra vágyunk, akkor Ada nyelv választása javasolt az elemzett nyelvek
közül, itt a legszigorúbb a típusellenőrzés. Bár az Eiffel és a Pro B nyelvek nem
voltak elemezve a diplomamunkában, ha nagyobb biztonságra vágyunk, akkor ezen
nyelvek egyikét érdemes választani, hisz ezen nyelvek invariánsok, előfeltételek és
utófeltételek vizsgálatát teszik lehetővé, az előbbi nyelv futás közben, míg az utóbbi
logikai tételek mentén fordítás előtt bizonyíttatja velük a program helyességét, sőt
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ő maga generálja ki a köztes kódot a Pro B nyelven írt kódból, ami a specifikáci-
ókból és pszeudokódokból áll, melyek különböző absztrakciós szinteken képviselik a
működést. Amíg nem tudjuk bizonyítani a program helyességét, addig bizony nem
kapunk generált köztes kódot sem.
Pro B nyelvet csak akkor érdemes választani, ha nagyon biztosra akarunk menni,
nem nagy programról van szó, és nem gond, ha nagyon nagyon sokáig tart a program
lefejlesztése.
Bár a statikusan típusos nyelvek közül a C++ a legmegengedőbb, be tudunk kap-
csolni rengeteg figyelmeztetést, majd meg tudjuk adni a fordítónak, hogy minden
figyelmeztetést kezeljen hibának, és csak akkor fordítsa le a kódot, ha az minden
általunk fontosnak tartott, azaz bekapcsolt ellenőrzésen átmegy.
Rengeteg opció létezik, azonban általában a -Wall opciót szokás használni, mely
rengeteg egyéb külön kapcsolható figyelmeztetést bekapcsol. Ha biztosra akarunk
menni, akkor általában a -Wall -Wextra -Werror opciók elégségesek, ezen opciókat
a legtöbb elterjed C++ fordító ismeri.
Ezen opciók nélkül a C++ elég gyengén típusos nyelv, viszont ezekkel az opciókkal
már erősen típusos nyelvnek mondható.
C++ esetén még megjelenik az automatikus konverzió implementálásának lehetősé-
ge. Saját osztályunkról bármilyen típusra, és bármilyen típust a saját osztályunkra
tudunk konvertálni a konstruktorok és a konvertáló operátor segítségével.
Java típusellenőrzése átlagosnak mondható, az Ada és C++ (-W... opciók nélkül)
nyelvek között helyezkedik el a típusellenőrzésének szigorúsága.
Azon konverziók, melyek információ vesztés nélkül elvégezhetőek, automatikusan
megtörténnek, például nagyobb értékkészletű típusra konvertálás, azonban ha a kon-
verzió információ vesztéssel járna, például túlcsordulás, ott a programozónak explicit
konvertálnia kell az értéket.
Sokszor a dinamikusan típusos nyelvek minden típusról minden lehetséges típus-
ra automatikusan konvertálnak, ilyen a Perl, ahol még a tömböt is lehet skalárra
konvertálni, ebben az esetben a tömb a méretére (tartalmazott elemek számára)
konvertálódik, ellenkező irányban pedig egy skalár olyan tömbre konvertálódik, ami
azt az egy skalárt tartalmazza.
És ennél még sokkal furább inkonzisztens értékeket eredményező konverziók is auto-
matikusak, például konverzió eredménye lehet egy érték nélküli kulcsot tartalmazó
hasító tábla. Ilyenkor még csak nem is figyelmeztet a nyelv, hacsak nem kérjük ezt
tőle a use strict; és use warnings; utasítások segítségével.
Tcl nyelvben csak egy típus van így ott nincs szükség konverzióra, egy típussal van
kezelve a szám, a karakterlánc, még az osztály példányok is.
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Python kivétel ez alól, itt felhasználónak kell konvertálnia az elemi típusok között,
azaz például karakterlánc és szám között nincs automatikus konverzió, ezt a fel-
használónak kell kikényszerítenie úgy, hogy a típus nevét függvényként használja,
például int("12") és str(12). Viszont ha két osztály használható ugyanúgy, akkor
nem kell konvertálni közöttük, hiszen a nyelv kacsa típusos.
A legtöbb dinamikusan típusos nyelvre teljesül, hogy függvény paraméter típusát
nem kell megadni a függvény készítésekor. Azaz a függvény bármilyen típusú ér-
téket elfogad, és majd futás közben a törzsének végrehajtása során ha rosszul van
használva az aktuális paraméter, akkor áll le hibával a program.
Ilyen rossz használatok lehetnek például a feltételben lévő olyan értékek, melyek
nem értékelhetőek ki logikai igaz vagy hamisra, vagy szám szorzása karakterlánccal.
A diplomamunka által vizsgált összes dinamikusan típusos nyelv (Perl, Python, Tcl)
csak így, a változó használatakor ellenőrzi, hogy megfelelő-e a változó típusa.
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8. Összegzés
Ebben a fejezetben csak a kutatás eredményét írom le.
Bővebb információ megtalálható a Bevezető fejezetben, illetve a nyelvfüggetlen és
összehasonlítás alfejezetekben. Még ennél is több információ található a nyelvfüg-
gő alfejezetekben az adott fejezet alatt azoknak, akik igazán nagy tudásszomjjal
rendelkeznek.
8.1. Legmegfelelőbb nyelvek a témához
A következő nyelvek jöttek ki a téma szempontjából legérdekesebb nyelveknek:
Ada, C++, Java, Perl, Python, Tcl és Haskel.
Azonban közben kiderült, hogy a Haskel, mivel egy teljesen más paradigmát, a funk-
cionális programozást követi, ezért behozása és összehasonlítások elvégzése további
40-60 oldallal járt volna, így ki kellett hagynom. Cserébe felvettem továbbkutatá-
si lehetőségnek a funkcionális, procedurális, objektum orientált és logikai nyelvek
összehasonlítását.
Így maradt az Ada, C++, Java, Perl, Python és Tcl.
Ezen nyelvekkel van erősen típusos, gyengén típusos, a kettő közötti, egyetlen típus-
sal rendelkező, kezdetektől objektum orientált, utólag objektum orientált támogatást
bevezető, statikusan típusos, dinamikusan típusos, dinamikus, illetve szkript nyelv
is.
8.2. Fogalmak tárgyalásának legmegfelelőbb sorrendje
A témabejelentőben ismertetett fogalmak legjobb csoportosítása és sorrendjének a
következő jött ki:
1. elemi típusok
2. típuskonstrukciók és összetett típusok
3. polimorfizmus
4. absztrakt adattípus
5. konkrét adattípus
6. dinamikus és statikus típusellenőrzés
Így az egyes fogalmak tárgyalása kisebb terjedelmű, átláthatóbb, és az előző fogal-
mak tárgyalásából rendelkezésre állnak a fogalom tárgyalásához szükséges ismeretek.
8.3. Fejezetek célszerű struktúrája
A fenti fogalom csoportokat külön fejezetekben érdemes tárgyalni. Fejezeteken be-
lül a közös nyelvfüggetlen ismereteket érdemes külön alfejezetben kiemelni, melyet
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az egyes nyelv specifikus leírások követnek a legmegfelelőbb sorrendben, melynek a
nyelvek nevének ábécé sorrendje bizonyult. Végül a nyelveket célszerű összehason-
lítani az adott fejezet fogalmának szempontjából még a fejezeten belül egy utolsó
alfejezetben.
Ezen diplomamunka ezt a struktúrát követi.
8.4. Válasz a kutatás tárgyát képező kérdésekre
1. Melyek azok a típusokkal kapcsolatos fogalmak, nyelvi lehetőségek,
melyek minden vagy majdnem minden programozási nyelvben
megjelennek?
Ha típus nélküli nyelveket egyetlen típussal rendelkező nyelveknek tekintjük, akkor a
típus fogalma mindenhol megjelenik. Ha nem tekintjük annak, akkor is megjelennek
ugyan a típusok, de a felhasználó elől elrejtve, a nyelv belsejében belső típusokként.
Ez remekül megfigyelhető a Tcl nyelvben.
A beépített és konkrét típus fogalma is minden nyelvben megjelenik.
Az elemi és összetett típusokra való szétosztás, szinte minden nyelv reference manu-
aljában megjelenik, azon nyelvek esetén, ahol nem (például Python), ott a fejlesztők,
akik az adott nyelvet használják, ennek ellenére használják az elemi típus fogalmat
is.
Az elemi típusok meghatározása sajnos egyedi a nyelvekben, nincsen egy tökéletes
közös definíció.
Az egész és valós számok, a logikai típus (ha van ilyen) és a karakter típus minden
elemezett nyelvben elemi, de van, ahol ezek össze vannak vonva egy típusba (Perl,
Tcl). Úgy tűnik, hogy ezen típusok a nyelvekben elemi típusokként jelennek meg.
A típusok közötti konverziók minden több típusos nyelvben megjelennek, de az au-
tomatikus konverziók meghatározásánál már vannak különbségek.
A számok nagyon kevés esettől (pl. Ada) eltekintve használhatóak feltételekben. A
nulla szám jelenti a hamisat, minden más érték az igazat. A mutatók (ha vannak)
szintén használhatóak feltételben, ha nem mutatnak sehová, akkor a feltétel vizs-
gálat hamisra értékelődik ki, egyébként pedig igazra. Legtöbb dinamikusan típusos
nyelvben emellett a karakterlánc is használható feltételekben.
A típuskonstrukció, felhasználói típus és összetett típus fogalmak is gyakran előfor-
dulnak.
A publikus láthatóság minden nyelvben megjelenik, de a védett és privát láthatósá-
gok már nem.
Az objektum orientáltságot amilyen nyelvbe csak tudják, próbálják akár utólag is
bevinni, több-kevesebb sikerrel, néhol hiányosságokat hagyva maga után. Ilyen hiá-
199
nyosság az absztrakt adattípus hiánya Perl és Tcl nyelvekben, bár az utóbbiban a
nyelv kifejezőerejének köszönhetően be lehet vinni a nyelvbe.
Az objektum orientáltságnak is köszönhetően a legtöbb nyelvben valamilyen formá-
ban megjelenik a polimorfizmus is, főként az altípusos polimorfizmus.
A polimorfizmus három formában tud megjelenni: Altípusos polimorfizmus, Para-
méteres polimorfizmus, Ad-hoc polimorfizmus.
A dinamikus vagy statikus típusosság szintén minden nyelvben megjelenik, minden
nyelv elemzi az értékek helyes típusának voltát fordítási vagy futási időben, bizonyos
nyelvek, melyek típus nélkülinek mondják magukat, vagy azt mondják, hogy bennük
csak egy típus jelenik meg, ott a belső típusokkal történik ez az ellenőrzés.
2. Melyek azok a típusokkal kapcsolatos fogalmak, nyelvi lehetőségek,
melyek eltérnek vagy egyediek egy-egy programozási nyelvben?
Bár az elemi típus fogalmat minden nyelv esetén használják a fejlesztők, definiálása
eltér. Nem csak az tér el, hogy mit tekintenek elemi típusnak a nyelvek és mit
összetettnek, de az elemi és összetett típusok megadásának módja is különbözik.
Van például olyan nyelv, ahol definíciót adnak (Ada), van, ahol felsorolják az elemi
és összetett típusokat külön-külön (C++, Java, Perl), van, ahol nem foglalkoznak
vele (Python), még olyan is van, ahol azt mondják, hogy egyetlen típus van csak a
nyelvben, ilyen a Tcl, ahol ezt a típust a nyelv leírásban karakterláncnak(string)
nevezik.
Az elemi és összetett típusokra szétosztás az Ada nyelvben a legegyedibb, itt teljesen
más definíciót használ a nyelv, amely nem kompatibilis más nyelvek felosztásával.
Kutatás során sikerült olyan definíciót találni, amely minden elemzett nyelv felosz-
tásával azonos, kivéve persze az Ada nyelvet, de ott is vannak átfedések:
Azon típusok, melyek nem használnak fel más típust elkészí-
tésük során, vagy csak olyan típust használnak fel, melyet a
felhasználó nem ér el teljesen.
8.4.1 Elemi típus diplomamunkában használt definíciója
A tömb és mutató lehet elemi vagy összetett típus is. A diplomamunka aszerint
sorolja be a mutatót elemi vagy összetett típusok közé, hogy kell-e típust megadni
létrehozása során. Ez minden nyelvben azzal ekvivalens, hogy bármely típusú értékre
tud-e mutatni. Ha igen, akkor elemi típus, hisz nem más típusból épül fel, egyébként
pedig összetett, hisz a mutatott típust felhasználja a létrehozásakor. Tömböt pedig
aszerint osztja elemi vagy összetett típusokhoz, hogy kell-e típus vagy tömb méretet
megadni létrehozáskor. Ha kell, akkor típuskonstrukció történik, így a típus összetett,
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ha nem kell, akkor pedig beépített elemi típus. Ez a felosztás megegyezik azzal, ahogy
a nyelvek sorolják be a saját tömbjüket és mutatójukat az elemi és összetett típusok
közé.
Arra is fény derült, hogy felhasználó csak nagyon kevés nyelvben tud elemi típust
készíteni típuskonstrukciót felhasználva. Egyik ilyen nyelv az Ada, a többi elemzett
nyelv és a legtöbb használt nyelv nem tud ilyet.
A típusok szétosztásában az Ada nyelv a legjobb, itt bevezetésre kerülnek a típus
kategóriák, melyek fa struktúrába szervezik a típusokat, ahol az egyes fa csúcsok
tulajdonságait a gyerekeik megöröklik. Szintén az Ada bővelkedik a leginkább típus-
konstrukciókban, Tcl nyelvben pedig nem lehet semmilyen új típust sem létrehozni,
egyetlen típus a karakterlánc, mellyel minden megoldható.
Tcl nyelvben belső típusok jelennek meg. Ilyesmi típusok szkriptnyelveknél gyako-
riak, Perl esetén például a skalár típus belül szám, szöveg és referencia típusokat
takar.
Mint az előző kérdés válaszában már írtam, nyelvenként eltérő, hogy milyen típusok
között végeznek automatikus konverziót.
C++ nyelvben egyedi a RAII, mellyel automatikus erőforrás felszabadítás érhető el,
amikor a változó hatásköre megszűnik.
Az egyes definíciók és deklarációk láthatósága különböző nyelvekben más és más,
míg a publikus láthatóság mindenhol megjelenik, a többi láthatóság nem. Publikus
láthatóság után a privát láthatóság jelenik meg a leginkább, melyet a védett lát-
hatóság követ. Bizonyos nyelvekben egyedi láthatóság is előbukkan, ilyen a csomag
privát láthatóság Java esetén.
Előre deklarálás egy másik funkcionalitás, melyet nem minden nyelv használ. Az
ügyesebb fordítókat használó nyelvek esetén erre nincs szükség.
Objektum orientáltság ugyan a legtöbb nyelvben megjelenik, de megjelenésének mér-
téke jelentősen különbözik. Elemzett nyelvek közül Python és Java teljesen objektum
orientált nyelv, eleve így tervezték őket. Python esetén minden típus osztály, minden
érték, még szám literál is objektum. A másik oldal a Tcl, ahol bevezették ugyan az
objektum orientáltságot utólag a nyelvbe, de nincs hozzá külön típus, objektumok
típusa is karakterlánc, és a névtér kerül felhasználásra az objektumok tárolásához.
A statikusan típusos nyelvekben úgy tűnik, hogy gyakran megjelenik mindhárom
polimorfizmus (Altípusos polimorfizmus, Paraméteres polimorfizmus, Ad-hoc poli-
morfizmus).
A dinamikusan típusos nyelvekben azonban az Ad-hoc polimorfizmus nem jellemző
hisz általában a függvények formális paraméteréhez nincs típus rendelve.
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A mixinek a legtöbb programozási nyelvben megjelennek ugyan, de nem minden
egyes nyelvben, például az elemezett nyelvek közül a Java nyelvben sokáig nem
lehetett mixineket készíteni, csak a Java 8-as verziójától jöttek be a nyelvbe.
Érdekes az Ada mixinekkel kapcsolatban, hogy generikus csomagok segítségével ké-
szíthetőek el.
A kacsa típusosság sem jellemző minden programozási nyelvre, csak néhány nyelvben
jelenik meg, főként dinamikusan típusos nyelvekben, de statikusan típusos nyelvek-
ben is megjelenhet, mint a Go.
A kutatás során fény derült arra, hogy a kacsa típusosság lehet statikus (Go inter-
fész) és dinamikus(Perl, Python, Tcl). A Go nyelvben a kacsa típusosságot statikus
volta miatt inkább strukturális típusosságnak nevezik, mivel a kacsa típusosság alatt
általában futási időben ellenőrzött típus viselkedést értenek. A diplomamunka emi-
att bevezette a dinamikusan kacsatípusos és statikusan kacsatípusos fogalmakat.
A Liskov-féle helyettesítési elvről kiderült, hogy nem nagyon tudják ellenőrizni a
fordítók, de célszerű betartania a fejlesztőknek.
Az absztrakt típus fogalma elég gyakori. Az elemzett nyelvek közül csak a Perl és
Tcl nem támogatja, de Tcl esetén a nyelv gazdagsága miatt teljesen megvalósítható.
Absztrakt típusnál eltérő, hogy támogatja-e a nyelv az olyan absztrakt típus létre-
hozását, amelynek nincs absztrakt művelete. Elemezett nyelvek közül Ada és Java
támogatja, C++ és Tcl esetén megoldható, Pythonban viszont nem tudunk ilyen
osztályt készíteni.
Speciális absztrakt típus az interfész, ahol van absztrakt adattípus, ott többnyire
megvalósítható, bizonyos nyelvek pedig külön kulcsszót is használnak a létrehozásá-
hoz általában azért, mert ezen nyelvek csak úgy támogatnak többszörös öröklődés-
hez hasonló viselkedést, hogy maximum egy nem interfész szülővel rendelkezhet egy
osztály. Ilyen nyelv az Ada (2012-es verziótól) és a Java.
Nem minden nyelv támogatja ugyan a többszörös öröklődést, de a legtöbb nyelv
támogatja, bár van, ahol a fenn említett interfészekkel kapcsolatos megszorítással
jelenik csak meg.
Ada esetén mixinek segítségével tudunk többszörös öröklődést emulálni, és ezt néha
érdemes kihasználni még az Ada 2012-es verziójában is, hiszen egy osztály több
mixinből is leszármazhat, és a mixineknek nem kell interfésznek lenniük, így ezzel
szabadabb öröklődés valósítható meg.
Érdekes ebben a módszerben az, hogy a többszörös öröklődés emulálásakor az örök-
lődés fa struktúra helyett sorba rendezve jelenik meg.
A statikusan típusos nyelvek általában nagyobb biztonságot nyújtanak, azonban ha
jól teszteljük a kódunkat (például TDD módszert is használunk), akkor dinamikusan
típusos nyelvek esetén is megfelelő szintű biztonságot kaphatunk.
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Dinamikusan típusos nyelvek viszont általában dinamikusak is mely olyan lehetősé-
get hoz be, mint a futás közbeni kód vizsgálás és módosítás. Erre statikusan típusos
nyelvek ugyan korlátozottan képesek lehetnek (C++, Java), de nem olyan mérték-
ben, mint egy dinamikusan típusos dinamikus nyelv.
Arra jutottam végül, hogy a dinamikusan és statikusan típusos nyelveknek is megvan
a maga legmegfelelőbb használati köre. Azaz a feladat választja a legmegfelelőbb
nyelvet.
Ha a lehető legnagyobb biztonságot akarjuk és nem gond a lassú fejlesztés, akkor Pro
B nyelv, ha gond a lassú fejlesztés, akkor Eiffel nyelv a legjobb választás. Azonban
ezen nyelvek csak megemlítve voltak a diplomamunkában, nem kerültek elemzésre.
Az elemzett nyelvek közül az Ada nyújtja a legnagyobb típus biztonságot, ezzel a
programunk biztonsága is jelentősen erős lesz.
3. Hogyan történik a típushelyesség ellenőrzése különböző programozási
nyelvekben?
Statikusan típusos nyelvekben a típusok helyességének ellenőrzése fordítási időben,
dinamikusan típusos nyelvekben a típusok helyességének ellenőrzése futási időben
történik.
A statikusan típusos nyelvek szigorúbbak, hiszen itt minden lehetséges végrehajtás-
nak meg kell felelni, amíg a dinamikusan típusos nyelvek esetén, csak az számít,
ami egy futás során az adott esetben végre is hajtódik, hisz például van, hogy egy
paraméter nincs is használva ha egy másik paraméter bizonyos értéket vesz fel.
Egyes nyelvek estén (C++, Perl) kapcsolókkal nagyobb erősségű típus ellenőrzése-
ket is be tudunk kapcsolni, a C++ esetén már egy elég erős típusosságot kapva
eredményül.
Fenn volt róla szó, hogy nyelvek automatikus konverziója típusok között nyelvenként
eltér. Az egyes nyelvek típusellenőrzés közben azt vizsgálják, hogy megfelel-e egy
kifejezés értékének a típusa egy másik típusnak. Ha nem egyezik a típus, akkor az
erősen típusos nyelvek esetén ritkább esetben fogadják el helyesnek a kifejezést, a
gyengén típusos nyelvekkel szemben.
Ada a legszigorúbb ez ügyben, Perl pedig a legmegengedőbb. A statikusan típusos
nyelvek közül pedig a C++ nyelv a legmegengedőbb, Java nyelv pedig egy nagyon
jó középutat talált.
Ada esetén meg tudjuk mondani, hogy legyen-e automatikus konverzió egy általunk
létrehozott típus és azon típus között, melyből létrehoztuk (subtype vagy type).
Ebben a C++ nyelv a legkifejezőbb, hiszen ha a felhasználó saját osztály típust
készít, akkor bármilyen típusról és bármilyen típusra automatikus konverziót tud
készíteni típusához a konstruktorok és konvertáló operátorok segítségével.
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C++ és Python esetén megadható, hogy a felhasználó által készített osztályok ob-
jektumai használhatóak legyenek-e feltételekben, és hogyan értékelődjenek ki logikai
típusra.
A számok, mutatók és referenciák általában (kivétel az Ada) használhatóak feltéte-
lekben. Dinamikusan típusos nyelvek esetén még ezeken felül többnyire a karakter-
lánc is használható feltételekben.
Általában konkrét szülő osztály típusú változóknak leszármazott típus értékül ad-
ható. Ez alól szintén csak az Ada képez kivételt.
A paraméteres polimorfizmus a legtöbb nyelvben megjelenik ugyan, de különböző-
képpen. Vagy generikusok (Ada, Java) vagy sablonok (C++) formájában, vagy pedig
úgy jelenik meg, hogy a függvény formális paramétereihez nincs típus megadva, és
a függvény belül több típusú értéket is jól tud használni, akár vizsgálni is tudja az
aktuális típust (Perl, Python, Tcl(belső és felhasználói szemszögű típusokkal)).
Előző kérdés válaszában már megjelent a kacsa típusosság, és hogy felosztható sta-
tikusan kacsa típusos és dinamikusan kacsa típusos fogalmakra.
Ha a nyelv támogatja a kacsa típusosságot, akkor a típus ellenőrzés az alapján
történik, hogy az adott típusnak vannak-e megfelelő műveletei, használható-e úgy,
ahogy egy függvény használná. Ahol nem támogatott a kacsatípusosság, ott inkább
a típusok kapcsolatát ellenőrzi a fordító és/vagy futtató.
Amely nyelvben van absztrakt osztály, ott gyakran fel van használva az a tulajdon-
ság statikusan típusos nyelvekben, hogy absztrakt osztály típusú mutató és/vagy
referencia típust létre tudunk hozni, és annak értékül adni, azon keresztül elérni
a leszármazott konkrét típust. Így használni tudjuk az absztrakt adattípust annak
ellenére, hogy nem példányosítható. Dinamikusan típusos nyelvek esetén ilyen hasz-
nálatra általában nincs szükség.
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9. Továbbkutatási lehetőségek
9.1. Különböző programozási paradigmák összehasonlítása
A funkcionális, procedurális, objektum orientált és logikai nyelvek összehasonlítása
ebben a témában tárgyalt szempontok szerint.
Ez a téma a legterjedelmesebb minden továbbkutatási lehetőség közül, tapasztala-
tom szerint mind a 4 paradigmából csak 1-1 nyelv választható ki, hogy a tartalom
beleférjen a diplomamunka maximum oldalszám keretébe.
Célszerű kezdetben csak két paradigmát teljes mértékben összehasonlítani, majd
további paradigmákat hozzávenni, hogy korán kiderüljön belefér-e egyáltalán mind
a 4 paradigma összehasonlítása egyetlen diplomamunkába.
9.2. További nyelvek leírása és összehasonlítása
További elemezhető nyelvek, melyek illenek a témához: C#, Eiffel, Go, Javascript,
Pascal, Ruby.
Ezen nyelvek típusrendszerének leírása és összehasonlítása lehetne egy külön diplo-
mamunka.
9.3. Csak típuskezelés összehasonlítására koncentrálni
Külön téma még csak a nyelvek összehasonlítása típuskezelés szempontjából min-
denféle bevezetés és nyelvleírás nélkül, csak a különbségek bemutatása.
Azonban ennek megértéséhez és elkészítéséhez is szükséges lenne ezen diplomamunka
és a fent említett hiányzó nyelveket leíró diplomamunka elolvasása és megértése.
Ezek nélkül sajnos vagy nem lenne érthető a diplomamunka, hisz hiányoznának a
nyelvleírások, vagy ha ezeket elmagyaráznánk az összehasonlítás közben, akkor vagy
nagyon nagy lenne a tartalom, vagy ezen diplomamunkához nagyon hasonló tartalmú
diplomamunkát kapnánk eredményül.
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