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En esta sección se describirá el proyecto, el porqué de su elección y los 




1.1   Descripción del proyecto      
 
Este proyecto consiste en una solución web que se encarga de gestionar las 
compras domésticas, más específicamente, ayudará a los usuarios a ahorrar al 
hacer sus compras, ya que el usuario hará su lista de la compra y entonces la 
aplicación web le dirá en cual supermercado de los tres posibles (Bon Preu, 
Caprabo y  Dia) le sale más rentable comprar cada producto de su lista 
teniendo en cuenta su precio y su presentación. El otro aspecto importante del 
proyecto es que su desarrollo sea bajo software libre. 
 
 
1.2   Motivación          
 
Cuando llegó el momento de decidir cuál sería mi proyecto de final de carrera, 
la única cosa que tenía clara es que éste estuviese relacionado con la 
programación web. Después de estar tiempo repasando día sí, día también la 
lista de proyectos que hay en la Web de la facultad, apareció este proyecto: 
“Página web para gestionar compras domésticas”. Tenía claro que éste era mi 
proyecto. 
 
Mi interés por las tecnologías orientadas al desarrollo web surgió de repente un 
buen día  cuando me fui de compras a un centro comercial. En una de sus 
tiendas, me quedé observando la estantería de libros relacionados con  
Informática. Buscaba un libro interesante y de temática nueva para mí, es decir, 
que no nos hubiesen enseñado nada acerca de ella en la facultad. Y escogí un 




entonces ya había cursado la asignatura de Bases de Datos en la facultad, así 
que esa parte ya la conocía, aunque utilizábamos otro gestor de base de 
datos(Informix) en vez de MySQL, pero las nociones básicas del lenguaje SQL  
ya las tenía asimiladas. Por otra parte, me decanté por el lenguaje de 
programación Php ya que era un lenguaje que se empezaba a imponer y de ahí 
mi decisión de comprarme ese libro.  Posteriormente, también me compraría 
otros libros/tutoriales sobre HTML y sobre Flash, una tecnología que ha surgido 
no hace mucho.  
 
Más tarde, en la facultad, cursé la asignatura Proyecto de Redes de 
Computadores y Sistemas Operativos (PXCSO) la cuál, después de las clases 
teóricas, proponía un proyecto que abarcaba el diseño y la implementación de 
un portal de acceso público y una zona interna (intranet) para los usuarios 
registrados. El proyecto se realizaba en grupo, y cada integrante del grupo 
tenía su propio rol. Yo tuve la opción de escoger el rol de webmaster ya que 
quería continuar con mi aprendizaje en este campo.  Y así fue.  
 
El verano siguiente, realicé un curso de Php básico que cursaba la academia 
Jedi (Junior Empresa de Informática de la UPC)  y al año siguiente otro curso 
de Php, esta vez avanzado también en Jedi. Estos dos cursos me han venido 
muy bien para mi formación y para la realización de este proyecto. 
 
Otro aspecto que me llamó la atención fue el hecho de que la página web se 
tenía que desarrollar mediante software libre, ya que toda la formación que 





1.3   Objetivos          
 
El objetivo principal de este proyecto es diseñar e implementar una aplicación 




concretamente, servirá para que los usuarios puedan saber en que 
supermercado les sale más rentable comprar cada uno de los productos de su 
lista de la compra teniendo en cuenta el precio de cada producto y su 
presentación en cada supermercado. En este proyecto se han utilizado los 
siguientes supermercados: Bon Preu, Dia y Caprabo.  
 
La aplicación web permitirá el registro de los usuarios. Una vez registrados, 
aparte de poder cambiar la contraseña de su cuenta, podrán consultar por 
categorías todos los productos disponibles en los tres supermercados con su 
precio y su presentación, y  guardar los productos deseados en el carrito de la 
compra en dónde le indicará al usuario donde debe comprar cada producto. 
Una vez tengas configurada la lista de la compra, podrás imprimirla o guardarla 
por si en un futuro quieres ver esta lista. Aparte, hay un administrador que 
únicamente podrá inicializar los precios de los productos o en su defecto, 
modificar los precios de éstos.   
 
El otro objetivo de este proyecto es la utilización de software libre para el 
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2 Análisis de requisitos 
El objetivo principal del análisis de requisitos es la definición de las 
funcionalidades que debe cubrir el sistema a desarrollar, de manera que se 
cumplan las expectativas de los futuros usuarios del sistema. 
 
A continuación, pasaremos a descubrir el conjunto de funcionalidades del 
sistema en el apartado de requisitos funcionales. Más adelante entraremos en 




2.1   Requisitos funcionales       
 
Los requisitos funcionales describen la funcionalidad o los servicios que se 
espera que ofrezca el sistema. Como el sistema podrá ser utilizado por un 




2.1.1   Requisitos funcionales asociados al usuario 
 
• Alta de usuario: el usuario tendrá la posibilidad de registrarse mediante 
un formulario con los siguientes campos: nombre de usuario, dirección 
de correo electrónico, contraseña y repetición de la contraseña. Antes 
del registro se hacen diferentes comprobaciones: que el nombre de 
usuario no exista y que contenga entre 4 y 16 caracteres, que la 
dirección de correo electrónico sea correcta, y que las contraseñas 
coincidan. Para realizar el registro correctamente, todos estos campos 
tienen que ser correctos. 
 
• Baja y modificación de usuario: una vez creado un usuario y  
logueado, éste podrá modificar únicamente la contraseña  introduciendo 
la nueva contraseña dos veces. También el usuario tiene la opción de 
darse de baja. 
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• Visualización de los productos: una vez logueado, el usuario podrá 
visualizar los productos eligiendo la categoría de éstos. De cada 
producto podemos ver una imagen, la descripción de éste, la 
presentación y su precio. 
 
• Añadir o eliminar un producto al carrito: el usuario logueado tendrá la 
opción de añadir o eliminar el producto que desee en su carrito de la 
compra.  
 
• Ver carrito: el usuario podrá ver en todo momento qué productos tiene 
en su carrito de la compra, es decir, su lista la compra. Éstos están 
ordenados por el supermercado que la aplicación aconseja al usuario 
comprar cada producto. También se puede ver el precio total de todos 
los productos. 
 
• Imprimir la lista de la compra: aparte de visualizar los productos del 
carrito, el usuario podrá imprimir la lista de productos del carrito para 
poder llevarla encima mientras va a hacer la compra, emulando a la lista 
que se escribe a mano. 
 
• Guardar la lista de la compra: el usuario tiene la opción de guardar la 
lista de la compra con el objetivo de poder visualizarla en un futuro. 
 
• Visualizar las listas de la compra históricas: si el usuario lo desea 
podrá ver todas las listas de la compra que anteriormente haya 
guardado. Se podrá escoger la lista de la compra según la fecha de 
cuando ésta fue guardada. 
 
2.1.2   Requisitos funcionales asociados al administrador 
 
• Baja y modificación de usuario: al igual que un usuario corriente, el 
administrador, una vez logueado, podrá modificar únicamente la 
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contraseña  introduciendo la nueva contraseña dos veces y también 
darse de baja. 
 
• Inicializar los precios: el administrador podrá inicializar los precios de 
todos los productos, es decir, poner a 0€ los precios de todos los 
productos.  
 
• Modificar el precio de un producto: aparte de poder inicializar los 
precios de todos los productos, el administrador podrá modificar el 




2.2   Requisitos no funcionales      
 
Los requisitos no funcionales describen las propiedades o cualidades que tiene 
que tener el sistema, es decir, una vez conocido que tiene que ofrecer el 
sistema podemos determinar las cualidades que éste debe tener. 
 
• Usabilidad: éste es un requisito muy importante en una aplicación web, 
ya que el sistema debe ser intuitivo y fácil de utilizar para el usuario. 
Para ello, la aplicación web le indicará en cada momento qué tiene que 
hacer. 
 
• Seguridad: los requisitos de seguridad están centrados en la 
autentificación de los usuarios. El sistema evitará ataques de SQL 
Injection, Cross-site Scripting(XSS) y ataques de fuerza bruta que 
pueden comprometer los datos confidenciales de los usuarios. Estos 
tipos de ataque son los más comunes en aplicaciones web.   
 
• Portabilidad: la aplicación web se podrá acceder desde cualquier 
ordenador con conexión a Internet con cualquiera de los navegadores 
más habituales como son Mozilla Firefox, Internet Explorer o Google 
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Chrome. Por tanto, no hará falta ninguna instalación de software para 
poder usar la aplicación y la base de datos. 
 
• Escalabilidad: el sistema será ampliable en el futuro fácilmente. El 
código está comentado para ayudar a futuros programadores. Además, 
se utilizará programación modular para facilitar cualquier ampliación o 
modificación.  
 
• Eficiencia: el sistema debe ofrecer una respuesta rápida a cualquier 
acción del usuario. Un aspecto importante es el hecho de que para 
realizar cada acción se haya de recargar la página, por eso, mediante la 
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En esta sección se define el comportamiento que deberá tener el sistema, 
independientemente a la tecnología usada en la implementación. Para 
especificar que debe hacer el sistema en cada momento utilizaremos el 
lenguaje UML (Unified Modeling Language). 
 
UML es el lenguaje de modelado de sistemas de software más conocido y 
utilizado en la actualidad. Es un lenguaje gráfico para visualizar, especificar, 
construir y documentar un sistema. UML ofrece un estándar para describir un 
modelo del sistema, incluyendo aspectos conceptuales tales como procesos de 
negocio y funciones del sistema, y aspectos concretos como expresiones de 
lenguajes de programación, esquemas de bases de datos y componentes 
reutilizables. 
 
UML cuenta con varios tipos de diagramas, los cuales muestran diferentes 
aspectos de las entidades representadas. Éstos son los tres tipos de 
diagramas: 
 
• Diagramas de Estructura enfatizan en los elementos que deben existir 
en el sistema modelado: 
 
o Diagrama de clases 
o Diagrama de componentes 
o Diagrama de objetos 
o Diagrama de estructura compuesta  
o Diagrama de despliegue 
o Diagrama de paquetes 
 
• Diagramas de Comportamiento enfatizan en lo que debe suceder en el 
sistema modelado: 
 
o Diagrama de actividades 
o Diagrama de casos de uso 




• Diagramas de Interacción son un subtipo de diagramas de 
comportamiento, que enfatiza sobre el flujo de control y de datos entre 
los elementos del sistema modelado: 
 
o Diagrama de secuencia 
o Diagrama de comunicación, que es una versión simplificada del 
Diagrama de colaboración         
o Diagrama de tiempos  
o Diagrama global de interacciones o Diagrama de vista de 
interacción 
 
Para poder entender mejor los diferentes tipos de diagramas, podemos 





3.1 Modelo conceptual: Diagrama de clases   
 
En este apartado veremos el diagrama de clases del sistema. Como hemos 
visto anteriormente, el diagrama de clases es un diagrama de estructura. En él 
se muestran las clases de objetos junto con sus atributos, las asociaciones  
entre las clases de objetos y las restricciones de integridad. 
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o El atributo “cantidad” de la clase “Lista productos” tiene que ser un 
número mayor que 0. 




• Claves externas: 






3.2   Modelo de casos de uso      
 
En este apartado veremos los diferentes casos de uso que hay en el sistema 
mediante los diagramas de los casos de uso y su especificación. 
 
 
3.2.1 Diagrama de casos de uso 
 
Como hemos visto en la introducción de este capítulo, un diagrama de casos 
de uso es un tipo de diagrama de comportamiento.  
 
Concretamente, un diagrama de casos de uso es una representación gráfica de 
los actores y casos de uso del sistema. Por tanto, muestra los distintos 
requisitos funcionales que se esperan del sistema y cómo se relaciona con su 
entorno (actores u otras aplicaciones). 
 
Así pues, los elementos que aparecen en un diagrama de casos de uso son los 
actores y los casos. Primero definiremos los diferentes actores que hay en el 
sistema: 
 
• Usuario no registrado: será aquél que únicamente podrá ver la página 
inicial y darse de alta en el sistema. 
 
• Usuario registrado: aquél que pueda acceder a los servicios de ver 




• Administrador: aquél que puede modificar el precio de cualquier 
producto o inicializar los precios de todos ellos. 
 







Mientras que un caso de uso, se representa mediante una elipse y el nombre 






A continuación, vemos los tres tipos de relaciones entre actores y casos de uso 
que define UML: 
 
• Comunicación: relación entre un actor y un caso de uso, denota la 








• Inclusión: relación entre dos casos de uso, denota la inclusión del 










• Extensión: relación entre dos casos de uso, denota cuando un caso de 





































3.2.2 Especificación de casos de uso 
 
A continuación se detallan los casos de uso definidos en el apartado anterior:  
 
 
• Alta usuario 
 
o Caso de uso: Alta de usuario. 
o Actores: Usuario no registrado.  
o Descripción: El usuario se dará de alta en el sistema. 
o Flujo normal: 
 
Acciones de los actores Respuesta del sistema 
1. El usuario inicia la acción de 
registrarse. 
 
 2. El sistema muestra el formulario de 
alta del usuario. 
3. El usuario introduce el nombre 
de usuario. 
 
 4. El sistema le advierte si ese 
nombre de usuario está o no 
disponible, y si contiene entre 4 y 
16 caracteres. 
5. El usuario introduce su correo 
electrónico.  
 
 6. El sistema comprueba que sea una 
dirección de correo válida. 
7. El usuario introduce dos veces 
la misma contraseña. 
 
 8. El sistema comprueba que las dos 
contraseñas sean idénticas. 
9. El usuario acepta la operación.  
 10.  El sistema encripta la contraseña. 
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 11.  El sistema da de alta al nuevo 
usuario. 
 12.  El sistema muestra un mensaje en 
pantalla de que el alta se ha 
realizado correctamente. 
 
o Flujo alternativo:  
 En la comprobación de cada campo del formulario si no 
cumple los requisitos, se volverá al estado anterior para 





o Caso de uso: Login. 
o Actores: Usuario registrado o administrador. 
o Descripción: El usuario registrado o el administrador se 
loguearán para poder acceder a su intranet para poder realizar 
sus funciones. 
o Flujo normal: 
 
Acciones de los actores Respuesta del sistema 
1. El usuario introduce su nombre 
de usuario y contraseña. 
 
 2. El sistema encripta la contraseña 
introducida. 
 3. El sistema comprueba que el 
nombre de usuario y la contraseña 
encriptada sean válidas. 
 4. El sistema comprueba que la 
diferencia entre el último acceso y 
el actual sea superior o igual a 15 
segundos. Ésto se debe a 
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cuestiones de seguridad. 
 5. El sistema accede a la página 
principal de la intranet del usuario. 
 
o Flujo alternativo: 
 El nombre de usuario o la contraseña introducida por el 
usuario no son correctos. Si sucede esto, el sistema 
mostrará por pantalla un mensaje de error y el usuario 
podrá volver a loguearse. 
 Si el usuario ha intentado loguearse sin pasar 15 
segundos, el sistema le avisará de que debe esperar 15 





o Caso de uso: Logout. 
o Actores: Usuario registrado o administrador. 
o Descripción: El usuario registrado o el administrador podrán salir 
del sistema en cualquier momento. 
o Flujo normal: 
 
Acciones de los actores Respuesta del sistema 
1. El usuario acciona la opción de 
logout. 
 
 2. El sistema sale de la intranet del 




• Modificación usuario 
 
o Caso de uso: Modificación usuario. 
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o Actores: Usuario registrado o administrador. 
o Descripción: Un usuario registrado o el administrador podrán 
modificar su cuenta, concretamente, podrán modificar su 
contraseña. 
o Flujo normal: 
 
Acciones de los actores Respuesta del sistema 
1. El usuario inicia la acción de 
visualizar los datos personales en 
su cuenta, en donde podrá 
modificar su contraseña. 
 
 2. El sistema muestra los datos de 
su cuenta y un formulario para 
introducir la nueva contraseña. 
3. El usuario introduce dos veces la 
misma contraseña en el 
formulario. 
 
 4. El sistema comprueba que las 
dos contraseñas sean idénticas. 
5. El usuario confirma la operación.  
 6. El sistema muestra por pantalla 
que la operación se ha realizado 
correctamente. 
 
o Flujo alternativo: 
 Si las contraseñas introducidas por el usuario no son 
idénticas, se vuelve al estado anterior para volver a 
introducir las contraseñas correctamente. 
 
 
• Baja usuario 
 
o Caso de uso: Baja de usuario. 
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o Actores: Usuario registrado o administrador. 
o Descripción: Un usuario registrado o el administrador podrán 
darse de baja en el sistema. 
o Flujo normal: 
 
Acciones de los actores Respuesta del sistema 
1. El usuario inicia la acción de 
visualizar los datos personales 
en su cuenta, en donde podrá 
darse de baja en el sistema. 
 
2. El usuario clica el enlace para 
darse de baja. 
 
 3. El sistema pregunta por pantalla 
si está seguro de darse de baja. 
4. El usuario acepta darse de baja.  
 5. El sistema da de baja al usuario 
y hace un logout. 
 6. El sistema informa de que la 
operación se ha realizado 
correctamente. 
 
o Flujo alternativo:  
 En el paso 3, cuando el sistema pregunta al usuario si está 
seguro de querer darse de alta, el usuario cancela la 
operación, el sistema retorna a la pantalla donde se 
muestran los datos personales del usuario. 
 
 
• Inicializar precios productos 
 
o Caso de uso: Inicializar precios productos. 
o Actores: Administrador. 
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o Descripción: El administrador podrá inicializar los precios de 
todos los productos, es decir, poner a 0 el precio de todos éstos. 
o Flujo normal: 
 
Acciones de los actores Respuesta del sistema 
1. El administrador acciona la 
opción de inicializar los precios 
de todos los productos. 
 
 2. El sistema pregunta por pantalla 
si está seguro de inicializar los 
precios. 
3. El usuario acepta la operación.  
 4. El sistema pone a 0 el precio de 
todos los productos. 
 5. El sistema avisa al usuario que 
la operación se ha realizado con 
éxito. 
 
o Flujo alternativo:  
 En el momento en el que el sistema pregunta si desea 




• Modificar precio producto 
 
o Caso de uso: Modificar precio producto. 
o Actores: Administrador. 
o Descripción: El administrador podrá modificar el precio de 
cualquier producto. 
o Flujo normal: 
 
Acciones de los actores Respuesta del sistema 
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1. El usuario selecciona la 
categoría del producto que 
desea modificar su precio. 
 
 2. El sistema muestra todos los 
productos de la categoría 
escogida por el usuario. 
3. El usuario introduce el nuevo 
precio del producto que desea 
modificar. 
 
4. El usuario acciona la operación 
de modificar el precio del 
producto. 
 
 5. El sistema comprueba que el 
precio sea válido. 
 6. El sistema modifica el precio del 
producto. 
 7. El sistema muestra nuevamente 
los productos, ya aplicando las 
modificaciones. 
 
o Flujo alternativo:  
 En el paso 5, si el precio introducido no es válido, el 
sistema informa al usuario del error que se ha producido, y 
vuelve al paso 3. 
 
 
• Ver listas de la compra históricas 
 
o Caso de uso: Ver listas de la compra históricas. 
o Actores: Usuario registrado. 
o Descripción: Un usuario registrado podrá visualizar las listas de 
la compra que había guardado en el pasado para poder ver que 
había comprado en éstas. 
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o Flujo normal: 
 
Acciones de los actores Respuesta del sistema 
1. El usuario acciona la operación 
de ver sus listas anteriores. 
 
 2. El sistema obtiene las fechas de 
todas las listas anteriores del 
usuario. 
3. El usuario escoge la fecha de la 
lista que desea ver. 
 
 4. El sistema muestra la lista de la 
compra de la fecha seleccionada. 
 
 
• Ver productos 
 
o Caso de uso: Ver productos. 
o Actores: Usuario registrado. 
o Descripción: Un usuario registrado podrá visualizar todos los 
productos clasificados por categorías para poder añadirlos a su 
carrito. 
o Flujo normal: 
 
Acciones de los actores Respuesta del sistema 
1. El usuario escoge la categoría 
del producto que busca. 
 
 2. El sistema muestra todos los 
productos de la categoría 
seleccionada. 
 
• Ver carrito 
 
o Caso de uso: Ver carrito. 
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o Actores: Usuario registrado. 
o Descripción: Un usuario registrado podrá visualizar en cada 
momento su carrito de la compra, donde podrá ver los productos, 
clasificados por supermercado, que ha añadido, junto con su 
precio y el total. Aparte también informa al usuario donde debe 
comprar cada producto de la lista para que ésta le salga lo más 
rentable posible. 
o Flujo normal: 
 
Acciones de los actores Respuesta del sistema 
1. El usuario acciona la operación 
de ver su carrito. 
 
 2. El sistema muestra en una tabla 
todos los productos del carrito junto 
con la información comentada en el 
resumen del caso. 
 
o Flujo alternativo:  
 Si el usuario no tiene ningún producto en el carrito, el 
sistema le avisará de este hecho. 
 
 
• Añadir producto al carrito 
 
o Caso de uso: Añadir producto al carrito. 
o Actores: Usuario registrado. 
o Descripción: Un usuario registrado podrá añadir un producto a 
su carrito de la compra junto con la cantidad deseada de ese 
producto. 
o Flujo normal: 
 
Acciones de los actores Respuesta del sistema 
1. El usuario inserta la cantidad  
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deseada del producto que 
desea añadir. 
2. El usuario acciona la operación 
de añadir mediante la pulsación 
del símbolo del carrito. 
 
 3. El sistema comprueba que la 
cantidad insertada es válida. 
 4. El sistema informa al usuario de 
que el producto se ha añadido 
correctamente a su carrito. 
 5. El sistema vuelve a mostrar los 
productos de la categoría 
anteriormente seleccionada. 
 
o Flujo alternativo:  
 En el paso 3, si la cantidad no es válida, el sistema 
mostrará por pantalla el error advirtiendo al usuario que 
inserte una cantidad válida, y así retornar al paso 1. 
 
 
• Eliminar producto del carrito 
 
o Caso de uso: Eliminar producto del carrito. 
o Actores: Usuario registrado. 
o Descripción: Un usuario registrado podrá eliminar el producto 
que desee de su carrito de la compra. 
o Flujo normal: 
 
Acciones de los actores Respuesta del sistema 
1. El usuario accede a ver su 
carrito, o lo que es lo mismo, 
visualizar su lista de la compra. 
 
2. El usuario clica en el checkbox  
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correspondiente para eliminar el 
producto. 
 3. El sistema elimina el producto 
correspondiente del carrito de la 
compra del usuario. 
 4. El sistema borra visualmente el 
producto del carrito, dejando intacto 
el resto del carrito. 
 
 
• Imprimir lista de la compra 
 
o Caso de uso: Imprimir lista de la compra. 
o Actores: Usuario registrado. 
o Descripción: Un usuario registrado tendrá la opción de imprimir 
su lista de la compra, es decir, su carrito. En esta lista informará 
al usuario donde debe comprar cada producto de la lista, junto 
con el precio de los productos y el total, para que ésta le salga lo 
más rentable posible. 
o Flujo normal: 
 
Acciones de los actores Respuesta del sistema 
1. Un vez realizada la lista de la 
compra, el usuario acciona la 
opción de imprimirla. 
 
 2. El sistema selecciona los campos 
de la lista que se necesitan para 
generar la lista. 
 3. El sistema crea la lista de la 
compra, clasificando los productos 
según el supermercado donde 
deberán ser comprados. 





o Flujo alternativo:  
 Si no hay ningún producto en el carrito del usuario, no 
habrá la opción de imprimir la lista. 
 
 
• Guardar lista de la compra 
 
o Caso de uso: Guardar lista de la compra. 
o Actores: Usuario registrado. 
o Descripción: Un usuario registrado podrá guardar su lista de la 
compra por si en un futuro desea verla de nuevo para ver que 
productos compró la semana pasada, por ejemplo. 
o Flujo normal: 
 
Acciones de los actores Respuesta del sistema 
1. El usuario acciona la opción de 
guardar su lista de la compra. 
 
 2. El sistema le avisa de si está 
seguro de querer guardar la lista. 
3. El usuario acepta la operación 
de guardado. 
 
 4. El sistema guarda la lista. 
 5. El sistema muestra por pantalla un 
aviso de que el guardado de la lista 
se realizado correctamente. 
 
o Flujo alternativo:  
 El usuario no tiene ningún producto en el carrito, entonces 
no habrá la opción de guardar la lista. 
 El usuario en el paso 3 cancela la operación, volviendo a 
visualizar el carrito actual. 
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3.3 Modelo de comportamiento: Diagrama de 
secuencia 
 
En este apartado veremos el diagrama de secuencia de cada caso de uso 
especificado en el apartado anterior.  
 
Primero de todo, explicaré qué es un diagrama de secuencia. Éste muestra,  
para un escenario particular de caso de uso, los eventos generados por los 
actores, su orden temporal y los eventos internos del sistema que resultan de la 
invocación. 
 
A continuación vemos los diagramas de secuencia del sistema: 
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Una vez finalizada la etapa de la especificación, en esta sección nos 
centraremos en el diseño de la aplicación.  
 
Para realizar un buen diseño, que nos sirva para posteriormente hacer una 
buena implementación, nos tendremos que fijar tanto en los modelos 
(conceptual, de casos de uso y de comportamiento) definidos en la sección de 
especificación como en los requisitos no funcionales establecidos en la sección 




4.1   Arquitectura del sistema      
 
La primera parte del diseño consiste en establecer la arquitectura del sistema 
más adecuada a nuestra aplicación. Ésta consiste en un conjunto de patrones y 
abstracciones coherentes que proporcionan el marco de referencia necesario 
para guiar la construcción del software de una aplicación. 
 
Una vez explicado en qué consiste, analizaré el patrón de arquitectura del 
sistema que he utilizado para nuestra aplicación, que es el patrón Modelo-
Vista-Controlador (MVC). Posteriormente, se explica el porqué de su utilización. 
 
 
4.1.1   Arquitectura MVC 
 
Modelo Vista Controlador es un patrón de arquitectura de software que separa 
los datos de una aplicación, la interfaz de usuario, y la lógica de control en tres 
componentes distintos. El patrón MVC es muy utilizado en aplicaciones web, 
donde la vista es la página HTML y el código que provee de datos dinámicos a 
la página. 
 




• Modelo: la parte encargada de realizar toda la lógica de la aplicación, 
concretamente, es el encargado de la implementación de las 
funcionalidades y de los datos del sistema. 
 
• Vista: es la parte encargada de manejar el formato de la salida de la 
aplicación que visualizará el usuario. 
 
• Controlador: es la parte encargada de procesar la entrada de la aplicación 
(un clic, un cambio en un campo de texto, etc.), manipular el Modelo y forzar 
una actualización de la Vista. 
 





A continuación, explicaré los pasos del patrón MVC: 
 
1. El Controlador recibe una petición. Ésta se debe a la interacción del 
usuario ya sea escribiendo la URL del controlador en el navegador o 




2. El Controlador analiza la petición y a partir del Modelo obtiene los datos 
necesarios para llevar a cabo la acción solicitada por el usuario. 
 
3. El Modelo puede obtener estos datos mediante consultas o 
actualizaciones de la base de datos.  
 
4. El Controlador delega a los objetos de la Vista la tarea de desplegar la 
interfaz de usuario. 
 
5. La Vista obtiene sus datos del Modelo para generar la interfaz apropiada 
para el usuario donde se refleja los cambios en el modelo. 
 
6. La Vista está renderizada con los datos del Modelo, y el Controlador 
envía la respuesta al usuario. 
 
7. Finalmente, el usuario recibe la respuesta. 
 
  
Los motivos de la elección de esta arquitectura son por los múltiples beneficios 
que presenta. A continuación vemos los beneficios: 
 
• Agilidad en la modificación de nuestro programa. Con el código 
separado podemos modificar nuestra lógica sin afectar a la vista y 
viceversa. 
 
• Mayor organización. Php mezclado con HTML es lo peor en la 
organización de código que podemos imaginar. Con nuestra separación 
tenemos Php por un lado y HTML por otro. 
 
• Maximizar la reutilización de código. En Php la reutilización de código 
es habitual, pero si tenemos mezcla de HTML y Php es algo que cuesta 




• Múltiples vistas para un mismo modelo. La separación entre modelo y 
vista permite mostrar diferentes vistas con los datos obtenidos de un 
mismo modelo. 
 
• Portabilidad. Esta arquitectura, al dividir el código, facilita la portabilidad 
del sistema. 
 
• Mayor escalabilidad. Cuando quieras añadir, quitar o modificar alguna 
funcionalidad será mucho más sencillo si la estructura del código es 
modular y está bien organizado, que si por el contrario tienes el código 
HTML y Php todo junto, por ejemplo.  
 
• Fácil mantenibilidad. Gracias a la clara separación de cada tarea, la 




Todas estas características se adaptan a las necesidades del sistema. 
Además, como antes he comentado, esta arquitectura se utiliza en muchas 
aplicaciones web de hoy en día. Como veremos en el apartado de 
implementación, utilizaremos el framework Smarty de Php que nos facilitará la 
implementación del patrón MVC en nuestra aplicación.  
 
Una vez analizada la arquitectura del sistema, a continuación definiremos los 
contenidos de cada una de las 3 capas. Empezaremos por el Modelo, 
continuaremos con la Vista y finalizaremos con el Controlador.  
 
 
4.1.2   Modelo 
 
La capa Modelo, como antes hemos explicado, es la encargada de la 
implementación de las funcionalidades y de los datos del sistema, es decir, de 
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interactuar con la base de datos y de comunicarse, recibir y enviar datos al 
Controlador. 
 
Todas estas funcionalidades y la obtención de los datos se realizan mediante 
las diferentes clases que hay en la aplicación. Por tanto, cualquier consulta o 
actualización de la base de datos se hace mediante los métodos de cada 
objeto del sistema.  
 







4.1.3   Vista 
 
La capa que contiene las vistas, como hemos dicho anteriormente, sirve para 
que el usuario pueda interactuar a través de los eventos con el Controlador y 
también para que pueda ver los resultados. Estos resultados serán aportados 
por el Controlador a través del Modelo. 
 
Primero explicaré como es la comunicación Vista-Controlador. Ésta es una 
comunicación bidireccional:  
 
• El usuario interactúa con la Vista a través de los eventos con el 
Controlador. Estos eventos serán mecanismos propios del lenguaje 
XHTML, como son los enlaces y los formularios.  
 
• Por otro lado, la Vista recibirá del Controlador los datos necesarios para 
actualizar la interfaz del usuario. Esto se realizará mediante objetos que 
encapsularan la información.  
 
Por otro lado, está la presentación gráfica de la vista, es decir, el diseño 
externo que es el que ve el usuario. Éste es el factor seguramente más 
importante para un usuario. Da igual las funcionalidades que pueda tener una 
aplicación web, o que la arquitectura del sistema sea la correcta, ya que si 
visualmente no le gusta al usuario o es poco usable, difícilmente utilizará esa 
aplicación. Por tanto, estamos en el punto clave del diseño. 
 
Teniendo en cuenta estos factores, junto con los requisitos descritos en el 
apartado de análisis de requisitos, se ha creído conveniente una estructura de 
la aplicación con los siguientes elementos: 
 
• Una cabecera, siempre visible, que está formada por el título del portal 
que a la vez es un enlace para acceder a la página principal. Si el 
usuario no está logueado, aparecerá un formulario para poder 
autentificarte y entrar en la intranet o habrá la opción de poder 
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registrarte. En cambio, al estar logueado aparecerá un botón para cerrar 
la sesión. 
 
• En la parte superior, debajo de la cabecera, habrá una menú horizontal 
que variará según el tipo de usuario, administrador o usuario registrado. 
Si nos situamos encima de las diferentes opciones del menú, la opción 
seleccionada cambiará de color para visualizar mejor que estamos 
encima de ella, y se desplegará si hay un submenú. Este menú nos 
permite acceder a las diferentes funcionalidades del sistema.  
 
• Un cuerpo, en el cual veremos los datos y los mensajes de la aplicación. 
Para que el usuario sepa en cada momento donde está, habrá el título 
de la sección en la cuál está navegando. 
 
• Un pie mostrando “Copyright © 2009”. 
 
 
Este diseño garantiza una navegación intuitiva, reduciendo los pasos 
intermedios entre pantallas. Otro aspecto importante de diseño es la legibilidad. 
Éste se centra en que se entienda perfectamente el texto de la aplicación 




A continuación, mostraré algunas pantallas que encontraremos a la hora de 
















Pantalla de la intranet del usuario 
 
 






Pantalla de las listas anteriormente guardadas por el usuario 
 
 




Pantalla en donde el usuario podrá escoger los productos 
 
 








4.1.3.1   Mapas navegacionales 
 
En esta sección veremos los diferentes mapas navegacionales del sistema. 
Éstos representan los caminos de navegación entre las diversas pantallas de la 
aplicación. Dicho de otra manera, son la representación gráfica de la 
organización de la información de una estructura web. Expresa todas las 
relaciones de jerarquía y secuencia y permite elaborar escenarios de 
comportamiento de los usuarios.  
 
 













Mapa navegacional de la página inicial 
 
 
Mapa navegacional de la intranet del administrador 
 
 







































































Mapa navegacional Categorías del usuario 
 
 
4.1.4   Controlador 
 
Ahora veremos la última capa de nuestra arquitectura MVC, la capa 
Controlador.   
 
Como hemos explicado anteriormente, la capa Controlador, como su propio 
nombre indica, controla todo lo que sucede a partir de que se haya producido 
una interacción por parte del usuario sobre la Vista. Ésta le comunica los 
eventos al Controlador y éste usa el Modelo para conseguir los datos o 
almacenarlos y finalmente, el Controlador vuelve a usar la Vista para comunicar 
al usuario que resultado provocó su acción.  
 
En la figura de la derecha, vemos el diagrama de los controladores del sistema 




4.2   Diseño de la base de datos      
 
Para finalizar la etapa de diseño, veremos el diseño de la base de datos. Éste 
se obtiene a partir del diagrama de clases del modelo conceptual visto en el 
apartado de especificación.  
 
La principal función de nuestra base de datos será guardar toda la información 
necesaria para la aplicación y también será la fuente de datos para la interfaz 
del usuario. 
 
En la siguiente figura, podemos ver el esquema de la base de datos:  
 
4.2.1   Tablas 
 
En la base de datos tenemos las siguientes tablas:  
 
• Supermercado: almacena el nombre de los tres supermercados 








id Identificador del supermercado √  
nombre Nombre del supermercado   
 
 
• Categorías: almacena el nombre de las veinte categorías diferentes de 
los productos. 
 




id Identificador de la categoría de un producto √  
nombre Nombre de la categoría de un producto   
 
 
• Productos: almacena toda la información relacionada con los productos. 
 




id Identificador del producto √  
nombre Nombre del producto   
categoria Categoría del producto  √ 
supermercado Identificador del supermercado en donde 
encontrarás este producto, con este precio y 
presentación 
 √ 
imagen Es la dirección en donde se encuentra la foto 
del producto 
  
alt Pequeña descripción del producto que irá 





presentacion Presentación del producto   
precio Precio del producto, en euros   
 
Las claves foráneas categoría y supermercado corresponden a los atributos id 
de la tabla Categorías y id de la tabla Supermercado, respectivamente. 
 
• Usuarios: en esta tabla se guarda toda la información relacionada con 
un usuario. 
 




id Identificador del usuario √  
username Nombre de usuario. Éste debe contener entre 
4 y 16 caracteres. 
  
password Contraseña del usuario encriptada en MD5 
para la seguridad de la aplicación 
  
mail Correo electrónico del usuario   
ultimoAcceso Hora y fecha del último acceso del usuario 




• Listasant: almacena la información sobre la lista de la compra históricas 
que guarda un usuario para poder visualizarla en el futuro. 
Concretamente, en esta tabla sólo se guarda un identificador de lista, 
aparte del usuario y la fecha, que servirá para que en la tabla Lista 
almacenemos todos los productos de la lista guardada. 
 




id Identificador de una lista que ha sido guardada 




idUsuario Identificador del usuario que ha guardado esta 
lista 
 √ 
fecha Fecha en la que fue guardada la lista   
 
Las clave foránea idUsuario corresponde al atributo id de la tabla Usuarios. 
 
 
• Lista: almacena toda la información relacionada con los productos de 
las lista de la compra guardadas por el usuario, es decir, guarda los 
productos de cada lista de la compra histórica, sabiendo que todos los 
productos de una lista tendrán el mismo atributo idLista.  
 




id Identificador de la lista √  
idLista Identificador de la lista que servirá para 
identificar todos los productos de una misma 
lista 
 √ 
categoria Categoría del producto   
imagen Es la dirección en donde se encuentra la foto 
del producto 
  
alt Pequeña descripción del producto que irá 
ubicada en el atributo “alt” del tag <img> de 
XHTML 
  
nombre Nombre del producto   
presentacion Presentación del producto   
precio Precio del producto, en euros   
cantidad Cantidad del producto en la lista   
supermercado Nombre del supermercado en donde 






Las clave foránea idLista corresponde al atributo id de la tabla Listasant. 
 
 
• Logs: almacena la información correspondiente a un error de la base de 
datos. 
 




id Identificador del log √  
causa Causa del error de la base de datos   
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Una vez acabada la etapa del diseño del sistema, llega la hora de la 
implementación. En esta sección veremos las diferentes tecnologías y 
lenguajes de programación que han sido necesarios para realizar el proyecto, 
además de las herramientas que he utilizado para el desarrollo del sistema. Al 
mismo tiempo, se explica brevemente cada uno de ellos argumentando el 
porqué de su utilización. 
 
También se explican los métodos que se han aplicado para la seguridad del 
sistema y los pasos a seguir para crear desde cero el entorno de trabajo para el 
correcto funcionamiento del sistema. 
 
5.1 Tecnologías y lenguajes utilizados    
 
A continuación veremos las diferentes tecnologías y lenguajes de programación 
utilizados, todos con un nexo en común, la WWW (World Wide Web). 
 
 
5.1.1   World Wide Web 
 
La World Wide Web(WWW) es básicamente un medio de comunicación de 
texto, gráficos y otros objetos multimedia a través de Internet, es decir, la Web 
es un sistema de hipertexto que utiliza Internet como mecanismo de transporte 
o desde otro punto de vista, una forma gráfica de explorar Internet.  
 
La Web fue creada alrededor de 1989 por el inglés Tim Berners-Lee y el belga 
Robert Cailliau mientras trabajaban en el CERN en Ginebra, Suiza, y publicado 
en 1992. 
 
¿Como funciona la Web? Primero, hemos de destacar que la aplicación 
mediante la cual los usuarios visualizan los datos es el explorador o navegador. 
Existen varios navegadores hoy en día, entre los más populares están Mozilla 
Firefox, Opera, Netscape, Google Chrome y Internet Explorer. El navegador 
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muestra en la pantalla una página con el texto, las imágenes, los sonidos y las 
animaciones relativas al tema previamente seleccionado.  
 
La visualización de una página web de la World Wide Web normalmente 
comienza tecleando la URL de la página en el navegador, o siguiendo un 
enlace de hipertexto a esa página o recurso. En ese momento el navegador 
comienza una serie de comunicaciones, transparentes para el usuario, para 
obtener los datos de la página y visualizarla. 
 
El primer paso consiste en traducir la parte del nombre del servidor de la URL 
en una dirección IP usando la base de datos distribuida de Internet conocida 
como DNS. Esta dirección IP es necesaria para contactar con el servidor web y 
poder enviarle paquetes de datos. 
 
El siguiente paso es enviar una petición HTTP al servidor Web solicitando el 
recurso. En el caso de una página web típica, primero se solicita el texto HTML 
y luego es inmediatamente analizado por el navegador, el cual, después, hace 
peticiones adicionales para los gráficos y otros ficheros que formen parte de la 
página. Las estadísticas de popularidad de un sitio web normalmente están 
basadas en el número de 'páginas vistas' o las 'peticiones' de servidor 
asociadas, o peticiones de fichero, que tienen lugar. 
 
Al recibir los ficheros solicitados desde el servidor web, el navegador renderiza 
la página tal y como se describe en el código HTML, el CSS y otros lenguajes 
web. Al final se incorporan las imágenes y otros recursos para producir la 










La mayoría de las páginas web contienen hiperenlaces a otras páginas 
relacionadas y algunas también contienen descargas, documentos fuente, 
definiciones y otros recursos web, por este hecho se denomina como ‘red’. 
 
 
5.1.2   Apache 
 
El servidor web utilizado ha sido el servidor HTTP Apache. Anteriormente a 
hablar sobre Apache, explicaré que es un servidor web.  
 
Un servidor web es un programa que implementa el protocolo HTTP 
(HyperText Transfer Protocol). Este protocolo pertenece a la capa de aplicación 
del modelo OSI y está diseñado para transferir lo que llamamos hipertextos, 
páginas web o páginas HTML (HyperText Markup Language): textos complejos 
con enlaces, figuras, formularios, botones y objetos incrustados como 
animaciones o reproductores de música. 
 
Es un programa que se ejecuta continuamente en un ordenador, 
manteniéndose a la espera de peticiones por parte de un cliente mediante un 
navegador web y que responde a estas peticiones adecuadamente, mediante 
una página web que se exhibirá en el navegador. 
 
Después de ver que es un servidor web, profundizaré 
en el servidor utilizado, HTTP Apache. El servidor 
HTTP Apache es un servidor web HTTP de código 
abierto para plataformas Unix (BSD, GNU/Linux, etc.), Windows, Macintosh y 
otras, que implementa el protocolo HTTP/1.1 y la noción de sitio virtual. El 
hecho de que sea de código abierto ha sido fundamental para su elección.  
 
El servidor Apache se desarrolla dentro del proyecto HTTP Server (httpd) de la 




Apache presenta entre otras características mensajes de error altamente 
configurables, bases de datos de autenticación y negociado de contenido, pero 
fue criticado por la falta de una interfaz gráfica que ayude en su configuración. 
 
Apache tiene amplia aceptación en la red: desde 1996, Apache, es el servidor 
HTTP más usado. Alcanzó su máxima cuota de mercado en 2005 siendo el 
servidor empleado en el 70% de los sitios web en el mundo, sin embargo ha 
sufrido un descenso en su cuota de mercado en los últimos años gracias a que 












Otra de las ventajas de este servidor, aparte de ser software libre, 
multiplataforma y de ser el servidor más popular lo que conlleva que puedas 
encontrar fácilmente información sobre él, es su modularidad. El servidor 
consta de una sección core y diversos módulos que aportan mucha de la 
funcionalidad que podría considerarse básica para un servidor web. Algunos de 
los módulos más importantes son:  
 
• mod_ssl - Comunicaciones Seguras vía TLS. 
 
• mod_rewrite - reescritura de direcciones (generalmente utilizado para 
transformar páginas dinámicas como php en páginas estáticas html para 
 74 
5 Implementación 
así engañar a los navegantes o a los motores de búsqueda en cuanto a 
cómo fueron desarrolladas estas páginas). 
 
El servidor de base puede ser extendido con la inclusión de módulos 
externos entre los cuales se encuentran: 
 
• mod_php - Páginas dinámicas en PHP. 
 
 
5.1.3   MySQL 
 
Como sistema de gestión de la base de datos he utilizado MySQL. Como 
hemos hecho anteriormente, explicaré primero qué es un sistema de gestión de 
bases de datos (SGBD). Éste es un tipo de software muy específico, dedicado 
a servir de interfaz entre la base de datos, el usuario y las aplicaciones que la 
utilizan. El propósito general de los sistemas de gestión de base de datos es el 
de manejar de manera clara, sencilla y ordenada un conjunto de datos que 
posteriormente se convertirán en información relevante para una organización. 
Dicho de otra manera, es un software diseñado para facilitar diferentes tareas 
de gestión de datos a los programas de aplicación. Los objetivos de un SGBD 
son los siguientes: 
 
• Flexibilidad y independencia 
• Facilitar el control de redundancia de los datos 
• Integridad de lo datos 
• Concurrencia de usuarios 
• Recuperación 
• Seguridad 
• Consultas no predefinidas i complejas 




















Por lo que respecta MySQL, es un sistema de gestión de base de datos 
relacional, multihilo y multiusuario con más de seis millones de instalaciones. 
Este gestor de bases de datos es, probablemente, el gestor más usado en el 
mundo del software libre, debido a su gran rapidez y facilidad de uso. Esta gran 
aceptación es debida, en parte, a que existen infinidad de librerías y otras 
herramientas que permiten su uso a través de gran cantidad de lenguajes de 
programación, además de su fácil instalación y configuración. 
 
MySQL y PostgreSQL son las dos gestores de bases de 
datos libres más empleadas. Así pues, debía elegir entre 




o Mayor rendimiento. Mayor velocidad tanto al conectar con el servidor 
como al servir selects y demás. 
o Mejores utilidades de administración (backup, recuperación de errores). 
o Aunque se cuelgue, no suele perder información ni corromper los datos. 
o Mejor integración con PHP. 
o No hay limites en el tamaño de los registros. 
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o Mejor control de acceso, en el sentido de que usuarios tienen acceso a 
que tablas y con que permisos. 
o MySQL se comporta mejor que PostgreSQL a la hora de modificar o 
añadir campos a una tabla "en caliente". 
o MySQL consume bastantes menos recursos que PostgreSQL. 
 
En general, MySQL se utiliza en  sistemas en los que la velocidad y el número 
de accesos concurrentes sea algo primordial, y la seguridad no sea muy 
importante, que sería el caso de nuestro sistema. En cambio, para sistemas 
más serios en las que la consistencia de la base de datos sea fundamental 
(bases de datos con información realmente importante como bancos, etc.) 
PostgreSQL es una mejor opción pese a su mayor lentitud.  
 
 
5.1.4   Php 
 
El lenguaje de programación he usado PHP, lenguaje de 
programación interpretado, diseñado originalmente para la 
creación de páginas web dinámicas. Es usado principalmente 
en interpretación del lado del servidor pero actualmente puede ser utilizado 
desde una interfaz de línea de comandos o en la creación de otros tipos de 
programas incluyendo aplicaciones con interfaz gráfica usando las bibliotecas 
Qt o GTK+. PHP es un acrónimo recursivo que significa “PHP Hypertext Pre-
processor”  
 
PHP es un lenguaje interpretado de propósito general ampliamente usado y 
que está diseñado especialmente para desarrollo web y puede ser incrustado 
dentro de código HTML. Generalmente se ejecuta en un servidor web, tomando 
el código en PHP como su entrada y creando páginas web como salida. Puede 
ser desplegado en la mayoría de los servidores web y en casi todos los 
sistemas operativos y plataformas. PHP se encuentra instalado en más de 20 
millones de sitios web y en un millón de servidores, aunque el número de sitios 
en PHP ha compartido algo de su preponderante sitio con otros nuevos 
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lenguajes no tan poderosos desde agosto de 2005. Es el módulo Apache más 
popular entre las computadoras que utilizan Apache como servidor web. 
 
Al igual que el resto de tecnologías utilizadas, su uso está muy extendido y 
ofrece una alternativa a otros lenguajes de código cerrado como ASP de 
Microsoft o ColdFusion de Macromedia. 
 
A continuación vemos sus ventajas e inconvenientes: 
 
• Ventajas 
o Es un lenguaje multiplataforma, ya que puede ejecutarse tanto en 
Windows, en GNU/Linux o en Mac Os X. 
o Capacidad de conexión con la mayoría de los sistemas de gestión de 
base de datos que se utilizan en la actualidad, destaca su conectividad 
con MySQL. 
o Capacidad de expandir su potencial utilizando la enorme cantidad de 
módulos. 
o Posee una amplia documentación en su página oficial (www.php.net), 
entre la cual se destaca que todas las funciones del sistema están 
explicadas y ejemplificadas en un único archivo de ayuda. 
o Es libre, por lo que se presenta como una alternativa de fácil acceso 
para todos. 
o Permite las técnicas de Programación Orientada a Objetos. 
o Biblioteca nativa de funciones sumamente amplia e incluida. 
o No requiere definición de tipos de variables. 
o Tiene manejo de excepciones. 
o Aprendizaje muy intuitivo si se ha programado anteriormente con otros 
lenguajes. Ésto, junto con su amplia documentación, lo hacen un 
lenguaje muy atractivo. 
 
• Inconvenientes 
o El gran problema de Php es que parece más una colección de montones 
de soluciones a distintos problemas, juntados en un nuevo lenguaje, que 
un lenguaje pensado como tal desde un principio. Además, su gran 
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versatilidad hace que programar con él pueda resultar demasiado libre. 
Todo esto puede conllevar a una programación descuidada y 
desorganizada. Para evitar esto utilizaremos uno de los modelos de 
programación más utilizados en aplicaciones web, como es el patrón 
MVC, descrito anteriormente en el apartado de diseño.  
 
 
Para implementar este tipo de arquitectura he utilizado Smarty, un motor de 
plantillas Open Source para PHP que lleva muchos años en el mercado. Con él 
podremos realizar aplicaciones web de calidad 




5.1.5   XHTML 
 
XHTML, acrónimo inglés de eXtensible Hypertext Markup Language (lenguaje 
extensible de marcado de hipertexto), es el lenguaje de marcado pensado para 
sustituir a HTML como estándar para las páginas web. En su versión 1.0, 
XHTML es solamente la versión XML de HTML, por lo que tiene, básicamente, 
las mismas funcionalidades, pero cumple las especificaciones, más estrictas, 
de XML. Su objetivo es avanzar en el proyecto del World Wide Web 
Consortium de lograr una web semántica, donde la información, y la forma de 
presentarla estén claramente separadas.  
 
Se sintió que era necesaria una versión más estricta de HTML principalmente 
porque el contenido de la World Wide Web ahora puede visualizarse desde 
numerosos dispositivos (como móviles) aparte de las computadoras de 
escritorio tradicionales, donde no se contaría con los recursos necesarios para 
afrontar la complejidad de la sintaxis del HTML. Sin embargo, en la práctica, 
fueron apareciendo navegadores para dispositivos móviles que pueden 




Las principales ventajas del XHTML sobre el HTML son: 
 
• Se pueden incorporar elementos de distintos espacios de nombres XML 
(como MathML y Scalable Vector Graphics). 
• Un navegador no necesita implementar heurísticas para detectar qué 
quiso poner el autor, por lo que el parser puede ser mucho más sencillo. 
• Como es XML se pueden utilizar fácilmente herramientas creadas para 
procesamiento de documentos XML genéricos (editores, XSLT, etc.). 
 
La siguiente lista muestra algunas reglas de XHTML 1.0 que lo diferencian de 
HTML 4.01. Muchas de estas diferencias vienen con el cambio de ser una 
aplicación SGML a ser una aplicación del más estricto XML: 
 
• Los elementos vacíos deben cerrarse siempre: 
o Incorrecto: <br> 
o Correcto: <br></br> o <br/> o <br /> 
 
• Los elementos no vacíos también deben cerrarse siempre: 
o Incorrecto: <p>Primer párrafo<p>Segundo párrafo 
o Correcto: <p>Primer párrafo</p><p>Segundo párrafo</p> 
 
• Los elementos anidados deben tener un correcto orden de 
apertura/cierre (el que se abre último, debe cerrarse primero). 
o Incorrecto: <em><strong>Texto</em></strong> 
o Correcto: <em><strong>Texto</strong></em> 
 
• Los valores de los atributos deben siempre ir encerrados entre comillas . 
o Incorrecto: <td rowspan=3> 
o Correcto: <td rowspan="3"> 
o Correcto: <td rowspan='3'> 
• Los nombres de elementos y atributos deben ir en minúsculas. 
o Incorrecto:<A HREF="http://www.domname.com">Domname</A> 




• No está permitida la minimización de atributos (se usa el nombre del 
atributo como valor). 
o Incorrecto: <textarea readonly> lectura</textarea> 
o Correcto: <textarea readonly="readonly"> lectura</textarea> 
 
• Los atributos desaprobados en HTML 4.01 no forman parte de XHTML. 
o Incorrecto: <font color="#0000FF">Blue text</font> 
o Correcto: <span style="color: #0000FF;">Blue text</span> 
 
 
5.1.6   SQL 
 
El Lenguaje de Consulta Estructurado (Structured Query Language) es un 
lenguaje declarativo de acceso a bases de datos relacionales que permite 
especificar diversos tipos de operaciones sobre las mismas. Una de sus 
características es el manejo del álgebra y el cálculo relacional permitiendo 
lanzar consultas con el fin de recuperar, de una forma sencilla, información de 
interés de una base de datos, así como también hacer cambios sobre la 
misma. Es un lenguaje de cuarta generación (4GL). 
 
En la actualidad el SQL es el estándar de facto de la inmensa mayoría de los 
SGBD comerciales. Y, aunque la diversidad de añadidos particulares que 
incluyen las distintas implementaciones comerciales del lenguaje es amplia, el 
soporte al estándar SQL-92 es general y muy amplio. Así, independientemente 
del SGBD utilizado, podemos asegurar el correcto funcionamiento de las 
consultas de nuestra aplicación. 
 
En nuestro sistema, para realizar las operaciones de bases de 
datos he utilizado Pear::DB que es una clase de abstracción de 
base de datos para PHP, y una importantísima parte del proyecto Pear. Ésta 
nos dará las ventajas que describo a continuación: 
 
• Acceso transparente independientemente del manejador de BD utilizado.  
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• Facilidad de migrar aplicaciones.  
• Buen manejo de errores.  
• Buena documentación  
• Programación orientada a Objetos 
• Y por último, nos proporciona la seguridad necesaria para evitar por 
ejemplo ataques de SQL Injection.  
 
 
5.1.7   Javascript 
 
Javascript es un lenguaje de scripting y interpretado, es decir, que no requiere 
compilación, con una sintaxis semejante a la del lenguaje Java y el lenguaje C, 
que permite crear aplicaciones específicamente orientadas a su funcionamiento 
en webs. Usando Javascript, se pueden crear páginas HTML dinámicas que 
procesen la entrada del usuario y que sean capaces de gestionar datos 
persistentes usando objetos especiales, archivos y bases de datos 
relacionales.  
 
El lenguaje Javascript se usa normalmente para ejecutarse en el lado del 
cliente. Cuando un navegador solicita una página, el servidor envía por la red al 
cliente el contenido completo del documento, es decir, el código HTML y 
también todas las sentencias Javascript que pudieran existir en éste. El cliente 
entonces lee la página de forma secuencial desde el principio hasta el final, 
representando visualmente los códigos HTML y ejecutando las sentencias 
Javascript conforme avanza el proceso de lectura e interpretación.  
 
Para interactuar con una página web se provee al lenguaje Javascript de una 
implementación del DOM (Document Object Model).  
 
Las sentencias Javascript colocadas en una página web pueden dar respuesta  
a eventos de usuario, tales como la pulsación de un botón del ratón (clic), la 




En nuestra aplicación, he usado jQuery que nos ahorrará 
mucho tiempo y complicaciones que siempre existen en 
Javascript. Éste es un framework de Javascript, creada 
inicialmente por John Resig, que permite simplificar la manera de interactuar 
con los documentos HTML, manipular el objeto DOM, manejar eventos, 
desarrollar animaciones y agregar interacción con la tecnología AJAX a 
páginas web.  
 
jQuery ofrece una serie de funcionalidades basadas en Javascript que de otra 
manera requerirían de mucho más código. Es decir, con las funciones propias 
de esta biblioteca se logran grandes resultados en menos tiempo y espacio.  
 
 
5.1.8   CSS 
 
Las hojas de estilo en cascada (Cascading Style Sheets, CSS) son un lenguaje 
formal usado para definir la presentación de un documento estructurado escrito 
en HTML o XML (y por extensión en XHTML), separando la estructura de un 
documento de su presentación. El W3C (World Wide Web Consortium) es el 
encargado de formular la especificación de las hojas de estilo que servirán de 
estándar para los agentes de usuario o navegadores. 
 
CSS permite a los desarrolladores Web controlar el estilo y el formato de 
múltiples páginas Web al mismo tiempo. Cualquier cambio en el estilo marcado 
para un elemento en la CSS afectará a todas las páginas vinculadas a esa CSS 
en las que aparezca ese elemento. 
 
Las tres formas más conocidas de dar estilo a un documento son las 
siguientes: 
 
• Utilizando una hoja de estilo externa que estará vinculada a un 





<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.1//EN"> 
<html> 
        <head> 
           <title>Título</title> 
           <link rel="stylesheet" type="text/css" href="http://www.w3.org/css/officeFloats.css" /> 
        </head> 
        <body> 
        …. 
        </body> 
</html> 
 
• Utilizando el elemento <style>, en el interior del documento al que se le 
quiere dar estilo, y que generalmente se situaría en la sección <head>. 
De esta forma los estilos serán reconocidos antes de que la página se 
cargue por completo. 
 
<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.1//EN"> 
<html> 
<head> 
            <title>hoja de estilo interna</title> 
            <style type="text/css"> 
             body { 
               padding-left: 11em; 
                font-family: Georgia, "Times New Roman", serif; 
             color: red; 
                 background-color: #d8da3d;  
                        }  
</style> 
        </head> 
        <body> 
 ……. 
        </body> 
</html> 
 
• Utilizando estilos directamente sobre aquellos elementos que lo permiten 
a través del atributo <style> dentro de <body>. Pero este tipo de 
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definición del estilo pierde las ventajas que ofrecen las hojas de estilo al 
mezclarse el contenido con la presentación. 
 
Las ventajas de utilizar CSS son: 
 
• Control centralizado de la presentación de un sitio web completo con lo 
que se agiliza de forma considerable la actualización del mismo. 
 
• Los navegadores permiten a los usuarios especificar su propia hoja de 
estilo local que será aplicada a un sitio web, con lo que aumenta 
considerablemente la accesibilidad. 
 
• Una página puede disponer de diferentes hojas de estilo según el 
dispositivo que la muestre o incluso a elección del usuario.  
 
• El documento HTML en sí mismo es más claro de entender y se 
consigue reducir considerablemente su tamaño si se utiliza 
correctamente. 
 
En la aplicación del proyecto he optado por utilizar un documento separado 
para el CSS, ya que de esta forma tenemos todo el código mucho mejor 
estructurado y ordenado. Así tendremos separados los códigos de HTML, Php 
y CSS.  
 
 
5.1.9   Ajax 
 
AJAX (Asynchronous JavaScript And XML) es una técnica de desarrollo web 
para crear aplicaciones interactivas. Estas aplicaciones se ejecutan en el 
cliente, es decir, en el navegador de los usuarios mientras se mantiene la 
comunicación asíncrona con el servidor en segundo plano. De esta forma es 
posible realizar cambios sobre las páginas sin necesidad de recargarlas, lo que 
significa aumentar la interactividad, velocidad y usabilidad en las aplicaciones. 
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Ajax es una tecnología asíncrona, en el sentido de que 
los datos adicionales se requieren al servidor y se cargan 
en segundo plano sin interferir con la visualización ni el 
comportamiento de la página. Javascript es el lenguaje 
en el que normalmente se efectúan las funciones de llamada de Ajax mientras 
que el acceso a los datos se realiza mediante XMLHttpRequest, objeto 
disponible en los navegadores actuales.  
 
Ajax es una técnica válida para múltiples plataformas y utilizable en muchos 
sistemas operativos y navegadores dado que está basado en estándares 
abiertos como Javascript y Document Object Model (DOM). 
 
He utilizado esta tecnología en el proyecto para no tener que recargar la página 
cada vez que, por ejemplo, se añade un producto al carro de la compra, o se 




5.2  Herramientas de desarrollo      
 
A continuación veremos las dos herramientas que utilizado en el desarrollo de 
la aplicación. Éstas son el editor Bluefish y la herramienta PhpMyAdmin. 
 
 
5.2.1   Bluefish 
 
Como editor he utilizado Bluefish, un potente editor HTML multiplataforma 
POSIX y con licencia GPL, lo que le convierte en software libre, un factor 
esencial en el proyecto. Está dirigido a diseñadores web experimentados y 
programadores y se enfoca en la edición de páginas dinámicas e interactivas.  
Bluefish corre en muchos de los sistemas operativos compatibles con POSIX 
(Portable Operating System Interface) tales Linux, FreeBSD, MacOS-X, 
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OpenBSD, Solaris and Tru64. Es importante anotar que el programa no es 
oficialmente parte del proyecto Gnome, pero es utilizado a menudo en dicho 
entorno. 
 
El nombre y logo de Bluefish fue propuesto por Neil Millar, quien 
lo sugirió al equipo de trabajo e inmediatamente los cautivó. 
Bluefish es un animal que se desplaza en cardúmenes 
numerosos y cerca de la costa. Es evidente que su nombre llama 
a la integración y a la compartición, ideales en el software libre. 
 
Bluefish cuenta con características tales como rapidez, posibilidad de abrir 
múltiples archivos simultáneamente, soporte multiproyecto, soporte para 
archivos remotos mediante gnome-vfs, marcado de sintaxis personalizable 
basado en expresiones regulares compatibles con Perl, soporte para sub-
patrones y patrones predefinidos (para HTML, PHP, Javascript, JSP, SQL, 
XML, Python, Perl, CSS, ColdFusion, Pascal, R, Octave/Matlab), diálogos para 
etiquetas HTML, asistentes para creación fácil de documentos, creación de 
tablas, marcos (frames), soporte para múltiples codificaciones, trabajo con 
diferentes juegos de caracteres, numeración de líneas, menús desplegables, 
barras de herramientas configurables, diálogo para insertar imágenes, 
buscador de referencia de funciones, integración personalizable con varios 
programas (make, javac, etc), resaltado de sintaxis (C, Java, JavaScript, 
Python, Perl, ColdFusion, Pascal, R y Octave). 
 
 
5.2.2   PhpMyAdmin 
 
PhpMyAdmin es una herramienta escrita en PHP con la intención de manejar la 
administración de MySQL a través de páginas webs, utilizando Internet. 
Actualmente puede crear y eliminar bases de datos, crear, eliminar y alterar 
tablas, borrar, editar y añadir campos, ejecutar cualquier sentencia SQL, 
administrar claves en campos, administrar privilegios, exportar datos en varios 
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formatos y está disponible en 50 idiomas. Se encuentra disponible bajo la 
licencia GPL, por tanto, es una herramienta de software libre. 
 
Esta ha sido una herramienta muy útil en el proyecto para la 





5.3 Seguridad          
 
Cuando hablamos de seguridad en páginas web, sobretodo refiriéndonos a 
Php, lo primero que nos viene a la cabeza es el ataque de SQL Injection. En 
realidad, hay mucho más que eso. Cualquier técnica que ponga obstáculos a la 
gente que intenta atacar nuestra página es buena desde no imprimir por 
pantalla los errores de los scripts del sistema hasta la seguridad en los datos 
del servidor, pasando por la defensa contra ataques de fuerza bruta o XSS. 
 
En este apartado veremos las técnicas utilizadas en nuestra aplicación para 
prevenir dichos ataques de manera más o menos efectiva. Hay que decir que 
como cualquier medida de seguridad, todas éstas pueden ser saltadas de una 
u otra forma, pero no es lo mismo ponérselo difícil que facilitarle la tarea 
obviando el uso de estas técnicas. 
 
La primera técnica evita la impresión por pantalla de los errores que generan 
los scripts del sistema, tanto de Php como de la base de datos. Para el caso de 
la base de datos, en el momento de producirse un error, se muestra en pantalla 
el siguiente mensaje: “Se ha producido un error. Disculpen las molestias.”. Al 
mismo tiempo que sale ese mensaje por pantalla, se guarda el error en la base 
de datos para que el administrador pueda averiguar qué ha sucedido.  
 
La siguiente técnica está relacionada con la seguridad de las contraseñas de 
los usuarios. Lo más normal sería usar un hash md5 para guardar dichas 
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contraseñas en la base de datos, aunque ésto se puede mejorar. El problema 
del md5 es que, como todo el mundo lo utiliza, hay maneras de saltárselos. En 
Internet hay estructuras de datos llamadas Rainbow Tables, que son 
colecciones de strings junto con su hash en md5 asociado. En vez de guardar 
directamente el md5 de la contraseña, guardaremos el md5 de la 
concatenación una palabra conocida únicamente por nosotros con la 
contraseña: 
 
 define(‘SALT’, ‘palabrasoloconocidapormi’); 
 $encryptedPass = md5(SALT . $contraseña . SALT); 
 
El siguiente ataque a evitar es SQL Injection. Éste consiste en inyectar código 
malicioso en nuestras querys mediante por ejemplo un formulario. De esta 
forma, se podría acceder a la cuenta de un usuario sin saber su contraseña. 
Para evitar ataques de SQL Injection, he utilizado Pear::DB, que como antes he 
comentado, es una clase de abstracción de base de datos para PHP que evita 
este tipo de ataques. 
 
La siguiente técnica trata de evitar los ataques de fuerza bruta. Éstos consisten 
en ir probando valores en algún campo que se envíe al servidor hasta 
encontrar el correcto. Por ejemplo, ir probando contraseñas empezando por 
0000 hasta 9999. Por contra, cuanto más seguro sea la contraseña, más difícil 
será de recordar, así que sabiendo que los usuarios no tendrán contraseñas 
demasiado seguras, lo más efectivo es hacer que no se puedan hacer nuevos 
intentos de autentificación hasta pasado cierto tiempo. En nuestra aplicación, 
dicho tiempo será de 15 segundos. 
 
Por último, sólo nos queda evitar los ataques de XSS (Cross-Site Scripting). 
Este tipo de ataques consisten en inyectar código HTML a nuestra página, de 
manera que al devolver los datos recibidos, por ejemplo de un formulario,  
estamos devolviendo un código que se va a transformar en HTML usable es 
nuestra página. La mejor manera de prevenir este tipo de ataques es utilizar la 
función htmlentities de Php, que se encarga de reemplazar los caracteres 
recibidos por su equivalente gráfico en html. Así por ejemplo, nos evitamos que 
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alguien nos envíe un enlace <a href….> mediante un formulario a una página 
no deseada porque el símbolo “<” no se va a escribir así, sino que html lo 




5.4 Pruebas          
 
Este apartado es muy importante ya que las pruebas es una parte fundamental 
para asegurar el buen funcionamiento del sistema. Aunque ningún juego de 
pruebas garantiza que una aplicación sea cien por cien segura, es una parte 
fundamental que la aplicación pase por esta fase de pruebas antes de 
comercializarla. 
 
Las pruebas se han ido realizando a medida que se iban implementando 
nuevas funcionalidades, ya que es más fácil corregir estos errores una vez 
implementada una función que en una etapa más avanzada del proyecto. 
 
Las primeras pruebas estuvieron orientadas a la autentificación de usuarios. 
Con las técnicas explicadas en el apartado anterior se ha conseguido que un 
usuario malintencionado no pueda entrar al sistema. Como también he dicho 
anteriormente, nunca se puede afirmar que la aplicación sea totalmente segura, 
pero con las pruebas realizadas podemos asegurar que será difícil que un 
usuario entre sin saber la contraseña. En estas pruebas he realizado ataques 
de SQL Injection y ataques de fuerza bruta que, al tener que esperar 15 
segundos para poder volver a autentificarse, hacen muy complicado el acceso 
de usuarios indeseados. 
 
También he realizado pruebas para certificar el buen funcionamiento de una 
alta y baja de usuario, y de la modificación de la contraseña de éste una vez 




Además, he probado todas las operaciones relacionadas con el carrito de la 
compra, es decir, añadir y eliminar un producto del carrito, imprimir 
correctamente el carrito en forma de lista de la compra, guardar la lista de la 
compra para un futuro y visualizar las listas anteriores. También he probado la 
intranet del administrador modificando el precio de cualquier producto, o 
simplemente inicializar a 0 el precio de todos los productos. 
 
Para medir el rendimiento del sistema utilicé la herramienta de benchmarking 
de Apache, ab. ¿Qué es un bechmark? Pues es una técnica que se utiliza para 
medir el rendimiento de un sistema o componente de un sistema.  
 
Para realizar las prueba ocupé Apache ab, con 1000 consultas (-n 1000) y una 
concurrencia de 5 usuarios a la vez (-c 5). Para correr la prueba escribimos en 
la consola: 
 
ab –n 1000 –c 5 http://comprabarato.es/pfc/web/ 
 
El resultado de la prueba fue satisfactorio. Por ejemplo, el tiempo total de la 
prueba fue de 22.2 segundos. En tanto el número de consultas por segundo fue 
de poco más de 45. Además, es importante destacar que no hubo fallos en 
ninguna petición. 
 
A continuación los detalles de la prueba: 
 
 
• Concurrency Level: 5  
• Time taken for tests: 22.173 seconds  
• Complete requests: 1000  
• Failed requests: 0  
• Write errors:  0  
• Total transferred: 2996000 bytes  
• HTML transferred: 2549000 bytes  
• Requests per second: 45.10 [#/sec] (mean)  
• Time per request: 110.864 [ms] (mean)  
• Time per request: 22.173 [ms] (mean, across all concurrent requests)  







5.5 Entorno de trabajo        
 
En este apartado detallaré los pasos que hay que seguir para crear un entorno 
real para el correcto funcionamiento del sistema. Para conseguir esto, los 
pasos a seguir son los siguientes: 
 
1. Instalar el sistema operativo Ubuntu 8.10 Intrepid Ibex que es una 
distribución GNU/Linux.  
 
2. Instalar un servidor LAMP, es decir, Linux + Apache + MySQL + PHP. 
 
Como el sistema operativo Linux ya está 
instalado, únicamente tendremos que instalar el 
servidor web Apache 2, el gestor de bases de 
datos MySQL 5 y el lenguaje de programación 
PHP 5. También en este punto, instalaremos 
PhpMyAdmin, que es una herramienta para la administración de MySQL via 
web. Todo ésto se realiza siguiendo los siguientes pasos: 
 
2.1   Instalar Apache + PHP 
Se hará por consola, mediante apt-get: 
 
apt-get install apache2 php5 libapache2-mod-php5 
 
El archivo de configuración de Apache está en /etc/apache2/apache2.conf y 
debemos colocar nuestras carpetas web en /var/www/.  
 
 
     2.2   Instalar MySQL 
Para instalar el gestor de base de datos MySQL, ingresamos en consola: 
 




El archivo de configuración está en /etc/mysql/my.cnf. 
 
Por defecto, MySQL crea el usuario root sin contraseña, para poner una 
contraseña, en consola: 
 
mysql -u root 
 
mysql> USE mysql; 
 
mysql> UPDATE user SET Password=PASSWORD('nuevo-password') 
WHERE user='root'; 
 




     2.3  Instalar PhpMyAdmin      
Para instalar PhpMyAdmin, ingresamos en la consola: 
 
apt-get install phpmyadmin 
 
 
3. Instalar y configurar el motor de plantillas para PHP, Smarty.  
 
3.1  Descargar Smarty desde www.smarty.net  
 
  3.2  Copiar el directorio SMARTY/libs en /usr/lib/php5/Smarty/ 
 
3.3 Crear las carpetas cache, configs, templates y templates_c en 
/var/www/ o dentro de la carpeta del proyecto en cuestión, por ejemplo, 
en /var/www/pfc/. 
 
3.4  Cambiar los permisos de las carpetas cache y templates_c: 
        sudo chmod 775 cache templates_c 
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        sudo chown www-data.www-data cache templates_c 
 
3.5  Modificar el archivo de configuración de Php, que está ubicado en 
/etc/php5/apache2/php.ini.  
      include_path = "/usr/lib/php5/Smarty:/usr/share/php/ " 
 
 
4. Instalar y configurar Pear::DB que es una clase de abstracción de base 
de datos para PHP. 
 
4.1  Instalar los paquetes php-pear, php-db por consola: 
 apt-get install php-pear php-db 
 
4.2  Modificar el archivo de configuración de Php que está ubicado en 
/etc/php5/apache2/php.ini  
































































6. PLANIFICACIÓN          
 
6.1   Planificación inicial y real             
6.2   Coste económico              
6.2.1   Recursos humanos  
6.2.2   Hardware utilizado en el desarrollo 
















En esta sección veremos una de las etapas más importantes en el desarrollo 
de software, la planificación del proyecto. Ésta clarifica el orden de las tareas y 
estima el tiempo necesario para llevarlas a cabo. Por tanto, una buena 
planificación ayudará a una mejor realización del proyecto. También 




6.1   Planificación inicial y real       
 
Una vez llegado a la fase final del proyecto, es hora de valorar el tiempo real 
invertido y ver la desviación de tiempo que ha habido respecto a la planificación 
inicial. Ésto es lo que veremos en este apartado. Esta desviación de tiempo la 
podemos observar en la siguiente tabla donde se comparan el tiempo inicial 




TAREAS TIEMPO INICIAL TIEMPO REAL DESVIACIÓN 
Definición del proyecto 11h 11h  
Análisis de requerimientos 42h 40h -2h 
Especificación 80h 83h +3h 
Diseño 53h 58h +5h 
Implementación 144h 195h +51h 
Pruebas 20h 17h -3h 
Redacción memoria 90h 126h +36h 
TOTAL 440h 530h +90h 
 
 
Una herramienta que sirve para mostrar el tiempo de dedicación previsto para 
las diferentes tareas a lo largo de un tiempo total determinado es el diagrama 
de Gantt. A continuación veremos los diagramas de Gantt de la planificación 
inicial (imagen izquierda) y la real (imagen derecha): 
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Como vemos en la tabla y en los diagramas de Gantt, ha habido desviaciones 
en la mayoría de las tareas, aunque las más significativas se han producido en 
la implementación y en la redacción de memoria. Ésto sirve de experiencia 
para próximos proyectos para valorar en la justa medida el esfuerzo real que 




6.2   Coste económico          
 
El análisis del coste económico del proyecto engloba el coste del equipo con el 
que se ha desarrollado, el coste del software utilizado y el coste del personal 
que ha desarrollado el proyecto.  
 
 
6.2.1   Recursos humanos  
 
Para ajustar las horas necesarias para cada uno de los participantes en el 
proyecto debemos mirar el diagrama de Gantt del apartado de planificación. En 
la siguiente tabla podemos ver por cada recurso, las horas dedicadas y el coste 
total: 
 
RECURSO PRECIO/HORA HORAS  COSTE 
Analista 45 205 9.225€ 
Programador 35 325 11.375€ 
TOTAL   20.600€ 
 
 
6.2.2   Hardware utilizado en el desarrollo 
 
Respecto al coste de hardware utilizado en el desarrollo del proyecto, se ha 
utilizado un portátil valorado en 1.500€.  
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6.2.3   Software utilizado en el desarrollo 
 
Por último, está el coste del software. En la siguiente tabla se muestra todo el 
software utilizado en el desarrollo del proyecto y su coste:  
 
SOFTWARE COSTE 
Linux Ubuntu 8.10 0€ 






Edge Diagrammer (Evaluación) 0€ 
Gantt Project 0€ 







































































7. CONCLUSIONES          
 
7.1   Objetivos cumplidos y posibles mejoras        


















En esta sección veremos si se han cumplido todos los objetivos marcados al 
inicio del proyecto y posibles ampliaciones para mejorar la aplicación. Por 




7.1   Objetivos cumplidos y posibles mejoras   
 
Todos los objetivos que se marcaron al iniciar el proyecto se han cumplido y se 
ha conseguido crear una aplicación web que gestiona las compras domésticas 
de los usuarios registrados, mostrándoles la información necesaria para que su 
lista de la compra sea lo más rentable posible, es decir, les especifica en qué 
supermercado les saldrá más económico comprar cada producto.  
 
Podemos decir que se han cumplido todos los objetivos ya que se han 
implementado todas las funcionalidades que se han especificado en el análisis 
de requisitos: gestión de un usuario(alta, baja y modificación),  visualizar los 
productos, gestión del carrito de la compra del usuario(añadir producto, eliminar 
producto, ver carrito), imprimir la lista de la compra, guardar una lista de la 
compra para posteriormente visualizarla de nuevo, inicializar y modificar el 
precio de los productos. 
 
También me gustaría proponer posibles mejoras o ampliaciones de la 
aplicación, sobre todo para el administrador, como son: 
 
•   Añadir o eliminar un producto de un supermercado. 
•   Modificar las características de un producto(foto, descripción, etc.). 
•   Añadir, modificar o eliminar una categoría. 
•   Añadir, modificar o eliminar un supermercado. 
 





7.2   Valoración personal         
 
Después de muchas horas de trabajo dedicadas a este proyecto, puedo afirmar 
que ha merecido la pena y que su elección fue correcta. Ha sido una 
experiencia muy gratificante ya que, aunque ya había realizado algunos cursos 
y algún trabajo sobre este campo de la informática, ninguno de ellos me había 
permitido profundizar con tanto detalle en todas las etapas para el desarrollo de 
una aplicación web.  
 
Hacer este proyecto ha supuesto para mi el reto más importante de la carrera, 
ya que la dimensión de este proyecto sobrepasa el temario cursado en la 
carrera de Ingeniería Técnica en Informática de Sistemas, como por ejemplo, la 
ingeniería de software básica para una buena especificación. Éste ha sido uno 
de los muchos aspectos positivos de la realización de este proyecto.  
 
Otro de los aspectos positivos es que la experiencia adquirida me servirá de 
gran ayuda para mi futuro profesional, ya que el desarrollo web es una 
tecnología que en la actualidad está en constante expansión. 
 
Por todos estos motivos, ésta ha sido la experiencia más enriquecedora a nivel 
personal desde que decidí empezar mi formación universitaria en el ámbito de 
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