This paper describes an agent-oriented architecture for software development that supports the use of agent-oriented concepts at multiple levels of abstraction. The architecture supports the systematic use of agent-based notions throughout the software development process. The paper describes (a) the implementation of microagents in Java, (b) how they have been used to fashion the architectural framework for the construction of more complex agents based on the Foundation for Intelligent Physical Agents (FIPA) specifications, and (c) the Conversation Manager that facilitates the capability of agents to conduct complex conversations with other agents.
MICRO-AGENTS
The overall goal of our approach is to use the notion of agency to model and build systems at any level of abstraction. This is achieved by instantiating the idea of an agent at the lowest level of operation, so that it is practically realisable for efficient code execution but still retains enough of the features of "agenthood" that it can still be considered to be an agent for modelling and design purposes. In our architecture there are two base elements: agents and roles. Agents represent actors in the system that can play one or more roles. Roles are interface specifications of a cohesive set of services that may be provided by one or more agents, and each agent may take a different approach to providing the role's services in order to implement that role. An agent group is a role that provides an environment in which other agents (sub-agents) exist.
Micro-agents exist at the lowest-level of agent-based abstraction in this architecture. In order to be efficient at this fine-grained level, they do not have all of the qualities often attributed to typical, more Permission to make digital or hard copies of all or part of this work for personal or classroom use is granted without fee provided that copies are not made or distributed for profit or commercial advantage and that copies bear this notice and the full citation on the first page. To copy otherwise, to republish, to post on servers or to redistribute to lists, requires prior specific permission and/or a fee. coarsely-grained agents. Those agents that exist at the higher levels of abstraction, such as those based on the Foundation for Intelligent Physical Agents (FIPA) [2] specifications, typically engage in agent communication using a declarative representation for their messages that is based on speech-act theory [5] . Micro-agents, on the other hand. employ a simpler form of agent communication and, in addition, have more limited flexibility when compared to higher level agents.
Agents may be composed of any number of other agents or microagents. Non-primitive micro-agents are composed only of microagents. The same agent-based modelling approaches apply in the same way to both coarse-grained agents and to micro-agents -the same design methodology, role-oriented and society oriented techniques apply equally to coarse-grained agents as to micro-agents.
Agent-oriented decomposition and role-based modelling are independent of the deployment scale. All the roles can potentially be played by micro-agents or coarser-grained agents with a similar result. However the key advantage of micro-agents is that for small-scale systems they will radically out-perform coarse-grained agents at runtime.
The current implementation of the micro-agents and the kernel supporting them is written in the Java programming language, which elevates existing object-oriented design patterns up tho a useful agent-oriented abstraction level.
ARCHITECTURAL FRAMEWORK
A key part of the FIPA specification work has been the FIPA Abstract Agent Architecture (FAA), which specifies the necessary infrastructure on which such agents can exist, and an important concept of the FAA is the idea of an Agent Platform (AP). The FAA provides environmental support and the basic services for the agents deployed on it and it also provides a directory service to agents outside the AP. Our AP called Opal [4] , is implemented as a micro-agent playing the Agent Platform Role. The key services that the AP provides are inter-platform message transport via the Message Transport System (MTS), agent management and a whitepages directory via the Agent Management System (AMS), and yellow-pages directory services via the Directory Facilitator (DF). These three logical capability sets are implemented in the Opal AP as separate micro-agents.
The AP Role implementation does not itself perform the bulk of the processing required for the actions of the AP Role, rather its tasks are delegated to the three contained micro-agents. To register an agent, the MTS needs to know about the agent so it can receive messages for it, the AMS needs to add the agent to its white-pages directory and the DF needs to add the agent to its yellow-pages directory.
It is convenient for developers to specify the receiver of a message using a simple name. For the platform to send a message, the transport-level address, which might be a CORBA IOR, Java RMI address or even an email address, must first be found using the AMS, and then the MTS is used to send the message. When performing an action, the Agent Platform agent has the responsibility for ensuring that the correct sequence of sub-actions is performed, but it does not perform any of these sub-actions itself.
Aside from the micro-agent role representing the agent platform, an Opal system normally contains higher-level coarse-grained FIPA agents that exist on the Agent Platform. The micro-agent roles representing FIPA agents can contain a variety of sub-agent roles. An agent without such sub-agents would only be provided with the ability to send and receive messages.
CONVERSATIONS MODELLING
Although a number of modelling techniques have been employed to keep track of agent conversations, including Deterministic Finite Automata, Enhanced Dooley Graphs and extended UML, we use coloured Petri nets [3, 1] , because their formal properties facilitate the modelling of concurrent conversations and policies in an integrated fashion.
In the context of agent conversations, Petri net tokens represent messages, arcs represent message-passing and delivery mechanisms, and transitions represent message processing units. Agent roles are organised into subnets, and roles are represented graphically by separating them with horizontal dashed lines. Refer to the example of contract net [2] in Figure 1 . Arcs crossing role There is always one initiator of a conversation, a role which starts the conversation by issuing the first message, and this role (and only this role) always has the Start place, which enables the first transition to fire. All roles have separate dedicated Terminated places, which collect the tokens when no further message processing is scheduled to occur.
Agent conversation modelling can be decomposed into several separate layers. The first is a protocol layer. This contains templates of sequences of expected communicative acts organised into roles. On top of that layer, another layer is constructed: the conversation layer. A conversation is a particular instance of a protocol or set of protocols, i.e. an ongoing sequence of messages exchanged between two or more agents.
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Figure 2: Coloured Petri Net incorporating conversation and policy level diagrams
The final, third layer is called the policy layer (see diagram in Figure 2 ). This is the layer which would, with other approaches, be left to the agent application to coordinate and not be included explicitly in the conversation modelling process. A conversation policy is a collection of rules and interaction specifications that guide a particular path or trajectory in a conversation space. Policies may be implemented simply by a set of rules, or, in more complex cases, they may have their own complex protocols that exist and change state in parallel with the immediate context of an ongoing conversation. Under these more complex circumstances, there might be a "policy-level interaction protocol" (another protocol, but at the policy level). It is under these conditions that we can benefit from having another modelling layer at the policy level, above that of the ordinary conversational modelling layer. The two layers can be joined together by representing them both as a coloured Petri Net.
SUMMARY
The micro-agent and supporting kernel implementations that we have developed makes it possible to design FIPA-based agent systems and also employ agent-based components for virtually all aspects of a software system, including finer-grained components that are not normally implemented in terms of agent constructs for reasons of efficiency. Opal also supplies an Agent Conversation Manager that incorporates the notion of higher-level "policies" for guiding and constraining agent interactions. We are continuing to add more services and functionality to the Opal agent framework and will make the source code publicly available in the near future.
