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Cílem této práce je vytvořit webovou aplikaci pro správu času, která by měla sloužit pře-
vážně uživatelům, kteří potřebují měřit čas strávený na svých činnostech. Aplikace je im-
plementována v jazyce PHP s použitím Nette Frameworku. Dále jsou využity technologie
MySQL a jQuery. Dokument popisuje kompletní vývojový cyklus aplikace od definice uni-
kátních vlastností až po implementaci a testování. Bude kladen důraz především na syste-
matický vývoj pomocí lean techniky. V závěru dokumentu jsou zhodnoceny výsledky práce
a nastíněn další postup vývoje aplikace.
Abstract
The goal of this work is to create web application for time management that would be
useful for users who need measure spend time on some activity. Application is implemented
in PHP language with use of Nette Framework library. Other technologies used are MySQL
and jQuery. This document describes complete development cycle from unique properties
to implementation and testing. Center of development is in systematic approach using lean
technique. There is summary of development and outline of next steps in conclusion.
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Snad každý někdy potřeboval zjistit, kolik času strávil na nějaké činnosti, ať už je to z
důvodu osobního rozvoje pro zpětné vyhodnocení využití času nebo pro zaznamenání času
stráveného v práci. Pro základní přehled o čase stačí hodinky. Toto řešení ale pro velkou
část případů nestačí a je tedy zapotřebí specializovaných aplikací pro správu času (anglicky
nazývané Time Tracker).
Osobně se podílím na vývoji různých webových projektů, kdy pro někoho pracuji a
potřebuji znát čas, který jsem na projektu strávil. Dříve jsem používal poznámkový blok a
hodiny. Toto řešení mi ale velmi rychle přestalo stačit a začal jsem používat volně dostupnou
desktop aplikaci Klok1. Protože ale pracuji na dvou počítačích a aplikace neměla žádnou
možnost synchronizace mezi více zařízeními, musel jsem zvolit jiné řešení. Zde přichází na
řadu online řešení. Využil jsem seznamu dostupných aplikací na stránce Wikipedia2. Bohužel
žádná aplikace nesplňovala mé požadavky – především jednoduchost ovládání. Toto pro mě
byla obrovská motivace vytvořit vlastní aplikaci, která by tyto požadavky splňovala.
Kapitola 2 se zabývá specifikací požadavků. Protože je aplikace vyvíjena technikou lean,
jsou všechny požadavky systému probírány s testovacími uživateli. . V kapitole 3 jsou ro-
zebrány použité technologie při implementaci aplikace. Vybrané technologie jsou vybrány
především v závisloti na předešlých zkušenostech. V kapitole 4 je popsán návrh systému na
základě specifikací. Je zde popsáno rozdělení aplikace na moduly, návrh adresářové struk-
tury, datového modelu a uživatelského rozhraní. Od kapitoly 5 začíná popis implementace
a popis konkrétních řešení jednotlivých částí aplikace. V kapitole 6 je popsáno nasazení
aplikace na produkčním serveru. Dále se zde nachází rozbor statistik používání systému







V této kapitole se budeme zabývat specifikací požadavků. Dále jsou zde shrnuty vlastnosti
ostatních dostupných aplikací a srovnám je s mojí aplikací. Požadavky vychází především
z mých zkušeností a potřeb.
Aplikace je vyvíjena technikou lean (podle knihy Running Lean [18]), která je silně
založena na vývoji s uživateli. Na začátku celého vývoje je potřeba stanovit hypotézy, které
se poté budou testovat. Tato etapa se nazývá Problem/Solution fit a je složena z těchto
kroků:
1. Definovat počáteční hypotézy. To znamená stanovit problémy1 a jejich řešení (u webo-
vých projektů nejlépe ve formě náčrtku uživatelského rozhraní).
2. Najít potenciální uživatele aplikace, tzv. Early Adopters. To jsou ti, kteří by v bu-
doucnu tuto aplikaci chtěli používat a jsou ochotni se podílet na vývoji.
3. Diskutovat hypotézy s uživateli. Zjistit, jak by si celou aplikaci představovali a poté
zhodnotit získané informace. Pokud mají uživatelé odlišný názor, je nutné hypotézy
upravit a provést tento krok znovu.
4. Pokud s hypotézami souhlasí většina uživatelů, je čas připravit demoverzi aplikace.
Ta bude obsahovat pouze ty nejzákladnější funkce, pro otestování jádra aplikace.
2.1 Cílová skupina uživatelů
Aplikace je zaměřená především na uživatele, kteří pracují na vlastní noze (anglicky tzv.
Freelancers). To jsou například živnostníci, kteří pro své klienty dělají zakázky. Potřebují
tedy takovou aplikaci, která by jim především poskytovala funkce jako správu klientů a
možnost vytvořit fakturu z uložených časových záznamů. To ale neznamená, že by se apli-
kace nedala používat pro jiné účely. Měla by sloužit i lidem, kteří si chtějí zpětně zhodnotit
využívání svého času.
2.2 Požadavky na aplikaci
V dnešní době je u webových aplikací kladen čím dál větší důraz na vzhled a jednoduchost.
Výsledná aplikace by tedy měla tyto požadavky splňovat. Její základní funkce by měly být
tyto:
1Tím je jsou myšleny funkce, vzhled, ovládání atd.
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• Jedna z nejdůležitějších funkcí je bezesporu správa časových záznamů. Časový záznam
by měl nést informace o tom, kdy činnost začala a jak dlouho trvala. Volitelně pak
další podrobnosti (např. na čem jsem zrovna pracoval). Ty by se měly dát vložit ručně
zadáním údajů nebo pomocí stopek.
• V systému bude možné vést informace o klientech, projektech a typech činností. Jed-
notlivé časové záznamy bude možné přiřadit ke konkrétnímu klientovi, projektu a
činnosti.
• Měl by poskytovat informace ve formě grafu nebo kalendáře pro přehled za určité
časové období. Dále pak souhrnné informace (např. celkový strávený čas), které se
budou vztahovat ke klientům, projektům, druhům činností a účtu.
• Z časových záznamů bude možné vytvořit přehled za určité časové období. Dále pak
bude možné vytvořit fakturu z časových záznamů, které jsou přiřazeny k danému
klientovi.
• Bude možné sdílet projekty s ostatními uživateli a vytvořit tak tým.
• V poslední řadě bude obsahovat podporu ve formě seznamu často kladených otázek
a kontaktního formuláře.
Konkrétní řešení těchto požadavků bude specifikováno po několika iteracích, kdy se s uži-
vateli testují hypotézy. Po této fázi bude možné vytvořit demoverzi aplikace.
2.3 Konkurenční systémy
V tomto odvětví je více jak 50 konkurenčních, jejich vlastnosti zde nebudeme rozebírat –
jejich vlastnosti lze nalézt v seznamu na Wikipedii2. Bohužel spousta z nich je složítá na
ovládání. Navíc většinou u nejzákladnější funkce – stopek, nutí uživatele vyplnit zdlouhavě
vyplňovat informace o projektu a činnosti, na které se bude časový záznam vázat.
2.4 Unikátní vlastnosti
Aby mělo význam aplikaci realizovat, musí být význačná unikátními vlastnostmi, kterými
se bude lišit od konkurenčních řešení. Při současném zaplnění webovém trhu je velice těžké
tyto vlastnosti najít.
2.4.1 Značkovací systém
Nejzajímavější vlastností aplikace je způsob zadávání časových záznamů a jejich způsob
přiřazování ke klientům, projektům a typům činností. Systém je inspirován aplikací Twit-
ter3, kdy se jednotlivé příspěvky značkují pomocí speciálních slov začínající znaky # a @.
Takový příspěvek v aplikaci Twitter může vypadat následovně:




V tomto příkladu se pomocí značky @rcooo specifikuje uživatel, který má s příspěvkem něco
společného. Zpravidla se tato značka používá, když se reaguje na příspěvek jiného uživatele
nebo když je potřeba ho označit v souvislosti s textem (výše uvedený příklad).
Pomocí značek #bachelorthesis a #vut se příspěvek kategorizuje. Konkrétně se přiřadí
do kategorie týkající se bakalářských prací a Vysokého učení technického v Brně.
Podobného značkovacího systému je využito i v této práci. Časové záznamy se tedy do
systému zadávat ve formě textu, který může být označkován a tím je možné záznam přiřadit
do určité kategorie.
Jsou definovány 3 typy značek:
• @someClient slouží k přiřazení časového záznamu ke konkrétnímu klientovi
• #someProject slouží k přiřazení časového záznamu ke konkrétnímu projektu
• &someActivity slouží k přiřazení časového záznamu k druhu činnosti
Příklad takového časového záznamu:
Performance improvements in rendering core #renderer &programming
Tento text popisuje, že záznam patří k projektu renderer, jednalo se o programování a byly
prováděny výkonnostní optimalizace. Značky zároveň také časový záznam kategorizují k
danému projektu a činnosti.
2.4.2 Časovač
Velice důležitým prvkem aplikace je časovač. Ten umožňuje měřit čas strávený na nějaké
činnosti a následně tento záznam uchovat v systému. Díky použití značkování bude časovač
reprezentován vstupním polem, kam bude možné vepsat text popisující právě prováděnou
činnost. Text může obsahovat libovolné značky a při vepsání počátečního znaku značky
(tj. znaky @, #, &) bude dostupné automatické doplňování značky pro efektivnější práci s
časovačem.
Pro ovládání budou přítomny tlačítka start a stop pro spuštění a zastavení časovače.
Pokud bude časovač spuštěn, bude zobrazena informace o tom, jak dlouho již běží.
2.4.3 Sdílení přehledů
Vytvořené přehledy bude možné zpřístupnit přes unikátní webovou adresu. Takové přehledy
bude možné zpřístupnit komukoli, kdo má přístup k Internetu. Stačí, když bude znát přes-
nou webovou adresu přehledu. Tato funkce bude vhodná především pro vykazování odpra-
covaných hodin.
Přehled bude zabezpečen volitelným heslem, aby se zabránil přístup nepovolaným oso-
bám při případném uhodnutí unikátní adresy.
2.5 Testování hypotéz s uživateli
V této kapitole se budeme zabývat konkrétním řešením konkrétních problémů. Protože je
aplikace vyvíjená pomocí lean techniky, je v této fázi potřeba s uživateli testovat hypotézy.
Díky tomuto přístupu se došlo k mnoha zajímavým nápadům. Postup byl znázorněn v
kapitole 2.
5
V této části je nejdůležitější najít nejlépe pár desítek zaujatých uživatelů, se kterými
bude možné aplikaci vyvíjet a testovat. Pomocí vstupního formuláře se k testování přihlá-
silo 14 uživatelů, ale polovina z nich se poté nechtěla na vývoji podílet. Bohužel s velice
omezeným rozpočtem nelze testovací uživatele dostatečně motivovat. Aktivně se tedy na
vývoji podílelo 7 uživatelů (především mí kamarádi), kteří by rádi v budoucnu tuto aplikaci
využívali.
2.5.1 Průběh testování
V prvních fázích byli uživatelé osloveni formou dotazníků. Otázky se týkaly především
vzhledu a základních funkcí. Následující seznam obsahuje nejčastější odpovědi:
• Aplikace by měla být co nejjednodušší a mít přehledné ovládání.
• Mít možnost rychle spustit a zastavit časovač.
• Zobrazení souhrnných informací (celkový počet zaznamenaných hodin atd.) o účtu na
hlavní straně aplikace.
• Možnost zobrazení grafu nebo kalendáře za určité časové období.
• Rychlé vyhledávání časových záznamů na základě značek nebo klíčových slov.
Bylo by tedy velice důležité se na tyto části zaměřit a optimalizovat je. Po získání těchto
informací je možné vypracovat prvotní návrhy vzhledu aplikace ve formě náčrtků4, kdy
jsou jednotlivé ovládací prvky reprezentovány pouze pomocí černých obdélníků. Na obrázku
Obrázek 2.1: Prvotní návrh hlavní strany aplikace.
2.1 je znázorněn prvotní návrh hlavní strany aplikace. V horní části se zleva nachází logo
aplikace, vstupní pole časovače a informace spojené s účtem. Pod hlavním navigačním menu
se nachází obsah stránky. Ta obsahuje souhrnné informace o účtu a seznam posledních
uložených časových záznamů.
V dalším kroku již dotazování uživatelů neprobíhalo formou formuláře, ale osobním
setkáním. Rozhovory byly vedeny neformálním způsobem. Na schůzkách bylo probíráno:
• Požadavky na funkce aplikace.
4anglicky Wireframes
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• Aktuální návrh uživatelského rozhraní.
• Způsob realizace funkcí a interakce uživatelského rozraní.
Po každém rozhovoru byly poznamenány a zhodnoceny názory a případně upraveny hypo-
tézy a návrhy. Tento krok se opakuje dokud se názory uživatelů neustálí. Při vývoji této
aplikace byl tento krok třikrát zopakován. Pak vznikl návrh demoverze aplikace, který bude




Jádrem tohoto projektu je PHP framework Nette. Proto se v této kapitolo budu věno-
vat rozsáhleji tomuto frameworku, kdy popíši jeho klíčové vlastnosti. Dále pak zde budou
rozebrány další použité technologie a knihovny.
3.1 Serverová část
Serverová část je implementována v jazyce PHP 5 a MySQL. Tyto technologie by měly
poskytovat především funkce pro správu databáze a zpracování požadavků od klienta.
3.1.1 PHP 5
PHP (PHP: Hypertext Preprocessor) je hojně používaný skriptovací jazyk [11], který je
využíván hlavně k vytváření dynamických webových stránek. Jedná se o technologii běžící
na serveru, kdy klient zašle požadavek na server (ve formě URL), na kterém se spustí PHP
skript a jeho výstup odešle zpět klientovi. Formát výstupu bývá většinou ve značkovacím
jazyce HTML, který webové prohlížeče dokáží zpracovat.
3.1.2 MySQL
MySQL [3] je běžně používaný multiplatformní databázový systém. Komunikace probíhá
formou dotazování v dialektu jazyka SQL. Do MySQL lze ukládat různá data (texty, ob-
rázky atd.), s nimiž lze dále jednoduše pracovat (třídit, řadit, filtrovat apod.). Nabízí různé
úložné enginy a v tomto projektu je použit engine InnoDB, který podporuje zpracování
transakcí a cizí klíče. Díky tomu lze lépe zabezpečit integritu dat v databázi. Nejčastěji
se MySQL používá ve spojení s jazykem PHP, které umožňuje přístup k uloženým datům.
Každá databáze v MySQL obsahuje tabulky, každá tabulka má sloupce a řádky – v každém
řádku jsou záznamy předem určeného typu.
3.1.3 NotORM
NotORM [17] je knihovna pro jednodušší a efektivnější práci s databází. Snaží se především
nahradit složité spojování tabulek na více jednodušších dotazů a tím ve výsledku zrychlit
celý dotaz. Na druhou stranu omezuje vícenásobné pokládání dotazů stejného typu. Na-
bízí i velice jednoduché rozhranní pri práci s vazbami mezi tabulkami. Tyto funkce jsou
demonstrovány na následujícím příkladu, který má za úkol vypsat všechny klienty a jejich
projekty.
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foreach($db->clients() as $client) \{
echo $client[’name’]."\n";




Výsledkem jsou následující dotazy:
SELECT id, name FROM clients;
SELECT id, client_id, name FROM projects WHERE (client_id IN (’1’, ’2’));
V porovnání s následujícím, nejjednodušším a bohužel dnes ještě běžně používaném
způsobem, je při využití této knihovny výrazně redukován počet dotazů do databáze. Čistě
hypoteticky, pokud by byli v databázi 2 klienti a každý by měl 10 projektů, pak by při
použítí knihovny NotORM bylo položeno 2 ∗ 1 = 2 dotazů. V druhém případě by bylo
položeno 2 ∗ 10 = 20 dotazů, což je 20 krát více.
foreach(mysql_fetch_all(’SELECT * FROM clients;’) as $client) \{
echo $client[’name’]."\n";
$query = ’SELECT * FROM projects WHERE client_id = ’ . $client[’id’];





Technologe klientské části se starají především o zobrazení a interakci uživatelského roz-
hranní (GUI - Graphics User Interface) s uživatelem. Běžně používané technologie pro
webové stránky jsou HTML, CSS a JavaScript, které jsou požity i v tomto projektu a jsou
rozebrány v dalších částech zprávy.
3.2.1 HTML 5
HTML (HyperText Markup Language) je značkovací jazyk [6] pro popis webových stránek.
Jazyk je složen z množiny značek popisující (strukturálně i sémanticky) jednotlivé prvky
stránky. Nová verze HTML 5 [5] s sebou přináší spousty nových vlastností, tagů a sémantiky,
ale i oﬄine webové aplikace, podporu audia a videa bez použití flashe a dalších ovládacích
modulů, také microdata, která slouží k sémantickému popisování dat a samozřejmě další
novinky. Běžně používané nové značky jsou header, footer, nav, article, section. Další
novou značkou je canvas, která plní funkci grafického plátna, do kterého je možné za pomoci
JavaScriptu vykreslovat jakékoli prvky (obrázky, křivky aj.).
3.2.2 CSS 3
CSS (Cascading Style Sheets) je deklarativní jazyk [14] pro popis způsobu (nebo také stylu)
zobrazení prvků na webové stránce. Jednotlivé styly se skládají ze selektoru a bloku deklarcí.
Selektor umožnuje vybírat konkrétní elementy HTML stránky, na které chceme aplikovat
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daný styl. Blok deklarací obsahuje atributy, které reprezentují daný styl (velikost písma,
barva pozadí, aj.). V projektu je využito CSS verze 3 [1], která přináší nové atributy, jako
je zaoblení rohů, stínování nebo gradientní pozadí. Přináší ale i další vlastnosti jako jsou
animace, díky kterým lze jednoduše vytvářet pohyblivé uživatelské rozhraní. Není pro to
tedy nutné pro animace využívat pomalejší JavaScript.
3.2.3 JavaScript
JavaScript [15] je objektově orientovaný programovací jazyk používaný převážne pro ovlá-
dání uživatelského rozhraní na straně klienta. Skript napsaný v tomto jazyce je přenesen
spolu s obsahem HTML stránky, který je poté na straně klienta vykonán. Části kódu se
většinou spusti při vyvolání události jako například kliknutí na tlačítko. Díky JavaScriptu
je možné využít techniku AJAX (Asynchronous JavaScript and XML) kdy je možné na
pozadí stránky zaslat požadavek na server aniž by o tom uživatel věděl. Díky tomu není
pro překreslení stránky potřeba opětovně přenášet celou stránku, ale pouze část stránky,
která je potřeba překreslit.
V tomto projektu jsou využity JavaScript knihovny jQuery [7] a jQuery UI, které po-
skytují sadu předdefinovaných funkcí pro snazší manipulaci s prvky stránky jako například:
• Možnost pomocí selektorů aplikovat předdefinové funkce pouze na určenou množinu
HTML elementů.
• Podpora AJAX techniky
• Jednoduchá realizace animací
• Podpora událostí (kliknutí, změna obsahu, pohyb myši, . . . )
• Možnost vytvořit znovupoužitelné komponenty
3.3 Nette Framework
Nette Framework [19] je knihovna, která nabízí velké množství funkcí pro vytváření mo-
derních webových aplikací. Její základ je postaven na architektuře MVP (Model View Pre-
senter), kdy je aplikace rozdělena na tři samostatné části, které mezi sebou komunikují
(Obrázek 3.1):
• Model zastřešuje veškerou funkční logiku aplikace. Příjmá požadavky přes pevně dané
rozhraní, na základě který mění svůj vnitřní stav, reprezentovaný například daty v
databázi. Model neví o existenci žádné jiné vrstvy MPV.
• View se stará o zobrazení výsledku požadavku. V této vrstvě je většinou použit šab-
lonovací systém, který se stará o generování výstupu.
• Presenter je objekt, který zpracovává požadavek přeložený routerem z HTTP poža-
davku a vygeneruje odpověď. Odpovědí může být HTML stránka, obrázek, XML
dokument, soubor na disku, JSON, přesměrování atd.
V Nette Frameworku musí být všechny presentery potomkem třídy Presenter. Podle




Obrázek 3.1: Návrhový vzor Model View Presenter.
Aplikaci je možné členit do modulů. Modul představuje v Nette Framework balíček
presenterů a šablon, případně i komponent a modelů, které dodávají presenteru data. Je to
tedy určitá logická část aplikace.
Velice důležitou částí je také zaváděcí skript (tzv. bootstrap), který je vstupním bodem
celé aplikace. Tento skript se stará hlavně o:
• Inicializace připojení k databázi.
• Definice URL routeru, který se stará o překlad URL požadavku na volání akce urči-
tého presenteru. Například URL adresa www.trackito.com/app/clients/5/detail
je přeložena na modul App, presenter ClientsPresenter a je zavolána jeho me-
toda detail s parametrem id nastaveným na hodnotu 5. Lze také definovat aliasy
adres, například adresa www.trackito.com/sign-in by bez vytvoření aliasu byla
přeložena na modul Front, presenter SignInPresenter a byla by zavolána metoda
default. Díky aliasu je možné změnit implicitní překlad této adresy na presenter
AuthPresenter a metodu signIn.
3.3.1 URL router
Routování je obousměrné překládání mezi URL a akcí presenteru. Obousměrné znamená,
že z URL lze odvodit akci presenteru, ale také obráceně k akci vygenerovat odpovídající
URL. Routování představuje samostatnou vrstvu aplikace [10].
3.3.2 Dependency Injection
Podstatou Dependency Injection (DI) je odebrat třídám zodpovědnost za získávání objektů,
které potřebují ke své činnosti (tzv. služeb) a místo toho jim služby předávat při vytváření
[9]. Hlavní výhodou je možnost jakékoli službě
”
podstrčit“ jiný objekt tím, že při jejím vy-
tváření se do parametru konstruktoru vloží jiný objekt. Toto je vhodné hlavně při testování,
kdy je často potřeba takto vyměnit objekt se kterým služba bude pracovat.
Všechny služby jsou definovány v konfiguračním soubor config.ini ve formátu NEON1.
Zde jsou umístěny většinou také tyto informace:
• Přihlašovací údaje k databázi
• Registrace všech služeb aplikace
1http://ne-on.org/
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• Nastavení konfiguračních proměnných
3.3.3 Šablonovací systém Latte
Framework Nette poskytuje velice jednoduchý a efektivní šablonovací systém Latte [8]. Vel-
kou výhodou je, že Latte vypisované proměnné automaticky escapuje. Vypsání proměnné
vyžaduje escapování, tj. převedení znaků mající v HTML speciální význam na jiné od-
povídající sekvence. Opomenutí by vedlo ke vzniku závažné bezpečnostní díry Cross Site
Scripting (XSS) [13].
Protože v různých dokumentech a na různých místech stránky se používají jiné escapo-
vací funkce, disponuje Latte zcela unikátní technologií Context-Aware Escaping [16], která
rozezná, ve které části dokumentu se makro nachází a podle toho zvolí správné escapování.
Latte makra2 jsou po speciální bloky kódu začínající { a končící }. Mezi nejzákladnější
makra patří například:
• vypsání proměnné {$variable}
• vytváření odkazů {link Module:Presenter:action}
• funkční bloky podobné PHP {if $condition}something{/if}, {foreach} apod.
Pomocí těchto maker lze v šablonách vytvářet jednoduchou logiku – na základě podmínky
zobrazit obsah, vypsat pole hodnot apod.
Další částí Latte jsou helpery3. Těmi se obvykle rozumí funkce, které pomáhá upravit
nebo přeformátovat data do výsledné podoby. {$text|truncate:50} je příklad použití
helperu na vypsání pouze prvních 50 znaků textové proměnné.
2Všechna makra lze nalézt na http://doc.nette.org/cs/default-macros





Na základě specifikací byl vytvořen návrh aplikace. Do návrhu patří diagram případů užití,
Entity Relationship diagram, uživatelského rozhraní a dalších částí systému.
4.1 Připady užití
Diagram případů užití se používá k popisu chování systému z hlediska uživatele a zachycuje,







































Obrázek 4.1: Případy užití.
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4.2 Moduly
Celá aplikace je rozdělena do tří samostatných modulů. Každý z nich má jiný účel.
Front Module reprezentuje vstupní část aplikace. Tuto část uvidí návštěvníci, kteří při-
cházejí na stránky poprvé a má za úkol prezentovat funkce aplikace a ”nalákat”uživatele,
aby si registrovali účet a začali aplikaci používat. Zde je velice důležité stránky op-
timalizovat pro vyhledavače, tzv. SEO (Search Engine Optimization). Pokud jsou
stránky dobře optimalizovány, může to značně napomoci zvýšit počet nově příchozích
uživatelů. Nabízí se zde i využití AB testování (tato metoda a implementace bude
popsána níže).
App Module reprezentuje nejdůležitější část a tou je samotná aplikace, která je přístupná
pouze registrovaným uživatelům. Tato část je vyvíjena a testována s uživateli.
Back Module slouží k zobrazování statistik systému. Těmi může být např. počet registrací
za den, sledování pohybu uživatelů nebo průměrná doba strávená v systému. Některé
tyto statistiky budou zobrazeny v kapitole 6. Dále bude zobrazovat výstupní data z
AB testování, konkrétně například konverzní poměr 1.
Každý modul obsahuje BasePresenter, který obsahuje základní funkčnost všech pre-
senterů v daném modulu. Kompletní hierarchie presenterů je znázorněna na obrázku 4.2
4.3 ER diagram
Na základě specifikací aplikace byl sestaven ER (Entity Relationship) diagram v jazyce
UML. Výsledný diagram zobrazený na obrázku 4.3 obsahuje 12 entitních množin. Každá
entitní množina obsahuje atributy a kandidátní klíče, z čehož právě jeden z nich je celočíselný
primární klíč s názvem id. Všechny atributy jsou zobrazeny až v databázovém modelu na
obrázku 4.4.
Návrh na obrázku 4.4 pokrývá všechny základní potřeby aplikace – především možnost
v systému uložit informace o účtech, klientech, projektech a časových záznamech. Dále pak
uložení informací pro další funkce aplikace jako jsou přehledy, faktury a statistiky systému.
Pro jednodušší manipulaci s databází je zavedena anglická jmenná konvence pro názvy
tabulek a cizích klíču. Tabulky jsou pojmenovány podstatným jménem v množném čísle
(příklad tabulka accounts). Cizí klíče jsou pojmenovány jednotným číslem odkazované
tabulky s příponou _id (příklad account_id).
accounts obsahuje informace o registrovaných uživatelích v aplikaci. Kandidátním klíčem
je zde email, který musí být unikátní v celé entitní množině. Dále obsahuje informace
o typu účtu, jaký uživatel používá, datum registrace, čas poslední aktivity v aplikaci
a další informace o nastavení účtu.
accounts projects uchovává informace o projektech, které jsou sdílené jiným účtům.
clients obsahuje informace o značkách klientů. Atributy jsou název klienta, značka a kon-
taktní údaje klienta.
1Konverzní poměr, často označovaný jako míra konverze, označuje statistickou pravděpodobnost, že se z






















Obrázek 4.2: Hieararchie presenterů.
projects obsahuje informace o značkách projektů. Atributy jsou název projektu, značka a
volitelná hodinová sazba projektu.
activitys obsahuje informace o značkách typů činností. Atributy jsou název činnosti a
značka.
times zde jsou uloženy informace o všech časových záznamech činností. Atributy time_from
a time_to určují časový rozsah záznamu. Dále je zde atribut text obsahující popis
časového záznamu včetně přeložených značek (překlad značek je popsán v sekci 5.2).
V poslední řadě je zde boolovský atribut billable, který udává, zda je u časového
záznamu možné vypočítat z hodinové sazby jeho hodnotu.
reports představuje soubor reprezentující uložené přehledy určené titulkem, filtrovacím
kritériem, časovým rozsahem, doplňujícím textem a jednotlivé úrovně definující de-
tailnost přehledu. Dále pak volitelně unikátní řetězec, který je použit k přímému








































blog_post stats log test
Obrázek 4.3: ER diagram.
invoces reprezentuje faktury. Jednotlivé faktury nesou povinné informace vymezené ze
zákona. K faktuře může být přiřazen i přehled, který popisuje detailněji jednotlivé
položky na faktuře.
invoces items obsahuje jednotlivé položky faktury. Každá položka je reprezentována jejím
názvem, popisem, počtem jednotek, cenou za jednotku a celkovou cenu za položku.
Jednotky jsou zpravidla hodiny. Cena může být i záporná, pokud se jedná o paušální
slevu.
logs obsahuje informace o pohybu uživatelů po aplikaci. Každý záznam je definován časem
záznamu, IP adresou, typem a dodačnou informací.
tests je pomocná struktura pro AB testování, ve které je uložen název testu, IP adresa
návštěvníka, náhodně vybraná varianta testu a zda byl test úspěšný.
blog posts zde jsou uloženy veškeré články blogu, který je umístěn úvodní stránce apli-
kace.
stats reprezentuje denní statistiky veškeré činnosti uživatelů.
4.4 Adresářová struktura
Adresářová struktura vychází z doporučení dokumentace Nette Frameworku2. Díky tomu
je možné rozdělit zdrojové kódy do logických celků:
2http://doc.nette.org/cs/presenters
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application/ všechny zdrojové kódy aplikace
AppModule/ zdrojové kódy App modulu
components/ komponenty modulu
presenters/ presentery modulu
templates/ latte šablony modulu
BackModule/ zdrojové kódy Back modulu
FrontModule/ zdrojové kódy Front modulu
models/ společné modely všech modulů
presenters/ společné presentery všech modulů
services/ služby aplikace
templates základní latte šablony (především pro chybové stavy)
libraries/ knihovny třetích stran
Core/
Nette/ Nette Framework
Nette-minified/ kompresovaná verze Nette Framework
NotORM/ knihovna pro práci s databází
logs/ logování chybových stavů
session/
tmp/
www/ kořenový adresář, přistupný z webu
fonts/ písma
images/ obrázky
js/ klientské zdrojové kódy v jazyce JavaScript
styles/ CSS styly
Adresář www je zároveň kořenovým adresářem webového serveru. V tomto adresáři se
nacházejí všechny soubory, které musí být přístupné z webu. To jsou hlavně obrázky použité
v aplikaci, veškeré JavaScript skripty, CSS styly atd. Tento adresář obsahuje také soubor
index.php, který je vstupním bodem do aplikace.
4.5 Uživatelské rozhraní
Jedním z velice důležitých parametrů v dnešní době je jednoduchost ovládání a vzhled
produktu. Lidé se v dnešní době nechtějí učit ovládat složité systémy a ztrácet tak drahocený
čas, který by mohli využít efektivněji. Díky nejnovějším technologiím, je možné jednoduše
vytvořit poutavé a interaktivní uživatelské rozhraní. Mohou za to především některé nové
vlastnosti HTML 5, CSS 3 a funkce knihovny jQuery.
Aplikace tedy klade důraz především na jednoduchost uživatelského rozhraní. Tento
parametr navíc většina konkurenčních systémů postrádá a snaží se pouze nabídnout spoustu
funkcí bez ohledu na to, jak bude aplikace prezentována.
V této části je důležité především to, jak bude aplikace vypadat. Myslí se tím umístění
jednotlivých ovládacích a zobrazovacích prvků na jednotlivých stránkách a jejich design.
Po komunikaci s potenciálními uživateli bylo možné navrhnout prvotní vzhled ve formě
náčrtků, který by měl pokrývat jejich představy o uživatelském rozhraní. Tato forma ale
ještě nepopisuje, jak konkrétně prvky budou vypadat. K tomu je nutné vytvořit detailnější
návrh pomocí pokročilejších grafických nástrojů, kdy je možné do návrhů zanést informace
o typu použitého písma a jeho barvy, barvy pozadí, a jiných parametrů.
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Tato kapitola se zabývá implementací aplikace. Je zde detailně popsán způsob realizace
jednotlivých částí od přihlašování uživatelů po vytváření a ukládání faktur.
5.1 Autentizace
O většinu autentizačního procesu se stará knihovna Nette, která nabízí sadu tříd, starající
se o přihlašování uživatelů a správu informací o přihlášeném uživateli v session. V aplikaci
jsou dva přihlašovací mechanizmy:
1. Pro přihlašování registrovaných uživatelů do modulu App. Přihlašování a registraci
uživatelů poskytuje presenter AuthPresenter. Všechny přihlašovací informace uži-
vatelů jsou uloženy v databázi v tabulce accounts, konkrétně ve sloupcích email a
password. Hesla ve sloupci password nejsou z bezpečnostních důvodů uložena přímo,
ale jsou převedeny hašovací funkcí sha1. Tím se do jisté míry zamezí neoprávněnému
přístupu k heslům uživatelů.
Dalším bezpečnostním prvkem je použití tzv. soli, která je před převedením hašovací
funkcí připojena k heslu. Pokud by se tedy někdo neoprávněně dostal k databází
ztíží to použití rainbow tables, kdy i po zpětném rozluštěním útočník nezíská pravé
heslo. Všechny tyto přihlašovací akce obstarává vlastní třída Authenticator, která
postupuje následujícím způsobem.
I. Uživatel zadá přihlašovací údaje a odešle přihlašovací formulář.
II. Podle vyplněného e-mailu se z databáze z tabulky accounts vybere řádek s
tímto e-mailem.
III. Pokud účet neexistuje, informuj uživatele o špatně zadaných přihlašovacích úda-
jích a přihlašovací proces končí.
IV. Spoj vyplněné heslo se solí a aplikuj hešovací funkci sha1. Její výsledek porovnej
s heslem, které je uložené v databázi.
V. Pokud se heše neshodují, informuj uživatele o špatně zadaných přihlašovacích
údajích a přihlašovací proces končí.
VI. Vytvoř objekt třídy Identity, reprezentující přihlášeného uživatele.
Tento způsob uložení hesla znemožňuje zaslání zapomenutého hesla zpět uživateli.
Pokud tedy uživatel zapomene heslo, je nutné vygenerovat nové. To je poté zasláno
uživateli e-mailem a pomocí hašovací funkce uloženo do databáze.
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V poslední řadě by bylo velice vhodné pro přihlašování uživatelů použít zabezpeční
přenosu pomocí SSL (Secure Sockets Layer). Díky tomu by se celá komunikace mezi
serverem a klientem šifrovala a útočník by neměl možnost odposlechnout heslo ode-
slané při přihlášení. Momentální webhosting tuto technologii bohužel nepodporuje.
2. Pro přihlašování do modulu Back. Protože do této části aplikace přistupuje pouze ad-
ministrátor, je použito jednoduché přihlašování s pevně přiděleným uživatelským jmé-
nem a heslem. Pro tento účel je ideální třída Nette knihovny SimpleAuthenticator,
která obsluje přihlašování s pevně danými přihlašovacími údaji.
5.2 Uložení časových záznamů v databázi
Jedním z hlavních atributů časového záznamu je jeho textová reprezentace, která může
obsahovat značky začínající na @, # a &. Zde jsou dva problémy, které by nastaly při uložení
celého textu bez žádného dodatečného zpracování:
1. Chceme, aby se po kliknutí na značku bylo možné dostat na detailní informace od
značce. Odkaz by měl také obsahovat atribut title 1, obsahující název tagu (příklad
značka #bp má název Bakalářkská Práce).
2. Pukud značku přejmenujeme, text všech časových záznamů obsahující tuto značku by
se musel aktualizovat, aby se do něj promítl nový název značky. Pokud bychom takto
měli aktualizovat tisíce záznamů, byla by to přiliš veliká zátěz na databázový server.
Proto je nutné text zpracovat. Při vkládání záznamu do databáze se značky v textu nahradí
jejimi id v této podobě:
Some #hashTag text -> Some #{123} text
Jak je vidět, tímto jsme se zbavili závislosti na názvu značky. Pomocí id jsme závislost na
daný záznam značky – díky tomu je možné jakékoli atributy značky měnit, aniž by bylo
nutné měnit i texty časových záznamů.
Při tomto převodu je také nutné nutné vytvořit vazbu na danou značku pomocí cizího
klíče. V tabulce accounts jsou pro tento účel vytvořeny sloupce project_id, client_id,
activity_id (vazba 1:n – každý časový záznam může obsahovat pouze jednu značku).
Pokud se tedy v textu vyskytují značky, datový model vyplní i příšlušné sloupce.
V aplikaci se tyto texty často vypisují a je nutné je převést zpět na původní reprezen-
taci. Dále je také nutné ze značky vytvořit odkaz vedoucí na její detail. Pro tyto účely je
vytvořena třída pro kešování značek.
5.2.1 Kešování značek
Protože je text obsahující značky převeden do podoby, kdy je značka nahrazena jejím id, je
v aplikaci velice často potřeba získávat další atributy značky (id, značku, název a u projektů
hodinovou sazbu). Nejjednodušším způsobem je před každým převodem získat požadovaný
atribut z databáze. Pokud by se tedy na stránce vypsalo sto časových záznamů, každá by
obsahovala jednu značku, bylo by nutné pro převod všech značek z jejich databázového
formátu položit do databáze 100 dotazů. Tento extrémní případ se může zjednodušit –
pokud byla značka již načtena, uloží se připravené lookup tabulky na aplikační úrovni a při
1Po najetí kurzorem se otevře popisek odkazu.
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dalším požadavku se již použije tato tabulka. Tímto se zredukuje počet dotazů do databáze
na počet značek účtu.
Nejlepším způsobem je načíst všechny informace o značkách účtu (klienti, projekty a
typy činnosti) najednou – při spuštění aplikace. Při dalším požadavku již nebude nutné
používat databázi a pro zjištění dalších informací se použijí pouze lookup tabulky. Dalším
vylepšením je použít tzv. lazy loading, kdy se informace o značkách nenačítají z databáze
vždy při spuštění aplikace, ale dotaz do databáze se položí až při prvním požadavku. O
všechny tyto akce se stará služba tagsCache. Pro další zrychlení je možné využít serverových
kešovacích technologií jako je Memcached.
5.3 Důležité komponenty
Díky Nette knihovně je možné aplikaci rozdělit do samostatných komponent. Díky tomu
není nutné implementovat stejné částí stránek na více místech, ale lze vytvořit komponentu,
kterou snadno vložit do šablony. Základem všech komponent je Nette třída Control, která
zajišťuje základní funkčnost všech komponent.
5.3.1 Stopky
Protože by stopky měly být interaktivní, je jejich ovládání implementováno v jazyce Ja-
vaScript. Díky tomu je možné stopky spustit a zastavit, aniž by se musela překreslovat
stránka. Na obrázku 5.1 jsou vidět jednotlivé stavy stopek. První stav jsou neběžící stopky.
V druhém stavu se právě vepisuje text (popis činnosti se značkami) časového záznamu.
Třetí pak reprezentuje spuštěné stopky, které navíc zobrazují jejich dobu běhu. V tomto
stavu je také možné upravovat za běhu text časového záznamu. Mezi těmito stavy je možné
přecházet pomocí zmáčknutí klávesy enter nebo kliknutím na ovládací prvky stopek. Při za-
stavení stopek se překreslí všechny komponenty, které jsou závislé na časových záznamech.
Všechny akce zasílají AJAX požadavek, který na serveru vkládají resp. aktualizují záznam
v tabulce times. U klienta je mezitím provedena animace ovládacích prvků pro přechod
mezi těmito stavy.
Obrázek 5.1: Vzhled stopek.
Textové pole stopek při vepsání znaků #, @ nebo & začne automaticky našeptávat značky
pomocí rozbalovacího menu. Všechny značky, které se našeptávájí se po zobrazení stránky
načtou pomocí AJAX požadavku. Po vepsání dalších znaků se výběr našeptávání zužuje.
Jádrem této funkcionality je jQuery UI knihovna autocomplete.
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5.3.2 Seznam časových záznamů
Tato komponenta má za úkol zobrazovat časové záznamy. Umožňuje také jednodoché fil-
trování zobrazených záznamů. K tomu slouží textové pole vpravo nahoře na obrázku 5.2,
do kterého je možné vepsat text. Po zadaní textu je s určitým zpožděním spuštěn AJAX
požadavek, který zajistí vykreslení vyfiltrovaných časových záznamú obsahující zadaný text.
Komponenta zobrazuje určitý počet záznamů, které řadí do jednotlivých dnů. Další
záznamy se zobrazí po dosažení konce stránky, kdy je vyvolán AJAX požadavek pro získání
dalších záznamů – ty se přidají na konec aktuálního seznamu. Tato technika se nazývá
infinite scroll, tedy něco jako nekonečné rolování.
Každý záznam obsahuje text se značkami, které jsou zvýrazněny a jejich odkaz vede na
detail značky. Dále pak obsahuje informace o délce záznamu a ovládácí prvky pro editaci
záznamu a opětovné spuštění stopek, kterým je možné pokračovat na daném záznamu.
Obrázek 5.2: Vzhled seznamu časových záznamů.
V aplikaci je možné sdílet projekty mezi účty. Pokud jiný uživatel vytvoři časový zá-
znam, který se váže na sdílený projekt, zobrazí se u položky seznamu další informace o tom,
který uživatel záznam vytvořil.
5.3.3 Grafické zobrazení
Pro vykreslení grafu je využit HTML5 element canvas. Za použití knihovny KinectJS, je
velice snadné vykreslovat čáry, tvary, text nebo obrázky do oblasti vyhrazené elementem
canvas. Nabízí také podporu událostí při pohybu myší přes vykreslené objekty. Toho je
využito pro zvýraznění os dnů a zobrazení detailních informací o daném dni, nad kterým
se zrovna nachází kurzor. Při načtení stránky tato komponenta vyvolá AJAX požadavek















První úroveň reprezentuje jednotlivá data, ve kterých byl vytvořen nějaký časový zá-
znam. Druhá úroveň reprezentuje součet trvání (v sekundách) časových záznamů, které
nesly danou značku. Po získání těchto dat, je možné data zpracovat a vykreslit graf. Celý
graf je složen z více jednoduchých grafů, které jsou vykresleny přes sebe. Je to v podstatě
typ sloupcového grafu, kdy jsou sousední sloupce propojeny. Výsledný graf je zobrazen na
obrázku 5.3. Na obrázku 5.4 je pro porovnání zobrazen klasický sloupcový graf. Všechny
tyto vlastnosti a akce jsou zapouzdřeny do jQuery UI pluginu graph.
Obrázek 5.3: Vzhled výsledného grafu.
Obrázek 5.4: Běžný sloupcový graf.
5.4 Zajímavé části aplikace
V této části rozebereme implementaci některých dalších částí aplikace.
5.4.1 Vytváření přehledů
Pro vytvoření přehledu je nutné znát, z jakých dat se má vytvořit. K tomu slouží formulář
pro vytvoření přehledu. Obsahuje textové pole pro vložení časového rozsahu, filtrování a
volby úrovní přehledu. Ten může mít zatím maximálně 3 úrovně těchto typů – název pro-
jektu, název klienta, fakturovatelné, den, týden, časový záznam. Je tedy možné vytvořit
přehled, který na první úrovni bude obsahovat názvy klientů. Na druhé úrovni názvy pro-
jektů těchto klientů a podobně. Tímto členěním se vytvoři stromová struktura, kde každý
uzel nese informaci o jeho názvu (název klienta, název projektu. . . ), součtu trvání a ceny
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všech jeho poduzlů. Kořen této stromové struktury tedy nese informaci o celkové sumě
všech položek přehledu.
Po vyplnění polí ve formuláři se z databáze vyberou všechny časové záznam, které
vyhovují zadaným údajům. Z těchto záznamů se poté vyberou pouze sloupce, které byly
zvoleny úrovněmi a vytvoří se pomocná struktura. V příkladu 5.5 byly zvoleny úrovně název
klienta a název projektu.
array(
array(
’key’ => array(’Me’, ’Trackito.com), ’duration’ => 3600
),
array(
’key’ => array(’Me’, ’Trackito.com), ’duration’ => 8000
),
array(
’key’ => array(’School’, ’Typografie), ’duration’ => 5000
),
array(
’key’ => array(’Me’, ’Eating), ’duration’ => 300
)
)
Obrázek 5.5: Příklad pomocné struktury přehledu vytvořené z vyfiltrovaných časových zá-
znamů.
Z této struktury je možné vytvořit stromovou strukturu, kde hodnoty klíče key je cesta
k listu (ten reprezentuje vždy jeden časový záznam) a klíč duration je délka trvání tohoto
záznamu. Díky tomu, že známe trvání všech listů ve stromu, je možné postupně vypočítat
trvání i v uzlech tím, že projdeme všechny jejich poduzly a sečteme jejich trvání. O všechny
tyto záležitosti se starají třídy Reports a Item, kde třída item reprezentuje uzel stromu.
Do databáze se ukládají informace z formuláře, kterým se definoval přehled. Struktura
přehledu není uložena v databázi. Při každém zobrazení přehledu se tedy vytváří stromová
struktura znovu. Toto lze zeefektivnit použitím kešovacích technik, kdy se vypočítaná struk-
tura uloží do keše a při příštím zobrazení ji nebude nutné vytvářet.
5.4.2 Fakturovací systém
Faktury obsahují povinné informace o účastnících, peněžní částce, uskutečnění, spatnosti
a jednotlivých položkách. Všechny tyto informace je možné zadat pomocí formuláře. Lze
také vkládat libovolné položky faktury, které mohou mít i zápornou částku (sleva). Dále
je také možné vložit položky vytvořené z časových záznamů daného klienta, pro kterého
se faktura vystavuje. Pro vložení položek ze záznamů je využit stejný mechanismus jako
při vytváření přehledu s tím rozdílem, že stromová struktura má výšku 1. Uzly kořenu se
poté vloží jako položky faktury. U všech položek je možné měnit popis, množství a cenu
za jednotku. Při změně množství nebo ceny za jednotku se cena položky a celková cena
faktury pomocí JavaScriptu automaticky dopočítá.
Fakturu je možné exportovat do formátu PDF (Portable Document Format) pomocí
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komponenty PdfResponse2. Ta umožňuje jednoduše převést Latte šablonu do PDF for-
mátu. Po převedení faktury je možné fakturu navíc odeslat pomocí e-mailu přímo danému
klientovi. Odesílání e-mailů zjednodušuju Nette třída Message.
Všechny informace faktury jsou uloženy v databázi v tabulce invoices. Jednotlivé
položky faktury jsou uloženy v tabulce invoices_items.
5.4.3 Ovládání pomocí klávesových zkratek
Pro zkušenější uživatele, kteří chtějí aplikaci ovládat efektivněji a rychleji jsou k dispozici
klávesové zkratky. Podpora zkratek je vytvořena pomocí JavaScript skriptu Shortcuts [4].
Jsou vytvořeny následující zkratky:
t pro vytvoření nového časového záznamu
c pro vytvoření nového klienta
p pro vytvoření nového projektu
1 přechod na stránku Dashboard
2 přechod na stránku Clients
3 přechod na stránku Reports
4 přechod na stránku Invoices
Zkratky 1, 2, 3 a 4 reprezentují přechod na stránky, na které odkazují položky menu. Takto




Nasazení a testování aplikace
V této kapitole budou uvedeny informace o nasazení a následném testování aplikace. Jsou
zde rozebrány také nasbírané statistiky aplikace po měsíci používání uživateli Aplikace je
umístěna na webové adrese http:\www.trackito.com. Moduly App a Back jsou přístupné
pod subdoménami app a back.
Každá nová verze byla umístěna na produkční server a uživatelé byly informování, že ji
mohou vyzkoušet. Ve dvou verzích bylo vytvořeno i instruktážní video1, protože na první
pohled nemusí být zřejmé, jakým způsobem se aplikace používá.
V celé aplikaci je také využita služba Google Analytics2, která poskytuje komplexní
informace o tom, odkud návštěvníci přicházejí nebo jak se pohybují po aplikaci.
6.1 Front modul
Front modul obsluhuje všechny stránky, na které se dostanou neregistrovaní uživatelé – ná-
vštěvníci. Na úvodní stránce se nachází krátký popis hlavních funkcí aplikace, aby návštěv-
nící ihned viděli, co aplikace nabízí. Dále se zde nachází informační video, které demonstruje
používání klíčových funkcí aplikace.
Pod dalšími položkami menu se nachází registrace nového uživatele a přihlášení do
aplikace.
V patičce jsou umístěny odkazy na profily aplikace v sociálních sítích3, kde se návštěvnící
mohou dozvědět aktuální novinky. V budoucnosti bude využita i sekce Blog, kde budou
umístěny delší články o novinkách v nové verzi aplikace nebo články týkající se problematiky
správy času. Na tyto články pak budou odkazovat příspěvky v profilech sociálních sítí.
6.2 Klikací mapy
Klikací mapy slouží pro zaznamenávání informací o tom, kam uživatelé klikli. Díky tomu
lze lépe analyzovat, jak uživatelé aplikaci ovládají a případně ji upravit nebo určitým způ-
sobem uživatele informovat, že existuje jiný způsob jak aplikaci ovládat. V této aplikaci je
použita knihovna ClickHeat [2]. Umožňuje do aplikace vložit kód v jazyce JavaScript, který
poté zaznamenává klikání uživatelů na stránce. Nabízí také rozhraní pro zobrazení těchto
klikacích map pro určitý časový interval nebo konkrétní stránku aplikace.
1http://www.youtube.com/watch?v=Qrs0-PzBMK4
2http://www.google.com/analytics
3Facebook http://www.facebook.com/trackito, Twitter http://www.twitter.com
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Obrázek 6.1: Klikací mapa stránky dashboard.
Na obrázku 6.1 je zobrazena klikací mapa stránky Dashboard v modulu App. Lze zpo-
zorovat, že největší počet kliků je na ovládacím prvku stopek, kde se nachází tlačítko start a
stop. Oproti klikacím mapám z jiných stránek aplikace je zde mnohonásobně více kliknutí.
Lze usoudit, že uživatelé stopky používají především na stránce Dashboard.
6.3 Testování s uživateli
Po nasazení poslední verze na produkční server byla aplikace otestována se dvěmi novými
uživateli. Reakce byly z velké části pozitivní – hlavně kvůli jednoduchosti ovládání. Ne-
gativní reakce se týkaly pouze detailů některých ovládacích prvků. Konkrétně při editaci
časového záznamu nelze zadávat ručně vespáním časový jeho rozsah. Je nutné využít při-
pravených ovládacích prvků.
Jeden uživatel měl zajímavou připomínku. Na činnostech je možné znovu pokračovat a
aktuální implementace je taková, že při pokračování se časový záznam přesune na aktuální
čas a pokračuje, jako kdyby byl již spuštěn. Takto je možné pořád pokračovat na jednom
záznamu, což by mohlo vést k tomu, že bude mít trvání třeba přes celý týden. Možné řešení
by bylo záznam duplikovat a upravit pouze čas začátku činnosti na aktuální čas.
6.4 Statistiky
Aby bylo možné získat lepší představu o tom, jak uživatelé aplikaci ovládají, je vhodné
vytvořit systém pro sběr statistik jednotlivých akcí. Každá akce aplikace (zobrazení stránky,
AJAX požadavek,. . . ) je uložena do tabulky stats, kde se uchovává počet provedených akcí
v jednotlivé dny.
Na obrázku 6.2 jsou zobrazeny všechny akce uživatelů za měsíc duben 2012. Zajímavé je,
že akce timer-rework byla skoro třikrát více používána než akce timer-start. Uživatelé
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tedy často pokračují na dané činnosti, kterou již v systému vytvořili.
Lze také zpozorovat, že bylo provedeno mnohem více přihlášení než odhlášení. Uživatelé
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Obrázek 6.2: Graf statistik aplikace po měsíci používání.
6.5 Pomocné funkce pro ladění
Protože je velice pravděpodobné, že se do aplikace při implementaci zanesly chyby, je vhodné
je zaznamenávat. Všechny neočekávané stavy, které v aplikaci nastanou, jsou zaznamenány
v adresáři logs. Zde jsou uloženy všechny stránky, na nichž nastala chyba. Na obrázku 6.3
můžete vidět konkrétní příklad takového souboru.
Všechna chybové hlášení jsou odeslána e-mailovou zprávou administrátorovi, takže je
možné velmi rychle chyby opravit. Ty se v prohlížeči zobrazují pouze na na vývojářském
serveru. Na produkčním serveru, je zobrazena informační stránka pro dané chybové hlášení.
Vpravo dole se navíc v okně zobrazuje ladící panel. Ten zobrazuje všechny dotazy po-
ložené do databáze, výpis údajů přihlášeného uživatele, dobu zpracování skriptu, využití
paměti a zobrazení zvolené URL routy. Navíc je možné pro tento panel vytvořit vlastní
položku a zobrazit tak vlastní užitečné informace. V této aplikaci je použit panel pro za-
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Obrázek 6.3: Chybové hlášení aplikace.
pnutí PHP modulu XDebug, který umožňuje ladění webových aplikací. Všechny tyto ladící




Cílem této práce bylo realizovat aplikaci pro správu času, která by umožňovala jednoduchým
způsobem spravovat zaznamenané časy. Po seznámení s lean technikou bylo možné začít
vyvíjet aplikaci. V první řadě se jednalo o definici unikátních vlastností, bez kterých by
nemělo význam aplikaci vytvářet.
Po získání informací od uživatelů, jaké funkce by si v aplikaci představovali bylo možné
sepsat specifikaci požadavků. Po popisu použitých technologií byl představen návrh apli-
kace.
Dále byla detailně rozebrána implementace – jak jsou uloženy jednotlivé časové záznamy
a jak je vytvořena vazba na jednotlivé značky, aby je bylo možné rychle kategorizovat. Dále
pak byly popsány důležité komponenty jako časovač, poslední časová záznamy a grafické
zobrazení.
Během vývoje se podařilo udržet 7 uživatelů, kteří alespoň 5 krát týdně aplikaci použili.
To pomohlo odhalit většinu zásadních chyb, kdy byla chybová hlášení zasílána na e-mail
administrátora a bylo možné chybu ihned opravit.
Aktuální verze poskytuje všechny funkce, které byly definovány ve specifikacích a je již
možné ji prakticky používat pro zaznamenávání svých aktivit. Po celou dobu vývoje jsem
aplikaci využíval pro zaznamenávaní čas stráveném na vývoji.
7.1 Další vývoj
Aplikace bude vyvíjena i nadále a plánem do budoucna je vybudovat kvalitní aplikaci pro
správu času, která by byla zpoplatněna. Byl by zde použit freemium business model. To
znamená, že budou k dispozici dva typy účtů, mezi kterými si mohou uživatelé vybrat.
Jeden účet bude zdarma a bude obsahovat jistá omezení a základní sadu funkcí – například
stopky je možné použít pouze 20x za týden, je možné vytvořit pouze 1 fakturu za měsíc a
není možné sdílet projekty s dalšími účty. Vedle účtu zdarma by byl placený premium účet
s měsíčním poplatkem. Tento účet by bylo možné používat bez omezení. Filosofie tohoto
modelu je, že uživatelé mohou aplikaci využívat zdarma a pokud jim přestane stačit nebo
jim bude vyhovovat, zakoupí si premium účet.
V aktuální verzi aplikace je vytvořena pouze experimentální a jednoduchá podpora sdí-
lení projektů mezi účty. V budoucnu je v plánu tuto funkci více propracovat, aby bylo
možné zobrazit detailní seznam časových záznamů pro jednotlivé účty, se kterými byl pro-
jekt sdílen.
Dalším krokem pro zlepšení bude na základě negativních reakcí upravit formulář pro
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editaci časového záznamu, aby bylo možné časový rozsah vepsat ručně. Dále pak zjistit, zda
uživatelé nepotřebují další typ grafického zobrazení než pouze denní sloupcový graf. Další
informací, kterou bude potřeba od uživatelů zjistit je, jaký způsob pokračování na časovém
záznamu jim více vyhovuje (bylo rozebráno v sekci 6.3).
Po celou dobu používání aplikace jsem značky začínající & použil pouze výjmečně. Stálo
by za to zvážit, zda tento typ značek nevypustit z návrhu.
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