Component Based Software Development (CBSD) is gaining popularity in recent years. In this way of software development, software components, which are typically black-box components, are intensively reused to construct new systems. To ensure the quality of software systems composed of black-box components, a primary concern is how to ensure the quality of black-box components. Thus, adequate testing of those black-box components that will be reused is a necessary step in CBSD. However, due to the unavailability of the source code of black-box components, ensuring test adequacy becomes one of the hardest issues for testing black-box components. To tackle this problem, it is a natural idea to apply mutation testing, which is a fault-based testing method used for measuring test adequacy, for component contracts, whose aim is to improve the testability of the component. Though powerful, mutation testing is usually very computation-expensive, as many mutants need to be produced and executed in mutation testing. In this * Corresponding author.
Introduction
Recently, more and more software systems are assembled from reusable components with the advent of Component Based Software Development (CBSD). Research has shown that reuse may improve both software quality and development productivity [1, 2] . Naturally, the success of CBSD highly depends on the quality of reusable components used in the development process. In order to make the components reusable and reliable, new testing methods are needed as testing components may be quite different from testing traditional software [3] . Ideally, the developer of a component should test it in different application domains. However, as the developer can hardly know all kinds of future reuse contexts of the component beforehand, the testing performed by the developer can hardly be as adequate as what all users of the component expect. So, the users usually need to test the component again in their application environment. Compared with the research on CBSD, only a limited number of efforts have addressed the problems in testing reusable software components and component-based software [4] [5] [6] [7] [8] [9] . Gao et al. listed component testing issues and challenges in the perspectives of component users and vendors [10] .
Test adequacy has been identified as one of the basic issues in software testing. Typically, a test adequacy criterion is the basis for measuring the quality of a test suite, determining when to stop the testing process, guiding test case generation [11] , and prioritizing the execution of test cases [12] . Due to the unavailability of source code of black-box components, test adequacy becomes one of the toughest issues among all the issues in component testing. Although many test criteria have been proposed and studied to measure the quality of traditional software testing, most of them are code-based and cannot be used for black-box components. Usually, no knowledge about the implementation is assumed in black-box testing. Specification-based criteria are one type of the traditional test criteria used in black-box testing, which can specify the testing requirements based on the software specification. A test suite is adequate when all the significant characters have been exercised. Furthermore, interface-based criteria also belong to black-box testing. Although these existing black-box-based criteria may also be applicable to software components, new features imposed by CBSD (such as component reuse, customization, composition and deployment) may threaten the validity of these criteria [10] . Usually, component developers and users have different knowledge, understanding and visibility of the component. The developers have the whole source code of the component whereas the users typically cannot gain all the information of the component. So they may use different testing methods and test criteria. It is still a problem what criteria can be applied to evaluate the component testing by both component developers and users.
Mutation testing, which is introduced by Hamlet [13] and DeMillo et al. [14, 15] , is a widely accepted adequacy criterion to measure test quality. However, the huge computational cost caused by executing thousands of mutants and manually detecting plenty of equivalent mutants is an obstacle in applying mutation testing in practice.
In this paper, we propose an approach to testing black-box components using contract-based mutation. The main objective of this approach is to set up an adequacy criterion for testing black-box components. The basic idea of our approach is to apply mutation testing to the contracts provided along with components. As the contracts can be supplied with black-box components, mutating the contracts does not require the source code of components. Actually, leveraging the information provided in component contracts seems to be the only way to establish a criterion for testing black-box components. In a recent work, the structural coverage of a transformation of component contracts is proposed as a criterion [16] . In order to overcome the drawback of requiring large computational resources, our approach does not use the traditional mutation operators for contracts [17, 18] . Instead, we mutate component contracts at a higher level. To evaluate our approach, we performed an experimental study on our approach. The experimental results demonstrate that (1) the contract mutation score proposed in our approach can be used to evaluate the test data as a test adequacy criterion; and (2) contract-based mutation using the mutation operators proposed in our approach can be more efficient than using the traditional mutation operators. A preliminary version of this paper has appeared in [19] .
The rest of this paper is organized as follows. Section 2 describes the background knowledge of contracts and mutation testing. In Sec. 3, we present our contractbased mutation approach. The description and analysis of our experimental study are presented in Sec. 4. Section 5 discusses previous work related to ours. We conclude this paper and present our future work in Sec. 6.
Background

Design by contract
In order to improve the quality and reliability of software and reduce the cost of testing, testability of software should be considered during the design phase. Design by Contract (DbC) is a method to improve software testability. Increasing software testability means designing the software in a certain way that faults are more likely to reveal themselves if the software is faulty. Once software testability is increased, the efficiency of software testing can be enhanced while the cost is reduced. The basic idea of DbC is to establish the contracts between the provider 96 Y. Jiang et al. and the user of a software entity [20] . These contracts can help to distinguish the responsibility of the provider from that of the user. Typically, whether contracts are violated can be known when the components are executed, as contracts can specify the behavioral features of components. During testing, any execution that breaks one or more contracts can be viewed as a fault-revealing execution, and the broken contract(s) can be used to trace the fault. According to [20] , typical contracts include preconditions, postconditions, class invariants, loop variants, loop invariants, etc.
It is a straightforward idea to add contracts to components to improve their testability due to the nature of DbC, although DbC is not originally proposed for component-based software development. For a software system composed of a collection of components interacting with each other through their interfaces, some faults may not be easily revealed without the help of the contracts of the components. For example, some executions may cause latent errors that can hardly be detected from the output, but these executions may have already violated one or more contracts. Furthermore, it is even harder to trace which component should take the responsibility when a fault is revealed. As component contracts can define the required condition of using the component and the function implemented by the component, these contracts can help to identify whether the component should take the responsibility.
In fact, reducing the cost of testing is not the only benefit that component contracts can bring. Contracts can also make reusable building components easier to implement and compose [21] . As component contracts can partially represent specifications of the software, software implementation can be much easier and more efficient with the guidance of the contracts, because the implementer of the component does not need to check the use condition of the component in the source code explicitly. Furthermore, with the help of contracts, users can understand and compose the components more easily.
Mutation testing
Mutation Testing is a fault-based testing technique [15] , which is based on the competent-programmer and the coupling-effect hypotheses. The competentprogrammer hypothesis declares that competent programmers tend to write nearly "correct" programs. That is, programs written by experienced programmers may not be correct, but they will differ from the correct version by some relatively simple faults such as the off-by-one fault. The coupling effect hypothesis assumes that a test suite that highlights simple faults in a program is also sensitive enough to reveal more complex errors.
In mutation testing, typical faults made by programmers are simulated by mutation operators, which can be used to generate a large number of mutants systematically and automatically. Here, each mutant is a faulty version of the program, which differs from the original program just in one place. During mutation testing, all the mutants are executed by the same test suite. Thus, if a mutant produces an output different from the output of the original program, it is said that the mutant can be detected (or killed) by the test suite. Therefore, the number of mutants that can be detected by the test suite can serve as an indicator of the adequacy of the test suite. In fact, as there may be also equivalent mutants, which cannot be killed by any test case, the mutation score is defined to measure the adequacy.
Contract-Based Mutation
The basic idea of our approach is to use mutated contracts to simulate possible miscomprehension of requirements or implementation errors in terms of contracts. Like any other approach to mutation testing, our approach uses mutation operators to generate mutants, and uses a mutation score that defines the ability of killing mutants to measure the quality of test suites. In the following, we present our approach with the emphasis on the main differences between our approach and traditional approaches to mutation testing. First, our approach aims at mutating component contracts (whose definition is described in Sec. 3.1). Second, our approach employs a set of high level mutation operators, whose main purpose is to generate fewer mutants without incurring intolerable information loss. These operators are presented in Sec. 3.2. Third, as the target of our mutation is not source code, the oracle for source code-based mutation is not applicable for our approach. The definition of our mutation oracle is presented in Sec. 3.3. Finally, we present the definition of the mutation score for our approach in Sec. 3.4. Our definition is almost identical to the traditional definition except that our definition is based our mutation oracle.
Component contracts
Definition
The definition of contracts is a necessity for writing correct contracts. Although some existing languages (such as OCL [22] and JML [23] ) can also be used to write contracts, they are typically not suitable for our purpose. For example, OCL cannot describe the universal and the existential quantifiers in contracts, and JML is too complicated for component interfaces. Our approach defines contracts as the extension of the interfaces of the target component. Therefore, our language for contracts is based on the specification language of the target component. In the following, we define a simple language to describe the interface contracts through extending the definition of Enterprise Java Bean (EJB) components. Please refer to the relevant website a of the BNF rules for Java for details. Obviously, this language aims at testing EJB components. For other kinds of components (such as Web services), we can provide similar extensions. In the following, we only present the grammar of EJB extension. 
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In the above grammar, a precondition expresses the conditions under which the component interface will function properly. A postcondition expresses properties of the results when a component interface has executed correctly. The special notations Old and Result can only be used in postconditions. The Result means the return value of an interface. The notation Old.e, where e is an expression, denotes the value that e had at the entry point of the interface. Any occurrence of e not preceded by Old in the postcondition denotes the value of the expression at the exit point of the interface.
In this definition each interface of the component is associated with a ContractExpression, which can be in one of the following four kinds of expressions: (1) a boolean expression; (2) a forall expression, which describes that all elements in a collection satisfy a certain condition; (3) an exists expression, which describes that there are some elements in a collection satisfying a certain condition; or (4) an implies expression, which describes that another condition must be satisfied when a certain condition is satisfied. The latter three expressions can describe some complex behavior properties of the component.
An example
In the following, we illuminate the usage of the above contract definition through an example. Supposing that a withdraw operation of an Automated Teller Machine (AT M ) component is requested and the relevant interfaces are ValidatePin and Withdraw, the corresponding contracts of the two interfaces are listed as follows: The four preconditions of the ValidatePin interface require that the length of the user's ID and PIN is 4. The Withdraw interface has relatively complicated preconditions which specify that the amount of the money in the withdraw operation is between 0 and 2000, and it should be multiples of 50. Also, the withdraw operation can only be conducted if the user has passed the identity validation. The postcondition of the Withdraw interface ensures that, after the withdraw operation, the balance of the account is between 0 and the original amount, and it should be equal to the margin of the original amount and the withdrawn amount. The ATM component will also be a subject in our experimental study discussed in Sec. 4.
Contract mutation operators
Typically, the most important issue in mutation testing is the design of mutation operators. In this section, our focus is on how to define mutation operators on component contracts instead of applying mutation operators to source code. Based on the preconditions and postconditions in component contracts, our mutation operators focus on the errors resulting from the discordance between component contracts and the specification. In our approach, five kinds of errors derived from experience in writing contracts are considered.
(1) Contract Negation. The contract may be mistaken for the negation of the specification. (2) Condition Exchange. The precondition may be viewed as the properties of the results when a component interface has executed correctly, or the postcondition may be used to express the conditions under which the component interface will function properly. (3) Precondition Weakening. A weaker precondition will result in different meanings when using the component. Sometimes the component interface cannot be invoked even if the condition is satisfied. (4) Postcondition Strengthening. Different from the precondition, a stronger postcondition indicates that much stricter functionalities have to be delivered. Therefore, the stronger postcondition is also a kind of errors because it may omit some outputs. (5) Contract Stuck-at. The stuck-at fault model usually operates in the logic domain. Sometimes users may define improper contracts of no restriction, which equal to the "True" precondition or the "False" postcondition.
According to the above errors, a set of contract-based mutation operators (CBMO) is listed in Table 1 .
• Contract Negation
The contract mutant will represent the negative meaning of the whole or part of the original contract following this mutation operator. The negation mutation rules are listed in Table 2 , where P denotes an expression. Table 2 . Contract negation mutation rules.
Original Mutant Table 3 . Condition exchange mutation rules.
Original Mutant precondition postcondition postcondition precondition (without "Old" or "Result")
• Condition Exchange Contracts will be incorrect if we define "@pre" as "@post" by mistake and vice versa. This operator simulates this situation by implementing the following rules listed in Table 3 . Note that only the postcondition without identifiers "Old" and "Result" can be exchanged.
• Precondition Weakening
Mayer pointed out that a strong precondition is good for the provider because it means that only a limited set of situations have to be dealt with [20] . So the weakening of preconditions is a kind of errors because it may import improper inputs. We use P, Q to denote an expression, and the mutation rules are listed in Table 4 .
When Q is related to more than one contract item, the constant will be (1) the minimum incremental value of Q's data type; or (2) the minimum incremental value of Q's data type satisfying the other contracts. For instance, the constant for an integer data type Q is 1. If another contract is "Q %100==0", the constant will be 100.
The contract item just like "!(i > 1)" will have special result. Because of the logical operator "!", the produced mutant will strengthen precondition after using Table 4 . Precondition weakening mutation rules.
Original Mutant == >=, <= > > =, ! = < < =, ! = P >= Q P >= Q − constant P <= Q P <= Q + constant forall exists && Table 5 . Postcondition strengthening mutation rules.
Original
Mutant Table 6 . Contract stuck-at mutation rules.
Original Mutant precondition True postcondition False mutation operator PW. Thus, the contract item need to transform to "(i <= 1)" before using operator PW.
• Postcondition Strengthening
If the outputs of a component interface only satisfy a weaker postcondition, when some outputs do not satisfy the strengthened postcondition, exceptions will occurred. The mutation rules are listed in Table 5 . The definition of the constant is similar to that of "Precondition Weakening". Furthermore, the logical operator "!" should also be handled before using mutation operator PS.
• Contract Stuck-at Because the precondition with the false value and the postcondition with the true value will not detect any errors, they are not specified in the rules. Thus, the Contract Stuck-at mutation rules are listed in Table 6 .
Like the traditional mutation testing, some mutants produced by applying the above mutation operators to the component contract can be equivalent mutants, which are functionally equivalent to the original contract. In traditional mutation testing, as the detection of equivalent mutants is generally undecidable, it is impossible to find an algorithm that can automatically detect all the equivalent mutants. Actually, recent research has given some partial solutions to the problem of detecting equivalent mutants [24, 25] , but it still cannot be fully disengaged from manual work.
In our approach, the detection of equivalent mutants can also be partially automated. As both the contract and its mutants are specifying preconditions and postconditions, an algorithm determining whether a mutant is theoretically equivalent to the original contract can be established. In this algorithm, we can check all the combinations of the different values of the variables appearing in either the mutant or the original contract. If each combination will make the mutant have the same result as the original contract, the mutant is theoretically equivalent to the original contract; otherwise, it is not. Obviously, the time complexity of such an algorithm is at least exponential. As some combinations of variable values cannot occur during the actual execution, theoretically non-equivalent mutants may still be equivalent. Thus, detection of this kind of equivalent mutants may still have to be performed manually.
Contract mutation oracle
The mutation oracle is a person or a program to distinguish the original from the mutant by their interaction with the environment [26] . Traditional mutation testing uses the execution result of the program as the oracle to distinguish the original program from its mutants. Because our mutation is only applied to contracts and it does not impact the internal implementation of the component, the execution result of the component should not be changed after the mutation testing. So we use the result of checking contracts as the mutation oracle to determine whether the mutant is killed.
We use O to denote the contract of a component interface under testing; C pre and C post to denote the precondition and the postcondition of O; and C pre , C post to denote the mutant of C pre and C post respectively. After executing O, the results of C pre , C post , C pre and C post will be checked using the following rules. Please note that either C pre is exactly the same as C pre or C post is exactly the same as C post , because the mutant can be different from the original contract either at a location in the precondition or at a location in the postcondition. For example, after executing O with a test case t, neither of C pre and C post is violated, C pre is not violated and C post is violated. Then the mutant is killed by t.
Contract mutation score
Intuitively, if a test case can distinguish some mutants from the original contract, it is viewed as useful; otherwise, it is viewed as ineffective. Based on this, the contract mutation score can be defined to evaluate the effectiveness of a test suite. Like the traditional mutation testing, we define the contract mutation score as the ratio of killed mutants over the total number of non-equivalent mutants, as the equivalent contract mutants cannot be killed by any test cases. Thus, if M C is the number of contract mutants, E C is the number of equivalent mutants, and D is the number of killed mutants, the contract mutation score of a test suite is defined as D/(M C − E C ).
An Experimental Study
To evaluate our approach to testing black-box components using contract-based mutation, we performed an experimental study on a PC with a 2.26 GHz Pentium4 CPU running the Windows XP Professional operating system.
Experimented components
In our experimental study, we chose two kinds of components (i.e. EJB components and Web services) as the subjects. Specifically, two EJB components and two Web services were used. The first EJB component is the Automated Teller Machine (ATM) component, whose interfaces are ValidatePin, IsValid, Query, Deposit and Withdraw. The ATM application has been widely used in the financial industry, and it is easy to define its contracts reasonably and accurately. The second EJB component is the Triangle Type (Tritype) component which has an interface for determining the type of triangles based on the inputs of three sides. This component is a typical component that has plenty of branches. The first Web service is Tcas, which is adapted from a program designed to reduce the danger of mid-air collisions between aircraft in the Siemens program suite [27] . The second Web service is Middle, which is a component having an interface that returns the middle number of the three input numbers.
To measure the capability of revealing errors for test cases, we also used a series of faulty versions of each subject component. When defining contracts for a component, errors made during writing of the contracts may be unavoidable. For example, for the ATM component, one may write "@pre inputAmount <= 2000" as "@pre inputAmount < 2000" by mistake, which means the user cannot withdraw 2000 each time. In our experimental study, contracts with artificial faults were also introduced to the ATM component to simulate this situation. The newly introduced ATM component with incorrect contracts is named ATM ERR. Contracts of ATM component have been described in Sec. 3.1.2, and contracts of other components can be defined similarly.
Investigated mutation operators
Mutation operators are the key element in mutation testing, as they can determine the number and the quality of produced mutants. Research results showed that among the 22 mutation operators used by Mothra, AOR, ROR, LCR, UOI and ABS turn out to be the key operators [28] . In this paper, we refer to them as the Five Key Mutation Operators (FKMO), which are listed in Table 7 . In this experimental study, we applied both the FKMO and our CBMO to mutate contracts. Thus, we evaluated the effectiveness and efficiency of our CBMO through comparing with the FKMO.
Experimental procedure
In order to evaluate the validity of contract mutation as a criterion, we compared our contract mutation to some other white-box criteria. Please note that these criteria were used only as a measure for our contract mutation and they are not applicable in reality due to the unavailability of component source code. In particular, we chose three widely used code-based criteria in our experiments, which are statement coverage, branch coverage and error seeding. To facilitate the calculation of the results of statement coverage, branch coverage, error seeding, we also instrumented the source code of the components under testing. Therefore, the experimental procedure is depicted in Fig. 1 , in which, the steps following "Generate test case" were applied twice using the FKMO and our CBMO respectively. First, the initial test suite for each component was generated randomly according to the predicates of the interface contracts, using equivalence class partitioning and boundary value analysis. Second, we executed every mutant of the subject component with the initial test suite, and selected effective test cases by the greedy algorithm presented in [18] . The greedy algorithm works in the following way. The effective test cases are selected one by one, and when selecting the next test case, the algorithm always selects the test case that can kill the maximal number of mutants not killed by any previously selected test cases. When the unselected test cases cannot kill any mutant not killed by previously selected test cases, the selection process stops. Finally, the experimental results of the selected test cases were analyzed and compared respectively.
Results and analysis
In this section, we provide a complete report of experimental results of the five components (including ATM ERR). Based on the results, we also investigated how helpful our mutation operators can be to support the component contract mutation. The experimental data are listed in Table 8 . From this table, we can see that the mutants produced by our contract-based mutation operators are much fewer than those produced by traditional mutation operators. Typically, mutation testing is usually very expensive, and one main reason for its expensiveness is that equivalent mutants need to be detected manually. As our approach can produce fewer equivalent mutants, it can be viewed as a low-cost approach to mutation testing.
Our previous work applied mutation in the contracts of Web Services using traditional operators and selected efficient test suite by a greedy algorithm [18] . The results show that the interface mutation of component contracts is effective in selecting an effective test suite, while the computational cost is still quite expensive. FR: Fault reveal ratio, the ratio of the number of artificial faults found to the number of total artificial faults. The results of the above experiments, including those of both EJB components and Web Services, are in accordance with those of [18] . From Figs. 2 and 3 , we can see that the results of contract mutation using either CBMO or FKMO are consistent with the statement coverage, the branch coverage, and the component fault reveal ratio. This indicates that contract mutation (using either CBMO or FKMO) can be adopted to measure the test suite, besides statement coverage, branch coverage and error seeding. Obviously, when the source code of the component is not available and statement coverage, branch coverage and error seeding are thus not applicable, contract mutation can be especially helpful.
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Our previous research has shown that the number of contract mutants is much less than that of program mutants [18] . However, executing thousands of mutants and detecting plenty of equivalent mutants manually are still the most inefficient parts of contract-based mutation testing using traditional mutation operators. Figures 4-8 show that the test cases selected by mutation using CBMO can achieve almost the same testing criteria with those selected by mutation using FKMO. For example, the ratios of the contract mutation scores over the EJB components are 100:100, 100:100 and 96.88:100, while the ratios of the number of mutants are 51:137, 50:137, and 108:315. This means that contract-based mutation using CBMO can dramatically reduce the number of mutants in the average ratio of 1:3. Consequently, contract-based mutation using CBMO will be much more cost-effective than that using FKMO in practice. Figure 5 illustrates that contract mutation can help reveal not only the errors in source code but also the errors in contracts.
It should be noted that the component fault reveal ratio of Tritype loses 50%, as under the influence of the error seeding methods, fault reveal ratio is not an objective and general criterion. Furthermore, the mutation scores using CBMO on Tritype and Tcas do not achieve 100%. The reason is that the initial test suite is not sufficient, not that the contract mutation is flawed.
As detecting equivalent mutants is still a costly step, producing as fewer equivalent mutants as possible is helpful to boost the feasibility of using mutation testing in practice. If we use M to denote the number of mutants, and E to denote the number of equivalent mutants generated by a mutation operator, then E/M is the ratio of the number of equivalent mutants to the number of mutants. Obviously, the smaller the E/M of a mutation operator is, the fewer the redundant equivalent mutants are, and the less the cost of mutation testing is. In Table 9 , we list the values of E, M and E/M for each mutation operator. From Fig. 9 , we can see that the average E/M value of CBMO is 25.01%, which is evidently smaller than the average E/M value (42.20%) of FKMO. That is to say, our mutation operators not only can cut down the number of mutants significantly, but also can reduce the probability of producing equivalent mutants. Therefore, the contract-based mutation testing using CBMO should be more efficient than that using FKMO in practice. It should be noted that a main reason that the average E/M value of FKMO is larger than that of CBMO is that the average E/M value of ABS is very large. Actually, for all the subject components, most mutants produced by the ABS operator are equivalent mutants, and thus the average E/M value of ABS is 91.26%. For the PS operator in CBMO, it also produces many mutants for some subject components, but it produces very few mutants for the others. As a result, the average E/M value of PS is 45.71%. If we do not count ABS and PS, CBMO should also be a little more efficient than FKMO.
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Related Work
The goal of mutation testing is to use the ability of killing mutants to measure the capability of revealing faults for a test suite. Thus, the mutation score can serve as a criterion for evaluating the test adequacy of the test suite. Initially, mutation testing is used for unit testing of the source code. Recent research has shown that mutation testing can be applied to various other objects as well, such as interface mutation [29] , class mutation and Java object mutation [30] . Specification mutation is another kind of mutation testing, whose research includes the mutation testing of Estelle [31] , Finite State Machines [32] , EFSM (Extended Finite State Machine) specification [33] , Petri-Nets [34] and Statecharts [35] . Furthermore, mutation has been used in component testing for test data generation [36] , component verification [37] , etc. Research results [38] [39] [40] indicate that mutation-based criteria may be relatively more powerful in the error detection than other code coverage based criteria at the unit level. Aichernig extends the mutation testing to the general notion of contracts, which includes executable programs as well as more abstract specifications [17] , using traditional mutation operators.
In our previous research, traditional mutation operators are used to mutate contracts of Web Services, and thus to generate test data for them [18] . The experimental results indicate that the contract mutation score has similar ability to that of the statement or the branch coverage to evaluate the test suite. In this paper, these results can be further demonstrated through our experimental study. This means that the contract mutation score can serve as a test adequacy criterion for black-box components whose source code is unavailable.
A major concern for mutation testing is that there are a large number of mutants that need to be executed during mutation testing. Offutt et al. point out in [41] that the number of mutants generated for a software unit is proportional to the product of the number of data references and the number of data objects. The computational cost of the generation and execution of vast numbers of mutants is rather expensive. Approaches to reducing this computational expense usually follow one of these strategies: "do fewer ", "do smarter ", or "do faster " [28] . The goal of the "do fewer " approaches is to seek ways of running fewer mutants without losing too much useful information. Selective mutation [41] and mutant sampling [42] are two typical "do fewer " approaches. They aim at reducing the number of mutants that need to be executed. Thus, they can keep both the cost of testing and the decrease in error detection effectiveness within acceptable limits.
The code lines of the component contracts are far fewer than those of the software program. That is to say, contract mutation itself can be viewed as a "do fewer " approach to mutation testing. In this paper, we further decrease the number of mutants in contract-based mutation by defining five high level contract mutation operators based on the discordance between contracts and specification. Experimental results show that our mutation operators can cut down the number of mutants greatly compared with using the traditional mutation operators for contracts. Thus the computational cost can be further reduced.
Conclusion and Future Work
Mutation testing provides an objective measure for the confidence level of the adequacy of a test suite. Our previous research results have indicated that contract mutation is helpful to component testing, but the major obstacle to the use of mutation testing is still its high computational cost.
In this paper, our approach aims at mutating component contracts with high level mutation operators. As component contracts have many other benefits in component-based software development, it should not be a burden for an approach to require the co-existence of component contracts with the component. In particular, this paper defines a set of mutation operators based on component contract errors, and the experimental results can demonstrate their effectiveness. The contract mutation operators defined in this paper are almost equivalent to the traditional five key mutation operators. Furthermore, the effective test suite selected after contract-based mutation can reduce the cost of software maintenance. In fact, there is an overlap between traditional mutation operators and ours.
As mutation operators are central to mutation testing, we will further investigate whether there are more effective operators for mutating contracts. In our experimental study, the second rule about the constant in the "PW" and "PS" operators, which may influence the experimental results slightly sometimes, was not used due to the nature of the chosen components. We plan to further investigate its effectiveness in our future experiments. Furthermore, as the scale of the experimented components is not large enough, the experimental results reported in this paper may not fully validate our approach. In the future, we will perform more experiments using larger components. We believe that these experiments can help us have a more thorough understanding of the properties of our contract mutation operators.
