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una  herramienta multidisciplinaria,  programable  en  Java,  que  provee  I/O  integradas 
como  serial,  CAN,  1  Wire,  TTL  I/O,  y  Ethernet;  implementa  soporte  para  varios 
protocolos de  la pila TCP/IP; y su principal  función es  interconectar  redes TCP/IP con 
Sistema Embebidos Propietarios en su protocolo nativo. 
El objetivo principal de esta Tesis  fue  la  implementación de una tarjeta de desarrollo 
de  aplicaciones  utilizando  el  sistema  embebido  TINITM,  dotando  de  un  Equipo  de 
Aprendizaje  Didáctico  que  permite  realizar  prácticas  de  Sistema  Embebidos,  para  el 
laboratorio de control en la Escuela de Ingeniería Electrónica. 
La  metodología  utilizada  en  el  desarrollo  de  esta  Tesis  inició  con  la  adquisición  de 






Tarjeta de Desarrollo  implementada  y  la  plataforma TINI;  y  una Guía de Aprendizaje 














Los  Sistemas  Embebidos  han  inundado  el  mercado  como  alternativas  eficientes, 
económicas  y  sencillas  para  realizar  distintas  tareas  de  monitorización  y  control, 
basadas en plataformas extensamente conocidas. 







se  implemento  la  nueva  carrera  de  Ingeniería  en  Electrónica,  Control  y  Redes 
Industriales,  convirtiéndose  en  algo  indispensable  conocer  los  Sistemas  Embebidos 
como una herramienta de control. 
En  la  actualidad,  los  estudiantes  de  la  Escuela  de  Ingeniería  Electrónica  desconocen 
casi  en  totalidad  la  funcionalidad  de  los  Sistemas  Embebidos,  especialmente  para 
Sistemas de Monitoreo y Control.  




Esta  Tesis  da  solución  a  un  problema  que  ocurre  actualmente  en  la  Escuela  de 
Ingeniería Electrónica, que es la falta de equipos y laboratorios para el área de Control 








Una  TARJETA  DE  DESARROLLO  que  posee  funcionalidades  para  la  simulación  de 
monitorización  y  control  de  Sistemas  Propietarios  mediante  LEDs,  interruptores, 
transductores y motores que se consideran como actuadores y sensores. 
Una GUÍA DE  APRENDIZAJE  de  la  utilización  y  programación  del  sistema  embebido; 




















ejercicios  prácticos,  que  aporte  a  la  enseñanza  del  sistema  embebido  TINITM, 
cuyos resultados sean corroborados mediante la tarjeta de desarrollo. 















Un  sistema  embebido  es  un  sistema  de  computación  diseñado  para  realizar  una  o 
algunas  pocas  funciones  dedicadas,  frecuentemente  en  tiempo  real.  En  un  sistema 











En  la  parte  central  se  encuentra  el microprocesador.  Es  decir,  la  CPU  o  unidad  que 
aporta capacidad de cómputo al sistema, pudiendo incluir memoria interna o externa. 
La comunicación adquiere gran importancia en  los sistemas embebidos. Lo normal es 




Se  denominan  actuadores  a  los  posibles  elementos  electrónicos  que  el  sistema  se 







El  módulo  de  energía  se  encarga  de  generar  las  diferentes  tensiones  y  corrientes 
necesarias para  alimentar  los  circuitos del  Sistema Embebido.  Siendo el  consumo de 
energía determinante cuando el sistema embebido se alimenta con baterías. 
En  general,  un  Sistema Embebido  consiste  en un  sistema  con microprocesador  cuyo 
hardware y software están específicamente diseñados y optimizados para resolver un 
problema  concreto  eficientemente.  Normalmente  un  Sistema  Embebido  interactúa 
continuamente  con  el  entorno  para  vigilar  o  controlar  algún  proceso mediante  una 
serie  de  sensores.  Un  sistema  embebido  simple  cuenta  con  un  microprocesador, 
memoria,  unos  pocos  periféricos  de  E/S  y  un  programa  dedicado  a  una  aplicación 












• En  electrodomésticos  tales  como:  televisores,  decodificadores  para  la 
recepción  de  televisión  digital,  videos,  lavadoras,  alarmas,  teléfonos 









que  provee  una  vía  simple,  flexible  y  barata  para  diseñar  una  amplia  gama  de 
dispositivos de hardware que puedan conectarse directamente a las redes corporativas 
y  domesticas.  Esta  plataforma es  una  combinación de poderosos  conjuntos  de  chips 
que  proveen  procesamiento,  control,  comunicación  a  nivel  de  dispositivos, 
capacidades de trabajar en red y un Runtime Environment Programable en Java donde 
las características del hardware son expuestas al desarrollador del software a través de 
un  conjunto  de  Interfaces  de  Programación  de  Aplicaciones  de  Java más  conocido 
como API de Java. 
La  combinación de  capacidades  de  entrada  y  salida  en  la  tarjeta  TINI,  con  la  pila  de 
protocolos  TCP/IP  y  un  ambiente  de  programación  de  Java,  permite  a  los 
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programadores  crear  rápidamente  aplicaciones  que  proveen  no  solo  el  control  local 
sino  también  acceso  global  a  los  dispositivos  basados  en  TINI.  Las  capacidades  de 





TINI  puede  ser  usada  para  tareas  embebidas  tradicionales  stand‐alone,  como 
monitorización y control de un sistema ó dispositivo  local. Sin embargo,  la capacidad 






















El  microcontrolador  es  el  corazón  de  cualquier  diseño  de  Hardware  en  la  TINI,  y 
ejecuta  directamente  la  porción  de  código  nativo  del  Runtime  Environment.  El 












sistema  de  información.  Para  que  el  sistema  de  archivos  persista  en  ausencia  de 
energía se necesita que la Static RAM tenga un backup de batería (nonvolatized). 
Los  dispositivos  periféricos,  aparte  de  la  memoria  pueden  ser  conectados 
directamente  a  los  buses  de  datos  y  direcciones  del  microcontrolador  (etiquetados 
como “Parallel  I/O expansion”). Dos de estos periféricos son usados comúnmente en 
los  sistemas  TINI:  Controlador  Ethernet  y  reloj  de  tiempo  real.  La  configuración 





El  circuito  de  respaldo  de  batería  realiza  dos  funciones,  primero  mantiene  el  reloj 
corriendo  en  ausencia  del  poder  principal  Vcc,  asegurando  que  un  tiempo  preciso 














Los  segmentos  de  Código  y  Datos  son  ocupados  por  los  chips  de  memoria,  y  el 
segmento de periféricos es ocupado por otro tipo de componentes de Hardware como 
el controlador de Ethernet y el reloj de tiempo real. Otros dispositivos periféricos que 









tienen  alguna  forma  de  interface  serial,  que  resulta  en  un  ancho  de  banda  de 
comunicación menor.  Pero las interfaces seriales también reducen el número de pines 
requeridos, simplificando la comunicación y a menudo bajando los costos comparado 
con  dispositivos  que  tienen  interfaces  de  bus  paralelas.  Los  protocolos  de 
comunicaciones seriales de bajo nivel soportados por la TINI son los siguientes: 
• Comunicación Serial.‐ Protocolos Seriales Sincrónicos, usando interfaces de dos 
cables,  y  comunicación  serial  asincrónica  basada  en  el  estándar  RS232‐C.  El 
controlador TINI provee dos circuitos UART integrados. 
• Controller  Area  Network  (CAN).‐  Provee  un  bus  de  comunicación  serial 
confiable que es comúnmente usado en aplicaciones de control industrial y de 
automotores. 
• 1‐Wire  Network.‐ Desarrollada  por  Dallas  Semiconductor,  la  red  1‐Wire  esta 
conformada por pequeños sensores, actuadores y elementos de memoria que 
comparten un solo conductor para comunicación y alimentación. 










tiempo.  Si  la  comunicación  se  la  hiciera  a  través  del  bus  paralelo,  el  CPU  deja  de 
realizar  lo  que  esta  haciendo  en  ese  momento  y  ejecuta  instrucciones  para  leer  o 
escribir datos en el dispositivo. 
Diseño de Referencia del Hardware 
La  TINI  Board  Model  400  o  DSTINIm400  a  sido  desarrollada  para  brindar  a  los 
diseñadores  de  sistemas,  una  implementación  referencial.  Permitiendo  tanto  a  los 
diseñadores  de  hardware  como  de  software  iniciar  sus  prototipos  y  desarrollar  el 
trabajo sin la necesidad de gran inversión de dinero y tiempo. 
EL DSTINIm400 cubre los siguientes propósitos: 
Implementación  Referencial.‐  Todos  los  detalles  de  diseño  son  públicos.  Los 
desarrolladores  de  hardware  tienen  la  libertad  de  utilizar  esta  información  cuando 
desarrollen sus propios sistemas basados en la TINI. 
Herramienta de Desarrollo.‐  Provee fácil acceso a la mayoría de las capacidades I/O de 




Componente  de  un  Sistema.‐  El  DSTINIm400  es  un  diseño  fully  specified.  Ha  sido 
fuertemente probado y funcionalmente caracterizado sobre voltajes y temperaturas y 














brindar conectores  físicos que  interconecten  la DSTINIm400 con otros equipos  como 
‐ 31 ‐ 
 




• 9‐Pin  Female DB9  Connector.  Se  utiliza  para  tener  una  conexión  con  una  PC 






















PROCESADOR  CARACTERISTICAS  FORMATO  SOCKETS COMPATIBLES 





Una  gran  cantidad  de  software  es  requerido  para  liberar  a  los  desarrolladores  de 
aplicaciones de preocupaciones sobre detalles de crear  infraestructura de capas para 
soportar  la  ejecución  de  múltiples  tareas,  pilas  de  protocolos  de  red,  y  una  API 
(Application Programming Interface). El Runtime Environment fue desarrollado desde 
el  principio  como  una  parte  integral  de  la  plataforma  en  general.  El  Software  que 
comprende el Runtime de la TINI puede ser dividido en dos categorías: Código Nativo 





hardware.  Una  representación  gráfica  del  Runtime  Environment  es  mostrada  en  la 
Figura 5. 
En  la  TINI,  las  aplicaciones  Java  tienen  privilegios  completos  y  acceso  a  todos  los 
recursos  del  sistema.  Esta  particularidad  es  importante  para  las  aplicaciones 
embebidas porque están acopladas muy cerca de los dispositivos físicos. Además en la 
TINI, generalmente no existe un administrador del sistema que realice configuración y 








La  porción  API  del  Runtime  Environment  combina  clases  de  diferentes  paquetes 
definidos en el  Java Development Kit  (JDK) de Sun,  con  las clases específicas de TINI 
que exponen las capacidades del sistema y no tienen análogos en otras plataformas de 
Java  mas  extensas.  Las  clases  específicas  de  TINI  son  definidas  como  subpaquetes 













com.dalsemi.system.  Las  clases  en  este  paquete  proveen  acceso  a  varias  formas  de 




com.dalsemi.tininet.  Este  paquete  contiene  una  clase  llamada  TININet  que  provee 
métodos estáticos para consultas y configuración de algunos parámetros de Red, como 
la  dirección  IP  y  la  máscara  de  subred.  Los  subpaquetes  del  com.dalsemi.tininet, 
proveen soporte para los protocolos de red como DHCP (Dynamic Host Configuration 
Protocol), ICMP (Internet Control Message Protocol), y DNS (Domain Name System). 
com.dalsemi.shell.  Las  clases  en  este  paquete  y  sus  subpaquetes  implementan  la 
infraestructura para aplicaciones interpretadoras de comandos (shell). Las clases en los 











diferencia  de  los  paquetes  descritos  anteriormente,  la  API  de  1‐Wire  también  es 
soportada  por  otras  plataformas  de  Java  distintas  de  TINI.  El  paquete 
com.dalsemi.onewire.container  provee  clases  conocidas  como  contenedores,  que 
comprenden el comportamiento de chips 1‐wire específicos.  Para evitar consumir un 
valioso espacio en la memoria flash, clases contenedoras específicas del dispositivo no 
son  incluidas  en  la  API  incorporada.  Las  clases  contenedoras  deben  incluirse  como 
parte de la aplicación. 
MAQUINA VIRTUAL DE JAVA DE TINI 
El  espacio  ocupado por  la  JVM de TINI  es menos de  40  kilobytes.    Sin  considerar  su 












La capa nativa  representa  la colección de métodos nativos que  soporta  la API dando 
acceso a la infraestructura provista por el TINI OS.  Incluye métodos para el acceso a la 
pila  de  protocolos  de  Red  así  como  también  a  controladores  de  dispositivos  que  no 
trabajan en la red.  También incluye métodos para configurar el acceso a los recursos 
del sistema como el temporizador Watch Dog y el reloj de tiempo real.2 





responsable  de  manejar  los  recursos  del  sistema  como  el  acceso  a  la  memoria,  la 
programación  de  múltiples  procesos  de  ejecución  de  Threads  e  interactuar  con  los 

































El  TINI  Software  Development  Kit,  conocido  como  Firmware,  es  un  conjunto  de 
archivos,  clases  y  aplicaciones  necesarias  para  el  desarrollo  de  sistemas  TINI.  El 
firmware de TINI 1.1X es el más usado en la actualidad, cuya versión utilizada en esta 
Tesis  fue  la  TINI  1.18.  La  última  versión  puede  ser  descargada  gratuitamente  de  la 
página  Web  de  Dallas  Semiconductor4.  Microcontrollers  Tool  Kit  es  un  archivo 
ejecutable  que  sirve  para  cargar  archivos  fácilmente  en  la  tarjeta  TINI  que  solo 
funciona en Plataformas Windows, y es utilizado para cargar el firmware. 
Dentro del TINI SDK existen algunos archivos importantes como son: 
README.txt.‐  Contiene  instrucciones  detalladas  de  cómo  instalar  el  TINI  Runtime 
Environment, el arranque del sistema TINI y la inicialización de las configuraciones de 






tini.jar.‐  Es  un  archivo  de  java  localizado  en  el  directorio  bin  y  tiene  3  programas 
utilitarios importantes que son: 





• BuildDependency:  Es  una  aplicación  adicional  que  sirve  de  soporte  para  el 
TINIConvertor.  Ayuda  a  construir  más  aplicaciones  donde  la  inclusión  o 
agregación  de  una  clase  pueda  significar  la  inclusión  de  muchas  clases  de 
soporte.  
tiniclasses.jar.‐ Es un archivo que está ubicado en el directorio bin, que contiene todos 
los  archivos  de  clases  que  existen  en  el  API  de  TINI.  Este  archivo  debe  ser  incluido 
siempre en la opción ‐bootclasspath de javac cuando se compilan aplicaciones para la 
TINI. 
javac –bootclasspath c:\tini1.18\bin\tiniclasses.jar [archivo.java] 
tini.db.‐  Es  una  base  de  datos  ASCII  que  contiene  información  acerca  de  todos  los 
archivos  de  clases  que  se  encuentran en el API de  TINI.  El  TINIConvertor  utiliza  este 
archivo  junto  con  los  archivos  de  clase  de  la  aplicación,  para  generar  una  imagen 




Archivos  Tbin.‐  Es  una  forma de  resumir  TINI  binary  y  es una extensión por  defecto 
utilizada  para  las  imágenes  binarias  que  van  a  ser  cargadas  en  la  flash  ROM.  Los 
archivos  Tbin  distribuidos  con  el  TINI  SDK,  contienen  las  implementaciones  del  TINI 
Java Runtime y la aplicación Slush Shell. 






Debido  al  control  embebido  y  la  naturaleza  concéntrica  de  entradas  y  salidas  de  la 
mayoría de aplicaciones de red embebidas, no existe hardware o soporte de API para 
la  interface humana. Sin embargo,  la visualización  local e  ingreso de datos puede ser 
obtenida  realizando  una  conexión  a  una  terminal  a  través  de  un  enlace  serial  o 
Ethernet.  Si  un  sistema  TINI  requiere  interface  humana  puede  ser  implementado 
usando LCDs y teclados.  
Las  sesiones  de  Terminal  permiten  la  monitorización  del  Sistema  mediante  el 




En  TINI,  una  vez  que  se  ha  cargado  el  Runtime  Environment,  el  interpretador  de 
comandos  Slush,  y  se  ha  inicializado  el  TINI  Firmware;  se  puede  iniciar  sesiones  de 
terminal sin necesidad de recargar este software fundamental en cada ocasión. 
Una de las principales configuraciones de la TINI realizadas en una terminal conectada 










que  un  Shell  simple,  provee  una manera  de  ver  y manipular  el  sistema  de  archivos, 
correr otras aplicaciones de java y controlar funciones del sistema como el watch dog 
timer y la configuración de red.  
Slush  está  diseñado  para  ser  un  sistema  multitarea  y  multiusuario,  permitiendo 




Slush  provee  accesibilidad  en  red  usando  las  aplicaciones  de  cliente  telnet  para  la 
interacción  del  usuario  y  ftp  para  transferir  aplicaciones  y  archivos  de  información 
hacia y desde el sistema de archivos5. 




























































Java  nace  como  parte  de  un  proyecto  de  desarrollo  de  soporte  de  software  para 
electrodomésticos diseñado por Ingenieros de Sun Microsystems en 1991. Este primer 
enfoque le da a Java una de sus más interesantes características: la portabilidad, dado 
que  Java  tenía  que  funcionar  en  numerosos  tipos  de  CPU  se  desarrolló  un  código 
“neutro”  que  no  dependía  del  tipo  de electrodoméstico,  el mismo que  se  ejecutaba 
sobre  una  máquina  virtual  denominada  JVM,  la  cual  interpretaba  el  código 
convirtiéndolo  a  código  particular  de  la  CPU  utilizada.  Logrando  un  lenguaje 
independiente de la plataforma sobre la que funcione.  
Como  lenguaje  de  programación  para  computadores,  Java  se  introdujo  a  finales  de 
1995, con  la  incorporación de un  intérprete  Java en el programa Netscape Navigator 
versión  2.0,  produciendo  una  verdadera  revolución  en  Internet.  En  1997  aparece  la 
versión  1.1  con muchas mejoras  y  adaptaciones,  luego  Java  1.2  a  finales  de  1998  y 
finalmente Java 2. 
AI  programar  en  Java  cualquier  aplicación  que  se  desarrolle  se  apoya  en  un  gran 
número de clases preexistentes. Algunas de ellas las ha podido hacer el propio usuario, 
otras pueden ser comerciales, pero siempre hay un número muy importante de clases 






La  compañía  Sun  describe  el  lenguaje  Java  como  "simple,  orientado  a  objetos, 
distribuido,  interpretado,  robusto,  seguro,  de  arquitectura  neutra,  portable,  de  altas 
prestaciones,  multitarea  y  dinámico".  Todo  ello  describe  bastante  bien  el  lenguaje 
Java,  aunque  en  algunas  de  esas  características  el  lenguaje  sea  todavía  bastante 
mejorable. 
Plataforma de Desarrollo Java 






El  Java  Runtime  Environment  (JRE)  es  una  versión  reducida  del  JDK  destinada 
únicamente a ejecutar código Java (no permite compilar). El JRE esta compuesto por la 
JVM y un conjunto de librerías o APIs que contienen código Java compilado. 
Los  IDEs  (Integrated  Development  Environment)  son  entornos  de  desarrollo 
integrados.  En  un  mismo  programa  es  posible  escribir  el  código  Java,  compilarlo  y 
ejecutarlo sin tener que cambiar de aplicación. Algunos incluyen una herramienta para 
realizar debug gráficamente, que simplifica bastante el trabajo frente a la versión que 




utilizar.  Estos  entornos  integrados  permiten  desarrollar  las  aplicaciones  de  forma 
mucho  más  rápida,  incorporando  en  muchos  casos  librerías  con  componentes  ya 
desarrollados los cuales se incorporan al proyecto o programa. Sin embargo, al utilizar 




Se  trata  de  una  de  las  herramientas  de  desarrollo  incluidas  en  el  JDK.  Realiza  un 
análisis  de  sintaxis  del  código  escrito  en  los  ficheros  fuente  de  Java  (con  extensión 
.java).  Si  no  encuentra  errores  en  el  código,  genera  los  ficheros  compilados  (con 














El  desarrollo  y  ejecución  de  aplicaciones  en  Java  exige  que  las  herramientas  para 




se  encuentran  estos  programas  (java.exe  y  javac.exe)  deberá  ser  en  el  PATH. 
Tecleando PATH en una ventana de comandos de MS‐DOS se muestran los nombres de 
directorios incluidos en dicha variable de entorno. 






Uno  de  los  pilares  principales  de  la  programación  es  el  uso  de  variables.  En  Java  se 
encuentra muchos  tipos de variables, capaces de almacenar  todos  los  tipos de datos 
que  se  necesiten.  Pero  al  estar  hablando  de  programación  Orientada  a  Objetos  se 






Al  igual  que  C,  Java  requiere  que  se  declaren  los  tipos  de  todas  las  variables 
empleadas. La sintaxis de iniciación es la misma que C. 
OPERADORES 
















































[modificador] class nombre_clase [extends nombreClasePadre][implements interface ]{ 
  declaración de variables; 



















determinada salida. Para esto se debe  indicar el  tipo de  los primitivos de entrada, el 
tipo de los primitivos de salida, el nombre del método y el trabajo que realizará.  
El esquema completo de un método estándar es: 
 [modificadores] [tipoPrimitivoSalida] [nombreMétodo] ([tipoPrimitivoEntrada] 
[nombrePrimitivoEntrada]) { 
  //Código del método 
  return primitivoSalida; 
} 















nombreObjeto = new nombreClase(); 
Con el primer comando se crea un puntero que apunta a una variable tipo nombreClase, 
con  el  segundo  inicializamos  el  objeto  al  que  apunta  el  nombreObjeto,  reservando 
espacio para sus variables.  





try/catch    Es  una  estructura  para  manejar  excepciones  y  control  de  errores.  La 




capturada por el  listado de  las  clausulas catch,  la  JVM  inicia el  reporte e  interrumpe 
todos los hilos de ejecución. 
try{ 
    … 
} catch(tipo1 exception){…} 







































dentro  del  contexto  de  un  proceso  que  no  puede  ejecutarse  por  si  solo.  Dentro  de 
cada  proceso  puede  haber  uno  o  varios  hilos  ejecutándose  que  requieren  la 
supervisión de su proceso padre para correr. Cada proceso puede correr varios hilos 
los cuales están realizando diferentes tareas.  















junto  con otros Threads. Periódicamente  la CPU cambia de Thread, es decir,  coge el 








Bloqueado: El  thread  se bloquea, esperando que pase el  tiempo de espera antes de 
acceder a cola de ejecución. 
Muerto:  El  thread  ya  no  existe.  Sea  porque  se  termino  su  cuerpo  de  ejecución  o 
porque se lo mato con stop(). 
THREADS EN JAVA 
Java  es  un  sistema  multiproceso,  que  soporta  Threads  de  modo  nativo  (sin  utilizar 


































escrito en un  lenguaje  fuente y  lo  traduce a un  lenguaje de máquina  llamado 
lenguaje  objeto.  Como  parte  importante  de  este  proceso  de  traducción,  el 
compilador informa al usuario de la presencia de errores en el código fuente9.  
El compilador javac se encuentra en el directorio bin por debajo del directorio 
java,  donde  se haya  instalado el  JDK.  El  compilador de  Java cambia el  código 
fuente  Java a byte‐codes, que son  los componentes que entiende  la Máquina 
Virtual de Java y que se guardan en un archivo “.class” 
                                                       













lenguaje  de  programación  y  contiene  toda  la  información  que  una  máquina 
virtual  necesita  para  ejecutar  los  byte‐codes  de  la  clase  en  cualquier 
plataforma.  Este  formato  usa  ampliamente  cadenas  para  hacer  referencia  a 
campos, métodos,  y  otras  clases.  Sin  embargo,  esto  es muy  exigente  para  el 
procesador  de  8  bits  que  posee  la  TINI,  por  esta  razón  el  TINIConvertor  se 
utiliza para cambiar la referencia de cadenas a índices de tablas que contienen 
respectivamente  campos,  métodos  y  clases  incluidas  en  el  API  de  TINI, 
facilitando a la maquina virtual de TINI el manejo de las exigencias de Java. 





TINIConvertor  tiene  muchas  opciones  que  pueden  ser  un  poco  confusas.  




cualquier orden  siempre  y  cuando  se  anteponga  la  etiqueta –f  al  nombre del 
archivo  “.class”,  ‐d  a  la  base  de  datos  y  –o  al  archivo  de  salida  “.tini”;  un 
esquema general del comando se muestra a continuación. 
java -classpath  [Directorio bin del TINI SDK]\ tini.jar TINIConvertor  
-f [PATH\Archivo.class] 
























Public BitPort(byte bitname) 
 





BitPort bp = new BitPort(BitPort.Port5Bit3); 
 
Los métodos set y clear de la clase bitport son usados para controlar el estado del pin. 
public void set() 













es  definido  y  parcialmente  implementado  en  el  paquete  javax.comm.  La  porción 
específica  de  la  plataforma  de  las  implementaciones  del  comm  API  para  TINI,  se 
encuentra  en  el  paquete  com.dalsemi.comm.  Para  la mayoría  de  las  aplicaciones  no 
existe una buena razón para usar las clases del puerto serial en el com.dalsemi.comm 
directamente.  
En  la  TINI,  los  controladores  para  el  puerto  serial  están  siempre  instalados  y 
disponibles en el Runtime Environment y por lo tanto no se necesita de ningún archivo 
adicional. 
A  continuación  se  detalla  las  clases  y  métodos  de  Java  indispensables  para  la 
comunicación a través del puerto serial en la TINI.  
Adquiriendo y Configurando los Puertos Seriales 








La  clase  CommPortIdentifier  administra  el  acceso  a  los  puertos  definido  por  los 
controladores  del  puerto  físico.  También  provee  un  mecanismo  para  notificar  a  la 
aplicación cuando el estado del dueño del puerto cambia, esto puede ser útil cuando 
múltiples  aplicaciones  desean  compartir  un  único  puerto.  La  habilidad  de  compartir 
puertos a través de múltiples procesos es soportada por la TINI. 
Los objetos CommPortIdentifier pueden ser creados  invocando uno de  los  siguientes 
métodos getPortIdentifier 
public static CommPortIdentifier getPortIdentifier(String portName) 
throws NoSuchPortException 
 
public static CommPortIdentifier getPortIdentifier(CommPort port) 
throws NoSuchPortException 
 
Después  de  tener  un  objeto  con  CommPortIdentifier,  se  puede  llamar  a  un método 
open para obtener el objeto CommPort. 
public synchronized CommPort open(String appname, int timeout) 
throws PortInUseException 
 
El  propietario  de  un  puerto  de  comunicaciones  es  mutuamente  exclusivo.  En  otras 
palabras, múltiples procesos no pueden acceder  simultáneamente al puerto  físico. El 
método open  solo  funciona  cuando a obtenido acceso directo al puerto o  cuando el 
valor  del  input  Time‐Out  a  terminado.  Si  el  puerto  está  siendo  utilizado  por  otro 
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proceso  y  culmina  el  Time‐Out,  mientras  se  espera  que  el  proceso  entregue  la 
propiedad  del  puerto,  se  lanza  una  PortInUseException.  El  método  open  también 
necesita una  representación del nombre de  la  aplicación. Esta  cadena es usada para 
identificar  el  propietario  del  puerto.  El  propietario  del  puerto  renuncia  al  mismo 
invocando el método close en el objeto CommPort. 
public void close() 
 
El objeto CommPort debe  ser  emitido  a un objeto  SerialPort  antes de que  se pueda 
alterar  las  configuraciones  del  puerto.  La  clase  SerialPort  provee  métodos  públicos 
“setter”  para  configurar  parámetros  individuales  así  también  como  los  métodos 
públicos simétricos “getter” para consultar  los parámetros en su valor actual. Existen 







En  la  TINI,  las  configuraciones por defecto  son 115200 bps,  8 bits de datos,  1 bit de 







public void setSerialPortParams(int baudrate, int dataBits, int stopBits, int parity) 
throws UnsupportedCommOperationException 
 
Todas  las  configuraciones  son  ingresadas  como enteros.  El número de bits de datos, 
bits  de  parada,  y  modo  de  paridad  son  suministrados  usando  las  constantes  del 
SerialPort. El baud rate es simplemente un valor entero igual a la velocidad deseada.  
Si  alguno de  los valores de  los parámetros es  invalido, entonces  setSerialPortParams 
lanzará  una UnsupportedCommOperationException.  Si  esto  ocurre  no  se  completará 
ninguno de los cambios de los parámetros. 
Control de Flujo 
Otro  escenario  que  puede  ser  configurado  antes  de  iniciar  la  transferencia  de  datos 
seriales  es  el modo  de  control  de  flujo,  el  control  de  flujo  es  un mecanismo  que  le 
permite al receptor decirle al emisor que haga una pausa cuando el buffer receptor de 








Si  no  se  especifica  un  control  de  flujo,  ambos  lados  en  la  comunicación  transmiten 
cuando necesitan, dejando sin protección contra el desborde del buffer de recepción. 
Esto  no  será  un  problema,  dependiendo  del  protocolo  serial  empleado  entre  los 
extremos  del  canal  de  datos,  sin  embargo  si  un  lado  del  canal  transmite  un  stream 
continuo de datos, el receptor debería dedicarse a prestar servicios al buffer receptor 





public void setFlowControlMode(int flowcontrol) 
throws UnsupportedCommOperationException 
 
public int getFlowControlMode() 
 
El  control  de  flujo  puede  ser  especificado  en  un  solo  sentido  de  la  comunicación, 
inclusive  se  puede  utilizar  un  modo  de  control  de  flujo  para  las  comunicaciones 
entrantes, y otro para las salientes. 




streams  de  entrada  y  salida  respectivamente.  Los  objetos  java.io.InputStream  y 
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java.io.OutputStream  son  adquiridos  por  los  métodos  getInputStream  y 
getOutputStream en el objeto SerialPort. 
public InputStream getInputStream() throws IOException 
public OutputStream getOutputStream() throws IOException 
Existen  exactamente  un  InputStream  y  un  OutputStream  conectado  a  cada  puerto 




El  comm  API  provee  un  mecanismo  de  notificación  asincrónica  de  los  eventos 
interesantes  del  puerto  serial  como  un  cambio  de  estado  en  las  líneas  de  control  o 
cuando  la  información esta disponible. En  la TINI  los eventos son propagados por un 
proceso  demonio  (daemon  thread),  que  escucha  los  cambios  de  estado  en  los 
controladores del puerto serial. El daemon thread es creado cuando el primer evento 
listener  es  registrado  usando  el  método  addEventListener  en  la  clase  SerialPort,  el 
argumento  de  este método  requiere  una  instancia  de  una  clase  que  implementa  la 
interface SerialPortEventListener. 
public void addEventListener(SerialPortEventListener listener) 
throws TooManyListenersException 
 





Para  cada  evento  del  puerto  serial  existe  un  método  con  el  prefijo  notifyOn.  Los 
listener  escogen  los  eventos  que  requieren  ser  notificados.  Invocando  el  método 
apropiado  notifyOn*  en  el  objeto  serialPort.  Por  ejemplo  para  recibir  información 
cuando  hay  datos  disponibles  en  el  puerto  serial  un  listener  invoca  un  método 
notifyOnDataAvailable. 
public void notifyOnDataAvailable(boolean enable) 
 
Un  valor  enable  igual  a  TRUE  habilita  la  notificación  para  el  evento  especificado,  la 
notificación  puede  ser  desactivada  en  cualquier  momento  con  el  mismo  método 
cuando el valor enable es igual a FALSE. 
La  interface  SerialPortEventListener  define  el  método  serialEvent  que  es  invocado 
cuando ocurre la notificación de un evento que listener a solicitado. 




public int getEventType() 
 








driver  serial.  Cuando  estos  eventos  son  usados  apropiadamente,  le  permiten  a  la 
aplicación maximizar el throughput (desempeño) serial con una mínima carga del CPU 
y sin tareas dedicadas. 
Una  aplicación  puede  sacar  periódicamente  los  datos  recibidos  en  el  puerto  serial 
(polling) mediante un método especial,  sin embargo es muy  ineficiente en el uso del 
CPU. Dependiendo del  tipo de dispositivo  serial  y  las  actividades de  la  aplicación,  es 
difícil determinar la frecuencia a la que se está revisando la entrada de datos, inclusive 
si  no  se  soporta  algún  tipo  de  control  de  flujo,  puede  provocar  perdida  de  datos  o 
desbordamiento del buffer. 
Una  aplicación  puede  evitar  el  polling  ocupando  el  evento  DATA_AVAILABLE,  este 
método  es  generado  cuando  los  datos  son  recibidos  por  el  puerto  serial.  Cuando  el 
listener  recibe  la  notificación  de  este  evento  generalmente  lee  todos  los  datos 
disponibles en el  input  stream y  los entrega a otro proceso en  la aplicación para ser 
procesados en el  futuro.  La  ventaja del evento DATA_AVAILABLE es que no  requiere 
bloquear ninguno de los métodos de lectura del input stream. 
















public boolean getNewValue() 
 
Devuelve un valor TRUE si  la señal especificada esta activada caso contrario devuelve 
un  valor  FALSE.  Esto  se ocupa  generalmente  cuando  se manejan  las  comunicaciones 
con un modem serial. 
Puertos Seriales de Tini 
Como  se  ha  mencionado  TINI  Runtime  Enviroment  soporta  hasta  cinco  puertos 
seriales.  Los puertos seriales son designados desde serial 0 hasta  serial 4.  Los UARTs 
usados por el  serial 0,  serial 1,  y  serial 4 están  integrados en el microcontrolador de 
TINI  por  esta  razón  se  los  llama  puertos  seriales  internos.  Los  UARTs  usados  por  el 








que  posea  las  señales  de  control  de  flujo  puede  ser  configurado  usando  el  método 
setRTSCTSFlowControlEnable definido en la clase com.dalsemi.system.TINIOS. 




TRUE,  las  señales  de  control  de  hardware  serán  dedicadas  al  puerto  especificado.  Si 
enable  es  FALSE,  las  señales  son  liberadas  para  ser  usadas  en  la  clase 
com.dalsemi.system.BitPort, como entradas y salidas TTL de propósito general. 
Al  desarrollar  aplicaciones  que  controlen  dispositivos  seriales,  se  debe  tomar  en 
cuenta que al momento de arrancar la TINI transmite mensajes de progreso en el serial 







una  red.  Siendo  los  sockets  el punto de  comunicación por el  cual  un proceso puede 
emitir o recibir información. Los sockets utilizan una serie de primitivas para establecer 
el  punto  de  comunicación,  conectarse  a  una  máquina  remota  en  un  determinado 
puerto que esté disponible, escuchar en él, leer o escribir y publicar información en él, 
y finalmente para desconectarse. 
Java proporciona mecanismos potentes  y  a  la vez  sencillos para  construir programas 
para  redes  a  través  de  clases  especializadas  para  establecer  conexiones  de  red 
completas  entre un  servidor  y  un  cliente,  como  son  las  clases  Socket  y  ServerSocket 
incluidas en el paquete java.net. 
La clase socket  implementa una de  las partes de  la comunicación bidireccional entre 









Por  otra  parte,  al  intentar  conectar  a  través  de  la  Web,  la  clase  URL  y  clases 






Cuando  el  cliente  solicite  una  conexión,  el  servidor  abrirá  la  conexión  socket  con  el 
método accept(). Luego el cliente establece una conexión con la máquina host a través 










Cliente = new Socket("nombre _server", numeroPuerto_server); 
 
Donde  nombre_server  es  un  string  que  representa  una  dirección  IP  codificada  en 
notación decimal punteada o un nombre DNS, y numeroPuerto_server es un número 
de puerto de 16 bits en el cual el servidor escuchara por peticiones del cliente. 
La  apertura  del  socket  servidor  se  obtiene  a  través  de  la  creación  de  un  objeto 
ServerSocket, mediante el siguiente constructor. 
ServerSocket Servicio; 
Servicio = new ServerSocket(numeroPuerto_server ); 
 
A  la  hora  de  la  implementación  de un  servidor  también  se  requiere  crear  un objeto 
socket mediante el método accept() del objeto ServerSocket para que esté atento a las 
conexiones  que  le  puedan  realizar  clientes  potenciales  y  poder  aceptar  esas 
conexiones: 
Socket socketServicio = null; 
socketServicio = Servicio.accept(); 
 
Siendo  importante  en  toda  operación  que  se  realice  con  sockets  la  captura  de 
excepciones. 
Creación de Streams 
Se  utiliza  el  DataInputStream  para  crear  un  stream  de  entrada  que  esté  listo  para 
recibir información. 
DataInputStream entrada; 







salida = new PrintStream( socket.getOutputStream() ); 
 
La clase PrintStream tiene métodos para la representación textual de todos  los datos 
primitivos de  Java.  Sus métodos write  y println()  tienen una especial  importancia en 






Al  final  de  la  comunicación  se  cierran  los  canales  de  entrada  y  salida  que  se  hayan 
abierto  durante  la  ejecución  de  la  aplicación  mediante  el  método  close()  de  cada 
objeto.  Siendo  importante  cerrar  primero  los  streams  relacionados  con  un  socket 








La  clase  HTTPServer  en  el  paquete  com.dalsemi.tininet.http  implementa  un  muy 
simple  servidor  HTTP.  Este  soporta  solo  las  solicitudes  HTTP  GET  y  responde 
información  estática  contenida  en  los  archivos  en  algún  directorio  específico.  Su 
intención no es ser una aplicación Web server dedicada sino proveer una capacidad de 
dar servicios HTTP que una aplicación puede ocupar. HTTPServer ofrece un desempeño 
razonable,  y  la  sobrecarga que  impone en una aplicación es  relativamente pequeña.  
Logrando  así  que  los  requerimientos  de  procesamiento  de  las  aplicaciones  en 
foreground se vean poco afectados por el servidor. 
Un  objeto  HTTPServer  es  creado  usando  uno  de  los  siguientes  constructores.  Si  el 
constructor no especifica el puerto que va a  ser usado, el número de puerto TCP se 
pone por defecto igual a 80. 
public HTTPServer() throws HTTPServerException 
public HTTPServer(int httpPort) throws HTTPServerException 
Si el puerto especificado se encuentra en uso por otro thread o proceso, el constructor 




public void setHTTPRoot(String httpRoot) 






public int serviceRequests() throws HTTPServerException 
 






Sin  embargo,  existen  servidores  HTTP  de  grado  comercial  completamente 
caracterizados y poderosos escritos para la TINI que soportan el Java servlet API. 
Aplicaciones que necesitan acceso a  información provista por servidores web usan  la 
clase  familiar URL en  el  paquete  java.net.  Existe  un parámetro  de  configuración que 
puede  ser  configurado por  una  aplicación  usando  las  clases URL: Un  servidor  Proxy.  
Frecuentemente  redes  corporativas están protegidas detrás de un  firewall  y  la única 
vía para que una solicitud HTTP pueda alcanzar el  internet es a través de un servidor 
proxy.  Un  servidor  Proxy  es  simplemente  una máquina  que  recibe  solicitudes  de  un 
cliente y  las  reenvía hacia otro servidor. El  servidor proxy  tiene privilegios especiales 
para comunicarse con los host fuera del firewall.  La clase TININet provee los siguientes 
métodos para configurar el uso del servidor proxy. 
public static boolean setProxyServer(String proxyServer) 
public static boolean setProxyPort(int proxyPort) 
 
El método setProxyServer toma el nombre del servidor como un string que representa 










NetBeans  es  un  entorno  de  desarrollo  integrado  (IDE  por  sus  siglas  en  inglés).  Esto 
quiere  decir  que  integra  todas  las  herramientas  necesarias  para  poder  desarrollar 
aplicaciones. Originalmente la programación en Java era algo complicada porque Java 
cuenta con una enorme cantidad de  librerías y  funciones que era preciso aprenderse 
de  memoria,  viendo  esto  muchas  compañías  construyeron  diferentes  entornos  de 
programación para  facilitar  la  tarea del programador. Entre  los más populares surgió 
Eclipse  que  reinó  como  el  único  y más  importante  IDE  de  Java  durante  varios  años. 














aplicación  java,  informando  todos  los  sucesos  y  errores,  permitiendo  depurar  la 
aplicación y comprobar su funcionamiento. 









ANT  es  una  herramienta  de  construcción  que  provee  soporte  para  compilar, 
empaquetar,  implementar  y  documentar  aplicaciones  de  java.  Las  especificaciones 
para  el  comando  ant  son  definidas  en  términos  de  sentencias  XML. Un  archivo  de 
construcción define un proyecto que consiste de un conjunto de tareas. El proceso de 
construcción  es  ejecutado  llamando  al  objetivo  de  las  tareas,  donde  cada  tarea  es 
ejecutada  por  un  objeto  que  implementa  una  interfaz  particular  Task.  La  principal 
ventaja de esta aproximación es  la portabilidad,  ya que  los  archivos de  construcción 
son  independientes  del  sistema operativo. Una desventaja  no  tan  grande es  que  los 
comandos Shell no pueden ser usados para especificaciones. 
La  especificación  ant  es  usualmente  escrita  en  un  archivo  llamado  build.xml.  Este 
archivo  sigue  la  sintaxis  XML,  y  especifica  un  proyecto  (identificado  con  la  etiqueta 
project),  que  consiste  en  un  conjunto  de  objetivos  (identificados  con  la  etiqueta 












del  TINI  API,  include  para  los  nombres  de  los  archivos  fuente  y  classpath  para  la 
localización  del  TINI  SDK.  También  es  necesario  utilizar  el  archivo  convert  que 
especifica  qué  va  ha  ser  incluido  y  qué  va  ha  ser  excluido.  Todos  estos  parámetros 
deben ser incluidos en el archivo build.xml del proyecto mediante el siguiente código: 
<!--La siguiente línea es usada para incluir la tarea tini haciéndola disponible para el 
proyecto. --> 
<taskdef name="tini" classname="net.geeba.ant.Tini"/> 
<!-- Ubicación del SDK de TINI. --> 
<property name="tini.dir" value="c:\tini1.18"/> 
<!-- Base de Datos del TINI ROM API. --> 
<property name="tini.db" value="${tini.dir}\bin\tini.db"/> 
<!-- Ubicación del tini.jar --> 
<property name="tini.jar" value="${tini.dir}\bin\tini.jar"/> 
<!-- Creación del target convertir --> 
<target name=" Tini_convertir "> 
<!-- Directorio que contendrá los archivos.tini en la carpeta del proyecto --> 
<mkdir dir=".\tini"/> 
<!-- La tarea convertir convierte los archivos *.class de la carpeta “build” a 
archivo.tini especificado por el atributo outputfile, usando la base de datos 
especificada por la propiedad tini.db e incluyendo las definiciones de clases desde 
tini.jar --> 










la  utilización de  este  y  otros  protocolos,  por  lo  tanto  tan  solo  es  necesario  crear  un 
nuevo target en el build.xml que permita la carga de archivos por FTP. 
<!-- Creacion del target ftp-upload --> 
<target name=" Tini_ftp-upload "> 
<!-- Definir la dirección IP de la tarjeta TINI, el nombre de usuario, contraseña,y el 














El  microcontrolador  PIC16F877  de  Microchip  pertenece  a  una  gran  familia  de 







Estas  características  se  conjugan para  lograr un dispositivo altamente eficiente en el 
uso de la memoria de datos y programa y por lo tanto en la velocidad de ejecución12. 
Oscilador 




























































Microcode  studio  es  un  ambiente    de  desarrollo  integrado  visual muy poderoso  con 
capacidad de depuración en circuito ICD diseñado específicamente para el compilador 
PICBasic  PRO  de  microEngineering  Labs,  es  fácil  configurar  las  opciones  de  su 
compilador,  ensamblador  y  programador.  Los  errores  de  compilación  y  ensamblaje 
pueden ser fácilmente identificados y reconocidos usando la ventana de resultados de 
error. La sintaxis de programación de microcode es muy parecida a la programación en 





En  resumen, MicroCode Studio es una herramienta  la  cual permite escribir el  código 
del  programa,  corregir  errores  de  sintaxis,  ordenar  visualmente  las  subrutinas,  etc. 
MicroCode queda enlazado  con PICBASIC  y  IC‐PROG, de manera que una vez que  se 
















































































Para  establecer  la  comunicación  serial  con  la  TINI,  se  utilizó  el  modulo  USART 
integrado en el PIC, que corresponde a los pines 25, 26 (Tx y Rx respectivamente). 
Para  poder  manejar  la  recepción  de  datos  de  manera  asíncrona,  se  ocupo  la 
interrupción del puerto RB0, correspondiente al pin 33. 
Fue necesario  usar  el  integrado MAX232  para  la  conversión  de  niveles  TTL  –  RS232, 










Para  la  simulación  del  comportamiento  de  los  actuadores  digitales,  se  utilizó  LEDs 
activados mediante  interruptores  transistores. De  igual manera,  la  simulación  de  los 
sensores digitales se logró con el uso de switches de dos posiciones.  
Adicionalmente  se permite  la  conexión en paralelo de  actuadores  reales  a  través de 








activar  o  desactivar  el  motor.  Adicionalmente  se  utilizó  el  integrado  L293D  para 
controlar el sentido de giro del motor. 
Se  manejó  uno  de  los  dos  puentes  H  provistos  por  el  L293D  para  intercambiar  la 
polaridad  de  alimentación  DC  del motor  conectado  a  los  pines  3  y  6  del  chip.  Este 
control se logró ingresando la señal digital proveniente de los pines 8 y 9 del PIC a los 
pines  2  y  7  del  L293D  respectivamente13.  La  señal  del  PWM  ingresa  al  pin  1 






un divisor de  voltaje  se  transforma esa variación en una  señal  eléctrica analógica de 
voltaje que es ingresada en el canal uno del convertidor analógico digital incorporado 
                                                       














Para  reducir  el  voltaje  se  ocupo un  trasformador  de  110  a  6 Voltios  de  2 Amps  con 
derivación central; para la etapa de rectificación se utilizó dos Diodos Rectificadores de 
3 Amps; un capacitor electrolítico de 4700µF a 16V para el filtrado obteniendo en esta 
etapa  un  Voltaje  de  12V DC,  suficiente  para  alimentar  el motor.  Este mismo  voltaje 









como  el  “Firmware  TDDC”  fue  diseñado  para  cumplir  con  los  requerimientos  del 
sistema. 
La Tarjeta de desarrollo TDDC permite  simular  la  tarea especifica de cuatro  sistemas 
embebidos  propietarios  cuyo  único  medio  de  comunicación  con  el  exterior  es 
utilizando  el  protocolo  serial  RS232.  Los  sistemas  que  simula  la  TDDC  son  los 
siguientes: 








El  Firmware  TDDC  fue  diseñado  con  los  siguientes  procedimientos  para  cumplir  las 
tareas antes descritas. 
• Configuración  de  los  registros  del  PIC  para manejar  LCD,  comunicación  serial 
asincrónica,  conversión  Analógica  Digital,  I/O  en  cada  uno  de  los  puertos,  y 
definición de variables necesarias para la programación. 
• Diseño de una presentación inicial de la TDDC. 
• Activación de  la  interrupción del pin RB0, modificando el registro INTCON con 
el  valor  90h;  definición  del  procedimiento  RECIBE  para  manejar  las 
interrupciones; definición de la variable OPERACIÓN que permite identificar el 
modo de operación de la TDDC cuando se origina la interrupción. 
• Diseño  de  la  presentación,  inicialización  de  las  variables  y  definición  del 
procedimiento de los cuatro modos de operación.  
• Generación del modelo del barrido del teclado. 
• En  el  modo  de  operación  Opción  1,  se  realiza  el  barrido  del  teclado,  si  se 
ingresa un número o carácter  se visualiza en el  LCD y se escribe en el puerto 
serial; si se recibe una interrupción, se descarga el dato serial del puerto y se lo 
imprime  en  el  LCD;  se  diseñaron  procedimientos  para  manejar  una 
visualización  correcta  de  los  datos  en  el  LCD.  Si  se  escribe  o  se  recibe  un 





• En  el  modo  de  operación  Opción  2,  se  realiza  el  barrido  del  teclado  y  se 
comprueba el estado de los Sensores, si el estado de algún sensor a cambiado, 
se  identifica el nuevo estado del sensor, se visualiza en el LCD y se  informa el 
cambio en el puerto  serial;  a  continuación  se  comprueba  si  se ha presionado 
alguna  tecla,  en  caso  de  haberse  seleccionado  “1”,  “2”  o  “3”,  se  cambia  el 
estado del actuador seleccionado, se visualiza en el LCD y se informa el cambio 
en  el  puerto  serial.  En  caso  de  recibir  una  interrupción,  se  descarga  el  dato 
serial,  si  se  recibe  un  “0”  se  informa  el  estado  de  todos  los  sensores  y 






el  dato  serial  y  se  lo  procesa.  Si  se  escribe  o  se  recibe  uno  de  los  siguientes 
caracteres se realiza la acción indicada. Donde el primer carácter es aquel que 













y  en  el  LCD  se  visualiza  el  porcentaje  y  el  sentido  de  giro  actual.  Todas  las 
acciones  que  se  realicen  en  el  control  de  velocidad  y  sentido  de  giro  son 
informadas  a  través  del  puerto  serial.  Si  se  escribe  o  se  recibe  un  carácter 




señal  del  sensor  y  se  la  visualiza  en  el  LCD  como  un  porcentaje.  En  caso  de 











Los  circuitos  descritos  en  el  diseño  de  hardware  fueron  implementados  usando  una 
protoboard. Esto permitió realizar las pruebas de funcionamiento de cada parte de la 




Una  vez  comprobado  el  funcionamiento  del  diseño  de  Hardware  y  Software,  se 













Después  se  procedió  a  soldar  todos  los  componentes  en  sus  respetivas  posiciones, 





























































Una  vez  terminada  la  distribución  de  los  componentes  de  la  parte  superior  del 
Laboratorio,  se  identificó  el  espacio  para  los  conectores  laterales  y  se  formó  la 




















































principal  fue,  junto  con  la  Tarjeta  de  Desarrollo  TDDC,  implementar  un  equipo  de 
aprendizaje  didáctico  que  explore  y  explique  las  principales  capacidades  del  sistema 
embebido TINI. 
La Guía de Aprendizaje TINI/TDDC responde a los mismos requerimientos de la Tarjeta 




del  sistema  mediante  el  Shell  Slush;  y  entrega  una  gran  cantidad  de  conceptos  y 
práctica para el aprendizaje del Lenguaje de programación Java y del IDE NetBeans. 
Para  cubrir  estos  requerimientos,  la  guía  de  aprendizaje  fue  estructurada  en  tres 
partes principales. 
Apartado Teórico del Sistema Embebido TINI y programación en Java. 
Introducción  a  la  administración  y  configuración  básica  del  sistema  de  archivos  y 
acceso a la red del Sistema embebido TINI a través del Shell Slush. 





















































En  los  apartados  Presentación  y  Recomendaciones  para  el  Estudiante,  se  da  una 





La  Guía  de  Aprendizaje  TINI/TDDC  inicia  con  un  capitulo  teórico  amplio  sobre  el 





“Slush”  necesarios  para  la  operación  del  Sistema  embebido  TINI,  a  través  de  un 
Software  cargador  serial  “MTK”  proveído  por  Dallas  Semiconductor.  Se  describió  la 
instalación  y  configuración  del  software  MTK,  la  carga  del  Runtime  Environment  y 
Slush, y la inicialización del TINI Firmware. 
Practica # 2.‐ Sesiones de Terminal seriales TINI 
Se  comprobó  el  acceso  al  Sistema  TINI mediante  sesiones  de  terminal  conectadas  a 
través  del  puerto  serial,  utilizando  el  Software  “MTK”  provisto  por  Dallas 
Semiconductor. Se describió la inicialización de la comunicación serial entre una PC y el 


















Mediante  esta  práctica,  se  explicó  y  se  experimento  el  procedimiento  para  el 
desarrollo  y  prueba  de  aplicaciones  para  la  TINI  mediante  el  JDK  y  el  TINI  SDK.  Se 
detallo  el  código  y  comandos  utilizados  para  la  creación  del  archivo  fuente, 





Se  presentó  el  Entorno  de  Desarrollo  Integrado  de  Java  NetBeans,  en  el  cual  se 
demostró  la  facilidad  para  crear  una  Aplicación  para  la  TINI  en  comparación  con  el 





como  Entradas  o  Salidas  digitales  de  propósito  general,  y  como  pueden  ser 
manipuladas directamente por una aplicación de Java. Se  indica también  la  forma de 




Los  sistemas  basados  en  TINI  pueden  ser  usados  para  conectar  dispositivos 
propietarios a Redes Ethernet, dependiendo de las capacidades de entrada y salida del 
sistema propietario. Normalmente este es un trabajo que puede ser realizado por una 
PC  o  estación  de  trabajo.  Sin  embargo,  TINI  puede  hacer  el  mismo  trabajo    por  un 
costo y tamaño menor. En esta práctica se introdujo la funcionalidad de la Tarjeta de 








forma  en  la  que  se  comunica  la  TDDC  en  el modo  de  operación  “opción  1”.  Para  el 
manejo del puerto serial en la TINI se usaron las clases SerialPort, y se implementaron 
las  interfaces Runnable y SerialPortEventListener,  introduciendo el uso de Threads;  y 





Una  tarea  tradicional  de  control  de  los  sistemas  propietarios,  implementada  en  la 
Tarjeta  de  Desarrollo  TDDC  opción  2,  es  la  monitorización  y  control  de  sensores  y 
actuadores  Digitales.  La  TDDC  brinda  el  mecanismo  para  realizar  el  control  y 
monitorización a través de una comunicación por el puerto serial. En esta práctica, se 











práctica  se  evidencia  la  necesidad  de  estructurar  un  modelo  de  comunicación,  que 







TDDC  informa a  través de una comunicación  serial  el  estado de un  sensor  analógico 
cuando recibe una solicitud. 
En  esta  práctica  se  aprendió  como  crear  y  escribir  en  un  archivo  almacenado  en  la 
memoria de la TINI la información recibida de un dispositivo propietario, mediante una 
aplicación en Java. Además se ve directamente como manejar dos Threads en la misma 







TCP/IP,  y  trasmitir  estos  datos  en  el  puerto  serial  ocupando  el  protocolo  nativo  del 
dispositivo propietario; y viceversa. 
















En  esta  práctica  se  conjugan  casi  en  totalidad  todos  los  conocimientos  adquiridos  a 








La  Guía  de  Aprendizaje  Interactiva  TINI/TDDC  fue  implementada  como  un 
complemento  a  la  Guía  de  Aprendizaje  TINI/TDDC,  que  facilita  el  acceso  y  la 
comprensión  de  cada  uno  de  los  contenidos  de  las  prácticas  de  la  Guía  para  el 
aprendizaje del sistema embebido TINI. Mediante un interface de reproducción flash, 
se  acceden  y  se  ubican  rápidamente  los  contenidos  individuales  de  la  Guía,  además 
integra un video Tutorial de  los procedimientos más  importantes de cada una de  las 
prácticas,  y el código Fuente. 
La Guía de Aprendizaje Interactiva TINI/TDDC incluye una zona de descargas, en la cual 































































































En  el  modo  de  operación  Opción  4,  se  comprobó  la  monitorización  y  registro  del 
























3. Se  diseñó  e  implementó  la  Tarjeta  de  Desarrollo  TDDC,  compuesta  por  un 
microcontrolador  PIC16F877A  y  dispositivos  digitales  y  analógicos;  capaz  de 
comunicarse  con  el  Sistema  embebido  TINI  para  simulación  de  control  y 
monitorización remoto de tareas realizadas por Sistemas Propietarios. 
4. Se  implementó  un  equipo  de  aprendizaje  didáctico  llamado  Laboratorio  TINI, 
que interconecta la Plataforma TINI con la Tarjeta de Desarrollo TDDC, y brinda 
fácil  acceso  a  las  funciones  de  dicho  conjunto;  que  incluye  conectores  de 
comunicación, y acceso a los dispositivos digitales y analógicos de la TDDC. 
5. Se diseñó y desarrollo  la Guía de Aprendizaje TINI/TDDC, que provee soporte 
Teórico  y  ejercicios  prácticos  a  través  de  creación  de  Aplicaciones  de  Java, 
aportando a  la enseñanza del  sistema embebido TINI,  y  cuyos  resultados  son 
corroborados a través de la Tarjeta de Desarrollo TDDC. 
6. En  base  a  esta  Tesis  se  pudo  demostrar  la  importancia  de  los  Sistemas 


















3. Se  recomienda  la  difusión  de  Java  en  la  Escuela  de  Ingeniería  Electrónica,  ya 





4. En  caso  de  existir  cualquier  duda  sobre  los  temas  expuestos  en  la 
implementación de esta Tesis  se  recomienda  realizar un estudio profundo de 














motor  DC  y  una  fotoresistencia,  para  simular  actuadores  y  sensores  digitales  y 
analógicos  respectivamente.  Siendo  el  medio  de  comunicación  con  el  exterior  un 
puerto  serial  RS232.  La  TDDC  funciona  en  cuatro modos  de  Operación  que  simulan 
diferentes sistemas embebidos propietarios. 
Se utilizó  la plataforma TINI modelo DS80C400‐KIT#, para el diseño y desarrollo de  la 
Guía  de  Aprendizaje  TINI/TDDC,  que  incluye  una  serie  de  aplicaciones  Java  para 




por  el  Laboratorio  TINI,  y  la  Guía  de  Aprendizaje  TINI/TDDC,  que  permitirá  a  los 









Control  Development  Card  (TDDC)  was  designed  and  implemented  to  simulate 
proprietary  systems,  using  the  Tiny  InterNet  Interface  embedded  system  (TINI)  to 




and matrix  keypad  for HMI,  LEDs,  toggle  switches,  a DC motor and a photoresist,  to 
simulate digital and analog actuators and sensors respectively. As the communication 




capabilities of  TINI  Embedded System with  TDDC  to  corroborate  them. The union of 
the TDDC Development Card and the TINI platform are called TINI Laboratory. 
Was  obtained  an  Embedded  Systems  didactic  learning  equipment  comprised  of  TINI 
Laboratory and TINI/TDDC Learning Guide, allowing to know, to explore and to exploit 


























OSC1/CLKIN  13  I  ST/MOS Entrada  del  oscilador  de  cristal  /  Entrada  de  señal  de  reloj 
externa 
OSC2/CLKOUT  14  O ‐ Salida del oscilador de cristal


































































































































































































































































REO:  puede  ser  control  de  lectura  para  el  puerto  esclavo 
paralelo o entrada analógica 5 
 
RE1:  puede  ser  escritura  de  control  para  el  puerto  paralelo 
esclavo o entrada analógica 6 
 
RE2:  puede  ser el  selector de  control para  el puerto paralelo 
esclavo o la entrada analógica 7. 
Vss  12.31  P ‐ Referencia de tierra para los pines lógicos y de I/O 
Vdd  11.32  P ‐ Fuente positiva para los pines lógicos y de I/O 
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