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Abstract
This research for using team based role play for enhancing understanding was performed within a
Software Engineering workshop and is based on a previous study. The main research objective was to
demonstrate the importance of documentation as part of the Software Development Life Cycle
(SDLC). The methodology for achieving the objective was based mainly on a unique course structure.
As part of the workshop, students are required to develop a real project. For stressing the importance
of software engineering on the whole development process, the workshop consists of three different
stages: analysis and design, development and testing. The students have to complete three assignments
which correspond to the three stages. However, contrary to the ordinary structures for such courses,
in which the three stages are performed by the same team, in this workshop each project's, stages
were performed by three different teams. As a result, each team had to continue the work performed
by the previous team, which created inter-dependency between the teams. Furthermore, the teams'
performance and grades depend on each other and especially on the previous assignment's proper
documentation. The research methodology was based on two similar questionnaires for assessing the
students' perception regarding documentation. The first questionnaire was given during the first
lecture and the second questionnaire after the last lecture. The difference between the two
questionnaires for each student reveals the change in perception achieved during the workshop. The
research, which was performed during two years, demonstrated that employing this type of team based
role play during the SDLC enhanced the students’ understanding regarding the importance of
documentation, mainly by exposing them to difficulties and consequences caused by its absence.
Keywords: Team Based Role Play, Software Engineering, Software Documentation
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INTRODUCTION

The term software engineering was first coined at a NATO (North Atlantic Treaty Organization)
conference forty years ago (Naur and Randell, 1968). The conference was intended to stimulate
discussions on the issue of software development and especially on developing correct, testable and
understandable computer programs. In the last four decades, software engineering has grown and is
currently accepted as a well known and proven learning discipline, an important part of the Computer
Science (CS) and Information Systems (IS) curricula. Like many other products, Information Systems
require follow-up maintenance for correction of newly discovered bugs. However, unlike other
products and due to the important, sometimes critical role, Information Systems play in the
organization, maintenance is also used for enhancing the functional capabilities to the system. For
large software development projects, which usually require significant human resources for
maintenance, adopting proper software engineering methodologies may lower the costs associated
with these maintenance activities. Thus, developing maintainable software plays a critical function in
the software engineering process, not unlike the role of software development itself. For that reason, in
addition to the technical issues related to the whole Software Development Life Cycle (SDLC), the
Software Engineering workshop stresses the importance of software maintainability and especially the
significance of documentation in the process.
To address the students' difficulties regarding non-technical knowledge such as critical thinking,
interpersonal and team-based skills (Davis, Thomas and Kazlauskas, 2006; Venable, 2008) the
software engineering workshop structure is based on team activities. Furthermore, to raise the students'
awareness of the importance of documentation and maintainability, the workshop employs an
incremental life cycle structure involving each team in three activities: design with a special emphasis
on documentation, development, and testing. However, unlike the ordinary software development life
cycle, the workshop structure employs a team-based role-play (Yadin and Lavy, 2008). This means
that the design, development and testing of the project are swapped among three teams. Initially all the
teams are given the same project and they have to design the system. Due to the very generic
definition of the project, and the fact that each team has to define its project's specifications, the
designs are very different. The second phase is developing the system according to the design
specifications. However, unlike the usual structure, in which each team develops the system they
designed, here each team develops a system that was designed by a different team. The third phase
consists of defining the test specifications and performing the tests. Once again, each team tests a
system designed by one team and developed by another. When proceeding to the next phase of the
Software Development Life Cycle, the team is required to ignore their prior knowledge or ideas and to
concentrate only on the system as it has been designed (or developed) by the previous team that
worked on this project.
This is a follow-on (Yadin and Lavy, 2008) research and its main objective was to further examine the
effect of employing this workshop structure that uses role-based and team-based peer review on the
students' learning process with special emphasis on their perceptions regarding documentation
importance. This paper describes the workshop structure and the results obtained.
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THEORETICAL BACKGROUND

Usually, software development is a shared task that employs individual developers, or teams that are
working collaboratively (Cheng, Hupper, Ross, and Patterson, 2003). The issue of software readability
and maintainability was addressed by many software engineering practitioners in attempts to improve
existing supporting tools and methodologies. One of the important practices required for future
maintenance is documentation, used to describe the required software and its performance (de Souza,
Anquetil and de Oliveira, 2007; Das, Lutters and Seaman, 2007). Without proper documentation about
the system and its processes, future maintenance will be extremely difficult. Unfortunately, poor

documentation is still a major contributor to software quality degradation and the increase in its
maintenance costs (Kajko-Mattsson, 2008). In spite of this and the continuous efforts of educators,
many students still fail to recognize the importance of maintainability (Burge, 2007).
Many practices, methodologies and tools are combined together in software engineering and one of
the initial practices is software documentation. However, even with these widely available
methodologies, many systems are still developed and released without proper documentation
(Coleman, Ash, Lowther and Oman, 1994; Broy, Deissenboeck and Pizka, 2006). In trying to cope
with the lack of documentation, several methodologies have been developed to address this unsolved
problem (Clements, 2005). The Agile Manifesto, for example, puts more emphasis on "Working
software over comprehensive documentation" (Beck , 2001). This methodology is about change and
concentrates on fast delivery of useful software by close collaboration between developers and users.
This collaboration is used to avoid the documentation issue.
The term software documentation usually refers to two types of documentation: (1) documenting the
software requirements and (2) documenting the software to be developed, or which was developed.
Although, the importance of documentation (during the design phase or after project completion) was
stressed by practitioners and educators, many projects are still released without proper maintenance
documentation.
2.1

Software Documentation

Software maintenance is difficult and expensive because the software is intangible and complex. A
prerequisite for maintaining software is the understanding of the written code and the control flow
between its components. Documentation plays a vital role in enhancing this understanding, especially
for emerging software development technologies (Chua, Purao, and Storey, 2006).
Usually, maintenance refers to various activities that are performed after the product was delivered
(Keirnan, Anschuetz and Rosenbaum, 2002). Software maintenance is no different and is performed
after the development was completed. However, when compared to other types of maintenance (for
example, equipment repairs), software maintenance is sometimes very different. In most engineering
disciplines maintenance is used in order to fix a problem (Canfora, and Cimitile, 2000) so the product
will keep on working as intended. This is similar to bug-fixing in software maintenance. However, due
to the ever changing operational business environment, the software that supports it has to be changed
as well. This means that unlike other types of engineering maintenance, software maintenance is
sometimes required to enhance the system and provide additional new functionality. These
enhancements are performed as part of the software maintenance and are unique to software as defined
by Lehman's Laws of Software Evolution (Lehman, 1980; Lehman, 1984). Furthermore, software is
constantly being modified to support the new hardware equipment and to integrate into new
application environments.
The introduction of the SDLC influenced the importance of software documentation and especially led
to the understanding that documentation activities should be initialized during software development
and not only after completion or delivery. Furthermore, some researchers stress that starting the
documentation activities after completing development leads to an unnecessarily more complex task
(Schneidewind, 1987; Osborne and Chikofsky, 1990).
2.2

Students' Perceptions Regarding Documentation

Following the introduction of the SDLC there has been a great deal of improvement in software
development. Many new techniques, methodologies and tools have been developed in order to
advance the various stages of the development processes. However, due to its reactive nature, software
maintenance lags behind. Furthermore, systemic approaches to software maintenance are inherently
problematic (Dias, Anquetil and de Oliveira, 2003; Lientz, 1983). Attempts to delay the required
software maintenance activities, either error corrections or capability enhancements, are impossible

and sometimes extremely costly. As stated by Lehman (Lehman's Second Law of Software Evolution
(Lehman, 1980)), software maintenance is an unsystematic process which deteriorates the software's
architecture. This deterioration is due in part to missing knowledge/documentation required for
maintenance (Trienekens, Kusters et al, 2001). In addition, any changes introduced as part of the
maintenance deteriorate the system architecture further, causing future maintenance to be even more
complicated (Grubb and Takang, 2003).
As stated by several researchers (Karahasanović and Thomas, 2007; Zou and Kontogiannis, 2002),
software maintenance uses significant costs during the SDLC. Many researchers agree that it requires
more than 50% of the overall resources (Coleman, Ash, Lowther and Oman, 1994; Holgeid, Krogstie
and Sjøberg, 2000; Lehman and Belady, 1985; Lenic, Zorman, Povalej and Kokol, 2004; Nosek and
Prashant, 1990), so proper training of students both on the role of maintenance and the importance of
documentation in the software development process is vital. During their first and second years of
study, students learn and understand these issues. However, in spite of this fact software
documentation continues to be insufficient. More disturbing is the fact that students do not assimilate
the need for, and importance of, proper documentation for future maintenance and the overall success
of the software project (Burge, 2007; Broy, Deissenboeck and Pizka, 2006).
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3.1

THE STUDY
About The Study Participants

The present study was performed over a period of two years. This is a follow-on study (Yadin and
Lavy, 2008), which was extended and used in a larger setting. A total of 51 college students in their
second year of study towards a BA degree in CS and IS participated. As part of the workshop the
students were divided into 14 teams (nine teams of four students and five teams of three students).
Students were not allowed to replace their team during the semester. The students represent all talent
levels. The workshop is a mandatory course taken during the second year of study. At this stage of
their studies the students have already learned software architecture and modelling, Unified Modelling
Language (UML) usage, and taken an introductory IS course stressing the importance and flexibility
of IS in the business environment, etc.
3.2

The Course

The general objectives of the systems engineering workshop are to introduce SDLC concepts to the
students while enhancing their understanding of documentation importance to product maintainability.
Since many consider software systems as one of the most complex systems produced by humans
(Lenic, Zorman, Povalej and Kokol, 2004), the course is intended to help students adopt the proper
software development working procedures. Special emphasis is put on documentation, as students are
required to document their thoughts and ideas during the design phase which is crucial for future
understanding of the software.
One of the workshop’s important objectives is to prepare the students for their final project and the
real-world challenges they will face after graduation. Other, more detailed, course objectives relate to:
(1) practical understanding of the software development stages; (2) implementing these stages in a
small project; (3) understanding the problems associated with and caused by working in teams; and (4)
developing the required "soft skills" (critical thinking, teamwork, etc). To address these objectives, the
workshop augments knowledge and understanding gained in current and previous courses, and is
practical and team-based.
All 14 teams received and worked on an identical project which was a general description of a
required system to be developed (an Internet-based electronic auction, or e-bidding system). The
students had to study the currently available systems, address and assess the various alternatives, and
design (and later develop and test) their solution. The workshop structure followed the SDLC and was

based on three incremental assignments, correlating to the three stages of design, development and
testing. The students had four weeks for each assignment in which they worked first by themselves,
and later met together, or used collaborative tools of their choice. Throughout the process they
consulted their instructor (via email, the workshop website, and personal meetings). To reinforce the
students' understanding regarding the importance of documentation, the teams were engaged in rolebased development. This means that each project was designed, developed and tested by three
different teams with a shared responsibility for their success. Each specific project was designed by
one team, developed by another team and tested by a third team. Each team worked on the three
stages; however, each stage belongs to a different project (Figure 1). This way, each team was
involved in developing a system designed by another team while trying to understand the intentions
expressed in the design. If the design documentation was not complete, the development team had to
seek help from the designing team. On the other hand, this developing team had to help another team
that was trying to develop the system based on their design document. The interdependence of these
stages was stressed and made apparent to all teams. This workshop structure was especially designed
to enhance the students' understanding regarding the importance of documentation through their own
experience.
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The workshop structure

Figure 1 depicts the workshop's structure. The long horizontal rectangles represent the three phases
and assignments, while the 14 vertical columns represent the 14 projects. As can be seen, each project
consists of the three assignments performed by three different teams, which are represented by
different colours. Each team, on the other hand, worked on all three assignments, each one belonging
to a different project. Project 1, for example was performed by teams 1 (design), 2 (development) and
3 (testing). There were two types of deliverables: (1) team assignments; and (2) a personal
assignment.
3.3

Team Assignments

Following the SDLC model, the software development activities in the workshop were divided into
three team-based phases and assignments:
(1) Project definition and design with a special emphasis on documentation: the first assignment
started with a brief description of the project goals and the necessary system capabilities. The students
were required to study some of the available e-bidding systems, documenting their functionality, and
use it in defining the requirements to their specific design. In designing the system, the students had to
identify at least five different users, supported by the system and for each one, define a set of use cases
that are required. In addition to the sequence diagrams supporting these use cases, the students had to

define the non-functional requirements associated with these use cases. The system analysis phase
(which is part of this assignment) included a high level design (system architecture and the class
diagram) as well as a detailed design (activity diagram followed by a program design language
definition). All these activities required a great deal of collaborative work and peer review, in which
each student assessed and approved the work performed by other team members.
(2) Project development: the second phase and assignment consisted of the development of the system
according to the project definition and design document, which was produced as part of the first
assignment. Each team had to develop the system exactly as it was defined and designed by the other
team. The developing team had to carefully follow the document they received, ignoring all their prior
knowledge or ideas they might have expressed in their first design. Small code modifications were
permitted, provided that the definition in the document they received was erroneous and could not be
implemented. After completing the development, each team had to compile a “difference” document,
outlining the changes between the developed implementation and the document as it was designed.
Special emphasis was placed on the reasons behind the changes between the design document and the
implementation. The students were not allowed to enhance the product to be developed, but rather to
develop it according to the exact specifications outlined in the design document. An additional
document which was part of this assignment was a short evaluation of the first assignment's quality as
it was reflected in the implementation. The last document to be submitted as part of this assignment
was a unit test plan for each of the methods developed.
(3) Project testing: the third phase and assignment consists mainly of the testing phase. The students
had to implement the unit test plan as designed by the previous team. Due to time constraints the
workshop addresses only part of the required project development, so the testing phase includes
additional developments (a test generator and a stub) for building the infrastructure required for testing
the developed software pieces. As part of this assignment the team was required, not only to test, but
also to correct the mistakes that were discovered. The corrected code had to be tested once again to
assure its correctness. This process is repeated until everything runs according to the specifications. As
part of the assignments, the students had to provide the testing report that summarizes the problems
discovered and their corrections. In addition, this assignment included a system test plan with at least
10 detailed test cases. This plan is for the quality assurance staff, so it has to be detailed and based on
the system functionality as derived from the software specifications as defined in the design document
(first assignment). The last part of this assignment is a quality test plan which concentrates on the nonfunctional attributes of the system, with a special emphasis on the metrics to be used or defined.
3.4

Personal Assignment

The personal assignment is an activity summary report, in which each student describes: (1) the work
done during every stage; (2) his/her part in these activities; (3) the problems they (as a team)
encountered during the project; and (4) the problems he/she encountered personally. There is also a
short reflection on the workshop, as well as a one-sentence summary about the workshop’s results.
The last part reflects on the work distribution among the team members (100 points that the student
divides between the other team members to express their relative contribution toward each of the three
assignments).
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LEARNING PROCESS EVALUATION METHODOLOGY

The workshop was highly structured and allowed for role-play between the teams. To enhance
understanding and the project’s success, pre-defined templates were used for all of the team-based
assignments. The evaluation method included a comparison between two identical one-question
questionnaires in which students were asked to rate their perception regarding the relative importance
of the three planned assignments. Each student was given 100 points and was asked to divide these
points between the three project stages based on his or her perception regarding the relevant
importance of each stage. The first questionnaire was given during the workshop’s first lecture and the

second questionnaire during the last lecture. The intention of using two identical questionnaires was to
measure the workshop’s influence regarding the perceived importance of development, documentation
and testing on the software engineering activities of the project. In addition, the evaluation process
analyzed the students’ reflections on their workshop experiences. In contrast to the pre-defined
templates used for the team activities, the personal reports were composed of freestyle answers. The
only data provided were the points to be addressed in these reflections. This open format encouraged
students to concentrate on the issues they felt were important and offered a better understanding of the
students' achievements during the workshop. To examine the significance of the differences between
the students' perceptions concerning the importance of the various phases of software development,
before and after their engagement in the project, Paired – Sample – T Test was employed and the
results are provided in the following section.
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RESULTS AND DISCUSSION

The first questionnaire results are outlined in Figure 2 (pre-workshop). The numbers were calculated
as the average between all students' answers. It is no surprise, as already discovered by a previous
study (Yadin and Lavy, 2008), that CS students regard development as the most important activity
(74% of the project). Testing was perceived to be of secondary importance (14%) and documenting
the design phase was perceived to be the least important (12%) among the phases of the design and
development of software. These results are not unexpected and support many researchers who claim
that developing software is more than just knowing a programming language (Hunt and Thomas,
2000; Kernighan and Pike, 1999; McConnell, 2004).
When asked to relate to the results, the students explained the relatively low importance of
documentation by referring to the fact that the methodology and the tools used (UML) provided all the
necessary documentation required for the project. The results obtained in this survey were no different
when compared to the results from the previous year (Yadin and Lavy, 2008), or the year before, in
which no questionnaires were used and the students' perceptions were obtained from their reflections.
The misconception that the generic UML charts are sufficient for development was the trigger for the
workshop structure and one of its objectives was to convince students, through their own practical
experience, about the importance of documentation.
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Figure 2.

Development
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The first questionnaire (Figure 2 pre-workshop) demonstrated the students' misconception regarding
the relative importance of development (74%). However, the second questionnaire revealed that the
students began to realize the importance of the other phases as well as the vital role they play in
determining the project's success as demonstrated by Figure 2 (post workshop).
Analyzing the differences between the two figures reveals that the students’ perception changed
significantly. The relative importance of documentation increased by 119%, (t(50) = -18.08, p<.001),
while the relative importance of the coding stage dropped by 34% (t(50) = 18.97, p<.001). The
importance of testing was increased by 80% (t(50) = -8.30, p<.001). There are many factors affecting
the relative importance of the various life cycle stages and the amount of time required for each one.
These factors may include, for example, the user requirements, the project type, the SDLC
methodology used, the programming languages and Computer Aided Software Engineering (CASE)
tools, etc. In many cases the development phase requires less than 30% of the project’s estimated time.
Glass (Glass, 2003) uses 20% for requirements elicitation, 20% for design, 20% for coding and 40%
for testing. The requirements elicitation is not part of this workshop since the project and its
requirements were predefined and the students had to decide which parts to design and implement. In
addition, no real users were involved and the project's requirements and specifications were
determined by the students themselves. At the end of the semester, the students still regard coding
(development) as the most important component, but it is significantly (34%) less than its perceived
importance at the beginning of the semester. The end of semester percentages are closer to the
numbers used by researchers and practising software engineers, for example the percentages proposed
by Glass (Glass, 2003).
The alteration in the students' perception regarding the relative importance of the various project
components is directly linked to the workshop's structure. This became evident mainly at the role-play
changing points. During the second phase of the workshop in which the students had to develop the
system based on the design they received, some of the teams struggled to continue their work. Several
students were trying to drop the design specifications they received from the previous team, claiming
these specifications would not produce a workable solution and the project could not be developed. In
all these cases and after some additional thinking this proved to be wrong. The solutions described in
these design specifications provided a viable solution, but they were not properly documented, which
hindered the students’ understanding. After discussing the design specifications with the team
responsible, the project was developed as intended, sometimes with some minor modifications. These
types of misunderstanding were repeated in the third phase, in which students had to design and
execute the system testing. Once again, for designing the test environment and the test scenarios, a full
project understanding was required, but without the proper documentation, this understanding was
extremely difficult. In addition to the extra work required due to the missing documentation, this also
changed the students' perception regarding the importance of the other, non-development, "soft skills"
based activities.
The significant increase in the perceived importance of testing (80%) can be explained by the fact that
during the third stage the students had to design and develop the stub and the scenarios for the system
to be checked. In all cases where the system did not function according to the specifications, the
testing team had to correct the code and run it once again. This means that the testing team had to be
familiar with the design specifications as well as with the developed code. The testing students acted
as the "gate-keepers", making sure that only the fully functional system was released. Performing this
task properly required some additional analytical skills to find and correct various bugs which might
have been introduced during the development or the design phases. Unlike in the real-world situation,
where in the case of problems, quality assurance people usually return the system to the developers,
here the testing team had to fix it, which led to their higher appreciation of the testing task and its
perceived elevated importance in the development process.
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