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Abstract
A hybrid aerial-ground robotic platform allows for enhanced functionality
combining most of the operational profiles of an aerial and ground vehicle with
applications to intelligence, surveillance, reconnaissance (ISR), infrastructure inspection,
emergency response, photography, etc. Motivated by this challenge, we designed,
developed, and tested a prototype hybrid aerial-ground robotic vehicle capable of guidance,
navigation, and control in the air and on the ground. The thesis focus is on the system
design. As such, at first, we designed and analyzed the mechanical component to ensure
durability. We then designed the electrical component to reduce overall weight and
maximize battery life. We developed and integrated software modules and widely used
controllers to allow for teleoperation and autonomous control. A series of tests were run to
ensure proper functionality and demonstrate operability. Tests included a controlled
functionality test, aerial test, ground test, transition component test from air to ground and
ground to air, dual-mode functionality tests, and battery runtime test. Performed tests
dictated design revisions that resulted in a fully functional prototype ready to be used by
scientists, engineers, practitioners, and end-users.
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CHAPTER 1
Introduction
Unmanned systems research continues to grow; unmanned systems are now
dominating civilian and public domain applications. Unmanned systems include aerial,
ground, sea-surface, and underwater vehicles, including combinations of such vehicles.
Such robotic platforms are designed for specific applications and functionality in specific
environments. One way to enhance functionality and applicability is to consider multipurpose or hybrid platforms. However, combining platforms also introduces new
challenges and design complications. For example, if one develops a hybrid aerial-ground
robotic platform, this robotic vehicle has the benefits of both aerial and ground vehicles.
Combining platforms also introduces challenges, such as weight considerations, power
consumption, ability to control both platforms, etc. This work seeks to develop an aerial
and ground platform with proven functionality accounting for such challenges.
1.1

Motivation
The motivation for this research comes from the desire to develop a hybrid aerial-

ground robotic platform that allows for a more diverse vehicle with a broader range of use.
Potential applications for this type of vehicle include all-purpose surveillance and
photography. Air capabilities allow operators to survey a large area in a short time from all
1

angles. In situations where spaces are confined or environments make maneuverability
difficult (i.e., a windy day), a ground vehicle may be preferred over an aerial one. By
combining both capabilities into a compact vehicle, the user always has both options
available.
Solutions to this problem have been presented before; however, we are looking to
optimize the design by developing a lightweight and more compact product. The purpose
is to improve accessibility and operational flexibility for all users. Smaller vehicles exist
but are generally for personal entertainment, and most smaller vehicles lack the durability
needed for industrial purposes and applications. Larger vehicles have also been developed
and are durable enough for rough terrains but lack the controllability and compactness
needed for situations such as photographing or surveying. Thus, the aim is to develop a
durable vehicle to withstand various terrains while also being light and compact enough to
maneuver as needed to get the job done.
1.2

Problem Statement
Conducted research shows that it is possible to create a hybrid aerial-ground robotic

platform. However, most prototypes lack the durability, compactness, or agility to be viable
candidates for field applications. The vehicles presented in past research are durable but
relatively large and are not agile enough to be easily controlled. Other vehicles are
relatively compact and easily maneuverable but lack the durability to withstand obstacles
and environments experienced in the field. We developed a prototype for a hybrid aerialground robotic platform containing all three characteristics above in this research. For
durability, all load-bearing components should have a safety factor of greater than 3 for a
2

load greater than 2 times the estimated load. For compactness, the aerial and ground
components should share a single-layered chassis. Finally, the vehicle should have a threeto-one thrust to weight ratio or greater when motors are at wide-open throttle for agility.
One common issue with quadrotors is power consumption because of the high
current drawn by all four motors. This is especially true in larger quadrotors and results in
shorter flight time and, in turn, makes the vehicle less beneficial for the user. The vehicle
should be optimized to contain the necessary components that reduce the power consumption while also reducing the vehicle’s overall weight. Finally, because this prototype
is intended for further research in the future, researchers need to alter software and tune
controllers. All control systems should be comprehensible and tunable for future researchers. In this research, we aim to develop a prototype that meets the five overall
requirements shown above
1.3

Proposed Methodology
The proposed methodology involves using the engineering design process to

develop a prototype. Through the engineering design process, we aim to:
•

Design and manufacture mechanical components that pass structural analysis
tests to ensure durability and allow for a centralized chassis.

•

Develop decision matrices to make component decisions that reduce the weight
of the vehicle while reducing power consumption.

•

Develop software from readily available sources to allow for future duplication
or alteration.
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•

Use control methods understood by entry-level electrical engineering students.

•

Develop tunable controllers using repeatable processes for variant components
and design.

•
1.4

Conduct user tests to ensure the full functionality of the prototype.

Summary of Contributions
The primary contribution of this work is a functional hybrid aerial-ground robotic

platform prototype. This prototype is intended to be used in future unmanned systems
research and allows for a concrete base for other vehicles designed for the same intention.
The data and decisions in this work allow for future comparisons necessary to optimize
design and components. Test results obtained from this work provide future researchers
with areas of improvement for the vehicle and further prototyping.

4

CHAPTER 2
Background
There are many types of unmanned systems used today for various tasks. This
chapter discusses the various fundamentals of unmanned systems, specifically aerial
vehicles, ground vehicles, and past research combining these two platforms. The chapter
begins by looking into aerial and ground systems separately. The two sections introduce
the two different systems and give the necessary background and insight on them. The
following section explores past research done at the University of Denver and by outside
robotics teams to develop a platform that operates in both the air and on land, not just
primarily air or land with the capability of the other when necessary.
2.1

UAS
Unmanned aircraft have obtained several names, the two most common being UAS

and UAV. UAS stands for Unmanned Aircraft System. The EASA defines a UAS
(Unmanned Aircraft System) as:
An Unmanned Aircraft System (UAS) comprises individual system elements
consisting of an “unmanned aircraft,” the “control station,” and any other system
elements necessary to enable flight, i.e., “command and control link” and “launch
and recovery elements.” There may be multiple control stations, command &
control links, and launch and recovery elements within a UAS [1].
Another popular and commonly used name for unmanned aircraft is UAV which stands for
Unmanned Aerial Vehicle. The Joint Capability Group on Unmanned Aerial Vehicles
5

defines a UAV as “a reusable aircraft designed to operate without an onboard pilot. It does
not carry passengers and can be either remotely piloted or preprogrammed to fly autonomously” [2]. Throughout this paper, the two terms, UAV and UAS, are used
interchangeably; however, both refer to UAS as the preferred term used by the Federal
Aviation Administration because these vehicles are aircraft.
UAS Classifications
People generally categorize UAS by their weight, size, range/endurance, or
combination of these characteristics; however, the definitions for these classifications vary
by reference. The classifications given by Qassim based on size are Very Small UAVs
(Micro or Nano), Small UAVs (Mini UAVs), Medium UAVS, and Large UAVs. The other
classifications given by Qassim based on range/endurance are Very Low-Cost CloseRange UAVs, Close-Range UAVs, Short-Range UAVs, Mid/Medium-Range UAVs, and
Endurance UAVs [3]. This project looks further into developing a vehicle in the Very
Small/Small UAV and the Very Low-Cost Short-Range UAV categories. Very Small
UAVs break down into two categories, Nano UAVs and Micro UAVs, and the industry
uses the terms Small UAVs and Mini UAVs interchangeably. Austin defines Nano UAVs
as a vehicle with a take-off weight of fewer than 10 g, and all dimensions are less than 5
cm in any direction. The two classifications that this paper is most interested in are the
Micro and Mini UAVs. Austin defines the Micro UAV as a vehicle that should be no more
than 150mm and that a Mini UAV is a vehicle under 10 kg [4]. Peter van Blyenburgh
defines a Micro UAV as a less than 5 kg vehicle with a range of less than 10 km and an
endurance of less than 1 hour. He defines a Mini UAV as a less than 20 kg vehicle with the
6

same range as the Micro UAV and endurance of fewer than 2 hours [5]. As shown here
and in even more depth in the “Mini Unmanned Aerial Systems (UAV) - A Review of the
Parameters for Classification of a Mini UAV,” there are no set parameters for the
classification of UAVs, only general ones [6].
VTOL & HTOL UAS
Aircraft generally belong to two main operational categories based on their takeoff and landing methods. VTOL (vertical take-off and landing) and HTOL (horizontal takeoff and landing are the two primary categories [7]. VTOL aircraft come in many different
configurations, both fixed and rotary-wing. Rotary-wing vehicles include helicopters, coaxial rotors, and multirotors (tandem-rotors, quadcopters, octocopters). Fixed-wing, or
hybrid, use rotors or jets strictly for take-off and landing but fly using the same propulsion
methods as HTOL aircraft. HTOL aircraft are fixed-wing vehicles propelled by either
rotors or jets and must accelerate horizontally along a runway to achieve the speed
necessary to create lift [4].
Using each operational method has its advantages and disadvantages. Choosing
which to use depends on the purpose of the vehicle. First are the advantages of HTOL.
HTOL can carry a heavier load due to wing design, fly longer distances due to a more
significant lift to drag ratio, and a lot less noise. The most considerable assets of the VTOL
are its ability to land and take-off in small areas, its maneuverability, and its ability to hover
in flight. The most advantageous is the fixed-wing VTOL or hybrid aircraft because they
have VTOL and HTOL aircraft capabilities; however, they can be significantly more
complex and expensive [4][7][8].
7

UAS for Surveillance
As stated in the above section, each type of aircraft has its advantages and
disadvantages. These advantages lead to different purposes of UAS, and Chapman explains
how to use different UAS for different types of surveillance. For aerial photography and
video inspection, multirotor aircraft are often the go-to. Multirotor is the primary option
due to VTOL, hover capability, camera control, and operability in confined areas. The
quadrotor aircraft is the most used multirotor in surveillance research due to the simplicity
of control in low inertia situations [4]. For aerial mapping and pipeline/ powerline
inspection, fixed-wing HTOL works best because they have the optimal endurance, broad
coverage in a short amount of time, and there is rarely a need for VTOL or hover. Single
rotors are often chosen for aerial LIDAR scanning due to VTOL, hover, long-endurance
when powered by gas, and heavy payload [8].
2.2

UGV
Unmanned ground vehicles (UGVs) are robotic platforms that operate on land

without an operator on board [9]. UGVs have fewer classifications than UASs because they
are not as highly regulated as UASs.
UGV Classification
We classified UGVs by their method of wheel control. The methods for wheel
control defined by Robot Platform are Differential Drive, Tricycle Steering, Ackerman
Steering, Synchronous Drive, Omnidirectional Drive, Articulated Drive, and Independent
Drive [10].
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Differential drive is generally the most common in robots due to its simplicity.
Differential drive steering steers the robot by varying the speed of the wheels on either side
of the vehicle. One subcategory of the differential drive is the skid steering method, a
differential drive concept for vehicles with multiple wheels on either side or tracks.
Differential drive allows the vehicle to make 360-degree turns with a turning radius of zero,
advantageous in surveillance and photography. Figure 2-1 shows a traditional differential
drive robot, where Figure 2-2 shows the skid steering method. The figures display how
changing the direction of the wheels turns the vehicle. The rate at which the wheels spin
determines how fast or slow the vehicle turns [10].

Figure 2-1: The conventional differential drive method of steering [10].
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Figure 2-2: The skid steer method of steering [10].

Tricycle steering is a method for steering three-wheeled vehicles. The single front
or back wheel drives and steers the robot, while the back two wheels support the vehicle.
Tricycle steering’s turn radius is limited by the radius of the rear two wheels. Tricycle
steering is not typical in the robotics industry [10].
Ackerman steering is the standard steering method for most cars and hobby RC
cars. Ackerman steering uses two fixed axles with two wheels on either axle. The front two
wheels are for steering the vehicle, and the back two wheels drive the vehicle. Due to the
mechanical complexity but increased high-speed control, Ackerman steering is generally
reserved for faster robots, such as those mentions earlier [10]. Ackerman steering, like
fixed-wing HTOL, is beneficial in long-range, high-speed videography.
Synchronous driver steering is considered a highly precise to control robots. In this
method, all wheels both steer and drive the vehicle. However, all wheels are controlled by
one steering and one driving motor. The motors then connect to all wheels via belts. By
using a single motor, the vehicle’s wheels all spin and turn at identical rates. Unfortunately,
any more than three wheels dramatically increases the complexity of the robot [10].
10

Omnidirectional drive steering is the only holonomic steering method. Holonomic
robots have the same number of controllable degrees of freedom as the total degrees of
freedom [11]. This means that no physical factors are constraining the direction a robot can
go. The robot must use Omni wheels to make it omnidirectional. In Figures 2-3, Omni
wheels are necessary because regular wheels are limited to one degree of freedom on a two
degree of freedom plane, thus being non-holonomic, where Omni wheels are not.
Controlling rotational speed and direction for each wheel allows the vehicle to move in any
direction on a 2-D plane. However, there are various disadvantages to this method,
including the price of wheels, difficulty to maneuver and control on non-flat and nonsmooth surfaces, and inefficiency [10].

Figure 2-3: Omni wheels have smaller wheels perpendicular to the larger
wheels allowing for omnidirectional steering [12].

Articulated drive steering is like Ackerman steering, but instead of turning the front
wheels with a fixed axle, the chassis has a front and back half, and the front half of the
chassis turns (see Figure 2-4), or the front axle turns [10].
11

Figure 2-4: An example of articulated steering where the chassis turns to direct the vehicle [10].

The final classification is independent drive. For independent drive steering, each
wheel has two motors, one for steering and one for driving. Each motor is steered and
controlled separately [10].
2.3

Past Hybrid Research and Similar Products
Both the University of Denver and outside robot developers are interested in the

idea of a hybrid aerial-ground robotic platform. The University currently has two
prototypes for this vehicle. Some robot enthusiasts also developed prototypes outside the
university; however, most developed products are intended for recreational use.
Past Research
The University of Denver currently develops two prototypes for hybrid aerialground robotic platforms. The initial vehicle was a proof of concept developed by the
University in 2019, shown in Figure 2-5. The vehicle developed in 2019 was a quadcopter
12

chassis mounted on a skid steer chassis with tracks. In 2020, students developed another
larger-scale version of the prototype, shown in Figure 2-6. This vehicle is like the original
proof of concept; however, the quadrotor is mounted on a chassis that uses Ackerman
steering.

Figure 2-5: University of Denver 2019 prototype consists of a quadrotor atop a
tank chassis.

Figure 2-6: University of Denver 2020 prototype consists of a quadrotor atop
an Ackerman steering chassis.

The purpose of the students’ research was to develop a UAS capable of driving on
the ground. The students used a process like the one followed in this paper in the
development process. Some issues with the most recent prototype are lack of
maneuverability in flight and lack of autonomous capabilities. The first issue results from
13

the size and weight of the vehicle. The second issue results from the electronics and
avionics used to control the vehicle.
Similar Products
Most of the products developed to be hybrid aerial-land platforms follow a similar
design as past research from the University of Denver. Some of these products are in Figure
2-7(a)(b).

Figure 2-7: Vehicles (a)-(c) represent similar vehicles to past research where a
UAV chassis is mounted on a UGV chassis. Vehicle (d) represents an example
of a shared chassis vehicle by the UGV and UAV propulsion components
[13][14][15][16].

However, Figure 2-7(c)(d) shows a product that uses a similar concept to this work. The
second product is the X-TANKCOPTER. This vehicle uses a single chassis for the
quadrotor and skid steer with tracks. The purpose of this vehicle appears to be for
entertainment.

14

CHAPTER 3
Design and Methods
This chapter shows the process followed to design, manufacture, and test the hybrid
aerial-ground robotic platform. The chapter gives a system overview and introduces the
subsystems and how they interact. It then moves into the subsystem design, where each
subsystem is explained in greater detail. The subsystem design section outlines and
supports all design decisions made for individual components. This chapter then moves
into the control systems, where all control algorithms, software development, and tuning
processes are explained. Finally, the chapter provides the user tests implemented to ensure
the full functionality of the design.
3.1

System Overview
The system consists of four subsystems. Figure 3-1 shows the subsystems that make

up the unmanned vehicle: Structural, Propulsion, Control and Sensor, Power Distribution,
and Communication. The Structural subsystem consists of all components that protect and
support the other subsystems. The Propulsion subsystem consists of components necessary
to move the vehicle on the ground and in the air. The Control and Sensor subsystems are
the components used to relay information to the driver or the controller, which controls the
vehicle, either autonomously or manually. The Power Distribution subsystem consists of
15

the components used to power the Propulsion, the Control and Sensor, and Communication
subsystems. Finally, the Communication subsystem relays information from the onboard
computer to the ground control station while receiving commands from the radio
transmitter.

Figure 3-1: Systems diagram for the hybrid aerial-ground robotic platform
showing how the subsystems interact and communicate.

Figure 3-1 shows the Structural subsystem at the top of the diagram, encompassing
all the other subsystems. It is the structure that all other subsystems are attached to on the
unmanned vehicle. Figure 3-1 also shows how the components interact with one another
and their connections. Sections 3.2-3.6 show how we designed each subsystem and how
the subsystems work together.
16

3.2

Structural Subsystem
As stated above, the Structural subsystem’s primary purpose is to support all other

subsystems’ components while maintaining structural integrity during all operational
phases. The subsystem consists of nine primary components, along with fasteners and
spacers. The nine central components are the chassis (or frame), the wheel frames, the servo
housings, support bars, the UGV motor mounts, the wheel clamps, the covers, the GNSS
stand, and the anti-vibration mount. The primary fasteners consist of a series of M2, M2.5,
and M3 nuts, bolts, and threaded rods, and the spacers include plastic spacers and rubber
O-rings.
Chassis

Figure 3-2: The chassis of the vehicle.

We designed the vehicle’s chassis to house most electronics, the UAV motors, and
the wheel frames. It maintains structural integrity when the vehicle is experiencing the
ground’s normal force and the force due to the thrust. It must be as light as possible to
allow for more efficient propulsion. We started with commonly used shapes for quadcopter
17

frames, the X frame, the H frame, and the Hybrid-H frame to find the chassis’ best shape.
We chose to continue with the H-frame (see Figure 3-2) for three main reasons, the H frame
is optimal for front camera mounting, the H frame gives two “axles” that could be easily
modified to mount the rotating wheel mounts, and the H frame has more space to mount
equipment.
The H frame’s biggest downfall is the weight; therefore, when designing the
chassis, the primary goals were to reduce as much weight as possible while maintaining
rigidity and adding a way to mount the wheel frame. We did that by reducing the portion
along the centerline of the frame near the axles, and we added fillets for increased support.
Instead of using circular rods, we decide to use rectangular rods for axles to ease 3D
printing. To reduce weight and maintain strength, we used triangulation.

Figure 3-3: FEA of chassis for a load of 13 pounds, with the fixtures representing the screws that
mount the UAV motors. This configuration resulted in a safety factor of 17.

Before manufacturing, we ran a finite element analysis (FEA) to ensure that the
design is durable and has a safety factor greater than 3. We used the static analysis built
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into SOLIDWORKS. Figure 3-3 shows the FEA for the chassis when the vehicle is in UAV
form, and Figure 3-4 shows the FEA for the chassis when the vehicle is in UGV form.

Figure 3-4: FEA of chassis for a load of 13 pounds, with the fixtures representing the rod of the
wheel frame. This configuration resulted in a safety factor of 3.2.

We used approximately double the estimated load to obtain results, 13 lbs.,
distributed as 3 lbs. on the central portion and 2.5 lbs. where the UAV motors mount. The
reason for not doing double was solely to have 2.5 lbs. instead of 2.33 lbs. We set the mesh
to an element size of 0.034 inches and a tolerance of 0.0012 inches with a standard mesh.
We determined these values by either lowering them until the results stopped changing or
the computer could no longer run the analysis. For this instance, the computer could no
longer run the analysis at values lower than those above. The difference between the two
analyses was how we set up the fixtures. For the UAV configuration, the fixtures were
normal to the flat face of the surface that holds the UAV motor mounting screws. For the
UGV configuration, the fixtures were normal to the cylindrical face that contacts the wheel
frame rod. The UAV configuration resulted in maximum stress of 7.578e5 N/m^2.
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Compared with the yield strength of 1.3e7 N/m^2 for ABS obtained from MatWeb, the
safety factor obtained from Equation 3.1 gives a safety factor of 17, which is much greater
than the desired safety factor of 3.
Safety Factor =

Yield
Max Stress

3.1

The UGV configuration resulted in maximum stress of 4.033e6N/m^2, returning a safety
factor of 3.2. Given that both parts met the desired safety factor, the chassis was complete,
and the next step was to design the wheel frame.
Wheel Frame
The next component we designed was the wheel frame. The main objective
of designing this component was to create a wheel frame (shown in Figure 3-5) that reduces
space and weight and acts like an aircraft’s foldable landing gear. The frame has a lower
rod that it rotates about, and this rod connects to the chassis. On the rod is an arm that
connects to a servo horn via a pull rod. The arm was initially half an inch long connected
to a half-inch servo horn; however, these lengths caused two issues. The first issue was that
for the normal force of 3lbs, one-quarter of the 12-lb total vehicle weight allowed for
double the estimated weight, at 1 inch from the rod, the torque needed to ensure that the
frame does not rotate the UGV form was 4.5 lb.-in. For the 0.5-inch arm, the force would
need to be 9 lbs. to meet that torque. The second issue is that when both the horn and arm
are 0.5 inches, the rod’s angle was only 15 degrees from the arm, which meant that the
rod’s force would need to be 34 lbs. The torque of the servo would need to be 16 lb.-in.
We chose a length of 1 inch for both the servo horn and the arm to account for these two
problems. That means the force needed at the arm is only 4.5 lbs. The rod's angle is now
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36 degrees, and the servo’s necessary torque is 6.12 lb.-in. The frame's other main features
are four evenly spaced slots about the frame for the rollers that we discuss in the Propulsion
subsystem. At each of the slots, there are wheel clamps to hold the wheel in place. To
mount the UGV portion motors, we added small supports for the UGV motor mount.

Figure 3-5: The rotating wheel frame acts as a rotor cover in UAV
configuration and the frame for the wheel in UGV form.
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Figure 3-6: The FEA results for the wheel frame with a load of 3 pounds radially inward due to
contact with the ground, 8 pounds on the arm to represent the pull rod, and a fixture where the
frame mounts to the chassis. This configuration resulted in a safety factor of 4.

Because this component is a load-bearing component, we needed to run an FEA to
ensure that it had a safety factor greater than 3, and we used the SOLIDWORKS static
analysis. The two forces acting on the wheel frame are the normal force of the ground and
the force of the rod attached to the servo. The normal force is 3 lbs., a quarter of double the
estimated weight, and the rod force is 8 lbs., calculated using the angle of the pull rod and
the torque needed to ensure the frame would not rotate. We selected the fixture to be on
the cylindrical face with all three translations selected. Finally, the mesh used was a
blended curvature-based mesh with a maximum element size of 0.12 inches and a
minimum element size of 0.0029 inches. We determined these element sizes by decreasing
the element size until the max stress became constant. These parameters gave the results
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shown in Figure 3-6, which show maximum stress of 3.239e6 N/m^2, and Equation 3.1
results in a safety factor of 4.
Servo Mount

Figure 3-7: The servo mount used to house the servo and hold the wheel frames
to the chassis.

The servo mount in Figure 3-7 serves multiple purposes; its two primary purposes
are housing the servo and clamping the wheel frame in place on the chassis. It can also
serve as landing gear for the UAV portion if any servos fail or if the wheel frames need to
stay upright for any reason. The mount fastens to the chassis with four M3 30mm bolts.
The rectangular void is sized to fit an MG996R servo and has a section taken out of the
bottom for the servo’s wires. Because this part design is not a load-bearing component and
there was no concern for potential breakage, this component did not require an FEA.
Frame Support Beam
We mounted an aluminum support beam to ensure the structural integrity of the
chassis with the UGV motors mounted to the wheel frame and the wheel frame mounted
to the chassis. The UGV motors apply torque to the chassis and could potentially cause
deformations over time. To avoid these deformations, we screwed a flat aluminum bar to
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the bottom of each servo mount, as shown in Figure 3-8. The flat aluminum bar has a length
of 11 inches, a width of 0.5 inches, and a height of 0.125 inches. One concern of adding
the flat bars was the increase in weight. However, each rod weighed 1.1 ounces, adding a
total of 2.2 ounces to the vehicle’s entire weight. We decided that adding the rods was
beneficial due to the importance of the vehicle's structural integrity for durability and
increased motor stability during flight.

Figure 3-8: An illustration of how the flat aluminum bars mount to the servo
mounts to assist the chassis to maintain structural integrity.

UGV Motor Mount

Figure 3-9:The motor mounts for mounting UGV motors on the wheel frame
allow UGV motors to adjust and properly mate to the wheels.

The UGV motor mount in Figure 3-9 attaches the UGV motor to the wheel frame.
The motor mount attaches to the mounting bracket on the wheel frames. There are five
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elongated holes, four holes for the mounting screws, and one hole for the lower portion of
the motor shaft. The elongated clearance holes allow the motor position to be adjusted to
ensure proper gear mating between the motor and wheel gears.
Wheel Clamps

Figure 3-10: Wheel clamps to hold the wheels on the wheel frame.

The wheel clamps in Figure 3-10 ensure that the wheel stays on the wheel frame
when driving and flying. These are fastened to the wheel frame using M2 threaded rods
and bolts; this rod holds the rollers in place. There are sixteen total wheel clamps, four for
each wheel frame.
Covers

Figure 3-11: The covers are mounted above and below the frame to enclose
and protect the electronics while allowing for more mounting space.
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The next component designed was the covers in Figure 3-11. In total, there are two
covers. The purpose of these is to protect the electrical components on the frame and allow
for more mounting space. The bottom cover is attached to the receiver using adhesive tape
and holds the two receiver antennas perpendicular. The top cover has a platform for
mounting the battery using Velcro mounting straps.
GNSS Stand
The GNSS stand in Figure 3-12 allows the GNSS antenna to mount 15 cm above
the vehicle to reduce potential electromagnetic interference from the battery and other
electronics. The stand has an M3 clearance hole at the bottom that we mounted on the top
cover using the same threaded rod that holds the top and bottom covers to the chassis.

Figure 3-12: The GNSS stand mounts the GNSS antenna off the vehicle to
reduce potential EMI from electronics.

Raspberry Pi Anti-Vibration Mount
The final component in the structural subsystem is the anti-vibration mount shown
in Figure 3-13. The mount used has many sources. We chose to use the antivibration mount
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.STL files developed by Emlid [48]. This component consists of top and bottom mounting
platforms that use rubber dampers to connect the two. The bottom mount attaches to the
chassis, and the top mount is attached to the flight controller. This mount is necessary to
reduce noise in IMU measurements and increase controllability.

Figure 3-13: An anti-vibration mount like the mount used to reduce the
vehicle's vibration on the controller, allowing for more accurate IMU sensing
[49].

Fasteners and Spacers
Fasteners such as nuts and bolts assemble most of the components, and the parts
nuts and bolts do not fasten; we use adhesive pads and flex-cuffs. Sixteen 3M screws come
with the motors, four per motor, connect the UAV motors to the frame. A total of sixteen
nylon M3 30mm bolts and nuts, four per clamp, combined the servo mounts with the
chassis and wheel frame rod resides in the two’s cylindrical opening. To mount the wheel
clamps to the wheel frame, eight steel M2 70mm and eight steel M2 45mm threaded rods
with 32 M2 nuts affix the wheel clamps to the wheel frame, two nuts per rod, and two of
27

each rod per wheel frame. Four nylon M3 30mm bolts fasten VTX/PBD stack to the chassis
with a 0.5-inch space between the PDBs. Four steel (could also use nylon) M3 110mm
threaded rods with two M3 nuts per threaded rod were used with eight 1.5in spacers to
attach the covers above and below the frame. Finally, four M2.5 12mm nylon screws and
rubber M3 spacers were used to attach the Raspberry Pi to the top of the anti-vibration
mount, and four M2.5 12 mm nylon screws mount the bottom of the anti-vibration mount
to the chassis.
3.3

Propulsion Subsystem
The Propulsion subsystem is the subsystem that is responsible for transporting the

vehicle. We split the Propulsion subsystem into three parts for this vehicle: the UAV
propulsor, the UGV propulsor, and the transition portion that rotated the wheel frames.
UAV Propulsors
The UAV propulsor consists of four electronic speed controllers (ESCs), motors,
and propellers. These three components work together to create the thrusts that propel the
vehicle in the desired direction through the air. By varying the rotational velocities of the
specific motors, the system can maneuver through the air. The motors configuration is
shown in Figure 3-14 as given by the Arducopter documentation [17].
We set up the propulsors in configuration, shown in Figure 3-14, where propellors
alternate their rotation direction. This setup ensured that the vehicle’s net angular
momentum is zero when all propellers rotate at the same rate. To change the vehicle’s roll,
the velocities of propellors 1 and 4 must rotate at a rate different than propellors 2 and 3.
To change the vehicle’s pitch, the velocities of propellors 1 and 3 must rotate at a rate
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different than propellors 2 and 4. And finally, to change the vehicle’s yaw, the velocities
of propellors 1 and 2 must rotate at a rate other than propellors 3 and 4. These components
must fit with the desired system properly. We start by selecting the propellers, then the
motor size, and, based on the maximum current of the motors, we choose the ESCs.

Figure 3-14: The motor spin directions for an H-Frame quadrotor to properly
propel and control the vehicle [17].

Propellors
The propellors are essentially airfoils, or wings, altered to produce a thrust while
rotating, propelling the vehicle as described above. The frame’s size determines the
propellers’ size, and because the chassis is approximately 360mm and Jacobs’ sizing chart
recommends 7-inch propellors [18]. Therefore, we decided to use 7-inch propellers. This
size propellor allocates for the space needed to have the wheel frames and the wheel.
Next was to determine the pitch of the propellers that gave the most efficient
propeller. Pitch is the distance a propeller travels vertically throughout one rotation. We
used data from the 7-inch propellors developed and tested by Advanced Precision
Composite (APC) [19] Propellors. The three 7-inch propellers that were available had
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pitches of 4-inch, 5-inch, and 6-inch, and to determine which propellor, we observed thrust
vs. HP data shown in Table 3-1.
Table 3-1: Thrust per RPM for 3 different pitches 7-inch propellers used to find which pitch was
most efficient at hover and WOT [19].

By looking at the power needed at a thrust of 1.5 lbs., one-quarter of the estimated
weight, whichever propellor had the lowest power would essentially be the most efficient
during hover. However, there were no power values at a thrust of 1.5 lbs. because the data
is measured. We chose to use linear regression between the points greater than and less
than the desired thrust to obtain an estimated power. By doing so, we obtained power values
of 0.167 HP for the 7x6E, 0.154HP for the 7x5E, and 0.142HP for the 7x4E. These values
were very close together, so we decided to observe efficiency at wide-open throttle (WOT),
3x the hover thrust for surveillance vehicles. The green highlighted rows in Table 1 show
the measured values near 4.5lbs thrust. Again, we used linear regression and obtained
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values of 1.664HP for the 7x6E, 1.345HP for the 7x5E, and 1.011HP for the 7x4E. In both
cases, the 7x4E propellor had a lower power for the same thrust, making it the most
efficient and the best choice.
Motors
The purpose of the motors is to rotate the propellors. We decided to use brushless
outrunners, the most used motor for quadrotors because they rotate at signi-ficantly higher
speeds than brushed motors and produce less electrical noise. We refer to brushless motors
by their stator size and Kv values; this is the rpm/volt of that motor. The stator size
generally reads a DDHH, where DD is the diameter in millimeters and HH is the height in
millimeters. The stator (shown on the left side of Figure 3-15) consists of 12 wire coils
wound about an iron core, in either a Wye or Delta configuration. The direct current
alternates between the three poles creating a rotating magnetic field that causes the rotor
(shown on the right side of Figure 3-15). The outer shell consists of 14 alternating magnets
to rotate [20].

Figure 3-15: The stator (on the left) and rotor (on the right) of a brushless
motor use an alternating magnetic field produced by the stator to rotate the
rotor [20].
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To determine which brushless motor worked best for this design, we looked for
motors that APC had tested with similar propellors to the propellers chosen to select the
motors. The initial search looked at Jacobs’ and Liang’s motor size recommendations
[18][21]. BrotherHobby motors had complete data sets on the cut sheets for most of the
motors. BrotherHobby had three motors with adequate data for a propeller like the 7x4E,
these three motors being the Avenger 2507 V2 1200 Kv, the Avenger 2507 V2 1500 Kv,
and the Avenger 2806.5 1300 Kv. As a disclosure, BrotherHobby took this data using an
HQ7.0x3.5x3 Triblade.
Table 3-2: UAV motor decisions matrix resulting in the Avenger 2507 1500 Kv because of its
adequate thrust for hover and a small battery.

To decide which motor was optimal, we used the decision matrix in Table 3-2. We
then compared the three motors at 50% throttle. The most important factors were that the
thrust would be enough to allow the vehicle to hover at 50% throttle, a thrust of
approximately 680g. The second factor was that the necessary battery was a 5S battery
because this would significantly reduce the weight. We determined all other desired values
for power and weight using existing data from the three motors. We used two points for
green to score the parameters, one point for yellow and zero for red. This process was used
for all decisions when purchasing most of the equipment. The Avenger 2507 V2 1500kv
scored the highest and thus was the motor we chose for our vehicle.
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ESC
ESCs are necessary because brushless motor rotation is driven by alternating how
the direct current from the battery flows over the stator and the amount of current flowing.
Figure 3-16 shows a simplified version of stator wiring. The ESC receives a PWM signal
from the flight controller and, based on this signal, determines which terminal on the motor
receives the current and how much current to send the terminal.

Figure 3-16: BLDC stator three-phase wiring diagram, where ESC controls the
current through each phase to create a rotating magnetic field [20].

We chose the ESC using data from the motor. The cut-sheet for the Avenger 2507
V2 1500kv called for a 45A ESC. We obtained various 45A ESCs and used the same
method to determine which ESC was the best choice. As shown in Table 3-3, we chose the
Aikon SEFM 45A as the ESC used on the vehicle because it was compatible with the 5S
battery and below the desired weight. All wires came soldered to the ESC, and the ESC
did not have a battery eliminator circuit (BEC). Not having a BEC is necessary because the
power distribution board already has the BEC needed to power other components;
therefore, we would need to remove it from ESC before assembly.
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Table 3-3: The decision matrix for the UAV ESCs based on the lowest weight and ease of installation.

UGV Propulsor
The UGV propulsor consists of four ESCs, four motors, four gears, four wheels,
and a series of rollers. When designing the UGV propulsion system, we initially considered
two different steering methods: articulated-frame and differential drive. Although an
articulated frame would need fewer components, two motors, and one servo, the
differential drive was better due to controllability. The Differential drive allowed for a solid
chassis where the articulated frame would need a two-piece chassis. We chose to use a
differential drive to allow for a more symmetric layout of components, and symmetry
allows for more straightforward control when flying. Together, these components propel
and steer the vehicle on the ground. Once we determined the propulsion method, we began
to select the necessary parts. We started designing the wheels and rollers to fit the wheel
frame; we then sized the motors based on experimental data taken with the vehicle fully
assembled.
Rollers
The rollers in Figure 3-17 are cylinders that act as the UGV propulsors’ bearings to
reduce friction between the wheel frame and the wheel itself. The rollers have an outer
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diameter that is slightly thicker than the wheel frame. The rollers have an M3 hole through
the center, and at both ends, we added M3 to M2 brass adapters to reduce friction.

Figure 3-17: Rollers act like roller bearings and reduce friction between the
wheel and the wheel frame.

Wheels
The wheels in Figure 3-18 act like wheels on a car by propelling the vehicle via
rotation. When designing the wheel, we needed to consider which type of wheel to use,
what material, and how to rotate it. We decided to use ABS’s rigid body wheel to ease
design and production compared to tracks or Omni-wheels. We chose to add gear teeth to
the wheel and mate it directly to a gear on the motor. With this design, we could use four
smaller motors and remove the need for a complicated drivetrain. The wheel’s inner
diameter is the wheel frame’s diameter plus the difference between the roller’s diameter
and the wheel frame’s thickness, which ended up being 4.025 inches. When designing the
gears on the wheel, we used 20-pitch gear teeth. Using the Boston Gears catalog, we created
a spur gear with 172 teeth. The teeth are only in the center section of the wheel’s outer wall
to protect them from wearing down while driving [22].
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Figure 3-18: The wheel we designed with gears teeth on the outside to mate
directly with the gears on the motor.

Motor
The purpose of the motors is to rotate the wheels which propel and steer the vehicle.
We decided to use brushless motors for this portion of the vehicle to reduce the weight. To
select the correct motor, we needed to know the torque necessary to rotate the wheels. We
conducted an experiment to determine the size of the motor properly. We began by fully
assembling the vehicle, minus the motors and the motor mounts for the UGV. We pulled
the vehicle for two feet using a Dr. Meter ES-PS01 Fish Scale; the setup is in Figure 3-19.
We recorded the maximum value for the force needed to move the vehicle on each run.
After ten trials, we took the average value to determine the force required to move the
UGV. Taking the average resulted in a necessary force of 9.81 Newtons.
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Figure 3-19: We used this test setup to determine the force needed to move the vehicle by finding
the maximum force needed to propel the vehicle.

Using the equations below, we decided the torque needed per motor to move the
vehicle. We started with the sum of forces in Equation 3.2.
=
Where
and

3.2

is the force per wheel, τ is the torque per wheel, r is the radius of the wheel,
is the total force needed to propel the vehicle. We know that by design, the force

provided by each wheel is the same; thus, we derived Equation 3.3 from Equation 3.2.
=4
We also know,

3.3

and r are perpendicular to each other so that we rewrote Equation 3.3 as

Equation 3.4.
=

τ
$

3.4

We then combined Equation 3.3 and Equation 3.4 to get Equation 3.5
τ =
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4

$

3.5

Finally, we used Equation 3.5 to determine the necessary torque per motor. With

being

9.8 N and the wheel’s radius being 0.11 m, the required torque was 0.27 Nm. The next step
was to find a motor that would produce double the required torque.
To determine if a motor would provide enough torque, we used Equation 3.6
provided by Parsons to calculate each motor’s max torque [23].
τ=

8.3'
()

3.6

Where Kv is the Kv rating of the motor and I is the max current. Once we selected motors,
we used a decision matrix to find the motor best suited for the UGV.
Table 3-4: The decision matrix used to compare UGV motors based on torque, current rating, and
weight.

After comparing the five motors in Table 4, we initially decided to use the QXMotor QAA 2814; however, we could not obtain four motors due to supplier complications.
We then moved to our second option, the Cobra CM-2820 350kv. We decided to use the
350kv motor over the 490kv motor because of the lower total current needed to operate.
ESC
As stated in the ESC section for the UAV propulsors, we need an ESC to control
the brushless motors. The brushless motor has a current rating of 20 A, so to ensure we did
not overload the ESC, we chose to use a 35A ESC. Using the decision matrix in Table 35, we determined that the Hakrc 32Bit 35A was the ESC to use.
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Table 3-5: The decision matrix used to determine the ESCs for the UGV motors based on the
motor’s current rating, weight reduction, and ease of installation.

Gear
The final component needed in the UGV propulsors is the gear that transfers power
from the motor to the wheel. Figure 3-20 shows the 20-pitch spur gear with a 1.25-inch
pitch diameter, 1.35-inch outer diameter, and 25 teeth from MSC Direct, part number
03115359 that we chose [24].

Figure 3-20: The 1.25” 20-pitch gear with 25 teeth mounted on the motor to mate with
the wheel.[24].

Transition
The final components of the Propulsion subsystem were the transition equipment.
The transition equipment rotates the wheel frames to the UGV and the UAV
configurations. The three parts that rotate the wheel frame are a servo motor, a servo horn,
and a pull rod.
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Servo Motor
The servo is the actuator that precisely controls the angle we need the wheel frame
to be oriented. The most critical factor was the torque; however, we wanted to use a
standard size servo to reduce weight and adequately fit the servo mounts. As stated in the
wheel frame portion of Section 3.3, the servo’s necessary torque is 6.12 lb.-in of torque.
The two standard size servos we investigated were the MG995 and the MG996R. After
further investigation, we discovered that the MG996R is the servo to use. It has the same
torque rating, power rating, and weight as the MG995; however, it has upgraded shockproofing and a redesigned PCB and IC control system [25].
Servo Horn
The servo horn connects the servo motor to the pull rod. After analyzing the servo’s
torque rating, we decided to use a 1-inch servo horn to ensure that the pull rod’s angle was
as close to perpendicular to the arm of the wheel frame as possible. Because the horns that
came with the servo were not long enough, we used the servo horns shown in Figure 3-21.
These servo horns are aluminum to reduce weight while maintaining strength and are 24
mm from the center mount hole to the outermost hole.

Figure 3-21: Aluminum servo horns connect the pull rods to servos while
increasing strength and reducing weight [26].
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Pull Rod
The pull rod is the link between the servo arm and the wheel frame. The pull rod
pushes or pulls the arm of the wheel frame to rotate the wheel frame based on the servo
motor’s angle change. We found adjustable rods that fit from the hole in the wheel frame
arm to the servo horn’s outermost circle to determine which pull rods to use. We chose
aluminum pull rods to minimize the weight while maintaining strength.

Figure 3-22: Adjustable pull rods used to link the servo to the wheel frame to
rotate the wheel frames [27].

The specific pull rod shown in Figure 3-22 is an RC pull rod turnbuckle steering linkage
for 1/18th size RC cars, and the rod adjusts from 44 mm to 54 mm [27].
3.4

Sensor and Control Subsystem
The subsystem that controls the Propulsion subsystem of the vehicle is the Sensor

and Control subsystem. The sensors send feedback to either the user or the controller. The
controllers then use the sensor’s information and user input to determine what signals to
send to the motors. The controller consists of two components: a Raspberry Pi and a
Raspberry Pi hat, the Navio2. There are seven primary sensors on the vehicle, four
embedded in the controller, and three external sensors. The three external sensors are an
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ultrasonic sensor, a battery voltage sensor, and a video camera. The four sensors embedded
on the Navio2 consist of two IMUs (inertial measurement units), a GNSS (Global
Navigation Satellite System), and a barometer.
Controller
The most critical component to the Sensor and Control subsystem is the controller.
The controller is what determines the speed of each motor for the vehicle to move as
desired. However, there are various controllers; we needed a controller to control the UGV
propulsors, UAV propulsors, and transition actuators from a single controller for our
system. Because we had the four servos and two sets of motors, we needed a controller that
allowed for 12 PWM outputs. A simple solution to controlling a complex system is a
Raspberry Pi. We investigated two solutions to get 12 PWM outputs: the Adafruit 16Channel PWM hat and the Emlid Navio2 hat, shown in Figure 3-23. The Adafruit PWM
hat uses a PWM controller that sends signals through 16 output channels [28]. The Navio2
is an autopilot hat for the Raspberry Pi that is power by ROS and Ardupilot made to
function as a robot controller; it also has pre-configurations and built-in sensors, making it
ideal for autonomous vehicles [29]. We decided to move forward with the Navio2 because
it has 14 PWM outputs, a PPM receiver input, two IMUs, a GNSS, a Barometer, and I2C
and UART ports. The Navio2 also has an RC/IO controller, which accepts PPM signal
input from the receiver and provides 14 PWM signals to the outputs.
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Figure 3-23: The Emlid Navio2 hat mounted on a Raspberry Pi used for flight
control, differential drive control, and transition control [30].

The OS for the Raspberry Pi/Navio2 combination provided by Emily has ROS and
Ardupilot preinstalled. Having ROS and Ardupilot was a big reason we chose this
controller to allow for future autonomous control. The controller can use Ardupilot in the
aerial mode and use ROS to switch between the modes while also controlling the servos
and the ground mode.
Sensors
Embedded Sensors
A significant reason for choosing the Navio2 was the built-in sensors. The Navio2
comes with four sensors: two IMUs, a GNSS, and a barometer. The two IMUs are the
MPU9250 9DOF IMU and the LSM9DS1 9DOF IMU; both sensors combine a 3-axis
accelerometer, a 3-axis gyroscope, and a 3-axis magnetometer to obtain information
regarding the vehicle’s yaw, pitch, roll, and thrust. The reason for having two sensors is
strictly for redundancy, the MPU9250 is the default IMU used, and the LSM9DS1 is a
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redundant IMU in case of failure; we can change the primary IMU if desired. The GNSS
on board is the U-Blox NEO M8 GNSS module, a receiver that can track multiple GNSS
systems. This module’s primary purpose on the controller is to send and receive signals
from the GPS (global positioning system). The controller can then use the GPS signal for
path planning and send position information back to the pilot. The last controller embedded
on the Navio2 is a barometer. The barometer is the MS5611 barometer, which measures
temperature and pressure. The barometer uses these measurements to determine the altitude
of the vehicle within 10 cm.
External Sensors
We have three external sensors, an ultrasonic sensor, a camera, and a battery
voltage sensor. We decided to add a distance sensor to accurately measure the vehicle’s
height when close to the ground. The three different options for distance sensors we
explored were ultrasonic, infrared, and lidar. Table 3-6 shows the decision matrix we used
to determine the sensor.
Table 3-6: The decision matrix to determine the optimal distance sensor for future automation of
landing processes.

We determined that the HC-SR04 Zio Ultrasonic Distance Sensor is the optimal
sensor for our system. It mounts to the vehicle’s bottom and measures its height from the
ground over a range of 2 cm to 400 cm with an accuracy of 3mm. This distance sensor is
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included for future vehicle landing automation and allows for safe transitions between
UAV/UGV propulsors.
The purpose of the camera is to allow for a first-person flight view. The camera
directly transmits video to a ground control station that controls the vehicle in spaces where
we cannot see the vehicle directly while safely relaying information. Based on the decision
matrix results in Table 3-7, we used the Runcam Racer 3.
Table 3-7: The decision matrix to determine the best camera for future use.

The final sensor we added is a battery voltage sensor to ensure we maintained over
20% voltage in the battery to keep the battery healthy and ensure that vehicle always has
sufficient power. The telemetry sensor we decided to use is the Flysky FS-CVT01. We
chose this sensor because it is made specifically for the receiver used on the vehicle.
3.5

Power Distribution Subsystem

Battery
The Power Distribution subsystem provides power to all the vehicle’s major
components with the necessary voltages while providing overcurrent protection. The
subsystem consists of a LiPo battery, a power module, and two power distribution boards.
The battery we used is a five-cell lithium-polymer battery. A 5S LiPo battery has an output
voltage of 18.5 V, and we chose this size battery based on the datasheet for the UAV
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propulsor motors. We used the UAV propulsor data to determine the battery runtime
capacity and discharge rate.
Table 3-8:The data for the five different size batteries determine each battery's
runtime based on capacity, battery weight, and the necessary discharge rate.

To calculate the runtime capacity and discharge rate, we used Table 3-8. Knowing
the vehicle’s estimated weight was determined using a 680-gram battery, we found the
battery’s weight difference from 680 grams. Doing so gave the weight difference for the
entire vehicle, so the number was divided by four to give the difference in thrust per motor,
allowing the calculation of a new thrust per motor. Using a linear regression for the data
around 680 grams thrust to find current as a function of thrust, we obtained the approximate
current per motor and total current drawn during hover. We calculated 80% of the total run
time to keep the battery healthy and not lose power when in flight. Finally, we calculated
the discharge rate using Equation 3.7.
./0 1234. 567 8$/9 5 = :/44;$< 1/7/=>4< 5ℎ ∗ 8>B=ℎ/$C; D/4; 1

3.7

The Maximum Continuous Amp Draw is the current usage at WOT. When each motor
produces 2100 grams thrust, the system is at WOT, and from the Avenger 2507 cut sheet,
the motor draws 45 Amps. 45 Amps over four motors is a total of 180 Amps. For example,
Equation 7 shows that with a maximum draw of 180 Amps and a battery capacity of 5Ah,
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the discharge rate is 36C. Knowing the discharge rate and run time for all the batteries, we
used the decision matrix in Table 3-9 to determine the optimal battery is 5000mAh.
Table 3-9: The decision matrix used to choose the battery based on runtime calculations, weight,
and discharger rate in Table 3-8.

Power Module
The next component in the Power Distribution subsystem is the power module. The
purpose of the power module is to supply power to the Navio2 and Raspberry Pi. The
power module is a battery eliminator circuit (BEC) that outputs 5.3 V and has a maximum
continuous output current of 2.25 A. This component comes with the Navio2.
Power Distribution Boards
The final components of the Power Distribution subsystem are the power
distribution boards (PDB). There are two PDBs on the vehicle; one that provides power to
the UAV propulsors and camera/VTX. The second PDB provides power to the UGV
propulsors and transition servos. The power distribution board we chose was the
HOBBYMATE XT60 Power Distribution Board for both. The reason for choosing the
HOBBYMATE XT60 for the UAV propulsors was that we needed the PDB to have a
higher current rating than the ESC to ensure that there is no bottlenecking. The rating on
this PDB is 50A per output, so per motor, for the 45A ESC. The HOBBYMATE PDB also
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had two BECs on it, a 5V and a 12V. The 5V BEC is essential because the Navio2 does
not power the servo rail, so we connected this PDB’s 5V BEC to connect to that rail and
power all the transition servos on that rail and the receiver. The 12V BEC is essential
because it powers the VTX and the VTX provides power to the camera. We chose to use
the same PDB for the UGV Propulsors because the ESCs are 35A, meaning that the
HOBBYMATE XT60 works with those ESCs.
3.6

Communication Subsystem
The Communication subsystem consists of the components necessary to

communicate between the vehicle and the operator or ground control station. The first
communication for the manual operation of the vehicle is between the transmitter (TX) and
the receiver (RX). The receiver we are using is the Flysky FS-iA6B. We chose this receiver
using the decision matrix in Table 3-10. The biggest reason for choosing the FS-iA6B is
that it outputs a PPM (pulse position modulation) signal versus a series of PWM (pulse
width modulation) signals. PPM is the type of signal used by the Navio2 controller. This
receiver also sends the telemetry readings of the battery voltage back to the transmitter so
the operator can ensure that the vehicle has sufficient power. The transmitter we chose was
the Flysky FS-i6S because it is compatible with the receiver. The receiver and transmitter
communicate using a 2.4GHz frequency, ranging from 2.4055 GHz to 2.475 GHz.
Table 3-10: The decision matrix used to determine the optimal receiver for this design resulting in
the FlySky due to PPM output and cost-efficiency.
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The second communication occurs between the ground control station and the
vehicle. The vehicle has a video transmitter and a Raspberry Pi with dual-band (2.4 GHz
& 5 GHz) IEEE 802.11 Wi-Fi. The ground control station we are using is a laptop with
Mission Planner and a 5.8GHz video receiver. The camera’s video signal directly transmits
between the transmitter and receiver. We used the decision matrix in Table 3-11 to
determine what video transmitter to use and decided that the optimal transmitter is the AKK
FX2. The video receiver we are using is the Skydroid 150CH 5.8GHz True Diversity FPV
Receiver because it connects via USB compared to the conventional AV connection. It is
important to note that the pilot must have a HAM license to use this video transmitter and
receiver because it uses the 5.8GHz frequency range.
Table 3-11: The decision matrix to determine the optimal 5.8 GHz video transmitter.

The third communication to the GCS is between the flight controller and the laptop.
This communication is over Wi-Fi connection, and because we are using a Raspberry Pi 4
B, we can use either 2.4GHz or 5GHz. This connection is how we manage all the flight
software. We use this connection to write all the source code and connect to Mission
Planner. With Mission Planner, we have full access to all flight controller information over
this connection, such as roll, pitch, yaw, and altitude, and can automate flight paths over
GPS.
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3.7

Flight Controller Setup
Ardupilot is the flight control software we use to control the quadcopter, and

Arducopter is a specific configuration designed for rotor vehicles. This software is on the
onboard Raspberry Pi, and we followed the instructions from the Emlid Navio2 documents
for initial setup. The first step is to download the Emlid Raspbian image from the website
and flash the image onto a 32-GB SD card. After flashing the image and powering on the
Raspberry Pi with the SD installed, Navio2 installed, keyboard plugged into USB, and
HDMI plugged into a monitor, we configured the Wi-Fi to allow for a remote connection
with the flight controller. To configure the Wi-Fi and sign into the network, we typed “sudo
nano /boot/wpa_supplicant.conf” in the command terminal, opening the WPA configuration file. We added
network={
ssid="yourssid"
psk= “yourpasskey”
}
to the file, where “yourssid” is the SSID of the network used, and “yourpasskey” is the
password of the network used [31]. Using the “iwconfig” command terminal, we obtained
the Pi’s IP address allowing for remote connection. With the SSH setup, we proceeded
with the Ardupilot setup. The first step was to choose Arducopter for the vehicle’s
configuration. To select the configuration, we ran the “sudo emlidtool ardupilot” command
and selected “copter” as the vehicle, and hit apply [32]. Due to the Lua scripting capabilities
of 4.0.7, we updated the Arducopter firmware from stable 4.0.7 to the latest 4.1 using the
“cd /opt/ardupilot/navio2/arducopter-4.0/bin.” We ran “sudo mv -f arducopter oldcopter”
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to rename the current Arducopter binaries in this folder. Next, we ran “sudo wget
http://firmware.ardupilot.org/Copter/latest/navio2/arducopter” to download the new firmware. Then we ran “sudo chmod +x arducopter” to make the binary executable. Finally,
“sudo reboot” to reboot and apply the changes [33].
With Arducopter set up, we began setting up the ground control station as necessary
for Lua script, PID tuning, and changing any Arducopter parameters. First, we ran
"pi@navio: ~ $ sudo nano /etc/default/arducopter" to open the file with the Arducopter
telemetry options. In this file, we set “TELEM1=”-A udp:127.0.0.1:14550”” to have the
IP address of the ground control station [33]. After saving those changes, the command
“sudo systemctl daemon-reload” reloaded the configuration. With the onboard computer
set up, we set up the GCS. The GCS used was Mission Planner and should connect
automatically when opened on the local PC with Arducopter running on the onboard
computer.
3.8

Differential Drive ESC Calibration

Figure 3-24: The BLHeli Suite settings for the UGV ESCs to calibrate the ESCs
to go in both directions.
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The next step was calibrating the ESCs used for the differential drive motors with
the flight controller set up. Because the ESCs are BLHeli_32, we followed the process in
Aria Yudhistira’s video on calibrating these particular ESCs with BLHeli Suite 32 and an
Arduino Uno. The first step was to plug the Arduino into the computer via USB and run
BLHeli Suite. In BLHeli Suite, we set the COM port as the USB connection, went to “Make
interfaces,” and set the Arduino Board to “Uno w/ Atmega328.” Finally, we set the
dropdown for the Arduino to “4wArduino_Nano__16_MULTIv20005.hex” and selected
“Arduino 4way-interface.” This operation flashes the Arduino, and it was then ready to
calibrate the ESCs. One thing to note is that the version of BLHeli Suite used to calibrate
was version 32.8.0.1.
We plugged the signal wire into D11 on the Arduino, the GND wire to GND,
connected the USB cable and powered the ESC with the LiPo to calibrate each ESC. With
this setup, we selected the appropriate COM port and hit “Connect,” then “Check,” and the
ESC should appear as ESC 1. Each ESC got the parameter values shown in Figure 3-24
based on research regarding optimum BLHeli_32 settings [34]. Once we set the
parameters, we hit “Write Setup,” “OK,” and “Disconnect.” All four ESCs used the same
process and parameters [35].
3.9

Controller Design
To understand the software development process, we must go over how we wanted

to pilot the vehicle. For now, the vehicle is entirely manual using the FS-i6S radio. The
vehicle has three modes: a flight mode, a transition mode, and a driving mode. The pilot
can alternate between the three stages using Switch A and Switch D to control the PWM
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signal over a single channel. The first mode is when both switches are upward and send a
PWM of 2000 us. In this mode, the wheels are in the rotor cover configuration. The vehicle
acts and functions as a quadcopter. The second is when one switch is up and one is down,
where the PWM has a duty cycle of 1500 us. This configuration is when the vehicle is in
the transition mode, the wheels are down, and the quadrotor motors are armed. The final
mode is when both switches are down, and the PWM is 1000 us. The quadrotor motors
are disarmed, and the vehicle uses the inputs of the right joysticks to control the differential
drive system.
Next, we take a deeper look at what happens each time you change the switch
configurations. In the first mode, with the wheels up and the quadcopter motors ready to
be armed. Flipping one switch down tells the servo motors to move to the down position.
Flipping a second switch down checks if the quadrotor is disarmed, and if so, it enables the
differential drive system. The user controls the differential drive system using the right
joystick, so the quadcopter needs to disarm before starting the differential drive. Flipping
the first switch up disables the differential drive system. Flipping the second switch up tells
the servo motors to place the wheels in the rotor cover position.
Software Introduction
The two main ways to control the robot are using ROS (Robot Operating System)
and Ardupilot to control the vehicle while using Mavros to communicate between the two
or using the Lua scripting built into Ardupilot. Initially, we chose the ROS approach
because ROS is a standard for robot development and would allow for easier understanding
by others. In contrast, Lua is a very uncommon language, and Lua scripting in Ardupilot
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is still very new. Finally, we decided that Lua scripting was the best approach for this setup
for the reasons explained below.
ROS is “an open-source, meta-operating system for your robot” that provides users
with the necessary tools and libraries to develop robots for all applications. The
computation graph is a peer-to-peer set of processes coupled with the ROS communication
infrastructure [36]. The components used in this infrastructure consist of a master, nodes,
messages, and topics. The master registers all nodes and provides the locations of the nodes
to each other for them to communicate, and without the master, nodes would not be able
to communicate with one another. Nodes are bits of code that compute the commands for
the hardware or send messages, simple data structures of a specific type, to other nodes.
Nodes are developed in C++ or Python, and we use Python. In the code developed, this is
done by nodes publishing and subscribing messages to topics. A topic is essentially a
storage place for messages and decouples node communication and allowing multiple
nodes to subscribe to a single topic. There are other ways for nodes to communicate
directly, but that method is more of an ask and receive method that we do not use for this
robot [37].
Ardupilot is an open-source suite of tools consisting of the firmware and software
necessary to control unmanned vehicles manually and autonomously [38]. This firmware
comes preinstalled in the Raspbian provided by Emlid for the Navio2. In addition,
Ardupilot has software for copters, rovers, planes, and water vehicles.
Lua scripting is a type of scripting built into Ardupilot. Lua scripting allows users
to add functionality to the vehicle without modifying the autopilot’s core code, allowing
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for a safer environment for experimental vehicles and processes. In addition, Lua scripting
runs parallel with the flight code [39].
Software Development
We investigated three different methods to controlling the vehicle with the
resources above. The first scenario we investigated was using ROS to read in switch
positions. Based on the positions, it would start and kill Arducopter to enable and disable
the flying portion of the vehicle. ROS would also turn on the DDR function when
Arducopter was disabled and turn it off when Arducopter was enabled. Lastly, a node
solely worked to control the PWM servo outputs based on the switch positions. This was
the initial process we used because, as stated above, ROS is an industry standard for robot
design, and Lua scripting is not common in robot/unmanned systems development.
However, this process presented multiple issues. The first issue is that while Arducopter
runs, it removes ROS permissions to send signals through the PWM output because
Arducopter reserves those PWM outputs for other potential uses. This is the case even
when the PWM ports are disabled. Another issue is that when the differential drive is
disabled, it was not disabling the PWM ports, so the PWM port could not be enabled a
second time when we reenabled the differential drive system. The second issue could be
worked around, but we decided to take another approach due to the first issue.
The second approach was to run Arducopter on startup and use ROS to create the
RC input for each PWM output for the servos and the differential drive motors. This would
be done by setting RC input values to “RC Override Enable” in Ardupilot and then setting
the servo PWM outputs as RC inputs. We would then use ROS to publish to a Mavros topic
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that the RC Override reads the values. The issues that arose with this solution were that
there were not enough RC Override channels at this moment in time. RC Override allows
the user to write to the first eight channels and not the last eight. However, we used five of
these eight for basic flight controls, allowing only three channels to override, and we
needed at least four. The second issue is that we were using Python for ROS, and the source
code for Ardupilot is in C++, causing an issue with the RC Override topic because Python
was publishing as a float or long. The topic needs a 16-bit unsigned integer. Because of
these issues, we chose to move on to our third option.
The third option was to run Arducopter on startup and use Lua Scripts to control
the servo and differential drive motors. In the end, this was the most straightforward
solution of the three because we could create a single script for each function, resulting in
two scripts. The arming and disarming of the quadrotor portion could be performed
manually with the left joystick. The first script controls the servo motors based on the
switch inputs read by the Lua Script. The second script controls the differential drive
motors based on the switch inputs and the right joystick inputs, which the Lua script
converts to control inputs. Before creating the scripts for both the servo and differential
drive motors, we adjusted some parameters within Ardupilot to control servo outputs with
Lua scripting. Servos 1 and 2 connect to a PWM splitter on servo channel 13 on the Navio2
rail, and Servos 3 and 4 connect to channel 14. Differential drive motors connect to servo
channels 6 through 9. We assigned each servo channel a Lua scripting parameter to control
these six servo channels with Lua script. To do so, the parameters SERVOn_FUNCTION
for n = 6, 7, 8, 9 were 98, 99, 100, 101, and for n = 13, 14 were 96 and 97.
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The first script contains a function that reads the switch values from RC channel
five and determines the servo positions. The function reads the RC channel using the
function “switch = rc:get_pwm(5).” Two switches determine the input for this channel, and
there are three different switch variations. Channel five reads a PWM duty cycle of 2000
us when both switches are in the upright position. Channel five reads 1500 us when one
switch up and one switch down. It is important to note that it does not matter which switch
is up and which is down. And lastly, when both switches are down, channel five reads a
duty cycle of 1000 us. Once we read the values, we use an “if” statement to set the servos
to the upright position if the RC channel reads greater than or equal to 1750 us and in the
lower position when the RC channel is less than 1750 us. To set the servo positions, we
use the command “SRV_Channels:set_output_pwm(servo3_channel,1000),” where
“servo3_channel” is the Lua scripting function assigned to the servo channel in Ardupilot,
which, as stated above, were 96 and 97 for the appropriate channels. To ensure the servos
were in the correct positions, we assigned the servo motors the same numbering as
Ardupilot gave the quadrotor motors in Figure 3-12. Servos one and two are in the upper
position when they receive a duty cycle of 2000 us and in the lower position when they
receive a duty cycle of 1000 us. Servos three and four are in the upper positions when they
receive a duty cycle of 1000 us and the lower position when they receive a duty cycle of
2000 us.
The second script starts by initializing the ESCs. Initialization occurs on startup by
sending each ESC a PWM signal with a duty cycle of 1500 us for three seconds. We use
the command “SRV_Channels:set_output_pwm_chan_timeout(6,1500,3000),” which
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sends a PWM signal of 1500 us to servo channel six for 3000 ms. Once initialization is
complete, a function reads the RC channel five using the same method as the servo control
script. The function also reads the arming status of the Arducopter using the function
“arming:is_armed().” The function then controls the differential drive motors based on the
channel five PWM values and the arming status of the quadrotor. If channel five has a duty
cycle of less than 1250 us and Arducopter is not armed, we use a differential drive control
algorithm to control the right and left motors. The algorithm uses the RC inputs of channels
one and two (the right joystick) with the same command we read RC channel five. We also
included an open-loop proportional controller with initial conditions to ensure that all
motors rotate at the desired rate. The control algorithm and open-loop controller design are
in Section 3.12.2. The block diagram of the control system in Figure 3-25 is a diagram of
the overall system, and Figure 3-26 shows a more in-depth block diagram.

Figure 3-25: A general block diagram of the differential drive control system where the differential
drive controller converts the RC input to the desired RPM, and an open-loop control system
controls the speed of each motor.

If neither of those two conditions is true, the four servo channels connected to the four
differential drive motors have a duty cycle of 1500 ms, and the motors do not move.
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Figure 3-26: The differential drive control system's in-depth block diagram shows how each motor has an individual
speed controller to ensure all motors spin at the desired rpm.

Differential Drive Control Algorithm
We created a control system that read the RC inputs and converted them to linear
and angular velocities to control the differential drive motors. We used a controller based
on the open-loop controller described by Kyle Fazzari [40]. The initial process was to
create an open-loop controller that assumed all four of the motors were identical. Once we
created this, we developed a motor rpm model as a function of the duty cycle offset from
1500 and designed a proportional controller that allowed all motors to rotate at the correct
speeds. We chose to create a model to simulate the system was because we had no realtime telemetry through the motor and ESC to act as an odometer for closed-loop control.
Therefore, we used a model to obtain the best gain and initial conditions rather than a trialand-error method. Before diving deeper into that portion of the open-loop controller, we
look at how we converted the RC inputs to the desired linear and angular velocity and how
it correlates to the desired RPM for each motor.
We started by reading the RC values for channels one and two using the same
function to read the PWM from channel 5. We defined the linear velocity as the channel
one input minus 1480 and the angular velocity as the channel two input minus 1480. We
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subtracted 1480 from the channel inputs, so the angular and linear velocity values are zero
when the joystick is in the center position. Using the equations for the left and right wheel
velocities from Fazzari, we set
)FGH = 0 − 4J/2

3.8

)LMNO = 0 + 4J/2.

3.9

and

Where x is the linear velocity, z is the angular velocity, and 4 is the track, half of the
distance between the wheels. For the vehicle, this measures to be 0.16 meters. However,
after experimenting with the drivability, we used a 4 of 0.5 meters to increase the turn rate.
Once we had the right and left turn rates, we needed to convert the input velocities
calculated from the duty cycle read from the channels to desired RPM values for each
motor. Converting to RPM was done by simply taking the values for the velocity and
dividing them by 2. Meaning that with full throttle in the 0 direction with no angular
velocity and no torque acting on the motor, the wheels would rotate at 240 RPM, and the
vehicle would travel at approximately 8 MPH. However, because we are using brushless
motors, the speed decreases due to friction of the wheels and other torquing forces.
Once we designed the algorithm to convert the input signals to RPM, we needed to
design a controller that ensures all motors are spinning correctly. The best way to ensure
this without a feedback loop was to create a plant model. In this case, the plant is the four
individual motors, and the control input is a duty cycle for each motor based on that model.
We created this model experimentally using a tachometer and finding the RPM values for
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various duty cycles. The tachometer used was an IOS application called Video Tachometer
produced by Dmitriy Kharutskiy on the Apple App Store. The tachometer worked by
changing the video camera’s frame rate on an iPhone, and when the rotating object appears
still, that is the RPM. However, the one caveat is that if the user has the frame rate set to a
1/n fraction of the RPMs, the wheels appear to be stationary because they are making n
complete rotations per image. To account for this, we started at a low duty cycle where we
could estimate the rpm with a stopwatch and moved up incrementally. Once we had a
method for measuring RPM, we needed to modify our Lua scripts to test RPM as a duty
cycle function. We began by altering the servo script to keep the wheels upright regardless
of switch position, allowing minimal friction and a controlled test environment. Finally,
before testing, we altered the differential drive control script to output the desired PWM
when the switches were in the bottom positions and a PWM of 1500 otherwise, acting as a
kill switch in the case of an emergency. The scripts ran ten different times start at a duty
cycle of 1540 and ending with 1650 in increments of 12 and 13. Table 3-12 shows the RPM
values for each motor over ten duty cycles.
Table 3-12: The measured RPM values for each motor at specific duty cycle offsets from 1500.
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Figure 3-27: The linear fits for each motor's data points from Table 3-12. The linear fits provide a
model for each motor that we used to design the motor speed controllers.

Using Excel, linear fits of the data gave models for each of the four motors. Figure
3-27 shows each motor’s RPM graphs as a function of the duty cycle; however, the duty
cycle axis shows 0 to 160, which is the duty cycle minus 1500. We assumed that if you
spin the motors in the other direction and subtract those duty cycle offset values shown on
the x-axis, the wheels spin at the same RPM but in the opposite direction. With the plant
model, we developed an open-loop controller in the Lua script that converted the reference
RPM values obtained from the differential drive algorithm to the duty cycles for each motor
that outputs the correct RPM.
The first step to obtaining the controller gain and initial conditions for each motor
was to solve for x as a function of y. That gives the four equations shown below.
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81T = |DV.| + 73.254 /2.5407

3.10

81TX = |DV.| + 96.390 /2.5867

3.11

81TY = |DV.| + 99.244 /2.5641

3.12

DCT = |RPM| + 90.878 /2.5477

3.13

Equations 3.10-3.13 only gave the magnitude of duty cycle offset from 1500, not the
direction of the rotations. To obtain the correct duty cycle for the control input, we
multiplied the duty cycle offset by the sign of the desired RPM for the right and left
velocities and added it to 1500. Thus, a negative RPM gives a duty cycle less than 1500,
and a positive RPM gives a duty cycle greater than 1500. Equation 3.14 shows the openloop controller used for all four motors.
81 = B>C3 DV. 81T + 1500
One important note is that the floor of 81

3.14

is the control output because the

SRV_Channels:set_output_pwm() function only accepts integer values.
3.10

Arducopter Setup
With the transition and differential drive control completed, we moved to the setup

and configuration of Arducopter for the quadrotor portion of the vehicle. To do so, we
followed the initial setup steps provided by Ardupilot. First, we chose the quadrotor
configuration by going to “INITIAL SETUP,” “Mandatory Hardware,” and “Frame Type.”
There, we selected “Quad” and chose the “H” frame [41]. See Figure 3-28.
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Figure 3-28: The frame type selection page for Arducopter setup where we
chose the number of rotors and rotor configuration [41].

The second was to check the motor spin direction and the minimum motor throttle.
The “Motor Test” is in “Optional Hardware.” We started with the default 5% as the motor
throttle percent. We turned this value down one percent at a time, running “Test all motors”
each time. Upon reaching a value of when one or more motors no longer spun, 2% for our
vehicle, we increased by 2%. Next, we checked all motor directions to ensure they matched
the directions for the H-Frame configuration shown in Figure 3-14 [42]. We swapped the
middle wire with one of the outside wires if the motors spun in the wrong direction. Third,
we calibrated the radio controller. On the “Radio Calibration” page in Figure 3-29, we ran
the “Calibrate Radio” and moved all sticks and switches to their highest and lowest
positions. When there were red bars at the minimum and maximum values, we clicked
“Click when Done” [43]. Next, we calibrated the Accelerometer.
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Figure 3-29: The radio control calibration page in Mission Planner shows the
transmitter's radio inputs and finds the maximum and minimum values for each
input [43].

Figure 3-30: The accelerometer calibration page in Mission Planner where we
calibrated the accelerometer for all orientations [44].

On the “Accelerometer Calibration” page in Figure 3-30, we selected “Calibrate
Accel” and followed the instructions on the page. The instructions were to set the vehicle
on all six sides, shown in Figure 3-31, and click “Done” after placing the vehicle on each
side. After completing the 3-axis calibration, we ran the 1-axis calibration to level the HUD
horizon. This process was the same as the 3-axis calibration but only in the level position
[44].
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Figure 3-31: The orientations we held the vehicle in to calibrate the accelerometer and the
compass [44].

Finally, we calibrated the compass. The calibration took place outside, in an open
area, to ensure no interference from buildings or other electronics. To calibrate, we opened
the “Compass” page, selected “Use Compass 1” and “Use Compass 2,” and hit “Start.” In
all six of the positions shown in Figure 3-29, we rotated the vehicle 360-degrees. If
calibration did not finish after doing this, we started again from level and repeated the
process until calibration was complete [45]. The last step before PID tuning and testing
was calibrating the ESCs. We chose to calibrate the ESCs manually, one at a time. First,
we removed the propellers, unplugged all the ESCs from the Navio2, and plugged the first
ESC into the throttle channel of the RC (Channel 3). We set the throttle to maximum and
connected the LiPo battery. After the musical tone and two beeps, we lowered the throttle
to a minimum and waited for several beeps, followed by a long beep. The long beep meant
that the ESC calibration was complete. Once this process was complete for all four ESCs,
the quadcopter was ready for tuning.
3.11

PID Tuning
The final step before testing was to tune the quadcopter PID controllers. Before

tuning, we needed to set the following parameters in Table 3-13 for 7-inch propellers.
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Table 3-13: Arducopter PID controller parameters determined by the size of the vehicle and propellors. These values
are based on tables provided by Ardupilot.

To tune the PIDs, we used two flight rack setups shown in Figure 3-32 and Figure
3-33 that allow for a safe and controlled environment [46]. The setup in Figure 3-32
allowed for initial tuning of the differential gain. The first configuration had higher tension
in the rope to constrain the vehicle more and more easily see oscillations. We began by
increasing the D in 50% increments until oscillations became apparent. At that point, we
reduced the D value in 10% increments until oscillation disappeared and then by another
25%. This process resulted in a D gain of 0.00045. We loosened the tension in the ropes to
allow the vehicle to move more freely in the test rack, as shown in Figure 3-33. Following
the same process used to find the D gain, we found the P gain. As instructed by Ardupilot,
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the P and I gains are equal, resulting in P and I gains of 0.315. Finally, after tuning P and
I, we moved back to D because of small oscillations and changed D to get a value of
0.00024 [47].

Figure 3-32: The test rack and vehicle, where the vehicle Figure 3-33: The test rack and vehicle, where the vehicle
was highly constrained by the ropes, and the D gain was is loosely constrained by the ropes, the P and I gains were
tuned, and the D gain was finely tuned.
initially tuned.

3.12

Testing
Overall, we ran seven tests to confirm the full functionality of the system. The tests

are in order of low risk to high risk, aside from the final two tests. The first test tested the
vehicle’s functionality in a controlled environment to ensure all components and controls
functioned correctly. The second test looked at the functionality of the differential drive
components to ensure the vehicle functioned fully in the UGV configuration. The third test
ensured that the vehicle still produced thrust while rotating the rotor covers and that there
was no interference with the blades and the covers. The fourth test was a flight test to ensure
all flight components functioned in UAS form and that PID tuning was correct. With
controlled functionality testing, UAS, UGV, and transition testing complete, we tested the
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full functionality of the vehicle as intended. The final two tests compared the actual runtime
of the vehicle in the air and on the ground to the calculated run times.
Controlled Functionality Test
In the controlled functionality test, the propellers were not on the vehicle, and the
vehicle was on a stand to allow the rotor covers to rotate and the wheels to be off the
ground, as shown in Figure 3-34.

Figure 3-34: The vehicle, without rotor blades, on a stand that allows the
wheel frames to rotate freely and keeps the wheels off the ground.

First, we started plugged in the battery, and from there, Arducopter booted up.
Holding the left joystick down and to the right, the Arducopter armed, and the motors began
to spin. We increased the throttle to 50% percent to simulate the vehicle hovering and
flipped the first switch down, moving the rotor covers to the downward configuration. We
lowered the throttle and held the left joystick in the bottom left to disarm Arducopter and
stop the motors. We then placed the second switch into the lower position, enabling the
differential drive system. We moved the right joystick to the full-forward, backward, left,
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and right positions. Finally, we did the steps above in reverse order to simulate take-off
from UGV configuration by moving one switch back to the upright position, armed the
quadrotor motors, throttled to 50%, flipped the second switch up, lowered the throttle, and
disarmed the quadrotor motors. The purpose of this test was to ensure full functionality of
all components in a controlled environment before moving to tests that did not require the
vehicle to be stationary.
Differential Drive Test
The second test was the differential drive test, which started with the vehicle on the
test stand shown in Figure 3-34. We moved both switches to the bottom position and placed
the vehicle on the ground. We drove the vehicle forward and backward on open and flat
ground, then turned the vehicle 360-degrees both clockwise and counterclockwise. The
purpose of this test was to ensure the differential drive controller functioned correctly and
that the servos held the rotor covers in the down position as calculated early.
Transition Test
With the vehicle mounted in the test rack, we started the vehicle and armed
Arducopter. Once armed, we increased the throttle until the vehicle was as far up as the
constraints allowed and flipped the one switch down and up three times, waiting ten
seconds between each flip of the switch. This process lowered the rotor covers and raised
them back up three times. Once we ensured no interference, we lowered the rotor covers
and increased the throttle until the vehicle began to have a positive thrust. With this test,
we could approximate the thrust lost due to the rotor covers and ensure no interference
between the rotation of the rotor covers and other vehicle components.
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Flight Test
The fourth test was to test the quadrotor. We started the vehicle and ground control
station in an open area and set the vehicle to AltHold mode on the GCS. After arming the
vehicle, we increased the throttle until the vehicle took off to about two to three meters and
lowered the throttle to hover. With the throttle hovering, we tested the roll, pitch, and yaw
individually. We flew in all four directions moving the vehicle a few feet each time to test
roll and pitch. To test yaw, we rotated the vehicle 360-degrees in all four directions. The
purpose of this test was to ensure proper PID tuning.
Full Functionality Test
Once the former four tests were complete, we were ready to run a full functionality
test to ensure the prototype worked correctly. This test followed the same steps as the
controlled functionality test with a few minor caveats. We started the GCS and placed the
vehicle on a smooth flat surface that the vehicle could drive on and in an open area that the
vehicle could fly in. With the vehicle safely away from the GCS, we powered the vehicle
and moved to the GCS while Arducopter started. We armed the quadrotor, and the motors
began to spin. We increased the throttle until the vehicle reached a height of about a meter
and then lowered the vehicle to the ground. We then throttled the vehicle until it was 2 to
6 inches from the ground and flipped the first switch down, moving the rotor covers to the
downward configuration. We lowered the throttle and held the left joystick in the bottom
left to disarm Arducopter and stop the motors. We then placed the second switch into the
lower position, enabling the differential drive system. We moved the right joystick to the
full-forward, backward, left, and right positions, moving the vehicle the same way as the
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differential drive test. Next, we flipped the first switch up and armed the Arducopter using
the left joystick. The throttle increased until the vehicle was between 2 and 6 inches from
the ground and moved the rotor covers to the upright positions. Finally, we lowered the
throttle until the vehicle landed, disarmed the Arducopter, and powered the vehicle. This
test showed the full functionality of the prototype.
Battery Flight and Ground Test
We placed the vehicle in the test rack in Figures 3-33 to verify the flight time of the
battery. Here we turned on the vehicle with a fully charged battery and armed Arducopter.
Next, we moved the throttle to 50%, and we started the timer simultaneously. We were
using a throttle of 50% because that was the throttle percentage used for the calculations.
We monitored the battery voltage via telemetry reading on the RC controller. We turned
down the throttle and powered off the vehicle once the battery voltage reached 20% or
18.63 volts.
We started the vehicle on the stand in Figure 3-34 with a full battery to acquire the
drive time duration. With both switches in the down position and the rotor covers in the
UGV configuration, testing began. We started the timer and drove the vehicle straight.
Unlike the flight duration test and due to spatial constraints, we stopped the timer after a
set amount of time and calculated the change in voltage over that time. With the time
elapsed and change in voltage, a calculation determined the approximate time it would take
for the battery to run out.
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CHAPTER 4
Results & Conclusion
The purpose of this section is to show the results and conclusion of user tests
performed on a prototype of the unmanned hybrid aerial-ground robotic platform. This
section also outlines potential future work. Throughout the tests, various functions were
tested to ensure all subsystems function correctly together and that there were no fatal flaws
in the design of the prototype. The results also explain how we fixed any fatal flaws
discovered in the testing, and if the flaw was not fixable within the timeline, the conclusion
and future work state solutions for the flaw.
4.1

Results
The controlled functionality test was successful. The vehicle performed all

functions as expected.
The differential drive test returned both positive results with a few fundamental
flaws. The control system worked as expected except for a slight drift to the left. The servos
held the rotor covers in position throughout the test. One mechanical flaw that appeared
was gear slipping when the direction of the vehicle rapidly changed.
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During initial transition testing, we found a fatal flaw. When all four servos turned,
there was a surge of current flowing through the power distribution boards. The surge
caused the Navio2 to restart to protect the board from damage. We added a 220-microFarad
capacitor to both the power module and a 470-microFarad capacitor to the Navio2 PWM
rail to fix this issue. These capacitors acted as a low pass filter that filtered the spike from
both the BEC powering the Navio2 directly and the BEC that supplied power to the servo
rail and reserve power to the Navio2. With the capacitors added, we repeated the test 3
more times and concluded that we had resolved the issue. Throughout the testing, there
was no interference between the rotor covers and the moving propellers. However, when
the vehicle hovered at maximum height in the flight rack and the rotor covers moved
downward, the vehicle dropped to the bottom of the rack.
The initial flight test revealed another flaw in the mechanical design. The take-off,
roll, pitch, and yaw portions of the test were all successful. However, when landing the
vehicle, we reduced the throttle too rapidly, and the vehicle dropped. We increased the
throttle to bring the vehicle back to a hover but were unsuccessful. The hard landing
resulted in three rotor covers fracturing on the UGV motor mounting brackets. The three
fractures appeared to be identical. We repaired the frame using an adhesive and were able
to rerun the flight test. After a second test, we completed all the steps for the flight test.
The full functionality test was successful. The vehicle performed all functions as
expected.
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The flight duration test resulted in a flight time of 7 minutes and 11 seconds. The
estimated flight time for the vehicle was 7 minutes and 54 seconds. As we can see, the
runtime of the vehicle had a percent error of 9%.
The ground duration test resulted in a voltage drop of 0.67 volts over 334 seconds.
To estimate the total run time, we used the data to show that the voltage drops at a rate of
1 volt every 498 seconds. Thus, for the battery to drop from 21.5 volts to 18.63 volts, it
would take approximately 1,429 seconds or 23 minutes and 49 seconds.
4.2

Conclusion
Throughout testing, two mechanical flaws became apparent and both flaws

correlated to the UGV motor mounts. These issues are due to the motor mount design
lacking the structural integrity needed to support the UGV motors properly. These issues
would no longer occur by redesigning the mount to attach to both sides of the wheel. By
adding two points of contact, the motor would no longer flex outward like a cantilever.
Therefore, the stress on the wheel frame is reduced, and gear slippage is reduced. The
second issue was the loss of thrust when the rotor frames rotate. This may be due to the
wheel frames interfering with the flow of air through the rotors. The thrust loss can be
minimized by reducing the wheel’s width and the thickness of the gear.
The runtime of the vehicle was most likely a result of the permanent damage caused
to the battery in the previous testing. Two times before testing, the battery voltage was
reduced to 0%, potentially damaging the battery and reducing overall capacity. However,
to confirm this, further testing needs to take place.

75

The differential drive's electrical components and control systems performed as
expected throughout testing; however, the downfalls of the open-loop control system were
apparent. Because there was no feedback to the controller, there was a small amount of
drift in the vehicle. The transition components and control system performed as expected
after adding the low pass filters to the PWM rail and power module. The filter allowed the
vehicle to stay inflight and safely powered on while transitioning between UAV and UGV
configurations. Unfortunately, due to insufficient access to a trained pilot, flight testing
was more difficult than expected. Although the vehicle flew and appeared to maneuver as
expected testing with a trained pilot would ensure the PID did not need further tuning. An
experienced pilot could also determine how the vehicle performed relative to other
quadrotors to conclude if weight reduction was necessary to improve agility.
In all, the research provides a functioning prototype for a hybrid aerial and ground
robotic platform that is more lightweight and compact than the previous prototype. It has a
power consumption that can be further improved by reducing the vehicle's weight and
looking into a battery without potential damage. The prototype uses a modular control
system with readily available instructions for various alterations. Finally, it has a
mechanical system with a base design with room for significant improvements.
4.3

Future Work
Possible future work includes looking into the issues stated above. The first step is

to look back into the mechanical design. While looking at the mechanical portion of the
design, future researchers can optimize the mechanical design in a fashion that would
reduce the vehicle’s weight. Reducing the weight of the vehicle’s structural and mechanical
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components would improve maneuverability in the air and allow for less friction in the
wheels. By reducing the friction, UGV motors can be smaller than the current motors. By
reducing the vehicle’s weight, the UAV motors would use less current to spin the motors
and elongate the operation time. As well as reducing the weight, researchers can redesign
the UGV motor mounts to fit the potentially smaller motors, be more structurally resistant
to high impact forces, and reduce gear slipping. Other potential changes to mechanical
design could include using a different material for the frame, reducing the width of the
wheels to lower the drag effect when transitioning, and looking at other ways to
manufacture parts that allow for more accurate clearances and better fitting components.
Future research should also find professional pilots to rerun functional tests and
ensure the vehicle's controllability in the air. Using a professional pilot to test controllability allows researchers to determine how much they would need to alter the design to
reduce the weight or how much more tuning the vehicle needs. Retesting runtime with a
new battery would also assist in this decision-making process.
Other future work may include automating the landing process and path planning
on the ground and in flight. We chose a flight controller such as the Navio2 because it is a
controller with Ardupilot and has immense capabilities for automated processes. Path
planning in the air is already a current function on the vehicle but needs to be tested. Future
researchers should also consider distance sensor components with the Navio2 Lua scripting
to automate the transition portion. Lua scripts can read in the distance sensor using the
UART on the Navio2 and control the motors and servos to safely land or takeoff and
transition the vehicle. Using the camera and the Navio2 capabilities, future researchers can
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investigate automating path planning on the ground; however, this would take more
research.
The final future work for this vehicle is adding water navigation capabilities,
making the vehicle a proper all-terrain vehicle. A variety of improvements can be made to
the vehicle, and future researchers at the University of Denver hope to continue the
evolution of the hybrid aerial-ground robotic platform.
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