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Résumé. Les développeurs d’applications Big Data mettent en œuvre des sys-
tèmes NoSQL pour stocker et exploiter des BD massives. Ils transforment gé-
néralement un modèle conceptuel décrivant une BD massive en un modèle phy-
sique NoSQL. Cette tâche manuelle s’avère fastidieuse en raison de la spéci-
ficité des modèles NoSQL et la quasi-absence de mécanismes de gestion des
contraintes. L’objet de nos travaux est donc d’assister le développeur en au-
tomatisant en grande partie le processus de transformation des modèles. Pour
ceci, nous avons utilisé l’architecture MDA. À partir d’un modèle conceptuel qui
décrit la structure des données et un ensemble de contraintes sur ces données,
nous proposons des règles de dérivation pour générer (1) un modèle d’implan-
tation destiné à une plateforme NoSQL et (2) le code permettant de vérifier les
contraintes. Le premier point a été traité dans des travaux antérieurs. Dans cet
article, nous étudions le deuxième point qui vise à proposer un processus auto-
matique de traduction de contraintes. Ce processus est réalisé en deux étapes qui
correspondent aux passages conceptuel vers logique puis logique vers physique.
Cet article est consacré à la description du premier passage.
1 Introduction
Les développeurs d’applications Big Data stockent généralement les données sur des plate-
formes NoSQL (Abelló, 2015). Le point de départ du processus de stockage est constitué d’un
modèle conceptuel qui contient (1) la structure des données et (2) un ensemble de contraintes
destinées à assurer l’intégrité de ces données lors de leurs mises à jour (Herrero et al., 2016).
Comme il est précisé dans la section « Etat de l’art », seuls quelques travaux ont présenté
des processus de transformation de modèles conceptuels en modèles NoSQL contenant des
contraintes d’intégrité.
Le maintien de la cohérence des données stockées constitue l’un des atouts majeurs des
SGBD; en effet, ceci garantit aux utilisateurs la qualité des données et, par conséquent, la
qualité des systèmes d’information. Les systèmes NoSQL actuels offrent peu de mécanismes
pour garantir cette cohérence (Angadi et al., 2013; Daniel et al., 2016). Ils prennent bien sûr en
compte certaines contraintes dans le modèle physique, comme le type des valeurs ou l’identi-
fication des lignes dans une table (Cattell, 2011). Par contre, une contrainte telle que la prise
en compte des relations entre les tables est à la charge du développeur ; celui-ci doit décrire le 
mode d’implantation de chaque relation dans le modèle physique puis écrire le code.
Le développeur doit donc implanter les contraintes d’intégrité qui ne peuvent pas être prises 
en compte par le système NoSQL. Dans cet article, nous proposons un processus d’assistance 
permettant au développeur d’intégrer automatiquement les contraintes dans le processus de 
transformation du modèle conceptuel. L’ensemble de nos travaux s’appuie sur une application 
médicale Big Data d’où sont tirés les exemples illustrant les processus présentés. Il s’agit de la 
mise en œuvre de programmes nationaux et internationaux pour le suivi de cohortes de patients 
atteints de pathologies graves. Une description détaillée de notre étude de cas est donnée par 
Abdelhédi et al. (2017).
Nous présentons dans la section 2 les grandes lignes de notre approche de transformation 
de modèles conceptuels en modèles NoSQL. Les sections 3 et 4 détaillent les étapes du pro-
cessus de transformation des contraintes. La section 5 décrit une expérimentation du processus 
proposé. Enfin, la section 6 positionne nos travaux par rapport à l’état de l’art.
2 Approche générale
Cet article se focalise sur le processus de transformation de contraintes d’intégrité associées 
aux données. Pour bien situer ce processus lié aux contraintes, il est nécessaire de connaitre le 
cadre dans lequel il s’insère ; il s’agit de la démarche UML2NoSQL présentée dans des travaux 
précédents (Abdelhédi et al., 2017). Nous rappelons uniquement les grandes lignes de cette dé-
marche de transformation de modéles. UML2NoSQL est une démarche de type MDA permet-
tant de générer des modèles physiques NoSQL à partir d’un modèle conceptuel UML (DCL). 
Son principe consiste à produire un modèle logique NoSQL qui fait apparaitre principalement 
des tables et des relations binaires. Dans un second temps, ce modèle logique permet de géné-
rer un modèle physique adapté à un système NoSQL choisi par le développeur. Compte tenu 
de la généricité du modèle logique que nous avons proposé, le processus est capable de trans-
former ce modèle en un modèle physique pour l’une des plateformes d’implantation connues : 
colonnes, documents ou graphes. Ce principe assure une vision générique de l’implantation des 
données et garantit l’indépendance de leur description vis-à-vis des spécificités techniques des 
plateformes NoSQL et de leurs évolutions. Dans ce processus, nous n’avons considéré que des 
contraintes simples telles que les types de données et l’unicité des identifiants. L’objectif de cet 
article est de compléter le processus en prenant en compte d’autres catégories de contraintes 
plus complexes.
Une contrainte est une expression donnant une restriction ou des informations complé-
mentaires sur un élément du modèle. Elle peut porter par exemple sur une table, une ligne, 
un attribut ou une relation entre deux lignes. Son application assure la cohérence de la base 
de données lors des mises à jour. Nous adoptons une expression des contraintes sous la forme 
d’un langage basé sur la théorie des ensembles et la logique des prédicats et qui a été normalisé 
par l’OMG 1 ; il s’agit du langage OCL (Object Constraint Language) défini dans la section 3.
L’idée de cet article est de transformer des contraintes OCL en méthodes Java qui seront 
exécutées au niveau physique. Pour réaliser cette transformation, nous proposons le processus 
OCL2Java qui prend en entrée des contraintes OCL et fournit en sortie des méthodes pro-
grammées en Java. Comme le montre la figure 1, pour chaque contrainte, le processus est
1. http ://www.omg.org/spec/OCL/2.4/
réalisé en deux étapes successives qui produisent respectivement : (1) un modèle de méthode
java : il s’agit d’un modèle pivot compatible avec des plateformes NoSQL de types différents
(colonnes, documents et graphes). Cette compatibilité est principalement liée au fait que ce
modèle fait abstraction du langage de requête de chaque système NoSQL et (2) le code de
la méthode : à partir du modèle précédent, le processus génère le code java de la méthode.
Plusieurs codes peuvent être produits à partir du même modèle ; chacun d’eux est spécifique
parce qu’il contient des requêtes d’accès aux données. Ces requêtes sont exprimées dans le
langage propre à chaque système. L’intérêt d’introduire un niveau intermédiaire situé entre
les contraintes OCL (niveau conceptuel) et le code (niveau physique) est de généraliser notre
processus de transformation des contraintes à trois niveaux (conceptuel, logique et physique).
En effet, le niveau logique sert à limiter les impacts liés aux spécificités de chaque système
NoSQL. Ainsi, toute évolution de langages ou tout changement du système nécessitera une
nouvelle transformation logique/physique ; mais il sera inutile de remonter au niveau supérieur
où sont exprimées les contraintes OCL. La figure 1 montre les différents composants du pro-
cessus OCL2Java ainsi que la généralisation des processus de transformation des modèles et
de transformation des contraintes. Comme nous l’avant précisé ci-dessus, la transformation
des contraintes se fait en deux étapes successives. La première correspond à la transformation
OCL2JavaModel qui traduit une contrainte OCL en un modèle de méthode java. Il s’agit d’une
transformation Model-to-Model où les modèles source et cible sont respectivement conformes
aux métamodèles OCL et java proposés dans la section suivante. JavaModel2JavaCode est la
deuxième transformation de type Model-to-Text qui génère le code java d’une méthode à par-
tir de son modèle. Les contraintes OCL peuvent donc être vérifiées après une exécution des
méthodes java correspondantes sur le système d’implantation choisi.
FIG. 1 – Aperçu de la démarche UML2NOSQL
3 Transformation OCL2JavaModel
Dans cette section, nous présentons la première étape dans notre processus de transforma-
tion des contraintes. Il s’agit de la transformation OCL2JavaModel qui traduit une expression
OCL en un modèle d’une méthode java. Nous commençons par définir la structure des méta-
modèles OCL et java que nous proposons pour effectuer cette transformation ; nous explicitons
ensuite le passage entre les éléments des modèles source et cible correspondants.
3.1 La source : Invariants OCL
OCL est un langage formel standardisé par l’OMG. Il permet de spécifier des informations 
supplémentaires qui n’ont pas pu l’être avec le formalisme de modélisation standard d’UML. 
OCL permet d’exprimer deux types de contraintes : (1) des invariants de classes et (2) des 
pré/post-conditions à l’exécution d’une opération. Dans le cadre de nos travaux sur la transfor-
mation des contraintes, nous considérons uniquement le premier type portant sur la description 
des données.
Un invariant est une condition que toutes les instances d’une classe doivent respecter. Cette 
condition est définie sous la forme d’une expression OCL qui forme le corps de l’invariant. Tout 
invariant est lié à un contexte spécifique ; c’est la classe sur laquelle s’applique la contrainte. 
La syntaxe de création d’un invariant est de la forme suivante :
context <nomClasse> inv <nomContrainte> : <expressionsOCL>
Context et inv sont des mots clés. <nomClasse> est la classe à laquelle l’invariant est at-
taché. <nomContrainte> est un nom optionnel qui peut être donné à la contrainte ; dans notre 
travail, nous avons choisi d’imposer un nom à tous les invariants.<expressionsOCL> est le 
corps de l’invariant qui est composé d’une ou plusieurs expressions OCL. Le contexte est uti-
lisé dans une expression grâce au mot-clef self .
Définition 1. Un invariant i est défini par (C, N, EX), où :
- C est le contexte de i,
- N est le nom désignant i,
- EX = {ex1, . . . , exm} est un ensemble d’expressions OCL formant le corps de i.
Afin d’assurer le passage automatique d’un invariant vers un modèle d’une méthode java,
nous avons dû formaliser préalablement les expressions OCL figurant dans la documentation de
l’OMG 2. Dans cette documentation, le concept « Expression OCL » est défini informellement
dans des contextes différents. Ainsi, il est difficile de proposer une formalisation exhaustive
qui définit précisément tous les types possibles d’expressions OCL. Nous nous sommes donc
limités aux expressions fondamentales qui sont fréquemment utilisées. Il s’agit des expressions
itératives, des expressions opération, des expressions conditionnelles et des expressions de
définition. Dans ce qui suit, nous définissons chacune de ces expressions et nous donnons des
exemples pour illustrer les différents concepts qui les composent.
3.1.1 Expression de définition : Let-In
Cette expression est utilisée pour définir une variable afin qu’elle puisse être utilisée dans
l’expression qui suit le In. L’intérêt est de faciliter l’écriture d’un invariant et d’éviter les
répétitions.
Définition 2. Une expression exletIn est définie par (ex◦,exu) où :
- exo = (operande1, operateur, operande2) est une expression opération (cf. section
3.1.4), où :
- operande1 = (Nv , T v ) : est une expression permettant de déclarer une variable v,
où : Nv est le nom de v, T v est le type de v.
- operateur.N = ” = ”,
- operande2 est une expression permettant d’initialiser la variable v déclarée par
operande1. Elle peut correspondre à l’une des expressions suivantes :
2. http ://www.omg.org/spec/OCL/2.4/
- operande2 = self.ac
ctx
, où self : fait référence à une classe cctx représentant
le contexte de l’invariant dans lequel l’expression Let − In est incluse, ac
ctx
:
est un attribut de cctx défini par (N , T ), où N et T sont respectivement le nom
et le type de ac
ctx
.
- operande2 = self.rolec.ac, où rolec : est le rôle d’une classe c dans l’associa-
tion qui la relie à la classe cctx, ac = (N ,T ) : est un attribut de c.
- operande2 =exr, où exr est une expression requête (voir section 3.1.3) ; il
s’agit généralement de l’opération forAll() (voir Définition 6).
- operande2 = exo, où exo est une expression opération (voir section 3.1.4)
définie comme suit : exo = self.rolec− > operation(),
- exu est une expression utilisant la variable définie par exo. Généralement, exu corres-
pond à une expression conditionnelle (voir Définitions 3 et 4).
3.1.2 Expressions conditionnelles : If et Implies
Dans un invariant, certaines expressions sont dépendantes d’autres expressions. Pour ex-
primer ceci, OCL offre les deux formes suivantes :
Syntaxe de la forme1 : if <expression_1> then <expression_2> else <expression_3>
Définition 3. Une expression If-Then-Else excdt est définie par ( excdt, exthen, exelse).
Chacune des trois expressions excdt, exthen, exelse correspond à une expression opération
exo. Cette dernière peut être définie selon les deux formes suivantes :
- exo = (operande1, operateur, operande2), où :
- Pour operande1, deux cas peuvent être considérés :
- operande1 = Nv : correspond à une variable déclaré et initialisé par une ex-
pression Let-In (voir Définition 2),
- operande1 = self.ac
ctx
(voir Définition 1 cas où operande2 = self.ac
ctx
),
- operateur correspond à un opérateur OCL prédéfini.
- operande2 est une valeur de type OCL prédéfini.
- exo = self.rolec− > operation() (voir Définition 7).
Syntaxe de la forme 2 : <expression_1> implies <expression_2>
Définition 4. Une expression implies exip est définie par ( ex1, ex2), où ∀i ∈ [1, 2], exi est
soit une expression opération exo (voir section 3.1.4 ) , soit une expression requête exr (voir
section 3.1.3). Dans le premier cas ( exi = exo), deux formes peuvent être considérés :
- exo = (operande1, operateur, operande2), où operateur est un opérateur OCL pré-
défini. Pour operande1 et operande2, plusieurs manières sont disponibles pour les
définir ; nous citons les plus utilisées :
- operande1 et operande2 sont deux attributs a1 et a2 ; chacun d’eux peut être défini
en utilisant les expressions suivantes : self.ac
ctx
ou self.rolec.ac (voir Définition
2),
- operande1 est un attribut défini en utilisant les expressions self.ac
ctx
ou
self.rolec.ac et operande2 une valeur de type OCL prédéfini.
- exo = self.rolec− > operation() une expression opération (voir Définition 7).
Dans le deuxième cas ( exi = exr), il s’agit généralement d’une expression utilisant l’opération
forAll() (voir Définition 6).
3.1.3 Expressions itératives / Expressions requête
Les expressions itératives, appelées également les expressions requêtes, sont des expres-
sions OCL permettant d’exprimer des contraintes sur les éléments d’une collection. Leur syn-
taxe générale est la suivante :
Syntaxe : < expression_source > − >< operation >
(< expression_declaration > | < expression_argument > )
L’expression < expression_source > retourne une collection d’éléments. L’expression 
< expression_argument > porte sur les propriétés de ces éléments et elle est évaluée pour 
chacun d’eux en appliquant l’opération < operation >. Il est recommandé de faire référence 
aux propriétés de l’élément courant dans l’expression < expression_argument > en utili-
sant la notation : < element > . < propriete >. Pour cela, il est nécessaire de déclarer 
< element > dans l’expression < expression_declataion > ; < element > jouera dans ce 
cas le rôle d’un itérateur.
Définition 5. Une expression requête exr est définie par (exs, operation, exd, exa) où :
- exs est une expression retournant une collection d’éléments {o1, ..., on}, où ∀i∈[1..n],
oi est un objet d’une classe c liée à la classe cctx représentant le contexte de l’invariant
dans lequel l’expression requête est incluse. exs est de la forme suivante : self.rolec,
où self : fait référence à la classe cctx, rolec : est le rôle de la classe c dans l’association
qui la relie à la classe cctx.
- operation : est une opération OCL désignée par un nom N . Dans cet, nous considérons
l’opération
- forAll (avec un ou deux itérateurs),
- exd est une expression permettant de déclarer un objet o de c. Elle est définie par un
couple (N , T ), où N : est le nom de o, T = c.N : est le type de o.
- exa : est une expression à évaluer pour tout objet o retourné par exs.a.forAll
Cette opération représente le quantificateur universel ∀ ; elle permet d’exprimer une
contrainte sur l’ensemble des éléments d’une collection. Le résultat retourné est de type Boo-
léen. Autrement dit, l’expression requête utilisant l’opération forAll est évaluée à vrai si l’ex-
pression exa est vraie pour tous les objets retournés par l’expression exs. Sinon, l’expression
requête est évaluée à faux. Notons que l’opération forAll possède une variante utilisant deux
itérateurs ; chacun d’eux parcourra l’ensemble de la collection source. Il s’agit d’une opéra-
tion forAll classique (n’en possédant qu’un seul itérateur) réalisée sur le produit cartésien
de la collection retournée par l’expression < expression_source > sur elle-même (produit
cartésien réflexif).
Définition 6. Dans une opération forAll les deux cas suivants sont considérés :
- Si le nombre d’itérateur = 1 : exa correspond à une expression opération exo =
(operande1, operateur, operande2), où : operande1= o.a , où o est un objet déclaré
préalablement dans exd et a un attribut de o, operateur correspond à un opérateur
OCL prédéfini. operande2 est une valeur de type OCL prédéfini.
- Si le nombre d’itérateur = 2 : exa = exip.ex2, avec ex2 une expression opération de
la forme suivante : (operande1, operateur, operande2), où operande1 et operande2
correspondent à un attribut des objets retournés par exs.
3.1.4 Expressions opération
Une expression opération est un type d’expressions OCL qui est utilisé pour définir les
expressions : Let-In, If-Then-Else, Implies et les expressions requêtes, comme nous l’avons
montré en définissant chacune de ces expressions. Aussi, les expressions opération peuvent
être utilisées seules dans le corps d’un invariant, indépendamment des autres expressions OCL.
Nous pouvons les classifier en deux catégories : (1) des expressions opération portant sur des
opérations OCL prédéfinies et (2) celles utilisant des opérateurs OCL prédéfinis. Syntaxe 1 et
Syntaxe 2 définissent respectivement la syntaxe générale de chacune de ces catégories :
Syntaxe 1 : < expression_source > − >< operation > ()
L’expression < expression_source > est l’entrée de l’opération < operation > ; elle
retourne une collection d’éléments. Le résultat retourné par une expression opération dépend
de l’opération < operation > utilisée. OCL propose plusieurs opérations prédéfinies. Nous
avons présenté dans la section précédente, les opérations de base sur les collections qui sont
fréquemment utilisées dans le cadre d’une expression requête. Nous complétons dans cette
section la présentation des opérations OCL prédéfinies.
Définition 7. . Une expression opération exo utilisant une opération prédéfinie est définie par
(exs, operation) où :
- exs est une expression retournant une collection d’éléments e1, ..., en, où ∀i ∈ [1..n],ei
est soit un objet d’une classe c liée à la classe cctx représentant le contexte de l’invariant
dans lequel l’expression opération est incluse, soit une valeur d’un attribut de c. Ainsi,
exs peut être définie selon les deux manières suivantes :
- exs = (self , rolec), où self : fait référence à la classe cctx, rolec : est le rôle de la
classe c dans l’association qui la relie à la classe cctx.
- exs = exr où exr est une expression requête qui retourne une collection d’objets
ou de valeurs d’un attribut (voir section 3.1.3).
- operation est l’opération OCL à appliquer sur les éléments retournés par exs. Elle
est désignée par un nom N . Dans nos travaux, N prendra une valeur dans l’ensemble
suivant : {size(), isEmpty(), notEmpty()}.
Syntaxe 2 : < operande1 >< operateur >< operande2 >
Le langage OCL possède un certain nombre d’opérateurs prédéfinis. Nous citons par
exemple : ′+′, ′−′, ′∗′, ′/′, ′ <′, ′ >′, ′ <>′, ′and′, ′or′ et ′xor′. La syntaxe 2 cor-
respond à la syntaxe générale des expressions opération utilisant ces opérateurs. Généra-
lement, < operande1 > correspond à un attribut caractérisant les objets d’une classe et
< operande2 > correspond soit à un autre attribut (de la même classe ou d’une classe diffé-
rente) soit à une valeur de type prédéfini.
Définition 8. Une expression opération exo utilisant un opérateur prédéfini est définie par
(operande1, operateur, operande2), où : operateur est un opérateur OCL désigné par un
nom N . operande1 et operande2 sont définis ci-dessus en fonction des expressions dans les-
quelles ils sont utilisés.
3.2 La cible : Modèle d’une méthode Java
La source de la transformation OCL2JavaModel correspond à des invariants OCL et la cible
à des modèles de méthodes java. Par la suite, chaque modèle sera transformé en un code dont
l’exécution permettra de vérifier l’invariant correspondant. Dans cette section, nous rappelons
les concepts importants liés à une méthode java. Nous nous limitons aux éléments nécessaires
pour transformer les expressions OCL considérées dans la section précédente (La source).
Définition 9. une méthode java m est définie par (C,V , T r, N , PR, IS) où :
- C est la classe à laquelle m est associée,
- V est la visibilité de m,
- T r est le type de la valeur retournée par m. Dans notre cas c’est le type Booléen,
- N est le nom désignant m,
- PR = pr1, ..., prn est l’ensemble de paramètres de m. ∀i ∈ [1..n],pri est défini par (N ,
T ), où pri.N est le nom du paramètre et pri.T est son type.
- IS = {is1,.. , ism} est un ensemble d’instructions formant le corps de m.
Dans ce qui suit, nous définissons quelques instructions pouvant être utilisées dans le corps
d’une méthode java. Nous rappelons que nous nous limitons aux instructions nécessaires à la
transformation des invariants OCL supportés par notre processus.
3.2.1 Instruction de déclaration et d’initialisation
En java, on peut combiner la déclaration et l’initialisation d’une variable dans une seule
instruction. La déclaration précise le type de la valeur que la variable va contenir suivi par
son nom. Le type peut être : (1) un type standard (int, float, string, etc.) ou (2) une classe.
L’initialisation de la variable déclarée porte sur l’utilisation de l’opérateur d’affectation ” = ”.
Définition 10. Une instruction de déclaration et d’initialisation isdi d’une variable v est
définie par (T v , Nv , Nop, V lv), où :
- T v est le type de la variable,
- Nv est le nom de la variable,
- Nop est le nom de l’opérateur utilisé pour affecter une valeur à v. Dans ce cas, il s’agit
de l’opérateur ” = ”,
- V lv est la valeur à affecter à v.
3.2.2 Instruction de test
L’instruction de test If est une instruction de contrôle qui permet d’exécuter des instruc-
tions en fonction de la valeur d’une condition.
Définition 11. Une instruction de test isif est définie par (condition, ISv , ISf ), où :
- condition : est une instruction logique isl (voir Définition 13),
- ISv = {isv
1
, .., isvn} : est un ensemble d’instructions à exécuter si condition = vrai,
- ISf = {isf
1
, .. , isfm} : est un ensemble d’instructions à exécuter si condition=faux.
3.2.3 Instruction logique
Généralement, une instruction logique est construite en utilisant les six opérateurs de com-
paraison : ′ ==′, ′! =′, ′ <′, ′ >′, ′ <=′ et ′ >=′. Les utilisations les plus fréquentes de
ces opérateurs consistent à utiliser des variables et des résultats retournés par des méthodes
prédéfinies.
Définition 12. Une instruction logique isl peut être définie selon les deux manières suivantes :
- isl = (v1, operateurc, v2), où : v1 et v2 sont deux variables et operateurc est un
opérateur de comparaison désigné par un nom N ,
- isl = (ism, operateurc, v), où : ism = Nobj.Nmtd est une instruction faisant appel à
une méthode java prédéfinie. Elle est définie par le nom de la méthode précédé du nom
d’un objet de la classe à laquelle appartient la méthode, operateurc : est un opérateur
de comparaison désigné par un nom N , v : est soit une valeur de type java prédéfini,
soit une variable.
3.2.4 Instruction itérative / Boucle
Les instructions itératives ou bien les boucles sont utilisées pour exécuter plusieurs fois
les mêmes instructions jusqu’à ce qu’une condition ne soit plus satisfaite. Les trois boucles
de base sont : for, while et do-while. La boucle for a une variante ; c’est la boucle foreach que
nous avons utilisé pour réaliser nos transformations. La boucle foreach permet de parcourir une
collection d’objets ; elle se déplace respectivement du premier élément au dernier. Sa syntaxe
est la suivante :
Collection < ObjetX > collection = ...;
for(ObjetXobjetX : collection){Instructions}
L’interprétation de cette syntaxe est la suivante : Pour chaque objet objetX de type ObjetX
dans collection, on exécute Instructions. Les valeurs qui sont successivement affectées à objetX
lors de l’exécution de la boucle correspondent aux différents objets présents dans collection.
Ainsi, le type de objetX doit être celui des objets de collection.
Définition 13. Une boucle foreach bfe est définie par (isdi, enteteb
fe
, corpsb
fe
), où :
- isdi : est une instruction permettant de déclarer et d’initialiser une variable correspon-
dant à une collection d’objets. Elle est définie par (T v , Nv , Nop, V lv) (voir Définition
11), enteteb
fe
: est l’entête de la boucle qui est définie par (N cll, T o , No), où : N cll
est le nom de la collection qu’on veut parcourir, T o est le type des objets de cll, No est
un nom local à la boucle donné à chaque objet de cll.
- corpsb
fe
= {is1, .. , isn} : est un ensemble d’instructions java formant le corps de bfe.
3.3 Les règles de transformation
Afin de réaliser la transformation OCL2JavaModel, il est nécessaire de définir des règles
décrivant le passage automatique d’un invariant OCL (niveau conceptuel) vers un modèle d’une
méthode java (niveau logique). Ces règles de transformation sont définies dans cette section.
R1 : chaque invariant i est transformé en une méthode java m, où m.N = i.N , m.C = i.C, m.V
= "public" et m.T r = "Boolean". R2 : chaque expression ex ∈ i.EX est transformée en une
instruction is ∈ m.IS . Dans la section 4.2.1 (La source), nous avons considéré quatre types
d’expressions OCL définissant le corps d’un invariant. Il s’agit de : (1) l’expression Let-In, (2)
les expressions conditionnelles, (3) les expressions requête et (4) les expression opération. Pour
chacune de ces expressions, nous définissons ci-dessous la règle de transformation correspon-
dante. R3 : Une expression exletIn = (exo, exu) est transformée en appliquant les règles 4 et 9.
R4 : Dans une expression exletIn, l’expression exo = (operande1, operateur, operande2) est
transformé en une instruction de déclaration et d’initialisation isdi = (T v , Nv , Nop, V lv), où :
isdi.T v = operande1.T v , isdi.Nv = operande1.Nv , isdi.Nop = operateur.N et isdi.V lv 
= operande2. Selon la valeur de operande2, nous appliquons les règles 5, 6, 7 ou 8. R5 : 
Dans une expression exo définissant une expression exletIn, si operande2 = self.ac
ctx 
alors 
nous transformons operande2 en une méthode matt permettant de retourner un attribut de la 
classe référencée par self . Cette méthode possède un nom : matt.N = ”getAtt” et deux pa-
ramètres : matt.PR = {pr1,pr2}, où : pr1=cctx.N est le nom de la classe référencée par self 
et pr2 = ac
ctx 
.N le nom de l’attribut à récupérer. Notons qu’à cette étape, seule la signature 
de matt est générée (i.e. son nom et la liste de ses paramètres). matt sera transformée dans 
un deuxième temps (dans la seconde transformation du processus) en une requête de sélection 
écrite avec le langage d’interrogation propre à chaque système NoSQL. R6 : Dans une expres-
sion exo définissant une expression exletIn, si operande2 = self.rolec.ac alors nous transfor-
mons operande2 en une méthode matt permettant de retourner un attribut ac d’une classe c ; 
celle-ci est liée à la classe référencée par self et son rôle est indiqué par rolec. matt possède 
un nom : matt.N = ”getAtt” et deux paramètres : matt.PR = {pr1,pr2}, où : pr1= c.N et 
pr2 =ac.N . R7 : Dans une expression exo définissant une expression exletIn, si operande2 
= exr alors nous transformons operande2 en appliquant la règle 17. R8 : Dans une expres-
sion exo définissant une expression exletIn, si operande2 = self.rolec-> size() alors nous 
transformons operande2 en une instruction ism de la forme suivante : mobj .all().size(), où : 
les termes all() et size() correspondent à des méthodes prédéfinies et mobj une méthode per-
mettant de retourner les objets d’une classe c dont le rôle est indiqué dans rolec. Tout comme 
matt(voir R4), seule la signature de mobj est générée à cette étape, i.e. son nom mobj .N= 
”getObj” et ses paramètres : mobj .PR = {pr1}, où : pr1= c.N.mobj sera transformée plus 
tard (dans la seconde transformation) en une requête de sélection écrite avec le langage d’in-
terrogation propre à chaque système NoSQL. Nous appliquons le même principe pour générer 
la signature de mobj dans une expression exite si exo = self.rolec -> operation(). R9 : Dans 
une expression exletIn, l’expression exu = exite est transformée en appliquant la règle 10. 
R10 : Une expression exite = (excdt, exthen, exelse) est transformée en une instruction de test 
isif = (condition, ISv , ISf ), où : isif .condition = exite. excdt, isif . ISv = {exite.exthen} 
et isif . ISf = {exite.exelse}. Nous rappelons que excdt, exthen et exelse sont des expressions 
opération exo(voir Définition 3). Selon la forme de exo, nous appliquons les règles 11 ou 12. 
R11 : Dans une expression exite, si exo = (operande1, operateur, operande2) alors nous la 
transformons en une instruction logique isl = (v1,operateurc, v2), où : v1 = Nv si operande2 
= Nv ou v1 = matt si operande2 = self.ac
ctx (la signature de mattest générée en appli-
quant la règle 5), operateurC .N = ” == ” et v2 = operande2. R12 : Dans une expression 
exite, si exo = self.rolec -> operation() alors nous la transformons en une instruction isl = 
(ism,operateurc, v), où : ism est une instruction de la forme suivante :mobj .isExhausted(),
où : isExhausted() est une méthode prédéfinie. La signature de mobjest générée en appli-
quant la règle 8, operateurc.N = ” == ” et v = "True" si operation.N = isEmpty() ou v
= "False" si operation.N = notEmpty(). R13 : Une expression exip = (ex1,ex2) est trans-
formée en une instruction de test isif = (condition, ISv), où : isif . condition = exip.ex1,
isif .ISv = {exip.ex2}. Nous rappelons que chacune des expressions ex1 et ex2 est soit une
expression opération exo soit une expression requête exr (voir Définition 4). Selon le cas, nous
appliquons les règles 14 ou 16. R14 : Dans une expression exip, si exi = exo, avec i ∈ [1,2],
nous appliquons les règles 15 ou 16, selon la forme de exo. R15 : Dans une expression exip,
si exo = (operande1, operateur, operande2) alors nous transformons exo en une instruction
logique isl = (v1, operateurc, v2), où : v1= matt1 , operateur
c.N = operateur.N et v2=
matt
2
si operande2 est un attribut ou v2= operande2 si operande2 est une valeur. La signa-
ture de matt
1
et matt
2
est générée en appliquant les règles 5 ou 6 en fonction des expressions
utilisées (self.ac
ctx
ou self.rolec.ac) pour définir operande2 et operande2. R16 : Dans une
expression exip, si exo = self.rolec -> operation() alors nous appliquons la règle 12 et si
exi =exr, avec i ∈ [1,2], alors nous appliquons la règle 17. R17 : Une expression requête
exr est transformée en une boucle foreach bfe = (isdi, enteteb
fe
, corpsb
fe
), où : bfe.isdi,
bfe.enteteb
fe
et bfe.corpsb
fe
sont générés en appliquant respectivement les règles 18, 19 et
20. R18 : Dans une expression exr, si operation.N = ”forAll”, alors bfe.isdi est définie
ainsi : isdi.T v = ”Collection”, isdi.Nv = ”resultat”, isdi.Nop = ” = ”, iddi.V lv = "mobj"
(voir R8 pour la définition de mobj), où : mobj .pr1 = exd.T . R19 : Dans une expression exr,
si operation.N = forAll, alors bfe.enteteb
fe
est définie ainsi : enteteb
fe
. N cll = ”resultat”,
enteteb
fe
. T o = ”Object” et enteteb
fe
. No = ”object”. R20 : Dans une expression exr, si
operation.N = ”forAll” alors bfe.corpsb
fe
= isd, isif , où isd. T v = ”Boolean”, isd.Nv =
”out”, isif .condition est une instruction logique isl de la forme suivante : (ism, operateurc,
v), où : ism.Nobj = ”object” et ism. Nmtd est générée en fonction du type de l’attribut a
indiqué dans exa . operande2.
4 Transformation JavaModel2JavaCode
JavaModel2JavaCode est la deuxième étape dans notre processus de transformation des
contraintes. Il s’agit d’une transformation M2T (Model2Text) qui prend en entrée chaque mo-
dèle de méthode java généré dans l’étape précédente (OCL2JavaModel) et fournit en sortie le
code de vérification de la contrainte OCL correspondante. Ce code dépend des caractéristiques
techniques propres au système NoSQL choisi par le développeur. Le passage du modèle de mé-
thode java vers le code correspondant est assuré par un ensemble de règles de transformation
formalisées en MOFM2T (Oldevik, 2006). Par manque de place, nous avons consacré cet ar-
ticle à la transformation OCL2JavaModel qui correspond au passage conceptuel vers logique.
Nous ne décrivons donc pas le passage logique vers physique.
5 Expérimentation
Dans cette section, nous évoquons les techniques que nous avons utilisées pour mettre en
œuvre la démarche présentées dans la figure 1. Etant donné que notre approche est dirigée
par les modèles, nous avons utilisé un environnement technique adapté à la modélisation, la
métamodèlisation et la transformation des modèles. Nous avons eu recours à la plateforme
Eclipse Modeling Framework (EMF) qui utilise Ecore pour créer et manipuler les modèles.
Notre choix du langage de transformation a été fondé sur des critères spécifiques à notre dé-
marche. En effet, l’outil doit être intégré dans l’environnement EMF pour qu’il soit utilisé
aisément avec les outils de modélisation et de métamodélisation. Ainsi, nous avons utilisé le
langage QVT. La figure 4 montre un extrait du code QVT assurant la génération du modèle de
méthode java à partir d’un invariant OCL.
Les règles de transformation que nous avons définies dans cet article permettent d’obtenir
un modèle logique indépendant de toute plateforme d’implantation. Ce principe assure l’in-
FIG. 5 – Code java pour Cassandra et MongoDB
dépendance du niveau logique face aux évolutions techniques des systèmes NoSQL. Ainsi,
plusieurs codes peuvent être produits à partir du même modèle ; chacun d’eux dépend des ca-
ractéristiques techniques propres au système NoSQL choisi. La figure 5 présente des extrais de
codes générés pour les plateformes Cassandra et MongoDB.
6 Etat de l’art et Positionnement de nos travaux
Récemment, des processus ont été proposés en vue d’implanter des BD sur des systèmes
NoSQL. Ces études ont généralement porté sur la transformation des modèles. Dans le contexte
des entrepôts de données, l’article (Dehdouh et al., 2015) traite de l’implantation des entrepôts
de données de grande taille sur des systèmes NoSQL orientés-colonnes. Le processus d’im-
plantation repose sur une architecture à 3 niveaux : conceptuel, logique et physique. Pour
transformer un modèle conceptuel multidimensionnel en un modèle logique orienté-colonnes,
trois solutions distinctes sont proposées. Toutes les trois utilisent les spécificités des systèmes
Big Data en privilégiant certains choix de stockage des faits et des dimensions. Le passage
vers le modèle physique n’est pas étudié mais celui-ci est montré au travers d’une expérimen-
tation particulière sur le système HBase ; les performances des trois solutions sont comparées.
D’autres travaux (Li, 2010; Vajk et al., 2013) ont étudié les mécanismes d’implantation d’une
BD relationnelle sur des systèmes NoSQL. Dans Li (2010), la méthode proposée est basée
sur des règles permettant la transformation d’un modèle relationnel en un modèle HBase ; les
relations entre les tables (clés étrangères) sont traduites par l’ajout des familles de colonnes
contenant des références. Vajk et al. (2013) traite le passage d’un modèle relationnel vers le
modèle orienté-documents de MongoDB. A notre connaissance, peu de travaux Li et al. (2014);
Daniel et al. (2016) ont étudié la transformation d’un modèle conceptuel UML en un modèle
physique NoSQL. Les auteurs de (Li et al., 2014) présentent une approche MDA pour tra-
duire un diagramme de classes UML vers le modèle de données HBase. L’idée de base est
de construire des métamodèles correspondant au diagramme de classes UML et au modèle
de données orienté-colonnes de HBase, puis de proposer des règles de transformation entre les
éléments des deux métamodèles proposés. Ces règles permettent de transformer un DCL direc-
tement en un modèle d’implantation spécifique au système HBase. Dans Daniel et al. (2016)
les auteurs décrivent le passage d’un modèle conceptuel UML/OCL vers un modèle NoSQL
orienté-graphes. Les règles assurant ce passage sont spécifiques aux BD orientées-graphes qui
sont généralement utilisées pour stocker et interroger des données complexes fortement liées
comme les données issues des réseaux sociaux. A présent, nous effectuons le positionnement
de nos travaux au regard des articles de recherche que nous venons de présenter et dont les pro-
blématiques sont proches des nôtres. L’article (Dehdouh et al., 2015) s’inscrit dans le contexte
de l’entreposage des données puisqu’il étudie les règles de passage d’un modèle multidimen-
sionnel en un modèle physique NoSQL. Bien que le point de départ du processus (un modèle
multidimensionnel) se situe au niveau conceptuel, ce modèle ne présente pas les mêmes ca-
ractéristiques qu’un DCL d’UML en terme de complexité ; notamment, il comporte exclusive-
ment des classes Faits et Dimensions et un type de lien unique entre ces deux classes. Dans
notre processus, nous considérons des classes d’objets comportant des attributs atomiques et
multivalués, des relations d’association, de composition et d’héritage ainsi que des classes
d’associations. Par ailleurs les auteurs de (Li, 2010) et Vajk et al. (2013) traitent de la transfor-
mation d’un modèle relationnel en un modèle orienté-colonnes HBase. Ces travaux répondent
bien aux attentes concrètes des entreprises qui, face aux évolutions récentes de l’informatique, 
souhaitent stocker leurs bases de données volumineuses dans des systèmes NoSQL. Mais, la 
source du processus de transformation, ici un modèle relationnel, ne présente pas la richesse sé-
mantique que l’on peut exprimer dans un DCL (notamment grâce aux différents types de liens 
entre classes : agrégation, composition, héritage, ...). D’autre part, les travaux présentés dans Li 
et al. (2014) et Daniel et al. (2016) ont pour objet de spécifier un processus de transformation 
MDA d’un modèle conceptuel (DCL) vers un modèle physique NoSQL. Concernant la struc-
ture des données, les processus de transformation présentés dans ces travaux ne proposent pas 
un niveau intermédiaire (le niveau logique) qui permettrait de rendre le résultat du processus 
indépendant d’une plateforme particulière. Ainsi, chacun d’eux s’applique uniquement à un 
seul type de systèmes NoSQL (orienté-colonnes dans Li et al. (2014) et orienté-graphes dans 
Daniel et al. (2016)). Enfin, concernant les contraintes d’intégrité, le processus proposé dans 
Li et al. (2014) n’en tient pas compte. Dans le travail Daniel et al. (2016), une fois le modèle 
orienté-graphes est créé, une autre transformation est effectuée pour traduire les expressions 
OCL définies au niveau conceptuel en des requêtes exprimées dans le langage Gremlin qui est 
un langage spécifique aux systèmes de type orienté-graphes et incompatible avec les autres 
types de systèmes NoSQL (colonnes et documents). Dans notre processus, le niveau logique 
est compatibles avec les trois catégories de systèmes.
7 Conclusion
Dans cet article, nous avons proposé un processus automatique destiné à aider un dévelop-
peur pour traduire des contraintes OCL sur un système NoSQL. Quatre types d’expressions 
OCL sont supportés par notre processus. Il s’agit des expressions requête, des expressions 
opération, des expressions conditionnelles et des expressions de définition. Notre processus 
consiste en une chaîne de transformations qui utilise un modèle pivot pour chaque contrainte 
OCL. Ce modèle est compatible avec les trois types de systèmes NoSQL : colonnes, documents 
et graphes et fait abstraction du langage de requête associé à chaque système NoSQL. Ainsi, 
toute évolution ou changement du système préservera le niveau logique en impactant unique-
ment sa transformation vers le niveau physique. Dans le travail (Daniel et al., 2016) dont la 
solution proposée est proche de la nôtre, les transformations n’incluent pas un niveau logique 
et n’assurent donc pas la compatibilité avec tous types de systèmes NoSQL. Par ailleurs, nous 
avons proposé un métamodèle OCL à partir de la documentation de l’OMG ; ce métamodèle 
constitue le point de départ du processus de transformation. Les règles de transformation ba-
sées sur le métamodèle proposé ont été exprimées en langage QVT. Nous avons expérimenté 
notre démarche et nos modèles sur une application Big Data du domaine médical qui porte sur 
des programmes pluriannuels de suivi de pathologies. Comme perspectives à ce travail, nous 
envisageons de poursuivre l’enrichissement de notre approche de transformation de modèles 
conceptuels. Cet enrichissement vise à prendre en compte d’autres catégories de contraintes 
OCL.
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Summary
Big Data application developers use NoSQL systems to store massive DBs. They transform
a conceptual model describing the massive DB into a NoSQL physical model. This manual task
is complex because of the specificity of NoSQL models. Our purpose is to assist the developer
to automatically transform models. For this, we use the MDA architecture. Starting from
a conceptual model that describes the structure of data and a set of constraints, we propose
a mapping rules that generate (1) a NoSQL physical model and (2) the code for checking
constraints. The first point have been addressed in previous work. In this paper, we study the
second point that aims to propose an automatic process for mapping constraints.
