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Počítačová grafika v dnešnej dobe sa snaží o čo najvierohodnejšiu abstrakciu reálneho sveta.
Veľa programov sa snaží o vizualizáciu vonkajších scén a terénov. Ide hlavne o letecké simu-
látory, geografické informačné systémy, ale aj počítačové hry. Nakoľko rozsah terénu môže
byť bežne okolo desiatok až stoviek km2, je nutné riešiť problém ako zobrazovať rozsiahle
scény v reálnom čase. Dnes je požiadavka taká, aby mal terén detailnú geometriu vrátane
detailných textúr. Toto spôsobuje problém, s ktorým sa je treba vysporiadať a to je veľkosť
geometrie terénu v počítači. Veľmi detailný terén môže zaberať niekoľko GB pamäti a terén
sa nemusí vojsť do RAM alebo do GPU pamäti. Cieľom tejto práce je snaha adresovať tento
problém, navrhnúť a implementovať dané riešenie.
Práca je rozdelená do niekoľkých celkov. V druhej kapitole je popísaný teoretický rozbor
a súhrn predošlých postupov, vrátane spôsobu ako reprezentovať terén v počítačovej gra-
fike a ako daný terén zobrazovať. V kapitole je ďalej popísaný algoritmus pre generovanie
terénu. Kapitola číslo tri obsahuje formuláciu návrhu a ciele výslednej aplikácie. Následná
implementácia danej aplikácie sa nachádza v kapitole číslo štyri. Kapitola zahrňuje ďalej
aj problémy, ktoré nastaly pri implementácii aplikácie. Ďalšia kapitola obsahuje výsledky
práce. Možné ďalšie pokračovanie práce, je zhrnuté v predposlednej kapitole.
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Kapitola 2
Teória zobrazovania rozsiahlych scén
Kapitola si kladie za úlohu popísať princípy implementácie terénu v počítačovej grafike. Po-
písaná je štruktúra uloženia terénu a jeho možná generácia. Kapitola ďalej obsahuje prehľad
vybraných algoritmov. Sú predstavené problémy, ktoré môžu nastať pri renderovaniu terénu
v rozličných úrovniach detailu terénu.
2.1 Pravidelná a nepravidelná trojuholníková mriežka
Dôležitým prvkom pri renderovaní terénov je typ štruktúry geometrie. Existujú dva základné
princípy zobrazenia geometrie terénu (rozdelenie prevzaté z [7]):
∙ TIN (triangulated irreguar networks) - nepravidelná trojuholníková mriežka (obrázok
2.1a)
∙ RTIN (right triangular irreguar networks) - pravoúhla trojuholníková mriežka (obrázok
2.1b)
Prvý prístup umožňuje aproximovať povrch menším počtom polygónov. Terén je tak
zkoštruovaný nepravidelnou polygónovou mriežkou, ktorá ideálne kopíruje povrch terénu.
Vďaka tomu poskytuje lepšiu flexibilitu pri zobrazení rovnejších povrchov, ktoré sa vzorkujú
hrubšie než nerovné povrchy, ktoré sú navzorkované častejšie. Druhý spôsob reprezentácie
pravidelnou mriežkou je vhodnejší pre menšie uloženie v pamäti, nakoľko je dôležité ukla-
dať z-koordinát výšky na danom bode x,y. Jednoduchá reprezentácia pomocou pravideľnej
mriežky tak umožňuje procedurálne generovanie geometrie povrchu. Ďalšia dôležitá vlast-
nosť je jednoduchosť algoritmov pre RTIN reprezentáciu oproti TIN mriežke. Pravidelná
mriežka tak umožnuje okrem uloženia aj lepšiu implementáciu určitých funkcií (primárne
hlavne o view culling, detekcia kolizií, prípadne dynamická deformácia terénu) oproti TIN
modelu.
Pre implementáciu level of detail (zkr. LOD) RTIN povrchov musíme byť schopný re-
prezentovať jednotlivé časti mriežky v rozdielnych rozlíšeniach. Toto môže byť reprezento-
vané hierarchickým delením mriežky. Jedným z bežných postupov je delenie do quadtree
štruktúry. Quadtree reprezentuje stromovú štruktúru, kde každý región je delený do šty-
roch menších regiónov. Toto delenie pokračuje rekurzívne. Na tomto princípe je založené
množstvo algoritmov [8][5] zobrazenia terénu. Jeden z týchto algoritmov sa nazýva Real-
Time Generation of Continuous Levels of Detail for Height Fields[10] je bližšie popísaný
v kapitole 2.4.2.
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(a) TIN reprezentácia (b) RTIN reprezentácia
Obr. 2.1: Geometrická reprezentácia terénu pri pohľade zvrchu.
2.2 Výšková mapa
Ďalší aspekt 3D virtuálnych terénov je ich štruktúra uloženia. Obecným princípom sa môže
celková 3D geometria uložiť ako bežný 3D model. To je ale v prípade terénov veľmi kon-
traproduktívne, keďže terény bývajú veľmi rozsiahle a ich uloženie ako 3D model je dosť
nepraktické z tohto dôvodu. Východiskom je neukladať kompletnú 3D geometriu, ale iba
výšku pre každý bod. Uloženie výšky je možné realizovať čiernobielym obrázkom. Daný ob-
rázok sa tak stáva výškovou mapou1, ktorá v danom bode reprezentuje pravú výšku terénu.
Tento spôsob tak umožňuje terén ukladať ako 2D dáta, ktoré sa môžu ďalej upravovať v bež-
ných rastrových grafických editoroch. Ďalšia pozitívna vlastnosť je možnosť zkomprimovať
obrázok za účelom dosiahnutia menšej veľkosti. Z danej mapy sa dá následne vygenerovať
geometria terénu. Výšková mapa je v dnešnej dobe bežný štandard reprezentácie uloženia
terénu v počítačovej grafike.




Algoritmus pracuje iteratívne generovaním takzvaných faults do mapy. Každou iteráciou
vygeneruje náhodnu čiaru, ktorou rozdelí mapu na dve časti. Na jednej časti tak zväčší výšku
o náhodné číslo. Prvá iterácia je znázornená na obrázku 2.3a. Algoritmus potom pokračuje
ďalej do predom daného počtu iterácií. Výsledná mapa nakoniec obsahuje viditeľné čiary,
ktoré tvoria nereálny terén (obrázok 2.3b). Mapu je ešte nutné rozmazať filtrom. Je možné
použit gaussovský filter o veľkosti 3x3. Po následnom rozmazaní mapy bude vyobrazená ako
na obrázku 2.2.
(a) Prvý krok algoritmu. (b) Výsledná výškova mapa bez rozmazania.
Obr. 2.3: Generovanie výškovej mapy algoritmom fault formation.
2.4 Algoritmy pre renderovanie terénov
Pri renderovaní rosiahlých terénov je nutné riešiť problém zobrazovania veľmi rozsiahlej
geometrie. Kompletná geometria veľmi rozsiahlej scény sa nedokáže v súčasnej dobe rende-
rovať v reálnom čase. Grafická karta by musela zvládať spracovávať niekoľko miliónov vrcho-
lov každý vykreslovací snímok. Preto vznikla snaha adresovať tento problém a v priebehu
niekoľkých minulých rokov boli predstavené algoritmy, ktoré riešia level of detail terénu.
V následujúcej časti je stručný prehlad niektorých algoritmov zobrazovania terénu.
2.4.1 Geomipmapping
Technika je založená na mipmapách textúr a princíp sa snaží kopírovať rovnaký prístup.
Terén je rozdelený na jednotlivé dlaždice, kde každá dlaždica obsahuje vlastný reťazec dlaž-
díc polovičnej veľkosti ako predchádzajúca. Algoritmus tak funguje podobne ako mipmap
technika používaná k textúrám. Pracuje sa RTIN geometrickou reprezentáciou terénu. Na
začiatku je zvolená veľkosť dlaždice a následne sa predpočítavajú geomipmapy pre všetky
dlaždice pokial nie je dosiahnutá požadovaná úroveň (na obrázku 2.7 je znázornená úroveň
0 až 2). Rozhodnutie, ktorá geomipmapa sa použije je rozhodnuté podľa vzdialenosti 𝑑 od
pozorovatela. Algoritmus ďalej rieší problém popping artefaktu (zkr. popping), ktorý na-
stáva pri náhlom prechode dvoch úrovní dlaždíc terénu. Problém je riešený predpočítaním
vzdialenosti pre každú dlaždicu pri ktorej nastane prechod úrovní. Je taktiež predstavená
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jednoduchá technika view-culling, ktorá zabraňuje zobrazeniu dlaždíc mimo záber pozorova-
tela. Prístup bol dôkladne prezentovaný v článku Fast Terrain Rendering Using Geometrical
MipMapping[1].
Obr. 2.4: Úrovne geomipmapy (prevzaté z [1])
2.4.2 QuadTree
Jeden z jednoduchých a rýchlych algoritmov pre zobrazenie terénu je QuadTree. Algoritmus
bol prezentovaný ako Real-time, Continuous Level of Detail Rendering of Height Fields
v roku 1998 [10]. Stratégia prístupu je zhora-dole, teda začíná sa zo štvorca tvoriaceho
celú výškovú mapu. Algoritmus tak adaptívne delí 2D výškovu plochu na menšie časti.
QuadTree je reprezentovaný dátovou štruktúrou, kde sa štvorec delí na 4 rovnaké QuadTree
časti. Každý ďalší región tak môže byť delený rekurzívne na ďalšie 4 QuadTree časti. Ukážka
delenia QuadTree štruktúry je znázornená na obrázku 2.5.
Obr. 2.5: Ilustrácia rekurzívneho delenia štvorcovej QuadTree štruktúry.
Nakoľko algoritmus pracuje so štvorcami, renderovanie je tvorené pravoúhlou mriežkov
trojuholníkov, podobne ako geomipmapping. Pre QuadTree je preto vhodná RTIN repre-
zentácia geometrie. Algoritmus berie do úvahy problém dier a t-prepojov, preto na mieste
vrcholu, kde problém môže nastať, daný vrchol vynechá. Geometria aj s vynechanými vr-
cholmi je znázornená na obrázku 2.6.
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Obr. 2.6: Ilustrácia výslednej geometrie pri pohľade z hora. Symbolom X je znázornené
vynechanie vrcholu za účelom prevencie artefaktov.
Algoritmus obsahuje aj vlastnú error metriku, ktorá berie do úvahy vzdialenosť od po-





Kde, 𝑙 je vzdialenosť od pozorovateľa (v našom prípade kamera), 𝑑 je dĺžka aktuálnej
hrany. Premená 𝐶 nastavuje minimálnu globálnu vzdialenosť a 𝑐 špecifikuje požadovanú
globálnu vzdialenosť. S parametre 𝑐 a 𝐶 sa dajú nastavovať za behu pre každý snímok
pre optimálnu snímkovú frekvenciu. Premená 𝑑2 reprezentuje najväčšiu chybu v okolí šesť
bodov v QuadTree štruktúre. Toto dovoľuje modelovať rovnejšie povrchy jednoduchším level
of detailom. Autor ďalej predstavil vlastnosť jemného prechodu medzi rozdielnými level of
detail úrovniami.
2.4.3 ROAM
Ďalší dlhodobo používaný algoritmus pre RTIN geometrie je ROAM (Realtime Optimally
Adapting Meshes). Pracujúci so štruktúrou binárných stromov ROAM funguje na princípe
teselácie trojuholníkov. Sú zavedené dve operácie split a merge, ktoré modifikujú troju-
holníky delením na menšie časti alebo zlučením menších častí. ROAM potrebuje k svojej
funkcii dve prioritné fronty pre spomínané operácie split a merge. Jedna fronta udržuje
prioritne zoradený zoznam trojuholníkov označený k teselácii. Pri refinovaní terénu ROAM
opakovane teseluje trojuholník s najväčšou prioritou vo fronte. Druhá fronta taktiež udržuje
prioritne zoradený zoznam trojuholníkov, ktoré sú ale určené k spojeniu pri zjednodušovaní
terénu. Tento prístup dovoľuje udržovať koherenciu snímkov (t.j. pokračovať v predchádza-
júcom snímku pri refinovaní terénu a inkrementálne pridávať alebo odoberať trojuholníky).
Priorita operácii v oboch frontách je určená error metrikou.
V pôvodnom článku z roku 1997[3] je predstavený geomorphing, ktorý umožňuje hladký
prechod vrcholov pri operáciach split a merge. Algrotimus je silno orientovaný na spracovanie
na strane CPU, v dnešnej dobe nie je príliš vhodný pre renderovanie na GPU, keďže sa
geometria neustále mení.
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Obr. 2.7: Split a merge operácia používaná v algoritme ROAM (prevzaté z [7])
2.4.4 Geometry clipmaps
Jeden z moderných level of detail techník pre zobrazovanie rozsiahlych terénov je algoritmus
Geometry clipmaps. V roku 2004 tento algoritmus publikovali Frank Losasso a Hugues
Hoppe[6]. Metóda ukladá pyramídu terénu (obrázok 2.8) v m úrovniach. Každá úroveň
reprezentuje vnorenú plochu o rozlíšení mocniny dvoch. Úrovne tak obsahujú 𝑛 *𝑛 vrcholov
uložených vo vertex bufferoch na grafickej pamäti. Vykresľovanie prebieha od najhrubšej
vrstvy k najjemnejšej, takým spôsobom, že pri vykresľovaní novej vrstvy vyrežeme dieru do
predchádzjúcej vrstvy a do nej vložíme detailnejšiu vrstvu. Pri pohybu v scéne sú výškové
dáta aktualizovaná tak, aby zostaly vycentrované smerom k pozorovateľovi. Pre zaistenie
rýchlej aktualizácie dát pri pohybu sa k vrocholom pristupuje toridálným spôsobom. Tento
spôsob umožňuje každú úrovneň clipmapy inkrementálne aktualizovať. Súradnice textúry
sú určené pomocou operácie modulo. Takto sa dá predísť prepisovaniu velkých objemov
dát textúry. Tento algoritmus bol neskôr vylepšený a upravený pre použitie v moderných
grafických kartách pod názvom GPU-Based Geometry clipmaps.
Obr. 2.8: Geometry clipmaps pyramida (prevzaté z [9])
2.4.5 Chunked LOD
Metoda Chunked LOD je v niektorých ohladoch podobná algoritmom Geomipmapping a
QuadTree, s ktorými má niektoré rysy spoločné. Algoritmus je v základe pomerne jednodu-
chý. Terén je opakovane delený na štyri časti, ktoré sú organizované do stromovej štruktúry.
Zobrazenie terénu a jeho delenie sa nachádza na obrázku 2.9.
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Obr. 2.9: Chunked LOD úrovne (prevzaté z [13])
Hlavným prvkom algoritmu je konštatná veľkosť bloku (chunku). Hlavná úroveň pokrýva
celý terén pri danej konštatnej veľkosi. Pri rekurzívnom delení terénu na dlaždice, ktorá
má taktiež rovnakú veľkosť bloku je možné delenie do doby, kedy uzol obsahuje najlep-
šiu geometriu terénu. Každý uzol (chunk) má dopredu vypočítanú maximálnu geometrickú
chybu 𝛿. Algoritmus dovoľuje stanoviť maximálnu prístupnú chybu 𝜏 . Pri renderovaní sa
rekurzívne prechádza stromová štruktúra a kontroluje sa či platí 𝛿 ≤ 𝜏 , pokial podmienka
platí, daný uzol sa vykreslí, v opačnom prípade sa ďalej rekurzívne zanoríme v stromo-
vej štruktúre. Technika musí aj dodatočne riešiť problém dier v teréne. Tento problém je
riešený pomocou skirts (obrázok 2.10). Algoritmus bol prezentovaný roku 2002 Ulrichom
Tatcherom[13].
Obr. 2.10: Riešenie dier v teréne pomocou skirts (prevzaté z [13])
2.4.6 Problémy pri level of detail
Bežný problém LOD terénu nastáva, keď trojuhoľníky vedľa seba existujú v rôznych úrov-
niach detailu. Táto situácia môže viesť k vzniku artefaktov pozdĺž hrany, kde strana s vyšším
level of detail pridáva naviac vrchol, ktorý sa nenachádza na strane druhej, pri nižšom level
of detail. Tento jav sa nazýva T-junction. Geometrická chyba, na vrchole daného t-prepoju
tak vedie k vzniku dier2, kde pridaný vrchol disponuje väčším rozdielom vo výške (obrá-
zok 2.11). V prípade malého geometrického rozdielu, alebo pri nepresnosti floating-point
aritmetike vznikne crack o veľkosti jeden pixel. Pri renderovaní terénu je nutné tento prob-
lém adresovať. Jeden možný prístup je snažiť sa predísť vzniku t-prepojov, identifikovaním
problémovej hrany a zabrániť vloženie problémového bodu. Opačně je možné pristupovať
2Ang. crack
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tak, že vzniknuté diery sa snažíme vyplniť, napríklad vložením geometrických primitív alebo
pridaním bodov na problémové hrany. Jedna z týchto techník pomenovaná recursive split
bola prezentovaná v článku Right Triangular Irregular Networks[4].




Renderovanie rozsiahleho terénu je výpočetne náročná úloha. Je nutné preto vhodne zvoliť
prístup, dátové štruktúry a algoritmy. Aplikácia bola rozdelená na dve funkčné bloky. Prvá
časť rieši generovanie terénu a jeho načítanie a uloženie. Druhá časť obsahuje renderovanie
a dynamické načítanie terénu. Táto kapitola popisuje návrh aplikácie.
3.1 Generovanie terénu
Pre testovanie terénu bolo ako súčasť aplikácie navrhnuté generovanie výškových máp. Al-
goritmus bol zvolený fault formation, ktorý je popísaný v kapitole č. 2.3. Tento algoritmus
bol zvolený z dôvodu generovania výškovej mapy v lubovoľnej veľkosti. Tvar mapy tak ne-
musí byť nutne štvorec alebo obdĺžnik. Taktiež rozmery nemusia byť vyložene párne číslo.
Súčastou tejto časti návrhu bolo aj spracovanie výškovej mapy. Výsledkom návrhu tak bola
trieda terrainLoader, ktorá bude sprostriedkovávať načítanie, generovanie, uloženie výško-
vej mapy. Pre uloženie výškovej mapy ako obrázok bol zvolený formát .raw. Zvolený formát
reprezentuje súvislé uloženie dát rovnako ako v operačnej pamäti riadok po riadku. V rámci
návrhu bolo treba zvoliť aj vhodnú bitovú reprezentáciu. Boli zvolené dve bežné realizácie:
8 bitov a 16 bitov na pixel. Vyšia bitová šířka umožňuje jemnejšie prechody terénu (obrázok
3.1).
(a) 8 bitová výšková mapa (b) 16 bitová výšková mapa
Obr. 3.1: Rozdiel geometrie pri 8 a 16 bitovej hĺbke výškovej mapy.
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3.2 Renderovanie terénu
Hlavná čast aplikácie, ktorá má zabezpečovať renderovanie terénu bola navrhnutá v dvoch
iteráciach. Prvotný návrh bolo renderovanie terénu v maximálnej možnej kvalite. Apliká-
cia tak mala za úlohu načítať výškovú mapu, podľa ktorej sa vygeneruje kompletná RTIN
geometria terénu. Následná geometria sa tak ďalej bude renderovať bez akejkoľvek optima-
lizácie. Tento prvotný návrh slúžil ako prototyp pre ďalší cieľ.
Druhá iterácia modifikovala základný návrh v troch hlavných bodoch:
1. rozdelenie výškovej mapy na menšie dlaždice, ktoré sú nazvané ako tile
2. generovanie len základnej geometrie pre každý tile
3. dynamické streamovanie jednotlivých tilov na grafickú kartu
3.2.1 Rozdelenie výškovej mapy
Prvý krok návrhu bolo rozdelenie výškovej mapy na rovnako velké dlaždice zvané tile. Veľ-
kosť dlaždíc by mala byť 2𝑛, kde bežne je zvolená velkosť 64, 128, 256 pixelov. Pri analýze
vznikol problém prepojenia jednotlivých dlaždíc na spoločných hrán. Problém vzniká na
hranách dlaždíc, ktoré zdieľajú rovnakú geometriu (vrcholy a hrany), ale nezdieľajú časti
textúry na hranách a vrcholoch. Obrázok 3.2 ilustruje potenciálny problém. Napríklad pre
bod A vznikne niekoľko rôznych geometrických vrcholov, ktoré vznikajú problémovým na-
vzorkovaním z rozdelenej výškovej mapy. Vrcholy majú totožné súradnice v ose X a ose
Z. Pre správne prepojenie mezi časťami je nutné, aby dané vrcholy maly rovnaký kordinát
výšky (Y-súradnica vrcholu).
Obr. 3.2: Problém napojenia dlaždíc. V bodoch A,B,C vzniká niekoľko rôznych geometric-
kých vrcholov, ktoré vznikajú nekorektným navzorkovaním z rozdelenej výškovej mapy.
Riešením tohto problému je rozšíriť každú dlaždicu o rám 1 pixel. Obsah rámu budú
tvoriť pixely zo susedných dlaždíc, ktoré zabezpečia korektnú interpoláciu v problémových
vrcholoch. Toto riešenie je ukázané na obrázku 3.3, kde je znázorené diagonálne propojenie
dvoch dlaždíc. Orámovanie dlaždíc tak spôsobí menšiu redundanciu texelových dát výškovej
mapy. V prípade velkosti dlaždice 64 * 64 pixelov bude veľkost zväčšená na 66 * 66 pixelov.
Preto je nutné, aby zdrojová výšková mapa mala štvorcový rozmer s dĺžkou hrany a, podľa
následujúcého vzorca 𝑎 = 𝑛 * 𝑙 + 2. Kde 𝑛 je počet dlaždíc a 𝑙 je rozmer jednej dlaždice.
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Obr. 3.3: Ukážka navzorkovania textúry pre dlaždice a,b. Čiernou farbou sú znázornené
hranice jednotlivých dlaždíc, červenou a modrou potom hranice vrátane okraju.
3.2.2 Generovanie geometrie
Ďalším krokom v návrhu bolo odstránenie generovania kompletnej geometrie na strane pro-
cesoru a presunutie tejto úlohy na grafickú kartu. Na tento účel bola zvolená teselácia, ktorú
je možné realizovať na strane grafickej karty. Podobný prístup je riešený v diplomovej práci
Alberta Cervina [2], ktorý je implementovaný vo FrostbiteTM 2 enginu firmy EATM. V tejto
práci je riešené zobrazovanie terénu, kde geometria je generovaná za behu aplikácie pomocou
teselačných shaderov grafickej karty. Takto sa znižujú pamäťové nároky na uloženie kom-
pletnej geometrie. Ďalej sa zrýchluje predpočítanie scény, keďže do grafickej karty sa posiela
len nezbytný počet vrcholov. Pre teseláciu je nutné zvoliť vhodný vstup v podobe kontro-
lých bodov, z ktorých sa bude cieľová geometria generovať. Keďže pracujeme s 2D výškovou
mapou, ktorá je rozdelená na dlaždice, boli zvolené štyri kontrolné vrcholy reprezentujúce
vrcholy štvorca (obrázok 3.4).
Obr. 3.4: Teselácia dlaždice zo štyroch kontrolých bodov.
3.2.3 Rendering a streamovanie terénu
Posledná a hlavná súčasť návrhu aplikácie tvorí zobrazovanie a streamovanie terénu. Tento
krok je zložený z niekoľkých částí:
1. Pre-render pass, kde sa pred vykreslením pre každú dlaždicu predpočíta vzdialenosť od
kamery v 2D priestore. Podľa vzdialenosti sa selektujú časti, ktoré sa budú zobrazovať
a časti, ktoré sa môžu odstrániť.
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2. Nahranie častí textúry do pamäte grafickej karty a vytvorenie geometrie pomocou
teselácie.
3. Rendering.
4. Odstránenie dlaždíc z grafickej pamäte, ktoré boli označené v pre-render passu.
Pred samotným renderovaním je nutné najprv predpočítať jednotlivé vzdialenosti dlaždíc
ku kamere v pre-render passu. Tento výpočet je realizovaný pomocou Euklidovskej vzdiale-





(𝑞𝑖 − 𝑝𝑖)2 (3.1)
Podľa vzdialenosti je určená level of detail úroveň, ktorá bude ďalej určovať kvalitu
geometrie. Obrázok 3.5 ilustruje vypočítaný level of detail pre dlaždice, kde modrá farba
reprezentuje vysokú kvalitu (lod úroveň 0), zelená farba určuje strednú kvalitu (úroveň 1),
žltá farba označuje dlaždice v najnižšej úrovni detailu, ktoré sú označené pre odstránenie a
červená farba označuje dlaždice, ktoré sú už mimo dosah renderovania.
Obr. 3.5: Predpočítanie level of detail pre dlaždice v závislosti na vzdialenosti od kamery.
Farby označujú lod úroveň dlaždice (modrá reprezentuje najvyššiu kvalitu, zelená strednú
kvalitu, žltá najnižšiu kvalitu). Červená farba označuje dlaždice mimo dosah renderovania.
Algoritmus tak pri každom snímku nahraje jednotlivé textúrové dlaždice do pamäte
grafickej karty, ktoré sú určené pre zobrazenie. Akonáhle je pre konkrétnú dlaždicu alokovaný
pamäťový priestor, textúrové dáta zostávajú ďalej v grafickej pamäti. Akonáhle je potreba
vyhradiť nový pamäťový priestor, dlaždice, ktoré sú označené pre odstránenie (žlté dlaždice
na obrázku 3.5) je možné v poslednom kroku algoritmu vymazať a uvolniť grafickú pamäť.





Táto kapitola obsahuje implementačné detaily navrhnutej aplikácie. Vychádza sa z návrhu
aplikácie, ktorý je hlbšie priblížený a rozšírený o použité dátové štruktúry, programové
knižnice a algoritmy. Aplikácia je implementovaná v jazyku C++ a OpenGL verzie 4.5. Pre
správu zobrazovacieho okna a kontextru OpenGL je použitá knižnica glfw verzie 3.1.2. Pre
funkčnosť OpenGL rozšírení je použitá knižnica glew verzie 1.13. Aplikácia taktiež používa
knižnicu GPU Engine, ktorá je vyvíjaná na ÚPGM a VCIT Fakulte Informatiky Vysokého
Učení Technického v Brně.
4.1 Zdrojové dáta
Podľa návrhu popísaný v kapitole 3.1 je výšková mapa implementovaná ako obrázkový for-
mát .raw. Práca s týmto formátom je jednoduchá, kedže formát ukľadá dáta do súboru
riadok po riadku. Toto uloženie je totožné ako reprezentácia dát v operačnej pamäti. Ap-
likácia dovoľuje pracovať s dvomi bitovými reprezentáciami 8 a 16 bitov. Výšková mapa
v danom formáte musí byť uložená s jedným čiernobielym kanálom o danej bitovej šírke
8 alebo 16 bitov. Pre testovanie boli vygenerované výškove mapy o rozmeroch 258 * 258,
1026 * 1026, 4098 * 4098 pixelov. Rozsiahle mapy o rozmeroch 8194 * 8194 a 16386 * 16386
boli generované za pomocou externého nástroja.
4.2 Datové štruktúry
Štruktúra tileMetaInfo_t
Štruktúra obsahuje informácie o jednej dlaždice terénu. Je tu uložený príznak allocationMark
označujúci na vyhradenie miesta v grafickej pamäti (hodnota 0), príznak, ktorý označuje,
že dlaždica sa už nachádza v grafickej pamäti (hodnota 1) a príznak, že dlaždica sa v gra-
fickej pamäti nenachádza a nie je určená pre alokáciu (hodnota -1). Ďalej je tu uložená
prepočítaná lod úroveň. Štruktúra obsahuje index do pola textúr kde sú uložené textúrové
dáta. Posledný atribút reprezentuje vzdialenosť od stredu dlaždice ku kamere. Vektor týchto
štruktúr je uložený v operačnej pamäti.
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struct tileMetaInfo_t {
int allocationMark; // mark for commitment-decommitment
int lodLevel; // calculated lod level for tesselation control shader
int sliceIndex; // index in sparse 2D texture array
float distance; // distance from camera
};
Štruktúra shaderLodData_t
Dátová štruktúra alokovaná pre shader storage buffer, ktorá je dostupná v shader prog-
ramoch. Obsahuje atribút lod úroveň, podľa ktorého sa ďalej nastavujú teselačné faktory.
Ďalej obsahuje index do poľa textúrového bufferu. Posledný atribút sú lod úrovne susedných
dlaždíc, ktoré slúžia taktiež na nastavenie teselačných faktorov na hranách dlaždice, aby sa
predošlo geometrickým dieram v teréne.
struct shaderLodData_t {
int lodLevel; // calculated lod level for tesselation control shader
int sliceIndex; // index in sparse 2D texture array
int adjacentLod[4]; // adjacent tiles lod, order: top, right, bottom, left
};
Dátové premené pre manažovanie grafickej pamäte
Následujúce dátové premené slúžia pre manažovanie informácií nutných pre prácu s grafic-
kou pamäťou. Asociatívný kontajner _memoryMap mapuje alokované dlaždice a ich index do
poľa textúrového bufferu. Vektor _freeSlices obsahuje zoznam voľných dátových blokov
v textúrovacion bufferu. Vektor _tiles obsahuje zoznam atribútov všetkých dlaždíc te-
rénu. Posledný vektor _tilesMarked slúži k uloženiu dlaždíc, ktoré sú určené k odstráneniu




vector<pair<int, struct tileMetaInfo_t*>> _tilesMarked;
4.3 Predpríprava terénu
Pred renderovaním terénu je nutné vykonať inicializačnú fázu. Sem patrí vytvorenie gra-
fickej scény, vytvorenie OpenGL kontextu, bufferov a nastavenie renderovania. Pre iniciali-
zovanie terénu je nutné vypočítať počet dlaždíc. Geometrická veľkosť dlaždice v 3D pries-
toru je pre celé renderovanie nastavená na veľkosť 64 * 64. Daná veľkosť 64 bola zvolená
na základe hodnoty GL_MAX_TESS_GEN_LEVEL, ktorá reprezentuje maximálnu hodnotu vy-
teselovaných vrcholov. Podľa OpenGL 4.5 šecifikácie je garantované, že daný parameter
GL_MAX_TESS_GEN_LEVEL bude mať hodnou minimálne 64. Následne sa určí počet dlaždíc
podľa veľkosti vstupnej výškovej mapy. Potom sa vygenerujú pre každú dlaždicu v 3D pries-
toru štyri vrcholy, ktoré budú slúžiť ako vstupné kontrolné body teselácie.
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4.4 Pre-render pass
Hlavná súčasť celej aplikácie sa sútredí okolo pre-render výpočtu. Všetky dalšie kroky prog-
ramu sa odvívajú na základe tohto prechodu. Vstupom pre výpočet je aktuálna pozícia
kamery, počet dlaždíc a informačné atribúty k dlaždice (štruktúra tileMetaInfo_t). Pse-
udokód pre-render passu je popísaný v algoritme 1.
Algoritmus 1 Algoritmus pre-render passu
1: procedure preRenderPass(𝑐𝑎𝑚𝑒𝑟𝑎𝑃𝑜𝑠, 𝑡𝑖𝑙𝑒𝑠𝐶𝑜𝑢𝑛𝑡, 𝑡𝑖𝑙𝑒𝑠[])
2: for 𝑖← 1, 𝑡𝑖𝑙𝑒𝑠𝐶𝑜𝑢𝑛𝑡 do
3: 𝑑 = distance(𝑐𝑎𝑚𝑒𝑟𝑎𝑃𝑜𝑠, 𝑡𝑖𝑙𝑒𝑠[𝑖].𝑐𝑒𝑛𝑡𝑒𝑟)
4: if 𝑑 ≤ 𝑡𝑟𝑒𝑠ℎ𝑜𝑜𝑙𝑑 then
5: 𝑙𝑜𝑑 = calculateTileLOD(𝑡𝑖𝑙𝑒𝑠[𝑖])







Algoritmus postupne prechádza všetky dlaždice a vypočítáva vzdialenosť od stredu dlaž-
dice vzhľadom ku kamere. Táto vzdialenosť sa uloží ako atribút k dlaždice, ktorá neskôr
bude slúžiť ako metrika pre odstránenie z grafickej pamäti. Podľa danej vzdialenosti sa
určuje level of detail úroveň. Tabuľka 4.1 obsahuje konkrétné hodnoty použité v aplikácii.
Vzdialenosť od kamery (počet dlaždíc) ⟨0, 3⟩ ⟨4, 7⟩ ⟨8, 12⟩ ⟨13, 16⟩ ⟨17,∞)
Úroven level of detail 0 1 2 3 4
Tabuľka 4.1: Tabuľka vzdialeností a ich odpovedajúcích level of detail úrovní.
Dlaždice označené pre alokáciu
Algoritmus ďalej triedi dlaždice na základe lod úrovne. Pre levely 0 až 3 (v referencii na
algoritmus 1 označené ako treshoold) vrátane sú dlaždice označené na renderovanie a
predané ako vstup do metódy tileCommitment(), ktorá je popísaná nižšie v kapitole 4.6.
V prípade, že je voľný textúrovací blok v bufferu sa alokuje pamäť na grafickej karte a
presunú sa textúrovacie dáta pre danú dlaždicu. V opačnej situácii, keď nie je k dispozícii
voľný blok sa inkrementuje počítadlo, slúžiace na rezerváciu blokov. Po skončení výpočtu
pre-render passu je vrátený počet blokov, ktoré je nutné rezerovať pre ďalší cyklus pre-
render passu. Tento počet rezervovaných blokov je následne vstupný parameter metódy
memoryClear(), ktorá je popísaná nižšie v kapitole 4.6. Metóda následne odstráni daný
počet blokov, čím sa rezervuje miesto pre následujúci pre-render pass.
Alokované dlaždice označené pre dealokáciu
Pre dlaždice, ktoré majú označenú level of detail úroveň 4 môžu nastať dve situácie:
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∙ Dlaždica nie je aktuálne alokovaná na grafickej pamäti.
∙ Dlaždica je alokovaná a obsahuje textúrové dáta v grafickej pamäti.
V prípade, že dlaždica nebola v predchádzjúcích snímkoch renderovaná a nenachádza
sa v grafickej pamäti sa s danou dlaždicou nič nestane. V opačnom prípade sa daná dlaž-
dica vloží do vektoru _tilesMarked. Z daného vektoru sa následe vyberajú dlaždice, ktoré
budú odstránené z grafickej pamäti a ich pamäťový blok uvolnený. Dlaždica, aj naďalej
zostáva v grafickej pamäti dokial nebude odstránená. Takáto dlaždica sa naďalej renderuje
s najmenšou úrovňou kvality. V prípade, že sa kamera vracia smerom k týmto dlaždiciam
nenastáva znovu-alokácia ani presúvanie dát a daná dlaždica sa označí pre renderovanie.
Princíp odstranovania dlaždíc z pamäti vykonávaný v metóde memoryClear(), je popísaný
nižšie v kapitole 4.6.
4.5 Teselácia a renderovanie dlaždíc
Podľa návrhu v kapitole 3.2.2 bolo implementované generovanie geometrie za pomoci tese-
lačných shaderov grafickej karty pomocou knižnice OpenGL. Teselácia v OpenGL sa skladá
z troch častí (obrázok 4.1): tesselation control shader, teselátor a tesselation eveluation
shader. Konfigurácia teselácie sa nastavuje za pomocou troch hlavných parametrov: počet
kontrolných vrcholov, nastavenie teselačnej geometrie a teselačné faktory. V prípade prvých
dvoch parametrov pre teselovanie dlaždice terénu sú nastvené parametre pre teselovanie
štvorca so štyrmi kontrolnými vrcholmi.
Obr. 4.1: Teselačný pipeline v OpenGL 4 (prevzaté z [12]).
Teselačné faktory sú rozdelené do dvoch skupín: vnútorné a vonkajšie. Zobrazenie fak-
torov pre štvorec sa nachádza na obrázku 4.2.
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Obr. 4.2: Teselačné faktory pre teseláciu štvoruholníka (prevzaté z [12]).
Nastavenie vnútorných faktorov určuje hustotu bodov pre dlaždicu. Toto nastavenie
je určené podľa vypočítanej level of detail úrovne dlaždice. Správne nastavenie vonkajších
teselačných faktorov je dôležité pre korektné napojenie dlaždíc terénu. Toto je realizované za
pomocou pre-render passu, kde sa pre každú dlaždicu vyplnia informácie o lod úrovniach zo
susedných dlaždíc. Pre hrany na rozličných úrovniach sa vonkajšie faktory následne nastavia





Konkrétné hodnoty pre vnútorné faktory sa nachádzajú v tabulke č. 4.2. Nastavenie
faktorov prebieha v tesselation control shaderu. Konkrétné hodnoty faktorov sa dajú mo-
difikovať jednoduchou úpravou zdrojového súboru tile_terrain_tcs.glsl vnútri funkcie
lodSwitch(). Možné prístupné hodnoty sú dané následovne: 𝑥 = 2 * 𝑛, kde 𝑛 ∈ ⟨2, 32⟩.
Úroveň level of detail 0 1 2 3 4
Teselačný faktor 𝑥 64 32 16 8 4
Tabuľka 4.2: Tabuľka teselečných faktorov.
Vstupom pre zobrazenie je Vertex Buffer Object naplnený len štyrmi kontrolnými vr-
cholmi každej dlaždice. Tieto vrcholy putujú do tesselation control shaderu, kde sa nastavia
teselačné faktory. Index dlaždice, ktorý sa aktuálne spracováva je identifikovaný pomocou
gl_PrimitiveID. Tento index sa použije k prístupu do shader storage bufferu, ktorý ob-
sahuje pole atribútov (štruktúra shaderLodData_t) pre všetky dlaždice. Ako už bolo spo-
menuté v kapitole 4.4, tieto atribúty, ktoré sú prístupné v shader programoch sa nastavujú
pri výpočte pre-render passu. V prípade, že dlaždica nebola označená pre renderovanie, sú
nastavené jej teselačné faktory na hodnotu nula, čím sa predíde jej vykresleniu. V opač-
nom prípade je pre dlaždicu vyteselovaná geometria, ktorá sa ďalej zpracováva v tesselation
evaluation shaderu. Tento shader je invokovaný pre každý vygenerovaný vrchol dlaždice.
Vstupom shaderu sú vygenerované teselačné kordináty, ktoré sú následne umiestné korektne
do 3D priestoru. Teselačné kordináty sú po interpolácií do priestoru textúrovej dlaždice po-
užité ako textúrovacie kordináty. Tieto kordináty sú nasledne použité do dlaždice textúry
pre získanie výšky daného vrcholu. Okrem výšky sa textúra používa na sfarbenie terénu.
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4.6 Správa textúrových blokov
Posledná súčasť aplikácie je manažovanie textúrových dlaždíc. Sem patrí práca s vyhrade-
ním pamäti, následné nahratie textúrovej časti do grafickej pamäti a práca s odstránením
pamäťového bloku. Pre implementáciu virtuálných textúr bolo použité OpenGL rozšírenie
GL_ARB_sparse_texture [11]. Toto rozšírenie dovoľuje pracovať s rozsiahlymi textúrami,
ktoré sa nemusia nachádzať fyzicky na pamäti grafickej karty. Rozšírenie bolo predstavené
roku 2013, kde väčšina bežných grafických akcelerátorov vyrobených po tomto roku dané
rozšírenie podporuje.
Textúrovací buffer, slúžiaci pre uloženie dlaždíc výškovej mapy je vytvorený ako pole 2D
textúr. Následnej textúre je nastavený parameter GL_TEXTURE_SPARSE_ARB, čím sa takáto
textúra stáva virtuálnou. Pre prácu s virtuálnou textúrou je nutné zpočiatku nastaviť veľkosť
jej virtuálnej stránky. Táto veľkosť určuje, po akých blokoch je možné alokovať textúrovaciu
pamäť. Veľkosti sú rôzne a závisia od počtu farebných kanálov a bitovej šírke. Pre prípad
dlaždice (66*66 pixelov) je následne najmenšia virtuálna stránka väčšia než samotná textúra
dlaždice. Nastáva tak značná interná fragmentácia dát. Jedným z môžných riešení je využiť
veľkosť voľnej časti virtuálnej stránky. Toto by vyžadovalo precíznejšiu prácu s textúrovaciou
pamäťou. Pre jednoduchosť implementácie bola ale použitá jedna virtuálna stránka pre
jednu dlaždicu.
Alokácia textúrových blokov
Pre alokáciu textúrových blokov slúži metóda tileCommitment(). Funkcia akceptuje ako
parameter index dlaždice. Najprv sa zkontroluje, či sa dlaždica nenachádza v grafickej pa-
mäti. V prípade, že nie, tak sa vyberie prvý voľný blok pre ktorý sa alokuje pamäťová
stránka, ktorá sa následne naplní textúrovými dátami. Psudokód sa nachádza v algoritme
3.
Algoritmus 2 Algoritmus pre alokáciu dlaždice
1: procedure tileCommitment(𝑡𝑖𝑙𝑒𝐼𝑛𝑑𝑒𝑥,𝑚𝑒𝑚𝑜𝑟𝑦𝑀𝑎𝑝, 𝑓𝑟𝑒𝑒𝑆𝑙𝑖𝑐𝑒𝑠)
2: 𝑠𝑙𝑖𝑐𝑒 = 𝑚𝑒𝑚𝑜𝑟𝑦𝑀𝑎𝑝.𝑓𝑖𝑛𝑑(𝑖𝑛𝑑𝑒𝑥)
3: if 𝑠𝑙𝑖𝑐𝑒 ̸= −1 then
4: return 𝑠𝑙𝑖𝑐𝑒
5: end if
6: if 𝑓𝑟𝑒𝑒𝑆𝑙𝑖𝑐𝑒𝑠.𝑒𝑚𝑝𝑡𝑦 = 𝑡𝑟𝑢𝑒 then
7: return −1
8: end if
9: 𝑠𝑙𝑖𝑐𝑒 = 𝑓𝑟𝑒𝑒𝑆𝑙𝑖𝑐𝑒𝑠.𝑝𝑜𝑝_𝑏𝑎𝑐𝑘()





Metóda memoryClear(), realizujúca odtraňovanie blokov z grafickej pamäti akceptuje na
vstupu jeden parameter - počet blokov, koľko sa má odstrániť. Ako už bolo spomenuté,
dlaždice označené pre odstránenie sú vkladané do vektoru _tilesMarked. Tento vektor je
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vždy na začiatku pre-render passu vymazaný a naplnený dlaždicami, ktoré už boly rendero-
vané a majú lod úroveň 4 (označené pre odstránenie). Na začiatku algoritmu je daný vektor
dlaždíc zoradený pod vzdialenosti od kamery vzostupne. Následne sa z konca vektoru odo-
berie dlaždica s najväčšiou vzdialenosťou. K danej dlaždici sa zistí číslo bloku v textúrovom
bufferu (slice). Následne sa dlaždica vymaže z bufferu a vynulujú sa príslušné atribúty dlaž-
dice. Dlaždica sa ďalej vymaže z vektoru alokovaných blokov a index daného bloku sa vloží
do vektoru voľných blokov. Pseudokód algoritmu metódy memoryClear() je nasledovný:
Algoritmus 3 Algoritmus realizujúci odstraňovanie nepotrebných textúrových častí.
1: procedurememoryClear(𝑑𝑒𝑙𝑒𝑡𝑒𝐶𝑜𝑢𝑛𝑡, 𝑡𝑖𝑙𝑒𝑠[], 𝑡𝑖𝑙𝑒𝑠𝑀𝑎𝑟𝑘𝑒𝑑, 𝑓𝑟𝑒𝑒𝑆𝑙𝑖𝑐𝑒𝑠,𝑚𝑒𝑚𝑜𝑟𝑦𝑀𝑎𝑝)
2: 𝑡𝑖𝑙𝑒𝑠𝑀𝑎𝑟𝑘𝑒𝑑.𝑠𝑜𝑟𝑡()
3: for 𝑖← 1, 𝑑𝑒𝑙𝑒𝑡𝑒𝐶𝑜𝑢𝑛𝑡 do
4: 𝑡𝑖𝑙𝑒𝐼𝑛𝑑𝑒𝑥 = 𝑡𝑖𝑙𝑒𝑠𝑀𝑎𝑟𝑘𝑒𝑑.𝑝𝑜𝑝_𝑏𝑎𝑐𝑘()






4.7 Prehľad implementovaných tried
Na obrázku 4.3 je zobrazený diagram tried. Diagram zachycuje podstatné triedy, závislosti
mezi nimi, metódy a atribúty. Z dôvodu prehľadnosti sú vynechané niektoré menej podstatné
metódy a atribúty.
Trieda HeightMapData a jej podtriedy
Pre uloženie atribútov a dát výškovej mapy slúži abstraktná trieda HeightMapData. Pre
transparetnú prácu s rôznymi bitovými reprezentáciami terénu existujú dve podtriedy
HeightMapData8Bit a HeightMapData16Bit. Triedy realizujú vytvorenie a správu pamäti
danej výškovej mapy. Pre ďalšiu prácu s výškovou mapou aplikácia pracuje s objektom
triedy HeightMapData, ktorý je naplnený podľa požadovanej bitovej hĺbky. Pre korektnú
prácu s grafom scény bolo naviac nutné implementovať triedu HeightMapImageComponent,
ktorá len zapúdruje objekt HeightMapData.
Trieda TerrainLoader
Trieda, ktorá zabezpečuje generovanie terénu, prípadne jeho načítanie a uloženie do .raw
súboru sa nazýva TerrainLoader. Pre generovanie a načítanie terénu vytvára objekt typu
HeightMapData, ktorý obsahuje atribúty výškovej mapy a samotné dáta. Pre vytvorenie
scény, ktorá obsahuje jeden uzol, obsahujúci geometriu terénu a jeho výškovú mapu v podobe
2D textúry slúži metóda createTerrainTiles(). Trieda je čiste statická a všetky jej metódy
sú implementované ako statické.
22
Trieda TerrainVizualizationTechnique
Samotné zobrazovanie je implementované v tejto triede. Pre svoju funkcionalitu potrebuje
shaderProgram objekt, ďalej referencie na objekty: CameraManipulator,
StreamingMemoryManager, ge::sg::Scene a HeightMapImageComponent. Vizualizačná tech-
nika pri inicializácii vytvorí a patrične naplní OpenGL dátové štruktúry a následne vytvorí
frontu príkazov pre renderovanie, inicializuje objekt pre správu pamäti pre streamovanie
textúry terénu, inicializuje a naplní OpenGL uniform dátové štruktúry. Pre samotné vy-
kreslenie slúži metóda draw(), ktorá pred vykreslením predpočíta pre-render pass, vykreslí
aktuálne nahrané dlaždice terénu a odstrání dlaždice z grafickej pamäti, ktoré boly označené
pre vymazanie.
Trieda StreamingMemoryManager
Správú pamäti pre textúrové dlaždice zabezpečuje táto trieda. Pri jej inicializácii je vytvo-
rená OpenGL textúra typu GL_TEXTURE_SPARSE_ARB, nastavená veľkosť virtuálnej stránky.
Textúra je nastavená na typ GL_TEXTURE_2D_ARRAY, ktorá bude slúžiť ako buffer pre ulože-
nie samotných dlaždic terénu. Okrem textúry sa pri inicializácii vytvorý aj shader storage
buffer, ktorý bude slúžiť na dodatočné uloženie informácii pre každú dlaždicu. Bližší popis
dátovej štruktúry bufferu je v kapitole 4.2. Trieda ďalej implementuje algoritmus, ktorý
zabezpečuje pre-render pass pomocou metody prePassCalulation(). Podrobný popis al-
goritmu zabezpečujúci pre-render pass je popísaný v kapitole 4.4. Daná metóda vracia číslo,
ktoré reprezentuje rezerváciu voľných textúrovacích blokov v pamäti. Následný počet rezer-
vačných blokov je parameter do funkcie memoryClear(), ktorá uvoľní daný počet blokov
v textúrovom bufferu. Dôkladný popis tejto metódy je uvedený v kapitole 4.6.
Triedy CameraManipulator a InputHandler
Trieda CameraManipulator implementuje zabezpečenie perspektívnej a pozorovacej projek-
cie kamery. Obsahuje metódu pre zmenu pozície kamery setPosition(). Pre zmenu vektoru
pozorovanie smeru slúži metóda setDirection(). Otočenie kamery v osách Y a Z je rea-
lizované pomocou metód setYaw() a setPitch(). Priblíženie je implementované pomocou
zmeny úhlu zorného poľa. K tomuto slúžia metódy zoomIn() a zoomOut(). Statická trieda
InputHander zapezpečuje pomocou statických metód spracovanie vstupov z klávesnice a
myši. Trieda potrebuje pre svoju funkcionalitu referenciu na objekt kamery, kde sú následne
zavolané metódy pre zmenu pozície a smeru kamery.
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Obr. 4.3: Diagram tried.
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4.8 Problémy pri implementácii
Pri implementácii som narazil na niekoľko problémov, ktoré zpôsobovaly chyby pri rende-
rovaní samotného terénu.
4.8.1 Nekorektná interpolácia textúrových súradníc
Ďalšia chyba pri renderovaní sa objavila pri nekorektnej interpolácií textúrovacích súradníc.
V textúrovacích shaderoch nebolo pri vykreslovaní zohľadnená veľkosť textúrového bloku
voči virtuálnej stránke (obrázok 4.4). Bloky boli alokované podľa veľkosti virtuálnej stránky,
ktorá je väčšia ako samotná dlaždica.
Obr. 4.4: Chybná interpolácia texturových súradníc.
Riešením bolo sprístupnenie veľkosti virtuálnej stránky v shaderovom programe po-
mocou uniform premennej a interpolovanie z pôvodných súradníc do priestoru virtuálnej
stránky.
Obr. 4.5: Oprava interpolácie texturovacích súradníc.
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4.8.2 Napojenie dlaždíc
Prvý veľký implementačný problém nastal pri rozdelení výškovej mapy na dlaždice. Tu
vzniká problém na hranách dlaždíc, ktorým chýbajú pixely pre korektnú interpoláciu výšky.
Tento problém bol adresovaný a vyriešený pri návrhu a implementácii aplikácie. Obrázok
4.6 ukazuje chyby vzniknuté neošetrením tohto problému.
Obr. 4.6: Problém napojenia dlaždíc vzniknutý chýbajúcími pixelmi na hranách dlaždíc.
4.8.3 Mipmapy dlaždíc
Ďalší implementačný problém nastáva pri vytvorení mipmap pre textúrové dlaždice. Keďže
veľkosť dlaždice bola zväčšená o rám 1 pixel, vzniknutá veľkosť 66 pixelov nie je ideálna
pre generovanie mipmap. Takto vznikajú mipmapy o veľkostiach 33 * 33, 18 * 18 a 9 * 9
pixelov, ktoré spôsobujú diery v teréne. Obrázok 4.7 zachycuje problém pri dlaždiciach
ďalej od kamery, kde sú aplikované mipmapy. Texely na hranách mipmapy majú naviac
započítaný priemer okolitých texelov, ale nemajú započítaný priemer okolitých texelov za
rámom textúry.
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Obr. 4.7: Problém napojenia dlaždíc pri rôznych úrovniach mipmapy.
Riešenie tohto problému nie je jednoduché. Pri implementácii som sa snažil vyriešiť
tento problém zväčšením rámu pre každú dlaždicu. Pre štyri úrovne mipmap je nutné pre
správnu intepoláciu použiť rám o veľkosti 8 pixelov pre nultú úroveň mipmapy, 4 pixelolový
rám pre prvú úroveň, 2 pixely pre druhú úroveň a 1 pixel pre poslednú úroveň. Rám takto
bude obsahovat aj susedné pixely, ktoré sú nutné pre korektnú interpoláciu na hranách
mipmap textúr. Toto riešenie odstraňuje diery mezi rovnakými mipmapami. Stále vznikajú
chyby spôsobené zaokrúhlením a zpriemerovaním hodnôt pri prechode z jednej mipmapy na
druhú. Toto je ukázané na obrázku 4.8. Z tohoto dôvodu mipmapy texturových dlaždíc nie
sú implementované vo finálnej verzii aplikácie.





Cieľom práce je prezentovať zvládnutie problematiky renderovania rozsiahleho terénu, ktorý
sa nebude kompletne nachádzať v pamäti grafickej karty. Pri zobrazovaní sa tak načítavajú
nové bloky terénu dynamicky pri pohybe kamery. Keďže je cieľom zobrazovať terén, ktorý
fyzicky nie je možné, aby sa celý vošiel do grafickej pamäti, aplikácia môže zobrazovať len
určitú časť terénu.
5.1 Demonštračná aplikácia
Podľa návrhu z kapitoly 3 a implementačných detailov z kapitoly 4 je naprogramovaná
demonstračná aplikácia. Aplikácia na začiatku načíta výškovú mapu z pevného disku do
operačnej pamäti počítača. Po následnom načítaní je vytvorená scéna, do ktorej je vložený
terén. Renderovanie terénu následne prebieha pravidelným načítavaním nových dlaždic a
odstraňovaným dlaždíc najviac vzdialených od kamery. Prehľad vykreslovacích módov de-
monštračnej aplikácie sa nachádza na obrázku 5.1.
Obr. 5.1: Jednotlivé vykreslovacie módy terénu. Zľava: normálný, drátový, dlaždicový,
dlaždicovo-drátový.
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Na následujúcich obrázkov 5.2 a 5.3 sú zábery z výslednej demonštračnej aplikácie.
Obr. 5.2: Pohľad na terén.
Obr. 5.3: Drátové zobrazenie terénu.
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Následujúce obrázky 5.4 a 5.5 ukazujú farebný mód dlaždicového zobrazenia.
Obr. 5.4: Render pomocou dlaždicového módu zobrazenia. Dlaždice majú následujúce lod
úrovne: modrá = 0, zelená = 1, žltá = 2, oranžová = 3, červená = 4.




Táto kapitola diskutuje o možných vylepšeniach a ďalšej práci na projekte. V prípade zobra-
zovania terénu existuje vždy možnosť prísť s novými metodikami. V následujúcich bodoch
sú navrhnuté možné rozšírenia a vylepšenia demonstračnej aplikácie.
∙ Použitie view-culling optimalizácie, ktorá pred vykreslením terénu testuje zda sa ob-
jekty nachádzajú v pozorovacom úhle pozorovateľa. Týmto spôsobom je možné re-
dukovať renderovanie geometrie, ktorá nie je viditeľná pre kameru. Toto poskytne
výrazné zrýchlenie zobrazovania terénu.
∙ Redukcia množstvo prenášaných dát pomocou mipmáp dlaždíc. Pre vzdialenejšie dlaž-
dice je tak možné do grafickej karty posielať len nezbytne nutnú úroveň kvality pre
zobrazenie. Čiastočná snaha implementovať prácu s mipmapami je popísaná v kapitole
4.8.3.
∙ Použitie predikcie pre rozhodnutie, ktoré dlaždice sa majú alokovať. Predikcia by mu-
sela byť závislá od typu aplikácie. Je možné vytvoriť jednoduchý predikčný algoritmus,
ktorý by alokovával dopredné dlaždice podľa aktuálneho smeru kamery. Ďalšia mož-
nosť je snažiť sa vybrať dlaždice, ktoré sa nachádzajú v širšom zornom poli kamery.




Práca priblížila problematiku renderovania terénov vrátane možností tvorenia geometrie,
uloženia a zobrazovania. Problematika renderovania rozsiahlých scén je pomerne komplexná,
preto je nutné najprv oboznámiť sa s teóriou a algoritmami pre zobrazovanie terénu. Vrátane
teórie boli predstavené prístupy ako je možné reprezentovať terén v počítačovej grafike, vrá-
tane niektorých aktuálne používaných algoritmov. Cieľom práce bolo okrem naštudovania
problematiky renderovania terénov oboznámiť sa s prístupom ako dynamicky streamovať
dáta na grafickú kartu. V práci je tak predstavený návrh takovejto aplikácie, ktorou sa
renderuje rozsiahly terén o veľkosti niekoľko stoviek megabajtov na grafickej karte s omeze-
nou grafickou pamäťou. Implementovaná aplikácia tak dokáže pracovať s rozsiahlou mapou,
ktorá je rozdelená na uniformne veľké dlaždice. Pre aplikáciu bol navrhutý a implementovaný
jednoduchý algoritmus, ktorý manažuje načítanie a vymazávanie textúrových častí výško-
vej mapy. Pre dlaždice určené týmo algoritmom je následne pomocou teselačných shaderov
vygenerovaná geometria terénu, na ktorú je následne aplikovaná výška terénu zo zdrojovej
texúrovej dlaždice.
Demonštračná aplikácia umožňuje voľne sa pohybovať v 3D scéne, kde pri pohybu ka-
mery sa načítavajú nové dlaždice a vymazávajú dlaždice vzdialené najďalej od pozorovateľa.
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∙ Výškové mapy vo formáte .raw
∙ Zdrojové súbory demonstračnej aplikácie vo formáte projektu Visual Studio 2015
∙ Technická správa vo formáte PDF
∙ Zdrojové súbory technickej zprávy v jazyku LATEX




Ovládanie aplikácie je realizované pomocou myši a reakciou na následujúce klávesy:
W,A,S,D pohyb dopredu, doľava, dozadu, doprava
Q prepínanie mezi drátovým a plným módom zobrazovania










Aplikácia akceptuje následujúce vstupné argumenty:
-f –heightmapfile [súbor] názov súboru výškovej mapy
-s –size [veľkosť] veľkosť výškovej mapy
-b –bitwidth [číslo] bitová šírka výškovej mapy, prístupná hodnota 8 alebo 16
-c –scalefactor [faktor] výškový faktor, štandardne 1.0
-g –generate generovanie výškovej mapy
-h –help zobrazenie nápovedy
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