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Computer Aided Design (CAD) models often need to be processed due to data translation issues and requirements of the downstream applications like computational f eld simulation, rapid prototyping, computer graphics, computational manufacturing, and real-time
rendering before they can be used. Automatic CAD model processing tools can signif cantly reduce the amount of time and cost associated with the manual processing. In this
dissertaion, automated topology generation and feature removal techniques are developed
to prepare suitable models with mimunum user interaction.
A topology generation algorithm, commonly known as CAD repairing/healing, is presented to detect commonly found geometrical and topological issues like cracks, gaps,
overlaps, intersections, T-connections, and no/invalid topology in the model, process them
and build correct topological information. The present algorithm is based on the iterative
vertex pair contraction and expansion operations called stitching and f lling respectively.

The algorithm closes small gaps/overlaps via the stitching operation and f lls larger gaps
by adding faces through the f lling operation to process the model accurately. Moreover,
the topology generation algorithm can process manifold as well as non-manifold models,
which makes the procedure more general and f exible. This algorithm uses an automatic
and adaptive distance threshold that enhances reliability of the process and preserves small
features in the model. In this way, the combination of generality, accuracy, reliability, and
eff ciency of this algorithm seems to be a signif cant improvement over existing techniques.
The feature detection and removal algorithm uses a feature size measure to detect small
features accurately and remove them from the model. Small feature removal may create
holes in the model that are post-processed using the stitching and/or f lling operations of
the topology generation algorithm. The feature collapse algorithm is based on the iterative
vertex pair contraction operation, which is a generalization of an edge-collapse operation,
to collapse small features. Unlike previous efforts that use edge-collapse as a dimension
reduction operator, the feature collapse algorithm can pair up any arbitrary vertices and
perform iterative vertex pair contraction to collapse small features as well as glue unconnected regions. Results are presented showing the effectiveness of the algorithms to
process two- and three-dimensional conf gurations.
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CHAPTER I
INTRODUCTION
Computational design, analysis, optimization and manufacturing have become an integral part of the product development process in the automotive, aerospace, electronics
and many other industries. The simulation-based design process begins with creating a
detailed geometry model in a Computer Aided Design (CAD) system. This digital model
is the starting point for many downstream applications such as computational f eld simulation, rapid prototyping, numerical controlled machining, casting, computer graphics and
real-time rendering. Each of these downstream applications has specif c requirements for
the geometry def nition and representation. Hence, success of the downstream application
strongly depends on the accuracy and consistency of the input geometry. There are many
challenges that pose problems in employing computational f eld simulation as a design
analysis tool in an eff cient and cost-effective manner. Some of these issues related to the
CAD data access and processing are discussed in the next section.

1.1 CAD Model Processing Issues
The computational f eld simulation process has several stages including pre-processing,
f eld solution and post-processing of the results. Typically, pre-processing involves ge1

2
ometry processing and mesh generation to discretize the computational domain. In recent years, many automatic structured and unstructured mesh generation methods have
emerged [83]. Most of these methods require a suitable and well-def ned geometry along
with topological information to start the mesh generation process. Both the structured
and unstructured mesh generation processes are tightly coupled with the geometry and
topology. CAD models are usually built during the early design cycle and later used
by mesh generation applications. Unfortunately, CAD models of complex conf gurations
have many issues that prevent automatic creation of a model that is ready-to-use for mesh
generation. These issues are mainly due to the data translation and the requirements of
a particular downstream application. CAD systems often use relatively large and variable tolerances, often called tolerant modeling, to provide robustness to model operation.
These tolerance evaluations methods and settings may not be available in other systems.
Each CAD system uses different mathematical formulations and algorithms to represent
the similar type of curves and surfaces. Moreover, most commonly used data translation
f le formats like Initial Graphics Exchange Specif cation (IGES) [9] and StereoLithography Interface Specif cation (STL) [8] contains only geometry information with no notion
of topology. Meaning that the topology information, which was available in the native
system, is lost in the process of data translation and has to be rebuilt in meshing software. To overcome this problem, a new Standard for the Exchange of Product Model
Data (STEP) [7] provides support for geometry and topology. Even data translated using
this standard may cause problems due to round-offs and different tolerant and geometric
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modeling algorithms. Ultimately, CAD models translated into other systems can produce
many gaps, holes, overlaps, interactions, T-connections, no or invalid topology, inconsistent orientations, etc.
Most of the issues discussed so far are due to data interoperability and translation.
If the mesh generator is directly accessing the CAD model, then there is no need for
data translation. In this way, geometry and topology are available for mesh generation
from the CAD system. However, the CAD model and analysis model are not always the
same. CAD models often contain lots of details and small features that may or may not
be useful depending on the application. For example, if the interest is to perform external
aerodynamic analysis for a car, then small features like nuts, bolts and pins may not affect
the f ow f eld much. Features like very small edges and skinny surfaces may also cause
robustness problems to mesh generation algorithms. Moreover, small feature removal
can reduce the mesh size and improve the mesh quality of complex conf gurations. An
analyst has to manually f nd these small features and remove them from the CAD model
to build the analysis model. In contrast, if the interest is to perform structural analysis,
then these small features can be critically important because they usually cause high stress
concentration in its nearby region and may result into failure of design. In this way, CAD
model processing for downstream applications like mesh generation becomes a bottleneck
in the entire computational f eld simulation process.

4
1.2 Motivation
As a result of the discussed issues, true automation of the mesh generation process
is still elusive. The analyst has to manually process the geometry to make it suitable for
mesh generation. This CAD model processing is a very time consuming and tedious task
for a design/analysis engineer, taking up to weeks or months to process the CAD model
for mesh generation. For realistic simulations, this is the single most labor-intensive task
in the process, preventing true auto-meshing. Hence, more time is spent on doing the
manual CAD model cleanup and processing for mesh generation than actually doing the
analysis and understanding the physics of the problem. A survey [22] reported that the
estimated cost due to CAD data translation and repair is about one billion dollars per year
in the automotive industry alone. Manual geometry preparation for mesh generation needs
to be automated to perform the same task in a cost- and time-eff cient manner. The main
objective of this work is to develop algorithms to process the geometry- and topologyrelated issues with minimum user interaction according the requirements of downstream
applications.

1.3 Contributions
In this dissertation, the following algorithms are developed to process CAD models
with minimum user interaction.

5
1.3.1 Topology Generation
CAD model topology generation, commonly known as healing or repairing, is a wellknown problem in many communities. In last decade, topology generation and reverse
engineering have received much greater attention. There are many different approaches
proposed in the literature, as described in detail in the next chapter. Topology generation
and some of the reverse engineering methods can be divided into four categories: parametric spline-based, spatial subdivision, volumetric and mesh-based approaches. Each
of these methods has advantages and disadvantages. For example, most of the parametric spline-based approaches require user interaction to process CAD models. Since the
user is in the loop, the topological information can be built accurately with great control,
but it is very time consuming. Spatial subdivision methods are more reliable in terms of
handling extremely complex geometry, but they suffer from accuracy and eff ciency problems. These techniques reconstruct the entire geometry model even if the errors are in a
certain region of the model and the accuracy of the reconstructed model depends on the
spatial subdivision criterion. It is often necessary to subdivide the space into small divisions to achieve more accuracy, which degrades the performance signif cantly. Recently,
many volumetric techniques have been developed to reconstruct three-dimensional objects
from range images. These methods may not retain sharp features in the model, thereby
producing an output model signif cantly different from the input, with too many triangles.
The f nal mesh-based approaches are most widely used for building topological information in various engineering applications. These algorithms process only bad regions
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of the model, leaving the rest of the model intact. Some of the previous algorithms of
this class are accurate, eff cient, automatic and/or interactive. However, all of the previous mesh-based techniques suffer from reliability issues, assume that the input model is
two-manifold and cannot preserve small features. The topology generation algorithm developed in the present work also falls in the mesh-based category. The primary goal of
the present algorithm design is to exploit the combined benef ts of accuracy, eff ciency,
generality and reliability for automatic CAD model topology generation. An algorithm is
developed to detect the commonly found geometrical and topological issues and process
them automatically to build topological information. It is based on iterative vertex pair
contraction and expansion operations, called stitching and f lling respectively. The algorithm closes small gaps/overlaps via the stitching operation and f lls larger gaps by adding
faces through the f lling operation to process the model accurately. Processed CAD models are guaranteed to be free of intersecting faces or surfaces, which is desirable for many
applications. As mentioned earlier, all of the techniques found in the literature assume
that the input model is two-manifold or require some special procedure to handle nonmanifold models like a two-manifold model. This assumption poses many restrictions not
only on the input model’s topology type but also on the topology generation algorithm
design. The present algorithm alleviates the assumption of a two-manifold topology. It
can process manifold as well as non-manifold geometry models, which makes the procedure more general and f exible. Major problems with existing mesh-based techniques are
reliability and diff culty in preserving small features whose size is of the same order of

7
error due to the user-specif ed global distance threshold. The present algorithm uses an
automatic and adaptive distance threshold that has two advantages over a choice of one
global threshold. First, it enhances the reliability and robustness of the process. Second,
it preserves small features in the model. Moreover, a spatial data structure, the octree, is
used for searching and neighbor f nding to process large CAD models eff ciently. In this
way, the present algorithm is a signif cant improvement over existing techniques found in
the literature. Results are presented for various two- and three-dimensional conf gurations
to demonstrate the capabilities of this procedure.

1.3.2 Feature Removal
CAD model feature detection research has also received great attention in the last
f fteen years from the manufacturing and engineering analysis communities. Most of the
feature detection and removal techniques found in the literature for mesh generation applications are based on the geometrical properties. The present approaches also use the same
information, such as edge length and surface area/perimeter, for feature detection. Two
algorithms, feature detection and removal and feature collapse, are developed to remove
small features automatically to minimize the user interaction.
A feature size measure based on the surface area and perimeter is developed to determine the size of the feature in models. The feature detection and removal algorithm uses
this measure to compare the feature size with respect to the overall model size for automatic detection and removal of small features. It is important to note that the small feature

8
removal may create holes in the model that may not be desirable for many applications.
Unlike previous efforts, the feature detection and removal algorithm goes one step further
and post-processes these holes using the stitching and/or f lling operations of the topology
generation algorithm.
Some of the existing procedures use an edge-collapse operation as a dimension reduction operator to collapse small features. The edge-collapse operation can reduce the dimension but cannot join unconnected regions of the model. The feature collapse algorithm
is based on a vertex pair contraction operation that is a generalization of the edge-collapse
operation. It can pair up any arbitrary vertices and perform iterative vertex pair contraction to collapse small features as well as glue unconnected regions. Hence, the feature
collapse algorithm does not only remove small features from the model but also builds the
topology information. Results showing the automatic detection and removal of the most
commonly found small features like f llets, chamfers, nuts, bolts and sliver faces from twoand three-dimensional conf gurations are presented.

1.4 Organization of Dissertation
Chapter II presents background information and an extensive literature survey on
geometry- and topology-related issues and techniques in mesh generation, computational
design and mechanics, computational geometry, computer graphics, real-time rendering,
rapid prototyping and manufacturing. Having provided suff cient background information,
the detail of the topology generation algorithm is presented in Chapter III. The feature de-
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tection and removal algorithm is explained in Chapter IV. Chapter V covers the results
and applications of the algorithms presented in previous chapters. Finally, a summary of
contributions and future directions are presented in Chapter VI.

CHAPTER II
BACKGROUND AND RELATED WORK
This chapter describes background material like geometrical and topological representations of the CAD models. A detailed literature survey on prior work on geometry- and
topology-related issues and techniques used and developed by others in various disciplines
is reviewed.

2.1 Geometry and Topology Representations
CAD models are often represented as a set of triangulated surfaces in three-dimensional
Euclidean space R3 [38]. The geometry model M = (V, F ) is def ned as a set of vertices
V and a set of triangular faces F . The vertex list V = (v1 , v2 , ..., vm ) is an ordered sequence of vertices. Each vertex vi is def ned by three coordinates (xi , yi , zi ) and a unique
index. The face list F = (f1 , f2 , ..., fn ) is also an ordered sequence of faces. Every face or
triangle fi is def ned by an ordered list of three vertex indices (j, k, l) and a unique index.
A face made of vertices vj , vk and vl can be denoted as 4vj vk vl . An edge ei is def ned
by an ordered sequence of two vertex indices (j, k) and can be denoted as vj vk . An edge
with one incident face is called a boundary edge and its end points are called boundary
vertices. An edge with two and more than two incident faces is called a manifold edge
10
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and non-manifold edge respectively. Geometry def ned using a set of vertices and faces is
often referred to as discrete, faceted or mesh-based geometry. The geometry model does
not have adjacency or topology information. Topology information tells how geometric
objects are connected. Many downstream applications need such information for further
use of CAD models.
Topology of a discrete model is often represented by connectivity or neighbor maps.
These maps provide information about how vertices, edges and faces are connected with
one another. A topology is said to be manifold [38] if every edge is incident to a maximum
of two faces. In non-manifold topology, more than two faces can share an edge. Many
CAD models found in engineering applications are non-manifold. It is possible to convert
these non-manifold models into manifold ones via cutting the surfaces into manifold and
then stitching them back together to obtain manifold topology [35]. However, it can be
advantageous to support manifold and non-manifold topology for two reasons. First, the
processing algorithm can process manifold and non-manifold models. For example, two
cubes sharing a common curve would explicitly require support for non-manifold topology. Second, non-manifold topology support provides more f exibility to the processing
algorithm. The processing algorithm alters the topology of the input models. Hence, it is
possible that even if the input model is manifold the processed model can be non-manifold.
The capability of handling manifold and non-manifold topology during geometry processing makes the procedure more general and f exible.
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The aim of the processing algorithm is to automatically prepare discrete geometry
for downstream applications, but this is not the only available geometry and topology
representation. Most of the computer aided design, manufacturing and engineering systems (CAD/CAM/CAE) use solid modeling, surface modeling or hybrid modeling techniques [38] to model physical objects. Geometry is often def ned using Beizer, B-Spline,
or Non Uniform Rationale B-Spline (NURBS) [32, 68] parametric curves and surfaces.
They are def ned using piecewise polynomials rather than piecewise linear approximation of discrete representation. Higher order polynomials can be used to approximate
smooth surfaces more accurately and compactly. Similarly, there are many advanced and
sophisticated topology data structures [33, 86] in the solid modeling community. The
winged-edge data structure is a manifold solid modeling data structure used in early CAD
systems. Variants of radial-edge non-manifold data structures design have been used by
many commercial CAD systems that use a boundary representation (b-rep) non-manifold
data structure for solid modeling applications. Each of these geometry and topology representations has merits and weaknesses compared to discrete representation. The main
reason to use a discrete geometry representation is its simplicity and f exibility. It is easy
to edit discrete geometry compared to the geometry def ned using parametric curves and
surfaces. It makes various algorithmic operations, like merging small gaps/overlaps and
f lling large gaps through piecewise linear approximation using triangles, simple and easy
to implement. It is also important to note that the underlying geometry def nition can
still be used in error-free regions. The processing algorithm provides a new geometry
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def nition in the errorneous regions and f xes the topology problems. Discrete geometry
representation is very common in many applications like mesh generation, rapid prototyping, computer graphics, and real time rendering. In fact, it is common practice to convert
other model types into triangulated models in various situations like STL models in the
rapid prototyping industry. Moreover, models generated from point clouds obtained using
scanning devices, MRI or CT images, and isosurfaces extracted from volumetric data are
represented as discrete geometry.

2.2 Manual Preparation
As mentioned earlier, CAD models of complex conf gurations have many issues that
prevent automatic creation of a model that is ready-to-use for mesh generation. Figure
2.1 shows an aesthetic model in two-dimensions to demonstrate the key issues and the
manual geometry preparation procedure for mesh generation and f uid dynamics analysis
applications. This model cannot be used as is for mesh generation for various reasons.
It contains geometrical and topological f aws, like gaps, overlaps, intersections, holes, tjoints, and inconsistent orientations that have to be f xed manually. Moreover, it does not
contain topological information, which tells how these vertices and edges are connected
with one another. This information is needed to build an edge grid for this conf guration.
An engineer has to manually f x these geometrical and topological issues and build the
correct topology.
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Figure 2.1 Original model with gaps, overlaps and small features

Figure 2.2 Processed model after gaps and overlaps removal
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Figure 2.3 Defeatured model with hole

Figure 2.4 Processed model after f lling the hole due to defeaturing
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Figure 2.2 shows the processed model with accurate and consistent topological information, and it can readily be used for mesh generation. There are still some other issues, if
the objective is to compute external f ow over the given conf guration. The model contains
very small features that may not affect the f ow f eld signif cantly, but it requires generating a large mesh with more vertices and elements to resolve such features. Moreover,
some features like very small edges and skinny surfaces may cause robustness problems
to mesh generation algorithms. Hence, an analyst has to manually remove these small
features from the CAD model to build an analysis model. Figure 2.3 shows the model
after removing small features. This model again contains a hole due to de-featuring. It
must be f xed manually to build a water-tight geometry, as shown in Figure 2.4. These
steps have to be performed manually to prepare geometries suitable for mesh generation
and f uid dynamics analysis, which is a cumbersome, time-consuming and expensive task
when the model is large and complex. The general goal of the present work is to automate
this process.

2.3 Survey of Prior Work
The problem of automated CAD model processing has received increasing attention in
recent years in mesh generation, rapid prototyping, computer graphics, reverse engineering, manufacturing, and model reconstructions from point cloud and images applications.
In this section, an extensive survey of the literature on the relevant work is presented and
discussed.
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2.3.1 Topology Generation
As mentioned earlier, the topology generation and reverse engineering related efforts
can broadly be divided into four categories: parametric splines-based, spatial subdivision,
volumetric, and mesh-based approaches. Each of the following subsections discusses previous efforts made in these categories and their advantages and limitations.

2.3.1.1 Parametric Splines-based Approaches
Parametric splines are the most widely used form of geometry def nition in commercial CAD/CAE/CAM systems. Many efforts have been made to process these parametric
splines-based CAD models. Butlin et al. [23] addressed data exchange problems due to
the transfer between different CAD/CAE software systems, which is usually required to
get combinatorial benef t of different vendors’ systems in the simulation process. Different geometric healing tools are developed to repair geometric anomalies produced due
to data transformation. Jones et al. [43] developed a toolset to repair the geometry and
make the process of generating analysis models easier and more reliable. The toolset
can perform geometry processing, cleaning, idealizations and abstraction to make the geometry model suitable for mesh generation. The medial object [43] is investigated as a
tool for the automation of idealization of geometry objects for engineering analysis applications, specif cally f nite element analysis. Andrey A. Mezentsev et al. [54] have also
addressed the problem of geometry pre-processing for Finite Element Analysis mesh generation application. General def nitions and classif cations of errors are given with the
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methods and algorithms to f x them are presented. Steinbrenner et al. [81] have developed
an approach to create a fast surface mesh on imperfect CAD models with gaps smaller
than the user specif ed tolerance without repairing it. Their ongoing work of automatic
formation of a surface mesh spanning multiple surfaces is also described. N. A. Peterson
et al. [66] have developed automatic and interactive tools for preparing the CAD geometries for mesh generation. Their work is based on the Boundary-Representation (B-Rep)
consisting of a network of NURBS surface patches imported via IGES format. Structured
and unstructured mesh generators [2, 5] also provide a set of tools to interactively process
the geometries models for mesh generation. All of the previous efforts discussed so far
process the NURBS-based geometry models automatically and/or interactively. It is often
diff cult to edit spline-based CAD models compared to triangulated models automatically.
These methodologies require lots of user interaction to process models. Since the user is
in the processing loop, the models can be processed accurately with great control, but it is
time consuming and expensive.

2.3.1.2 Spatial Subdivision Approaches
A couple of techniques found in the literature use spatial data structures like octree,
binary space partitioned tree to reconstruct the CAD models. Adaptive Cartesian grid
generation method [10] -based approaches [39, 85] can also be used for CAD cleanup
and surface triangulation. Hu et al. [39] have utilized an overlay grid to clean-up and reconstruct the geometry. Intersecting points of the overlay grid and geometry (water-tight
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volume) are reconstructed using a point cloud. In their work, it has been reported that this
approach does not work for a complex conf guration. Wang et al. [85] have also demonstrated the use of an adaptive Cartesian grid generation method for ’dirty’ geometry cleanup to get a surface triangulation of a complex conf guration. Geometry is used for getting
the point intersections/projections to reconstruct the surface from these points. Further
improvement of these approaches [39, 85] can be achieved by targeting only the bad areas
with gaps and overlaps. Feature-based geometry ref nement is also needed to generate the
Cartesian Grid in both methods. Cartesian mesh-based approaches reconstruct the geometry approximately using the intersecting/projection points information; hence, the output
geometry is not accurate. Even if there is a small error (i.e. gaps or overlap) in some part
of the geometry, these approaches rebuild the entire model approximately, and accuracy
depends on the ref ned Cartesian mesh cell (octant) size. Moreover, it may not be eff cient
to f nd many intersection/projection points if the Cartesian mesh is very f ne, which is
needed to achieve accuracy. Murali et al. [60] described an algorithm based on space subdivision to construct a consistent solid and boundary representation from polygons. The
spatial region is partitioned using a binary space partitioning (BSP) tree to classify model
into solid and non-solid regions, and then boundary representation is derived from solid
regions. This approach works well in the absence of polygons with narrow angles, and its
success depends on the spatial subdivision construction.
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2.3.1.3 Volumetric Approaches
A number of techniques have been developed for reconstructing surfaces by a integrating group of aligned range images. Curless and Levoy [25] developed a volumetric
method for building complex methods from range images. Most of the modern range scanning systems can measure the shape of the object with high accuracy and resolution but
cannot observe the entire surface. Therefore, reconstructed models often contain holes due
to occlusion, low ref ectance, constraints on scanner placement and missing views. James
et al. [26] use a technique based on volumetric diffusion to f ll holes in complex surfaces.
In this approach, the polygonal surface is f rst converted into volumetric representation
called voxel grids. A signed distance function is computed on the voxel grid, the zero
set of which def nes the surface. This approach works well for f lling the large and complex holes and produces the non-self-intersecting surface, but it is not suitable for small
gaps/overlaps. Because of the diffusive nature of the methodology, it is diff cult to retain
sharp features. Nooruddin and Turk [61] also developed volumetric techniques called raystabbing and parity count to repair and simplify polygonal models. It is reported [61] that
neither of these methods can deal with models that have small cracks and interpenetrating
parts. Tao Ju [44] presented an octree grid-based method to repair polygonal models. This
is the only volumetric approach that could retain sharp features. The major issue with this
approach is topological redundancy due to the use of an intermediate volume. Finally,
all the volumetric approaches convert the voxel data back to the polygonal model using a
marching cube [50] or a dual contouring [45] algorithms. This model can be signif cantly
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different from the input model and may contain large number of triangles compared to the
original model. However, the model can be simplif ed using [34] to reduce the number of
polygons if the goal is to use a hole-free model for graphics and rendering applications.

2.3.1.4 Mesh-based Approaches
Most of the approaches found in the literature and the one developed in this work
operate directly on the triangulated/polygonal models in order to process them. Many
computer graphics and real-time rendering applications also require an error-free input
model. Baum et al. [19] developed a series of algorithms to preprocess the input geometry to meet the requirements of mesh-based radiosity computation algorithms. Back-face
culling, a technique to render complex models quickly [30], requires that the polygons
in the model are oriented consistently. Gueziec et al. [35] developed greedy strategies to
convert a set of non-manifold polygonal surface to a manifold. The aim of their work is to
modify the topology of surfaces, not to correct geometrical and topological errors.
Stereo Lithography (STL) is a widely used data exchange format in the rapid prototyping industry. In order to manufacture models correctly, input geometry must be geometrically and topologically correct. However, real world geometries translated through
the STL f les generally have many geometrical and topological errors like gaps, overlaps,
intersections, and inconsistent orientations. Rock and Wozny [72] have used an AVL tree
data structure to locate neighbor vertices eff ciently to build model topology from a given
set of unordered triangular facets. Bohn and Wozny [20] described a solution to achieve
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shell-closure of polyhedral CAD-models by extracting and triangulating the directed Jordan curves in three-dimensions to f ll gaps. Makela and Dolenc [51] developed methods
to handle overlapping and intersecting triangles eff ciently. Sheng and Meier [79] have
used a technique based on incremental matching and merging of boundaries of surface
models to repair gaps. Morvan and Fadel [58, 57, 59] developed a virtual environment
to correct the errors in a given model interactively. Barequet et al. [18, 17, 16] used a
computer vision technique called geometric hashing [46, 76] to repair geometrical and
topological errors in the boundary representation of two-manifold geometry models. Ito
and Nakahashi [41] presented an approach to repair STL surface and build unstructured
mesh using an advancing-front method directly on polygonal models based on CAD data.
Surface reconstruction from unorganized sample points [11, 12, 21, 31] produces holes
in the reconstructed surface due to noise, non-smoothness and under-sampling. Dey and
Goswami [28] described an algorithm to f ll up all the holes to create a water-tight surface. A dynamic programming-based [24] optimal triangulation [47] technique is used
to f ll holes in unstructured triangular mesh, and then further mesh ref nement and fairing [67, 69, 75] is performed [49] to interpolate the curvature of the nearby surface mesh.
Turk and Levoy [84] introduced a zippering operation to integrate polygonal meshes from
the range images to build the shape of three-dimensional objects.
All of the previous mesh-based approaches suffer from reliablility issues and can not
preserve small features because they use a global distance threshold. The topology generation algorithm developed in this work uses an automatic and adaptive distance threshold.
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It improves the reliability of the process signif cantly and preserves small features that
are of the same size of error sucessfully. Moreover, previous techniques assume that the
input model is always two-manifold. The present algorithm can handle manifold as well
as non-manifold models, making the processing more general and f exible. In addition,
the present algorithm offers the combined benef ts of generality, accuracy, eff ciency and
enhanced reliability for automatic CAD model topology generation.

2.3.2 Feature Detection
There are many feature detection and removal techniques found in the literature for
mesh generation applications. These techniques depend on various geometric properties
to detect the features of interest. Jiao and Heath [42] developed an algorithm for automatic detection of geometric features like ridges and corners in surface meshes. Mobley et
al. [55] presented an object-oriented approach to geometry de-featuring for f nite element
meshing. CAD and FE model-based small feature detection and removal algorithms are
presented in their work. This approach has gained popularity and is currently being used
by many commercial CAD/CAE systems [1, 3, 4]. Butlin and Jones [23] also used geometric type feature suppression to eliminate small features. Dey et al. [27] developed a method
that used an edge collapse operation to eliminate the adverse effect of small features on
mesh quality. Armstrong [14], Price [71], Jones [43] and Donaghy [29] et al. used the medial object transform of the geometry as a tool to recognize small features for suppression.
Tautges [82] has classif ed different types of features by their removal methods, such as
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direct detail removal, blend removal and bridge removal. Sheffer et al. [78, 77] used virtual topology operations to edit models semi-automatically for topology correction, detail
suppression and decomposition. Armstrong et al. [13] def ned various topological modif cation operations for interactive and automatic CAD model idealization. Kraftcheck [48]
introduced the concept of virtual geometry as a mechanism for modif cation of CAD model
topology for improved meshability. Modern CAD systems [3, 6] use layered design models. In this approach, details can be removed by suppressing one or more layers from the
models as needed. Inoue et al. [40] clustered faces to simplify geometry for surface mesh
generation. Marcum and Gaither [52] introduced global mapping to re-parameterize input
faces into a single surface by solving a set of Laplacian equation.
Many feature detection algorithms [14, 55, 82] use geometry information for feature
identif cation. The feature detection and removal algorithm also uses a similar approach
to detect and remove features automatically. However, it is important to note that small
feature removal may create holes in the model that may not be desirable for many applications. Unlike previous efforts, the feature detection and removal algorithm goes one
step further and post-processes these holes using the stitching and/or f lling operations. An
edge-collapse operation is used [27] as a dimension reduction operator to collapse small
features. Small features can be collapsed through the iterative edge-collapse operation,
but it can not join unconnected regions of the model. The feature collapse algorithm uses
a vertex pair contraction operation, which is an extension and generalization of the edge-
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collapse operation, to collapse small features and join unconnected regions of the CAD
models.

CHAPTER III
TOPOLOGY GENERATION
In the previous chapter, the geometry and topology-related issues are discussed along
with a detailed literature review. This chapter describes the topology generation algorithm [62, 65, 63]. The present algorithm is built on two fundamental operations: vertex
pair contraction and vertex pair expansion. First, an outline of the topology generation
algorithm is given following the detailed description of each step.

3.1 Algorithm Overview
The present algorithm is based on an iterative vertex pair contraction and expansion
operation to process the geometrical and topological issues. An edge-split operation is
introduced to make vertex pair contraction [34, 70] more reliable and accurate. It seems
many previous efforts [20, 51, 79, 58, 18, 17, 16] assume that the geometry models to
be processed are two-manifold or use some special procedure to be able to handle a nonmanifold model like a two-manifold model. This assumption poses many restrictions on
not only the input model topology type, but also on the processing algorithm design. The
geometry model processing algorithm alters the topology of the input models. Hence, it
is possible that even if the input geometry model is manifold the processed model can be
26
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non-manifold. The present algorithm can support manifold and non-manifold geometry
models. The capability of handling manifold and non-manifold topology during the geometry processing makes the procedure more general and f exible. Mainly, it consists of
boundary detection, boundary vertex pair generation, iterative vertex pair contraction and
expansion with the following specif c steps:
(i) Read and pre-process the input geometry model represented by vertices and indexed
faces.
(ii) Detect and mark boundary edges and vertices.
(iii) Build the Octree data structure [74, 73] for eff cient searching.
(iv) Generate a list of boundary vertex pairs. For each of the boundary vertices, search
for other boundary vertices or edges within a user specif ed resolution tolerance, r ,
to pair with and insert into the list.
(v) Sort the list of boundary vertex pairs using a cost function that is dependent on the
distance between the paired vertices.
(vi) Iteratively remove a boundary vertex pair from the sorted list with minimum cost.
Perform the vertex pair contraction operation, if the cost of the vertex pair is less then
the user-specif ed glue tolerance, g , otherwise perform the vertex pair expansion
operation. Update the connectivity information during the vertex pair contraction
and expansion operations.
(vii) Output the processed geometry model with adjacency information.
A detailed description of these steps is presented in the following sections.

3.2 Pre-processing
First, build and pre-process the input geometry model represented by vertices and indexed faces. In this step, initialize the data structure and generate the list of vertices and
faces and classify them. At this point, the connectivity among the faces is not known. The

28
goal is to f nd the matching boundary edges and merge them to build the topology information and correct the geometrical issues for the entire model. Now, detect the boundary
edges and vertices by f nding the number of faces attached to each edge. If an edge has
one incident face then it is a boundary edge, and incident vertices of a boundary edge are
boundary vertices. Figure 3.1 and Figure 3.2 show the original model and detected boundary edges. Geometric entities are created, classif ed and marked with f ags during this step
for further processing.

Figure 3.1 Original model

3.3 Spatial Data Structure
To build the list of the boundary vertex pairs for a given boundary vertex, other boundary vertices or edges within the resolution tolerance, r , need to be searched. Hence, ef-
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Figure 3.2 Boundary edges
f ciency of the algorithm strongly depends on the choice of the data structure used for
answering such queries. There are many spatial data structures [74, 73] that can be used
for this type of range queries. However, the octree, a simple yet powerful spatial data structure, is used in the present algorithm. A bounding box covering the entire geometry model
is the root or parent cell of the octree. This root cell is recursively subdivided into eight
children until each of the children contains few geometric objects. The aim is to search
for the boundary objects in nearby region. Hence, only boundary objects are inserted into
the tree to reduce the amount of data associated with the spatial search. Once the tree data
structure is built, f nding the geometric objects lying in a given search range is very fast.
For a detailed description of the octree data structure, a few classic references [74, 73] can
be reviewed.
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3.4 Boundary Detection and Vertex Pairs
At this point, all the boundary objects are marked, and the octree data structure is built
for eff cient searching. For each boundary vertex, an octree search is used to f nd other
boundary vertices/edges within the resolution tolerance. As shown in Figure 3.4(a), vertex
vi and vj are paired without splitting the boundary edge for contraction, if |vi − vj |  r .
The boundary vertex pair generation procedure strongly depends on the relative position of
the boundary vertices to be paired. For example, there is no clear correspondence between
boundary vertices vi and vj in f gure 3.4(b). A large r is required to pair them up. It
is important to note that an appropriate choice of the r is very important. Too small
r can leave many potential boundary vertex candidates un-paired. On the other hand, a
large r may pair inappropriate boundary vertices and makes the procedure less reliable.
Moreover, the vertex pair contraction without edge-split can not handle the T-joints (end
point of one edge lies within another edge) situations. This usually occurs when a big
surface is in the neighborhood of two small surfaces and forms a T-like shape near the
junction of surfaces or when two neighboring curves are discretized using different point
distribution functions.
To make the procedure more reliable and handle T-joints, boundary vertex pair contraction with edge-split is introduced. Consider the situation shown in Figure 3.4(b), there
is no other boundary vertex within a smaller r to pair vertex vi . However, boundary edge
vj vk split operation can create a vertex vp and boundary vertices vi and vp can be paired
without increasing r . To f nd a nearby boundary edge, check if orthogonal projection of
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!

vertex vi on a nearby boundary edge vj vk is possible. To perform this check, a =vj vi and
!

b =vj vk is def ned. In theory, orthogonal projection is possible as long as the following
inequality is satisf ed:
0

a·b
 |b|
|b|

(3.1)

In practice, there may be a problem in checking the inequality given in the equation (3.1) due to numerical inaccuracies. To make it numerically more stable and robust, a
threshold parameter

can be used, and the resultant inequality relation is:


a·b
 |b| −
|b|

(3.2)

It can be checked using equation (3.2) that orthogonal projection of the boundary vertex
vi on the boundary edge vj vk is possible. To compute the location of projection point vp ,
the following equation can be used:
vp =

b
d
|b|

(3.3)

where d = |vj − vp | = |a| cos  = a · b/|b| = projection of a on b, and  = 6 vi vj vk . The
edge vj vk is splitted with respect to the projection point location vp to pair the boundary
vertices vi and vp . The edge split operation adds a new vertex vp and face 4vp vj vk .
The connectivity information for corresponding vertices and faces is also updated, thus
modifying the topology. It is possible that the projection point vp lies very close to vertex
vj when  ˇ 900 and creates a new vertex and face due to the edge-split operation. This can
be avoided by checking the distance d and rejecting the edge-split operation if d is small.
The same check can be performed without computing d, the edge-split control parameter
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in equation (3.2) can be chosen in such a way that the inequality is not satisf ed if the
projection vertex vp and vj happen to be very close.

Figure 3.3 Boundary edges and vertex pairs

In this way, there are two advantages to using the parameter

in equation (3.2). First,

it takes care of the instabilities due to numerical inaccuracies and makes the check more
stable. Second, it avoids the edge-split operation if the distance d is small without any
extra computations. The value of the parameter
earlier,

can be 0 

 0.5 |b|. As mentioned

= 0 makes the check numerically unstable and may create projection vertex vp

close to the boundary vertex vj . While

= 0.5 |b| does not allow the edge-split operation

in most cases, but it may make the boundary vertex pair generation procedure less reliable. It is essentially vertex pair generation without the edge-split operation. The present
algorithm uses

= g . A boundary vertex pair of vertices vi and vj can be denoted as pair
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(vi , vj ). All the boundary vertex pairs generated with and without the edge-split operation
are inserted in a heap keyed on cost, with the minimum cost pair at the top. The cost
function of a boundary vertex pair (vi , vj ) is C(vi , vj ) = |vi − vj |. Figure 3.3 shows the
boundary edges and vertex pairs for the input model.

3.5 Iterative Vertex Pair Contraction
The geometry processing algorithm iteratively removes a pair (vi , vj ) with the minimum cost from the heap and performs the contraction operation, if C(vi , vj )  r . The
boundary vertex pairs are merged to process the geometrical and topological issues. A
boundary vertex pair (vi , vj ) contraction moves boundary vertices vi and vj to a new location vi , vj or v̄ = (vi + vj )/2. Merging boundary vertices actually modif es the geometry
and processes the geometrical issues such as gaps, intersections, and overlaps. The pair
contraction operation also replaces faces and edges incident to the vj with vi . This step
modif es the topology of the model to process the topological issues. The boundary vertex pair contraction operation generally does not collapse faces. However, in a case of
geometry with long skinny surfaces, the vertex pair contraction operation may produce
degenerate faces that are removed from the processed model. Hence, a boundary vertex
pair contraction operation merges two vertices and updates the connectivity information.
It deletes a boundary vertex and may delete one or more faces. Figures 3.4(a) and 3.4(b)
show boundary vertex pair contraction operation with and without edge-split respectively.
The processing algorithm iteratively removes the pair with the minimum cost from the
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heap and performs the vertex pair contraction operation if the cost of the vertex pair is
less than the glue tolerance. This process is called stitching. Figure 3.5 shows the intermediate model after the stitching operation. Note that pair contraction moves boundary
vertices and modif es the model. An error is introduced in the processed model bounded
by the resolution tolerance. Consider the effect of the edge-split operation on the error
introduced in the processed model. As mentioned earlier, vertex pair contraction without
an edge-split requires use of a larger resolution tolerance to pair boundary vertices, which
produces more error. Hence, vertex pair contraction with the edge-split operation is not
only more reliable and robust but also more accurate.
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(a) Without edge-split
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Figure 3.4 Vertex pair contraction operation
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Figure 3.5 Iterative vertex pair contraction

3.6 Iterative Vertex Pair Expansion
The vertex pair contraction operation with edge-split introduces less error in the processed model than without edge-split. It still moves the vertices physically in order to process the errors smaller than the glue tolerance. Hence, if the errors in the model to be processed are large, then the vertex pair contraction operation will not process gaps/overlaps
larger than the glue tolerance. One solution to this problem is to choose a larger (equal
to the resolution tolerance) glue tolerance, but it will produce more error in the processed
model. A new operation, vertex pair expansion, is developed to f ll the larger gaps with
new triangles without moving the vertices. It f lls the gaps larger than the glue tolerance
and smaller than the resolution tolerance with new triangles without introducing any error
in the processed model.
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Figure 3.6 Vertex pair expansion operation
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The topology generation algorithm removes a pair (vi , vj ) with minimum cost from the
heap and performs the expansion operation if g < C(vi , vj )  r . A boundary vertex pair
(vi , vj ) expansion adds one or more new triangles to f ll the gap. Addition of new triangles
actually modif es the geometry and processes the geometrical issues like gaps. The pair
expansion also updates the list of incident faces to the vertices. This step modif es the
topology of the model to process the topological issues. Hence, the boundary vertex pair
expansion operation adds new faces and updates the topology information. Figure 3.6(a)
shows the vertex pair (vi , vj ) expansion operation without edge-split. It adds two new
triangles 4vi vj vk and 4vi vj vn . Figure 3.6(b) shows the vertex pair expansion with edgesplit. It also adds two new triangles 4vi vp vk and 4vi vp vj . The vertex pair expansion may
also add one triangle near already stitched surfaces or a juction of surfaces. This iterative
vertex pair expansion process is called f lling. Figure 3.7 shows the processed model after
the f lling operation. Note that f lling does not move the vertices like the stitching operation
does to process the model. Therefore, it does not introduce any error into the processed
model.
There can be a problem near the juction of surfaces due to the topological complexity of the hole. Barequet et al. [18, 17] collected the Jordan curves, which are threedimensional polygons. These polygons are optimally triangulated using the dynamic programming technique [47] to f nd a polygonal triangulation using a weight function, which
can depend on the triangulation’s area, edge lengths or both. It is assumed that near the
juction of surfaces, boundary edges form a closed polygonal loop. However, it may be
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Figure 3.7 Iterative vertex pair expansion
possible that the boundary edges near the juction of surfaces form simple, non-simple or
non-triangulable [15] polygon. They may not even form a polygon from a set of disjointed
boundary edges. Hence, the dynamic programming technique may not produce a valid
triangulation of holes or may require some user interaction in these situations. The present
algorithm uses a different approach to handle such situations. The boundary vertex pairs
near the juctions of surfaces are penalized by setting their cost function to zero. For example, if a boundary vertex pair (vi , vj ) is near a junction of surfaces, then its cost function
is C(vi , vj ) = 0. In this way, the boundary vertex pairs near the juction of surfaces are
forced to be contracted to join disjointed surfaces.
Barequet et al. [18] reported that the resultant boundary may be self-intersecting as
a limitation of their algorithm, if the downstream application requires the output to be
free of this phenomenon. For a f nite element/volume method-based f uid f ow analysis
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application, this phenomenon can change the physics of the problem, especially in the
boundary layer region, where it can alter the f ow f eld signif cantly. Rapid prototying
is another application where the CAD models are expected to be free of self-intersecting
triangles. The present algorithm allows users to decide whether the output model can have
self-intersecting boundaries or not. The f lling operation may produce self-intersecting
faces in the boundary regions. It can be avoided by checking the triangle-triangle overlap
test among the triangles incident to the vertices of a boundary vertex pair (vi , vj ). Meaning
that each triangle incident to vertex vi is checked for intersection with the triangles incident
to vertex vj . If there exists an intersection between any two triangles incident to vertices vi
and vj , then the vertex pair contraction is performed instead of the vertex pair expansion
during the f lling operation. This check will avoid adding new self-intersecting triangles in
the boundary and will close the intersection/overlap via the stitching operation. There are
many triangle-triangle intersection/overlap tests [36, 56, 37] developed by the real-time
rendering community. The triangle-triangle overlap test using orientation predicates [36]
is fast and robust, a signif cant improvement over other methods [56, 37]. The present
algorithm uses the same method to test the triangle-triangle overlap, and it is guaranteed
that the output model is free of self-intersecting boundaries. The extra cost of checking
the triangle-triangle intersection test can degrade the performace of the algorithm if the
number of triangles need to be tested are large. The topology generation algorithm stiches
the gaps/overlaps smaller than the glue tolerance and f lls the gaps with new triangles.
For most of the realistic cases, it is found that the boundary vertex pairs left in the heap
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after the stitching operation are very few compared to total number of pairs. The triangletriangle overlap test is peformed only for the boundary vertex pairs left after the stitching
during the f lling operation. Hence, the extra computation of triangle-triangle intersection
test does not affect the performance of the algorithm much.

3.7 Tolerance Selection
It is very important to choose appropiate tolerances, specif cally resolution tolerance.
The choice of the resolution tolerance affects correctness as well as eff ciency of the algorithm. Using too small a value for r may not create enough boundary vertex pairs and
process gaps/overlaps in the model. On the other hand, using too large a value for r can
make the boundary vertex pair generation process less reliable and process the model incorrectly. As noted earlier, the edge-split operation alleviates this problem to some extent
and makes the procedure more reliable and accurate. However, in certain cases the size
of the gaps/overlaps can be large in some part of the model, requiring use of a large r to
pair up the boundary vertices to process the model in that region. This large and global
r can pair up wrong boundary vertices together and produce incorrect results. Another
problem with the global r is small feature preservation. When the size of the gap/overlap
and features in the model are of the same order, it is very diff cult to preserve such features
in the processed model using a single global r . Most of the previous mesh-based efforts
(see chapter 2 for detailed desciption) use a global threshold to process the model and may
suffer due to reliability and correctness issues. Moreover, selection of r may also affect
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the performance of the geometry processing algorithm. Many of the mesh-based geometry processing algorithms use spatial data structures for eff cient searching. A bigger r
may need to perform all the computations for more neighboring entities, thereby degrade
performance of the algorithm. For all these reasons, there must be a mechanism to select
locally varying, i.e. adaptive, resolution tolerance without any user interaction.
The topology generation algorithm can either use a user-def ned constant resolution
tolerance or an adaptive resolution tolerance. Initially, r starts at a very small value and
increases locally up to the global user-def ned r during the boundary vertex pair generation process. The global r may also be automatically selected based on the local mesh
size, but the boundary vertex pair generation becomes less reliable because of less control
on the upper bound of r . In this way, a list of the boundary vertex pairs can be generated more reliably and eff ciently using an adaptive r . It is also possible to preserve
small features even if the size of the gap/overlap is larger than the size of features. Results
and discussion will demonstrate all these characteristics for many aesthetic and realistic
examples in detail.
In summary, the output of the algorithm is a well-suited discrete CAD model along
with the necessary topology information that can be an input for many downstream applications. In this mode the output mesh can be used as a background mesh to subsequently
generate a high-quality unstructured mesh using the Advancing Front Local Reconnection
(AFLR) [53] algorithm. The current procedure is based on an assumption of the locality
of geometrical and topological issues. It is assumed that the neighboring surface patches
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have small gaps/overlaps due to the translation errors, numerical inaccuracies, tolerance
settings in different systems, etc. In practice, gaps/overlaps between the surfaces are generally very small, so the key assumption of locality is reasonable.

CHAPTER IV
FEATURE REMOVAL
The small CAD model feature detection and removal algorithms [64] are described
in this chapter. A feature size that is used for the small feature detection and removal
algorithm is def ned. A modif ed version of the topology generation algorithm can also
be used for small feature removal. It is referred to here as the small feature collapse
algorithm. These small feature removal algorithms are explained in detail along with a
simple aesthetic model. The next chapter demonstrates the capability of present algorithms
for realistic data sets.
Before describing the small feature removal algorithms, consider the geometry and
topology representation of the model. To be consistent with the framework developed for
the topology generation algorithm, the model used for the small feature removal algorithms
is def ned as described in Chapter 2, meaning that the input CAD model is def ned by a
set of vertices and faces. Typically, CAD models are detailed and can be used as-is for
manufacturing applications. However, it is necessary to process these models for the mesh
generation and analysis applications for many reasons. Two algorithms for small feature
removal with minimum user interaction are presented in the following sections. The small
feature detection and removal algorithm directly detects and removes small features from
43
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the CAD models, while the small feature collapse algorithm indirectly removes the small
features through vertex pair contraction operation. The small feature collapse algorithm
is a modif cation of the topology generation algorithm described in Chapter 3. Depending
on the situation, one of these two algorithms can be used for detail suppression. The small
feature detection and removal algorithm requires small features to be found and deleted.
Hence, it is required to def ne the feature size to determine whether a feature is small or
large compared to the model size. The feature detection and removal algorithm uses the
following feature size def nition for feature detection.

4.1 Feature Size Def nition
The goal of the small feature detection and removal algorithm is to automatically f nd
small features and remove them from the CAD model. There are many ways to determine
the feature size, but the simplest way is to measure the length and area of a curve and
surface respectively. This def nition is precise for curves, but there may be a problem
with it for surfaces. In the case of long skinny surfaces, the value of the area would be
large enough to classify them as large features. It is undesirable to keep such features in
the CAD model for mesh generation applications. Hence, the feature size def nition is
modif ed by normalizing the surface area with respect to the perimeter of the surface to
identify the long skinny surfaces as small features. The feature size for curves and surfaces
is def ned using the following equations:
S=L

(4.1)
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S=

A
nP

(4.2)

Where S is feature size, L is length of the curve, A and P are area and perimeter of the
surface and n is the normalization parameter. The default value of n is one. In this way,
the normalized feature size def nition detects the long skinny surfaces as small features
and removes them from the CAD models. The normalized feature size def nition tends to
detect small features more accurately. It incorporates the surface perimeter information
along with the area and gives a more precise def nition of the feature size. The major
assumption with this def nition of the feature size is that large features are represented by
large surfaces and small ones are represented by small surfaces. This trend is generally
evident in most situations, but there are cases where this def nition may identify features
incorrectly. These situations include large features modeled by many small surfaces.
The feature size information is computed using the present def nition. However, the
feature size itself does not make any sense unless it is compared to some other reference.
This reference could be the largest feature size in the model or the overall model size. All
the features of the model are measured using this def nition for small feature detection.
The small feature detection and removal algorithm based on the feature size def nition is
explained in the next section.
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4.2 Small Feature Detection and Removal
The present algorithm detects and removes small features from the CAD models. It
consists of feature size computations, small feature detection, removal and post-processing
steps as follows:
(i) Read and pre-process the input geometry model represented by vertices and indexed
faces.
(ii) Compute feature size using equations 4.1 and 4.2.
(iii) Detect and mark small features. This is done by using the feature size information
computed in the previous step to compare each of the features with the model size.
(iv) Remove the small features from the model. This may create gaps in the model that
have to be processed.
(v) Post-process the model obtained after the small feature removal. All the gaps can be
further processed using the topology generation algorithm via stitching and/or f lling
operations.
(vi) Output the processed geometry model with adjacency information.
All of the above-mentioned steps of the small feature detection and removal algorithm
are illustrated in Figure 4.1 for a two-dimensional plate model. Figure 4.1(a) shows the
original model. Figure 4.1(b) shows the defeatured model with a small gap that must be
processed. The small feature removal may produce many gaps in the defeatured model
that do not exist in the original model. These gaps must be processed before the model
can be used for mesh generation applications.
The topology generation algorithm is used to post-process the defeatured model. It can
process the gaps due to defeaturing of the CAD model and build the correct topology information. The resultant geometry model after post-processing via the stitching operation
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(a) Original model

(b) Defeatured model

(c) Processed model

Figure 4.1 Small feature detection and removal algorithm steps
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is shown in Figure 4.1(c). However, the defeatured model can also be post-processed via
the f lling operation that will f ll the gap between two surfaces. Note that the automatic
small feature detection and removal algorithm produces gaps that must be post-processed.
The topology generation algorithm can be used to process the defeatured model to make
it suitable for mesh generation and analysis applications. An alternative to this approach
is to modify the topology generation algorithm itself to use it for removing features like
small edges, degenerate faces, or skinny surfaces. A modif ed version of the topology
generation algorithm, the small feature collapse algorithm, that uses a constant resolution
tolerance and only the stitching operation is described in the next section.

4.3 Small Feature Collapse
The present algorithm is based on the vertex pair contraction operation. A modif ed
version of the topology generation algorithm also removes small features from the CAD
models while building the topology information. The main modif cations are to use a constant resolution tolerance for vertex pair generation and allow only the stitching operation.
The small feature collapse algorithm can be described as follows:
(i) Read and pre-process the input geometry model represented by vertices and indexed
faces.
(ii) Detect and mark boundary edges and vertices.
(iii) Build the Octree data structure [74, 73] for eff cient searching.
(iv) Generate a list of boundary vertex pairs. For each of the boundary vertices search
for other boundary vertices or edges within a user-specif ed resolution tolerance, r ,
to pair with and insert into the list.
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(v) Sort the list of boundary vertex pairs using a cost function dependent on the distance
between the paired vertices.
(vi) Iteratively remove a boundary vertex pair from the sorted list with minimum cost.
Perform the vertex pair contraction operation. Update the connectivity information
during the vertex pair contraction operation.
(vii) Output the processed geometry model with adjacency information.
A detailed description of these steps can be found in the topology generation algorithm
(to understand these steps, please refer to Chapter 3). Consider the plate model used in the
small feature detection and removal algorithm as an input model as shown in Figure 4.2(a).
Figure 4.2(b) shows the boundary edges and vertex pairs for the same model. Note that
a global constant resolution tolerance pairs the vertices in such a way that the contraction
operation will collapse all the triangles of the small surface. Figure 4.2(c) shows the
resultant model after the stitching operation of the topology generation algorithm. The
processed model does not contain the small surface in between two big surfaces. More
defeaturing results for realistic three-dimensional conf gurations are presented in the next
chapter.
Shephard et al. [80] used local mesh modif cation operators to eliminate the adverse
effect of small geometry features on automatically generated meshes. In their work, an
edge-collapse operation is used to collapse an edge to one of its vertices as one of the
dimension reduction operators. Note that the edge-collapse operation can simplify and
reduce the dimension but cannot join unconnected regions of the surface meshes. Unlike
[80], the present algorithm is based on the vertex pair contraction operation that is a generalization of the edge-collapse operation. It can pair up any arbitrary vertices and perform
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(a) Original model

(b) Boundary edges and vertex pairs

(c) Processed model

Figure 4.2 Small feature collapse algorithm steps
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contraction of real and virtual edges. It allows to join disjoint components of the geometry
model. Hence, the present procedure not only removes small features from the model but
also builds correct topology information.
The small feature collapse algorithm simplif es the model by the iterative vertex pair
contraction operation. As shown in Figure 4.2 it collapses small edge to a vertex via a
single vertex pair contraction operation. It moves one or both vertices of the edge and
deletes a vertex during the pair contraction operation. Small and skinny surfaces are also
collapsed to an edge to simplify the model. Figure 4.2 shows that all the boundary vertices
of the small surface are paired in such a way that the stitching operation collapses the small
face to an edge. Moreover, the degenerate and sliver surfaces can also be collapsed to a
vertex or an edge through the vertex pair contraction operation. Typically, realistic CAD
models have features like small edges and skinny, small and degenerate faces that are very
diff cult to detect and remove interactively by user. The present algorithm is designed to
collapse these small features automatically without any user interaction.
The small feature collapse algorithm can also be made reversible and repeatable through
a little modif cation of the vertex pair contraction operation. The vertex pair contraction
operation is used for surface simplif cation and multi-resolution modeling [34] to produce
a series of models with different levels of detail. The information about the original vertex
coordinates can be stored during the pair contraction operation. This information can be
used to retain the original model from a defeatured model. In addition, it can also collapse
relatively big surfaces up to some extent by choosing a larger resolution tolerance. As
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discussed before, a large and constant resolution tolerance makes the vertex pair generation process less reliable and may produce an invalid result. Hence, it is better to use
the feature detection and removal algorithm in such situations to remove features more
reliably. It requires more computations to be performed compared to the small feature collapse algorithm. Only the post-processing stage of the small feature detection and removal
algorithm is equivalent to the small feature collapse algorithm in terms of computations.
Therefore, the overall complexity of the feature detection and removal algorithm is greater
than that of the small feature collapse algorithm.

CHAPTER V
RESULTS
In the previous chapters, the topology generation and the small feature removal algorithms are described in detail. This chapter demonstrates how these algorithms can be
used to process various two- and three-dimensional geometry models automatically for
downstream applications.

5.1 Topology Generation
The topology generation algorithm is based on two fundamental operations: the vertex
pair contraction and expansion. Combined use of the stitching and f lling process makes
the geometry processing more accurate and practical. The stitching operation does not introduce new triangles but modif es the original model, while the f lling operation adds new
triangles without modifying the original model so it is more accurate. There are two issues
with the f lling operation. First, it may introduce self-intersecting triangles in the boundary region. Second, it adds a large number of sliver-like triangles in the boundary region.
To deal with these problems, the topology generation algorithm uses combinations of the
stitching and f lling operations to process the models accurately. The topology generation
algorithm also performs a triangle-triangle overlap test to avoid adding self-intersecting
53
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triangles in the boundary region. There are number of applications, i.e. rapid prototyping,
that require CAD models to be free of self-intersecting triangles. The following subsection
demonstrates how the stitching and f lling process along with the triangle-triangle overlap
test can be employed to process a two-dimensional geometry model.

5.1.1 Stitching and Filling
Consider a simple plate as shown in Figure 5.1(a). There is a small gap and an overlap
between two triangulated surfaces that need to be processed. Figure 5.1(b) shows the extracted boundary edges and boundary vertex pairs for further processing. Notice that two
neighboring boundary curves are discretized with different point distributions. There is
no clear correspondence among the boundary vertices for vertex pair generation. Hence,
some of the boundary edges must be split in order to pair vertices more accurately and
reliably. The boundary vertex pairs are contracted iteratively using the vertex pair contraction operation that stitches the gaps and overlap. The resultant geometry after the
stitching operation is shown in Figure 5.1(c). Note that the stitching operation moves
vertices physically by changing their coordinates and introduces an error of the order of
resolution tolerance. It does not add any new triangles to repair the gap/overlap region.
Finally, it can be checked whether the geometry model is processed by again extracting
the boundary edges of the modif ed geometry. Figure 5.1(d) shows that there is no gap and
overlap between two surfaces in the processed geometry. Moreover, the topology (con-
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nectivity map) information is available and can be used for downstream applications like
mesh generation.
The stitching operation modif es the original model to process the geometrical and
topological issues. The same plate model, as shown in 5.2(a), can also be processed via
the f lling operation. Figure 5.2(b) shows the boundary edges and boundary vertex pairs.
Figure 5.2(c) shows the processed geometry model. Unlike the stitching operation, the
f lling does not move vertices and modify the original model. The original model can
be processed without introducing any error, but it adds many self-intersecting and skinny
triangles in the boundary region of the processed model. Notice the difference between the
processed models shown in Figure 5.1(c) and Figure 5.2(c) using the stitching and f lling
operations respectively. Large model processing may require adding large number of new
triangles in the boundary regions that may not be desirable and practical.
The stitching operation merges boundary vertices to process the geometry and produces more error than the f lling operation. However, if only the f lling operation is used
then it may introduce many new triangles in the boundary regions for large models. Hence,
to minimize the error in the processed model and reduce adding too many triangles, the
stitching and f lling operations are used together. Figure 5.3(a) and 5.3(b) show the same
plate model and the boundary edges and vertex pairs respectively. Figure 5.3(c) shows the
processed model. Notice that the small gaps/overlaps are merged together and large gaps
are f lled with new triangles. In the case of large overlap, the f lling operation either adds
self-intersecting triangles in the boundary region or performs the vertex pair contraction to
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(a) Original geometry

(b) Boundary edges and vertex
pairs

(c) Processed geometry

(d) Boundary edges after processing

Figure 5.1 Plate showing the stitching operation
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(a) Original geometry

(b) Boundary edges and vertex
pairs

(c) Processed geometry

(d) Boundary edges after processing

Figure 5.2 Plate showing the f lling operation

58
avoid adding self-intersecting triangles as specif ed by the user. In this way, combined use
of the stitching and f lling operations makes the geometry processing more accurate and
practical.

5.1.2 Constant Versus Adaptive Resolution Tolerance
Most of the previous mesh-based efforts [20, 51, 79, 18, 17, 16] have a common
problem that they use a constant distance threshold to repair gaps and generate topology
information about the model. As discussed earlier, a large and constant resolution tolerance may pair up wrong boundary vertices and produce incorrect results. Moreover, when
the size of error in the model is larger than the smallest feature size it is very diff cult to
preserve small features. There is no suitable tolerance that can process the gaps as well
as retain the small features. To resolve this def ciency of many of the previous efforts the
present algorithm has a mechanism to choose a locally varying, i.e. adaptive, resolution
tolerance. It not only preserves small features but also makes the boundary vertex pair
generation process more reliable and accurate. The impact of the tolerance selection on
results is demonstrated for an aesthetic test case in which the size of the gap and smallest
feature are same as shown in Figures 5.4 and 5.5.
Figure 5.4(a) shown a two-dimensional plate consists of f ve surfaces. It has a small
surface in between upper surfaces. There is a gap of approximately the same size between
the lower surfaces. Figure 5.4(b) shows the boundary edges and vertex pairs using a resolution tolerance slightly bigger than the gap size. Notice that the boundary vertex of the
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(a) Original geometry

(b) Boundary edges and vertex
pairs

(c) Processed geometry

(d) Boundary edges after processing

Figure 5.3 Plate showing the stitching and f lling operations
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small surface are paired together such that their contraction during the stitching results in
collapse of the small surface as shown in 5.4(c). If the user chooses a smaller constant
resolution tolerance then the small surface can be preserved, but it would not process the
gap at the same time. An adaptive resolution tolerance makes it possible to process the gap
and preserve the small surface. Figure 5.5(b) shows the boundary edges and vertex pairs
using adaptive r . Notice the difference between the way boundary vertices are paired
in Figures 5.4(b) and 5.5(b) using a constant and an adaptive resolution tolerance respectively. Figure 5.5(c) shows the processed model, which has retained the small surface as
well as processed the gap.

5.1.3 Non-manifold Topology
Figure 5.6(a) shows two cubes sharing a common curve with a gap between the cubes.
The common curve is shared by four faces, and it is required to provide an explicit support for non-manifold topology to process this model. As mentioned earlier the topology
generation algorithm can handle non-manifold situations that give more f exibility and
generality. Figure 5.6(b) shows the geometrically and topologically well-def ned model
obtained after processing. Note that the topology generation algorithm locally modif es the
topology of the input model. Hence, it is possible that even if the input geometry model
is manifold the output or intermediate model may be non-manifold. The data structure
used in the implementation of present algorithm can support manifold and non-manifold
topology.
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(a) Original geometry

(b) Boundary edges and vertex pairs

(c) Processed geometry

(d) Boundary edges after processing

Figure 5.4 Small feature loss due to constant resolution tolerance
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(a) Original geometry

(b) Boundary edges and vertex pairs

(c) Processed geometry

(d) Boundary edges after processing

Figure 5.5 Small feature preservation via adaptive resolution tolerance
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(a) Original model

(b) Processed model

Figure 5.6 Two cubes sharing a common edge (non-manifold topology)
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5.1.4 Flying Minnow
Figure 5.7(a) shows the triangulated model of a test case named the f ying minnow.
Figure 5.7(b) shows the detected boundary edges of the same model. Figure 5.8(b) shows
the remaining gaps after the stitching operation. These gaps are then triangulated via the
f lling operation. The f ying minnow model consists of 5566 vertices and 9062 faces. The
resolution tolerance, r , and the glue tolerance, g , used are 0.1 and 0.01 respectively. The
boundary vertex pair generation process has formed 1162 vertex pairs, of which about
1127 pairs are contracted and only 35 pairs are expanded during the stitching and f lling
operations. The f lling operation may introduce self-intersecting triangles in the boundary
regions. It is evident that boundary vertex pairs left in the heap after stitching are usually
much fewer than the total number of pairs. If it specif ed by the user that output should
be free of such phenomenon, then the triangle-triangle overlap test is performed only for
the triangles incident to the vertices that form 35 pairs. Therefore, the extra cost of performing the triangle- triangle overlap test would not degrade performance of the algorithm
much. The boundary edge detection on the processed f ying minnow model found no edge
because it forms a closed volume and each of the edges in the model is two-manifold.

5.1.5 Body Shell of Inf niti G35
Figure 5.9(a) shows the body shell of an Inf niti G35 car model. Figure 5.9(b) shows
the boundary edges before processing. This model has 4283 vertices and 7448 faces. Figure 5.10(a) is the processed vehicle model after the stitching process. It still contains a
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(a) Original geometry

(b) Boundary edges before processing

Figure 5.7 Flying minnow (original model)
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(a) Processed geometry

(b) New triangles added via f lling

Figure 5.8 Flying minnow (processed model)
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few holes that are f lled by new triangles during the f lling operation. To verify the repairing process, boundary edges of the modif ed geometry are extracted as shown in Figure
5.10(b). It shows the boundary curves that are shared by only one surface. Moreover,
the topology information is also built during the stitching process. The total number of
boundary vertex pairs generated was 420 for the value of r and g to be 1 and 0.01mm
respectively.

5.1.6 Doors of Inf niti G35
The discrete geometry of an Inf niti G35 doors is shown in Figure 5.11(a). The model
consists of 6443 vertices and 10814 faces. It has a large gap near the upper-right corner
due to a missing surface. Figure 5.11(b) shows the enlarged view of the gap that has to be
processed. It is important to note that the size of the gaps and some of the surfaces in the
model are of the same order. It is very diff cult to retain small features while processing
the model using a single constant r . An automatic and adaptive selection of r makes it
possible to deal with such situations, meaning that small features can successfully be preserved during the processing of models that contain large gaps and overlaps. Moreover,
it makes the boundary vertex pair generation process more reliable and eff cient. Figure
5.12(a) shows the processed model. Figure 5.12(b) shows the enlarged view of the rectangular region in Figure 5.12(a). The large gap is f lled with new triangles via the f lling
operation. The topology generation algorithm performed about 827 pair contractions and
92 pair expansions in order to process the model with r and g of 0.1 and 2.25mm respec-
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(a) Original geometry

(b) Boundary edges before stitching

Figure 5.9 Body shell of Inf niti G35 (original model)
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(a) Processed geometry

(b) Boundary edges after processing

Figure 5.10 Body shell of Inf niti G35 (processed model)
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tively. Figures 5.13(a) and 5.13(b) show the boundary edges before and after the model
processing respectively. This test case shows that the topology generation algorithm can
even model small missing geometry entities up to some extent. For example, it did add
new faces in place of a small missing surface near the upper-right corner of the door.

5.1.7 Under-body Floor of Inf niti G35
Figure 5.14(a) shows the mid part of Inf niti G35 under-body f oor. It contains 9982
vertices and 18049 triangles. This model also has problems in many areas, one of them
is enlarged in Figure 5.14(b). Unlike other models, it has many details, small features
and indentations. It is very diff cult to keep all the sharp features and details in the processed model. Most of the other mesh-based approaches, which use a constant r , may
not produce desirable results for the same model. The automatic and adaptive selection of
r makes the model processing more controlled and produces better results. It preserves
sharp features and details in the processed model. Figure 5.15 shows the processed model
free of all the artifacts found in the original model. Values of the resolution and glue
tolerances used are 0.3 and 1.5 respectively.
Figure 5.16(a) shows the front part of Inf niti G35 under-body f oor. It has 7784 vertices and 11633 faces. Boundary edges and vertex pairs of original model are shown in
Figure 5.16(b). The number of boundary vertex pairs formed is 1844. Model topology is
built using the topology generation algorithm. Figure 5.17(a) shows the processed model
with topology information. The resolution tolerance and glue tolerance used for the model
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(a) Original model

(b) Enlarged view of the rectangular region showing the gap due to a
missing surface

Figure 5.11 Doors and windows of Inf niti G35 (original model)
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(a) Processed model

(b) Enlarged view of the rectangular region shows that the gap is f lled
with triangles in the processed model

Figure 5.12 Doors and windows of Inf niti G35 (processed model)
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(a) Boundary edges before processing

(b) Boundary edges after processing

Figure 5.13 Doors and windows of Inf niti G35
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(a) Original model

(b) Enlarged view of the rectangular region

Figure 5.14 Middle part of under-body f oor of Inf niti G35 (original model)
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(a) Processed model

(b) Enlarged view of the rectangular region

Figure 5.15 Middle part of under-body f oor of Inf niti G35 (processed model)
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processing are 0.07. Figure 5.17(b) shows the boundary edges of the processed model.
Notice that only the true boundary of the model is not connected to other surfaces. All the
interior surfaces have correct connectivity information.

5.1.8 Suspension and Other Components of Inf niti G35
Figure 5.18(a) shows approximately f fteen suspension and other components of Inf niti G35. Each of these components consists of hundreds of topologically disconnected
surfaces. These components are processed using the topology generation algorithm, and
the resultant model is shown in Figure 5.18(a). It is clear from the f gure that the real
boundary edges (faces with only one neighbor) are left disconnected. Many two- and threedimensional models are processed using the topology generation algorithm as demonstrated in the present section. The next section presents the capability of feature detection
and removal algorithms to automatically remove details from real mechanical parts and
assemblies.

5.1.9 Running Times
The Table 5.1 lists the timing results for the models to illustrate the eff ciency of the
topology generation algorithm. Results demonstrate that the present algorithm is very
eff cient and can process the large models with thousands of faces in few seconds. For
example, it can take couple of hours to manually cleanup the f ying minnow model with
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(a) Original model

(b) Boundary edges and vertex pairs

Figure 5.16 Front part of under-body f oor of Inf niti G35 (original model)
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(a) Processed model

(b) Boundary edges and vertex pairs

Figure 5.17 Front part of under-body f oor of Inf niti G35 (processed model)
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(a) Original model

(b) Processed model

Figure 5.18 Suspension and other components of Inf niti G35
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9062 faces and 74 surfaces in SolidMesh, which is processed using the automatic topology
generation algorithm in 4.302 seconds.

Table 5.1 Running times for the models
Case

Vertices

Faces

Surfaces

BEdges VEdges Time (Second)

Cube

672

1016

12

304

218

0.402

Body Shell

4283

7448

27

1202

420

2.564

Doors

6443

10814

62

2202

891

4.666

Flying Minnow

5566

9062

74

2340

1170

4.302

Under Body

8313

11157

219

5033

3051

8.988

5.2 Feature Removal
As mentioned earlier, the small feature detection and removal algorithm directly removes the details from CAD models, while the small feature collapse algorithm indirectly
suppresses details via small feature collapse. The following subsections will demonstrate
how these algorithms can be used to remove features like small edges, sliver/small surfaces, chamfer, f llet, nuts, and bolts from CAD models.
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5.2.1 Feature Collapse
CAD models are often too detailed and contain small edges and surfaces. These small
edges and surfaces may not be required for CFD/FE analysis purposes but can complicate
the mesh generation and analysis process. Figure 5.19 shows a small edge situation that
can be found in a variety of geometry models. The small edge can directly be removed
from the model using the feature detection and removal algorithm. However, if the resolution tolerance is bigger than the edge length, then the small feature collapse algorithm can
also collapse the edge. The edge collapse operation will remove a vertex and update the
connectivity information.

Vi
Vj

Figure 5.19 Small edge collapse

V
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(a) Original model

(b) Defeatured model

Figure 5.20 Small/sliver face collapse
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A model may also contain very small and sliver surfaces that are even smaller than the
smallest mesh element size. Figure 5.20(a) shows a sliver face between two big surfaces.
Often, a user has to manually f nd such small faces and delete them from the model. It
can be a very tedious and time-consuming task for big models. The small feature collapse
algorithm can collapse the small and sliver surface via the iterative boundary vertex pair
contraction operation. Figure 5.20(b) shows the defeatured model, which has only two
big surfaces. The sliver surface is collapsed and the topology information is also updated
during processing of the model.

5.2.2 Brick
Fillets and chamfers are typical features found in CAD models. Figure 5.21(a) shows a
chamfered brick model. The chamfered face may require to add more vertices and faces to
resolve the feature completely. Moreover, it can also complicate the hex mesh generation
more than the tet or hybrid mesh generation processes. Small f llets and chamfers can
also be removed from the model using the feature removal algorithms. For example, if the
constant resolution tolerance is larger than the width of the chamfered face, then the small
feature collapse algorithm will collapse the chamfered face, as shown in Figure 5.21(b).
Notice that the end result can also be obtained using the feature detection and removal
algorithm. First, the chamfered face can be detected and deleted from the model, which
will create a gap. It can be further processed with the topology generation algorithm to
obtain a water-tight model.
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(a) Original model

(b) Defeatured model

Figure 5.21 Defeaturing of a chamfered brick
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5.2.3 Plate
Figure 5.22(a) shows a plate model with four pin holes. CAD models often contain the
pin holes for fasteners. These holes may not be useful for many downstream applications
like computational f uid dynamics analysis. In fact, an analyst has to manually f nd these
holes and remove them to build the analysis model. The feature collapse algorithm can be
employed to automatically remove such features. Figure 5.22(b) shows the plate model
after pin hole removal. The small pin hole removal may also help to reduce the number of
mesh elements and improve the mesh quality for the given model.

5.2.4 Disk
Both feature removal algorithms can eliminate small features from the geometry
model. However, the feature detection and removal algorithm can substantially modify
the original geometry model by removing relatively big features. The feature collapse algorithm may not produce reliable and correct results for removing relatively big features.
For example, Figure 5.23(a) shows a disk-like geometry model with small features like
nuts. These feature can not be removed using the feature collapse algorithm because the
vertex pair contraction may produce an invalid and incorrect model. In such a situation,
the feature detection and removal algorithm should be used to process the model. Unlike
the feature collapse algorithm, it detects small features based on the feature size def nition
and removes them from the model. Figure 5.23(b) shows the disk model after processing.
It does not have all the minor details that may not be useful for many applications.
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(a) Original model

(b) Defeatured model

Figure 5.22 Pin holes removal from a plate
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(a) Original model

(b) Processed model

Figure 5.23 Small feature detection and removal from a disk
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5.2.5 Tire of Inf niti G35
Many CAD models are over-def ned and use lots of small surfaces to def ne a portion
of the object. Figure 5.24(a) shows a tire of the Inf niti G35. Figure 5.24(b) shows an
enlarged view of surface triangulation of the rectangular region shown in Figure 5.24(a).
Notice that the triangulation contains many faces with small edges and bad angles. It
may also signif cantly affect the quality of the volume mesh generated from this surface
triangulation. The small feature collapse algorithm can further process the surface mesh
and obtain a better mesh. Figure 5.25(a) shows the processed model using the feature
collapse algorithm. Most of the triangles with small edges and angles are collapsed, as
shown in Figure 5.25(b). In this mode, the small feature collapse algorithm can be used to
remove very small features and post-process an existing surface triangulation.

5.3 Implementation Notes
The CAD model processing algorithms are designed and developed as described in
Chapters III and IV. Its implementation is an important issue to discuss. Object-oriented
programming system (OOPS) is a new philosophy for developing computer programs in
the software industry. It offers many advantages over the other existing software development methodologies like structured programming. This application is developed using the
object oriented programming language C++. Object-oriented programming encapsulates
data (attributes) and functions (behavior) into packages called classes. The data and functions of a class are called data members and member functions or methods respectively.
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(a) Original model

(b) Enlarged view of the rectangular region

Figure 5.24 Detailed model of a tire
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(a) Processed model

(b) Enlarged view of the rectangular region

Figure 5.25 Defeatured model of a tire
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Note that the data members and member functions are tied together through a class. Since
the objects are self-contained, they can easily be reused without any modif cations. Moreover, these objects can also be used to build other objects. Often, these objects can be
constructed and tested separately, leading to simpler debugging and faster development.
Classes also have a property of information hiding. This means that class objects know
how to communicate with one another but normally do not require the knowledge of how
other classes are implemented. The implementation details are hidden within the classes
themselves through restricted access to data members and member functions via public,
protected and private marking.
It is rare that an object can be completely general. Many other objects can be constructed from the simpler objects. One of the most powerful and important features, inheritance and polymorphism, allow derivation of objects from base objects. Moreover,
the operator overloading makes the code looks like an algorithm. This is very useful for
development as well as debugging. Another powerful feature of object-oriented programming is templates. They allow a user to specify, with a single code segment, an entire
range of related functions and classes. The Standard Template Library (STL), which is a
part of C++ standard, is widely used to build other libraries. The present framework also
extensively uses the STL containers like list and vector to store data and build other data
structures. It also uses the STL iterators and algorithms to traverse through and perform
various operations (sorting, searching, and f nding) respectively. All these rich features
of the object-oriented programming language C++ makes the software development and
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debugging process simple, fast and eff cient. However, this f exibility and ease is not free
of cost. It may be possible that the executables of a program written in a structured or
other programming system are faster due to mature compilers. Object-oriented development is becoming more common in scientif c software development community because
of reduced development time.

CHAPTER VI
CONCLUSIONS
Automatic CAD model processing, topology generation and feature removal, algorithms are designed, developed, implemented and validated for variety of two- and threedimensional conf gurations. Results demonstrate that the topology generation algorithm
can automatically detect and process commonly found geometrical and topological issues
such as gaps, overlaps, cracks, intersections, T-connections and invalid topology and build
correct adjacency information. Automatic detection and removal of small features from
various real mechanical parts is also achieved. It is evident from the results that these
algorithms can substatially reduce the time and cost associated with the manual CAD processing.

6.1 Summary of Contributions
The primary contributions of the work as described in this dissertation are:
6.1.1 Topology Generation
A topology generation algorithm is developed to detect the commonly found geometrical and topological issues and process them automatically to build topological information. It is based on iterative vertex pair contraction and expansion operations, called
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stitching and f lling respectively. The algorithm closes small gaps/overlaps via the stitching operation and f lls larger gaps by adding faces through the f lling operation to process
the model accurately. Processed CAD models are guaranteed to be free of intersecting
faces or surfaces, which is desirable for many applications. As mentioned earlier, all of
the techniques found in the literature assume that the input model is two-manifold or require some special procedure to handle non-manifold models like a two-manifold model.
This assumption poses many restrictions not only on the input model’s topology type but
also on the topology generation algorithm design. The present algorithm alleviates the
assumption of a two-manifold topology. It can process manifold as well as non-manifold
geometry models, which makes the procedure more general and f exible. Major problems
with existing mesh-based techniques are less reliability and diff culty in preserving small
features whose size is of the same order of error due to the user-specif ed global distance
threshold. This algorithm uses an automatic and adaptive distance threshold that has two
advantages over a choice of one global threshold. First, it enhances the reliability and
robustness of the process. Second, it preserves small features in the model. Moreover,
a spatial data structure, the octree, is used for searching and neighbor f nding to process
large CAD models eff ciently. The topology algorithm blends the combined benef ts of
accuracy, eff ciency, generality and reliability for automatic CAD model topology generation. Results demonstrate that the present algorithm is a signif cant improvement over
existing techniques.
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6.1.2 Feature Removal
Feature detection and removal and feature collapse algorithms are developed to remove small features from the CAD models with minimum user interaction. A feature
size measure based on the surface area and perimeter is developed to determine the size
of the feature in models. The feature detection and removal algorithm uses this measure
to compare the feature size with respect to the overall model size for automatic detection and removal of small features. It is important to note that the small feature removal
may create holes in the model that may not be desirable for many applications. Unlike
previous efforts, the feature detection and removal algorithm goes one step further and
post-processes these holes using the stitching and/or f lling operations of the topology
generation algorithm.
An edge-collapse operation is used as a dimension reduction operator to collapse small
features by few existing techniques. The edge-collapse operation can reduce the dimension but cannot join unconnected regions of the model. The feature collapse algorithm is
based on a vertex pair contraction operation that is a generalization of the edge-collapse
operation. It can pair up any arbitrary vertices and perform iterative vertex pair contraction to collapse small features as well as glue unconnected regions. Hence, the feature
collapse algorithm does not only remove small features from the model but also builds the
topology information. Results showing the automatic detection and removal of the most
commonly found small features like small edges/faces, pin holes, f llets, chamfers, nuts
and bolts from two- and three-dimensional conf gurations are presented.
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6.2 Future Directions
This work is a step towards automatic geometry processing for downstream applications. There are many issues that need to be addressed to automate the geometry preparation in a better way. The CAD model processing framework is essntially developed to
automate the mesh generation process. The processed models can be used as an input
for the mesh generators. The geometry processing toolkit is developed using the object
oriented technology and can easily be extended and reused for other applications. It can
also be integrated in structured and unstructured mesh generators [2, 5] to automate the
geometry preparation and grid generation process. Another possibility of extension is to
develope a virtual environment with graphical user interface and visualization capabilities.
It will help users to create and modify various CAD models as needed with more control.
There are many avenues to improve and extend the present algorithms. Although results indicate CPU requirements are not a signif cant issue, space and time complexity
analysis have to be done. Moreover, the processing algorithms use the octree data structure for searching and neighbor f nding operations. It is well known that the octree requires
more memory compared to the other spatial data structures like k-d tree and alternate digital tree. Hence, use of these data structures may help to reduce the memory requirement
while keeping the speed of the algorithm comparable. The CAD model processing algorithms can also be used for rapid prototyping, computer graphics, real-time rendering and
manufacturing applications. It may be possible that minor application-specif c tuning or
support for specif c f le format is needed.
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