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Die  vorliegende  Arbeit  untersucht  Möglichkeiten  zur  Verbesserung  des 
Kundenservices und Vereinfachung des Supportaufwands im Zusammenhang 
mit  dem Open Ticket  Request  System der Sächsischen Landesbibliothek - 
Staats- und Universitätsbibliothek Dresden. Die dazu spezifizierte Aufgabe 
ist  eine  automatisierte  Personalisierung  der  Benutzertickets  unter 
Verwendung  vorhandener  Stammdaten  der  Benutzer.  Diese  Aufgabe  ist, 
anhand gestellter Anforderungen, in geeignete Bestandteile aufgegliedert, für 
welche  einzeln  Lösungsansätze  vorgestellt  und  bewertet  wurden.  Diese 
theoretischen  Betrachtungen  sind  in  einem  prototypischen  System 
umgesetzt, um die praktische Umsetzbarkeit zu bewerten.
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1 Motivation und Ziele der Arbeit
An  der  Sächsischen  Landesbibliothek  -  Staats-  und  Universitätsbibliothek 
Dresden (SLUB) ist seit Jahren das Open Ticket Request System (OTRS) als 
Kommunikationsschnittstelle  zwischen  der  Abteilung  „IT“  und  den 
Anwendern im internen und externen Umfeld etabliert. Seit einigen Monaten 
wird  das  OTRS  ebenfalls  von  der  Abteilung  „Benutzung  und  Information“ 
verwendet, als Ersatz für ein vorheriges System. Da sich die Arbeitsweise und 
das Umfeld der Abteilungen unterscheiden, gibt es neue Anforderungen an 
das OTRS, welche die Arbeit und den Aufwand für die Abteilung „Benutzung 
und Information“ betreffen. Zielsetzung bei diesen Anforderungen sind eine 
verbesserte  Personalisierung  der  Tickets,  um  die  Benutzer  einfacher 
persönlich ansprechen zu können und damit  das Auftreten dem Benutzer 
gegenüber zu verbessern, sowie eine Vereinfachung für die Mitarbeiter der 
Abteilung  die  Tickets  zu  bearbeiten.  Zu  den  gestellten  Anforderungen 
gehören  unter  anderem,  dass  Basisinformationen  von  Benutzern  der 
Bibliothek im OTRS zur Verfügung stehen und die Tickets, welche im System 
eingehen, weitgehend automatisch und zuverlässig personalisiert werden auf 
Grundlage der vorhandenen Informationen. Die theoretische und praktische 
Erfüllung dieser Anforderungen werden einen wesentlichen Teil  der Arbeit 
darstellen. Hauptziel der Arbeit ist es möglichst die Umsetzungen im Rahmen 
der Standards des Systems vorzunehmen, um Integration und Pflegbarkeit 
einfach zu halten.
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Im folgenden Abschnitt wird als erstes eine Analyse des aktuellen Zustandes 
vorgenommen,  der  als  Ausgangspunkt  für  die  Arbeit  dient.  Anhand  der 
Zielstellung und gegebenen Rahmenbedingungen wird darauf aufbauend der 
SOLL-Zustand  dargestellt,  ohne  an  dieser  Stelle  auf  technisch  mögliche 
Umsetzungen einzugehen.
Diese werden im dritten Abschnitt, im Rahmen einer Konzeption vorgestellt. 
Die betrachteten technisch möglichen Ansätze werden an dieser Stelle mit 
einander verglichen und die jeweiligen Vor- und Nachteile bewertet. Resultat 
der  Konzeption  soll  ein  konkretes  Konzept  für  die  Umsetzung  der 
Pflichtanforderungen sein.
Im  vierten  Abschnitt  wird  dann  ein  Testsystem  entstehen,  welches  die 
Umsetzung des Konzeptes beinhaltet und somit einen Einblick bezüglich des 
praktischen  Nutzens  gewährt.  Dabei  wird  die  Pflegbarkeit  der  benötigten 
Änderungen mit betrachtet, um den Aufwand, der sich mit dem Betrieb der 
Umsetzung ergibt, einschätzen zu können.
Für Anforderungen, die zwar optional sind und nicht direkt im Testsystem 
eine Umsetzung finden, werden im fünften Kapitel Möglichkeiten analysiert, 
Ansätze vorgestellt und diese bewertet.
Schließlich  wird  die  Erfüllung  der  gestellten  Ziele  und  Anforderungen 
untersucht  und  das  vorgeschlagene  Konzept  abschließend  bewertet. 





Eine  grafische  Darstellung  des  IST-Zustandes  ist  als  Anlage  1  der  Arbeit 
beigefügt,  welche  helfen  soll  einen  vereinfachten  Überblick  der 
Zusammenhänge zu erhalten.
Das OTRS dient als zentrales Werkzeug zur Erfassung und Verwaltung aller 
Tickets[*]  und der daraus resultierenden Maßnahmen. Dabei gelangen alle 
Tickets,  die  von  Benutzern  der  Bibliothek  im  System  eingehen,  in  eine 
einheitliche  Queue[*]  „VirtuelleAuskunft“,  welche  durch  die  Abteilung 
„Benutzung  und  Information“  verwaltet  und  betreut  wird.  Diese  ist  nach 
Vorgaben  der  Abteilung  weiter  unterteilt  in  Unter-Queues,  in  welche  die 
Tickets  manuell  durch  die  Agenten[*]  eingeordnet  werden,  um  für  eine 
bessere Übersichtlichkeit zu sorgen, und die Tickets zu kategorisieren.
Hauptschnittstelle  für  die  Benutzer  der  Bibliothek  ist  das  Webformular 
„Schreiben Sie uns“, von welchem aus die Mitteilungen in Form von E-Mails 
an  das  OTRS  gesendet  werden  und  dort  entsprechend  als  Ticket  in  das 
System gelangen. Ebenfalls ist es möglich, dass E-Mails direkt vom Benutzer 
ans OTRS gesendet werden, oder die Meldungen durch einen Agenten für den 
Benutzer aufgenommen werden.
Da die Benutzer der Bibliothek nicht als Kunden[*] im OTRS verfügbar sind 
und  keine  Möglichkeit  eingerichtet  ist,  mit  welcher  sich  die  Benutzer  am 
OTRS anmelden können, kann auch vom Kunden-Frontend keine Meldung als 
Ticket in das OTRS gelangen.
[*] siehe Glossar   
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Zusammenhängend  mit  der  Tatsache,  dass  die  Benutzer  nicht  im  OTRS 
eingetragen sind, ergibt sich ebenfalls, dass keine Kundeninformationen zum 
Benutzer im System verfügbar sind.  Man kann entsprechend nur auf  jene 
Informationen Zugriff nehmen, die in der E-Mail mit übermittelt wurden und 
muss auf die Richtigkeit und Aktualität der übermittelten Daten vertrauen. 
Ein Abgleich mit den Daten, welche der SLUB vorliegen, ist nur über Umwege 
möglich.
Im momentanen  System werden  bestimmte  Informationen  aus  der  E-Mail 
bezogen, sofern diese vollständig und korrekt angegeben sind. Diese werden 
dem jeweiligen Ticket hinzugefügt. Zu diesen Informationen gehören Name, 
Benutzernummer  und  E-Mail-Adresse.  Diese  stehen  dann  ausschließlich 
innerhalb  dieses  Tickets  zur  Verfügung und sind dort  nur  manuell  durch 
Agenten änderbar,  der Benutzer selbst  kann diese nicht  aktualisieren.  Die 
Benutzernummer wird dabei als Kundennummer gesetzt, welche im OTRS als 
Identifikator für die Ticketzuordnung dient, womit die Möglichkeit besteht, 
einzusehen welche anderen Tickets zu dieser Benutzernummer gehören.
Für  automatisch  erzeugte  Antworten,  die  bei  der  Erstellung  des  Tickets 
verschickt  werden,  wird  der  erfasste  Name  mit  verwendet.  Dieser  wird 
ebenfalls  bei  Vorlagen für  Antworten verwendet,  welche für  die Abteilung 
„Benutzung und Information“ im OTRS angelegt wurden.
10
2.2 SOLL-Zustand
Die grafische Darstellung des SOLL-Zustandes ist  der Arbeit  als  Anlage 2 
beigefügt,  welche  einen  vereinfachten  Überblick  der  Zusammenhänge 
vermitteln soll.
Als  erste  Anforderung  steht  die  Anbindung  von  Basisinformationen  der 
Benutzer der Bibliothek aus Libero, dem Bibliothekssystem welches an der 
SLUB Verwendung findet. Die angebundenen Informationen müssen im OTRS 
angezeigt werden können, ohne diese separat durch das System abspeichern 
zu lassen. Sie sollen somit immer bei Bedarf von Libero abgefragt werden. 
Für die Benutzer wird als Identifikator dabei ihre Benutzernummer fungieren. 
Die  Anbindung  der  Basisinformationen  ist  dabei  möglichst  flexibel 
umzusetzen, um bei Bedarf zusätzlich relevante Informationen mit einbinden 
zu können, oder Informationen, die an Relevanz verloren haben, wieder zu 








• Ablaufdatum des Benutzerkontos
Ein  Punkt,  der  dabei  während  der  Umsetzung  im  Testsystem  überprüft 
werden muss, betrifft die Anzeige dieser Informationen. Es ist einzuschätzen 
welche Informationen an welchen Stellen im System einsehbar sein müssen, 
um einen vernünftigen Umgang mit diesen zu ermöglichen. Dabei ist auch zu 
11
unterscheiden,  ob die  eingebundenen Basisinformationen direkt  angezeigt 
werden  sollen,  oder  indirekt  durch  den  Agenten  an  bestimmten  Stellen 
aufzurufen sind.
Anforderung  zwei  ist  die  automatisierte  Kundenzuordnung  der  Tickets, 
welche als  E-Mail  ins System eingehen.  Registrierte Benutzer sollen dabei 
anhand der Benutzernummer zugeordnet werden.  Bei  Benutzern, die nicht 
bei der SLUB registriert sind, wird eine Zuordnung durch die angegebene E-
Mail-Adresse vorgenommen. Wurde die Mitteilung vom Webformular anonym 
verschickt, so ist dieses Ticket einem Standardbenutzer zuzuordnen.
Die dritte Anforderung ist die Personalisierung von Antworten, welche an den 
Benutzer versendet werden. Das bedeutet, dass die korrekte Wahl der Anrede 
möglichst automatisiert erfolgen soll. Da keine festen Vorgaben bestehen, in 
welchem Umfang  die  Personalisierung  zu  erfolgen  hat,  werden  an  dieser 
Stelle  die  Möglichkeiten,  auch im Zusammenhang mit  der Umsetzung der 
zweiten Anforderung, betrachtet und bewertet. Zielsetzung der Umsetzung 
ist hierbei, die Tickets registrierter Benutzer anhand ihrer Informationen zu 
personalisieren  und  bei  allen  anderen  Tickets  nach  einheitlichem  und 
zweckmäßigem Umfang dies durchzuführen.
Weiterhin  fließen  optionale  Anforderungen  mit  in  die  Arbeit  ein,  deren 
Umsetzung nicht fest eingeplant ist, aber Möglichkeiten untersucht werden, 
die zur Erfüllung der Anforderungen beitragen.  Diese Anforderungen sind 
eine Authentifizierungsmöglichkeit  für  Benutzer am Kunden-Frontend vom 




3.1 Datenanbindung von Libero ans Open Ticket Request System
Um die  Basisinformationen  im  OTRS  anzeigen  zu  können,  müssen  diese 
Daten als neues Kunden-Backend angebunden werden. Für die Anbindung 
von Kunden-Backends stellt das OTRS standardmäßig zwei Varianten bereit.
[1]
Zum einen ist die Anbindung mittels Lightweight Directory Access Protocol 
(LDAP) möglich, ein Protokoll für Verzeichnisdienste mit objektorientiertem 
Datenmodell, welches auf dem X.500-Modell basiert.[B2]
Die zweite Variante ist die Datenbankschnittstelle von Perl, welche alle für 
Perl verfügbaren Datenbanktreiber unterstützt. Durch das OTRS selbst wird 
dies aber auf die Datenbankmanagementsysteme (DBMS) DB2, Microsoft SQL, 
MySQL, Oracle und PostgreSQL, als Datenbanktypen, eingeschränkt.[1]
Für  die  Verwaltung  der  Benutzerinformationen  wird  das  Standard-
Bibliothekssystem Libero verwendet, welches die Daten in einer Datenbank 
des  DBMS  Intersystems  Caché  aufbewahrt.  Für  dieses  DBMS  sind  Open 
Database Connectivity(ODBC)-Treiber verfügbar, womit die Daten für jedes 
System verfügbar gemacht werden können, welches ODBC unterstützt.[2][3]
Für 2013 ist eine erste Version von Libero geplant, in der es möglich sein 
wird die Daten mittels LDAP zu verwalten. Ist diese Möglichkeit im Betrieb 
zum Einsatz gekommen, sollte die Umsetzung des Kunden-Backends erneut 
überprüft werden.
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3.1.1 Lightweight Directory Access Protocol
LDAP  als  Backend  für  die  Datenanbindung  der  Kunden  zu  verwenden  ist 
naheliegend, denn bisher wird ein großer Teil der Kunden im OTRS aus einem 
solchen  Verzeichnis  bezogen.  Dieses  Verfahren  ist  demnach  bekannt  und 
umgesetzt.  Das Problem ist  hierbei,  dass bisher  durch Libero selbst  kein 
Verzeichnis für die Daten der Kunden zur Verfügung gestellt wird. Es wäre 
demzufolge nötig ein solches separat aufzubauen und zu pflegen.
Der Vorteil an dieser Umsetzung wäre, dass dieses erstellte Verzeichnis nicht 
nur dem OTRS als Quelle für relevante Daten der Benutzer dienen könnte, 
sondern auch durch andere Verfahren direkt mit genutzt wird. 
Dem  gegenüber  steht  der  Aufwand  ein  solches  Verzeichnis  in  einem 
zweckmäßigen Rahmen aufzubauen und anschließend zu pflegen. Bedingung 
für ein solches Verzeichnis wäre, dass die Daten immer aktuell gegenüber 
dem Datenbestand von Libero sind. Das könnte umgesetzt werden, indem 
Libero  vorgenommene  Änderungen  an  Benutzerdaten  dem  Verzeichnis 
automatisiert übermittelt. Diese Funktionalität wäre mit einer umfangreichen 
Eigenentwicklung verbunden und wird an dieser Stelle ausgeschlossen. Das 
Verzeichnis  müsste  folglich  selbstständig  die  Änderungen  abfragen  und 
einpflegen.  Dadurch  würden  die  ständig  nötigen  Anfragen  eine  starke 
Systemlast erzeugen, welche für den daraus entstehenden Nutzen einen zu 
hohen Aufwand darstellen. Diese Anbindung ist aus derzeitiger Sicht nicht 
brauchbar  möglich,  sollte  jedoch  noch  einmal  begutachtet  werden,  wenn 
Libero  selbst  LDAP  unterstützt  und  dementsprechend  ein  gepflegtes 
Verzeichnis in einfacher Form umsetzbar wird.
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3.1.2 Datenbankverbindung
Für die Anbindung einer Datenbank wird, wie bereits erwähnt, im OTRS über 
Datenbanktreiber von Perl realisiert, welche auch für ODBC vorhanden sind. 
ODBC stellt ein standardisiertes Application Programming Interface (API) für 
den  Zugriff  auf  Daten  in  relationalen  und  nicht-relationalen  DBMS  dar, 
unabhängig vom verwendeten Datenformat des DBMS. Die Unabhängigkeit 
vom DBMS  wird  durch  eine  Zerlegung  der  Datenbankzugriffe  in  logische 
Unterteilungen zwischen Applikation und DBMS realisiert.[B1]
Bei der Anbindung ist es nötig, dass ODBC durch die Applikation unterstützt 
wird und ein Treiber verfügbar ist.  Dies ist  im betrachteten Fall  gegeben. 
OTRS kann ODBC für seine Verbindungen zu Datenbanken verwenden und 
durch Intersystem wird  ein ODBC-Treiber bereitgestellt  und gepflegt.  Das 
Problem hierbei ist, wie bereits erwähnt,  dass OTRS nicht jedes DBMS auf 
diesem Weg unterstützt. Grund dafür sind Unterschiede in den Anweisungen 
für die Abfragen und der Verwaltung des DBMS, so wird beispielsweise für 
Kommentare bei MySQL ein '#' verwendet, während jedes andere von OTRS 
unterstützte  DBMS  dafür  '--'  verwendet.  Diese  Unterschiede  sind  als 
Datenbanktypen in separaten Klassen im OTRS beschrieben.[4]
Bei  der  Umsetzung  wird  zuerst  untersucht  ob  einer  der  vorhanden 
Datenbanktypen  für  Intersystems  Caché  kompatibel  ist  und  diesen 
verwenden. Andernfalls ist es nötig einen neuen Datenbanktyp für OTRS zu 
schreiben und diesen einzupflegen.  Zusätzlich ist  Seitens  Libero über  die 
Bereitstellung einer sogenannten View nachzudenken, um die erforderlichen 
Informationen im OTRS leichter abfragen zu können.
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3.1.3 Simple Object Access Protocol
Das Simple Object Access Protocol (SOAP) ist ein Protokoll zur Übermittlung 
von Nachrichten im Format der Extensible Markup Language (XML). Dieses 
Protokoll  wurde durch Microsoft aus den Ideen von XML-RPC, dem ersten 
Protokoll zur Nachrichtenübermittlung mit XML, entwickelt und beim World 
Wide Web Consortium (W3C) eingereicht. Das W3C hat SOAP in Version 1.2 
als Empfehlung veröffentlicht.[B3]
SOAP wird  weder  vom OTRS  als  Kunden-Backend  noch  von  Libero  direkt 
unterstützt. Allerdings existiert in der SLUB eine SOAP-Implementierung mit 
der  es  möglich  ist  Benutzer,  die  im  Libero  verwaltet  werden,  zu 
authentifizieren  und  für  diese  Benutzer  bestimmte  Basisinformationen 
abzurufen.  Für  OTRS  müsste  entsprechend  eine  Schnittstelle  entwickelt 
werden, die auf die SOAP-Implementierung zugreift und die Daten ausliest. 
In  welcher  Form eine  solche  Schnittstelle  aufgebaut  werden  muss,  ist  im 
Entwicklerhandbuch vom OTRS beschrieben und für Perl existiert ein Paket 
für  SOAP,  womit  der  zu  erwartende  Entwicklungsaufwand  sich  im 
überschaubaren Rahmen halten sollte.[4]
Die Probleme dieses Vorgehens bestehen im eingeschränkten Umfang der 
SOAP-Implementierung,  da  Basisinformationen  der  Benutzer  abgerufen 
werden können, aber dies nur bei vollständig angegebener Benutzernummer 
möglich  ist.  Die  Suche  nach  Benutzern  anhand  eines  Teils  der 
Benutzernummer,  oder  des  Namens  ist  nicht  möglich.  Außerdem werden 
nicht alle benötigten Informationen geliefert.
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3.1.4 Gegenüberstellung der Ansätze
Ein  auf  dem  LDAP  basiertes  Verzeichnis  wäre  eine  wünschenswerte 
Umsetzung gewesen. Durch die hohe Last, die es für das System darstellen 
würde und die dazu gehörige Eigenentwicklung, ist es aber nicht tragbar und 
scheidet aus der weiteren Betrachtung aus.
SOAP  als  Ansatz  für  eine  mögliche  Umsetzung  wird  nicht  als  geeignet 
betrachtet. Eine erste Implementierung auf Seiten vom OTRS wird zwar mit 
geringem  Aufwand  eingeschätzt,  jedoch  sind  unter  den  derzeitigen 
Gegebenheiten  nicht  die  Forderungen  des  SOLL-Zustandes  erfüllbar.  Eine 
Erweiterung der Gegenstelle würde nötig werden, wodurch Systeme, welche 
bereits diese Gegenstelle nutzen, mit von den Änderungen betroffen wären. 
Dies würde einen hohen Aufwand bedeuten. Auch dieser Ansatz wird nicht 
weiter betrachtet.
Die  Anbindung  durch  eine  Datenbankverbindung  herzustellen  ist  der 
erfolgversprechendste betrachtete Ansatz. Die Bereitstellung einer View für 
den Zugriff sollte ohne größeren Aufwand und Pflegebedarf umsetzbar sein, 
womit die Datenzuordnung, welche Spalte im Intersystems Caché zu welcher 
Variable im OTRS gehört, unkompliziert sein wird. Die größte Schwierigkeit in 
der Umsetzung wird die Erstellung des nötigen Datenbanktyps für das OTRS 
und  dessen  Pflege  darstellen,  sofern  sich  keiner  der  vorhandenen 
Datenbanktypen als kompatibel erweist.
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3.2 Zuordnung und Personalisierung der Tickets
Für die Zuordnung und Personalisierung der Tickets ist zu betrachten, wie 
Daten  im  System  ankommen,  in  welcher  Form  diese  verarbeitet  werden 
können und auf welche Weise die Anzeige erfolgen kann.
Die Wege auf denen Daten in das System gelangen, sind E-Mails, welche im 
Fall  des  Webformulars  einer  einheitlichen Konvention entsprechen sollten, 
und die Web-Frontends des OTRS für Agenten und Kunden.
Daten  die  über  den  Weg  der  E-Mail  ins  System  gelangen,  können  per 
Postmaster-Filter  verarbeitet  werden.  Mit  diesem  ist  es  möglich 
verschiedenste Daten aus der eingegangen E-Mail auszulesen und darauf in 
gewissem Umfang zu reagieren. Diese Verarbeitung ist bei der Verwendung 
der Web-Frontends des OTRS nicht möglich.[1]
Anzeigende  Komponenten  des  Systems  sind  Anreden,  Signaturen, 
Antwortvorlagen und automatische Antworten. Diesen ist es nur möglich auf 
die vorhandenen Daten zuzugreifen, aber nicht diese erneut zu verändern, 
oder anhand der vorhandenen Daten eine Fallunterscheidung vorzunehmen.
[1]
Bei der Personalisierung ist es folglich sehr wichtig, dass die Komponenten 




Der Postmaster-Filter teilt  sich in drei  Bestandteile auf,  den Prefilter,  eine 
Ticketkategorisierung und  den  eigentlichen  Postmaster-Filter.  Diese 
Bestandteile kommen, beim Empfang einer E-Mail, in genannter Reihenfolge 
zum  Einsatz  und  dienen  auf  ihre  Weise  dem  Filtern  und  Verteilen  der 
Nachrichten.
Die Prefilter werden als erstes angewendet, haben standardmäßig Zugriff auf 
verschiedene  Module  und  neue  Filter  müssen  direkt  in  den 
Konfigurationsdateien vom OTRS angelegt werden.  Mit diesen ist es unter 
anderem möglich  Spamnachrichten  auszufiltern,  Followups  zu  bearbeiten, 
oder Systemnachrichten zu erkennen, auf die nicht geantwortet werden soll. 
Der Zweck dieser Filter ist es somit eine gewisse Sortierung vorzunehmen. Es 
besteht die Möglichkeit eigene Module für die Prefilter zu schreiben, um auf 
spezielle Gegebenheiten reagieren zu können. Da das Anlegen dieser Filter 
direkt  in  den Dateien  geschieht,  ist  zu  bedenken,  dass  bei  Updates  vom 
System diese Filter erneut eingetragen und gegebenenfalls angepasst werden 
müssen, womit ein erhöhter Wartungsaufwand zu erwarten ist. Es ist dabei 
zu empfehlen diese Filter nur mit Bedacht einzusetzen.[1][4]
Bei der Ticketkategorisierung wird überprüft ob es sich bei dem Ticket um 
ein  standardmäßiges  Followup  handelt,  ob  im  Fall  des  Followup  dieses 
akzeptiert, oder zurückgewiesen wird, oder ob es sich um ein neues Ticket 
handelt. Erwähnenswert dabei ist, dass bei neuen Tickets eine automatisierte 
Kundenzuordnung erfolgen kann.  Diese  Zuordnung erfolgt  standardmäßig 
anhand  der  Absenderadresse,  welche  mit  konfigurierten  Datensätzen  der 
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Kunden-Backends abgeglichen und auf Übereinstimmung geprüft werden. Es 
wäre  an  sich  möglich  diese  Kategorisierung  anzupassen,  so  dass  auch 
anhand anderer Kriterien die Kundenzuordnung erfolgen kann, doch würde 
das  einen  hohen  Wartungsaufwand  bedeuten  und  ist  damit  nicht  zu 
empfehlen. Nur die Konfiguration der zu durchsuchenden Datensätze ist an 
dieser Stelle in Betracht zu ziehen.
Die Postmaster-Filter sind über das Administrations-Frontend einstellbar und 
bieten  die  Möglichkeit  auf  vier  mit  logischem  „UND“  verknüpfte 
Filterbedingungen  mit  bis  zu  vier  Änderungen  zu  reagieren.  Bei  den 
Filterbedingungen wird auf die Header der E-Mail Zugriff genommen, welche 
in  der  Sysconfig  von  OTRS  definierbar  sind  und  werden  durch  reguläre 
Ausdrücke ausgewertet. Die Reihenfolge in der die Filter Anwendung finden, 
ist  durch die alphabetische Sortierung der Filternamen vorgegeben, womit 
sich  eine  Nummerierung  vor  einer  Filterbeschreibung  sehr  gut  eignet, 
beispielsweise in der Form '001-Systemnachrichten'. Änderungen sind dabei 
beispielsweise  möglich an der  Kundennummer,  dem Typ des Tickets,  der 
Queue in welche das Ticket gelangt, oder der Belegung von Freitextfeldern. 
Zudem besteht die Möglichkeit mit Zutreffen eines Filters die Abarbeitung 
der weiteren Filter zu beenden. Da diese Filter in der internen Datenbank 
hinterlegt werden und bei Updates für die Migration der Datenbank gesorgt 
wird, ist der zu erwartende Wartungsaufwand hier sehr gering. Mit diesen 
Filtern  besteht  der  geeignetste  Weg  die  vom  Webformular  eingehenden 
Mitteilungen  für  das  OTRS  zu  bearbeiten,  da  eine  einfache  Konfiguration 
möglich ist und nur wenig Wartungsaufwand besteht.[1]
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3.2.2 Automatische Antworten und Antwortvorlagen
Automatische Antworten bieten die Möglichkeit Nachrichten an Kunden zu 
versenden,  wenn  bestimmte  Ereignisse  eintreten.  Diese  Ereignisse  sind 
beispielsweise das Anlegen eines neuen Tickets, das Schließen eines Tickets 
oder  Followups.  Die  Konfiguration  dieser  Nachrichten  kann  im 
Administrations-Frontend vorgenommen werden und erlaubt den Zugriff auf 
Variablen, die das OTRS bereit hält, wie zum Beispiel die Ticketnummer, die 
Mitteilung auf die reagiert wird, oder den Namen des Kunden. Für jede Queue 
kann pro Ereignis eine beliebige, für dieses Ereignis bestimmte, automatische 
Antwort festgelegt werden.[1]
Die Antwortvorlagen bestehen aus einer Anrede, der Antwort selbst und einer 
Signatur, welche abhängig von der jeweiligen Queue sind. Dabei kann es pro 
Queue immer nur eine Anrede und eine Signatur geben, für die Antworten, 
welche die vorgefertigten Texte der Nachrichten sind,  ist  es möglich eine 
Auswahl  abhängig  von  der  Queue  vorzunehmen,  sodass  nur  die 
ausgewählten Vorlagen bei Antworten zur Verfügung stehen.[1]
Diese Antworten zu konfigurieren wird voraussichtlich sehr aufwendig, weil 
auf verschiedene Fälle von vorhandenen Informationen Rücksicht genommen 
werden  muss.  Besonders  bei  den  automatischen  Antworten  muss  eine 
zuverlässige Lösung geschaffen werden,  da diese nicht  durch Agenten im 
OTRS bearbeitet werden können, bevor sie versendet werden.
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3.2.3 Bewertung der Ansätze
Prefilter eignen sich, durch die Möglichkeit auf Module Zugriff zu nehmen 
und diese selbst programmieren zu können, für den Einsatz als systemweite 
Filter, die auch auf Sonderfälle reagieren können. Die Erstellung dieser Filter 
ist  aber  recht  aufwendig  und  die  Möglichkeiten  werden  nicht  für  die 
Umsetzung benötigt, womit sie keine Anwendung finden.
Die Ticketkategorisierung, insbesondere die Kundensuche bei neuen Tickets, 
ist sehr hilfreich, um anhand der E-Mail-Adresse den Kunden zu bestimmen. 
Als Vorgabe ist aber die Zuordnung mittels der Benutzernummer gefordert, 
welche  sich  auf  diesem Weg nicht  vernünftig  umsetzen lässt.  Damit  wird 
diese ebenfalls nicht bei der Umsetzung verwendet.
Die  Postmaster-Filter  sind  einfach  zu  erstellen  und  decken,  durch  die 
Zugriffsmöglichkeiten  auf  die  verschiedenen  Header  einer  E-Mail,  einen 
großen  Funktionsumfang  ab.  Mit  diesen  wird  die  Verarbeitung  der 
eingehenden  Nachrichten  vorgenommen,  wobei  eine  gute  Strukturierung 
nötig sein wird.
Automatische Antworten und Antwortvorlagen werden im vollen Umfang bei 
der Umsetzung betrachtet, da alle Bestandteile der Funktionalität einen Teil 
zur Erfüllung der Zielsetzung beitragen können. Ziel dabei ist es nicht eine 
vollständige Automatisierung zu erreichen, sondern mit einem akzeptablen 
Aufwand  für  die  Konfiguration  ein  einheitliches  Auftreten  dem  Benutzer 




Um die Basisinformationen der Bibliotheksbenutzer an das OTRS anzubinden, 
wird eine Datenbankverbindung mittels ODBC hergestellt und konfiguriert. 
Da Cache nicht direkt als Datenbanktyp durch OTRS unterstützt wird, werden 
zuerst die vorhandenen Datenbanktypen auf Kompatibilität überprüft und bei 
positivem Ergebnis zum Einsatz gebracht. Bei einem negativen Ergebnis der 
Kompatibilitätsprüfung wird die Entwicklung eines neuen Datenbanktyps für 
das OTRS vorgenommen. 








• Ablaufdatum des Benutzerkontos
Die Kundennummer von OTRS wird dabei durch die Benutzernummer belegt 
werden, genauso wie das Login. Die Kundensuche wird konfiguriert, sodass 
anhand  der  Benutzernummer  und  des  Namens  eine  Suche  vorgenommen 
werden  kann.  Eine  automatische  Ticketzuordnung  durch  die 
Ticketkategorisierung wird nicht verwendet, da die Zuordnung der Tickets zu 
den Kunden über die Benutzernummer und nicht über die E-Mail-Adresse 
erfolgen soll.
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Ist die Zuordnung zu einer Kundennummer nicht möglich, soll stattdessen 
die E-Mail-Adresse als Kundennummer verwendet werden, wobei in diesem 
Fall keine Basisinformationen aus Libero abgerufen werden sollen, sondern 
nur Informationen verwendet werden, welche aus der Mitteilung stammen. 
Anonymisierte  Nachrichten  sollen  auf  einen  festgelegten  Kunden  vereint 
werden und keine automatischen Antworten erzeugen.
Für  die  Verarbeitung  eingehender  Mitteilungen  wird  ein  System  aus 
Postmaster-Filtern entstehen. Innerhalb dieses Systems ist eine zuverlässige 
Erkennung  einer  angegebenen  Benutzernummer  wichtig,  welche  für  die 
Kundenzuordnung  verwendet  wird.  Weiterhin  ist  eine  zuverlässige 
Möglichkeit  zu  erarbeiten,  die  Anrede  für  Antworten  zu  personalisieren, 
wofür  eine einheitliche  Datengrundlage für  die  Tickets  Voraussetzung ist. 
Dabei ist zu beachten, dass diese Datengrundlage auch für Tickets vorliegen 
muss,  welche  durch  Agenten  angelegt  werden.  Ein  weiterer  Fall,  der  zu 
bearbeiten ist, besteht darin, dass nicht alle Bibliotheksbenutzer eine E-Mail-
Adresse eingetragen haben, womit Antworten aus dem OTRS nicht möglich 
sind,  infolgedessen  auch  die  Erzeugung  einer  automatischen  Antwort 
verhindert werden soll.
Darauf  aufbauend  sollen  automatische  Antworten  und  Antwortvorlagen 
erstellt  werden,  die  eine  zuverlässige  personalisierte  Anrede  des  Kunden 
ermöglichen.  Schwerpunkt  dabei  ist  die  Zuverlässigkeit  der  erstellten 
Antworten,  um  ein  ordentliches  und  vertrauenswürdiges  Auftreten  den 




Damit die Ergebnisse des Testsystems für eine Einschätzung der Performance 
im  realen  Betrieb  verwendbar  sind,  ist  das  System  mit  einer  möglichst 
identischen  Konfiguration,  wie  das  Produktivsystem,  aufgebaut.  Es  wird 
entsprechend eine virtuelle Maschine zum Einsatz gebracht, welche folgende 
Hardware konfiguriert hat:
• ein Prozessor
• 1024 MB Arbeitsspeicher
• zwei Festplatten mit jeweils 10 GB
• ein Netzwerkadapter
Als Betriebssystem wird Debian GNU/Linux 6.0 („Squeeze“) auf dem Server 
installiert.  Damit  sind  alle  grundlegenden  Funktionalitäten  und 
Konfigurationen exakt wie auf dem produktiven Server anwendbar und es 
kann sicher  gestellt  werden,  dass die  gleiche Software  für  beide Systeme 
verfügbar ist.
Eine  der  Festplatten  wird  bei  der  Grundinstallation  vollständig  auf  '/opt' 
eingehangen.  In  dieses  Verzeichnis  werden  alle  für  das  OTRS  relevanten 
Dateien abgelegt. Damit werden die Festplattenzugriffe vom Betriebssystem 




Für die grundlegende Installation vom OTRS wird die im Administrations-
Handbuch beschriebene manuelle Installation angewendet.[1]
Im Testsystem kommt OTRS 3.0.11 zum Einsatz, das dafür benötigte Archiv 
wurde  von  http://ftp.otrs.org/pub/otrs/otrs-3.0.11.tar.gz  (Stand 
16.07.2012)  bezogen,  ins  Verzeichnis  '/opt'  entpackt  und  zu  'otrs' 
umbenannt.
Damit  das  OTRS  richtig  arbeiten  kann,  ist  es  zunächst  nötig  einige 
Softwarepakete  und  Perl-Module  zu  installieren.  Es  werden  auf  dem 




















Zwei wichtige Pakete, die in der Aufzählung nicht vorkommen, aber durch die 
Abhängigkeiten  in  den  Paketen  automatisch  mit  installiert  werden,  sind 
Apache2,  der  Webserver  über  den  OTRS  erreichbar  sein  wird,  und  Perl, 
worauf das OTRS basiert und arbeitet.
Durch  Perl  werden  zusätzlich  die  Module  'CGI',  'CGI::Fast'  und 
'Encode::HanExtra' installiert. Damit sind alle Voraussetzungen an installierte 
Software  für  den  allgemeinen  Betrieb  vom OTRS  erfüllt.  Dies  kann  durch 
ausführen  des  Skriptes  '/opt/otrs/bin/otrs.CheckModules.pl'  überprüft 
werden.  Im  Testsystem  wird  dabei  ein  Fehler  beim  Modul  'SOAP::Lite' 
angezeigt, der aber ignoriert werden kann, solange SOAP nicht zum Einsatz 
im OTRS kommt. Für den Fall,  dass SOAP benötigt wird,  ist  manuell  eine 
ältere Version des Moduls zu installieren.
Anschließend  wird  der  benötigte  Benutzer  angelegt  und  in  der 
dazugehörigen  Gruppe  hinzugefügt.  Der  Benutzername  ist  'otrs'  und  die 
Gruppe, zu der dieser Benutzer hinzugefügt werden muss, ist 'www-data', 
damit das OTRS und der Webserver zusammen arbeiten können.
Danach  werden  zwei  vom  OTRS  mitgelieferte  Konfigurationsdateien 
umbenannt,  sodass  sie  vom  System  verwendet  werden  können. 
'Config.pm.dist' ist die eine Datei, liegt unter '/opt/otrs/Kernel' und wird in 
'Config.pm'  umbenannt.  'GenericAgent.pm.dist'  die  andere,  welche  unter 
'/opt/otrs/Kernel/Config' liegt und 'GenericAgent.pm' zu benennen ist.
Um sicher zu stellen, dass das OTRS die nötigen Zugriffsrechte besitzt, wird 
ein  vom  OTRS  mitgeliefertes  Skript  ausgeführt,  um  die  benötigten 
Berechtigungen  einzurichten.  Dieses  Skript  heißt  'otrs.SetPermissions.pl', 
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liegt unter '/opt/otrs/bin' und muss mit den Parametern '--otrs-user=otrs 
--otrs-group=Otters  --web-user=www-data  --web-group=www-data 
/opt/otrs' aufgerufen werden.
Es folgt die Konfiguration des Apache-Webservers, indem eine mitgelieferte 
Konfiguration  kopiert  und  anschließend  durch  den  Betrieb  festgelegte 
Zugriffsbeschränkungen  ergänzt  wird.  Sind  diese  eingetragen  und 
gespeichert, ist ein Neustart des Webservers nötig.
Im nächsten Schritt wird die Datenbank vorbereitet, wobei ebenfalls die im 
Administrations-Handbuch  beschriebene  manuelle  Installation  der  OTRS 
Datenbank  Verwendung  findet.[1]  Die  dafür  nötigen  Dateien  sind  unter 
'/opt/otrs/scripts/database/' zu finden. Die Datenbank ist dabei nicht lokal 
eingerichtet  wurden,  sondern auf  einem allgemeinen Datenbankserver des 
Betriebs.
Damit das OTRS auf die eben eingerichtete Datenbank zugreifen kann, muss 
die 'Config.pm' unter '/opt/otrs/Kernel' entsprechend angepasst werden. Da 
diese Datei auch für die Authentifizierung am System verantwortlich ist, wird 
die 'Config.pm' des produktiven Systems eingespielt und für den Testserver 
angepasst.  Diese  Datei  dient  als  Ausgangspunkt  für  die  weiteren 
Anpassungen.
Schließlich folgt die Aktivierung der Cronjobs, wie es im Administrations-
Handbuch  beschrieben  ist.[1]  Damit  ist  das  System  einsatzbereit. 
Konfigurationen, welche für die Erfüllung der Zielsetzungen benötigt werden, 
sind in den folgenden Kapiteln beschrieben.
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4.3 Einrichtung des neuen Kunden-Backends
Wie im Konzept beschrieben, soll die Anbindung der Daten aus dem Libero 
durch  eine  ODBC-Verbindung  zwischen  OTRS  und  Intersystems  Caché 
realisiert werden.
Dafür ist es als erstes nötig, dass das System auch mit ODBC arbeiten kann. 
Das  dafür  grundlegende  Perl-Modul  heißt  DBI  (DataBase  Interfacce)  und 
wurde  bereits  bei  der  Grundinstallation  des  OTRS  aufgrund  von 
Abhängigkeiten mit installiert. Zusätzlich wird ein Treiber für die Datenbank 
benötigt, wobei im konkreten Fall keine bestimmte Datenbank gemeint ist, 
sondern ODBC. Entsprechend wird das Paket 'libdbd-odbc-perl' installiert.
Damit es ODBC möglich ist mit Intersystems Caché zu arbeiten, werden als 
nächstes die im Kapitel 3.1 erwähnten Treiber[3] auf dem Server entpackt 
und konfiguriert. Nach dem Entpacken führt man dafür zuerst die im Ordner 
liegende 'ODBCinstall' aus. Es werden Beispieldateien erzeugt, anhand derer 
man die Verwendung der Treiber an verschiedenen Stellen ersehen kann. In 
diesem  Fall  ist  im  Unterordner  'mgr/'  die  Datei  'cacheodbc.ini'  von 
Bedeutung,  da  diese  Beispielkonfigurationen  für  ODBC  bereithält.  Mit  der 
Beispielkonfiguration als Vorlage werden die nötigen Eintragungen für den 
Betrieb spezifisch in  der  '/etc/odbc.ini'  vorgenommen.  Hierbei  ist  auf  die 
Namensgebung für die Eintragung zu achten, denn anhand dieses Namens 
bestimmt das OTRS den Typ der Datenbank. Wie beschrieben, wird an dieser 
Stelle versucht einen kompatiblen Datenbanktyp zu finden. Zu Beginn wird 
MySQL verwendet und deswegen für den Namen 'mysqlCache' eingetragen.
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Ist dies erledigt, kann die Konfiguration in der '/opt/otrs/Kernel/Config.pm' 
vorgenommen werden. Welche Parameter für diese Konfiguration nötig sind, 
ist im Administrations-Handbuch vom OTRS nachlesbar.[1]
Da es sich hierbei um das dritte Kunden-Backend handelt, wird in die erste 
Zeile der neuen Konfiguration '$Self->{CustomerUser3} = {' eingetragen. Als 
'Name', welcher im Administrations-Frontend vom OTRS zu sehen ist, wird 
'Libero  Backend'  gewählt  und  als  zu  verwendendes  Modul,  Schlüsselwort 
'Module', ist 'Kernel::System::CustomerUser::DB' anzugeben.
Unter  dem  Schlüsselwort  'Params'  wird  als  'DSN'  (Data  Source  Name) 
'DBI:ODBC:mysqlCache' eingetragen, wobei sich 'DBI' auf das genannte Perl-
Modul  bezieht,  'ODBC'  die  zu  verwendende  Datenbankschnittstelle  angibt 
und 'mysqlCache' der konfigurierte Name für die Datenbankverbindung ist. 
Ebenfalls unter 'Params' ist die Tabelle, Schlüsselwort 'Table', anzugeben, aus 
der das OTRS seine Daten bezieht. Allerdings können nicht alle notwendigen 
Daten aus einer einzelnen Tabelle bezogen werden. Es sind Daten aus zwei 
verschiedenen  Tabellen  erforderlich.  Der  ursprünglich  angedachte  Ansatz 
eine  View  zu  erstellen,  aus  der  alle  Daten  abrufbar  sind,  kann  nicht 
umgesetzt werden, weil die benötigten Berechtigungen fehlen um eine solche 
View anzulegen. Es ist deshalb unvermeidlich, dass das OTRS selbst auf die 
entsprechenden  Tabellen  zugreift  und  miteinander  verbindet,  um  die 
benötigten Daten auslesen zu können.  Für  die Lösung muss man wissen, 
dass  das  OTRS  den  Wert  der  Tabelle  in  Abfragen  der  Structured  Query 
Language (SQL)  zwischen dem FROM und WHERE verwendet.  Damit  ist  es 
möglich mehrere Tabellen entsprechend der Syntax von SQL miteinander zu 
verbinden. Der Wert, der für die Tabelle eingetragen wird ist in diesem Fall:
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'LIB_BORROWERS  INNER  JOIN  LIB_BORROWER_IDS  ON 
LIB_BORROWERS.BORROWER_NUMBER=LIB_BORROWER_IDS.BORROWER_NUMB
ER'.
Für  'CustomerKey'  und  'CustomerID'  wird  die  Tabellenspalte  der 
Benutzernummer  angegeben.  'CustomerKey'  steht  dabei  für  das  Login, 
verbindet  demzufolge  den  authentifizierten  Benutzer  mit  seinen 
Benutzerdaten.  Die  'CustomerID'  gibt  die  vom  OTRS  verwendete 
Kundennummer an.
'CustomerUserListFields' und 'CustomerUserSearchFields' sind für die Suche 
nach  Benutzern  bei  der  Erstellung  neuer  Tickets  von  Interesse.  Die 
'CustomerUserSearchFields' geben dabei an welche Tabellenspalten nach dem 
Suchbegriff  durchsucht  werden sollen.  Das sind hier  die  Benutzernummer 
und  der  Nachname.  Durch  'CustomerUserListFields'  wird  bestimmt welche 
Tabellenspalten der Suchtreffer angezeigt werden, in diesem Fall Vorname, 
Nachname, Benutzernummer und E-Mail-Adresse. Damit sind die Benutzer in 
bei der Suche einfach auseinander zu halten.
Auf  'CustomerValid'  und  'CustomerPostMasterSearchFields'  wird  verzichtet, 
da  diese  Werte  keine  Bedeutung  für  das  neue  Backend  haben.  Aus 
'CustomerValid' wird entnommen, ob ein Datensatz noch gültig ist, was bei 
den Datensätzen von Libero immer der Fall ist und in keiner Tabellenspalte 
separat  gepflegt  wird.  Die  'CustomerPostMasterSearchFields'  werden 
verwendet,  um  anhand  einer  eingehenden  E-Mail  die  Kundenzuordnung 
stattfinden zu lassen. Da dieser Mechanismus nicht verwendet werden soll, 
wird kein Wert gesetzt.
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Die Map dient  der Zuordnung und Konfiguration von Tabellenspalten und 
Variablen vom OTRS. Hier wird für jede benötigte Tabellenspalte angegeben, 
auf welcher Variablen vom OTRS der Wert abrufbar sein soll, die Beschriftung 
des Wertes, der Name der Tabellenspalte, ob dieser Wert angezeigt werden 
soll, ob es sich um ein Pflichtfeld handelt, in welchem Datenformat der Wert 
geliefert wird, ob der Wert mit einem Link versehen werden soll und ob der 
Wert schreibgeschützt ist. Die genaue Konfiguration der Map ist in Anlage 3 
einsehbar.  Standardmäßig  ist  es  nicht  möglich  die  Informationen  nur  an 
bestimmten Stellen anzeigen zu lassen. Durch das OTRS-Paket „KIX4OTRS“ 
der Firma c.a.p.e. IT GmbH ist dies möglich, die dafür nötige Konfiguration 
wird in dieser Arbeit jedoch nicht betrachtet.
Da die Datenbank keine Schreibvorgänge zulässt, wird 'ReadOnly' noch auf 
den  Wert  '1'  gesetzt,  um  zu  verhindern,  dass  durch  das  OTRS  Fehler 
produziert werden.
Mit der beschriebenen Konfiguration, bei der bisher nicht erwähnte Werte mit 
den Standardwerten belegt sind, wird ein erster Versuch unternommen, nach 
einem Kunden aus dem Backend zu suchen. Im Agenten-Frontend wird dafür 
die  Erstellung  eines  neuen  Telefon-Tickets  gewählt  und  nach  einer 
festgelegten  Benutzernummer  gesucht.  Da  diese  Suche  keine  Ergebnisse 
liefert, wird eine Suche nach einem festgelegten Nachnamen unternommen, 
welche nur Ergebnisse aus dem Kunden-Backend der Mitarbeiter liefert. Ein 
Blick in das Systemprotokoll vom OTRS zeigt eine Fehlermeldung, die sich auf 
Caché ODBC bezieht, aber nichts Eindeutiges aussagt. 
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Da  die  allgemeine  Konfiguration  fehlerfrei  erscheint,  wird  davon 
ausgegangen, dass ein Problem mit dem Datenbanktyp vorliegt. Als nächstes 
wird Oracle als Datenbanktyp geprüft,  entsprechend werden die Namen in 
'oracleCache' geändert.
Erneut wird im Agenten-Frontend versucht bei der Erstellung eines Telefon-
Tickets  die  festgelegte  Benutzernummer  zu suchen.  Der  Indikator  für  die 
Suche wurde angezeigt  und nach etwa 20 Sekunden war  das gewünschte 
Ergebnis zu sehen. Nach Auswahl des Kunden vergingen nochmal ungefähr 
30  Sekunden,  bis  die  'Kunden-Info'  und  die  'Kunden-Historie'  angezeigt 
wurde. Für die lange Suchzeit sind verschiedene Faktoren mit verantwortlich. 
Es werden bei jeder Suche nacheinander alle Kunden-Backends durchsucht, 
weshalb sich die benötigte Zeit mit jedem hinzugefügten Backend verlängert. 
Das neue Backend umfasst außerdem sehr viele Datensätze, womit die Suche 
sehr  umfangreich  ist.  Und  ODBC  bietet  zwar  Zugriff  auf  verschiedenste 
Datenbanken, dieser ist allerdings nicht optimiert und dauert infolgedessen 
länger als direkte Zugriffe.
Da das OTRS im Regelfall die Daten immer direkt bezieht, wenn sie benötigt 
werden,  würden  diese  Verzögerungen  bei  jedem  einzelnen  Vorgang 
auftreten. Um die Verzögerungen an einigen Stellen zu vermeiden, wird ein 
Cache für diese Kunden-Backend konfiguriert, der alle gestellten Abfragen 
mit ihren Ergebnissen für eine bestimmte Zeit  hinterlegt und so schneller 
zugänglich macht. Dafür wird in der 'Config.pm' der Schlüsselwert 'CacheTTL' 
gesetzt. Als Wert ist die Zeit in Sekunden anzugeben, die der Cache gültig 
sein  soll,  was  im  Testsystem  mit  '1800',  entsprechend  30  Minuten, 
angegeben wird.
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Es  wird  noch  für  'CustomerUserSearchListLimit'  der  Wert  '20'  statt  '250' 
eingetragen,  womit  der  Aufruf  der  Kunden-Verwaltung  beschleunigt  wird, 
ohne die Kundensuche beim Erstellen von Tickets zu beschränken, da diese 
maximal 20 Ergebnisse anzeigt.
Bei der Überprüfung weiterer Einträge aus dem neuen Kunden-Backend fiel 
auf,  dass  Umlaute  nicht  korrekt  angezeigt  werden.  Die  Überprüfung  der 
Konfiguration  ergab  keine  offensichtlichen  Fehler.  Die  Ursache  für  dieses 
Problem konnte nicht nachvollzogen werden. Es wurden Konfigurationen für 
die Verwendung unterschiedlicher Zeichenkodierungen überprüft,  ohne ein 
anderes Ergebnis zu erzielen. Dieses Problem muss behoben werden, um die 
Anbindung der Basisinformationen praktisch verwenden zu können.
Zudem  wurde  festgestellt,  dass  es  Probleme  bei  der  Erstellung  neuer 
Telefon-Tickets gibt. Das erste besteht darin, dass die E-Mail-Adressen der 
Bibliotheksbenutzer keinem Mailexchange-Eintrag, MX-Record genannt, der 
vom Testsystem verwendeten Domain Name System Server, als DNS-Server 
bezeichnet, entsprechen und somit ungültig für das OTRS sind. Das zweite 
Problem  ist,  dass  Bibliotheksbenutzer  existieren,  welche  keine  E-Mail-
Adresse eingetragen haben, das OTRS aber die entsprechende Variable auf 
eine  gültige  E-Mail-Adresse  nach  allgemeinem Muster  überprüft,  welches 
einem leeren Eintrag nicht entspricht. Diese beiden Kontrollen werden durch 
das  setzen  des  Wertes  '0'  für  '$Self->{CheckEmailAddresses}'  und  '$Self-
>{CheckMXRecord}'  ignoriert.  Damit  überprüft  das  OTRS  E-Mail-Adressen 
nur noch auf Ungültigkeit, was bedeutet, das nicht zwei oder mehr Punkte 
aufeinander folgen dürfen, oder ein Punkt direkt vor dem @ steht, womit eine 
fehlende E-Mail-Adresse als gültig bewertet wird.
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4.4 Konfiguration der Postmaster-Filter
Die  Postmaster-Filter  arbeiten  unabhängig  vom Kunden-Backend.  Für  die 
Funktionalität der folgenden Konfiguration ist nur die Konvention der E-Mails 
vom Webformular entscheidend. Die Betrachtung ist jedoch mit der Annahme 
eines  funktionierenden  Kunden-Backends  durchgeführt  worden,  um  eine 
brauchbare Grundlage für die dritte Anforderung zu schaffen.
Postmaster-Filter  werden,  wie  in  der  Vorbetrachtung  bereits  erwähnt,  in 
alphabetischer  Reihenfolge  bearbeitet.  Um  eine  gute  Strukturierung  zu 
erreichen, wird deswegen eine Namenskonvention eingeführt, anhand derer 
die  Filter  anzulegen  sind.  Am  Anfang  jedes  Filternamens  steht  eine 
dreistellige Zahl mit führenden Nullen,  gefolgt von einem Bindestrich und 
einem Stichwort  zur  Filterbeschreibung.  Die  erste  Ziffer  des  Namens  soll 
dabei für eine Art Kategorie stehen, wobei die '0' für Filter reserviert sein soll, 
welche  systemweite  Auswirkung haben,  beispielsweise  die  Erkennung von 
Spam und Systemnachrichten. Die beiden nachstehenden Ziffern sind für die 
Reihenfolge  der  Filter  innerhalb  einer  Kategorie  zu  verwenden.  Bei  der 
Erstellung der Filter ist es daher nicht zweckmäßig mit der Nummerierung bei 
0 zu beginnen und schrittweise zu steigern, sondern jeweils zwischen den 
Nummerierungen der Filter etwas Freiraum zu lassen, sofern die Filter nicht 
direkt aufeinander aufbauen. Damit ist es im Betrieb einfacher möglich neue 
benötigte Filter in die Struktur zu integrieren, ohne vorhandene Filternamen 
umbenennen  zu  müssen,  damit  die  notwendige  Reihenfolge  zustande 
kommt.  Die,  durch  diese  Namenskonvention,  gegebene  Anzahl  möglicher 
Filter  wird  als  ausreichend  angenommen,  da  die  Filter  nicht  für  jede 
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Kleinigkeit verwendet werden sollen. Wird das System der verwendeten Filter 
komplex und es entstehen Probleme mit der Integration neuer Filter, ist die 
Strukturierung und Namenskonvention erneut zu überarbeiten.
Da die zu erstellenden Filter nicht systemweit arbeiten sollen, sondern für 
eingehende  Mitteilungen  für  die  Abteilung  „Benutzung  und  Information“ 
gedacht sind, wird als erste Ziffer einheitlich die '5' verwendet.
Als erster Filter wird die Erkennung der Benutzernummer erstellt, der dafür 
gewählte  Name  ist  '570-Benutzernummernerkennung'.  Dieser  Filter  ist 
bewusst weiter zum Ende dieser Kategorie platziert, weil nach der Erkennung 
einer Benutzernummer die weitere Filterung unterbrochen wird und nur noch 
Filter  folgen,  welche  dafür  zuständig  sind  Daten  zu  gewinnen,  die  trotz 
fehlender Benutzernummernerkennung nötig sind. Da nur bei Mitteilungen, 
welche  vom Webformular  stammen,  die  Benutzernummer  erkannt  werden 
soll, wird als erste Filterbedingung der Header 'From', dementsprechend der 
Absender, überprüft, ob es sich um eine Nachricht vom Webformular handelt. 
Die zweite Bedingung wird aus dem 'Body', folglich dem Text der Nachricht 
entnommen.  Dabei  wird der reguläre Ausdruck 'Benutzernummer:\s(\d{7})' 
verwendet. Damit wird nach einer Zeile gesucht,  in der 'Benutzernummer:' 
steht,  gefolgt von einem „Whitespacecharacter“,  entsprechend Leerzeichen, 
Tabulator, oder Zeilenumbruch, hinter dem sieben Ziffern stehen. Durch die 
runde Klammer wird bewirkt, dass im zutreffenden Falle die sieben Ziffern 
vermerkt werden. Die zu setzende Email-Kopfzeile ist 'X-OTRS-CustomerNo', 
die Kundennummer, und soll den Wert '[***]' haben. Dieser Wert greift auf 
den  in  den  Filterbedingungen  gemerkten  Wert  zu  und
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setzt  diesen  ein.  Damit  dieser  Filter  funktioniert,  muss  die  beschriebene 
Konvention  durch  das  Webformular  umgesetzt  werden.  Zusätzlich  wird 
eingestellt, dass nach einem Treffer des Filters gestoppt werden soll.
Damit Mitteilungen, die ohne die Angabe der Benutzernummer ankommen, 
einer  Kundennummer  zugeordnet  werden,  wird  im  Anschluss  an  den 
vorherigen  Filter  ein  weiterer,  mit  dem  Namen  '575-
Kundennummerzuteilung', erstellt. Der dabei gelassene Platz zwischen den 
Filtern  ist  für  die  Erkennung  der  Benutzernummer  aus  anderen  Quellen 
angedacht. Die erste Filterbedingung ist auch hier die Überprüfung, ob die 
Nachricht vom Webformular stammt. Als zweiten Filter wird wieder auf den 
'Body' zugegriffen, der reguläre Ausdruck ist in dem Fall 'EMail:\s([A-Za-z0-
9._%+-]+@[A-Za-z0-9.-]+\.[A-Za-z]+)'.  Dieser  wird  verwendet,  um  die 
angegebene  E-Mail-Adresse  zu  erkennen,  die  Validität  wird  aber  nicht 
geprüft. Die zu setzende EMail-Kopfzeile ist, wie beim ersten Filter, 'X-OTRS-
CustomerNo' mit dem Wert '[***]'.
Nachdem die Kundenzuordnung von Webformularnachrichten soweit steht, 
ist nun die Vorarbeit für die automatischen Antworten an der Reihe. Dafür 
entstehen im ersten Schritt drei Filter, die eine Anrede vorbereiten, mit den 
Namen  '520-Standardanrede',  '530-Frau',  '531-Herr'.  Filter  '520-
Standardanrede'  überprüft  dabei,  im Gegensatz  zu den bisherigen Filtern, 
nicht den Header 'From', sondern 'To', dementsprechend den Adressaten, ob 
die Mitteilung an die Abteilung „Benutzung und Information“ gerichtet ist. 
Grund dafür ist, dass alle E-Mails, die für die Abteilung bestimmt sind, eine 
automatische  Antwort  erzeugen,  nicht  nur  jene  die  vom  Webformular 
stammen und somit für alle diese Vorbereitung getroffen werden muss. Der 
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Abstand zwischen diesem und den anderen beiden Filtern ist vorhanden, da 
es  verschiedene  Postfächer  geben  kann,  an  welche  Nachrichten  für  die 
Abteilung geschickt werden. Zu setzen sind zwei EMail-Kopfzeilen, 'X-OTRS-
TicketKey7' mit dem Wert 'Anrede' und 'X-OTRS-TicketValue7' mit dem Wert 
'Frau/Herr'.  Die beiden anderen Filter überprüfen wieder, ob die Nachricht 
vom  Webformular  stammt,  weil  nur  bei  diesen  von  der  entsprechenden 
Angabe auszugehen ist. Als zweite Bedingung hat '530-Frau' die Prüfung des 
'Body' auf den regulären Ausdruck 'Anrede:\sFrau'. Die zu setzende EMail-
Kopfzeile ist 'X-OTRS-TicketValue7' mit dem Wert 'Frau'. Parallel dazu wird 
bei  '531-Herr'  der  reguläre  Ausdruck  'Anrede:\sHerr'  angewandt.  Der  zu 
setzende  Wert  für  die  EMail-Kopfzeile  ist  'Herr'.  Da  das  Webformular 
ausschließlich  an  Postfächer  der  Abteilung  Nachrichten  versendet,  ist  'X-
OTRS-TicketKey7' durch '520-Standardanrede' in jedem Fall gesetzt. Durch 
diese  EMail-Kopfzeilen  werden  sogenannte  Freitextfelder  erzeugt,  auf  die 
man beispielsweise in automatischen Antworten zugreifen kann.
Zwei  weitere  Filter  werden  dazu  verwendet,  anonyme  Mitteilungen  zu 
behandeln. Dafür wird am Anfang der Bearbeitung in dieser Kategorie, wenn 
eine  Nachricht  an  die  Abteilung  gerichtet  ist,  eine  einheitliche 
Kundennummer vergeben. Filtername '500-Webformularkunde' überprüft, ob 
die  Nachricht  vom  Webformular  stammt,  da  Nachrichten  nur  von  dort 
anonym verschickt werden können, und 'X-OTRS-CustomerNo' wird mit dem 
Wert 'anonym@slub-dresden' belegt. Bei Filtername '599-Anonym' wird 'X-
OTRS-CustomerNo' überprüft, ob 'anonym@slub-dresden.de' eingetragen ist. 
In diesem Fall wird die EMail-Kopfzeile 'X-OTRS-Loop' mit dem Wert 'True' 
gesetzt, womit keine automatischen Antworten versendet werden.
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Abschließend werden noch zwei Filter benötigt, welche einen Nachnamen für 
die automatische Antwort bereit stellen. Filter '580-Name_From' überprüft, 
ob  die  Mitteilung  an  die  Abteilung  gerichtet  ist  und  enthält  als  zweite 
Bedingung  die  Prüfung  des  Headers  'From',  um  den  enthaltenen  Namen 
mittels  '"?(.+?)"?\s<.*>' zu vermerken.  Die  zu setzenden EMail-Kopfzeilen 
sind  'X-OTRS-TicketKey8'  mit  dem  Wert  'Kundenname'  und  'X-OTRS-
TicketValue8' mit dem Wert '[***]'. Der Filter '585-Name_Mail' überprüft ob 
die Nachricht vom Webformular stammt und enthält eine Prüfung des 'Body' 
um den angegebenen Namen mittels 'Nachname:\s(\B+)\b' zu bestimmen. In 
diesem Fall wird nur 'X-OTRS-TicketValue8' auf den Wert '[***]' gesetzt.
Eine  Kundenzuordnung per  Filter  für  die  Fälle,  in  denen  die  Mitteilungen 
nicht vom Webformular kommen ist unnötig, da durch das OTRS automatisch 
die E-Mail  des Absenders als Kundennummer eingesetzt wird, wenn nicht 
durch einen Filter eine andere Kundennummer zugeordnet wurde.
Damit  ist  die Zuordnung der eingehenden Nachrichten von Benutzern der 
Bibliothek zu Kunden im OTRS umgesetzt. Eine einheitliche Grundlage für die 
automatischen  Antworten  auf  eingehende E-Mails  ist  ebenfalls  umgesetzt 
und sollte für eine ordentliche Personalisierung verwendbar sein, sofern nicht 
absichtlich falsche Daten durch das Webformular übermittelt werden.
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4.5 Erstellung der automatischen Antworten und Antwortvorlagen
Für  die  Antworten  werden  Basisinformationen  des  Kunden-Backends 
verwendet. Diese werden aber möglichst allgemein gehalten, um mit einer 
späteren Umsetzung der Anbindung kompatibel zu sein.
Die automatischen Antworten sollen dazu verwendet werden, dem Benutzer 
der  Bibliothek,  welcher  eine  Nachricht  an  die  Abteilung  „Benutzung  und 
Information“  verschickt  hat,  eine  Bestätigung  zukommen  zu  lassen,  dass 
seine Nachricht empfangen wurde.
Die  einheitliche  Umsetzung  stellt  in  sofern  ein  Problem  dar,  dass 
Nachrichten, die per E-Mail im System eingehen, durch die Postmaster-Filter 
mit  zusätzlichen  Informationen  versorgt  werden  können.  Dies  ist  bei  der 
Erstellung von Tickets durch einen Agenten nicht ohne Weiteres möglich. Um 
dieses Problem zu lösen, ist eine Möglichkeit für die beiden Fälle separate 
automatische Antworten zu erzeugen. Dafür werden mindestens zwei Queues 
im OTRS benötigt, eine für die per E-Mail eintreffenden Nachrichten und eine 
für die von Agenten erstellten Tickets. Existiert eine Struktur von Queues zur 
Kategorisierung der Tickets, ist es empfehlenswert eine Queue ausschließlich 
als  Eingang  für  E-Mails  zu  verwenden  und  von  Agenten  erstellte  Tickets 
direkt den entsprechenden Queues zuzuordnen.
Auf der, durch die Postmaster-Filter, geschaffenen Grundlage ist es möglich 
mit  einer  geschlechtsneutralen Grußformel  zu arbeiten,  beispielsweise  mit 
„Guten Tag“. Soll eine geschlechtsspezifische Grußformel verwendet werden, 
wie zum Beispiel  „Sehr geehrte/Sehr geehrter“,  muss dies durch die Filter 
realisiert  werden,  denn  die  automatischen  Antworten  nehmen  keine 
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Unterscheidungen  vor.  Im  Testsystem  wird  die  geschlechtsneutrale 
Grußformel „Guten Tag“ für die automatische Antwort verwendet. Als Name 
empfiehlt sich einer Konvention zu folgen, um einfacher eine Übersicht über 
erstellte  automatische  Antworten  behalten  zu  können.  So  könnte  man 
beispielsweise am Anfang benennen, für welche Abteilung oder Queue die 
Antwort  gedacht  ist,  zu  welcher  Art  diese  gehört  und  wodurch  sie  im 
Normalfall ausgelöst ist, zum Beispiel 'Abteilung4_Neu_E-Mail'. Als Betreff ist 
es in dem Fall  angebracht zu verdeutlichen, dass es eine Antwort auf die 
eingegangene  Mitteilung  ist,  beispielsweise  'RE: 
<OTRS_CUSTOMER_SUBJECT[20]> - Eingangsbestätigung', wobei das übliche 
Präfix 'RE' für Antworten verwendet wird, gefolgt von den ersten 20 Zeichen 
der  ursprünglichen  Betreffzeile  und  dem Vermerk,  dass  es  sich  um  eine 
Eingangsbestätigung  handelt.  Für  das  Testsystem  ist  nur  die  Anrede 
interessant, da nur dieser Teil zweckmäßig zu personalisieren ist. Diese wird 
mit  'Guten  Tag  <OTRS_TICKET_TicketFreeText7> 
<OTRS_CUSTOMER_DATA_UserLastname><OTRS_TICKET_TicketFreeText8>,' 
gewählt.  In  '<OTRS_TICKET_TicketFreeText7>'  ist  die  Anrede  vom 
Postmaster-Filter hinterlegt und abhängig davon, ob eine Benutzernummer 
angegeben wurde, infolgedessen '<OTRS_CUSTOMER_DATA_UserLastname>' 
belegt ist, oder ein Nachname aus der E-Mail bezogen werden musste, womit 
'<OTRS_TICKET_TicketFreeText8>' belegt wäre, wird danach der Nachname 
angezeigt. Als Typ wird 'auto reply' gewählt, womit sie nur bei neuen Tickets 
versendet  werden  kann.  Diese  automatische  Antwort  wird  für  die  Queue, 
welche als Posteingang dient, für 'auto reply' eingestellt.
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Für  Tickets,  die  durch  Agenten  erstellt  werden,  wird  eine  automatische 
Antwort mit dem Namen 'Abteilung4_Neu_Agent' erstellt.  Auch hier gilt es 
wieder zu entscheiden, ob eine geschlechtsneutrale Grußformel angewendet 
werden  soll  oder  nicht.  Bei  einer  geschlechtsneutralen  Grußformel  ist  es 
möglich  alles  aus  den  Basisinformationen  zu  beziehen.  Bei  der 
geschlechtsspezifischen  Grußformel  besteht  wieder  das  Problem  der 
Unterscheidung. Diese könnte realisiert werden, indem man den Betreff des 
Telefon-Tickets  nicht,  wie  sonst  üblich,  für  eine  Kurzbeschreibung 
verwendet,  sondern  im  Betreff  die  Anrede  für  die  automatische  Antwort 
notiert, womit die Betreffzeile der automatischen Antwort einen statischen 
Text  bekommen würde.  Für  das  Testsystem wird  die  geschlechtsneutrale 
Grußformel  verwendet,  weil  es einen geringeren Aufwand für die Agenten 
bedeutet und ein einheitlicheres Bild nach außen präsentiert. Als Betreff wird 
'<OTRS_CUSTOMER_SUBJECT[20]> - Ticketbestätigung' gesetzt, als Text der 
zu  Anfang  steht  'Guten  Tag  <OTRS_CUSTOMER_DATA_UserTitle> 
<OTRS_CUSTOMER_DATA_UserLastname>,'  und  als  Typ  wird  'auto  reply' 
angegeben. Diese automatische Antwort wird für das 'auto reply' der Queues 
eingestellt, in welche die Agenten Telefon-Tickets erstellen.
Bei den Antwortvorlagen besteht ebenfalls das Problem der personalisierten 
und  geschlechtsspezifischen  Anrede.  Eine,  für  eine  Queue  eingestellte, 
Anrede kann nur statischen Text oder vom OTRS bereitgestellte Variablen 
verwenden,  aber  nicht  durch  Abfragen  oder  Bedingungen  die  Anzeige 
dynamisch gestalten. Dadurch, dass sich die veränderlichen Teile der Anrede 
nur mit Variablen realisieren lassen, müssten diese dementsprechend gesetzt 
werden.  Das  bedeutet,  sie  müssten  durch  die  Anbindung  der 
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Basisinformationen verfügbar sein oder durch Agenten gepflegt werden. Es 
gibt jedoch keine Basisinformation, welche die korrekte Grußformel enthält. 
Den  Agenten  zu  verpflichten  für  jedes  Ticket  diese  Informationen 
nachzutragen, ist zu aufwendig. Auch hier besteht natürlich die Möglichkeit 
mit  einer  geschlechtsneutralen  Grußformel  zu  arbeiten,  aber  da  die 
Antworten durch Menschen und nicht automatisiert verfasst werden, erzeugt 
eine persönlichere Anrede ein besseres Bild nach außen. Der Ansatz für eine 
persönlichere  Anrede,  ohne dass der  Agent  bei  jeder  Antwort  die  Anrede 
vollständig schreiben muss, besteht darin,  für  jede Vorlage drei  Varianten 
anzulegen.  Das  ist  natürlich  nur  praktisch  umzusetzen,  wenn  nicht  eine 
Vielzahl  von  Antwortvorlagen  in  den  einzelnen  Queues  benötigt  werden. 
Denn  sonst  erhält  man  eine  zu  große  Liste,  in  der  man  die  benötigte 
Antwortvorlage  suchen  muss.  In  diesem  Fall  würde  nur  die  allgemeine 
Variante der Antwortvorlage erzeugt werden und der Agent würde die nötige 
Anpassung der Anrede vornehmen. Die drei Varianten sind eine allgemeine, 
welche die Anrede für beide Geschlechter bereitstellt,  eine männliche und 
eine weibliche. Der Nachname für die Anrede wird bei diesen Vorlagen durch 
'<OTRS_CUSTOMER_DATA_UserLastname><OTRS_TICKET_TicketFreeText8>' 
eingefügt.  Der  Aufwand  für  die  Pflege  der  Antworten  ist  dadurch  etwas 
höher, da immer drei Antwortvorlagen angepasst werden müssen. Doch da 
die Änderungserwartung einer Antwortvorlage recht gering ist, hält sich der 
zu erwartende Mehraufwand in einem akzeptierbar kleinen Maß. Signaturen 
sind dabei im normalen Umfang ohne Einschränkungen verwendbar, womit 
die  Vorlagen  besser  wiederverwendbar  sind.  Für  die  Namensgebung  der 
Antworten  ist  eine  einheitliche  Kurzbeschreibung  zu  empfehlen,  die  am 
Anfang steht, gefolgt von der verwendeten Variante, womit die drei Varianten 
einer Antwortvorlage immer gemeinsam in der Liste stehen.
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5 Weiterführende Betrachtungen
5.1 Authentifizierungs-Backends für Kunden
Für die Authentifizierung von Kunden werden durch das OTRS verschiedene 
Möglichkeiten angeboten. Datenbank, LDAP, HTTPBasicAuth und RADIUS sind 
dabei die unterstützten Verfahren.[1]
Der  Standard  dabei  ist  die  Authentifizierung  mittels  eines  Datenbank-
Backends,  welches  auf  eine  beliebige  Datenbank  zugreifen  kann,  um  die 
Übereinstimmung  von  Benutzername,  ergo  die  Benutzernummer,  und 
Passwort  zu  bestätigen.  Nachteil  dieser  Methode  ist,  dass  der 
Bibliotheksbenutzer sich immer direkt am OTRS anmelden muss und nicht 
durch eine zentrale Authentifizierung den Zugriff auf OTRS erlangen kann.
LDAP und RADIUS kommen nicht weiter in Frage, da für beide Systeme die 
erforderlichen Grundlagen erst aufgebaut werden müssen und somit einen 
hohen Aufwand mit sich bringen.
Bei HTTPBasicAuth kümmert sich nicht OTRS selbst um die Authentifizierung 
des Kunden, sondern lässt dies durch den verwendeten Webserver, folglich 
Apache,  erledigen.  Der Apache kann so konfiguriert werden,  dass er  eine 
Authentifizierung gegen Shibboleth  vornimmt,  welches  als  Single-Sign-On 
im  Betrieb  für  die  Benutzer  der  Bibliothek  verwendet  wird.  Dabei  ist 
sicherzustellen,  dass die bisherige Anmeldung verfügbar bleibt,  damit  die 
Mitarbeiter  der  Bibliothek  ihrerseits  auf  das  Kunden-Frontend  zugreifen 
können.  Dies  sollte  der  erfolgversprechendste  Ansatz  sein,  welcher  ohne 
Eigenentwicklung untersucht werden kann.
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5.2 Erreichbarkeit zusätzlicher Benutzerinformationen
Neben den Basisinformationen, welche durch das Kunden-Backend im OTRS 
verfügbar  sind,  gibt  es  zahlreiche  weitere  Informationen.  Diese  sind  im 
Regelfall  für  die  Bearbeitung  der  Tickets  nicht  relevant,  werden  aber  in 
Einzelfällen benötigt.  Eine direkte Anbindung aller Informationen ist dabei 
nicht umsetzbar, da bestimmte Informationen aus Listen bestehen und OTRS 
immer nur einzelne Datensätze anzeigen kann.
Eine externe Lösung ist zu erstellen, welche die Informationen für Agenten 
einsehbar macht. Dabei ist sicherzustellen, dass diese Informationen wirklich 
ausschließlich  durch  Agenten  einzusehen  sind.  Die  Übernahme  der 
Authentifizierung vom OTRS wäre dabei wünschenswert, doch sollte dadurch 
die Sicherheit nicht beeinträchtigt werden.
Es  ist  möglich  in  den  Kunden-Backends  des  OTRS  für  angebundene 
Basisinformationen  einen  Link  zu  erzeugen.  Dieser  Link  kann  dabei  mit 
Informationen  aus  dem  OTRS  angereichert  werden,  beispielsweise  der 
Kundennummer. Dadurch kann man einen direkten Aufruf der zusätzlichen 
Benutzerinformationen gestalten. Verfügbar ist dieser Link in jeder 'Kunden-
Info' auf dem Wert des Eintrages, für den dieser Link definiert wurde. Sollten 
verschiedene Links zu zusätzlichen Informationen von Interesse sein, lässt 
sich dies durch die Eintragung der entsprechenden Links auf verschiedenen 
Basisinformationen realisieren.
Auf  diese  Weise  lassen  sich  zusätzliche  Informationen  für  die  Agenten 
bereitstellen,  welche  bei  Bedarf  schnell  zugänglich  sind,  aber  keinen 
zusätzlichen Platz beanspruchen solange sie nicht gebraucht werden.
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6 Erfolgsbetrachtung und Ausblick
Die erste wichtige Anforderung, die Anbindung der Basisinformationen von 
Benutzern der Bibliothek, konnte nicht erfüllt werden. Zwar ist es gelungen, 
eine Verbindung zwischen Libero und OTRS herzustellen und die geforderten 
Einträge zu einem Benutzer zur Anzeige zu bringen, doch werden deutsche 
Umlaute  nicht  korrekt  angezeigt.  Damit  ist  diese  Umsetzung  für  den 
produktiven  Betrieb  nicht  zu  gebrauchen,  weil  dadurch  falsche  Anreden 
durch das System verschickt werden würden und die Agenten die Richtigkeit 
der  angezeigten  Daten  zu  überprüfen  hätten,  womit  weder  die 
Personalisierung der Tickets für das Auftreten gegenüber dem Kunden sich 
verbessert,  noch  eine  Minderung  des  Aufwandes  für  die  Mitarbeiter  der 
Bibliothek Zustande kommt.
Für  die  zweite  Anforderung,  die  Zuordnung  der  Tickets,  konnte  im 
geforderten Umfang umgesetzt werden. Die vorgestellte Lösung kann dabei 
für jedes Kunden-Backend verwendet werden, welches die Benutzernummer 
als Kundennummer eingetragen hat. Entscheidend dabei ist die Einhaltung 
der Konvention zwischen dem Webformular und OTRS.
Anforderung drei, die personalisierte Anrede des Benutzers bei Antworten, 
konnte  beispielhaft  umgesetzt  werden.  Die  gezeigte  Herangehensweise 
bildet eine zuverlässige Lösung, welche im Rahmen der Standardfunkionen 
des Systems arbeitet und somit ohne größeren Aufwand umsetzbar ist. Für 
die korrekte Funktionsweise ist jedoch eine funktionierende Anbindung der 
Basisinformationen nötig, da diese Informationen in der Umsetzung benötigt 
werden.
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Eine vollständig funktionsfähige Umsetzung der ersten Anforderung ist für 
das gesamte System sehr wichtig. Die Zuordnung der Tickets kann zwar ohne 
diese erfolgen,  jedoch ist die Personalisierung nur eingeschränkt möglich. 
Die  Authentifizierung  am  Kunden-Frontend  und  die  Bereitstellung 
zusätzlicher  Benutzerinformationen  sind  von  dieser  Umsetzung  komplett 
abhängig.  Auch  lässt  sich  der  Aufwand  für  die  Mitarbeiter  nur  mit  der 
Anbindung  von  Basisinformationen  zweckmäßig  verringern.  Es  sollte  für 
weitere Betrachtungen die Möglichkeit  der Eigenentwicklung am OTRS mit 
eingeschlossen  werden.  Dabei  sollte  auch  Wert  auf  möglichst  kurze 
Abfragezeiten  gelegt  werden,  da  sich  diese  auf  das  gesamte  System  im 
Betrieb auswirken.
Erkenntnisse,  aus  der  Betrachtung  der  Postmaster-Filter,  können  für  die 
Verbesserung  des  produktiven  Systems  eingesetzt  werden.  Bei  diesem 
erfolgte die Erstellung der Filter ohne eine einheitliche Namenskonvention, 
was die Verwaltung erschwert. Außerdem ist in der Weise die Festlegung der 
Filterreihenfolge leicht umsetzbar.
Während  der  Arbeit  sind  noch  weitere  Möglichkeiten  des  Systems  in 
Augenschein  genommen  wurden,  welche  für  die  gestellte  Aufgabe  keine 
Relevanz  haben.  Deswegen  gab  es  auch  keine  Erwähnung  dieser 
Möglichkeiten.  Für  den  Betrieb  können  diese  Möglichkeit  jedoch  von 
Interesse sein und sollten unabhängig von dieser Arbeit betrachtet werden.
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Glossar
Agent Bearbeiter  der  eingehenden  Tickets.  Sie  beantworten, 
priorisieren und sortieren die Anfragen der Kunden über 
die Web-Oberfläche für Agenten.[5]
Kunde Kunden  stellen  die  Anfragen  ans  OTRS  per  E-Mail, 
Telefonat  mit  einem  Agenten  oder  über  die  Kunden-
Oberfläche.[5]
Queue Englisch für Warteschlange, sammelt mehrere Tickets in 
einer  thematischen Einheit,  wo diese dann abgearbeitet 
werden.[6]
Ticket Fasst  mehrere  E-Mails,  Telefonate,  oder  Notizen 
zusammen.  Jeder  im  System  eingehende  Anfrage  wird 




































































































































































































































































































Auszug der /opt/otrs/Kernel/Config.pm Anlage3 Blatt 1
...
    # ---------------------------------------------------- #
    # insert your own config settings "here"
    # config settings taken from Kernel/Config/Defaults.pm
    # ---------------------------------------------------- #
    $Self->{CheckEmailAddresses} = 0;
    $Self->{CheckMXRecord} = 0;
...
    # ---------------------------------------------------- #
    # Customer Backend 3 (DB/Libero Cache)
    # ---------------------------------------------------- #
    $Self->{CustomerUser3} = {
        Name => 'Libero Backend',
        Module => 'Kernel::System::CustomerUser::DB',
        Params => {
            DSN => 'DBI:ODBC:oracleCache',
            User => '****',
            Password => '****',
            Table => 'LIB_BORROWERS INNER JOIN LIB_BORROWER_IDS ON 
LIB_BORROWERS.BORROWER_NUMBER=LIB_BORROWER_IDS.BORROWER_NUMBER',
            SourceCharset => 'utf-8',
            DestCharset => 'utf-8',
        },
        CacheTTL => 1800,
        ReadOnly => 1,
        CustomerKey => 'LIB_BORROWERS.BORROWER_NUMBER',
        CustomerID => 'LIB_BORROWERS.BORROWER_NUMBER',
        CustomerUserListFields => ['LIB_BORROWER_IDS.GIVEN_NAMES', 
'LIB_BORROWERS.BORROWER_SURNAME', 'LIB_BORROWERS.BORROWER_NUMBER', 
'LIB_BORROWER_IDS.EMAIL_ADDRESS'],
        CustomerUserSearchFields => ['LIB_BORROWERS.BORROWER_NUMBER', 
'LIB_BORROWERS.BORROWER_SURNAME'],
        CustomerUserSearchPrefix => '',
        CustomerUserSearchSuffix => '*',
        CustomerUserSearchListLimit => 20,
        CustomerUserNameFields => ['LIB_BORROWER_IDS.GIVEN_NAMES', 
'LIB_BORROWERS.BORROWER_SURNAME'],
        CustomerUserEmailUniqCheck => 0,
        Map => [
            [ 'UserTitle',        'Title',            'LIB_BORROWER_IDS.TITLE',                1, 0, 
'var',  '', 1 ],
Auszug der /opt/otrs/Kernel/Config.pm Anlage3 Blatt 2
            [ 'UserFirstname',    'Firstname',        'LIB_BORROWER_IDS.GIVEN_NAMES',        
1, 1, 'var',  '', 1 ],
            [ 'UserLastname',     'Lastname',         
'LIB_BORROWERS.BORROWER_SURNAME',        1, 1, 'var',  '', 1 ],
            [ 'UserLogin',        'Username',         'LIB_BORROWERS.BORROWER_NUMBER',    
1, 1, 'var',  '', 1 ],
            [ 'UserEmail',        'Email',            'LIB_BORROWER_IDS.EMAIL_ADDRESS',        
1, 0, 'var',  '', 1 ],
            [ 'UserCustomerID',   'CustomerID',       
'LIB_BORROWERS.BORROWER_NUMBER',         0, 1, 'var',  '', 1 ],
            [ 'UserAddr1Street1', 'Adresse1/Strasse', 
'LIB_BORROWERS.POSTAL_ADDRESS_1',        1, 0, 'var',  '', 1 ],
            [ 'UserAddr1Street2', 'Adresse1/Zusatz',  
'LIB_BORROWERS.POSTAL_ADDRESS_2',        1, 0, 'var',  '', 1 ],
            [ 'UserAddr1City',    'Adresse1/Stadt',   
'LIB_BORROWERS.POSTAL_ADDRESS_CITY',     1, 0, 'var',  '', 1 ],
            [ 'UserAddr1Post',    'Adresse1/PLZ',     
'LIB_BORROWERS.POSTAL_ADDRESS_POST',     1, 0, 'var',  '', 1 ],
            [ 'UserAddr1Country', 'Adresse1/Staat',   
'LIB_BORROWERS.POSTAL_COUNTRY',          1, 0, 'var',  '', 1 ],
            [ 'UserAddr2Street1', 'Adresse2/Strasse', 
'LIB_BORROWER_IDS.RESIDEN_ADDRESS_1',    1, 0, 'var',  '', 1 ],
            [ 'UserAddr2Street2', 'Adresse2/Zusatz',  
'LIB_BORROWER_IDS.RESIDEN_ADDRESS_2',    1, 0, 'var',  '', 1 ],
            [ 'UserAddr2City',    'Adresse2/Stadt',   
'LIB_BORROWER_IDS.RESIDEN_ADDRESS_CITY', 1, 0, 'var',  '', 1 ],
            [ 'UserAddr2Post',    'Adresse2/PLZ',     
'LIB_BORROWER_IDS.RESIDEN_ADDRESS_POST', 1, 0, 'var',  '', 1 ],
            [ 'UserAddr2Country', 'Adresse2/Staat',   
'LIB_BORROWER_IDS.RESIDENTAL_COUNTRY',   1, 0, 'var',  '', 1 ],
            [ 'UserCategory',     'Category',         'LIB_BORROWERS.BORROWER_TYPE',         
1, 1, 'var',  '', 1 ],
            [ 'UserState',        'State',            'LIB_BORROWERS.BLACK_LIST_INDICATOR',    
1, 1, 'var',  '', 1 ],
            [ 'UserExpiryDate',   'Ablaufdatum',      'LIB_BORROWER_IDS.EXPIRY_DATE',      
1, 1, 'date', '', 1 ],
        ],
    };
...
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