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Kurzfassung
Anwendungsfa¨lle (Use Cases) dienen oftmals nicht nur als Grundlage fu¨r den Systement-
wurf, sondern auch fu¨r System- und Abnahmetests. Die Ableitung der Testfa¨lle geschieht
jedoch oft intuitiv und unsystematisch. In dieser Arbeit beschreiben wir eine Methode zur
systematischen Erzeugung von Testfa¨llen aus Anwendungsfa¨llen. In einem ersten Schritt
wird der semantische Bezug zwischen Use Case Elementen und Systemfunktionen her-
gestellt. In einem zweiten Schritt werden die Use Cases aufbereitet und in Aktivita¨ts-
Diagramme u¨berfu¨hrt, die dann mit automatischen Testgenerierungswerkzeugen weiter
verarbeitet werden ko¨nnen. Im Gegensatz zu Ansa¨tzen, die auf der vollautomatischen
Analyse natu¨rlicher Sprache basieren, erlaubt unsere Vorgehensweise, alle normalerweise
beno¨tigten Sprachelemente zu verwenden. Im Gegensatz zu informellen oder leitfadenba-
sierten Methoden kann unsere Methode gut durch automatisierte Werkzeuge unterstu¨tzt
werden.
1 Einleitung
Ein wesentliches Merkmal der modellbasierten Entwicklung eingebetteter Steuergera¨te
ist es, dass die Qualita¨tssicherung parallel zum gesamten Entwurfsprozess durchgefu¨hrt
wird. Bereits fru¨hzeitig im modellbasierten Entwicklungsprozess wird aus den informell
formulierten Anforderungen ein ausfu¨hrbares Modell erstellt, welches dann in mehreren
Schritten bis zu einem Implementierungsmodell verfeinert wird. Parallel dazu erfolgt die
Erstellung ausfu¨hrbarer Testfa¨lle, mit denen das Modell in jedem Reifestadium getestet
wird.
Fu¨r die Ableitung der Testfa¨lle gibt es dabei mehrere Mo¨glichkeiten. Zum einen kann
das Modell selbst genutzt werden, um daraus Testsequenzen zu generieren (siehe z.B.
[SHS03]). Aus einer Simulation des Systemmodells zusammen mit einem Modell der vor-
gesehenen Systemumgebung werden Eingangsdaten fu¨r die Sensoren generiert und die zu
erwartenden Reaktionen an den Aktuatorausga¨ngen gemessen. Die so gewonnenen Ereig-
nisfolgen werden fu¨r den Test der na¨chsten Entwicklungsstufe verwendet. Sie enthalten die
Stimuli fu¨r das zu testende System und dienen gleichzeitig als Testorakel fu¨r das System-
verhalten. Diese Vorgehensweise bietet sich insbesondere im letzten Entwicklungsschritt
an: Aus dem Implementierungsmodell werden so Testfa¨lle fu¨r Hardware-in-the-Loop Tests
gewonnen, mit denen das korrekte Zusammenspiel der generierten Software mit dem ein-
gebetteten Zielprozessor untersucht wird.
Eine andere Mo¨glichkeit, Testfa¨lle zu erhalten, besteht darin, die urspru¨nglichen Anforde-
rungsbeschreibungen zu verwenden. Aus den funktionalen Benutzeranforderungen wer-
den dabei (mo¨glichst systematisch) unmittelbar Testfa¨lle erzeugt, mit denen die ausfu¨hr-
baren Modelle getestet werden. Auf diese Weise kann bereits das allererste grobe Architek-
turmodell systematisch auf ¨Ubereinstimmung mit bestimmten Anforderungen u¨berpru¨ft
werden. Ebenso wie das Systemmodell selbst unterliegen bei dieser Methode auch die
Testfa¨lle einer Entwicklung und Anpassung an die einzelnen Entwicklungsstufen. Die
Vorgehensweise unterstu¨tzt vor allem System- und Abnahmetests, da die Benutzersicht
auf das Gesamtsystem im Vordergrund steht.
Ein wichtiger Punkt bei dieser Vorgehensweise ist die Systematik der Erstellung von Tests
aus den im Pflichtenheft beschriebenen Anforderungen. Zur Beschreibung funktionaler
Anforderungen werden beim objektorientierten Softwareentwurf oftmals Use Cases ver-
wendet. Fu¨r gescha¨ftsprozessunterstu¨tzende Softwaresysteme hat sich insbesondere die
in [Coc00] und [SW01] definierte Darstellungsform durchgesetzt. Ein Use Case ist dabei
eine Beschreibung typischer Nutzer-System-Interaktionen in natu¨rlicher Sprache oder ta-
bellarischer Notation. Use Cases sind oftmals Teil des Kontraktes zwischen Auftraggeber
und Auftragnehmer und bilden daher eine Grundlage fu¨r die Systementwicklung. Im Be-
reich eingebetteter Systeme werden Pflichtenhefte dagegen vielfach nicht direkt in Form
von Use Cases formuliert, sondern durch Mischformen aus tabellarischen und informellem
Text. Implizit sind jedoch auch solche Dokumente ha¨ufig durch die Anwendersicht struk-
turiert und ko¨nnen daher zur Erstellung von Use Cases genutzt werden. In [DPB03] sind
Richtlinien zur Erstellung von Use Cases aus informellen Anforderungsbeschreibungen
fu¨r eingebettete Systeme angegeben.
Use-Case-Beschreibungen lassen auch als Ausgangspunkt fu¨r funktionale Systemtests ver-
wenden. Da die Formulierung von Use Cases jedoch in natu¨rlicher Sprache erfolgt, ist es
beim heutigen Stand der Technik nicht mo¨glich, sie vollsta¨ndig automatisch in Testfa¨lle zu
transformieren. Es existiert zur Zeit nicht einmal ein standardisiertes Format, in dem Use-
Case-Beschreibungen notiert werden. Ein wichtiges Problem ist daher die Aufbereitung
von Use-Case-Beschreibungen fu¨r den Systemtest.
Zur Lo¨sung dieses Problems existieren mehrere Ansa¨tze. Zum einen gibt es Versuche,
die Ausdrucksma¨chtigkeit natu¨rlicher Sprachen einzuschra¨nken [Sch98]. Zum anderen
ko¨nnen Use Cases auf relevante Formulierungen und Schlu¨sselwo¨rter untersucht wer-
den. Bei der (manuellen) Erstellung von Testfa¨llen kann diese Information benutzt werden
[McC03].
In dieser Arbeit schlagen wir eine interaktive Vorgehensweise zur Aufbereitung von Use-
Case-Beschreibungen vor, die diese beiden Ansa¨tze vereint. Zuna¨chst werden den ein-
zelnen Schritten im Use Case die entsprechenden Systemfunktionen und -reaktionen zu-
geordnet und der Kontrollfluss formalisiert. Anschließend werden die Use Cases in eine
formalere Notation u¨berfu¨hrt, von der aus sie mit automatischen Testfallgenerierungsalgo-
rithmen weiterverarbeitet werden ko¨nnen.
2 Use-Case-Beschreibungen und ihre Formalisierung
Bei der Anforderungsanalyse großer Softwaresysteme werden in der Regel Teams von
Experten aus den unterschiedlichsten Fachrichtungen eingesetzt, die parallel und verteilt
einzelne Use Cases erstellen und zur Menge der Anforderungen hinzufu¨gen. Daraus erge-
ben sich oft inkonsistente, mehrdeutige und unvollsta¨ndige Spezifikationen, die nicht zur
automatischen Testfallerzeugung genutzt werden ko¨nnen [Pos96].
Daher mu¨ssen textuelle Anforderungen in Use Cases in semantisch eindeutiger Weise
formalisiert werden, bevor daraus automatisch Testfa¨lle erstellt werden ko¨nnen. An ei-
ne Methodik zum Formalisieren von Anforderungen werden unterschiedliche Anspru¨che
gestellt, abha¨ngig davon, ob das Ziel die Entwicklung oder der Test des Systems ist. Wer-
den Anforderungen fu¨r die Systementwicklung formalisiert, du¨rfen dabei noch keine Ent-
wurfsentscheidungen getroffen werden. Zwischen informellen und formalisierten Anfor-
derungen darf keine Verfeinerungsbeziehung erzeugt werden, wie sie zwischen Anforde-
rungen und Design besteht. Die formalisierten Anforderungen mu¨ssen noch jede mo¨gliche
Realisierung zulassen, welche die informell notierten Anforderungen des Auftragebers an
das System erfu¨llt.
Das Ziel des Systemtests ist es zu validieren, ob eine konkrete Realisierung die gestell-
ten Anforderungen erfu¨llt. Mit der zu pru¨fenden Implementierung muss nur eine mo¨g-
liche Verfeinerung der Spezifikation betrachtet werden – alle Entwurfsentscheidungen sind
schon gefallen. Dementsprechend muss eine Methodik zur Formalisierung von Anforde-
rungen fu¨r den Systemtest obige Forderung nicht erfu¨llen. Bei der Formalisierung fu¨r den
Test lassen sich sogar design- und implementierungsspezifische Informationen aus dem
Systementwurf fu¨r die Formalisierung nutzen.
Die Kernforderungen an die Formalisierung fu¨r den Systemtest lassen sich folgenderma-
ßen zusammenfassen:
1. Beseitigung bzw. Verringerung des Interpretationsspielraumes, sowohl fu¨r den Kon-
trollfluss als auch fu¨r die einzelnen Schritte
2. Herstellung des Bezuges zur Implementierung
3. Erhaltung der expliziten Repra¨sentation der Szenarien
Als potentielles Zielformat fu¨r die Formalisierung von Use-Case-Beschreibungen sind
prinzipiell alle Formalismen zur Darstellung von Interaktionen geeignet. Typische Ver-
treter dieser Kategorie sind Message Sequence Charts (MSC) [OMG03a], UML2.0 MSC
[OMG03b], Life Sequence Charts LSC [DH01], Activity-Diagramme [OMG03a] und State-
charts [Har87], [OMG03a].
Daru¨ber hinaus gibt es Beschreibungstechniken, die speziell auf die Darstellung szenari-
enbasierter Nutzer-System-Interaktionen ausgerichtet sind, wie Use-Case-Schrittgraphen
[Win99], Templates mit strukturiertem Text [Rup02], glossarbasierte Templates [RH04]
und Strukturierungsvorgaben fu¨r Activity-Diagramme [HVFR04].
Nicht alle dieser Beschreibungstechniken eignen sich als Zielformat fu¨r die Formalisie-
rung von Use-Case-Beschreibungen fu¨r den Systemtest, sofern obige Forderungen erfu¨llt
werden sollen. Strukturierter Text ist nicht geeignet, da er einerseits viel zu aufwendig zu
erzeugen ist, andererseits aber auch nur ein Zwischenformat ist. In Statecharts sind die
in Use-Case-Beschreibungen repra¨sentierten Szenarien zwar noch implizit enthalten aber
nicht mehr explizit dargestellt. In MSC lassen sich Szenarien zwar explit repra¨sentieren,
jedoch nur mit linearen Kontrollflu¨ssen.
In den UML2.0 MSC ist diese Einschra¨nkung beseitigt worden. Eine weitere geeignete
Repra¨sentationsform sind Activity-Diagramme, insbesondere bei Verwendung von Struk-
turierungsvorgaben, wie sie in [HVFR04] dargestellt sind.
Ein Großteil der in der Literatur dargestellte ¨Uberfu¨hrungsverfahren von Use-Case-Be-
schreibungen fokussiert sich auf eine Formalisierung fu¨r die Systementwicklung. Wesent-
liches Ziel dieser Verfahren ist es, die textuelle Ausgangsspezifikation in eine formalere
Darstellung zu u¨berfu¨hren, welche fortan ausschließlich als Basis des Entwicklungspro-
zesses verwendet wird. In diese Kategorie fallen die meisten Verfahren, welche auf seman-
tischer Textanalyse basieren und strukturierten Text erzeugen. Weiterhin existieren richtli-
nenbasierte Verfahren zur manuellen ¨Uberfu¨hrung z.B. in Statecharts [DKvK+02]. Einige
Formalisierungsmethodiken sind auch speziell auf den Systemtest ausgerichtet, z.B. das in
[RG99] dargestellte Statechart-basierte Verfahren.
3 Systematische ¨Uberfu¨hrung von Use Cases in Test Cases
In der modellbasierten Entwicklung [OMG04] wird zwischen plattformunabha¨ngigen Mo-
dellen (PIM) und plattformspezifischen Modellen (PSM) unterschieden, aus welchen mit-
hilfe mehrstufiger Transformationen der Code generiert wird, siehe Abbildung 1.
Im Test lassen sich ebenfalls plattformunabha¨ngige Testfa¨lle (PIT) und plattformspezi-
fische Testfa¨lle (PST) unterscheiden, in der Literatur auch oft als logische und konkre-
te Testfa¨lle bezeichnet [SL02]. Die PST ko¨nnen anschließend in ausfu¨hrbare Testskripte
transformiert werden.
Use Cases beschreiben design- und technologieunabha¨ngig typische Nutzerinteraktionen.
Bei der Erstellung des PIM werden im Vergleich zu den Use Cases bereits erste Desi-
gnentscheidungen getroffen. Zum Erstellen von PIT ist Wissen u¨ber das gewa¨hlte Design
notwendig. Deshalb lassen sich Testfa¨lle nicht allein aus den Use Case ableiten, sondern
Wissen u¨ber die realisierenden Systemfunktionen und verwendeten Datentypen ist erfor-
derlich. In dem hier vorgestellten Verfahren wird interaktiv der Bezug zwischen den se-
Anford.
Test−
Skript
PIM
PSM PST
PIT
Code
Abbildung 1: Formalisierung von Anforderungen als Transformation im Model-Driven-Testing
mantisch a¨quivalenten Schritten der Use-Case-Beschreibungen und den parametrisierten
Systemfunktionen hergestellt. Anschließend wird diese Information genutzt, um die Use
Cases in stereotypisierte Activity-Diagramme zu u¨berfu¨hren.
Use Case als Ausgangspunkt. Das Verfahren wird am Beispiel des Use Cases Record a
Message aus [PL99] dargestellt. Dort wird die UML-basierte Entwicklung eines digitalen
Sound-Recorders beschrieben.
1. The user selects a message slot from the message
directory.
2. The user presses the ’record’ button.
3. If the message slot already stores a message, it is
deleted.
4. The system starts recording the sound from the
microphone until the user presses the ’stop’ button,
or the memory is exhausted.
Im Gegensatz zu Beispielen aus der Telekommunikation oder Gescha¨ftsprozessen gibt es
in eingebetteten Systemen nur ein eingeschra¨nktes Interaktionsverhalten. Die Komplexita¨t
entsteht dabei vor allem durch die Parameter der Interaktion und nicht durch komplizier-
te Kontrollflu¨sse. Da allerdings eingebettete und kommunizierende Systeme zunehmend
zusammenwachsen, sind die Grenzen fließend.
Bestimmung der Systemfunktionen und -reaktionen. Jegliche Nutzer-System-Inter-
aktion, d.h. sowohl Systemfunktionen und -reaktionen, mu¨ssen u¨ber die Benutzerschnitt-
stelle u¨bertragen werden. Sofern die Benutzerschnittstelle nur durch ein Graphical User
Interface (GUI) realisiert ist, genu¨gt eine systematische Analyse der Oberfla¨che zur Be-
stimmung von Systemfunktionen und -reaktionen. In eingebetteten Systemen umfasst die
Systemschnittstelle zusa¨tzlich Sensoren und Aktuatoren. Fu¨r diese gibt es ha¨ufig standar-
disierte Zugriffsfunktionen, die sich aus dem Systemmodell ablesen lassen.
Jedes ermittelte Element der Systemschnittstelle la¨sst sich mindestens einer Funktionalita¨t
zuordnen. Elemente, welche Eingaben des Systems aufnehmen (Buttons, Eingabefelder,
Sensoren etc.) ko¨nnen den Systemfunktionen zugeordnet werden. Rein darstellende Ele-
mente in graphischen Benutzeroberfla¨chen (Fenster, Ausgabedialoge etc.) sowie Aktuato-
ren werden den Systemreaktionen zugeordnet.
Aus der Realisierung des Beispiel-Use-Case Record a Message lassen sich folgende Sys-
temfunktionen ermitteln:
Systemfunktionen
================
select_MessageSlot(Slot)
start_Recording()
stop_Recording()
In einer konkreten Realisierung werden die abstrakten Systemfunktionen start Recording()
und stop Recording() durch den Druck auf die entsprechenden Kno¨pfe aufgerufen. Es ist
jedoch durchaus denkbar, dass auf diese Funktionen auch u¨ber andere Wege zugegriffen
werden kann, z.B. u¨ber eine Fernbedienung oder ein Signal auf einem Multimedia-Bus.
Die aus der Realisierung des Beispiel-Use-Case bestimmten Systemfunktionen sind fol-
gende:
Systemreaktionen
================
delete_MessageSlot(Slot)
record_Message(Slot)
Ermitteln des Kontrollflusses. Die Formalisierung der Use-Case-Beschreibungen la¨sst
sich in zwei Aspekte trennen. Zum einen erfolgt die Formalisierung des Kontrollflus-
ses, zum anderen die Verbindung der einzelnen Schritte mit den Systemfunktionen und
-reaktionen.
Der Kontrollfluss wird zum Teil durch die Struktur des Templates fu¨r die Use-Case-Be-
schreibungen vorgegeben. Oft sind Teile des Kontrollflusses nur textuell beschrieben. Fol-
gende Arten von Kontrollflu¨ssen treten typischerweise in Use-Case-Beschreibungen auf:
sequentielle Abfolgen, Schleifen, Fallunterscheidungen, alternative Abla¨ufe, Spru¨nge so-
wie Includes weiterer Use Cases.
In einem Use Case Metamodell z.B. [RA98, Figure 3] werden die unterschiedlichen Kon-
trollflu¨sse als Realisierungen von Flow of Actions repra¨sentiert. Jedes dieser Konzepte
repra¨sentiert Verbindungen zwischen Schritten, wobei die Anzahl der verbunden Schritte
variiert. So werden beispielsweise in einer sequentiellen Abfolge nur jeweils zwei Schritte
u¨ber eine Vorga¨nger-Nachfolger-Relation in Beziehung gesetzt. Eine bedingte Verzwei-
gung hingegen verbindet drei Schritte: den Ausgangsschritt, welcher die Bedingung ent-
ha¨lt, und die beiden Schritte, mit welchen bei Erfu¨llung bzw. Nichterfu¨llung der Bedin-
gung fortgesetzt wird.
Wie schon erwa¨hnt, werden einige dieser Konzepte, z.B. sequentielle Abfolgen und alter-
native Abla¨ufe, unmittelbar durch die templatebasierte Struktur repra¨sentiert und lassen
sich entsprechend direkt aus der Struktur der Use-Case-Beschreibung ableiten. Andere,
textuell repra¨sentierte Konzepte lassen sich jedoch nicht ohne weiteres ableiten, d.h. ohne
Interpretation des Textes.
Ziel der Formalisierung des Kontrollflusses ist es, die einzelnen Schritte der Use-Case-
Beschreibungen durch diese Konzepte zu verbinden, d.h. ein konzeptionelles Modell auf-
zubauen. Dieses kann entweder manuell erstellt werden oder werkzeuggestu¨tzt interaktiv
aufgebaut werden [Mad04] [Fri04].
Schritt Typ Funktion oder Reaktion
1 F select MessageSlot(Slot)
2 F start Recording()
3 R delete MessageSlot(Slot)
4a R record Message()
4b F stop Recording()
4c I memory exhaust
Abbildung 2: Beziehungen zwischen Schritten und Systemfunktionen und -reaktionen
Abbilden von Systemfunktionen auf Use-Case-Schritte. Jeder Use Case besteht aus
Schritten, welche einen (bei sequentieller Abfolge) oder mehrerere weitere Schritte (bei
Fallunterscheidungen, Schleifen, etc.) als Nachfolger haben ko¨nnen. Nachdem beim Er-
mitteln des Kontrollflusses der Zusammenhang der Schritte untereinander festgestellt wur-
de, wird nun der Inhalt der einzelnen Schritte betrachtet.
Im Black-Box-Systemtest wird die Eingabe-Ausgabe-Konformita¨t zwischen Systemspe-
zifikation und Systemrealisierung gepru¨ft. In den Testfa¨llen ist festzulegen, was fu¨r Ein-
gaben in welcher Reihenfolge durch den Nutzer zu ta¨tigen sind, einschließlich der zu-
geho¨rigen Systemreaktionen.
Die Abfolge ist durch den Kontrollfluss bestimmt. Nun gilt es noch, die anderen Aspekte
eindeutig zu bestimmen, d.h. festzustellen, welcher Aktor welche Systemfunktion in ei-
nem Schritt aufruft und welche Systemreaktionen dadurch hervorgerufen werden. Im Hin-
blick auf den Systemtest ist es ausreichend, einen Schritt entweder als eine Festlegung der
auszufu¨hrenden parametrisierten Systemfunktion einschließlich dem ausfu¨hrenden Aktor
oder aber als parametrisierte Systemreaktion zu betrachten. Ein daru¨ber hinausgehende
Analyse ist aus Sicht des Systemtests ist nicht notwendig.
In dem als Beispiel dienenden Use Case Record a Message werden alle Systemfunktionen
von dem gleichen Aktor User genutzt. In dem in Abbildung 2 dargestellten Ergebnis der
Zuordnung ist deshalb der Aktor nicht mehr explizit aufgefu¨hrt. Die Spalte Schritt refe-
renziert die Use-Case-Schritte. Die Spalte Typ bezeichnet den Typ des Schrittes, wobei
”
F“ fu¨r Systemfunktion,
”
R“ fu¨r Systemreaktion und
”
I“ fu¨r einen internen Schritt steht
(in diesem Fall fu¨r eine Ausnahme).
Erstellen der Zwischenrepra¨sentation und Testfa¨lle. Im na¨chsten Schritt wird das
konzeptionelle Modell in eine Zwischenrepra¨sentation u¨bertragen. So wird beispielswei-
se das Konzept der sequentiellen Abfolge von Schritten in Use-Case-Beschreibungen in
Activity-Diagrammen als zwei aufeinanderfolgende Activities dargestellt.
Das Ergebnis der Formalisierung des Beispiels ist in Abbildung 3 dargestellt.
System ResponseSystem Function
select_MessageSlot
<<SystemFunction>>
start_Recording
<<SystemFunction>>
stop_recording
<<SystemFunction>>
delete_Message
<<SystemResponse>>
record_Message
<<SystemResponse>>
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Abbildung 3: Darstellung des Use Case als UML Activity Diagramm
Aus dem so entstandenen Activity-Diagramm lassen sich Testfa¨lle ableiten, indem gema¨ss
festgelegten ¨Uberdeckungskriterien Pfade durch den Graphen konstruiert werden. Als Kor-
rektheitskriterium verwenden wir dabei die Input-Output-Conformance [Tre96]. Ein- und
Ausgaben sind durch Stereotypen gekennzeichnet. Diese ko¨nnen bei der Erstellung von
Testfa¨llen genutzt werden. Den abstrakten Systemfunktionen und -reaktionen sind Schnitt-
stellen und Ereignisse zuzuordenen. Fu¨r die Systemfunktionen sind implementierungsspe-
zifische Aufrufanweisungen zu erstellen. Fu¨r die Systemreaktionen mu¨ssen Vergleichsan-
weisungen zur ¨Uberpru¨fung der tatsa¨chlichen mit den erwarteteten Resultaten festgelegt
werden.
Wenn die Testfa¨lle austomatisch ausgefu¨hrt werden sollen, sind die Aufruf- und Ver-
gleichsanweisungen in ausfu¨hrbare Routinen umzusetzen. Im Bereich der eingebetteten
Systeme ko¨nnen die Aufrufanweisungen aus komplexen Bussignalen bestehen. Die An-
weisungen zur Auswertung ko¨nnen den Vergleich kontinuierlicher Signalverla¨ufe erfor-
derlich machen. So wird in unserem Beispiel eine Funktion zum Vergleich der vorgegebe-
nen mit der aufgezeichneten Tonspur beno¨tigt.
4 Weiteres Vorgehen
In diesem Positionspapier haben wir eine Methode zur systematischen ¨Uberfu¨hrung von
Use Cases in Test Cases fu¨r den automatisierten Systemtest skizziert. Zur Zeit wird diese
Methode bei Fraunhofer FIRST prototypisch implementiert und an kommerzielle Werk-
zeuge angebunden. Weitere Arbeiten bestehen in der Erweiterung der Ausdrucksma¨chtig-
keit der Anwendungsfallbeschreibungssprache, einer Parametrisierung der Methode fu¨r
verschiedene formale Notationen, sowie einer durchga¨ngigen Toolkette fu¨r die koha¨rente
qualita¨tsgetriebene modellbasierte Entwicklung eingebetteter Systeme.
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