Formidably sized networks are becoming more and more common, including in social sciences, biology, neuroscience, and the technology space. Many network sizes are expected to challenge the storage capability of a single physical computer. Here, we take two approaches to handle big networks: first, we look at how big data technology and distributed computing is an exciting approach to big data storage and processing. Second, most networks can be partitioned or labeled into communities, clusters, or modules, thus capturing the crux of the network while reducing detailed information, through the class of algorithms known as community detection. In this paper, we combine these two approaches, developing a distributed community detection algorithm to handle big networks. In particular, the map equation provides a way to identify network communities according to the information flow between nodes, where InfoMap is a greedy algorithm that uses the map equation. We develop discrete mathematics to adapt InfoMap into a distributed computing framework and then further develop the mathematics for a greedy algorithm, InfoFlow, which has logarithmic time complexity, compared to the linear complexity in InfoMap. Benchmark results of graphs up to millions of nodes and hundreds of millions of edges confirm the time complexity improvement, while maintaining community accuracy. Thus, we develop a map equation based community detection algorithm suitable for big network data processing.
Methodology
In this paper, we build on top of the map equation and InfoMap to found the distributed algorithm InfoFlow, which has improved runtime complexity and can be easily deployed and applied to big datasets. We quickly present the map equation in Section 2.1 for easy reference. Then, we develop the discrete mathematics in Section 2.2, which allow InfoMap to be adapted to distributed computing framework. In Section 2.3, we further develop the discrete math for the InfoFlow algorithm, which has logarithmic time complexity, as compared to the linear time complexity in InfoMap. In Section 3, I perform benchmarking for the two algorithms.
The Map Equation
For a given network partition, the map Equation [14] specifies the theoretical limit of how concisely we can describe the trajectory of a PageRank random surfer on the network. The underlying code structure of the map equation is designed such that the description can be compressed if the network has regions in which the random walker tends to stay for a long time.
Given a network with n nodes indexed in Greek alphabets, we first perform PageRank analysis. The edges in the network will be interpreted as the transition probability, so that given an edge from node α to node β, with weight ω αβ , a PageRank random surfer has probability proportional to the edge weight to transit from node α to node β, not accounting teleportation probability yet. Since the edges signify transition probability, the edge weights are normalized with respect to the outgoing node, so that: α ω αβ = 1 then, each node will be associated with its ergodic frequency p α .
The map Equation [14] specifies that, if we partition the network nodes into modules, where each module is indexed with Latin alphabets, then the network will have an information entropy, or codelength, associated with its PageRank random walk:
where:
p i is the ergodic frequency of the module. This is simply the sum of the ergodic frequencies of the nodes within the module:
and q i is the probability of exiting the module, accounting for PageRank teleportation:
n i being the number of nodes within module i, and τ is the probability of PageRank teleportation.
InfoMap
Here, we develop mathematics to construct p i and q i , the ergodic frequency, and the exit probability of each module, thereby allowing calculation of Equation (1) . In particular, the InfoMap algorithm [15] starts by having each node being its own module, and then in each iteration, merge two modules into one to reduce codelength. We develop maths to construct p i and q i , by providing formulae for the quantities in the merged module based on those in the two modules to be merged.
We can rewrite Equation (4) as:
with:
being the exit probability without teleportation. We can define a similar quantity, the transition probability without teleportation from module j to module k:
Now, if we merge modules j and k into a new module with index i, the exit probability would be follow Equation (5) with: n i = n j + n k (8) 9) and the exit probability without teleportation can be calculated via:
= α∈i or α∈k β i and β k p α ω αβ (11) = α∈ j β i and β k p α ω αβ + α∈k β i and β k p α ω αβ (12) since we are looking at the exit probability of a module, there are no self-connections within modules, so that the specification of p α ω αβ given α ∈ i, β i is redundant. Then we have:
which conforms with intuition, that the exit probability without teleportation of the new module is equal to the exit probability of all nodes without counting for the connections from j to k, or from k to j. We can further simplify the math's by expanding the non-inclusive set specification:
Expanding gives:
which by definition is:
So that now, we can calculate ω i and by Equation (5) we can calculate q i . We can do similar for ω il , if we merged modules j and k into i, and l is some other module:
= α∈ j or α k β∈l p α ω αβ (18) = α∈ j β∈l p α ω αβ + α∈k β∈l p α ω αβ (19) = ω jl + ω kl (20) and similarly for ω li :
With these calculations, we are able to construct the modular properties after each pair-wise merging, where the relevant properties include n i , p i , w i , and w ij . We can forget about the actual nodal properties; after each merge, we only need to keep track of modular properties. Now, we can implement the InfoMap algorithm, where initially each node is its own module, and then in each iteration, we merge the two modules that offer the greatest reduction in codelength, with the new module having modular properties according to Equations (8), (9), (16), (5) , (20) , and (21) . The algorithm terminates when no more merges are possible to reduce codelength. Since the maximum number of merges is e − 1 merges, where e is the number of edges in the network, the number of merges have complexity O(e). A graphical illustration of the InfoMap algorithm is shown in Figure 1 . With these calculations, we are able to construct the modular properties after each pair-wise merging, where the relevant properties include ni, pi, wi, and wij. We can forget about the actual nodal properties; after each merge, we only need to keep track of modular properties. Now, we can implement the InfoMap algorithm, where initially each node is its own module, and then in each iteration, we merge the two modules that offer the greatest reduction in codelength, with the new module having modular properties according to Equations (8), (9), (16), (5) , (20) , and (21) . The algorithm terminates when no more merges are possible to reduce codelength. Since the maximum number of merges is e − 1 merges, where e is the number of edges in the network, the number of merges have complexity O(e). A graphical illustration of the InfoMap algorithm is shown in Figure 1 . 1 . Graph with 25 nodes as visual illustration of InfoMap algorithm. Each node is labeled with a node number for reference and is colored according to its assigned community. We show the first four merges, and last two merges according to the InfoMap algorithm. In each step, two communities are merged into one. There are 21 merges in total. For brevity, only the first four and last two merges are shown. (a) In the initial graph, each node is its own module; (b) nodes 23 and 24 are merged; (c) node 22 is merged with module 23-24; (d) nodes 17 and 19 are merged; (e) node 25 is merged with module 22-23-24; (f,g) for brevity, we skip to the last two merges, where we are left with a final partitioning of four communities.
InfoFlow
InfoMap merges two modules on each iteration, giving O(e) loops. One obvious improvement possibility is to perform multiple merges per loop. However, this idea is not compatible with the idea of performing pair-wise merges, unless we can make sure no module is involved with more than one merge at once.
Here, rather than focusing on making sure that no module is involved with more than one merge at once, we can explore the idea of merging multiple modules at once. Thus, we can perform parallel merges in the same loop iteration, where possibly all modules are involved in some merge.
Consider multiple modules~M i merging into a module M. Another way to express this equivalently is to say that a module M is partitioned into i non-overlapping subsets:
Then we can expand the nodal sum over module M into the sum over all nodes in all submodules M i , the exit probability of the merged module M becomes:
where we expand the second term with respect to the M j s to give:
Combining the first and third terms,
which we can recognize as:
where we can immediately see that Equation (29) is a linear generalization of Equation (16), while Equations (30) and (31) are identical to previous definitions, and may be calculated iteratively as the previous algorithm. We can calculate ω M i M j by expanding on the partitioning:
so that when we merge a number of modules together, we can calculate its connections with other modules by aggregating the existing modular connections. This is directly analogous to Equation (20) . Thus, the mathematical properties of merging multiple modules into one are identical to that of merging two modules. This is key to developing my multi-merge algorithm, InfoFlow.
As InfoMap, each node is initially its own module. During each iteration, each module seeks to merge with a connected module that offers the greatest reduction in codelength, if only the merging of the two modules are considered. If no such merge exists, the module does not seek to merge. Then, the weakly connected modular components connected via the merge seeking are merged into one module, according to Equations (29) and (33). This is repeated seek-merging and bulk-merging is iterated until the codelength cannot be reduced. A graphical illustration of InfoFlow is shown in Figure 2 . 
where we can immediately see that Equation (29) is a linear generalization of Equation (16), while Equation (30) and (31) are identical to previous definitions, and may be calculated iteratively as the previous algorithm. We can calculate by expanding on the partitioning:
so that when we merge a number of modules together, we can calculate its connections with other modules by aggregating the existing modular connections. This is directly analogous to Equation (20) .
Thus, the mathematical properties of merging multiple modules into one are identical to that of merging two modules. This is key to developing my multi-merge algorithm, InfoFlow.
As InfoMap, each node is initially its own module. During each iteration, each module seeks to merge with a connected module that offers the greatest reduction in codelength, if only the merging of the two modules are considered. If no such merge exists, the module does not seek to merge. Then, the weakly connected modular components connected via the merge seeking are merged into one module, according to Equations (29) and (33). This is repeated seek-merging and bulk-merging is iterated until the codelength cannot be reduced. A graphical illustration of InfoFlow is shown in Figure 2 . Next, n nodes are partitioned into m final modules according to InfoFlow. If we assume in each loop, k modules merge into one on average, and that there are l loop, we have: Next, n nodes are partitioned into m final modules according to InfoFlow. If we assume in each loop, k modules merge into one on average, and that there are l loop, we have: The worst case complexity comes in two cases: first, when we degenerate into InfoMap, i.e., we have O(e) loops, each loop we merge only two modules into one; second when l = 1 and k = n/m, and the overall complexity is O(k) = O(n/m).
Simulation and Results
InfoMap and InfoFlow are implemented on Apache Spark [24] using the Scala language. The code, which is open source and can be accessed online [25] is set up and run on a local desktop computer, the Dell Precision T3610, running Windows 7 Professional. For easy referencing, the specifications for the computer is Intel Xeon CPU E5-1620 v2 @3.70 GHz 3.70 GHz, with 64 Gb RAM. Apache Spark 2.1.1 and Hadoop 2.7 are used. When possible, RAM disk was used to speed up simulations.
First, we ran real world data of small to moderately sized graphs from [26] [27] [28] , with both InfoMap and InfoFlow, and compared the runtime performance and resultant communities. The results are tabulated in Table 1 , listing the nodes and edges of the graph, the number of loops ran before the algorithms completed, the runtime (for the sake of comparison, common runtime between the two algorithms, including initialization time and PageRank runtime, are not counted), and final partitioning codelength. The normalized mutual information between the community partitioning's given by the two algorithms is also tabulated. We see that, for InfoMap, the number of loops and runtime follow a linear complexity relationship with the size of the graph, while the number of loops in InfoFlow is kept within 4, and the runtime within 30 s, so that a pseudo-constant, or logarithmic complexity relationship with the size of the graph, along the estimation of Equation (36), is confirmed. As a solid example of the speedup in InfoFlow, for the graph with 27,770 nodes and 352,807 edges, there are 1000 times less loops in InfoFlow, and the runtime is nearly 3.5 h for InfoMap, and 25 s for InfoFlow, representing nearly a 500-time speedup.
As analyzed in Equations (34)-(36), this speedup in runtime and complexity is a direct consequence of going from pair-wise merge in InfoMap to the multi-merging in InfoFlow. In terms of partitioning accuracy, it might be a concern whether the bulk-merging of InfoFlow might sacrifice partitioning accuracy. From the results of Table 1 , we see that the codelength difference between the two algorithms are very similar, rarely exceeding a 5% difference. The normalized mutual information (NMI) is often kept higher than 80%, so the accuracy in community detection is not compromised when going from InfoMap to InfoFlow.
Having compared the runtime and accuracy between InfoMap and InfoFlow, we now apply InfoFlow to bigger data, with graphs going up to millions of nodes and hundreds of millions of edges [26] [27] [28] , until the limit of the computing resource is challenged on the Dell Precision T3610. The results of the simulations are tabulated in Table 2 . We see that the number of loops is kept within 20, so a pseudo-constant or logarithmic complexity is well followed, while the runtime is kept within a few hours. The runtime does not follow any obvious relationship with the number of nodes or edges, since the processing of the dataset challenges the limit of the computer, and complex performance issues with memory caching and paging comes into play. Importantly, the runtime is in the same order of magnitude with PageRank calculation time. Since the latter is a prerequisite for the map equation approach, the benchmarking results indicate we have optimal runtime complexity within the map equation approach to community detection. Table 2 . Benchmarking results for InfoFlow, on the Dell Precision T3610, for datasets that challenge the limit the computer resource. The runtime for graph reading and PageRank calculations are listed to add perspective on community detection speed. Importantly, the number of loops are very small, indicating logarithmic complexity, and that the community detection runtime is on the same order of magnitude as PageRank. Since the latter is a prerequisite for the map equation approach to community detection, InfoFlow may have optimal runtime complexity for this class of algorithm. Runtime unit in seconds. The datasets are real world graphs taken from [26] [27] [28] . 
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Conclusions
With a view of developing a distributed community detection algorithm, we developed discrete mathematics on the map equation to provide formulae for the modular properties for merged pairwise modules, which enabled the implementation of InfoMap algorithm on distributed computing. We then generalized this from a pairwise merge to merging arbitrary number of modules, which prompted the algorithm InfoFlow. Benchmarking results on an Apache Spark implementation confirmed that the runtime complexity of InfoFlow had logarithmic runtime complexity, compared to the linear time complexity of InfoMap, while retaining accuracy in the community results.
Similar projects to develop distributed community detection algorithms, in particular InfoMap, exist [20] [21] [22] [23] . These projects parallelize certain segments of the algorithm while keeping other segments and data structures in serial, with assumptions on thread locking or graph locality. In contrast, in this paper, we developed discrete math to adapt InfoMap into distributed computing framework, while keeping the algorithm identical, with no additional assumptions being made. In other words, we developed the mathematical formulation that enables parallel and distributed computing, rather than developing an inherently parallel algorithm. This is a significant development in InfoMap. InfoFlow was built with only one additional development of multi-merging, as opposed to the pair-wise merging in InfoMap. Benchmark results showed that this development improves runtime complexity while retaining result accuracy. Thus, the mathematics is a significant contribution to the research in InfoMap, which will be valuable future research in InfoMap extensions such as hierarchical structures, overlapping structures, and higher-order Markov dynamics [17] [18] [19] .
The coding implementation [25] is open source and implemented in Apache Spark, which is actively maintained, with proven performance, reliability and scalability, with contributions from companies such as Google, Facebook, and IBM [29] . It can be easily configured and deployed on clusters and cloud platforms. This is in contrast to, for example, the implementation in [23] , which used the GraphLab PowerGraph library [30] which was not actively maintained. Another example is [20] , which used the Thrill library [31] , which is still in the experimental phase. The choice of distributed computing library framework, along with computational environment, is one of the major factors affecting runtime, memory consumption and other performance metrics. Meanwhile, algorithmic performance, which is agnostic to the coding implementation and library environment, may be measured via theoretical space and time complexity, where the logarithmic runtime complexity of InfoFlow shines.
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