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ABSTRACT 
 
There are various kinds of puzzle games, one of which is that Sudoku originated 
in Japan. In general, Sudoku is a game in the form of table-sized 9x9. In measuring 9x9 
Sudoku there are nine groups / blocks of size 3x3. 
 
Goal of Sudoku is to fill every cell of the empty table with numbers, such that in 
one block only consists of 1-9 digits are not repeated and no numbers are repeated in a 
row or column. Sudoku consists of two important parts of the generator and 
solver. Generator function to create a problem that will be played by players. Solver is 
used to answer the questions that have been created by the generator 
automatically. There are several algorithms to build the generator and solver. On this 
occasion algorithm used is backtracking algorithm and elimination to finish this game. In 
backtracking algorithms, the search for better solutions difosukan on searches that lead 
to the solution just by ignoring the possibility of other solutions that do not lead to 
solutions. With this search performed on backtracking algorithms will be 
faster. Associated with both an important part in the game Sudoku, there are some 
interesting questions: Implementing the concept of artificial intelligence in the process 
Generate and Solve by using backtracking algorithm and elimination? How to create 
algorithms for generator and solver that quickly and accurately? 
 
On this occasion, the author tries to analyze the main points of discussion and 
the results are intended to provide advice to the following researchers in the generator 
and solver develop a better, faster and accurate. 
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1. Pendahuluan 
Ada berbagai macam permainan teka-teki, salah satunya adalah Sudoku yang 
berasal dari Jepang. Dalam menyelesaikan permainan ini, pemain dituntut untuk berpikir 
dengan logika. Secara umum, Sudoku merupakan permainan dalam bentuk tabel yang 
berukuran 9x9. Dalam Sudoku yang berukuran 9x9 terdapat sembilan kelompok/blok 
yang berukuran 3x3. Tujuan permainan ini adalah untuk mengisi setiap sel tabel yang 
masih kosong dengan angka-angka, sedemikian sehingga dalam satu blok hanya terdiri 
atas angka 1-9 yang tidak berulang dan tidak ada angka yang berulang dalam satu baris 
maupun kolom. 
Terdapat beberapa algoritma dalam menyelesaikan permainan Sudoku. Pada 
kesempatan ini algoritma yang digunakan ialah algoritma backtracking (runut-balik) dan 
elimination (eliminasi) untuk menyelesaikan permainan ini. Algoritma backtracking 
berbasis pada DFS (Depth First Search). Pada algoritma backtracking, pencarian solusi 
lebih difosukan pada pencarian yang mengarah ke solusi saja dengan mengabaikan 
kemungkinan solusi lain yang tidak mengarah ke solusi. Dengan hal ini pencarian yang 
dilakukan pada algortima backtracking akan lebih cepat. Algoritma backtracking 
merupakan perbaikan dari algoritma brute force dan DFS. 
Untuk membangun dan menyelesaikan permainan Sudoku dibutuhkan dua 
sarana yaitu Generator dan Solver. Generator digunakan untuk membuat soal dan 
menampilkannya dalam tabel-tabel yang tersedia, sedangkan Solver digunakan untuk 
menyelesaikan permainan jika pemain menyerah dalam menyelesaikannya secara 
manual. Algoritma yang digunakan dalam membuat generator dan solver ialah algoritma 
backtracking dan elimination. 
2. Landasan Teori 
2.1. Sejarah dan Aturan Permainan Sudoku 
 "Su" berarti angka dalam bahasa Jepang, dan "Doku" mengacu pada satu 
tempat di papan teka-teki yang setiap angka dapat masuk ke dalamnya. Walaupun 
namanya adalah Jepang, sebenarnya berasal Eropa dan Amerika.  
 Pada abad ke-18 matematikawan Swiss Leonhard Euler mengembangkan 
konsep "Latin Squares" dimana angka-angka dalam kotak muncul sekali, baik secara 
melintang, ke atas dan ke bawah. Pada akhir 1970-an, Dell Majalah di Amerika Serikat 
mulai menerbitkan apa yang sekarang kita sebut teka-teki Sudoku menggunakan konsep 
Euler dengan 9x9 kotak persegi. Biasa disebut Number Place, dan dikembangkan oleh 
pembuat teka-teki yang independen, Howard Garnes. 
 
 
 
 
 
 Pada pertengahan tahun 1980-an, presiden dari teka-teki raksasa Jepang 
Nikoli, Inc, Mr Maki Kaji mendesak perusahaan untuk menerbitkan versi teka-teki yang 
menjadi sukses besar di negara itu. Nikoli membantu memperbaiki itu dengan membatasi 
jumlah diwahyukan atau angka yang diberikan ke 30 dan setelah mereka muncul secara 
simetris. Perkembangan Sudoku juga dibantu oleh upaya Wayne Gould, seorang 
pensiunan hakim Hong Kong berasal dari Selandia Baru. Dia pertama kali datang di 
sebuah teka-teki Sudoku di toko buku Jepang pada tahun 1997, dan kemudian 
menghabiskan bertahun-tahun mengembangkan program komputer untuk menghasilkan 
Sudoku. 
 Sementara 9 x 9 kotak adalah bentuk yang paling umum permainan Sudoku, 
ada banyak varian dari permainan. Teka-teki Sudoku menggunakan huruf dan simbol, 
bahkan beberapa ejaan kata dalam solusi terakhir mereka juga menjadi tersedia. Varian 
lain memerlukan keterampilan komputasi (www.sudokudaily.net/history.php, 17122009 
11.30 WIB). 
 Papan Sudoku terbuat dari sembilan buah kotak berukuran 3x3 yang disusun 
sedemikian rupa sehingga menghasilkan kotak besar berukuran 9x9. Beberapa kotak 
sudah diisi sebagai petunjuk awal dan tugas pemain adalah melengkapi angka-angka 
pada kotak yang lain sehingga keseluruhan papan permainan terisi secara lengkap. 
 
2.1.1. Strategi Umum Penyelesaian Permainan Sudoku 
 Secara umum, permainan Sudoku dapat diselesaikan dengan kombinasi 
beberapa teknik antara lain teknik pemindaian (scanning), penandaan (marking), dan 
analisa (analysing). Pada beberapa kasus permainan Sudoku yang tergolong mudah 
dapat diselesaikan dengan hanya menggunakan salah satu dari beberapa teknik diatas. 
Penjelasan tentang teknik-teknik yang digunakan dalam menyelesaikan permainan 
Sudoku adalah sebagai berikut (Morenvino M, Ray A I, Anton R S, 2006).   
a. Pemindaian 
 Pemindaian berupa proses memindai baris atau kolom untuk 
mengindentifikasi baris mana dalam suatu blok yang terdapat angka-angka 
tertentu. Proses ini kemudian diulang pada setiap kolom (atau baris) secara 
sistematis. Kemudian menentukan nilai dari suatu sel dengan membuang nilai-
nilai yang tidak mungkin. 
b. Penandaan 
 Penandaan berupa analisa logika, dengan menandai kandidat angka 
yang dapat dimasukkan dalam sebuah sel. 
 
 
  
 
 
c. Analisa 
 Analisa berupa eliminasi kandidat, dimana kemajuan dicapai dengan 
mengeliminasi kandidat angka secara berturut-turut hingga sebuah sel hanya 
punya 1 kandidat. 
 
2.2. Kecerdasan Buatan 
 Kecerdasan buatan (artificial intelligence) merupakan inovasi baru di bidang ilmu 
pengetahuan. Kecerdasan buatan (Artificial Intelligence) dapat didefinisikan sebagai 
berikut : 
a. Konstruksi simbol-simbol fisik pada sistem yang dapat digunakan untuk 
menjalankan Turing test (Ginsberg, 1993). 
b. Kecerdasan buatan merupakan sebuah bidang studi yang menggunakan 
kepintaran yang diterapkan pada komputer untuk menyelesaikan masalah 
ketika komputer tersebut bertindak seperti manusia (Tanimoto, 1990). 
 
2.3. Metode Pencarian 
2.3.1. Algoritma Backtracking 
 Backtracking adalah algoritma yang berbasis pada DFS untuk mencari solusi 
persoalan secara lebih baik. Backtracking yang merupakan perbaikan dari algoritma 
bruteforce, secara sistematis mencari solusi persoalan di antara semua kemungkinan 
solusi yang ada. Dengan metode ini, pencarian tidak perlu memeriksa semua 
kemungkinan solusi yang ada. Hanya pencarian yang mengarah ke solusi saja yang 
selalu dipertimbangkan. Hal ini menyebabkan waktu pencarian dapat dihemat. 
Backtracking lebih alami dinyatakan dalam algoritma rekursif. Backtracking sering disebut 
sebagai bentuk tipikal dari algoritma rekursif (Morenvino M, Ray A I, Anton R S, 2006). 
 
2.3.2. Prinsip Pencarian Algoritma Backtracking 
 Pada saat ini hal yang ditinjau didasarkan pada pencarian solusi pada pohon 
ruang status yang dibangun secara dinamis. Langkah-langkah pencarian solusi adalah 
sebagai berikut : 
a. Solusi dicari dengan membentuk lintasan dari akar ke daun. Aturan 
pembentukan yang dipakai adalah mengikuti metode pencarian mendalam 
(DFS). Simpul-simpul yang sudah dilahirkan dinamakan simpul hidup (live 
node). Simpul hidup yang sedang diperluas dinamakan simpul-E (expand 
node). Simpul dinomori dari atas ke bawah sesuai dengan urutan 
kelahirannya. 
  
 
 
b. Tiap kali simpul-E diperluas, lintasan yang dibangun olehnya bertambah 
panjang. Jika lintasan yang sedang dibentuk tidak mengarah ke solusi, maka 
simpul-E tersebut dibunuh sehingga menjadi simpul mati (dead node). Fungsi 
yang digunakan untuk membunuh simpul-E adalah dengan menerapkan 
fungsi pembatas (bounding function). Simpul yang sudah mati tidak akan 
pernah diperluas lagi. 
c. Jika pembentukan lintasan berakhir dengan simpul mati, maka proses 
pencarian diteruskan dengan membangkitkan simpul anak yang lainnya. Bila 
tidak ada lagi simpul anak yang dapat dibangkitkan, maka pencarian solusi 
dilanjutkan dengan melakukan runut balik ke simpul hidup terdekat (simpul 
orangtua). Selanjutnya, simpul ini menjadi simpul-E yang baru. Lintasan baru 
dibangun kembali sampai lintasan tersebut membentuk solusi. 
d. Pencarian dihentikan bila kita telah menemukan solusi atau tidak ada lagi 
simpul hidup untuk backtracking. 
 
3. Analisis (Proses Penelitian) 
3.1. Perancangan Algoritma Solver 
 Solver merupakan bagian penting dalam permainan sudoku. Solver digunakan 
untuk menyelesaikan soal yang dibuat oleh Generator. Proses solve terdiri dari beberapa 
langkah diantaranya : 
 
3.1.1. Proses Identifikasi Angka pada Kotak-kotak Kecil (Spot) 
 Identifikasi angka dalam kotak kecil (spot) dilakukan untuk mencatat semua nilai 
dan posisi koordinat yang dimilki oleh masing-masing kotak kecil (spot). Sebelum 
melakukan proses identifikasi, akan terlebih dahulu ditentukan titik awal pencarian. 
Proses penentuan titik awal dilakukan dengan tujuan sebagai penanda bahwa pencarian 
akan dimulai dari titik tersebut. Titik awal pencarian ditentukan dengan memberi nilai 
pada sumbu X dan sumbu Y.  Sumbu X dan sumbu Y dalam permainan ini ditentukan 
dari sisi pojok kiri atas papan permainan. Sumbu X yaitu sumbu yang terletak secara 
Vertikal dan sumbu Y yaitu sumbu yang terletak secara Horizontal. Titik Awal dan Titik 
Akhir ditentukan sebagai berikut : Titik Awal : (0,0) dan Titik Akhir (8,8). Proses 
identifikasi akan mendapat angka tertentu dari masing-masing kotak kecil (spot) yang 
akan ditampung dalam sebuah variable penampung yang berbentuk array. Setelah 
semua angka dicatat, kemudian dilakukan proses pengecekan angka yang terdapat 
didalam variable penampung, jika yang ditampung bernilai tanda garis datar (- / dash), 
maka program akan menampilkan jawaban pasti yang sudah dibuat. Jika yang 
ditampung didalam variable penampung terdapat angka, dalam hal ini meliputi angka 
  
 
 
satu sampai sembilan (1-9), maka program akan diteruskan pada bagian pengecekan 
apakah angka-angka yang ada di variable penampung dapat diselesaikan atau tidak. 
Dalam menyelesaikan masalah ini, program akan mengacu pada aturan dasar 
permainan Sudoku (lihat tabel 3.1) yang telah dideklarasikan.  
 
3.1.2. Penentuan Apakah Soal Dapat Diselesaikan atau Tidak 
 Proses ini dilakukan untuk mengecek apakah angka-angka yang dimasukkan 
oleh pemain sesuai dengan aturan permainan sudoku atau tidak. Jika salah satu aturan 
dasar permainan Sudoku (lihat tabel 3.1) tidak terpenuhi maka program akan 
memberikan informasi bahwa permainan tidak dapat diselesaikan.  Proses ini terbagi 
dalam 3 tahap, antara lain : 
 
3.1.2.1. Melakukan Pendataan Secara Vertikal, Horizontal dan Sub Square 
 Proses awal pendataan ini dilakukan pada kotak dengan indeks (0,0) dengan 
arah pendataan dilakukan secara vertikal. Dalam proses pendataan semua angka yang 
terdapat dalam kotak kecil (spot) yang berada secara vertikal akan di catat dan 
ditampung dalam variable penampung. Proses ini dilakukan dari kotak kecil (spot) 
dengan indeks untuk nilai X=0 sampai nilai Y=8 (0,8) sesuai dengan besarnya papan 
permainan yaitu 9 x 9. Proses ini akan berulang sampai dengan indeks untuk nilai X=8 
dan indeks nilai Y=8 (8,8). Masing-masing angka yang berada didalam arah pendataan 
yang berlangsung saat itu, akan ditambahkan satu atribut untuk memberikan penanda 
kepada angka-angka tersebut. Atribut tersebut berupa sebuah nilai yang digunakan untuk 
menghitung jumlah tampilnya angka tertentu yang ada didalam pendataan. Dalam hal ini 
atribut tersebut diberi nama Nilai Bobot. Pada awal proses pendataan, jumlah nilai bobot 
diatur menjadi angka nol. Ketika proses berjalan, angka-angka yang tampil akan didata 
dan dicatat kedalam variable penampung. Jika sebuah angka ditemukan dalam 
pendataan tersebut, maka nilai bobot untuk angka tersebut dirubah menjadi angka satu. 
Jika angka tersebut ditemukan lagi, maka nilai bobot angka tersebut akan ditambahkan 
satu dari nilai sebelumnya. Tetapi jika dalam proses pendataan angka-angka yang tampil 
hanya ditemukan sekali saja, maka nilai bobot untuk angka tersebut hanya akan dirubah 
menjadi angka satu. Jika pendataan telah sampai pada indeks ke 9, maka masing-
masing angka beserta nilai bobotnya akan dibandingkan dengan aturan Sudoku yang 
pertama (lihat tabel 3.1). Jika didalam proses pembandingan ditemukan terdapat angka 
yang memiliki nilai bobot lebih dari angka satu, maka program akan menganggap bahwa 
angka tersebut telah melanggar aturan permainan Sudoku yang pertama (lihat tabel 3.1). 
Program akan menampilkan pesan kesalahan bahwa, permainan tidak dapat 
diselesaikan. Jika dalam proses pembandingan tersebut tidak ditemukan angka yang 
  
 
 
memiliki nilai bobot yang lebih dari angka satu, maka program akan melanjutkan ke 
proses pendataan secara horizontal. Langkah-langkah dalam melakukan pendataan 
secara horizontal maupun Sub Square memiliki kesamaan seperti pada proses 
pendataan secara vertikal, yang menjadi perbedaan hanya terletak pada arah pendataan 
yang dilakukan secara horizontal dan pada Sub Square. Untuk melihat langkah-langkah 
pendataan secara horizontal dan Sub Square dapat mengacu pada langkah-langkah 
yang telah dijelaskan pada proses pendataan secara vertikal. 
 
Tabel 3.1 Aturan Dasar Permainan Sudoku 
 
No Bidang Aturan 
1. Kolom/Vertikal Letakkan angka antara 1 – 9 (salah satu saja) 
pada kolom. Angka yang diletakkan tidak 
boleh berulang dalam 1 kolom atau hanya 
boleh tampil 1 kali saja. 
2. Baris/Horizontal Letakkan angka antara 1 – 9 (salah satu saja) 
pada baris. Angka yang diletakkan tidak boleh 
berulang dalam 1 baris atau hanya boleh 
tampil 1 kali saja. 
3. Area/Region Letakkan angka antara 1 – 9 (salah satu saja) 
pada area. Angka yang diletakkan tidak boleh 
berulang dalam 1 area atau hanya boleh 
tampil 1 kali saja. 
 
3.1.2.2. Pendataan dan Eliminasi Nilai pada Kotak Kecil (Spot) secara Vertikal,  
 Horizontal dan Sub Square 
 Proses ini bertujuan untuk mengidentifikasi angka pada masing-masing kotak 
kecil (spot) dan menentukan apakah angka yang terdapat didalamnya dapat diganti 
dengan angka lain atau angka tersebut sudah merupakan jawaban pasti. Angka-angka 
yang ada akan diolah dengan metode eliminasi. Aturan untuk melakukan proses 
pendataan dan eliminasi terhadap angka yang dimasukkan didalam spot adalah sebagai 
berikut : 
 Proses pendataan dan eliminasi dimulai pada titik X=0 dan Y=0. Arah pendataan 
dilakukan secara vertikal, horizontal dan sub square. Setiap angka yang ditemukan 
dalam proses pendataan diganti nilainya dengan angka nol. Angka awal yang ada 
didalam kotak  kecil (spot) tidak dihilangkan tetapi disimpan didalam sebuah variable 
penampung. Angka nol yang diberikan sebagai pengganti angka asli pada kotak kecil 
(spot) menggambarkan bahwa angka yang ada pada kotak kecil (spot) tidak dapat diganti 
dengan angka lain dan angka tersebut sudah merupakan jawaban pasti. Dalam hal ini 
angka nol disebut sebagai Nilai Kardinalitas. Angka yang memiliki nilai kardinalitasnya 
sama dengan angka yang terdapat didalam kotak kecil (spot) melambangkan bahwa 
angka yang ada pada kotak kecil (spot) masih dapat diganti dengan angka lain atau 
  
 
 
bukan merupakan jawaban pasti. Proses pendataan akan berakhir jika nilai indeks untuk 
X=8 dan Y=8. 
 Proses selanjutnya yang dilakukan ialah menghitung banyaknya baris angka 
yang nilai kardinalitasnya tidak bernilai nol. Jumlah baris angka yang dihitung ialah yang 
terdapat didalam variable penampung. Hal ini bertujuan untuk mengetahui jumlah 
kardinalitas dari sebuah kotak kecil (spot). Setelah jumlah kardinalitas diketahui, nilai 
tersebut akan dibandingkan dengan variable pembanding. Dalam hal ini variable tersebut 
diberi nama variable banding. Variabel banding pada awalnya diatur nilainya menjadi 
angka sepuluh. Jika nilai kardinalitas yang telah didapat dari perhitungan pada variable 
penampung dibandingkan dengan variable banding tersebut dan hasilnya masih lebih 
kecil maka pada jalur pendataan tersebut masih ada kotak kecil (spot) yang masih belum 
terisi oleh jawaban yang pasti. Namun jika ternyata nilai kardinalitas sudah sama dengan 
angka sembilan maka sudah dapat dipastikan bahwa semua kotak kecil (spot) sudah 
memiliki jawaban pasti. Angka sembilan digunakan sebagai pembanding karena angka 
tersebut merupakan jumlah karakter yang boleh dipilih salah satunya untuk dimasukkan 
kedalam kotak kecil (spot). Karakter-karakter tersebut terdiri dari : 1, 2, 3, 4, 5, 6, 7, 8, 9. 
Jika proses ini telah selesai dilakukan dan ternyata masih ada kotak kecil (spot) yang 
belum memiliki jawaban pasti, maka proses pendataan dan eliminasi tetap dilakukan 
dengan berpindah pada titik yang belum memiliki jawaban pasti tersebut. Proses yang 
dilakukan sama dengan proses sebelumnya. Jika dalam proses pendataan dan eliminasi 
semua angka-angka yang ada telah memenuhi aturan permainan sudoku (lihat tabel 3.1) 
maka jawaban pada semua kotak kecil (spot) dapat ditampilkan dan permainan 
dinyatakan selesai. Permainan dinyatakan tidak dapat diselesaikan jika dalam proses 
pendataan dan eliminasi tidak ditemukan jawaban yang pasti. 
 
3.2. Perancangan Algoritma Generator 
 Generator merupakan salah fungsi yang digunakan untuk menciptakan soal-soal 
baru permainan sudoku. Soal-soal yang diciptakan oleh generator bersifat unik satu 
dengan lainnya. Soal-soal yang telah diciptakan oleh generator nantinya digunakan 
sebagai bahan permainan yang diselesaikan oleh pemain ataupun solver. 
 
3.2.1. Mengidentifikasi Level Permainan 
 Proses ini dilakukan dengan tujuan untuk mengetahui banyaknya jumlah spot 
yang harus ditampilkan angkanya ketika sebuah soal di generate. Hal ini penting 
dilakukan karena dalam proses selanjutnya data mengenai jumlah spot ini yang akan 
digunakan sebagai acuan dalam menentukan jumlah langkah yang harus dijalankan 
untuk menghasilkan soal-soal. Jumlah spot yang kosong dapat diketahui melalui inputan 
  
 
 
yang dimasukkan pemain lewat tempat yang telah disedikakan yaitu Textbox No of 
Empty Squares pada Form Select Difficulty Level atau pada Trackbar yang ada pada 
form yang sama. Selanjutnya nilai tersebut disimpan kedalam variable dengan nama 
Level. 
 
3.2.2. Menempatkan Angka-angka kedalam Spot Secara Acak Berdasarkan  
 Aturan Permainan Sudoku 
 Hal pertama yang dilakukan dalam proses ini ialah mendata jumlah spot yang 
ada berserta koordinatnya. Proses penempatan angka dilakukan pada pertemuan baris 
dan kolom tertentu, yang kemudian disebut kotak kecil atau  spot. Angka-angka yang 
ditempatkan dilakukan secara acak. Fungsi acak yang digunakan merupakan fungsi 
bawaan yang sudah terdapat didalam bahasa pemrograman yang digunakan, jadi tidak 
perlu diciptakan algoritma untuk mengacak angka-angka lagi. Proses penempatan angka 
untuk awalnya dilakukan pada baris yang memiliki indeks nol (baris pertama). Untuk 
angka yang ditempatkan pertama kali ialah angka satu. Jika angka satu yang 
ditempatkan pada spot sudah berjumlah sembilan (sesuai papan permainan yaitu 9x9), 
program akan mengganti angka tersebut menjadi angka dua. Angka dua didapat dari 
angka sebelumnya  ditambahkan dengan satu (1+1=2). Penambahan angka tersebut 
akan berakhir ketika angka yang ditempatkan telah bernilai sembilan. Angka-angka yang 
ditempatkan pada spot terdiri dari angka satu sampai angka sembilan. Jika penempatan 
angka pada baris pertama telah selesai, maka program akan mengganti baris yang akan 
digunakan berikutnya menjadi dua. Angka dua didapat dari indeks angka sebelumnya 
ditambahkan dua (0+2=2). Jika indeks telah mencapai angka delapan, maka program 
akan mengurangi nilai indeks sebelumnya dengan satu, setelah itu nilai indeks tersebut 
ditambahkan dengan angka dua. Proses ini akan terus berlangsung sampai jumlah baris 
sudah mencapai sembilan (sesuai papan permainan yaitu 9x9). 
 Proses berikutnya yang dilakukan ialah menentukan kolom yang dijadikan tempat 
penempatan angka. Kolom yang akan digunakan sebagai tempat penempatan angka 
didapat dengan menggunakan algoritma pengacakan angka. Angka-angka yang diacak 
dimulai dari angka satu sampai angka sembilan. Setelah mendapatkan kolom yang akan 
dijadikan tempat untuk menempatkan angka, maka baris yang telah diperoleh pada 
proses sebelumnnya digabung dengan kolom tersebut sehingga menjadi suatu koordinat 
(baris,kolom). Koordinat yang diperoleh akan digunakan pada proses selanjutnya, yaitu 
proses percobaan untuk memasukan angka tertentu kedalam baris dan kolom yang telah 
ditentukan. 
  Proses penempatan angka dilakukan dengan mengecek apakah koordinat 
(baris,kolom) yang akan digunakan sudah pernah diproses atau belum. Jika koordinat 
  
 
 
tersebut sudah dipernah di proses maka program akan memberikan nilai kolom yang 
baru untuk dijadikan data pembanding baru. Selanjutnya angka yang terdapat pada 
koordinat (baris,kolom) akan dibandingkan dengan angka yang akan ditempatkan, jika 
angka dan koordinat tersebut tidak memiliki kesamaan dengan yang sebelumnya, maka 
program akan mengidentifikasi angka yang terdapat didalam koordinat itu sebagai 
sebuah jawaban pasti. Tetapi jika angka dan koordinat memiliki kesamaan dengan yang 
terdapat pada proses sebelumnya, maka program akan menganggap bahwa koordinat 
dan angka tersebut telah diproses dan telah dinyatakan memiliki jawaban pasti. Oleh 
karena itu, program akan memberikan nilai kolom baru untuk dilakukan proses 
pengecekan baru lagi. Setiap langkah  untuk menempatkan angka dicatat didalam 
variable yang diberi nama FilledPoint. Satu siklus proses penempatan angka akan 
dinyatakan berakhir ketika jumlah kolom yang digunakan untuk menempatkan angka 
telah berjumlah sembilan. Jika kolom telah berjumlah sembilan dan jawaban pasti belum 
ditemukan, maka program akan melakukan perhitungan mundur terhadap langkah yang 
telah dikerjakan. Jumlah langkah yang harus dikerjakan akan dicek pada variabel 
FilledPoint. Dalam proses ini, angka-angka yang telah dinyatakan sebagai jawaban pasti 
akan diatur nilainya menjadi angka nol dan akan dilakukan proses penempatan angka-
angka baru dengan mengikuti proses penempatan yang telah ada sebelumnya. Tidak 
semua jawaban pasti yang telah ditemukan diatur nilainya menjadi nol. Koordinat yang 
diganti angkanya ialah koordinat yang masih berada dalam satu baris tertentu pada saat 
proses penempatan berlangsung dan tidak ditemukan jawaban pasti pada proses 
tersebut. Hal ini dimaksudkan agar waktu untuk menemukan jawaban lebih singkat. 
 
3.2.3. Menghapus Angka didalam Spot Secara Acak 
 Tujuan dari proses ini ialah untuk menciptakan spot yang kosong atau tidak 
memiliki angka berdasarkan prinsip keunikan. Jumlah spot yang kosong didasarkan pada 
level soal yang telah dimasukkan pertama kali pada saat pemain memilih men-generate 
soal secara otomatis. Untuk menciptakan spot yang kosong program akan menghapus 
spot berdasar hasil pengujian yang dilakukan pada proses selanjutnya. Bebebapa 
langkah yang dapat dilakukan untuk menciptakan spot kosong adalah sebagai berikut 
program akan mengacak angka mulai dari nol sampai delapan puluh yang merupakan 
jumlah indeks dalam permainan dengan papan 9x9. Angka tersebut akan digunakan 
untuk menunjukan koordinat yang terdapat didalam permainan. Selanjutnya akan dicek 
apakah nilai yang berada didalam koordinat tersebut merupakan solusi atau tidak jika 
spot tersebut dikosongkan angkanya. Jika angka tersebut merupakan solusi maka spot 
tersebut dapat langsung dikosongkan, tetapi jika spot tersebut bukan merupakan solusi 
maka proses mengacak angka akan diulang lagi untuk mendapatkan koordinat baru yang 
  
 
 
akan diuji kembali datanya. Proses ini akan berakhir jika jumlah spot yang harus 
dikosongkan berdasarkan level sudah terpenuhi. 
 
3.2.4. Menampilkan Soal Hasil Generate 
  Tugas dari langkah ini ialah untuk menampilkan hasil atau soal yang telah 
diproses pada langkah-langkah sebelumnya. Jika semua langkah dinyatakan berhasil 
maka jawaban-jawaban yang telah diperoleh akan ditampilkan sebagai soal untuk 
permainan. Soal yang ditampilkan dapat disimpan dan dapat dipanggil kembali suatu 
saat. Soal tersebut pasti dapat diselesaikan baik secara manual maupun menggunakan 
fungsi solve karena soal-soal tersebut sudah dipastikan memiliki solusi. 
 
4. Hasil Penelitian dan Pembahasan 
4.1. Generate 
 Algoritma yang digunakan dalam men-generate soal terdiri dari dua bagian yaitu 
algoritma untuk mendefinisikan papan permainan berserta isinya dan algoritma untuk 
menyelesaikan permasalahan pada papan permainan. 
 
4.1.1. Mendefinisikan Papan Permainan dan Isinya 
 Pada algoritma ini yang pertama dilakukan ialah mendefinisikan  jumlah spot 
yang akan dibuat sesuai papan permainan. Setelah semua spot telah didefinisikan, 
koordinat serta angka yang berada didalamnya dimasukkan kedalam sebuah variable 
yang berbentuk array. 
 Setelah mendapatkan data masing-masing spot, program akan mengacak angka 
nol sampai delapan dengan tujuan untuk mendapatkan nilai kolom yang akan 
dipasangkan dengan baris yang telah ditentukan sebelumnya. Jika baris dan kolom yang 
ditentukan sudah pernah ada dan memiliki jawaban pasti, maka program akan mengacak 
kembali angka nol sampai delapan guna mendapatkan nilai kolom baru. 
 Pada proses berikutnya, angka yang terdapat didalam baris dan kolom yang 
telah ditemukan akan dibandingkan dengan variable count. Count merupakan 
penampung angka yang terdiri dari angka satu sampai sembilan. Tujuan pada proses ini 
ialah untuk mengecek apakah angka-angka tersebut dapat dijadikan jawaban atau tidak. 
Jika angka yang terdapat didalam baris dan kolom sama dengan angka pada variable 
count maka program akan menyatakan bahwa baris dan kolom beserta angkanya sudah 
merupakan jawaban pasti. Program akan kembali ke proses sebelumnya yaitu pada 
bagian pengacakan angka. 
 Proses terkahir pada algoritma ini ialah menyatakan bahwa angka pada baris dan 
kolom yang telah diuji pada proses sebelumnya merupakan jawaban pasti, sehingga 
  
 
 
angka pada baris dan kolom tersebut perlu dicatat dan disimpan. Angka beserta baris 
dan kolom perlu dicatat untuk digunakan sebagai data pembanding pada proses-proses 
yang telah dijelaskan diatas, hal ini akan mempercepat kinerja dari algoritma karena tidak 
perlu mengulang proses pengecekan pada baris dan kolom yang telah dinyatakan 
memiliki jawaban pasti.   
 
4.1.2. Penyelesaian Permasalahan pada Papan Permainan 
 Algoritma Problem Grid berfungsi untuk mendapatkan dan memastikan bahwa 
angka yang terdapat didalam baris dan kolom tertentu dapat dihapus dan dapat dijadikan 
solusi pada saat proses solve. Yang dilakukan pada algoritma ini ialah mendata angka 
berserta baris dan kolom yang telah dibuat pada proses sebelumnya.     
 Proses selanjutnya ialah menentukan baris dan kolom yang akan dihapus 
angkanya. Untuk mendapatkan baris dan kolom yang akan dihapus, program akan 
menggunakan algoritma pengacakan angka yang terdiri dari angka nol sampai delapan. 
Pengacakan angka dilakukan untuk mendapatkan nilai baris dan kolom yang tidak selalu 
sama  dengan sebelumnya sehingga soal yang akan dihasilkan bisa beragam. Setelah 
menemukan baris dan kolom yang akan dihapus, program akan mengecek apakah 
angka yang terdapat didalamnya dapat menjadi solusi pada proses solve atau tidak, jika 
angka tersebut dapat dijadikan solusi maka program akan menghapus angka yang 
terdapat didalam baris dan kolom tersebut. Tetapi jika angka yang terdapat didalam baris 
dan kolom tidak dapat dijadikan solusi, maka program akan mengacak kembali angka 
guna mendapatkan nilai baris dan kolom yang baru. Proses ini akan berakhir sesuai nilai 
level yang dimasukkan diawal. Nilai level menentukan jumlah spot yang perlu dihapus 
angka didalamnya. 
  Berdasarkan ke dua algoritma diatas dapat diketahui bahwa untuk membuat 
generator yang pertama dilakukan ialah membuat spot sesuai papan permainan. 
Kemudian spot-spot tersebut diisi dengan angka-angka. Angka yang dimasukkan sudah 
merupakan jawaban pasti pada setiap spot-nya. Setelah jawaban pasti pada setiap spot 
ditentukan, maka secara acak angka-angka yang terdapat didalam spot dapat dihapus 
jumlahnya sesuai level permainan. 
 Untuk mengetahui keberhasilan algoritma yang telah diciptakan maka dilakukan 
pengujian dengan memasukkan beberapa level permainan dengan tingkat kesulitan yang 
berbeda-beda. Berikut ini beberapa hasil pengujian yang telah dilakukan : 
 
  
 
 
Tabel 4.1 Hasil Perbandingan antara My Sudoku dan Sudoku dalam Men-Generate 
Soal pada Level Easy 
Game Level Easy   Game Level Easy 
Empty Spot 10   Empty Spot 10 
Time (second) 0.1   Time (second) Tidak ada output sampai 5 menit 
Source My Sudoku   Source 
http://www.codeproject.com/ 
KB/game/sudoku.aspx 
 
Tabel 4.2 Hasil Perbandingan antara My Sudoku dan Sudoku dalam Men-Generate 
Soal pada Level Medium 
Game Level Medium   Game Level Medium 
Empty Spot 29   Empty Spot 29 
Time (second) 0.1   Time (second) Tidak ada output sampai 5 menit 
Source My Sudoku Source
http://www.codeproject.com/ 
KB/game/sudoku.aspx 
 
Tabel 4.3 Hasil Perbandingan antara My Sudoku dan Sudoku dalam Men-Generate 
Soal pada Level Hard 
Game Level Hard   Game Level Hard 
Empty Spot 58   Empty Spot 58 
Time (second) 0.1   Time (second) 1 
Source My Sudoku   Source 
http://www.codeproject.com/ 
KB/game/sudoku.aspx 
 
 
4.2. Proses Solve 
 Algoritma yang digunakan dalam solver terdiri dari dua bagian yaitu algoritma 
untuk mengecek apakah soal/jawaban yang dimasukkan pemain sudah sesuai dengan 
aturan dasar Sudoku atau tidak (IsFeasible) dan algoritma untuk menyelesaikan 
soal/jawaban yang dihasilkan (Problem Solve). 
 
4.2.1. IsFeasible 
 IsFeasible digunakan untuk mengecek apakah soal/jawaban yang dimasukkan 
sudah sesuai dengan aturan Sudoku atau tidak. Proses yang dilakukan ialah menghitung 
jumlah angka yang terdapat diarah vertikal. Jika terdapat sebuah angka yang tampil pada 
arah vertikal lebih dari satu kali maka program akan memberikan pesan kesalahan 
bahwa soal/jawaban ini pada permainan saat itu tidak dapat diselesaikan. Hal ini 
  
 
 
didasarkan pada aturan dasar permainan Sudoku yaitu bahwa sebuah angka hanya 
boleh tampil satu kali dalam arah vertikal, horizontal maupun pada sub square. Jika 
dalam proses penjumlahan yang dilakukan pada arah vertikal dinyatakan berhasil, maka 
dilanjutkan pada proses selanjutnya yaitu menghitung jumlah angka secara horizontal 
dan dilanjutkan pada sub square. Langkah-langkah yang dilakukan sama dengan proses 
penjumlahan pada arah vertikal. 
  
4.2.2. Problem Solve 
  Algoritma ini digunakan untuk menyelesaikan soal/jawaban yang dihasilkan pada 
proses sebelumnya. Proses yang dilakukan ialah mendata semua angka yang terdapat di 
arah vertikal, horizontal dan sub square. Angka-angka yang ditemukan diganti dengan 
angka nol. Angka nol digunakan sebagai penanda bahwa angka yang tadinya berada 
pada baris dan kolom tersebut sudah merupakan jawaban pasti. Langkah selanjutnya 
ialah menghitung jumlah baris yang tidak memiliki bernilai nol. Jika jumlah baris tersebut 
sudah sama nilainya dengan sembilan maka dapat dipastikan bahwa semua spot sudah 
terisi dengan jawaban pasti, jawaban dapat ditampilkan pada papan permainan. Tetapi 
jika jumlah baris masih lebih kecil dari sembilan maka masih terdapat spot yang belum 
memiliki jawaban pasti. Proses ini akan dilanjutkan pada spot yang belum memiliki 
jawaban pasti tersebut. Langkah-langkah yang dikerjakan sama dengan langkah pada 
proses sebelumnya. 
  Berikut ini hasil pengujian yang dilakukan terhadap algoritma yang telah dibuat. 
Dalam pengujian ini juga dilakukan pembandingan terhadap program sejenis yang telah 
dibuat oleh peneliti lainnya. Data pembanding yang digunakan dalam pengujian ini 
berasal dari program yang sejenis dengan nama Soft Sudoku 
(http://www.codeproject.com/KB/recipes/Abhishek_Sudoku.aspx). Contoh soal yang 
digunakan didalam pengujian ini terdiri dari tiga level permainan yaitu easy, medium dan 
hard. Berikut ini beberapa hasil pengujian yang telah dilakukan : 
 
Tabel 4.4 Hasil Perbandingan antara My Sudoku dan Soft Sudoku dalam Men-Solve 
Soal pada Level Easy 
Game Level Easy   Game Level Easy 
Empty Spot 10   Empty Spot 10 
Time (second) 0.5   Time (second) 0.5 
Source My Sudoku   Source 
http://www.codeproject.com/KB/ 
recipes/Abhishek_Sudoku.aspx 
 
 
 
  
 
 
Tabel 4.5 Hasil Perbandingan antara My Sudoku dan Soft Sudoku dalam Men-Solve 
Soal pada Level Medium 
Game Level Medium   Game Level Medium 
Empty Spot 29   Empty Spot 29 
Time (second) 0.5   Time (second) 0.5 
Source My Sudoku   Source 
http://www.codeproject.com/KB/ 
recipes/Abhishek_Sudoku.aspx 
 
Tabel 4.6 Hasil Perbandingan antara My Sudoku dan Soft Sudoku dalam Men-Solve 
Soal pada Level Hard 
Game Level Hard   Game Level Hard 
Empty Spot 58   Empty Spot 58 
Time (second) 0.5   Time (second) 0.5 
Source My Sudoku   Source 
http://www.codeproject.com/KB/ 
recipes/Abhishek_Sudoku.aspx 
 
5. Kesimpulan 
 Berdasarkan hasil implementasi dan ujicoba terhadap konsep pembuatan 
generator dan solver pada permaian sudoku dengan menggunakan algoritma 
backtracking dan elimination, maka diperoleh beberapa kesimpulan sebagai berikut : 
a. Untuk mempercepat proses generator maka spot-spot yang ada (kosong) 
diisi terlebih dahulu dengan angka-angka yang merupakan jawaban pasti. 
Kemudian hapus angka yang terdapat didalam spot secara acak sesuai level 
permainan. Spot yang boleh dikosongkan angkanya ialah spot yang telah 
dinyatakan memiliki solusi oleh proses penentuan spot. 
b. Untuk mempercepat proses solver maka spot-spot yang telah dinyatakan 
memiliki jawaban pasti tidak perlu di uji lagi pada proses penentuan jawaban. 
c. Untuk menciptakan soal permainan yang unik pada tahap generate, maka 
proses menghapus spot dilakukan secara acak. 
d. Algoritma backtracking dan elimination merupakan dua algoritma yang baik 
didalam menciptakan generator dan solver untuk permainan sudoku. 
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