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Prevodi in razlage kratic in tujk ter definicije 
CLSI – Inštitut za klinične in laboratorijske standarde (Clinical and Laboratory Standards 
Institute ) je mednarodna, neprofitna organizacija, ki podpira razvoj in uporabo standardov 
ter usmeritev na področju zdravstva. 
Data Manager (DM) – je tipično mrežni strežnik, ki je hkrati tudi OR. Poleg OR funkcij, 
DM običajno nudi tudi druge storitve POC napravam kot so, upravljanje z operaterji, izpisi 
podatkov, možnost  nadgradnje programske opreme na daljavo in podobno. 
Device and Access Point Interface (DAP) – definira vmesnik med POC napravo in 
dostopkovno točko. 
Device Messaging Layer (DML) – del programske opreme na POC napravi, ki definira 
protokol (tip sporočil in njihov potek izvajanja) za izmenjavo rezultatov in kontrolnih 
podatkov kakovosti med POC napravo in sistemom OR. 
DP – Dostopkovna točka (Access Point - AP), je podsistem, ki sprejema podatke ene ali več 
POC naprav in jih pošilja naprej po nekem drugem komunikacijskem kanalu (običajno po 
LAN omrežju). 
Electronic Data Interchange (EDI) – gre za elektronsko izmenjavo strukturiranih podatkov 
med organizacijami oz. sistemi. V POCT domeni je uporabljen kot vmesnik med DM 
sistemom in ostalimi IS (LIS, CIS,...). Glej tudi ORI. 
EZK/EZZ – Elektronska Zdravstvena Kartoteka ali Elektronski Zdravstveni Zapis 
(Electronic Health Record – EHR, Electronic Patient Record – EPR) je sistem, ki omogoča 
zapis o pacientu v elektronski obliki.  
HL7 – Health Level 7 je organizacija, priznana s strani ANSI organizacije, ki se ukvarja z 
definiranjem in razvojem ogrodja in struktur (ang. messaging framework and structure), za 
izmenjavo kliničnih in administrativnih podatkov v zdravstvu. 
IEEE 1073 – družina standardov, ki pokrivajo področje komunikacije različnih medicinskih 
naprav, kot so ventilatorji, infuzijske črpalke, pulzni oksimetri in podobno.  
 IS – Informacijski Sistem. 
IVD – In vitro diagnostics tests, so medicinske naprave in pripomočki namenjeni opravljanju 
preiskav v nadzorovanem okolju zunaj živega organizma. 
KIS – Klinični Informacijski Sistem (Clinical Information System – CIS), je poljuben ZIS, 
ki ima nalogo hranjenja kliničnih podatkov. Kot primer lahko navedemo LIS ali EZK. 
Observation Recipient – nudi storitve upravljanja s POCT rezultati in naročil za celotno 
zdravstveno ustanovo. Običajno tu funkcijo izvaja LIS ali KIS. 
Observation Reporting Interface (ORI) – je vmesnik, ki definira sporočila, ki so poslana 
med OR in Observation Recipient. Običajno gre samo za dva tipa sporočil in sicer; naročilo 
preiskave in rezultati preiskave. 
Observation Reviewer (OR) – nudi storitve upravljanja s POCT rezultati ter hkrati izvaja 
nadzor in skrbi za zagotavljanje kakovosti podatkov ter naročil za preiskave. Običajno to 
funkcijo izvaja DM. 
OSI (Open System Interconnection Reference Model) – komunikacijski referenčni model, 
ki opisuje komunikacijski proces kot hierarhično, slojevito strukturo sedmih nivojev. 
Point-of-Care (POC) – Mesto na katerem se nahaja preiskovanec oz. okolje, ki obkroža 
preiskovanca. To je lahko v ordinaciji osebnega zdravnika, ob postelji pacienta na intenzivni 
negi ali izven zdravstvene ustanove (doma, na mestu prometne nesreče in podobno).  
Point-of-Care Coordinator (POCC) – posameznik, ki skrbi, da vse POC naprave delujejo 
in so uporabljene v skladu s pravilniki in sistemom kakovosti za POC naprave 
Point-of-Care Device (POCD) – POC naprava, je naprava, ki se uporablja na mestu 
preiskovanca, za merjenje in/ali beleženje kliničnega opazovanja (preiskava). 
Povezljivost – (Connectivity) je sposobnost zanesljivega prenosa podatkov med POC 
napravo in DM oz. IS . 
Quality Assurance (QA) – je del sistema upravljanja s kakovostjo, ki definira procese z 
namenom, da se zadosti zahtevam kakovosti. 
Quality Control (QC) – je del sistema upravljanja s kakovostjo, katerega naloga je zadostiti 
zahtevam kakovosti. 
The  Institute of Electrical and Electronics Engineers (IEEE) – je mednarodna, ANSI 
priznana organizacija,  ki se ukvarja z razvojem in promocijo informacijskih in 
elektrotehničnih tehnologij. 
Vmesnik – (ang. Interface) je točka interakcije med dvema sistemoma. V pričujočem delu, 
se termin vmesnik uporablja za pojmovanje komunikacijskega vmesnika med POC napravo 
in DM ali med DM in LIS. 
XML – Razširljiv označevalni jezik (eXtensible Markup Language), je preprost računalniški 
jezik, ki nam nudi format za opisovanje strukturiranih podatkov. Njegova velika uporabnost 
je prav prenos podatkov in njihovo izmenjavo med različnimi sistemi. 
ZIS – Zdravstveni Informacijski Sistem (Healthcare Information System – HIS), je integriran 
informacijski sistem, ki nudi upravljanje z administrativnimi, finančnimi in tudi kliničnimi 





Naslov: Univerzalni preskuševalnik vmesnika med POC napravo in sistemom za upravljanje 
POC naprav  
Danes si sodobnega zdravstvenega sistema ne moremo predstavljati brez medicinskih naprav 
in pripomočkov, ki pomagajo pri sprejemanju ustreznih medicinskih in terapevtskih odločitev. 
Medicinske naprave so namenjene diagnosticiranju bolezni in drugih zdravstvenih stanj, ter 
zdravljenju, lajšanju ali preprečevanju bolezni, tako na človeku kot živalih. 
Želja je, da so medicinske naprave povezane v omrežje in sposobne komuniciranja z 
informacijskimi sistemi, kot so LIS, HIS in podobni. Na ta način je možno upravljanje teh 
naprav na daljavo, hkrati pa je omogočena izmenjava podatkov o preiskovancu in samih 
meritvah oz. rezultatih testiranja. V ta namen so bili razviti različni komunikacijski protokoli, 
eden izmed njih je POCT1-A2 standard. 
Informacijski sistem, ki implementira POCT1-A2 protokol, mora biti sposoben komunikacije s 
poljubno medicinsko napravo, ki ta protokol podpira. Srečamo se z raznovrstnimi tipi naprav, 
različnih proizvajalcev, ki podpirajo protokol v večjem ali manjšem obsegu. Kako torej 
zagotoviti, da je naš informacijski sistem sposoben ustrezne komunikacije s temi napravami? 
V okviru diplomske naloge smo zato naredili načrt in razvili testno orodje, ki omogoča 
simulacijo poljubne medicinske naprave na nivoju komunikacijskega protokola, kot je definiran 
v standardu POCT1-A2.  
 





Title: Universal test system of the interface between POC device and POC management system 
Nowdays, modern health care system cannot be imagined without medical devices which assist 
in taking appropriate clinical and therapeutic decisions. Medical devices are intended for 
diagnosis of diseases and other medical conditions and treatments, mitigations or preventions 
of diseases, both in humans and animals. 
It is highly desired that medical devices are connected to the network and thus able to 
communicate with information systems such as LIS and HIS. In this way, it is possible to 
manage these devices remotely and to exchange patient data as well as test results. There are 
several communication protocols available, which enable communication with medical devices, 
one of which is POCT1-A2 standard. 
Information system that implements POCT1-A2 protocol must be able to communicate with 
any medical device that supports this protocol. There are various types of medical devices from 
different manufacturers that support the protocol in greater or lesser extent. So how to make 
sure that our information system is capable of adequately communicating with all these 
different devices? 
We have therefore designed and developed a test tool as part of this thesis, to simulate any 
medical device on a communication protocol level, as defined in POCT1-A2 standard.  





Poglavje 1 Uvod 
Z napredkom v tehnologijah, kot je fizika pretočnih sistemov, biokemija, mikroelektronika in 
mikromehanika je postala miniaturizacija medicinskih naprav realnost. To novo skupino 
medicinskih naprav v anglo saksonskem govornem področju imenujejo Point-of-care 
diagnostic devices. Te naprave se uporabljajo pri različnih laboratorijskih preiskavah oz. 
testiranjih, ki se izvajajo ob preiskovancu ali bolniku.  Podobno kot naprave se tudi tovrstno 
testiranje s tujko imenuje Point-of-care test (POCT). 
Nekatere študije v skupino POCT uvrščajo tudi naprave in pripomočke, ki so namenjene širši 
uporabi oz. določeni skupini bolnikom. Kot primer lahko navedemo merjenje koncentracije 
glukoze v krvi diabetika ali pa test nosečnosti. V širšem pomenu, pa POCT lahko uporabljamo 
tudi za poimenovanje diagnostičnih metod, ki se uporabljajo na drugih področjih, kot so 
okoljske analize ali pa analize hrane. Bolj pogosto pa se za te primere uporablja izraz hitri testi 
ali pa preiskave na kraju samem. 
Vsesplošno sprejeta definicija POCT ne obstaja. Nekako tipične karakteristike tovrstnih 
testiranj oz. preiskav pa so: 
 Laboratorijska preiskava se izvaja v neposredni bližini preiskovanca oz. bolnika, to 
pomeni, zunaj centralnega laboratorija. 
 Vzorca ni potrebno posebej pripravljati. Običajno je vzorec kri, urin ali slina. 
 Merilna naprava je običajno namenjena testiranju enega vzorca na enkrat. 
 Reagenti so že pripravljeni za uporabo v obliki kaset ali posebnih posod in so del 
merilne naprave. 
 Običajno za uporabo teh naprav ni nobene potrebe po podrobnem medicinskem ali 
tehničnem usposabljanju. 
 Rezultati preiskave so na voljo zelo hitro (največ v nekaj minutah). 
 Na podlagi rezultatov se lahko takoj sprejme ustrezne medicinske ali terapevtske 
odločitve. 
2 POGLAVJE 1.  UVOD 
 
Za razliko od klasične laboratorijske preiskave, kjer vzorec potuje od preiskovanca do 
laboratorija, rezultat preiskave pa spet nazaj k preiskovancu, je pri uporabi POCT rezultat 
preiskave na voljo takoj, pri preiskovancu samem. V urgentni medicini je pri sprejemanju 
ustrezne medicinske odločitve prav čas, v katerem so rezultati preiskave na voljo, ključen 
dejavnik. 
Pravilniki, ki določajo pogoje, ki jih morajo izpolnjevati laboratoriji za izvajanje preiskav na 
področju laboratorijske medicine, se ne razlikujejo glede na lokacijo preiskave. To pomeni, da 
mora POCT prav tako, kot kliničen laboratorij, zadostiti vsem pravilnikom in sistemom 
kakovosti s tega področja. 
Prav ta zahteva je silila proizvajalce POC naprav, da so razvili rešitve, ki so omogočale 
povezljivost njihovih naprav z informacijskimi sistemi v laboratorijih. Žal so bile te prve rešitve 
specifične za posameznega proizvajalca naprav. Zdravstvene ustanove, ki so uporabljale 
naprave različnih proizvajalcev, so se tako srečevale s problemom integracij teh naprav z 
obstoječimi informacijskimi sistemi, kot so LIS, KIS in drugi. Prav to se je izkazalo kot glavna 
ovira za širšo uporabo teh naprav. 
V začetku leta 2000 se je zato formiral konzorcij več zdravstvenih ustanov, proizvajalcev POC 
naprav in informacijskih sistemov ter pričel z reševanjem tega problema. Rezultat dela 
konzorcija je bil skupek specifikacij, ki so tvorile osnovo za POCT1-A2 standard (Point-of-
care Connectivity; Approved standard – Second Edition [1] ).  
POCT1-A2 standard  je bil razvit za tiste, ki se ukvarjajo s proizvodnjo POC naprav, kakor tudi 
strojne in programske opreme, ki je namenjena povezovanju POC naprav z različnimi 
informacijskimi sistemi v zdravstvenih ustanovah. Predstavlja podlago, ki zagotavlja 
združljivost POC naprav različnih proizvajalcev s sistemi DM, KIS in LIS. 
Za zagotavljanje skladnosti s POCT1-A2  standardom je nujno potrebno ustrezno načrtovanje, 
implementacijo in testiranje vseh komponent, ki so del POC okolja. Testiranje je še posebej 




Poglavje 2 Tema diplomske naloge 
Tema diplomskega dela izhaja iz potrebe po sistemskem testiranju programske komponente 
POC strežnik1, ki implementira Vmesnik NAPRAVE POCT1-A2 standarda in je del večjega 
sistema za upravljanje POC naprav (običajno DM). POC strežnik je običajno najbolj 
kompleksna komponenta POC sistema, ki omogoča hkratno komunikacijo z vsemi POC 







Slika 1: Vloga POC Simulatorja 
Osrednji del diplomske naloge je načrt in razvoj testnega orodja POC Simulator, ki omogoča 
simulacijo poljubne POC naprave na nivoju komunikacijskega protokola, kot je definiran v 
standardu POCT1-A2. S pomočjo POC Simulatorja je mogoče simulirati poljuben dialog s POC 
strežnikom (predmet testiranja), tako na nivoju protokola kot samih sporočil. Na ta način se 
lahko testira odziv POC strežnika tudi v primerih ko so sporočila napačna, ko je POC naprava 
neodzivna ali ko definiran komunikacijski protokol ni spoštovan. 
POC strežnik, ki je bil predmet testiranja, je dejanska komponenta, ki jo je razvilo podjetje 
Comtrade d.o.o. za končno stranko. 
                                                 
1 POC strežnik je v POCT1-A2 standardu opredeljen kot Observation Reviewer (OR) ali Data Manager (DM) 
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Poglavje 3 POCT1-A2 Standard  
3.1 Uvod 
Potreba po standardizaciji komunikacijskega vmesnika med POC napravami in ostalimi sistemi 
v zdravstvenih ustanovah se je pojavila z zahtevo, da so laboratorijske preiskave od 
preiskovancu dovoljene le ob pogoju, da zadostijo vsem pravilnikom in sistemom kakovosti, ki 
urejajo to področje. 
V Sloveniji to področje ureja [2] ”PRAVILNIK o pogojih, ki jih morajo izpolnjevati laboratoriji 
za izvajanje preiskav na področju laboratorijske medicine” (Uradni list RS, št. 64/2004 z dne 
11.06.2004) . International Organization of Standardization (ISO) pokriva to področje s 
standardom ISO 22870:2006 “Point-of-Care Testing (POCT) – Requirements for quality and 
competence”. Prav tako je CLSI izdal svoja priporočila ”Point-of-Care In Vitro Diagnostic 
(IVD) Testing – POCT4-A2” [3], kako uporabljati IVD naprave zunaj kliničnih laboratorijev, 
z namenom zagotavljanja zanesljivih rezultatov, ki so primerljivi tistim pridobljenih v kliničnih 
laboratorijih. 
 
Slika 2: Nastanek standarda [1] 
Februarja leta 2000, je 49 zdravstvenih ustanov, proizvajalcev POC opreme in POC 
informacijskih sistemov ter sistemskih integratorjev formiralo konzorcij (Connectivity Industry 
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Consortium), ki bi rešil problem integracije POC naprav in ostalih informacijskih sistemov v 
zdravstvenih ustanovah. V razvoj POC specifikacij so bile vključene tudi druge mednarodno 
priznane organizacije, kot so IEEE, HL7, ISO in CLSI.  
Konzorcij je v dobrem letu dni pripravil vse specifikacije, naredil prototip in izdal osnutek 
standarda “AUTO6-P”.  Nadaljnji razvoj in vzdrževanje tega osnutka je bila nato predana 
organizaciji CLSI, ki je decembra 2001 izdala prvo verzijo POCT1-A1 standarda. Popravki in 
dopolnila trenutno veljavnega standarda (POCT1-A2) so bila izdana v juliju 2006. Trenutno 
potekajo prizadevanja, da bi se POCT1-A2 standard vključil v družino standardov ISO/IEEE 
11073, kar bo še dodatno širilo uporabo standarda v POC industriji. 
3.2 Okvir standarda 
POCT1-A2 standard nudi ogrodje, ki omogoča razvoj naprav, delovnih postaj in vmesnikov z 
namenom, da lahko POC naprave različnih tipov in proizvajalcev komunicirajo dvosmerno z 
dostopkovnimi točkami, podatkovnimi upravljalci in laboratorijskimi informacijskimi sistemi. 
 
Slika 3: Okviri standarda (vir: http://wiki.ihe.net/) 
POGLAVJE 3.  POCT1-A2 STANDARD 7 
 
Sam standard definira skupen komunikacijski vmesnik in protokol potreben za izmenjavo 
podatkov med POC napravo in sistemi v zdravstvenih ustanovah. Dejansko implementacijo 
standarda in aplikacijo le te v zdravstvenih ustanovah pa prepušča zdravstvenim ustanovam in 
proizvajalcem naprav ter informacijskih sistemov za zdravstvo. Standard recimo ne predpisuje 
kako na daljavo zaklenemo POC napravo ali pa kako upravljamo z listo operaterjev POC 
naprave. Nudi pa seveda dobro definiran vmesnik, s pomočjo katerega lahko implementiramo 
take funkcionalne zahteve.  
Dobro je vedeti, da je standard pri definiranju vmesnika sledil smernicam in priporočilom 
mednarodne organizacije HL7. Še posebej je to pomembno pri izbiri podatkovnih tipov in 
sintaksi XML sporočil, saj mu to zagotavlja dodatno združljivost s sistemi, ki podpirajo ali pa 
so skladni z HL7 standardom. 
3.3 Specifikacije 
Glavnina POCT1-A2 standarda so tri specifikacije [1]: 
 Specifikacija dostopkovne točke in naprave (ang. Device and Access Point – DAP) 
 Specifikacija sporočilnega nivoja med POC napravo in dostopkovno točko (ang. Device 
Messaging Layer – DML) in 
 Specifikacija sporočilnega nivoja med upraviteljem POC naprav in sistemom LIS ali 
KIS 
Standard skozi specifikacije opiše dva nivoja integracij, ki definirata obnašanje POC naprav: 
 Integracija aplikacij 
Tu so definirana pogovorna okna (dialogi) v katerih sodelujejo POC naprave in ostali 
sistemi. Ti dialogi se v praksi kažejo kot nabor sporočil, ki si jih sodelujoči izmenjujejo 
preko dobro definiranega vmesnika. Če so sodelujoči v dialogu skladni s to specifikacijo 
potem pogovor teče brez problemov oz. lahko rečemo, da je integracija aplikacij 
uspešna.  
 Fizična integracija 
To področje skuša definirati vmesnike na fizičnem in pa podatkovnem sloju ISO/OSI 
modela za POC naprave in za vse ostale s POC povezanimi sistemi. Tu so opredeljene 
fizične povezave in protokoli.  
Dodatno standard definira še dva vmesnika in sicer [1]: 
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 Vmesnik NAPRAVE (ang. Device Interface), ki opredeljuje vmesnik med POC 
napravo in dostopkovno točko ter 
 Vmesnik ORI (Observation Reporting (EDI) Interface), ki opredeljuje vmesnik med 
upraviteljem POC naprav (DM) in ostalimi IS, kot so LIS ali KIS 
 
Slika 4: Vmesnik NAPRAVE in Vmesnik ORI [1] 
3.4 Opis komponent POC okolja 
Preden se spustimo v podrobnosti posamezne specifikacije bomo v tem poglavju, za lažjo 
predstavo, opisali vse  komponente oz. sisteme, ki so del POC okolja. 
3.4.1 POC naprava (ang. Point-Of-Care Device) 
POC napravo lahko opredelimo kot katerokoli napravo, ki se uporablja na mestu preiskovanca, 
za merjenje in/ali beleženje kliničnega opazovanja (preiskava). V tej skupini vidimo dlančnike 
oz. ročne naprave (ang. hand-held devices), testne module, ki so običajno del večjega 
medicinskega inštrumenta (recimo monitorja življenjskih funkcij pacienta) in tudi manjše, 
namizne analizatorje. 
3.4.2 Dostopkovna točka (ang. Access Point) 
POC naprave običajno komunicirajo z OR sistemom z namenom, da sporočijo rezultate meritev 
in si izmenjajo še druge informacije. V osnovi je lahko dostopkovna točka mrežni vtič preko 
katerega ima POC naprava dostop do bolnišničnega omrežja in posledično do OR sistema. Bolj 
splošno pa lahko rečemo, da je dostopkovna točka del komunikacijske infrastrukture, ki 
omogoča dosego OR sistema iz okolja kjer se POC naprave uporabljajo. 
Vmesnik 
Naprave




Upravitelji POC naprav oz. 
sistem OR
Prejemnik opažanj
LIS, KIS in drugi IS
Vmesnik 
ORI
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3.4.3 Pregledovalec opažanj (ang. Observation Reviewer - OR) 
Glavna naloga OR sistema je nudenje različnih storitev POC napravam. V prvi vrsti je to 
možnost povezovanja POC naprav z OR sistemom, kar omogoča POC napravam pošiljanje 
rezultatov meritev in drugih podatkov. OR sistemu pa povezava omogoča izvajanje nadzora, 
hkrati pa skrbi za zagotavljanje kakovosti podatkov ter naročil za preiskave.  
Dodatno OR sistem lahko nudi izmenjavo podatkov z drugimi, že obstoječimi IS sistemi. 
Običajno je OR sistem v interakciji z laboratorijskim IS (LIS), sistemom za izdajo naročila za 
preiskave in tudi s sistemom, v katerem so shranjeni medicinski podatki. 
Trenutno vlogo OR sistema opravljajo upravljalci s POC napravami (ang. POC Data Managers) 
ni pa nujno, da tako ostane tudi v prihodnje.  
Omenimo še, da ima OR sistem po standardu predpisane osnovne funkcije oz. storitve, ki jih 
mora nuditi POC napravam, če želi biti skladen s standardom. Dodatno pa lahko nudi tudi 
specializirane storitve, ki so namenjene samo izbranim POC napravam, ki te specializirane 
storitve razumejo in jih znajo uporabljati. 
3.4.4 Prejemnik opažanj (ang. Observation Recipient) 
Sistem Prejemnik Opažanj nudi storitve upravljanja s POC rezultati in naročili za celotno 
zdravstveno ustanovo. Običajno to funkcijo izvaja LIS, KIS ali sistem, ki je hkrati skladišče 
kliničnih podatkov. 
Z namenom lažjega podajanja razlage bomo namesto sistema Prejemnik Opažanj v tej 
diplomski nalogi uporabljali termin LIS.  
POCT1-A2 standard ne obravnava LIS sistema, obravnava pa vmesnik med sistemom OR in 
LIS sistemom, ki olajša izmenjavo podatkov med sistemoma. 
3.5 Vmesnik NAPRAVE 
Kot omenjeno v predhodnem poglavju, POCT1-A2 specifikacija (Slika 4) definira dva 
vmesnika, Vmesnik Naprave (ang. Device Interface), ki definira sporočilni protokol med POC 
napravo in OR sistemom, ter Vmesnik ORI  (ang. Observation Reporting Interface), ki definira 
sporočilni protokol med sistemom OR in LIS. 
POC Simulator je bil razvit z namenom simuliranja Vmesnika Naprave zato Vmesniku ORI ne 
bomo posvečali preveč pozornosti. 
POC naprava je v veliki meri odvisna od OR sistema. Zavedati se je potrebno, da so viri 
(procesorska moč, spomin, grafični vmesnik, ipd.) na POC napravah običajno omejeni, zato se 
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pričakuje od OR sistema, da nudi določene storitve POC napravam, kot je recimo konfiguracija, 
poleg tega pa mora OR sistem tudi upravljati s POCT rezultati ter hkrati izvajati nadzor in 
skrbeti za zagotavljanje kakovosti podatkov ter naročil za preiskave. 
Omenimo še, da sta lahko POC naprava in OR sistem fizično precej oddaljena, in da je potrebno 
vzdrževati komunikacijo med njima s pomočjo različnih telekomunikacijskih poti (LAN, 
telefon, Internet, brezžična povezava).  
Vmesnik NAPRAVE te zahteve poskuša izpolniti preko dveh specifikacij [1]: 
 DML – Sporočilni Nivo Naprave (ang. Device Messaging Layer) 
Ta nivo opisuje strukturo, vsebino in protokol sporočil med napravo in OR sistemom. 
 DAP – Dostopkovna Točka in Naprava (ang. Device and Access Point) 
Ta specifikacija pa definira poceni, prilagodljiv in zanesljiv način prenosa DML 
sporočil. 
 
Slika 5: Ponazoritev DML in DAP v ISO/OSI referenčnem modelu 
Ločena obravnava sporočilnega nivoja (DML) od nivoja dostopkovne točke (DAP) nudi 
možnost enostavne razširitve vmesnika v prihodnosti. Če želimo dodati nova sporočila, potem 
to storimo samo na sporočilnem nivoju. Nasprotno pa lahko DAP obogatimo z drugimi 
protokoli na povezovalni in fizični plasti OSI modela (TCP/IP, Bluetooth, IEEE 802.11 wireless 
LAN,  IEEE 802.16 wireless WAN). 





Slika 6: DML in DAP specifikacije vmesnikov [1] 
3.5.1 Specifikacija DML 
Sporočilni nivo opisuje dialog med napravo in OR sistemom. To je protokol na aplikacijskem 
nivoju ISO/OSI referenčnega modela, ki pričakuje od spodnjih nivojev robusten in zanesljiv 
prenos sporočil2. Glavna prednost tega je, da nam na sporočilnem nivoju protokola ni potrebno 
vgrajevati mehanizme, ki bi preverjali uspešnost oz. neuspešnost prenosa sporočil, kot so 
kontrolni seštevki, ponovitve, zaporednost paketov in njihovo usmerjanje. 
Sporočilni nivo omogoča dvosmerno izmenjavo podatkov o naslednjih temah: 
 Status Naprave (ang. Device Status) 
 Opazovanja (ang. Observations), kot so rezultati testiranja in tudi rezultati kalibracije 
in testi kvalitete 
 Dogodki naprave (ang. Device Events) 
 Ažuriranje list (ang. Update Lists), kot je lista operaterjev in pacientov  
 Ukazi (ang. Directives), kot so nastavitev datuma in časa, zaklenitev naprave, ipd. 
 Specializirana sporočila proizvajalca (ang. Vendor-specific Data) 
                                                 
2 Robusten in zanesljiv prenos sporočil pomeni, da sporočilo med prenosom ne bo poškodovano in da bo pošiljatelj 
vedno obveščen, če sporočilo ni bilo dostavljeno naslovniku. 
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Ker so POC naprave različne tako po namembnosti, velikosti kot kompleksnosti, jih tudi 
POCT1-A2 specifikacija obravnava temu primerno. Tako je recimo enostavna ročna POC 
naprava za merjenje glukoze v krvi sposobna sporočiti samo svoj status in pa vsa opazovanja 
(rezultate testiranja). Nekatere druge naprave pa so sposobne uporabljati vse zgoraj navedene 
teme. 
POC naprave so si različne tudi glede načina fizičnega povezovanja z OR sistemom. 
Specifikacija predvideva dva načina povezovanja:  
 Prekinitveni način 
V tem načinu je potrebno POC napravo prinesti do posebnega nastavka (ang. docking 
system) preko katerega je možna izmenjava podatkov z OR sistemom. To je lahko 
fizičen nastavek v katerega vstavimo POC napravo ali pa POC napravo približamo 
recimo infra rdečim vratom. Bluetooth, protokol za brezžično izmenjavo podatkov med 
fiksnimi in mobilnimi napravami, je prav tako primeren za uporabo pri tovrstnih POC 
napravah. Povezava med POC napravo in OR sistemom se v prekinitvenem načinu po 
izmenjavi podatkov prekine, torej je POC naprava z OR sistemom povezana samo 
občasno. 
 Neprekinjen način 
V tem načinu pa običajno delujejo POC naprave, ki imajo vgrajeno opremo za 
povezovanje v omrežje v katerem se nahaja tudi OR sistem3. Ker je povezava stalna 
lahko POC naprave v tem načinu avtomatsko poročajo o statusu, konfiguraciji in 
opazovanjih in sicer takoj, ko so opazovanja na voljo. 
Kot vidimo vlada pri POC napravah velika raznolikost. Ker je eden od ciljev POCT1-A2 
specifikacije, da podpira vse POC naprave, je bilo potrebno vpeljati določena pravila v 
sporočilni nivo protokola in sicer: 
(1) Osnovna podpora tem 
Od vseh POC naprav se pričakuje, da podpirajo vsaj temo Status naprave in Opazovanja. 
S tem se zadosti procesu sporočanja rezultatov OR sistemu. 
(2) Poljubna podpora dodatnih tem 
                                                 
3 Običajno je to Ethernet povezava preko mrežnega kabla. V nekaterih primerih pa je to lahko tudi serijska 
povezava RS-232. 
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POC naprava lahko podpira poljubno kombinacijo ostalih tem navedenih v začetku 
poglavja, pri pogoju, da podpira obe osnovni temi. Pri tem sporočilni del protokola 
definira način s katerim POC naprava obvesti OR sistem o temah, ki jih podpira. 
(3) Dialogi prirejeni sposobnostim POC naprave 
OR sistem je odgovoren za ustreznost dialoga, ki ga vodi s POC napravo. 
(4) Podpora prekinitvenemu in neprekinjenemu načinu 
Karakteristika povezave (občasna/začasna ali stalna) med POC napravo in OR 
sistemom določa način izmenjave podatkov. Pri začasnih povezavah je protokol 
naravnan tako, da omogoča hitro izmenjavo podatkov in sinhronizacijo med POC 
napravo in OR sistemom. Stalna povezava pa omogoča neprekinjen tok sporočil in sicer 
takoj ko so sporočila na voljo. 
Naslednji dialog naj služi kot primer razgovora med POC napravo (POCN) in OR sistemom 
(OR) v prekinjenem načinu. 
POCN Pozdravljen OR, jaz sem naprava ‘N1’ in sem v omrežju. 
OR Pozdravljen ‘N1’.  Imam te v svoji evidenci, prosim nadaljuj. 
POCN Tukaj je moj status. Je še kaj kar želite od mene?  
OR Naprava ‘N1’, sporoči svoja opazovanja.  
POCN Tukaj so moja opazovanja. Je še kaj kar želite od mene? 
OR Naprava ‘N1’, sporoči svoje dogodke.  
POCN Tukaj so moji dogodki. Je še kaj kar želite od mene? 
OR Naprava ‘N1’, sprejmi naslednjo direktivo: ‘D1’.  
POCN Direktivo ‘D1’ lahko izvršim. Je še kaj kar želite od mene? 
OR Naprava ‘N1’, sprejmi naslednjo posebno sporočilo: ‘S1’.  
POCN Posebno sporočilo ‘S1’ je bilo sprejeto. Je še kaj kar želite od mene?  
OR Naprava ‘N1’, zaključite ta dialog.  
POCN Nasvidenje OR. 
Slika 7: Primer dialoga v prekinitvenem načinu 
Za kodiranje posameznih sporočil, v omenjenem pogovoru, se uporablja označevalni jezik 
XML. XML je bil naravna izbira, saj nudi prožnost, robustnost, široko uporabo in podporo na 
različnih področjih. Ker je POCT1-A2 sledil smernicam HL7 protokola, je raje, kot definiral 
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popolnoma nova sporočila v XML jeziku, prevzel pravila kodiranja podatkovnih tipov HL7 
standarda verzije 34. 
<xml version="1.0" encoding="UTF-8"?> 
<HEL.R01> 
  <HDR> 
    <HDR.control_id V="5001"/> 
    <HDR.version_id V="POCT1"/> 
    <HDR.creation_dttm V="2009-11-01T10:33:00-08:00"/> 
  </HDR> 
  <DEV> 
    <DEV.device_id V="0A-00-19-00-00-00-23-84"/> 
    <DEV.vendor_id V="BCHMX"/> 
    <DEV.model_id V="8000A"/> 
    <DEV.serial_id V="42367C"/> 
    <DEV.manufacturer_name V="Biochemtronix"/> 
    <DEV.hw_version V="8000A-C"/> 
    <DEV.sw_version V="2001-10-04"/> 
    <DEV.device_name V="ICU-4 Glucose"/> 
    <DCP> 
      <DCP.application_timeout V="60"/> 
    </DCP> 
    <DSC> 
      <DSC.connection_profile_cd V="SA"/> 
      <DSC.topics_supported_cd V="DTV"/> 
      <DSC.topics_supported_cd V="OP_LST"/> 
      <DSC.directives_supported_cd V="SET_TIME"/> 
      <DSC.directives_supported_cd V="LOCK"/> 
      <DSC.directives_supported_cd V="UNLOCK"/> 
      <DSC.max_message_sz V="800"/> 
    </DSC> 
  </DEV> 
  <AP> 
    <AP.ap_id V="00-10-9D-FF-FF-23-45-67"/> 
    <AP.port_nbr V="0"/> 
  </AP> 
</HEL.R01> 
Slika 8: Primer prvega sporočila, ki ga POC naprava pošlje OR sistemu 
3.5.2 Specifikacija DAP 
Nivo dostopkovne točke opisuje poceni, prilagodljive in zanesljive načine povezovanja naprave 
z OR sistemom, ki se nahaja na omrežju. Ta specifikacija opiše nizkonivojski komunikacijski 
protokol in fizični vmesnik, ki omogoča povezavo POC naprav. Določa uporabo enotnega 
transportnega protokola (IrDA TinyTP), ki uporablja enega od dveh protokolov fizičnega sloja 
OSI modela: 
 IrDA infrared, kot je definiran s strani Infrared Associatons (IrDA) ali 
                                                 
4 Definirano v HL7 Version 3 Data Types – Ballot Draft II (revision 1.3) document 
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 kabelska povezava, kot je definirana s strani IEEE Medical Information Bus (MIB), tj. 
spodnji sloji standarda ISO/IEEE 11073-30200. 
Ta standard tudi definira kako se mrežna dostopkovna točka (ang. network access point) obnaša 
kot rele med TinyTP povezavo do POC naprave in TCP/IP povezavo do OR sistema, ki je 
priključen na omrežje. Dodatno definira tudi kako se lahko storitve enega ali več OR sistemov 
“registrirajo” pri dostopkovni točki. Funkcija iskanja, povezovanja in komuniciranja z ustrezno 
storitvijo OR sistema, je tako prenešena na dostopkovno točko, kar razbremeni POC naprave. 
Glavni cilj kateremu standard poskuša slediti, ni pa zahtevan, je, da bo mogoče zgraditi skupno 
dostopkovno točko, ki bo podpirala tako POC, MIB in ročne naprave (hand-held PDA devices), 
ne glede na razlike v zgornjih slojih protokola in aplikacij. Razpoložljivost take skupne 
dostopkovne točke, uporabne na vseh področjih oskrbe bolnikov, bi bila velika korist kliničnim 




Poglavje 4 Predmet testiranja: sistem OR 
Uvodoma je bilo omenjeno, da POCT1-A2 standard definira skupen komunikacijski vmesnik 
in protokol potreben za izmenjavo podatkov med POC napravo in različnimi sistemi v 
zdravstvenih ustanovah. Dejanska implementacija standarda pa je seveda prepuščena 
proizvajalcem naprav in informacijskih sistemov za zdravstvo. Vsak proizvajalec mora tako 
sam zagotoviti skladnost s POCT1-A2 standardom, v nasprotnem primeru bo pri izmenjavi 
podatkov z drugimi sistemi prišlo do napak oz. bosta sistema nezdružljiva. Za zagotavljanje 
skladnosti s standardom je tako nujno ustrezno testiranje vseh komponent, ki so del POC okolja 
(glej 3.4). 
V pričujoči diplomski nalogi se ukvarjamo predvsem s sistemskim pristopom k testiranju 
programske komponente, ki implementira Vmesnik NAPRAVE na strani strežnika (OR 
sistem), ki je običajno sestavni del upravitelja s POC napravami. Če se omejimo samo na 
aplikativni nivo standarda, potem je ta komponenta najbolj kompleksna, saj mora biti sposobna 
komunicirati s poljubno POC napravo pri predpostavki, da le ta zadošča minimalnim zahtevam 
POCT1-A2 standarda.  
 
Slika 9: Predmet testiranja 
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Naš predmet testiranja bo torej implementacija Vmesnika NAPRAVE glede na zahteve 
standarda, zato se ne bomo ukvarjali z drugim deli te iste komponente, ki recimo skrbi za 
branje/pisanje iz/v bazo, ali podobno, čeprav se bomo implicitno dotaknili tudi tega dela. Za 
nas bo OR sistem črna škatlica in nanjo bomo gledali tako, kot jo vidi POC naprava. 
POCT1-A2 standard predvideva, da je sistem OR sposoben nuditi vse osnovne storitve poljubni 
POC napravi. Ker si želimo sistemsko testirati Vmesnik NAPRAVE za poljubno POC napravo 
bomo razvili POC Simulator, ki nam bo omogočal pošiljanje in sprejemanje poljubnega  
nabora POCT1-A2 sporočil in poljuben tok teh sporočil.  
4.1 Funkcionalne zahteve POC Simulatorja 
Da bomo znali pripraviti načrt POC Simulatorja in kasneje testne primere, se najprej vprašajmo, 
katere funkcije sistema OR sploh želimo testirati. V ta namen, smo v spodnji tabeli definirali 
vse zahteve, ki jih mora OR sistem izpolniti in so pomembne s stališča testiranja. To bo naše 
izhodišče pri pripravi testnih primerov in POC Simulatorja5. 
Zahteva Opis  
OR1 Sistem OR podpira dvosmerno komunikacijo 
OR2 Podpira vse tipe osnovnih sporočil med POC napravo in sistemom OR 
OR3 Podpira prilagajanje protokola oz. dialoga glede na sposobnost POC naprave 
OR4 Podpira prekinjen in neprekinjen način delovanja 
OR5 Ustrezno upravlja z vsemi vrstami napak. 
OR6 
Ugotavlja neodzivnost POC naprave s pomočjo posebnega sporočila “Keep 
Alive” 
OR7 Skrb za podatkovno celovitost (ang. data integrity) 
OR8 Delovanje pri nizkih pasovnih širinah. 
OR9 Upoštevanje iztečnega časa, ki je določen s strani POC naprave. 
OR10 (neobvezno) Podpora asinhronim potrditvam. 
Tabela 1: Zahteve za POC Simulator, ki izhajajo iz POCT1-A2 standarda 
Poleg zahtev, ki izhajajo iz OR sistema, smo si sami definirali tudi nekatere druge zahteve, ki 
jih je običajno potrebno izpolniti, da je testno orodje, v našem primeru POC Simulator, 
                                                 
5 Zaradi avtorskih pravic CLSI, so tukaj navedene samo visokonivojske zahteve in zgolj bralcu v pomoč pri 
razumevanju tematike. Pri načrtovanju in razvoju POC simulatorja so bile te zahteve podrobneje  razčlenjene in 
upoštevane. 
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uporabno. Kot smo že omenili, bo POC Simulator nadomeščal dejansko POC napravo tako, da 
bo mogoče testirati sistem OR. 
Zahteva Opis  
S1 Omogoča simulacijo poljubne POC naprave na nivoju sporočilnega protokola. 
S2 Omogoča enostavno dodajanje novih testnih primerov in spreminjane obstoječih. 
S3 Omogoča ustrezno upravljanje s spremenljivimi podatki. 
S4 Omogoča izvedbo pozitivnih in negativnih testnih primerov. 
S5 Omogoča avtomatsko izvajanje testov, testi so ponovljivi. 
S6 Omogoča pripravo poročila o rezultatih testiranja.  
S7 
(neobvezno) Hkratno izvajanje testov in simulacija več POC naprav, z namenom 
izvedbe obremenitvenih testov. 
Tabela 2: Zahteve za POC Simulator, ki izhajajo iz namena uporabe 
4.2 Specifikacija 
V tem poglavju, bomo vsako zahtevo podrobneje pogledali in se vprašali, kaj je tisto kar mora 
POC Simulator ponuditi, da bomo lahko zadostili posamezni zahtevi. Na ta način, bomo 
poskušali definirati osnovne koncepte in mehanizme, ki jih bomo implementirali v POC 
Simulatorju. 
OR1: sistem OR podpira dvosmerno komunikacijo 
To je osnovna zahteva, ki ji ne bo težko zadostiti, saj v osnovi, vsi dialogi med sistemom OR 
in POC napravo predvidevajo dvosmerno komunikacijo. 
POC Simulator bo tako na sporočila, ki jih bo poslal sistemu OR, pričakoval odgovor . Možni 
odgovori sistema OR so: 
 potrditev, da je bilo sporočilo sprejeto in ustrezno procesirano 
 napaka, ki bo lahko aplikativna ali pa napaka v protokolu 
Prav tako, pa bo POC Simulator sposoben ustrezno odgovarjati na sporočila, ki jih bo prejel od 
sistema OR. Možni odgovori POC Simulatorja so: 
 potrditev, da je bilo sporočilo sprejeto in ustrezno procesirano 
 napaka, ki bo lahko aplikativna ali pa napaka v protokolu 
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 novo sporočilo, ki vsebuje odgovor na vprašanje 
 novo sporočilo, ki zahteva prekinitev dialoga 
OR2: Podpira vse tipe osnovnih sporočil med POC napravo in sistemom OR 
Sistem OR mora podpreti celoten nabor osnovnih sporočil, če želi biti sposoben dvosmerne 
komunikacije s POC napravami, ki podpirajo standard v različnem obsegu. Zavedati pa se je 
potrebno, da morajo tudi POC naprave upoštevati vsaj naslednje zahteve standarda: 
(1) Podpreti morajo vsaj minimalni nabor osnovnih sporočil (glej 3.5.1). 
(2) Slediti morajo pravilnemu toku sporočil oz. zaporedju pošiljanja in sprejemanja 
sporočil. 
(3) Vsebina sporočila je poljubna, vendar mora ustrezati formatu sporočila, ki je v naprej 
določen s standardom. 
POC Simulator bo zasnovan tako, da bo omogočal pošiljanje in sprejemanje poljubnega 
sporočila v poljubnem vrstnem redu. Čeprav se to ne sklada z omejitvami, ki smo jih ravnokar 
omenili, je ta odprtost zelo pomembna, saj nam omogoča izvedbo poljubnega testnega primera 
(glej tudi zahtevo OR4) , torej tudi tistega, ki bo omejitve v celoti upošteval. 
Tukaj lahko omenimo tudi, da poleg osnovnih sporočil obstajajo tudi t.i. specializirana 
sporočila. POC Simulator bo omogočal tudi sprejemanje in pošiljanje specializiranih sporočil. 
OR3: Podpira prilagajanje protokola oz. dialoga glede na sposobnost POC naprave 
Ta zahteva je pravzaprav enaka zahtevi S1, ki pravi, da POC Simulator “Omogoča simulacijo 
poljubne POC naprave na nivoju sporočilnega protokola”, vendar s stališča sistema OR. Torej 
z drugimi besedami, mora biti sistem OR sposoben dvosmerne komunikacije s poljubno POC 
napravo. 
POC Simulator bo sposoben simulirati poljubno POC napravo, seveda samo s stališča  
komunikacijskega protokola. Temelji POC Simulatorja, ki bodo omogočali preverjanje te 
zahteve, so postavljeni že v zahtevi OR2. Ključna ideja tukaj je, da bo POC Simulator na 
podlagi definicije testnega primera, simuliral komunikacijski protokol za poljubno POC 
napravo.  
Omenimo še, da je včasih potrebno prenesti velike količine podatkov (npr. izmerjenih 
vrednosti). Standard tu predvideva dva pristopa, in sicer: 
 Pošiljanje podatkov znotraj enega sporočila 
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 Pošiljanje podatkov z več manjšimi sporočili 
Proizvajalec sam se odloči kateri od načinov je najustreznejši za dan primer. Pri odločitvi je 
potrebno upoštevati karakteristike naprave, omrežja, njene zmogljivosti in še čem. POC 
Simulator bo omogočal testiranje obeh pristopov. 
OR4: Podpira prekinjen in neprekinjen način delovanja 
POC naprave so si različne tudi glede načina fizičnega povezovanja s sistemom OR. Standard 
predvideva prekinitveni in neprekinjen način povezovanja (glej 3.5.1). 
POC Simulator bo omogočal testiranje tako prekinitvenega kot tudi neprekinjenega načina 
povezave s sistemom OR. Spodaj so omenjene karakteristike obeh načinov povezovanja, ki 
morajo biti upoštevana pri načrtovanju in izvedbi POC Simulatorja.  
 Prekinitven način 
(1) Potek vzpostavljanja povezave (začetek dialoga) je striktno določen 
(2) Po vzpostavitvi povezave je sistem OR tisti, ki narekuje potek dialoga, preko 
vrstnega reda sporočil (glej 3.5.1). POC Simulator, mora biti sposoben odgovarjati 
na vprašanja, ki niso nujno vedno v istem vrstnem redu. 
(3) Po uspešno zaključenem dialogu je sistem OR tisti, ki povezavo prekine preko 
posebnega sporočila. Povezavo pa je možno prekiniti kadarkoli med dialogom in 
ne nujno samo s strani sistema OR. 
 Neprekinjen način 
(1) Potek vzpostavljanja povezave (začetek dialoga) je striktno določen 
(2) Po vzpostavitvi povezave je sistem OR tisti, ki narekuje potek dialoga, preko 
vrstnega reda sporočil (glej 3.5.1). POC Simulator, mora biti sposoben odgovarjati 
na vprašanja, ki niso nujno vedno v istem vrstnem redu. 
(3) Sistem OR pošlje ukaz (sporočilo) POC napravi, da želi nadaljevati dialog v 
neprekinjenem načinu. POC naprava ima možnost ukaz sprejeti ali zavrniti. 
(4) Če je bil ukaz sprejet, potem sistem OR in POC naprava ostaneta povezana. Eden 
ali drug lahko kadarkoli sproži pošiljanje novega sporočila. Prednost tega načina 
je, da pride do izmenjave sporočil takoj, ko se pojavi potreba za to (recimo, na 
POC napravi je bil opravljen nov test oz. meritev). 
(5) Novo sporočilo je seveda lahko tudi zahteva za prekinitev povezave. 
Upravljanje z napakami je prisotno v obeh načinih in je zaradi pomembnosti obravnavana 
ločeno v zahtevi OR5.  
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OR5: Ustrezno upravlja z vsemi vrstami napak napakami 
Standard predvideva dva tipa napak in sicer: 
 Aplikativne napake 
To so napake, ki se pojavijo pri razčlenitvi in procesiranju sporočil. 
 Napake protokola 
Napake, ki se pojavijo pri sprejetju nepričakovanega sporočila. 
Testiranje obeh tipov napak je dokaj enostavno, saj lahko naročimo POC Simulatorju, da pošlje 
nepopolno ali sploh neznano sporočilo sistemu OR (aplikativna napaka) oz. da pošlje, sicer 
pravo sporočilo, ampak ob nepravem času (napaka protokola). Sistem OR se mora v obeh 
primerih ustrezno odzvati.  
OR6: Ugotavlja neodzivnost POC naprave s pomočjo posebnega sporočila “Keep Alive” 
V osnovi gre za enostavno sporočilo, ki je poslano s strani enega od udeležencev v dialogu 
(pošiljatelj) drugemu udeležencu (prejemnik). Prejemnik mora odgovoriti v določenem 
časovnem okviru, drugače pošiljatelj smatra, da je povezava med njima prekinjena. 
POC Simulator bo sposoben odgovoriti oz. ne odgovoriti na “keep alive” sporočilo z namenom 
testiranja te funkcionalnosti sistema OR.   
OR7: Skrb za podatkovno celovitost (ang. data integrity) 
Standard predvideva, da obe strani, ki sta vključeni v dialog, spoštujeta oz. izpolnjujeta 
naslednji dve zahtevi, in sicer:  
 da se sporočila (rezultati) ne smejo izgubiti ali poškodovati ter  
 da se sporočila (rezultati) ne podvajajo 
Da se ugodi prvi zahtevi, mora prejemnik sporočila pošiljatelju potrditi, da je sporočilo sprejel 
uspešno. Vse dokler pošiljatelj ne dobi potrditve od prejemnika, je on tisti, ki je odgovoren za 
celovitost podatkov. Ko prejemnik pošlje potrditev pošiljatelju, le ta prevzame odgovornost za 
upravljanje in vzdrževanje sprejetih podatkov. 
Druga zahteva pa mora biti izpolnjena samo na strani prejemnika. Ponazorimo to na primeru: 
(1) Pošiljatelj pošlje podatke prejemniku 
(2) Prejemnik podatke uspešno sprejme in pošlje pošiljatelju potrditev 
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(3) Pošiljatelj potrditve ni mogel sprejeti (npr. kritična napaka v programski opremi) 
Ker standard ne predvideva potrditve, da je bila potrditev sprejeta, pošiljatelj v tem primeru ne 
more vedeti, da njegova potrditev ni prišla do pošiljatelja. Pošiljatelj bo tako ponovno čez nekaj 
časa poslal podatke prejemniku.  Prejemnik mora znati ustrezno ravnati v primerih, ko že prejete 
podatke prejme še enkrat.  
S POC Simulatorjem bo mogoče preveriti obe zahtevi dokaj enostavno skozi testni primer, ki 
bo zasnovan tako, da bodo enaki podatki poslani večkrat oz. da potrditve ne bomo 
poslali/sprejeli. 
OR8: Delovanje pri nizkih pasovnih širinah. 
Kot najneugodnejši primer standard navaja hitrost povezave 9600 kbs, pri katerem pošiljanje 
100 sporočil (vsako sporočilo velikosti 800 bajtov) traja približno 50 sekund. 
Tej zahtevi nismo posvečali preveč pozornosti v POC Simulatorju, saj je bilo predvideno, da 
bo OR sistem povezan samo z napravami, ki so priključene na lokalno omrežje. 
OR9: Upoštevanje iztečnega časa, ki je določen s strani POC naprave. 
Čas v katerem eden od udeležencev v dialogu pričakuje odgovor od nasprotne strani imenujemo 
iztečni čas. Ko ta čas poteče, ima čakajoči naslednje možnosti: 
 pošlje zahtevo za zaključek dialoga 
 pošlje “keep alive” sporočilo in ponovno nastavi iztečni čas 
 se odloči počakati, tako, da ponovno nastavi iztečni čas 
 se odloči za nenormalno prekinitev (zapre TCP/IP povezavo) 
Standard predlaga, da je iztečni čas na strani sistema OR lahko precej dolg, saj cena čakanja na 
odgovor POC naprave ni velik, vse dokler obstaja možnost, da POC naprava odgovori. Na strani 
POC naprave je iztečni čas bolj pomemben in zato krajši (običajno manj kot minuta). POC 
naprava v posebnem sporočilu obvesti sistem OR, kako hitro od njega pričakuje odgovore. 
Sistem OR ima tako možnost servisirati zahteve znotraj iztečnega čas, oz. to informacijo 
uporabi pri določanju svojih prioritet.    
V POC Simulatorju bo možno nastavljati iztečni čas, prav tako pa tudi simulirati zakasnjene 
odgovore, kar bo povzročilo pretek iztečnega časa na strani sistema OR. 
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OR10: (neobvezno) Podpora asinhronim potrditvam. 
Asinhrone potrditve omogočajo hitrejši prenos podatkov od POC naprave do sistema OR. Ideja 
je, da se sporočila, ki vsebujejo podatke o meritvah, pošiljajo neprekinjeno, brez čakanja na 
potrditve s strani sistema OR.  
Sistem OR, ki je bil predmet testiranja trenutno ne podpira asinhronih potrditev, zato potrebni 
mehanizmi za testiranje te zahteve niso bili načrtovani za POC Simulator. 
S1: Omogoča simulacijo poljubne POC naprave na nivoju sporočilnega protokola. 
Osnovni koncepti POC Simulatorja, ki bodo izpolnili zahtevo S1, so bili opisani že v zahtevah 
OR1 do OR9. Tukaj jih bomo samo ponovili: 
 podpiral bo dvosmerno komunikacijo (sposoben pošiljati in sprejemati sporočila) 
 podpiral bo vse tipe osnovnih sporočil 
 podpiral bo specializirana sporočila 
 podpiral bo preverjanje ustreznosti sporočila (sintaktična pravilnost) 
 sposoben bo poslati ustrezno sporočilo in ustrezno reagirati na prejeta sporočila 
 možno bo definirati poljuben tok sporočil oz. zaporedju pošiljanja in sprejemanja 
sporočil, prav tako sama sporočila (ponovno pošiljanje, pošiljanje napačnih sporočil, 
ipd.) 
 podpiral bo prekinjen in neprekinjen način delovanja 
S2: Omogoča enostavno dodajanje novih testnih primerov in spreminjane obstoječih. 
Razmislek o tehničnih zahtevah POC Simulatorja nas je pripeljal do odločitve, da bo POC 
Simulator baziral na konceptih podatkovno–vodenega testiranja (ang. data-driven testing6). Ta 
metodologija nam bo omogočila imeti sporočila, vsebino sporočil, pričakovane rezultate in 
nastavitve, ločene od programske kode POC Simulatorja. 
To bo omogočilo enostavno spreminjanje sporočil in vsebine, in dodajanje novih testnih 
primerov, ki bodo v našem primeru opisani v zunanjih datotekah v formatu XML. 
                                                 
6 https://en.wikipedia.org/wiki/Data-driven_testing 
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S3: Omogoča ustrezno upravljanje s spremenljivimi podatki. 
Sporočila nosijo v sebi podatke (kot primer glej Slika 8). Ti podatki so lahko različnega tipa - 
besedilo, števila, decimalna števila, datum, itn. Za nekatere od teh podatkov si želimo, da so 
dinamični oz. da se njihova vrednost določi šele tik preden se sporočilo pošlje prejemniku. 
Kot enostaven primer lahko pogledamo element sporočila control_id, katerega vrednost 
mora biti enolična za vsako poslano sporočilo v okviru enega dialoga. Drugi primer je recimo 
creation_dttm, ki predstavlja čas v trenutku pošiljanja sporočila. 
  <HDR> 
    <HDR.control_id V="5001"/> 
    <HDR.version_id V="POCT1"/> 
    <HDR.creation_dttm V="2009-11-01T10:33:00-08:00"/> 
  </HDR> 
 
POC Simulator bo uporabljal spremenljivke, katerih vrednost se bo določila tik pred 
pošiljanjem. Spremenljivke bo možno definirati za vse možne podatkovne tipe. 
S4: Omogoča izvedbo pozitivnih in negativnih testnih primerov. 
V teoriji testiranja velja, da je potrebno izvesti vsaj dva testna primera za dano zahtevo, da lahko 
rečemo, da je zahteva ustrezno implementirana v aplikaciji. Prvi je pozitiven testni primer, 
katerega namen je preveriti pravilno delovanje pri dovoljenih vhodni podatkih, negativni testni 
primer pa preverja pravilno delovanje kadar so vhodni podatki izven dovoljenih meja. 
Da bomo lahko izvedli tako pozitivne kot negativne testne primere, bo POC Simulator 
omogočal: 
(1) definiranje poljubnih sporočil 
(2) definiranje poljubnih podatkov sporočila 
(3) definiranje poljubnega toka sporočil 
Koncept ločenih podatkov od programske kode, ki je bil omenjen v S2 bomo uporabili tudi za 
definiranje toka sporočil.  
S5: Omogoča avtomatsko izvajanje testov, testi so ponovljivi. 
Pomemben faktor je tudi avtomatsko izvajanje testov in njihova ponovljivost. Ponovljivost 
testiranja je zelo pomemba pri t.i. regresijskih testih (ang. regression tests), pri katerih testiramo 
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programsko opremo po spremembi v kodi ali na podatkih. Na ta način ugotovimo morebitne 
nenamerne posledice v programski opremi, ki jih je sprememba lahko povzročila. 
S6: Omogoča pripravo poročila o rezultatih testiranja. 
POC Simulator bo zabeležil vsak korak izvedbe posameznega testnega primera in izpisal tudi 
status izvedbe posameznega testa v skrajšani obliki. To bo omogočalo enostavno odkrivanje 
napak v izvajanju testov in posledično lažje vzdrževanje, hkrati pa hiter pregled na statusom 
izvedbe posameznega testnega primera. 
S7: (neobvezno) Hkratno izvajanje testov in simulacija več POC naprav, z namenom izvedbe 
obremenitvenih testov. 
Obremenitveni testi nam poskušajo odgovoriti na vprašanje, kako hitro nek del sistema deluje 
pri določeni obremenitvi. Prav tako pa lahko služi preverjanju drugih atributov sistema kot so 
prilagodljivost, zanesljivost in uporaba virov. 
V našem primeru želimo obremeniti sistem OR. Želja je, da bi lahko vzporedno izvajali več 
POC Simulatorjev in na ta način simulirali komunikacijo sistema OR z več POC napravami 
hkrati. 
V okviru diplomske naloge nismo realizirali te zahteve. Ideja je, da se uporabi odprtokodno 
programsko opremo, ki omogoča izvajanje obremenitvenih testov, kot je recimo Robot 
Framework7. 
                                                 
7 http://robotframework.org/ 
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Poglavje 5 POC Simulator 
POC Simulator, ki smo ga razvili v okviru diplomske naloge, omogoča simulacijo poljubne 
POC naprave na nivoju komunikacijskega protokola, kot je definiran v standardu POCT1-A2. 
Gre za implementacijo Vmesnika NAPRAVE (ang. Device Interface [1]), ki definira sporočilni 
protokol med POC napravo in OR sistemom. 
Funkcionalne zahteve, katerim mora POC Simulator zadostiti, smo definirali v poglavju 4.1, 
prav tako pa smo v poglavju 4.2 že naredili razmislek, kako bo POC Simulator posamezni 
zahtevi zadostil. 
5.1 Zasnova sistema 
Povezava osebnega računalnika, na katerem teče POC Simulator, s POC strežnikom deluje po 









<?xml version="1.0" encoding="utf-8" ?>
<testScenario>
  <testConfig>
    <param key="control_id" value="10000"/>
…
  <testFlow>










Step     :1
Command  :01_hello.xml






Slika 10: Zasnova POC Simulatorja 
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POC Simulator je zasnovan tako, da so testni podatki in opis testnega primera ločena od 
programske kode. To omogoča hitro dodajanje novih testnih primerov brez posega v izvorno 
kodo. Prav tako je mogoče pouporabiti enak testni primer s spremenjenimi testnimi podatki. 
Testni primeri se definirajo s pomočjo jezika XML. V ta namen smo razvili enostavne ukaze, 
ki POC Simulatorju narekujejo izvajanje testnih korakov.  
Celoten potek testiranja se zapisuje v datoteko, kar omogoča enostavno preverjanje rezultatov 
testiranja. 
5.2 Arhitektura POC Simulatorja 
POC Simulator je relativno enostaven program, saj je njegova naloga primarno izvedba testnega 
primera, ki pa je definiran izven samega programa.  















Slika 11: Arhitektura POC Simulatorja 
Kratek opis posamezne komponente smo podali spodnji tabeli. 
Komponenta Opis vloge 
Konfiguracija Konfiguracija je odgovorna za upravljanje s podatki potrebnimi za 
izvedbo testnega primera. Konfiguracija prebere podatke iz 
konfiguracijskih datotek (nastavitve, testni koraki) in jih ponudi v 
strukturirani obliki ostalim komponentam. 
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Komponenta Opis vloge 
Protokol Protokol poskrbi za ustrezno inicializacijo njemu podrejenih komponent 




Komponenta je zadolžena za pripravo sporočila pred pošiljanjem na POC 
strežnik in za ustrezno interpretacijo sprejetih sporočil. Vsa sporočila se 
sintaktično preverijo, razen v primeru ko to ne želimo. 
Orodja Tu je nabor funkcij potrebnih s strani ostalih komponent, kot so operacije 
nad XML sporočili, pretvorbo med različnimi formati podatkov, operacije 
nad seznami in podobno. 
Komunikacija Skbi za TCP/IP komunikacijo s POC strežnikom, dejanskim pošiljanjem 
in sprejemanjem podatkov. 
log4net Log4net je zunanja knjižnica, ki smo jo uporabili za beleženje izvajanja 
testiranja. Knjižnica omogoča beleženje v različne ponore kot so datoteka, 
konzola, telnet konzolo, ipd. 
Knjižnica je izdana pod licenco Apache License, Version 2.0 [4]. 
NDesk.Options NDesk.Options8 je zunanja knjižnica, ki smo jo uporabili za upravljanje z 
parametri ukazne vrstice. 
Knjižnica je izdana pod licenco MIT/X11 [5]. 
Tabela 3: Komponente POC Simulatorja 
  
                                                 
8 http://www.ndesk.org/doc/ndesk-options/index.html 
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5.3 Logične komponente POC Simulatorja 
V naslednjih podpoglavjih bomo opisali posamezno logično komponento POC Simulatorja in 
koncepte, ki so bili uporabljeni za realizacijo POC Simulatorja. Spodnja slika je skupek vseh 
razredov, ki so bili implementirani v okviru komponent. 
 
Slika 12: Diagram razredov 
5.3.1 Konfiguracija (ang. Configuration) 
Kot je bilo že omenjeno je testni primer opisan v XML datoteki, prav tako pa so vse ostale 
nastavitve shranjene v XML konfiguracijski datoteki. Logična komponenta Konfiguracija je 
odgovorna za upravljanje s podatki potrebnimi za izvedbo testnega primera. Glavne funkcije te 
komponente so: 
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 Branje konfiguracijske datoteke programa in testne skripte ob začetku izvajanja 
programa. S pomočjo razreda Dictionary (del .NET ogrodja [6]), shrani vse 
prebrane parametre v obliki [ključ, vrednost]. 
 Drugim komponentam omogoča dostop do vseh konfiguracijskih parametrov preko 
ključa. 
V obliki [ključ, vrednost], hranimo vse možne parametre, kot so: 
 programske nastavitve 
 vrednosti spremenljivk in  
 testne korake 
Komponenta Konfiguracija implementira razred TestConfig.  
5.3.1.1 Konfiguracijska datoteka: POC_Simulator.exe.config 
Datoteka vsebuje nastavitve na nivoju same aplikacije. Vsebuje nastavitve povezane z uporabo 
knjižnice log4net (sekciji <configSections> in <log4net>) in datotečno pot do 
testConfiguration.config datotek (sekcija <appSettings>).  
<?xml version="1.0" encoding="utf-8" ?> 
<configuration> 
 
  <!-- 
  ***************************************************************************** 
  Definition of configuration sections. 
  ***************************************************************************** 
  --> 
  <configSections> 
    <section name="log4net"  
             type="log4net.Config.Log4NetConfigurationSectionHandler,log4net"/> 
  </configSections> 
 
  <!-- 
  ***************************************************************************** 
  appSettings block 
  ***************************************************************************** 
  --> 
  <appSettings> 
    <add key="ServerName"  value="10.17.80.186"/> <!-- POC server IP address--> 
    <add key="ServerPort"  value="4123"/>         <!-- POC server IP port #--> 
     
    <add key="PathToTestConfigFile"  
         value="..\..\src\xml_data\BasicConversation\TestConfiguration.config; 
         "/> 
    <!-- ..\..\src\xml_data\Connect_Disconnect\TestConfiguration.config; 
         ..\..\src\xml_data\BasicMode_BGE\TestConfiguration.config; 
         ..\..\src\xml_data\BasicMode\TestConfiguration.config 
    --> 
  </appSettings> 
 
 
  <!-- 
  ***************************************************************************** 
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  log4net loggers configuration 
  ***************************************************************************** 
  --> 
  <log4net> 
    <!-- ConsoleAppender --> 
    <appender name="ConsoleAppender"  
              type="log4net.Appender.ConsoleAppender"> 
      <layout type="log4net.Layout.PatternLayout"> 
        <param name ="conversionPattern"  
               value="%date{HH:mm:ss,fff} - %message%newline" /> 
      </layout> 
    </appender> 
 
    <!-- FileAppender --> 
    <appender name="FileAppender" type="log4net.Appender.FileAppender"> 
      <file value="POC_Simulator.log" /> 
      <appendToFile value="true" /> 
      <layout type="log4net.Layout.PatternLayout"> 
        <param name ="conversionPattern"  
               value="%date{HH:mm:ss,fff} [%thread] %-5level %logger - 
%message%newline" /> 
      </layout> 
    </appender> 
 
    <!-- Logging level --> 
    <root> 
      <level value="ALL" /> 
      <appender-ref ref="ConsoleAppender"/> 
      <appender-ref ref="FileAppender"/> 
    </root> 
 
    <logger name="POC_Simulator.Program" additivity="false"> 
      <level value="ALL" /> 
      <appender-ref ref="FileAppender"/> 
    </logger> 
 
    <logger name="POCT1a.MessageHandler" additivity="false"> 
      <level value="ALL" /> 
      <appender-ref ref="FileAppender"/> 
    </logger> 
 
    <logger name="POCT1a.Config" additivity="false"> 
      <level value="ALL" /> 
      <appender-ref ref="FileAppender"/> 
    </logger> 
 
    <logger name="POCT1a.Network" additivity="false"> 
      <level value="ALL" /> 
      <appender-ref ref="FileAppender"/> 
    </logger> 
 
    <logger name="POCT1a.Utility" additivity="false"> 
      <level value="ALL" /> 
      <appender-ref ref="FileAppender"/> 
    </logger> 
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5.3.1.2 Konfiguracijska datoteka: testConfiguration.config 
Datoteka vsebuje konfiguracijo potrebno za posamezen testni primer (sekcija <testConfig>), 
spisek spremenljivk (sekcija <testTag>), katerih vrednosti se tekom izvajanja testnega primera 
dinamično vgradijo v sporočila in sami testni koraki (sekcija <testFlow>) . 
<?xml version="1.0" encoding="utf-8" ?> 
<testScript> 
 
  <!-- 
  ***************************************************************************** 
  General settings. 
  ***************************************************************************** 
  --> 
  <testSetting> 
    <param name="PathToMessageFiles"    value="..\..\src\xml_data\BasicMode\"/> 
    <param name="PathToXSDSchemaFile"   value="..\..\src\xml_schema\poct1-a2.xsd"/> 
    <param name="PerformXMLValidation"  value="0"/> <!-- Turn off, when sending 
crappy data --> 
 
  </testSetting> 
 
  <!-- 
  ***************************************************************************** 
  Tags definition 
  Type: XMLFILE -> replaces tag with content of the file 
  Type: TS      -> replaces tag with current time in UTC format 
  Type: ST      -> replaces tag with value 
   
  If value="-1", then POC Simulator expects a function to deal with the tag 
  Check Table58 in standard for all available data types 
   
  TODO: make use of patterns, based on which values can be defined 
  ***************************************************************************** 
  --> 
  <testTag> 
    <tag name="{{header}}"         type="XMLFILE" value="header.xml"/> 
    <tag name="{{vendor_id}}"      type="ST"      value="BCHMX"/> 
    <tag name="{{device_id}}"      type="ST"      value="0A-00-19-00-00-00-23-84"/> 
    <tag name="{{version_id}}"     type="ST"      value="POCT1"/> 
    <tag name="{{creation_dttm}}"  type="TS"      value="-1"/> 
    <tag name="{{control_id}}"     type="ST"      value="5000"/> 
    <tag name="{{ack_control_id}}" type="ST"      value="-1"/> 
    <tag name="{{app_timeout}}"    type="REAL"    value="60"/> 
  </testTag> 
 
  <!-- 
  ***************************************************************************** 
  Test flow defined through Test Steps 
   
  BASIC POCT1a SCENARIO 
  ***************************************************************************** 
  --> 
  <testFlow> 
 
    <step cmd="log"       param="==========================="/> 
    <step cmd="log"       param="=== START OF THE SCRIPT ==="/> 
    <step cmd="log"       param="==========================="/> 
 
    <step cmd="wait"      param="10000" /> 
     
    <!-- HEL.R01 + ACK.R01 (AA) --> 
    <step cmd="send"      param="01_hello.xml" /> 
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    <step cmd="receive"   param="02_ack_AA.xml" wait="2000"/> 
 
    <step cmd="log"       param="===  FORCE DISCONECT   ==="/> 
    <step cmd="disconnect" wait="5000"/> 
    <step cmd="connect"   wait="5000"/> 
 
    <!-- HEL.R01 + ACK.R01 (AA) --> 
    <step cmd="send"     param="01_hello.xml" /> 
    <step cmd="receive"  param="02_ack_AA.xml" wait="2000"/> 
     
    <!-- DST.R01 + ACK.R01 (AA) --> 
    <step cmd="send"     param="03_status.xml" /> 
    <step cmd="receive"  param="04_ack_AA.xml" /> 
 
    <!-- REQ.R01 --> 
    <step cmd="receive"  param="05_req_obs.xml" /> 
     
    <!-- OBS.R01 + ACK.R01 (AA) --> 
    <step cmd="send"     param="06_obs.xml"/> 
    <step cmd="receive"  param="07_ack_AA.xml"/> 
 
    <!-- EOT.R01 + END.R01 (NMR) --> 
    <step cmd="send"     param="08_eot.xml" /> 
    <step cmd="receive"  param="09_terminate.xml" /> 
 
    <!-- REQ.R01 --> 
    <step cmd="send"     param="10_ack_AA.xml" /> 
     
  </testFlow> 
 
</testScript> 
5.3.2 Protokol (ang. Protocol) 
Komponenta Protokol je zadolžena za izvedbo testnega primera kot je definiran v zunanji 
konfiguracijski datoteki (testConfiguration.config).  
Komponenta Protokol najprej incializira vso potrebno infrastrukturo za izvedbo testnega 
primera. V našem primeru je to TCP klient in pa komponento Upravljalec sporočil (ang. 
Message Handler).  
Vse konfiguracijske datoteke so bile že prebrane ob štartu programa, tako da ima komponenta 
Protokol na voljo vse podatke v povezavi s POC strežnikom (IP naslov, vrata TCP/IP), prav 
tako pa tudi sam testni primer, ki je definiran v datoteki testConfiguration.config. 
V naslednji faza Protokol izvaja testni primer korak za korakom. Testni korak je sestavljen iz 
ukaza in parametrov. Podroben opis možnih testnih korakov sledi v poglavju 5.3.2.3. 
Komponenta Protokol implementira razred Protocol.  
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5.3.2.2 Testni koraki 
POC Simulator je zasnovan tako, da ga je možno nadgraditi z novimi ukazi, če bi se izkazala 
potreba. V tem primeru je seveda potrebna sprememba v izvorni kodi. 
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Testni korak je v programu definiran kot struktura treh vrednosti in sicer: 
1. CMD – ukaz, ki naj bo izveden (wait, connect, disconnect, log, send, receive) 
2. PARAM – (opcijsko) parameter ukaza, običajno ime datoteke v kateri se nahaja 
sporočilo, ki bo poslano na POC strežnik, ali pričakovano sporočilo, ki ga prejmemo od 
POC strežnika. 
3. WAIT – (opcijsko) poseben ukaz, ki zakasni izvajanje naslednjega koraka. Enak učinek 
dosežemo z ločenim testnim korakom katerega ukaz je “wait”. 
PRIMER 1: 
<step cmd="send"     param="01_hello.xml"    wait="3000" /> 
Testni korak naroča komponenti Protokol, da pošlje na POC server sporočilo, ki smo ga 
definirali in shranili v datoteko 01_hello.xml. Po poslanem sporočilu čaka 3000 milisekund, 
nato vzame naslednji testni korak v izvajanje. 
 
PRIMER 2: 
<step cmd="receive"  param="02_ack_AA.xml" /> 
Testni korak naroča komponenti Protokol, da naj sprejme sporočilo s strani POC strežnika. 
Sporočilo oz. odziv POC strežnika mora ustrezati pričakovanemu sporočilu, ki smo ga 
definirali in shranili v datoteko 02_ack_AA.xml. 
5.3.2.3 Ukazi 
Trenuten nabor ukazov in njihov opis je podan v spodnji tabeli. 
Ukaz Namen ukaza 
log Ukaz log vpiše poljuben komentar v dnevnik. Omogoča nam dodaten opis 
in sledenje izvajanja testnega primera. 
PRIMER 
<step cmd="log"     param="=== START OF THE SCRIPT ==="/> 
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Ukaz Namen ukaza 
send Ukaz send pošlje vsebino datoteke na POC strežnik. Ime datoteke je podan 
kot parameter ukazu.  
PRIMER 
<step cmd="send"    param="01_hello.xml"/> 
 
receive Ukaz receive narekuje sprejem sporočila s strani POC strežnika. Vsebina 
sprejetega sporočila mora ustrezati sporočilu, ki ga podamo kot parameter 
ukazu, v nasprotnem primeru je prejeto sporočilo nepričakovano. 
PRIMER 
<step cmd="send"    param="01_hello.xml"/> 
 
connect Ukaz connect narekuje vzpostavitve nove povezave s POC strežnikom. 
Ukaza se poslužujemo v kombinaciji z ukazom disconnect, saj na ta način 









wait Ukaz wait zakasni izvajanje naslednjega testnega koraka. Ukaz omogoča 
testiranje iztečnega časa (sporočilo poslano kasneje kot pričakovano). 
PRIMER 
<step cmd="wait"    param="3000"/> 
 
Tabela 4: Opis podprtih ukazov 
5.3.3 Upravljalec sporočil (ang. Message Handler) 
Komponenta je zadolžena za pripravo sporočila pred pošiljanjem na POC strežnik in za 
ustrezno interpretacijo sprejetih sporočil. Vsa sporočila se sintaktično preverijo, razen v 
primeru ko to ne želimo. 
Upravljalec sporočil se uporablja izključno v primeru ukazov send in receive. 
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Komponenta Upravljalec sporočil implementira osnovni razred Message, izpeljana razreda 
MessageParser ter MessageBuilder in razred XMLValidator. 
5.3.3.1 Priprava sporočil 
Pred pošiljanjem sporočil na POC strežnik je potrebno sporočilo predprocesirati. Določeni 
parametri sporočila so odvisni od časovne komponente, kot je na primer creation_dttm, ki 
pove sprejemniku kdaj je bilo sporočilo poslano. Drug pomemben parameter, ki se spreminja 
skozi čas je control_id. Ta parameter vsebuje vrednost, ki enolično določa posamezno 
sporočilo znotraj istega dialoga.  
Kot enostaven primer lahko navedemo začetek dialoga, kjer POC Simulator pošlje t.i. HELLO 











Slika 13: Potrjevanje sprejetih sporočil 
Kot vidimo je control_id ključen parameter na katerega se POC strežnik sklicuje, ko potrjuje 
uspešen ali neuspešen sprejem sporočila. 
Vrednosti, ki se spreminjajo tekom izvajanja testnega primera v samih sporočili smo rešili z 
vpeljavo spremenljivk. Spremenljivke se definirajo s pomočjo oznak (ang. tag), ki jih 
Upravljalec sporočil nadomesti z ustrezno vrednostjo v fazi predprocesiranja sporočila, torej 
pred pošiljanjem oz. sprejemom obravnavanega sporočila. 

































Slika 14: Procesiranje sporočila pred pošiljanjem 
5.3.3.2 Spremenljivke 
Spremenljivke definiramo s pomočjo oznak (ang. tags). Ime spremenljivke v dvojno zavitih 
oklepajih je enolično določena.  
{{spremenljivka}} 
Poleg imena spremenljivke je pomemben tudi njen tip in pa vrednost, ki naj se ji dodeli. 
Vrednosti nekaterih spremenljivk so statične, kar pomeni, da se ne spreminjajo v okviru enega 
dialoga, medtem ko so druge dinamične in se spreminjajo skozi čas. 
Nabor nekaterih spremenljivk in njihov opis je podan v spodnji tabeli. 
40 POGLAVJE 5.  POC SIMULATOR 
 
Spremenljivka Opis 
{{header}} Tip: XMLFILE 
Vrednost spremenljivke se nadomesti z vsebino, ki je definirana v 
datoteki header.xml, kot definirano v spodnjem primeru. 
PRIMER 
<tag name="{{header}}" type="XMLFILE" value="header.xml"/> 
 
{{control_id}} Tip: ST (ang. string) 
Spremenljivka predstavlja enolično oznako sporočila, ki se pošilja 
znotraj enega dialoga. V konkretnem primeru vrednost ni 
preddefinirana, saj se določi programsko v trenutku pošiljanja 
sporočila.  
PRIMER 
<tag name="{{control_id}}" type="TS" value="-1"/> 
 
{{ack_control_id}} Tip: ST (ang. string) 
Spremenljivka predstavlja enolično oznako sporočila, ki ga 
sprejemnik potrjuje v potrditvenem sporočilu. V našem primeru 
vrednost ni preddefinirana, saj se določi v trenutku pošiljanja 
sporočila. 
PRIMER 
<tag name="{{ack_control_id}}" type="TS" value="-1"/> 
 
{{vendor_id}} Tip: ST (ang. string) 
Oznaka proizvajalca POC naprave. Standard predpisuje možen 
nabor vrednosti. 
PRIMER 
<tag name="{{vendor_id}}" type="ST" value="BCHMX"/> 
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Spremenljivka Opis 
{{device_id}} Tip: ST (ang. string) 
Enolično določen identifikator POC naprave EUI-649 formatu, 
poznano tudi kot naslov MAC (ang. MAC address). 
PRIMER 
<tag name="{{device_id}}" type="ST" value=" 0A-00-19-00-00-
00-23-84"/> 
 
{{version_id}} Tip: ST (ang. string) 
Konstanta, ki je v okviru tega standard vedno določena z vrednostjo 
“POCT1” neodvisno od sporočila. 
PRIMER 
<tag name="{{version_id}}" type="ST" value="POCT1"/> 
 
{{creation_dttm}} Tip: TS (ang. Time Stamp) 
Čas na strani pošiljatelja v trenutku, ko je sporočilo poslano. V 
našem primeru vrednost ni preddefinirana, saj se določi v trenutku 
pošiljanja sporočila. 
PRIMER 
<tag name="{{creation_dttm}}" type="TS" value="-1"/> 
 
Tabela 5: Opis nekaterih tipov spremenljivk 
Statične spremenljivke oz. konstante se lahko dodajajo poljubno brez sprememb v kodi, 
medtem ko je za dinamične spremenljivke potrebno implementirati funkcijo, ki spremenljivki 
dodeli vrednost v času izvajanja. 
5.3.3.3 Izvajanje predprocesiranja sporočil 
Kot primer bomo podali osnovno HELLO sporočilo, kjer smo posamezne vrednosti nadomestili 
s spremenljivkami. Za lažjo sledljivost smo spremenljivke obarvali črno in jih poudarili. 
<xml version="1.0" encoding="UTF-8"?> 
<HEL.R01> 
  <HDR> 
    {{header}} 
                                                 
9 https://en.wikipedia.org/wiki/MAC_address 
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  </HDR> 
  <DEV> 
    <DEV.device_id V="{{device_id}}"/> 
    <DEV.vendor_id V="{{vendor_id}}"/> 
    <DEV.model_id V="8000A"/> 
    <DEV.serial_id V="42367C"/> 
    <DEV.manufacturer_name V="Biochemtronix"/> 
    <DEV.hw_version V="8000A-C"/> 
    <DEV.sw_version V="2001-10-04"/> 
    <DEV.device_name V="ICU-4 Glucose"/> 
    <DCP> 
      <DCP.application_timeout V="{{app_timeout}}"/> 
    </DCP> 
    <DSC> 
      <DSC.connection_profile_cd V="SA"/> 
      <DSC.topics_supported_cd V="DTV"/> 
      <DSC.topics_supported_cd V="OP_LST"/> 
      <DSC.directives_supported_cd V="SET_TIME"/> 
      <DSC.directives_supported_cd V="LOCK"/> 
      <DSC.directives_supported_cd V="UNLOCK"/> 
      <DSC.max_message_sz V="800"/> 
    </DSC> 
  </DEV> 
</HEL.R01> 
Vse spremenljivke so definirane v konfiguracijski datoteki TestConfiguration.config 
(sekcija <testTag>). Za statične spremenljivke dodeljena vrednost enostavno nadomesti ime 
spremenljivke. 
Primer konfiguracijske datoteke: 
<testTag> 
   <tag name="{{header}}"         type="XMLFILE"  value="header.xml"/> 
   <tag name="{{vendor_id}}"      type="ST"       value="BCHMX"/> 
   <tag name="{{device_id}}"      type="ST"       value="0A-00-19-00-00-00-23-84"/> 
   <tag name="{{version_id}}"     type="ST"       value="POCT1"/> 
   <tag name="{{creation_dttm}}"  type="TS"       value="-1"/> 
   <tag name="{{control_id}}"     type="TS"       value="5001"/> 
   <tag name="{{ack_control_id}}" type="TS"       value="-1"/> 
   <tag name="{{app_timeout}}"    type="REAL"     value="60"/>   
</testTag> 
 
Dinamične spremenljivke zahtevajo funkcijo v programu, ki dodeli vrednost spremenljivki. V 
konfiguracijski datoteki takim spremenljivkam dodelimo privzeto vrednost “-1”. 
Ker se nam glava sporočila (ang. header) pojavlja v vsakem sporočilu, smo se odločili definirati 
poseben tip spremenljivk, ti. XMLFILE. V našem primeru je to spremenljivka {{header}}, 
katere vrednost je ime datoteke (header.xml).  
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Vsebina datoteke header.xml: 
<HDR> 
  <HDR.control_id V="{{control_id}}"/>           
  <HDR.version_id V="{{version_id}}"/>           
  <HDR.creation_dttm V="{{creation_dttm}}"/> 
</HDR> 
Spremenljivka {{header}} se tako nadomesti z vsebino podane datoteke. Kot vidimo pa lahko 
tudi znotraj datoteke spet definiramo spremenljivke, tako statične kot dinamične. 
Rezultat predprocesiranja sporočila je novo sporočilo v katerem so vse spremenljivke dobile 
dejanske vrednosti. 
<xml version="1.0" encoding="UTF-8"?> 
<HEL.R01> 
  <HDR> 
    <HDR.control_id V="5001"/> 
    <HDR.version_id V="POCT1"/> 
    <HDR.creation_dttm V="2009-11-01T10:33:00-08:00"/> 
  </HDR> 
  <DEV> 
    <DEV.device_id V="0A-00-19-00-00-00-23-84"/> 
    <DEV.vendor_id V="BCHMX"/> 
    <DEV.model_id V="8000A"/> 
    <DEV.serial_id V="42367C"/> 
    <DEV.manufacturer_name V="Biochemtronix"/> 
    <DEV.hw_version V="8000A-C"/> 
    <DEV.sw_version V="2001-10-04"/> 
    <DEV.device_name V="ICU-4 Glucose"/> 
    <DCP> 
      <DCP.application_timeout V="60"/> 
    </DCP> 
    <DSC> 
      <DSC.connection_profile_cd V="SA"/> 
      <DSC.topics_supported_cd V="DTV"/> 
      <DSC.topics_supported_cd V="OP_LST"/> 
      <DSC.directives_supported_cd V="SET_TIME"/> 
      <DSC.directives_supported_cd V="LOCK"/> 
      <DSC.directives_supported_cd V="UNLOCK"/> 
      <DSC.max_message_sz V="800"/> 
    </DSC> 
  </DEV> 
</HEL.R01> 
5.3.4 Orodja (ang. Utils) 
Tu je nabor funkcij potrebnih s strani ostalih komponent, kot so operacije nad XML sporočili, 
pretvorbo med različnimi formati podatkov, operacije nad seznami in podobno. 
Komponenta Orodja implementira razred MsgList in razred Util.  
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5.3.5 Komunikacija (ang. Communication) 
Komponenta Komunikacija skrbi za TCP/IP komunikacijo s POC strežnikom, dejanskim 
pošiljanjem in sprejemanjem podatkov. 
Za implementacijo TCP/IP povezave na strežnik smo uporabili razred TcpClient (del .NET 
ogrodja), ki ponuja metode za vzpostavitev povezave, ter pošiljanje in sprejemanje podatkov 
preko vzpostavljene povezave. 
Komponenta Komunikacija implementira razred TcpClientConnection.  
5.3.6 log4net 
Log4net10 je zunanja knjižnica, ki smo jo uporabili za beleženje izvajanja testiranja. Knjižnica 
omogoča beleženje v različne ponore kot so datoteka, konzola, telnet konzolo, ipd.  
Prednost knjižnice je, da lahko definiramo poljuben nivo beleženja. Tako smo pridoma 
uporabljali knjižnico za namene odkrivanje napak v programu. 
V osnovi pa nam je knjižnica služila beleženju izvajanja testov. Za ta namen smo definirali dva 
ponora in sicer ukazno vrstico in datoteko. Konfiguracija log4net knjižnice je definirana v 
datoteki POC_Simulator.exe.config. 
Izpis v ukazno vrstico omogoča pregled na trenutnim izvajanjem, bolj podrobno beleženje pa 
se avtomatsko vodi v datoteki. 
Primer izpisa v ukazno vrstico: 
 
D:\POC_Simulator\bin\Debug>POC_Simulator.exe 
23:28:18,500 - ============================================================ 
23:28:18,520 - === TEST SUITE EXECUTION STARTED 
23:28:18,520 - ============================================================ 
23:28:18,530 - ===== Reading test configuration and test steps 
23:28:18,550 - ===== Connected! 
23:28:18,550 - ============================================================ 
23:28:18,550 - === EXECUTE TEST SCRIPT [1]: 
..\..\src\xml_data\BasicConversation\TestConfiguration.config 
23:28:18,550 - ============================================================ 
23:28:18,550 - ===== Reading test configuration and test steps 
23:28:18,560 - Execute step 1    Command: log            Param: This is my comment 
23:28:18,560 - Execute step 2    Command: disconnect 
23:28:18,560 - ===== Disconnected! 
23:28:19,561 - Execute step 3    Command: connect 
23:28:19,561 - ===== Connected! 
                                                 
10 Bralec se lahko podrobno seznani z knjižnico na uradni strani: https://logging.apache.org/log4net/ 
POGLAVJE 5.  POC SIMULATOR 45 
 
23:28:19,561 - Execute step 4    Command: send           Param: hello.xml 
23:28:19,571 - ----> Message sent OK! 
23:28:19,581 - Execute step 5    Command: receive        Param: ack_aa.xml 
23:28:19,841 - <---- Message received OK! 
23:28:19,841 - Execute step 6    Command: send           Param: device_status.xml 
23:28:19,841 - ----> Message sent OK! 
23:28:19,841 - Execute step 7    Command: receive        Param: ack_aa.xml 
23:28:20,100 - <---- Message received OK! 
23:28:20,100 - Execute step 8    Command: receive        Param: request_events.xml 
23:28:20,350 - <---- Message received OK! 
23:28:20,350 - Execute step 9    Command: send           Param: events.xml 
23:28:20,350 - ----> Message sent OK! 
23:28:20,350 - Execute step 10   Command: receive        Param: ack_aa.xml 
23:28:20,600 - <---- Message received OK!  
 
Primer izpisa v datoteko (zaradi količine podatkov je predstavljen samo izsek do koraka 4): 
 
23:28:18,500 [1] INFO  POC_Simulator.Program - 
============================================================ 
23:28:18,520 [1] INFO  POC_Simulator.Program - === TEST SUITE EXECUTION STARTED 
23:28:18,520 [1] INFO  POC_Simulator.Program - 
============================================================ 
23:28:18,520 [1] DEBUG POCT1a.Config.TestConfig - Configuration files : [1, 
..\..\src\xml_data\BasicConversation\TestConfiguration.config] 
23:28:18,530 [1] INFO  POCT1a.Config.TestConfig - ===== Reading test configuration 
and test steps 
23:28:18,550 [1] DEBUG POCT1a.Protocol.Protocol - ===== Connect to POCT1a server 
23:28:18,550 [1] DEBUG POCT1a.Network.TcpClientConnection - ===== Trying to connect 
the server... 192.168.1.12:4123 
23:28:18,550 [1] INFO  POCT1a.Network.TcpClientConnection - ===== Connected! 
23:28:18,550 [1] DEBUG POCT1a.Protocol.Protocol - ===== Connected! 
23:28:18,550 [1] INFO  POCT1a.Protocol.Protocol - 
============================================================ 
23:28:18,550 [1] INFO  POCT1a.Protocol.Protocol - === EXECUTE TEST SCRIPT [1]: 
..\..\src\xml_data\BasicConversation\TestConfiguration.config 
23:28:18,550 [1] INFO  POCT1a.Protocol.Protocol - 
============================================================ 
23:28:18,550 [1] INFO  POCT1a.Config.TestConfig - ===== Reading test configuration 
and test steps 
23:28:18,560 [1] INFO  POCT1a.Protocol.Protocol - Execute step 1    Command: log            
Param: This is my comment   
23:28:18,560 [1] INFO  POCT1a.Protocol.Protocol - Execute step 2    Command: 
disconnect      
23:28:18,560 [1] INFO  POCT1a.Network.TcpClientConnection - ===== Disconnected! 
23:28:19,561 [1] INFO  POCT1a.Protocol.Protocol - Execute step 3    Command: 
connect         
23:28:19,561 [1] DEBUG POCT1a.Protocol.Protocol - ===== Connect to POCT1a server 
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23:28:19,561 [1] DEBUG POCT1a.Network.TcpClientConnection - ===== Trying to connect 
the server... 192.168.1.12:4123 
23:28:19,561 [1] INFO  POCT1a.Network.TcpClientConnection - ===== Connected! 
23:28:19,561 [1] DEBUG POCT1a.Protocol.Protocol - ===== Connected! 
23:28:19,561 [1] INFO  POCT1a.Protocol.Protocol - Execute step 4    Command: send           
Param: hello.xml            
23:28:19,561 [1] DEBUG POCT1a.MessageHandler.MessageBuilder - Message from file: 
hello.xml 
23:28:19,571 [1] DEBUG POCT1a.MessageHandler.Message - Key = {{header}}, Value = 
<HDR> 
  <HDR.control_id V="{{control_id}}"/> 
  <HDR.version_id V="POCT1"/> 
  <HDR.creation_dttm V="{{date_time}}"/> 
</HDR> 
 
23:28:19,571 [1] DEBUG POCT1a.MessageHandler.Message - Key = {{vendor_id}}, Value = 
BCHMX 
23:28:19,571 [1] DEBUG POCT1a.MessageHandler.Message - Key = {{device_id}}, Value = 
0A-00-19-00-00-00-23-84 
23:28:19,571 [1] DEBUG POCT1a.MessageHandler.Message - Key = {{version_id}}, Value 
= POCT1 
23:28:19,571 [1] DEBUG POCT1a.MessageHandler.Message - Key = {{date_time}}, Value = 
2016-06-20T23:28:18+02:00 
23:28:19,571 [1] DEBUG POCT1a.MessageHandler.Message - Key = {{control_id}}, Value 
= 5001 
23:28:19,571 [1] DEBUG POCT1a.MessageHandler.Message - Key = {{ack_control_id}}, 
Value = 5001 
23:28:19,571 [1] DEBUG POCT1a.MessageHandler.Message - Key = {{app_timeout}}, Value 
= 6 
23:28:19,571 [1] DEBUG POCT1a.MessageHandler.Message - Key = {{model_number}}, 
Value = 4 
23:28:19,571 [1] DEBUG POCT1a.MessageHandler.Message - Key = {{serial_id}}, Value = 
42367C 
23:28:19,571 [1] DEBUG POCT1a.MessageHandler.Message - Key = {{special}}, Value = 
2.4 
23:28:19,571 [1] DEBUG POCT1a.MessageHandler.MessageBuilder - Message to send: 
<?xml version="1.0" encoding="UTF-8"?> 
<HEL.R01> 
  <HDR> 
    <HDR.control_id V="5001" /> 
    <HDR.version_id V="POCT1" /> 
    <HDR.creation_dttm V="2016-06-20T23:28:18+02:00" /> 
  </HDR> 
  <DEV> 
    <DEV.device_id V="0A-00-19-00-00-00-23-84" /> 
    <DEV.vendor_id V="BCHMX" /> 
    <DEV.model_id V="4" /> 
    <DEV.serial_id V="42367C" /> 
    <DEV.manufacturer_name V=" Biochemtronix" /> 
    <DEV.hw_version V="1.0" /> 
    <DEV.sw_version V="2.4" /> 
    <DEV.device_name V="" /> 
    <DCP> 
      <DCP.application_timeout V="60" /> 
    </DCP> 
    <DSC> 
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      <DSC.connection_profile_cd V="CS" /> 
      <DSC.topics_supported_cd V="D_EV" /> 
      <DSC.topics_supported_cd V="DTV" /> 
      <DSC.topics_supported_cd V="OP_LST" /> 
      <DSC.directives_supported_cd V="SET_TIME" /> 
      <DSC.directives_supported_cd V="LOCK" /> 
      <DSC.directives_supported_cd V="UNLOCK" /> 
      <DSC.max_message_sz V="1000000" /> 
    </DSC> 
  </DEV> 
</HEL.R01> 
23:28:19,571 [1] INFO  POCT1a.Network.TcpClientConnection - ----> Message sent OK! 
... 
5.3.7 NDesk.Options 
NDesk.Options je zunanja knjižnica, ki smo jo uporabili za enostavno upravljanje s parametri 
ukazne vrstice. V našem primeru smo definirali tri možne vnosne parametre. 
Parameter Opis 
'-c|-cfgfile=FullPath Definiramo pot do konfiguracije testnega primera 
'-r|-repeat=TIMES Število ponovitev izvajanja testnih primerov 
'-h|-help Izpis parametrov ukazne vrstice 
Tabela 6: Vnosni parametri POC Simulatorja 
5.4 Uporaba POC Simulatorja 
POC Simulator smo razvili v programskem jeziku C# [7], lahko pa bi uporabili tudi katerikoli 
drugi programski jezik. Za delovanje POC Simulator potrebuje predhodno nameščeno ogrodje  
Microsoft .NET 3.5. 
Program nima grafičnega vmesnika in se ga uporablja iz ukazne vrstice. To nam omogoča, da 
se testiranje, ki ga pokriva POC Simulator, vključi oz. integrira v širši sistem avtomatiziranega 
testiranja. 
V nadaljevanju so predstavljene komponente programskega paketa POC Simulator in njegova 
uporaba. 
5.4.1 Programski paket 
Programski paket POC Simulator sestavljajo naslednje datoteke in mape: 
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Komponenta Vloga 
.\POC_Simulator.exe Program, ki izvede testne primere, glede na 
definiran potek izvajanja in testne podatke. 
.\POC_Simulator.exe.config Konfiguracijska datoteka poznana tudi kot 
App.config. V njej določimo ponor in nivo 
beleženja knjižnice log4net, prav tako pa tudi 
naslov POC strežnika in njegova TCP vrata. 
.\POC_Simulator.log V to datoteko se podrobno beleži izvajanje 
testiranja. 
.\RunTests.bat To je paketna datoteka v kateri navedeno 
poljubno število testov, ki jih želimo izvesti v 
paketu. 
.\log4net.dll Log4net je zunanja knjižnica, ki smo jo uporabili 
za beleženje izvajanja testiranja. 
.\NDesk.Options.dll NDesk.Options je zunanja knjižnica, ki smo jo 
uporabili za upravljanje s parametri ukazne 
vrstice. 
.\xml_data\ Mapa, ki vsebuje podmape, v kateri hranimo tako 
testne podatke (sporočila), kot tudi 
konfiguracijske datoteke testnih primerov. 
.\xml_data\BasicMode\01_hello.xml 
 
Primer podmape in sporoča, ki je shranjen v 
datoteki 01_hello.xml. 
.\xml_data\BasicMode\TC.config Primer podmape in konfiguracije testnega 
primera, ki je shranjen v datoteki TC.config. 
.\xml_schema\poct1-a2.xsd Mapa v kateri hranimo XML shemo, s pomočjo 
katere validiramo poslana in prejeta sporočila. 
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.\doc\POC_Simulator.chm Doxygen11 generirana dokumentacija na osnovi 
izvorne kode. 
Tabela 7: Programski paket POC Simulator 
5.4.2 Primeri uporabe 
Primer 1: Za izpis uporabe ukazne vrstice uporabimo argument –h ali –help. 
D:\POC_Simulator>POC_Simulator.exe –h 
Usage: POC_Simulator.exe [OPTIONS] 
If no OPTIONS are specified, settings are taken from POC_Simulator.exe.config file 
 
Options: 
  -c, --cfgfile=FullPath     FullPath to test configuration file 
  -r, --repeat=TIMES         the number of TIMES to repeat the tests 
  -h, --help                 show this message and exit 
Primer 2: POC Simulator izvedemo brez argumentov, zato se pot to konfiguracije testnega 
primera prebere iz konfiguracijske datoteke (glej 5.3.1.1, parameter PathToTestConfigFile) 
D:\POC_Simulator>POC_Simulator.exe 
17:43:37,783 - ============================================================ 
17:43:37,799 - === TEST SUITE EXECUTION STARTED 
17:43:37,799 - ============================================================ 
17:43:37,814 - ===== Reading test configuration and test steps 
17:43:37,830 - ===== Connected! 
17:43:37,830 - ============================================================ 
17:43:37,830 - === EXECUTE TEST SCRIPT [1]: 
.\xml_data\BasicConversation\TestConfiguration.config 
17:43:37,830 - ============================================================ 
17:43:37,845 - ===== Reading test configuration and test steps 
17:43:37,845 - Execute step 1    Command: log            Param: This is my comment 
17:43:37,845 - Execute step 2    Command: disconnect 
17:43:37,845 - ===== Disconnected! 
17:43:38,859 - Execute step 3    Command: connect 
17:43:38,859 - ===== Connected! 
17:43:38,859 - Execute step 4    Command: send           Param: hello.xml 
17:43:38,875 - ----> Message sent OK! 
17:43:38,875 - Execute step 5    Command: receive        Param: ack_aa.xml 
17:43:39,156 - <---- Message received OK! 
17:43:39,156 - Execute step 6    Command: send           Param: device_status.xml 
17:43:39,156 - ----> Message sent OK! 
17:43:39,156 - Execute step 7    Command: receive        Param: ack_aa.xml 
17:43:39,421 - <---- Message received OK! 
17:43:39,421 - Execute step 8    Command: receive        Param: request_events.xml 
17:43:39,686 - <---- Message received OK! 
17:43:39,686 - Execute step 9    Command: send           Param: events.xml 
17:43:39,686 - ----> Message sent OK! 
17:43:39,686 - Execute step 10   Command: receive        Param: ack_aa.xml 
17:43:39,951 - <---- Message received OK! 
17:43:42,966 - Execute step 11   Command: log            Param: ===== DISCONNECT 
===== 
17:43:42,966 - Execute step 12   Command: disconnect 
17:43:42,966 - ===== Disconnected! 
                                                 
11 http://www.stack.nl/~dimitri/doxygen/ 
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Primer 3: POC Simulator izvedemo z argumentom –c in –r. Argument –c definira pot do 
konfiguracije testnega primera, argument –r pa določa število ponovitev vseh testov. V našem 
primeru bomo izvedli 2 testna primera in sicer dva krat. Prvi testni primer je definiran v datoteki 
.\xml_data\Connect_Disconnect\TestConfiguration.config, drugi pa v datoteki 
.\xml_data\BasicConversation\TestConfiguration.config. Pri definiranju poti smo 





17:55:02,129 - ============================================================ 
17:55:02,147 - === TEST SUITE EXECUTION STARTED 
17:55:02,147 - ============================================================ 
17:55:02,155 - ===== Reading test configuration and test steps 
17:55:02,182 - ===== Connected! 
17:55:02,184 - ============================================================ 
17:55:02,184 - === EXECUTE TEST SCRIPT [1]: 
.\xml_data\Connect_Disconnect\TestConfiguration.config 
17:55:02,185 - ============================================================ 
17:55:02,187 - ===== Reading test configuration and test steps 
17:55:02,194 - Execute step 1    Command: connect 
17:55:02,196 - ===== Disconnected! 
17:55:02,197 - ===== Connected! 
17:55:02,198 - Execute step 2    Command: send           Param: 01_hello.xml 
17:55:02,225 - ----> Message sent OK! 
17:55:02,225 - Execute step 3    Command: receive        Param: 02_ack_AA.xml 
17:55:02,484 - <---- Message received OK! 
17:55:02,484 - Execute step 4    Command: send           Param: 03_terminate.xml 
17:55:02,488 - ----> Message sent OK! 
17:55:02,489 - Execute step 5    Command: receive        Param: 04_ack_AA.xml 
17:55:02,744 - <---- Message received OK! 
17:55:02,744 - Execute step 6    Command: disconnect 
17:55:02,748 - ===== Disconnected! 
17:55:07,750 - Execute step 7    Command: connect 
17:55:07,752 - ===== Connected! 
17:55:07,753 - Execute step 8    Command: log            Param: ===== DISCONNECT 
===== 
17:55:07,754 - Execute step 9    Command: disconnect 
17:55:07,757 - ===== Disconnected! 
17:55:12,758 - ============================================================ 
17:55:12,758 - === EXECUTE TEST SCRIPT [2]: 
.\xml_data\BasicConversation\TestConfiguration.config 
17:55:12,760 - ============================================================ 
17:55:12,762 - ===== Reading test configuration and test steps 
17:55:12,765 - Execute step 1    Command: log            Param: This is my comment 
17:55:12,767 - Execute step 2    Command: disconnect 
17:55:13,769 - Execute step 3    Command: connect 
17:55:13,771 - ===== Connected! 
17:55:13,772 - Execute step 4    Command: send           Param: hello.xml 
17:55:13,775 - ----> Message sent OK! 
17:55:13,777 - Execute step 5    Command: receive        Param: ack_aa.xml 
17:55:14,029 - <---- Message received OK! 
17:55:14,029 - Execute step 6    Command: send           Param: device_status.xml 
17:55:14,032 - ----> Message sent OK! 
17:55:14,033 - Execute step 7    Command: receive        Param: ack_aa.xml 
17:55:14,287 - <---- Message received OK! 
17:55:14,287 - Execute step 8    Command: receive        Param: request_events.xml 
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17:55:14,541 - <---- Message received OK! 
17:55:14,541 - Execute step 9    Command: send           Param: events.xml 
17:55:14,544 - ----> Message sent OK! 
17:55:14,546 - Execute step 10   Command: receive        Param: ack_aa.xml 
17:55:14,799 - <---- Message received OK! 
17:55:17,800 - Execute step 11   Command: log            Param: ===== DISCONNECT 
===== 
17:55:17,800 - Execute step 12   Command: disconnect 
17:55:17,803 - ===== Disconnected! 
17:55:22,806 - ============================================================ 
17:55:22,806 - === EXECUTE TEST SCRIPT [1]: 
.\xml_data\Connect_Disconnect\TestConfiguration.config 
17:55:22,807 - ============================================================ 
17:55:22,807 - ===== Reading test configuration and test steps 
17:55:22,808 - Execute step 1    Command: connect 
17:55:22,809 - ===== Connected! 
17:55:22,810 - Execute step 2    Command: send           Param: 01_hello.xml 
17:55:22,811 - ----> Message sent OK! 
17:55:22,813 - Execute step 3    Command: receive        Param: 02_ack_AA.xml 
17:55:23,065 - <---- Message received OK! 
17:55:23,065 - Execute step 4    Command: send           Param: 03_terminate.xml 
17:55:23,068 - ----> Message sent OK! 
17:55:23,069 - Execute step 5    Command: receive        Param: 04_ack_AA.xml 
17:55:23,327 - <---- Message received OK! 
17:55:23,327 - Execute step 6    Command: disconnect 
17:55:23,330 - ===== Disconnected! 
17:55:28,331 - Execute step 7    Command: connect 
17:55:28,333 - ===== Connected! 
17:55:28,333 - Execute step 8    Command: log            Param: ===== DISCONNECT 
===== 
17:55:28,335 - Execute step 9    Command: disconnect 
17:55:28,339 - ===== Disconnected! 
17:55:33,339 - ============================================================ 
17:55:33,339 - === EXECUTE TEST SCRIPT [2]: 
.\xml_data\BasicConversation\TestConfiguration.config 
17:55:33,340 - ============================================================ 
17:55:33,342 - ===== Reading test configuration and test steps 
17:55:33,345 - Execute step 1    Command: log            Param: This is my comment 
17:55:33,347 - Execute step 2    Command: disconnect 
17:55:34,348 - Execute step 3    Command: connect 
17:55:34,350 - ===== Connected! 
17:55:34,351 - Execute step 4    Command: send           Param: hello.xml 
17:55:34,355 - ----> Message sent OK! 
17:55:34,356 - Execute step 5    Command: receive        Param: ack_aa.xml 
17:55:34,609 - <---- Message received OK! 
17:55:34,609 - Execute step 6    Command: send           Param: device_status.xml 
17:55:34,612 - ----> Message sent OK! 
17:55:34,614 - Execute step 7    Command: receive        Param: ack_aa.xml 
17:55:34,867 - <---- Message received OK! 
17:55:34,867 - Execute step 8    Command: receive        Param: request_events.xml 
17:55:35,120 - <---- Message received OK! 
17:55:35,120 - Execute step 9    Command: send           Param: events.xml 
17:55:35,122 - ----> Message sent OK! 
17:55:35,123 - Execute step 10   Command: receive        Param: ack_aa.xml 
17:55:35,376 - <---- Message received OK! 
17:55:38,377 - Execute step 11   Command: log            Param: ===== DISCONNECT 
===== 
17:55:38,377 - Execute step 12   Command: disconnect 
17:55:38,380 - ===== Disconnected! 
 
Primer 4: Za avtomatko izvajanje definiranih testov se lahko uporabi paketno datoteko 
RunTests.bat. Primer vsebine take datoteke najdete spodaj. 
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POC_Simulator.exe -c:.\xml_data\Basic_Conversation\TestConfiguration.config  






POC_Simulator.exe -c:.\xml_data\Add_New_Device\TestConfiguration.config -r:2 
POC_Simulator.exe -c:.\xml_data\SendTime_Directive\TestConfiguration.config 
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Poglavje 6 Sklepne ugotovitve 
Pri razvoju programske opreme za medicinske naprave in ostale sisteme, ki se uporabljajo v 
medicini, je potrebno upoštevati vse direktive, standarde in navodila, ki določajo življenjski 
cikel razvoja programske opreme. Le tako lahko proizvajalec zagotavlja, da pri uporabi njegove 
opreme ne bo prišlo do neželenih stranskih učinkov za uporabnika ali pacienta. 
Testiranje je ena glavnih aktivnosti s katero dokažemo, da oprema dala tisto za kar je bila 
načrtovana in razvita, in da to dela brez napak.  
V okviru diplomske naloge smo realizirali univerzalni preskuševalnik vmesnika, med POC 
napravo in sistemom za upravljanje POC naprav (v nadaljevanju POC Simulator), kot ga 
predpisuje standard POCT1-A2. Omenjeni standard predpisuje komunikacijski protokol med 
medicinsko napravo in poljubnim informacijskim sistemom, ki tak standard podpira. POC 
Simulator omogoča simulacijo poljubne medicinske naprave na nivoju komunikacijskega 
protokola in na ta način omogoča sistemsko testiranje tistega dela informacijskega sistema, ki 
je odgovoren za komunikacijo z medicinsko napravo. Z namenom, da je testne primere mogoče 
dodajati brez poseganja v izvorno kodo, smo testne primere, tj. testni podatki in potek izvajanja 
testov, definirali v XML datotekah. To omogoča enostavno dodajanje novih testnih primerov.  
POC Simulator je razvit v programskem jeziku C# kot program ukazne vrstice. Na ta način se 
lahko izvajanje testov prenese pod okrilje sistema neprekinjene integracije (ang. continuous 
integration), kot je na primer Jenkins12. Testi se avtomatsko izvedejo po vsaki spremembi v 
izvorni kodi, kar vodi v hitrejše odkrivanje napak in posledično višjo kvaliteto ob manjših 
stroških. 
V primeru, da bi bila potreba po testiranju komunikacijskega protokola POCT1-A2 na strani 
medicinske naprave, je možno POC Simulator razširiti. Prav tako, bi bilo vredno razmisliti, 
kako POC Simulator uporabiti za ostale komunikacijske protokole na aplikacijski plasti OSI 
modela13, kot je na primer HL714. 
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