A programming language called Pascal is described which was developed on the basis of ALGOL 60. Compared to ALGOL 60, its range of applicability is considerably increased due to a variety of data structuring facilities. In view of its intended usage both as a convenient basis to teach programming and as an efficient tool to write large programs, emphasis was placed on keeping the number of fundamental concepts reasonably small, on a simple and systematic language structure, and on efficient implementability. A one-pass compiler has been constructed for the CDC 6000 computer family; it is expressed entirely in terms of Pascal itself.
Introduction
The development of the language Pascal is based on two principal aims. The first is to make available a language suitable to teach programming as a systematic discipline based on certain fundamental concepts clearly and naturally reflected by the language. The second is to develop implementations of this language which are both reliable and efficient on presently available computers, dispelling the commonly accepted notion that useful languages must be either slow to compile or slow to execute, and the belief that any nontrivial system is bound to contain mistakes forever.
There is of course plenty of reason to be cautious with the introduction of yet another programming language, and the objection against teaching programming in a language which is not widely used and accepted has undoubtedly some justification--at least based on short-term commercial reasoning. However, the choice of a language for teaching based on its widespread acceptance and availability, together with the fact that the language most widely taught is thereafter going to be the one most widely used, forms the safest recipe for stagnation in a subject of such profound paedagogical influence. I consider it therefore well worth-while to make an effort to break this vicious circle.
Of course a new language should not be developed just for the sake of novelty; existing languages should be used as a basis for development wherever they meet the chosen objectives, such as a systematic structure, flexibility of program and data structuring, and efficient implementabillty. In that sense ALGOL 60 was used as a basis for Pascal, since it meets most of these demands to a much higher degree than any other standard language [! ] . Thus the principles of structuring, and in fact the form of expressions, are copied from ALGOL 60. It was, however, not deemed appropriate to adopt ALGOL 60 as a subset of Pascal; certain construction principles, particularly those of declarations, would have been incom-patible with those allowing a natural and convenient representation of the additional features of Pascal. However, conversion of ALGOL 60 programs to Pascal can be considered as a negligible effort of transcription, particularly if they obey the rules of the IFIP ALGOL Subset [2] .
The main extensions relative to ALGOL 60 lie in the domain of data structuring facilities, since their lack in ALGOL 60 was considered as the prime cause for its relatively narrow range of applicability. The introduction of record and file structures should make it possible to solve commercial type problems with Pascal, or at least to employ it successfully to demonstrate such problems in a programming course. This should help erase the mystical belief in the segregation between scientific and commercial programming methods. A first step in extending the data definition facilities of ALGOL 60 was undertaken in an effort to define a successor to ALGOL in t965 [31. This language is a direct predecessor of Pascal, and was the source of many features such as e.g. the while and case statements and of record structures.
Pascal has been implemented on the CDC 6000 computers. The compiler is written in Pascal itself as a one-pass system which will be the subject of a subsequent report. The "dialect" processed by this implementation is described by a few amendments to the general description of Pascal. They are included here as a separate chapter to demonstrate the brevity of a manual necessary to characterise a particular implementation. Moreover, they show how facilities are introduced into this high-level, machine independent programming language, which permit the programmer to take advantage of the characteristics of a particular machine.
The syntax of Pascal has been kept as simple as possible. Most statements and declarations begin with a unique key word. This property facilitates both the understanding of programs by human readers and the processing by computers. In fact, the syntax has been devised so that Pascal texts can be scanned by the simplest techniques of syntactic analysis. This textual simplicity is particularly desirable, if the compiler is required to possess the capability to detect and diagnose errors and to proceed thereafter in a sensible manner.
Summary of the Language
An algorithm or computer program consists of two essential parts, a description of actions which are to be performed, and a description of the data which are manipulated by these actions. Actions are described in Pascal by so-called statements, and data are described by so-called declarations and definitions.
The data are represented by values of variables. Every variable occuring in a statement must be introduced by a variable declaration which associates an identifier and a data type with that variable. The data type essentially defines the set of values which may be assumed by that variable. A data type may in Pascal be either directly described in the variable declaration, or it may be referenced by a type identifier, in which case this identifier must be described by an explicit type definition.
The basic data types are the scalar types. Structured types are defined by describing the types of their components and by indicating a structuring method. The various structuring methods differ in the selection mechanism serving to select the components of a variable of the structured type. In Pascal, there are five structuring methods available: array structure, record structure, powerset structure, file structure, and class structure.
In an array structure, all components are of the same type. A component is selected by an array selector, or computable index, whose type is indicated in the array type definition and which must be scalar. It is usually a programmerdefined scalar type, or a subrange of the type integer.
In A procedure may have a fixed number of parameters, which are classified into constant-, variable-, procedure-, and function parameters. In the case of a variable parameter, its type has to be specified in the declaration of the formal parameter. If the actual variable parameter contains a (computable) selector, this selector is evaluated before the procedure is activated in order to designate the selected component variable.
Functions are declared analogously to procedures. In order to eliminate sideeffects, assignments to non-local variables are not allowed to occur within the function.
Notation, Terminology, and Vocabulary
According to traditional Backus-Naur form, syntactic constructs are denoted by English words enclosed between the angular brackets (and). These words also describe the nature or meaning of the construct, and are used in the accompanying description of semantics. Possible repetition of a construct is indicated by an asterisk (0 or more repetitions) or a circled plus sign (t or more repetitions). If a sequence of constructs to be repeated consists of more than one element, it is enclosed by the meta-brackets {and}.
The basic vocabulary consists of basic symbols classified into letters, digits, and special symbols. It is called a comment and may be removed from the program text without altering its meaning.
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Identifiers and Numbers
Identifiers serve to denote constants, types, variables, procedures and functions. Their association must be unique within their scope of validity, i.e. within the procedure or function in which they are declared (cf. t 0 and it).
(identifier) :: = (letter) (letter or digit)* (letter or digit) :: = (letter) I (digit)
The decimal notation is used for numbers, which are the constants of the data types integer and real. The symbol i0 preceding the scale factor is pronounced as "times t0 to the power of". 
Data Type Definitions
A data type determines the set of values which variables of that type may assume and associates an identifier with the type. In the case of structured types, it also defines their structuring method. succ the succeeding value (in the enumeration) pred the preceding value (in the enumeration)
6.t .t. Standard Scalar Types
The following types are standard in Pascal, i.e. the identifier denoting them is predefined:
integer the values are the integers within a range depending on the particular implementation. The values are denoted by integers (cf. 4) and not by identifiers.
real the values are a subset of the real numbers depending on the particular implementation. The values are denoted by real numbers as defined in paragraph 4.
Boolean (Ialse, true) char
the values are a set of characters depending on a particular implementation. The rules of composition specify operator precedences according to four classes of operators. The operator -1 has the highest precedence, followed by the socalled multiplying operators, then the so-called adding operators, and finally, with the lowest precedence, the relational operators. Sequences of operators of the same precedence are executed from left to right. Notice that all scalar types define ordered sets of values. In particular, ]alse < true. The operators _< and >-may also be used for comparing values of powerset type, and then denote set inclusion ~ and ) respectively.
Function Designators
A function designator specifies the activation of a function. It consists of the identifier designating the function and a list of actual parameters. The parameters are variables, expressions, procedures, and functions, and are substituted for the corresponding formal parameters (cf. 9.1.2., t0, and 11). Sum (a, 100) GCD (t47, k) sin (x + y) eot(l)
Statements
Statements denote algorithmic actions, and are said to be executable. 
Simple Statements
A simple statement is a statement of which no part constitutes another statement. The variable (or the function) and the expression must be must be of identical type (but neither class nor file type), with the following exceptions permitted:
1. the type of the variable is real, and the type of the expression is integer or a subrange thereof. 2. the type of the expression is a subrange of the type of the variable.
Examples:
x:=y+2.5
p:--(~=<i) ^ (i<t00) There exist four kinds of parameters: variable-, constant-, procedure parameters (the actual parameter is a procedure identifier), and function parameters (the actual parameter is a function identifier). In the case of variable parameters, the actual parameter must be a variable. If it is a variable denoting a component of a structured variable, the selector is evaluated when the substitution takes place, i.e. before the execution of the procedure. If the parameter is a constant parameter, then the corresponding actual parameter must be an expression. The following restriction holds concerning the applicability of labels:
The scope (cf. t0) of a label is the procedure declaration within which it is defined. It is therefore not possible to jump into a procedure.
Structured Statements
Structured statements are constructs composed of other statements which have to be executed either in sequence (compound statement), conditionally (conditional statements), or repeatedly (repetitive statements). 
9.2.t. Compound Statements
The compound statement specifies that its component statements are to be executed in the same sequence as they are written. Each statement may be preceded by a label which can be referenced by a goto statement (cf. 9.t.3.). The expression between the symbols if and then must be of type Boolean. 
Case Statements
The case statement consists of an expression (the selector) and a list of statements, each being labeled by a constant of the type of the selector. It specifies that the one statement be executed whose label is equal to the current value of the selector. 
Repetitive Statements
Repetitive statements specify that certain statements are to be executed repeatedly. If the number of repetitions is known beforehand, i.e. before the repetitions are started, the for statement is the appropriate construct to express this situation; otherwise the while or repeat statement should be used. Within the component statement of the with statement, the components (fields) of the record variable specified by the with clause can be denoted by their field identifier only, i.e. without preceding them with the denotation of the entire record variable. The with clause effectively opens the scope containing the field identifiers of the specified record variable, so that the field identifiers may occur as variable identifiers. 
Procedure Declarations
Procedure declarations serve to define parts of programs and to associate identifiers with them so that they can be activated by procedure statements. A procedure declaration consists of the following parts, any of which, except the first and the last, may be empty: The type definition part contains all type definitions which are local to the procedure declaration.
(type definition part) :: = (empty) I type (type definition) {; (type definition)}*;
The variable declaration part contains all variable declarations local to the procedure declaration.
(variable declaration part) :: = (empty) [ var (variable declaration) {; (variable declaration)}*;
The procedure and function declaration part contains all procedure and function declarations local to the procedure declaration.
(procedure and function declaration part) :: = { (procedure or function declaration) ;}* (procedure or function declaration) :: = (procedure declaration) ] (function declaration)
The statement part specifies the algorithmic actions to be executed upon an activation of the procedure by a procedure statement.
(statement part) :: = (compound statement)
All identifiers introduced in the formal parameter part, the constant definition part, the type definition part, the variable-, procedure or function declaration parts are local to the procedure declaration which is called the scope of these identifiers. They are not known outside their scope. In the case of local variables, their values are undefined at the beginning of the statement part.
The use of the procedure identifier in a procedure statement within its declaration implies recursive execution of the procedure. 
get(t) reset(l)
advances the file pointer of file ] to the next file component. It is only applicable, if the file is either in the input or in the neutral mode. If there does not exist a next file component, the end-of-file condition arises, the value of the variable denoted by tJ' becomes undefined, and the file is put into the neutral mode.
the file pointer of file t is reset to its beginning, and the file is put into the neutral mode. t0.t.2.
alloc (p ) alZoc (p, t)
Class Component Allocation Procedure allocates a new component in the class to which the pointer variable p is bound, and assigns the pointer designating the new component to p. If the component type is a record type with variants, the form can be used to allocate a component of the variant whose tag field value is t. However, this allocation does not imply an assignment to the tag field. If the class is already compleately allocated, the value nll will be assigned to p.
lOA.3. Data Transfer Procedures
Assuming that a is a character array variable, z is an alfa variable, and i is an integer expression, then pack (a, i, z) packs the n characters a Ei~ ... a Ei + n --I l into the alfa variable z (for n cf. 6.tA.), and unpack (z, a, i) unpacks the alfa value z into the variables a [i] ... a [i + n --t ~.
Function Declarations
Function declarations serve to define parts of the program which compute a scalar value or a pointer value. Functions are activated by the evaluation of a function designator (cf. 8.2) which is a constituent of an expression. A function declaration consists of the following parts, any of which, except the first and the last, may be empty (cf. also t0.).
(function declaration) :: = (function heading) (constant definition part)(type definition part) (variable declaration part) (procedure and function declaration part) (statement part)
The function heading specifies the identifier naming the function, the formal parameters of the function (note that there must be at least one parameter), and the type of the (result of the) function. 
Standard Functions
Standard functions are supposed to be predeclared in every implementation of Pascal. Any implementation may feature additional predeclared functions (cf. also t0.1.). odd (x) eo/(l)
Predicates the type of x must be integer, and the result is x rood 2 = l indicates, whether the file ] is in the end-of-file status.
trunc(x) int(x) ehr(x)
Transfer Functions x must be of type real, and the result is of type integer, such that abs ( x) --t < trunc (abs ( x) ) <= abs ( x) x must be of type char, and the result (of type integer) is the ordinal number of the character x in the defined character set.
x must be of type integer, and the result (of type char) is the character whose ordinal number is x. pred (x) x is of any scalar or subrange type, and the result is the predecessor value of x (if it exists).
Programs
A Pascal program has the form of a procedure declaration without heading (cf. also 7.4.).
(program) :: = (constant definition part) (type definition part) (variable declaration part) (procedure and function declaration part)(statement part).
Pascal 6000
The version of the language Pascal which is processed by its implementation on the CDC 6000 series of computers is described by a number of amendments to the preceding Pascal language definition. The amendments specify extensions and restrictions and give precise definitions of certain standard data types. The section numbers used hereafter refer to the corresponding sections of the language definition.
Vocabulary
Only capital letters are available in the basic vocabulary of symbols. The symbol eol is added to the vocabulary. Symbols which consist of a sequence of underlined letters are called word-delimiters. They are written in Pascal 6000 without underlining and without any surrounding escape characters. Blanks or end-of-lines may be inserted anywhere except within :=, word-delimiters, identifiers, and numbers. The symbol lo is written as '.
Identifiers
Only the l0 first symbols of an identifier are significant. Identifiers not differing in the t0 first symbols are considered as equal. Word-delimiters must not be used as identifiers. At least one blank space must be inserted between any two word-delimiters or between a word-delimiter and an adjacent identifier. (Note that the characters ' { } are special features on the printers of the ETH installation, and correspond to the characters ~ ff ~, at standard CDC systems.) the number n of characters packed into an alfa value is t0 (cf. 6.1.t.).
