Abstract. We show that recent Model-driven Engineering that uses sequential finite state models in combination with a common sense logic is subject to efficient model checking. To achieve this, we first provide a formal semantics of the models. Using this semantics and methods for modeling sequential programs we obtain small Kripke structures. When considering the logics, we need to extend this to handle external variables and the possibilities of those variables been affected at any time during the execution of the sequential finite state machine. Thus, we extend the construction of the Kripke structure to this case. As a proof of concept, we use a classical example of modeling a microwave behavior and producing the corresponding software directly from models. The construction of the Kripke structure has been implemented using flex, bison and C++, and properties are verified using NuSMV.
Introduction
Model-driven engineering (MDE) is a powerful paradigm for software deployment with particular success in embedded systems. The domain models created are intended to be automatically converted into working systems, minimizing the potential faults introduced along the more traditional approaches that translate requirements into implementation. MDE offers traceability of the requirements to implementation, enabling validation and verification. Because software modeling is the primary focus, and there is an emphasis in automation, it has been suggested [15] that MDE can address the inabilities of third-generation languages to alleviate the complexity of releasing quality software for diverse platforms and to express domain concepts effectively.
Recently, a flexible tool to model the behavior of autonomous robotics systems has been finite state machines where transitions are labeled with statements that must be proved by an inference engine [3] . The modeling capability of these Transition-Labelled Finite State Machines (FSMs) has been shown [2] to be remarkably expressive with respect to other paradigms for modeling behavior, like Petri Nets, Behavior Trees and even standard finite-state machines like those of executable UML [11] or StateWorks [17] . If models of behavior are to be automatically converted into deployed systems, it is of crucial importance to verify the correctness of such models. Model checking promises to precisely enable this. Our aim here is to provide efficient and practical model-checking techniques to verify these new sequential finite state machines. We define one path to enable the model-checking of the behavior of robots expressed as finite state machines. We will describe the Finite-State Machines with transitions labeled by Boolean expressions and we will provide a semantics for it by describing the behavior in terms of sequential programs [7, Section 2.2]. Sequential programs are converted into first-order representations [7, Section 2.1.1] and these into Kripke structures. The technology for verifying properties in Kripke structures is well established. This step is perhaps direct since logics to express properties of the model are well understood as well as the algorithms to perform the validation and there are solid implementations. We will be concerned with only the sequential part of the behavior.
Sequential Finite-State Machines
An important sub-class of our models are sequential finite-state machines which we can represent visually to facilitate their specification, but which have a precise semantics. In fact, our sequential finite-state machines are a language for sequential programs and therefore, a natural approach is to describe their semantics as sequential programs [10] .
A sequential finite-state machine consist of the following elements: 
