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Tekoäly on yksi keskeisimmistä konsepteista ohjelmoinnissa. Päätöksentekokyky ja 
tilannetajuinen reagointi syventävät kokemusta peleissä ja tuovat käyttömukavuutta 
hyötyohjelmissa.
Opinnäytetyön aiheena oli suunnitella tekoäly peliprojektiin, missä käyttäjä etenee 
ylhäältä päin kuvatussa ympäristössä vältellen tietokoneen hallitsemia hahmoja. 
Tekoälyn ohjaamien yksiköiden tuli pystyä liikkumaan ympäristössä, sekä reagoida 
muuttuvaan tilanteeseen kentällä. Tämän lisäksi tekoälyn tuli olla laajennettavissa.
Tekoälyä suunnitellessa päädyttiin rakennevaihtoehdoista hierarkiseen tilakoneeseen. 
Tämä helpottaa laajentamista osakokonaisuuksien ollessa mahdollisimman tehokkaasti 
eristettyjä toisistaan.
Liikkumisessa tarvittiin reitinhakualgoritmia esteiden kiertämiseksi. Toteutus tapahtui 
Dijkstran algoritmin tuloksia painottavalla sovelluksella, joka yleisesti tunnetaan 
nimellä A*.
Pelin tarkoituksiin suunnitellussa tekoälyssä reitinhakualgoritmi osoittautui 
haastavimmaksi osaksi vieden suurimman osan kehitystyöhön kulutetusta ajasta. 
Lopputuloksena syntynyttä tekoälymoduulia on vähäisillä muutoksilla mahdollista 
hyödyntää navigointisovelluksessa reitinhakumoduulina.
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Artificial intelligence is one of the most vital concepts of programming. The ability to 
make decisions and situational reacting can bring depth to the gaming experience and 
increase usability in software.
The subject of this thesis was to design and create an artifical intelligence to be used in 
a game where the player moves around in an enviroment, viewed from the top down, 
dodging computer controlled characters. The A.I. must be able to move in the same 
enviroment and react to the situation in the playing area. On top of this the A.I. should 
be readily expendable in case of improvements.
While designing the A.I., a finite state machine was chosen as the end result. This 
architecture emphasizes the modularity, making it much easier to alter any aspect of said
A.I. individually.
For mobility a path-finding algorithm was needed. This was done with A*-algorithm, an
expansion of a well-known Dijkstra's algorithm that prioritizes results to reduce 
calculation time.
The implementation of the path-finding algorithm ended as the most challenging part of 
this A.I., taking up most of the time spent in development by a great margin. The A.I. 
created could be potentially re-purposed to serve any navigational software as well.
Key words: artificial intelligence, path-finding, A*-algorithm
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61  JOHDANTO
Tekoälyn ohjaamat vastustajat ovat lähes jokaisen pelin selkäranka. Käyttäjän toimiin 
reagoidessaan peli tuo maailmaan jotain uutta ja pidentää käyttöikää huomattavasti 
haastamalla käyttäjän tavalla, joka ei ole mahdollista staattisessa ja muuttumattomassa 
maailmassa. Aina jokaisen ohjelmointiharrastajan Tetris-klooneista ja ristinolla -simu-
laattoreista monimutkaisiin kokonaisia eläviä maailmoja kuvaaviin peleihin asti, kaikki 
tietokoneen tekemät päätökset ovat tekoälyn aikaansaannoksia. Yksinkertaisimmillaan 
peleissä oleva tekoäly saa vain käyttäjän esteenä olevan mailan vaihtamaan suuntaa, 
pyrkien näin estämään palloa päätymästä maaliin. Monimutkaisimmillaan tekoälystä 
puhuttaessa tarkoitetaan aitoa maailmaa simuloivassa ympäristössä liikkuvaa hahmoa, 
jota on vaikea erottaa toisen käyttäjän ohjaamasta hahmosta.
Tämä tutkimuksen tarkoituksena on tuottaa tekoälymoduuli peliin, missä käyttäjä ohjaa 
vapaassa kaksiulotteisessa tilassa liikkuvaa hahmoa, väistellen tietokoneen ohjaamia yk-
siköitä samassa tilassa. Tekoälyn ohjaamien vihollisten tavoite on saada käyttäjä kiinni. 
Vihollisten tulee pystyä liikkumaan esteiden ympäri kentässä ja tilanteen vaatiessa pyrit-
tävä saavuttamaan käyttäjän hahmo.
72  SUUNNITTELU
2.1  Tavoitteiden määrittely
Opinnäytetyön rajoittamiseksi määritellään alussa tekoälylle asetettavat tavoitteet. Teko-
älyn tulee toimia itsenäisenä osana pelin sisällä, reagoiden pelitapahtumiin ja toteuttaen 
ennalta määrättyjä toimenpiteitä antaakseen käyttäjälle riittävän vastuksen pelitilantei-
siin. Pelin ajatuksena ei ole sijoittaa käyttäjää vastaan yli-inhimillisesti suoriutuvaa vi-
hollista, vaan useampi vähemmän täydellisesti suoriutuva. Vihollisten liikkumiselta ei 
vaadita jatkuvaa johdonmukaisuutta, eikä vihollisen ole tarpeen oppia käyttäjältä. 
Tekoälyn tasapainotus yli-inhimillisen ja liian yksinkertaisen välillä tulee olemaan 
avain. Tämä on toteutettava riittävän kevyellä prosessointikuormalla pelin tukeutuessa 
useaan viholliseen yhden erittäin älykkäästi käyttäytyvän sijaan.
Työ tullaan toteuttamaan C++ kielellä oliopohjaisena, ikkunoituna konsolisovelluksena.
2.2  Tekoälyn suunnittelu
Yksinkertaisimmillaan tekoäly suorittaa kaiken täysin satunnaisesti, reagoimatta ympä-
ristöönsä millään tavalla. Tällainen tekoäly ei tarjoa haastetta pelillisesti eikä se ole tar-
koituksenmukainen. Tämän ongelman ratkaisemiseksi on tekoälyn pystyttävä reagoi-
maan pelitilanteeseen muuttamalla käytöstään. Käytöstä simuloidaan yksinkertaisimmil-
laan äärellisellä tilakoneella.
2.2.1  Äärellinen tilakone
Kun tekoäly reagoi tiettyjen tilanteiden tuomiin muutoksiin pelin sisällä, puhutaan ää-
rellisestä tilakoneesta. Tilakoneen logiikkaan on määritelty etukäteen eri tiloja, joiden 
välinen siirtymä tapahtuu tietyn muuttujan ylittäessä raja-arvoksi määritellyn arvon. 
8Yksinkertainen esimerkki äärellisestä tilakoneesta on ovi. Ovella on kaksi tilaa, auki ja 
kiinni. Tilojen välissä on yksi muuttuja, joka voi olla esimerkiksi käyttäjän interaktio 
oven kanssa. Kun käyttäjä koskettaa ovea, ovi vaihtaa tilaansa: ovi aukeaa, mikäli se oli 
kiinni, ja sulkeutuu ollessaan valmiiksi auki.
Äärellisen tilakoneen sisältämä tekoäly voi esimerkiksi tarkkailla etäisyyttä käyttäjään, 
jota kuvataan muuttujalla x kuvassa 1. Kun käyttäjä ja vihollinen liikkuvat ruudulla, 
etäisyys muuttuu jatkuvasti. Tilassa yksi vihollinen harhailee pelitilassa päämäärättö-
mästi. Mikäli käyttäjä liikkuu niin lähelle vihollista, että muuttujalle x määritelty raja-
arvo ylittyy, tekoäly siirtyy suorittamaan tilaan kaksi määriteltyjä komentoja. Tilassa 
kaksi tekoäly pyrkii siirtämään vihollista lähemmäs käyttäjää. Mikäli käyttäjän ja vihol-
lisen etäisyys toisistaan kasvaa raja-arvon yli, palautuu tilakone takaisin ensimmäiseen 
tilaansa.
Kuva 1.Malli äärellisestä tilakoneesta
9Tilakoneen toimintaa selkeytetään kapseloiduilla tiloilla: päätökset tehdään itsenäisissä 
funktioissa. Nämä funktiot tutkivat luokan sisäisiä muuttujia ja tekevät päätökset niistä 
ja mahdollisesti parametreina annetuista lisätiedoista. Tämä mahdollistaa päätöksenteon
jonkin osan sisäiseen logiikkaan muutosten tekemisen ilman, että se vaikuttaa muiden 
tilojen toimintaan.  Toiminta kapseloimalla saadaan parannettua ohjelman modulaari-
suutta, mikä tekee uuden toiminnallisuuden ja raja-arvomuuttujien lisäämisen yksinker-
taisemmaksi, sekä selkeyttää lähdekoodin jäsentelyä.
Kuva 2: Esimerkki hierarkisen tilakoneen toiminnasta
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Laajennetaan edellistä esimerkkiä. Viholliselle lisätään uusi muuttuja, minkä arvo ote-
taan huomioon käyttäytymistä mallintaessa. Tässä muuttujassa on tekoälyn ohjaaman 
vihollisen energia. Tämän muuttujan käyttö ehtolausekkeessa haarauttaa päätöksenteko-
prosessin kahden erillisen aktiivisen tilan välillä kuvan 2 mukaisesti. Vihollisen ener-
gian laskiessa riittävän alas hahmo reagoi saamaansa vahinkoon ja pakenee käyttäjää. 
Mikäli osumapisteitä on riittävästi, lähestyy vihollinen pelaajaa. Nämä tilat huomioi-
daan myös tekoälyn hakiessa uutta kohdetta itselleen.
2.3  Tarpeellisten luokkien ja tietueiden määrittely
Tekoälyn toiminta tulee olemaan lähes täysin piilotettuna loppukäyttäjältä. Opinnäyte-
työn puitteissa on kuitenkin pystyttävä tarkkailemaan kyseisen olion toimintaa. Määri-
tellään tarvittavat luokat, joita käytetään kehitysympäristön havainnollistamiseen. Map-
luokka vastaa pelialueen lataamisesta ohjelmamuistiin, sekä sen tietojen jakamisesta 
eteenpäin muille olioille. Screen-luokka huolehtii ruudunpäivityksestä ja käyttäjälle siir-
rettävän tiedon ylläpidosta. Node-tietue säilöö itseensä reitinhaussa käytettyjen solmu-
pisteiden tiedot.
2.3.1  Map-luokka
Koska pelattava alue tulee vaihtumaan pelaaja edetessä uudelle alueelle, Map-luokan on
kyettävä vaihtamaan tallentamansa tiedot pelikentästä. Pelattavan alueen sisältö luetaan 
erillisestä tiedostosta Map-luokan sisältämään taulukkoon, mistä tiedot haetaan tarvit-
taessa käyttöön. Tämä tarkoittaa sitä, että Map-luokan tulee pystyä lukemaan tiedostoja,
mutta sen on myös otettava karttatiedoston nimi pääohjelmalta parametrina pystyäkseen
vaihtamaan karttaa.
Map-luokassa tieto tallennetaan kokonaislukuja sisältävään kaksiulotteiseen taulukkoon.
Taulukko vastaa kooltaan näytölle tulostettavaa pelialuetta. Jokainen taulukon arvo vas-
taa yhtä solua pelialueesta. Taulukkoon haettavan tiedoston sisältämät merkit tulkitaan 
vastaaviksi numeroiksi ja sijoitetaan taulukkoon vastaaville paikoille. Nämä taulukon 
arvot muutetaan myöhemmin kuvailtavan Ruutu-luokan avulla havainnollisiksi merkin-
nöiksi näyttöalueella ohjelman ajon aikana.
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TAULUKKO 1. Selitteet pelikentän numeroille
Numero Kuvaus Piirrettävä merkki
0 Tyhjä solu. Käyttäjä ja vihollinen 
voivat liikkua vapaasti läpi.
Välilyönti
1 Vihollisen lähtöpiste. Vihollinen piirretään merkillä ”X”
2 Pelaajan lähtöpiste. Käyttäjä piirretään merkillä ”@”
9 Läpipääsemätön este, mikä käyttäjän
ja tekoälyn hahmon on kierrettävä.
Este piirretään merkillä ”#”
Pelialueella on käyttäjän ja vihollisen aloituskohtien lisäksi esteitä, joiden ohi sekä käyt-
täjän että vihollisen on liikuttava.  Kuvassa kolme on työssä käytetty tiedosto, jonka 
mukaan pelialue valmistellaan.
Koska sekä käyttäjä että vihollinen liikkuvat alueella, on törmäyksentarkistusta varten 
tarpeellista saada tietoa pelialueesta. Tätä varten Map-luokka sisältää myös funktiot ha-
lutun solun sisällönhakuun. Tämä funktio vaatii usean erilaisen kutsun riippuen tilan-
teesta, jossa törmäyksentarkistusta käytetään. Kun pelialuetta ladataan ensimmäistä ker-
taa, noudetaan sieltä myös käyttäjän ja vihollisen sijainnit. Kun nämä pisteet on asetettu 
lähtökoordinaateiksi, pisteisiin ei kiinnitetä enää enempää huomiota, vaan ne käyttäyty-
vät tavallisen tyhjän ruudun tavoin.
Kuva 3: Pelialueena käytetty karttatiedosto.
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2.3.2  Node-tietue
Sekä käyttäjä että vihollinen liikkuvat kaksiulotteisella tasolla, jota voidaan havainnol-
listaa koordinaatistolla. Kummankin sijainti ilmaistaan kahdella kokonaisluvulla, jotka 
kuvaavat pysty- ja vaakasiirtymää koordinaatistossa (Kuva 4). Tämän koordinaatiston 
origo sijaitsee vasemmassa yläkulmassa koordinaattien kasvaessa näytön oikeaa alakul-
maa kohti siirryttäessä. Nämä kokonaisluvut säilötään Node-tietueisiin.
Koska Node-tietueita käytetään myös reitinhaussa, sisältyy tietueeseen myös muuttujia, 
joiden avulla lasketaan reittejä. Kolme erillistä kokonaislukua laskevat kuljettua matkaa 
lähtöpisteestä, arvioitua etäisyyttä maalista, sekä kokonaiskustannusta matkalle lähdöstä
maaliin. Näiden lisäksi täytyy Node-tietueeseen tallentaa koordinaatit, mistä ruudusta 
kyseiseen ruutuun siirryttiin.
2.3.3  Screen-Luokka
Näytölle päivitetään jokaisessa syklissä useita eri tietoja. Kaikki näytölle tulostettava ja 
käyttäjälle välittyvä tiedonsiirto tapahtuu Screen-luokan kautta. 
Kuva 4: Käyttäjä ja vihollinen koordinaatistossa.
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Screen-luokkaan toteutetaan funktiot näytön alustukseen alkutilanteessa, sekä myöhem-
min tapahtuvia päivityksiä varten. Käynnistyksen yhteydessä tapahtuva alustus tulostaa 
graafisen käyttöliittymän näytölle, mutta muuttujien arvot eri kenttiin päivitetään toisel-
la funktiolla. Samainen päivitysfunktio päivittää myös pelattavaa aluetta ja käyttäjän 
sekä vihollisen sijaintia (kuva 5).
Ruudun päivitykseen käytettävä funktio lukee pelikentässä käytetyn tiedon (kuva 3) ja 
tulkitsee sen kuvassa viisi näkyvään muotoon, missä numerot ovat korvattu ennalta 
määrätyillä erinäisillä ASCII-merkeillä (taulukko 1). 
Kuva 5: Koeympäristön käyttöliittymä.
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2.4  Reitinhaku
Koska kentässä on esteitä, ei suoraviivainen vihollisen ja pelaajan koordinaattien muok-
kaaminen yhtä yksikköä kerrallaan toisiaan lähemmäksi ole riittävä ratkaisu liikkumi-
seen. Tähän tarkoitukseen lisätään liikkumiseen reitinhakualgoritmi.
Reitinhakualgoritmi pyrkii löytämään yhtenäisen reitin pelaajan ja vihollisen sijaintien 
välille. Tämä tapahtuu tutkimalla karttapisteitä edellä mainittujen koordinaattien ympä-
riltä ja laajentaen tutkimista lähtöpisteestä ulos päin kunnes kohdepiste löytyy. Koska 
reitillä tulee olemaan useita pisteitä, on pisteiden lasketut arvot talletettava muistiin. 
Kun reitti koordinaattien välille on löydetty, talletetaan kaikkien tarkastettujen pisteiden 
joukosta se reitti, jonka seurauksena päädyttiin lähtökoordinaateista tavoitteeseen. Tämä
periaate on esiteltynä kuvassa 6.
Reitinhaussa yksi varmimmista algoritmeista on Dijkstran algoritmi. Vaikka Dijkstra ta-
kaa lyhimmän reitin pisteiden välille, se tekee paljon ylimääräistä työtä. A*-algoritmi 
pyrkii tuloksiaan vertailemalla vähentämään tätä ylimääräisen työn määrää ja se valittiin
siksi työssäkin toteutetuksi algoritmiksi(Introduction to A*).
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Seuraavissa esimerkkikuvissa havainnollistetaan kentällä liikkumista ruudukolla, kuten 
reitinhakualgoritmi sen toteuttaa. Jokainen solu ruudukossa kuvastaa reitinhaun yhtey-
dessä kyseisestä reittipisteestä tallennettuja tietoja. Solu on jaettu neljään osaan kuvan 7 
mukaisesti. Ensimmäisessä neljänneksessä oleva merkintä on sama, mitä käytetään työn
graafisessa käyttöliittymässä. Esimerkkisolussa kentässä on 'X', mikä kuvastaa vihollis-
Kuva 6: A*-algoritmin toimintakaavio
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ta. Toisessa neljänneksessä on etäisyys nykyisestä sijainnista tavoitteena olevaan pistee-
seen. Esimerkkitapauksessa tämä etäisyys on 5. Koska liikkuminen voi tapahtua vain 
neljässä pääilmansuunnassa, on etäisyys x- ja y-koordinaattien itseisarvojen summa. 
Kolmannen, harmaalla pohjalla olevan ruudun numero kertoo kuinka monen ruudun 
kautta nykyiseen sijaintiin on saavuttu. Viimeisessä neljänneksessä oleva luku on kah-
den edellä mainitun neljänneksen summa, eli arvio kuinka pitkä matka on tämän pisteen
kautta tavoitepisteeseen.
Nämä numeroarvot ruuduista 2-4 tallennetaan Node-tietueen mukana reitinhakua var-
ten.
2.4.1  Dijkstran algoritmi
Dijkstran algoritmi tutkii systemaattisesti jokaisen pisteen aloituspisteen ympäriltä, laa-
jentaen hakuaan spiraalimaisesti ulospäin, kunnes kohtaa tavoitepisteen. Saavutettuaan 
tavoitteensa voidaan kuvan 8 mukaisesti päätellä paras mahdollinen reitti näiden kahden
pisteen välille (Introduction to A*, otsikon Dijkstra's Algorithm and Best-First-Search 
alla).
Kuva 7: Ruudukon esimerkkisolu
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Dijkstran algoritmi ei huomioi tavoitepistettä laskutoimituksissaan, vaan käsittelee läh-
töpisteestä jokaiseen suuntaan olevia pisteitä samanarvoisesti. Algoritmi laajentaa koh-
depisteen etsintää järjestelmällisesti lähtöpisteestä ulospäin, valiten seuraavan lähtöpis-
tettä lähinnä olevan pisteen, kunnes tarkastettava piste on kohdepiste. Dijkstra takaa ly-
hyimmän reitin löytymisen, mutta ylimääräisten laskutoimitusten määrä on huomattava 
verrattuna tuloksiaan painottavaan A*-algoritmiin.
2.4.2  A* -algoritmi
Dijkstran algoritmi ei erottele tuloksista lupaavammalta vaikuttavia pisteitä. Tämä on 
A*-algoritmin tuoma lisäys Dijkstran algoritmiin. Lasketuista pisteistä valitaan se, mikä
vie lähemmäksi kohdepistettä. Reitinhakua jatketaan lähimmän solun ympäriltä. Tätä 
toistetaan kunnes kohdepiste saavutetaan. 
Kuvassa 9 voimme nähdä, miten A*-algoritmi vähentää turhien solujen laskemista jopa 
tilanteessa, missä sen tekemä työmäärä on lähes kaksinkertainen ideaalitilanteeseen ver-
rattuna. Reitinhaku lähtee liikkeelle ruudusta, jossa on merkintä X. Algoritmin toteutus 
on sellainen, että se ottaa ensimmäisenä huomioon oikealla sivullaan olevan ruudun, mi-
Kuva 8: Dijkstran algoritmin havainnollistaminen.
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käli useampi ruuduista on yhtä taloudellinen arviossaan kohdepisteen etäisyydestä. Rei-
tinhaku jatkuu punaisen viivan mukaisesti suorassa linjassa, kunnes kohdataan este. Es-
teen jälkeen mahdollisesti taloudellisimman reitin kohteeseen mahdollistavat punaisen 
linjan alapuolelta listaan lisätyt pisteet. Ne käydään läpi sinisen viivan osoittamalla ta-
valla. Sinisen linjan pisteet ovat kaikki pisteet, joissa kustannusarvio kohteeseen on 15. 
Kun kaikki kustannusarvion 15 sisältävät pisteet on arvioitu, käydään läpi vihreän linjan
osoittamat pisteet. Tämä aloitetaan viimeisenä listaan lisätystä kustannusarvion 17 pis-
teestä, joka sijaitsee alhaalla ja keskellä. Tarkistuksen jälkeen näitä pisteitä hylätään yk-
sitellen, kunnes saavutaan punaisen linjan päätepisteestä ylöspäin vievään pisteeseen. 
Tästä pisteestä saadaan jatkettua kohdepisteeseen saakka kasvattamatta kustannusarvio-
ta 17:sta. (A* Pathfinding for Beginners)
Koska algoritmi laskee jokaisen nykyistä solua ympäröivän solun kustannuksen, ohjel-
masilmukassa lähimpänä olevan pisteen valinta tapahtuu vertailulausekkeella. Tasa-ar-
voisista soluista valitaan viimeisenä avointen pisteiden listaan syötetty piste. Tämä joh-
Kuva 9: A*-algoritmin havainnollistaminen
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taa sellaiseen käyttäytymiseen, että ensimmäisenä valitaan oikealla oleva, sitten järjes-
tyksessä alhaalla, vasemmalla ja yläpuolella oleva piste. 
A*-algoritmin tulosten suosiminen johtaa erittäin taloudelliseen laskentaan. Esimerkki-
tilanne kuvassa 10 kuvastaa tilannetta, mikä on mahdollisimman helppo reitinhakualgo-
ritmin kannalta. Lähtöpisteen ja tavoitepisteen toinen koordinaatti on sama, eikä pistei-
den välillä ole esteitä. Dijkstra- ja A* -algoritmit aloittavat samalla tavalla, laskien läh-
töpisteen ympäriltä jokaisen neljän ruudun arvot. Tilanne on sama ensimmäisen syklin 
jälkeen. Eroavaisuus tapahtuu, kun aloitetaan seuraava sykli: Dijkstran algoritmi tekee 
tarkistuksen jokaiselle ympäröivälle pisteelle ja saa täten tarkistettavien pisteiden lis-
taansa 8 uutta pistettä 2. syklin loputtua. A* toteaa oikealla puolella olevan pisteen lä-
hestyvän tavoitteena olevaa pistettä, ja tarkistaa vain tätä oikean puoleista pistettä ympä-
röivät pisteet. Tällöin 2. syklin loputtua A* on lisännyt tarkistettavien pisteiden listaan 
vain kolme uutta pistettä.
Kuvan esimerkin pohjalta voimme luoda matemaattisen kaavan, mikä kuvastaa tarkis-
tettavien pisteiden määrää mahdollisimman yksinkertaisessa tilanteessa. Dijkstran algo-
ritmilla laskettavien pisteiden määrä – kaavassa merkitty muuttujalla X - lisääntyy eks-
ponentiaalisesti seuraavan sarjan mukaisesti:
X n=4n+∑
i=0
n−1
X i , kun n on suurempi kuin nolla.
A*-algoritmilla laskutoimitusten määrä kasvaa optimitapauksessa lineaarisesti kolmella 
laskutoimitusta yhtä etäisyyden pistettä kohti:
Kuva 10: A*:n ja Dijkstran laskutoimitusten määrä.
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X n=1+3n , kun n on suurempi kuin nolla.
Kummankin algoritmin vaativa laskutoimitusten määrä optimitilanteessa havainnolliste-
taan taulukossa 2. mikäli reitti on esteetön.
TAULUKKO 2. Kentän koon vaikutus laskutoimitusten määrään optimitilanteessa.
Pisteiden 
etäisyys
Dijkstran laskutoimitusten 
lukumäärä
A* laskutoimitusten lukumäärä
1 4 4
2 12 7
3 24 10
4 40 13
5 60 16
10 220 31
20 840 61
50 5 100 151
100 20 200 301
Vaikka algoritmien välinen ero kutistuu reitin muuttuessa monimutkaisemmaksi, on kui-
tenkin perusteltua valita tuloksia painottavaa A*-algoritmia Dijkstran yli.  Reitin täytyisi
kulkea jokaisen avoimen karttapisteen kautta, että A*-algoritmi tekisi yhtä monta lasku-
toimitusta kuin Dijkstran algoritmi. Koska tämä ei käytännössä koskaan tule olemaan ti-
lanne, valitaan A*-algoritmi reitinhakualgoritmiksi ohjelmaan.
2.5  Vihollisen muuttujien valinta
Hierarkkisen tilakoneen reagointi nojaa sille annettujen muuttujien raja-arvojen tarkkai-
luun. Nämä muuttujat täytyy valita tavalla, joka mahdollistaa riittävän tiedon siirtämisen
mahdollisimman vähillä muuttujilla tekoälylle.
2.5.1  Etäisyys käyttäjästä
Pelissä hahmot voivat liikkua vain yhdellä tasolla. Tällä tasolla käyttäjälle ja viholliselle
määritellään sijainti koordinaattien, kahden kokonaisluvun, avulla. Kun näiden hahmo-
jen etäisyys toisistaan kutistuu riittävän pieneksi, vihollinen reagoi ihmisen ohjaamaan 
hahmoon. Tämä mahdollistaa näkökentän kaltaisen toiminnan simuloimista. Vaikka 
käyttäjä itse näkee koko pelialueen, ei vihollinen näe kuin tietyn etäisyyden päähän it-
sestään. Vasta kun käyttäjä siirtyy riittävän lähelle vihollista, alkaa hahmo käyttäyty-
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mään aggressiivisesti. Vastaavasti on mahdollista saada vihollinen unohtamaan käyttäjä,
jos käyttäjä onnistuu kasvattamaan etäisyyttä riittävästi.
2.5.2  Energia
Pelissä tarkoitus tulee olemaan selviytyä kentällä elossa. Tietyt tapahtumat ruudulla vä-
hentävät käyttäjän tai vihollisen energiaa. Vihollinen tarkkailee omaa energiaansa jatku-
vasti ja mikäli energian määrä on alhainen pelaajan saapuessa lähistölle yrittää viholli-
nen ohjata itseään poispäin käyttäjästä.
2.6  AI-Luokan suunnittelu
Tiloja mallintaessa voidaan malli ottaa ihmisistä. Kun käyttäjä näkee kentän, hän liik-
kuu kohti jotain näkemäänsä hyödyllistä tai mielenkiintoista kohti. Mikäli liikutaan liian
lähelle vihollista, käyttäjä arvioi hahmonsa energian määrän ja tekee päätöksen joko 
paeta tai taistella hahmoa vastaan.
Tästä toimintamallista johdetaan tekoälylle toiminnot, joiden puitteissa sen ohjaamat 
hahmot liikkuvat kentällä.
Kuva 11: Ai-Luokan luokkakaavio.
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2.6.1  Toiminta
Pelin jokaisessa syklissä AI-luokkaa kutsutaan päivittämään vihollisen toiminta ruudul-
la. Tämä päivitys aloitetaan tekemällä päätös käyttäytymisestä. Tämä tapahtuu kuvan 2 
näyttämän puun mukaisesti: mikäli ketään ei ole lähellä, vaelletaan kentällä satunnaises-
ti. Mikäli käyttäjä on riittävän lähellä, siirrytään päätökseen aktiivisesta käytösmallista. 
Osumapisteiden ollessa riittävät hyökätään. Mikäli osumapisteitä on liian vähän, pae-
taan.
Liikkuminen kentässä tapahtuu arpomalla piste, mitä kohti vihollinen liikkuu. Mikäli ar-
vottu piste on esteetön, kutsutaan AI-luokan funktiota, joka laskee reitin nykyisen sijain-
nin ja juuri arvotun pisteen välille. Jos pelaajaa ei kohdata ja piste saavutetaan, arvotaan 
uusi piste kohteeksi vaellukselle.
Hyökätessä ja pakoon liikkumisessa haetaan käyttäjän sijainti ja käytetään sitä hyödyksi
liikkumisessa. Hyökkäämisessä vihollinen siirtyy suoraan kohti käyttäjää, lyhintä mah-
dollista reittiä pitkin. Paetessa käyttäjän sijaintia hyödynnetään liikkumalla poispäin 
käyttäjästä.
2.6.2  Muuttujat
Aiemmin suunnittelussa esille tulleiden käytökseen vaikuttavien ehtojen lisäksi tulee 
AI-luokka sisältämään vihollisen liikkumisessa tarpeellisia muuttujia. Vihollisen jäljellä
oleva energia (health) vaikuttaa suoraan päätöksiin hyökkäämisestä pelaajan kimppuun. 
health on kokonaisluku ja voi saada arvon yhden ja 30 välillä. Tätä muuttujaa käytetään 
hyväksi vihollisen toiminnan tilasta päätettäessä. Kun tilanteeseen sopiva toimintatapa 
on päätetty, tallennetaan päätös kokonaislukumuuttujaan tila (state). Tilamuuttuja saa ar-
von nollasta kahteen, joista nolla kuvaa oletusarvoista satunnaista vaeltamista kartalla. 
Kun pelaaja siirtyy riittävän lähelle, lähtee tekoäly joko kohti pelaajaa (tilamuuttuja saa 
arvon 1) tai poispäin pelaajasta (tilamuuttuja saa arvon 2), riippuen aiemmin mainitusta 
energia-muuttujasta ja sen arvosta.
Näiden lisäksi AI-luokkaan määritellään reitinhaussa tarpeelliset muuttujat. Reitinha-
kuun tarvitaan kaksi koordinaattia: vihollisen nykyinen sijainti (Coords), sekä päämäärä
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mitä kohti reittiä lasketaan (Target). Näistä pisteistä selvitetty reitti tallennetaan omaan 
muuttujaan, sillä reittiä ei ole tarpeen laskea uudelleen, ellei vihollisen tila muutu, tai 
kohdepistettä saavuteta.
Varsinaisen reitin laskemiseksi lisätään kaksi muuttujaa. Ensimmäiseen tallennetaan 
kaikki potentiaalisesti reitillä olevat pisteet (ListOpen). Reittiä laskettaessa sellaiset pis-
teet, joiden läpi voidaan kulkea, lisätään listaan mahdollisesti käyttökelpoisena vaihto-
ehtoisena reitin osana. Kun reitin seuraava piste päätetään kaikkien mahdollisten jou-
kosta, lisätään tämä piste toiseen listaan, missä säilytetään reitillä jo käytettyjä pisteitä 
(ListClosed).
2.6.3  Funktiot
Tekoäly tulee toimimaan itsenäisesti, eikä sen toimintaan voida vaikuttaa kuin hyvin ra-
jallisesti. Tekoälylle aiemmin suunnitellun toiminnallisen määrittelyn pohjalta voidaan 
määritellä tarvittavat funktiot toiminnallisuuden saavuttamiseksi.
Update Ottaa parametreina käyttäjän sijainnin sekä pelattavan alueen
karttatiedot. Näiden tietojen avulla tekoäly päättää toiminta-
tilansa ja liikuttaa vihollista sen mukaisesti.
Health Health-funktiolla on kaksi erilaista prototyyppiä: Ensimmäi-
nen ei tarvitse parametria lainkaan ja palauttaa health-muut-
tujan arvon. Toinen funktion prototyyppi ottaa parametrina
kokonaisluvun ja muuttaa vihollisen osumapisteitä sen mu-
kaisesti. Tämä funktio ei palauta mitään.
State Palauttaa state-muuttujan arvon.
TargetNode Ottaa parametrina pelialueen tiedot ja sijoittaa Node-tietuee-
seen uuden kohdepisteen, mitä kohti vihollinen liikkuu.
ModeSelect Ottaa parametrina käyttäjän koordinaatit ja tekee sen perus-
teella päätöksen tämän päivityssyklin toiminnasta.
Set Ottaa parametrina Node-tietueen ja sijoittaa pisteen koordi-
naatit vihollisen sijainniksi. Nollaa myös hahmon arvot ole-
tustilaan.
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Makepath Laskee  reitin  vihollisen  nykyisestä  sijainnista  parametrina
annettuun Node-tietueeseen tallennettuun pisteeseen.  Tämä
laskettu reitti sijoitetaan tekoälyluokan vektoriin Route.
OnList Ottaa parametreina Node-tietueen ja tarkistaa, onko kyseinen
koordinaatti jo tallennettu toiseen listaan. Palauttaa bool-ar-
von.
RemoveNode Poistaa  ListOpen-vektorista  Node-tietueen,  minkä  koordi-
naatit vastaavat parametreina annetun Node- tietueen koordi-
naattimuuttujien arvoja.
ClearLists Tyhjentää AI-luokan vektorit Route, ListOpen ja ListClosed.
GiveParent Etsii ListClosed vektorista parametreina annetusta pisteestä
edellisen pisteen. Palauttaa tämän pisteen Node-tietueena.
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3  TOTEUTUS
Opinnäytetyön toteutusta tarkastellaan kahdessa osassa. Ensimmäisenä tarkastelussa 
ympäristön toteutus, joka sisältää käyttöliittymän ja käyttäjälle näytettävän tiedon käsit-
telyyn tarvittavat luokat. Toinen osa sisältää tekoälyn toteutuksen, joka on edelleen jaet-
tu päätöksentekoon ja liikkumiseen.
3.1  Ympäristön toteutus
Opinnäytetyön keskipisteenä oleva tekoäly täytyy voida testata irrallaan lopullisesta so-
velluksesta. Tähän itsenäiseen kokeiluun rakennetaan yksinkertainen kokeiluympäristö, 
missä tekoälyn toimintaa voidaan tarkastella.
Ympäristö koostuu kahdesta oliosta sekä main-ohjelmaosiosta. Ruudunpäivityksestä 
huolehtivaa Screen-luokkaa käytetään ylläpitämään ruudulle päivittyviä tietoja ja tämän 
luokan olio yhdessä main-osion kanssa koostavat käyttöliittymän testialustalle. Pääsil-
mukan hoitaessa käyttäjän syötteiden käsittelyn ja tulkinnan, tulostaa Screen-luokan 
olio käsitellyt tiedot käyttäjälle hyödylliseen muotoon näytölle. Map-luokkaa käytetään 
pelikentän tietojen säilyttämiseen ja muiden olioiden käyttöön hakemiseen.
3.1.1  Käyttöliittymä
Käyttöliittymää voidaan ajatella kahtena erillisenä osa-alueena: toiminnallisena ja vi-
suaalisena. Toiminnallinen puoli käyttöliittymästä suorittaa ajamisessa tarvittavat kutsut 
ja käsittelee käyttäjän syötteet. Visuaalinen puoli huolehtii näytölle tulostuvasta näky-
mästä ja siitä, että tulosteet näkyvät oikein.
Toiminnallinen puoli käyttöliittymästä on ohjelman pääsilmukassa, joka on pseudokoo-
dina esiteltynä kuvassa 12. Käyttäjän näppäinsyöte, jota vaaditaan ohjelman suorituksen
jatkumiseen, käsitellään pääsilmukassa. Kun näppäimenpainallus havaitaan, kutsutaan 
tekoälyn toiminnasta vastaavaa Bot-oliota päivittämään vihollisen sijainti .
Käyttäjän sekä vihollisen koordinaattien päivityksen jälkeen pääsilmukka kutsuu 
Screen-oliota päivittämään tapahtumat ruudulle. Ruudunpäivityksen jälkeen tarkistetaan
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lopetusehdot ja ohjelma aloittaa toimintansa alusta, mikäli lopetusehdot eivät täyty. 
3.1.2  Screen-Luokka
Screen-luokan tehtävä on päivittää näytölle ohjelman tapahtumat. Screen-luokan funk-
tioilla tapahtuu käyttöliittymän sekä aktiivisten kenttien päivitys. 
Määritellään luokkaan Init-funktio, mikä piirtää käyttöliittymän passiiviset osat näytöl-
le. Näihin kuuluvat otsikointi, reunukset ja oikeassa laidassa olevat ohjeistukset, kuvas-
sa 13 numeron kolme alla olevan. Nämä osat eivät muutu ohjelman ajon aikana lain-
kaan, eikä funktiota kutsuta kuin kerran ohjelman käynnistyessä.
Screen-luokassa on kaksi eri prototyyppiä Update-funktiolle. Ensimmäinen näistä päi-
vittää kuvassa 13  näkyvistä alueista numerolla yksi merkityn neliskulmaisen alueen. 
Tässä alueessa on kenttä, missä pelaaja ja vihollinen liikkuvat. Tätä Update-funktion 
prototyyppiä käytetään päivittämään kartta ja pelaajat lähtöpisteisiinsä.
Toista Screen-luokassa olevaa Update-funktiota käytetään toistuvasti päivittämään kaik-
ki käyttäjän käyttöliittymässä näkyvät tilanteet. Tämä Update-funktio ottaa parametrei-
Kuva 12: Main-osio pseudokoodina.
27
na ohjelman pääsilmukalta kaikki tiedot mitä käyttäjä näkee kuvassa 13 kakkosella mer-
kityllä alueella. Näihin kuuluvat sekä pelaajan että vihollisen sijainti, pelaajan edellinen 
näppäinsyöte tulkittuna, sekä vihollisen tila, terveys, sekä  vihollisen ja pelaajan väli-
matka toisistaan.
3.1.3  Map-luokka
Kartta tallennetaan erillisenä tiedostona ohjelman kansioon. Tiedosto sisältää tiedot es-
tetyistä pisteistä ja käyttäjän sekä vihollisen lähtösijainnit. Näiden tietojen palauttami-
nen sitä kutsuvalle pääohjelmalle on Map-luokan käytetyin ominaisuus, mitä kutsutaan 
joka kerta, kun käyttäjä tai tekoäly yrittää liikkua alueella. Tätä ominaisuutta varten 
määritellään kolme prototyyppiä, joiden palauttamat tiedot muuttuvat annettujen tieto-
jen mukaisesti. 
Mikäli GiveNode-funktiota kutsutaan antamalla pelkkä Node-tietue parametrina, palaut-
taa funktio ainoastaan kyseisen pisteen tiedon Map-luokkaan tallennetusta kartasta.
GiveNode-funktiota voidaan kutsua myös antamalla parametreina Node-tietueen lisäksi 
yksi tai kaksi kokonaislukumuuttujaa. Näitä kutsuja käytetään hyväksi liikkumisessa ja 
reitinhaussa. Parametrina annettu ensimmäinen kokonaisluku kuvastaa mistä suunnasta 
haluamme tietää seuraavan karttapisteen tiedot. Suuntaluku on yhden ja neljän välillä ja 
ohjelma tulkitsee ilmansuunnat seuraavasti: Luvun ollessa yksi, tarkoitetaan nykyisestä 
pisteestä ruudulla vasemmalla puolella olevaa pistettä. Kaksi on pisteestä ylöspäin, kol-
me oikealle ja neljä alaspäin.
Kuva 13: Screen-luokan ruudulle päivittämät osat
28
GiveNode-funktion kahden parametrin esittely ottaa koordinaattien lisäksi liikkujalta 
tiedon suunnasta mihin pyritään liikkumaan. Tällöin GiveNode palauttaa liikkeen suun-
taan seuraavan karttapisteen tiedot, sen sijaan että se palauttaisi parametrikoordinaattien
kohdan tiedot.
Luokan SetMap-funktio lukee parametrina annetun nimisestä tiedostosta kentän tiedot. 
Kartta muodostetaan Map-luokan taulukkomuuttujaan ”map”. Tähän taulukkoon siirret-
tyjä kenttätietoja GiveNode-funktio palauttaa sitä kutsuneelle ohjelmaosiolle.
Kuva 14: Map-Luokan otsikkotiedosto.
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3.2  Tekoälyn toteutus
Bot-luokassa tapahtuu tekoälyn päätöksenteko. Luokka sisältää julkiset funktiot teko-
älyn muuttujien tilan tiedustelua varten, sekä komennon päivittää oma tilansa. Vain al-
kutilan asettamiseen käytetty Set-funktio asettaa Bot-luokan muuttujille arvoja, muiden 
muuttujien arvojen asetuksen tapahtuessa yksityisesti luokan olion sisällä.
Kuva 15: Map-Luokan karttatiedoston luku ja talletus.
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Koska Bot-luokkaan ei pystytä ulkopuolelta vaikuttamaan, tapahtuu tiedonsiirto luokan 
ulkopuolelle Update-funktion kautta. Tämä funktio päivittää vihollisen käyttäytymisen 
tilan ja laskee tarvittaessa uudelleen liikkumisreitin tekoälylle. Update-funktion toiminta
on esitetty kuvassa 16 pseudokoodina.
Kuva 16: Ai-Luokan Update-funktio.
31
Update-funktiota kutsuttaessa päivittäminen aloitetaan tarkistamalla, vastaako tekoälyn 
tila kentällä olevaa tilannetta. Kun tällä hetkellä pätevä tila on päätetty, tarkistetaan 
Route-vektorin tila. Mikäli vektori on tyhjä, haetaan uusi kohdepiste ja lasketaan reitti 
tähän pisteeseen. Kohdepiste päätetään vihollisen tilan mukaan. Route-vektorin sisäl-
täessä vielä reittipisteitä siirretään niistä viimeinen uusiksi koordinaateiksi ja poistetaan 
kyseinen piste Route-vektorista. Tämän jälkeen tarkistetaan vielä, ettei vihollinen ole 
liikkunut ulos sallitulta alueelta. Viimeiseksi palautetaan uudet koordinaatit takaisin 
Bot-luokkaa kutsuneelle ohjelmalle.
Mikäli havaitaan Route-vektorin olevan tyhjä, tai pelaajan siirtyessä riittävän lähelle, 
Route-vektori täytetään uudelleen.
3.2.1  Päätöksenteko
Päätöksenteko on siirretty ulos Update-funktiosta lähdekoodin selkeyttämiseksi, mikäli 
on tarpeen laajentaa päätöksentekoprosessia lisäämällä käytettäviä muuttujia ja ehtoja 
kentällä. 
Tekoäly päättää tilastaan kahdella sisäkkäisellä ehtolausekkeella. Ensimmäinen lauseke 
tarkastelee vihollisen ja käyttäjän välistä etäisyyttä. Mikäli etäisyys on yli kymmenen 
yksikköä, vihollinen vaeltaa kentällä satunnaisesti arvotusta pisteestä seuraavaan.
Käyttäjän ja vihollisen välimatkan kutistuessa alle kymmeneen yksikköön täyttyy en-
simmäisen ehtolause, jolloin tekoäly tarkistaa vihollisen energian: Mikäli energiaa on 
alle kymmenen, valitaan tila kaksi, pako. Mikäli energiaa on yli kymmenen, siirrytään 
hyökkäystilaan.
Kun tila on päätetty, tallennetaan uusi tila state-kokonaislukumuuttujaan ja palautetaan 
ohjelman hallinta Update-funktiolle.
3.2.2  Liikkuminen
Update-funktion päätettyä vihollisen käyttämän tilan, kutsutaan reitin laskemiseksi kah-
ta funktiota. TargetNode-funktio arpoo uuden koordinaattipisteen Target_point -Node-
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tietueelle. Tämä piste on reitinhaun tavoitepiste. Tämä piste välitetään MakePath-funk-
tiolle, joka laskee reitin vihollisen nykyisten koordinaattien ja Target_point-tietueen 
koordinaattien välille. Tämä reitti tallennetaan Route-vektoriin Node-tietueina, joista 
haetaan järjestyksessä seuraava piste, mikä toimii Bot-luokan olion sijaintina kartalla.
MakePath-funktio on vihollisen liikkumisen ydin. Tämä funktio sisältää A*-algoritmilla
toteutetun reitinhaun, missä Route-vektoriin tallennetaan Node-tietueista koostuva lista 
pisteistä, joiden kautta Bot-olio liikkuu.
Reitinhaku aloitetaan vihollisen senhetkisestä sijainnista. Pisteitä tarkastellessa mahdol-
lisesti reitissä käytettävät pisteet sijoitetaan ListOpen-vektoriin. Kun piste käytetään 
reittilaskussa, se siirretään ListClosed-vektoriin.
Seuraavan pisteen laskeminen aloitetaan tarkistamalla lähtöpisteen ympärillä neljässä 
pääilmansuunnassa olevat pisteet. Mikäli piste on kentän rajojen sisäpuolella, eikä se si-
sälly kumpaankaan listaan, lasketaan pisteelle kustannusarvio lähtöpisteestä kohdepis-
teeseen, tallennetaan pisteelle toinen koordinaatti, mikä kertoo edellisen pisteen sillä rei-
tillä, mitä pitkin kyseiseen pisteeseen päädytään. Kaikki nämä arvot sisältävä Node-tie-
tue lisätään ListOpen-vektoriin.
Kun kaikki neljä nykyisen sijainnin ympärillä olevaa pistettä on lisätty ListOpen-vekto-
riin, etsitään ListOpen-vektorista se piste, missä on arvioitu pienin kustannus kohdepis-
teeseen. Tämä piste lisätään ListClosed-vektoriin ja poistetaan ListOpen-vektorista. Nyt
käyttäen kohdetta lähimpänä olevaa pistettä lähtökoordinaatteina aloitetaan silmukka 
alusta.
Tämä silmukka toistetaan kunnes piste mistä lähdetään ja kohteena olevan pisteen koor-
dinaatit ovat samat. Tällöin reitti on valmis, mutta vain kohteeseen asti päätynyt reitti 
täytyy vielä kulkea päinvastaisessa järjestyksessä takaisin lähtöpisteeseen. Tämä tapah-
tuu GiveParent-funktion avulla, mille annetaan nykyinen piste Node-tietueena ListClo-
sed-vektorista, ja GiveParent palauttaa Node-tietueena parametri-tietueen vanhemman, 
edellisen pisteen reitillä. Kohdepisteeseen päätynyt reitti seurataan takaisin vihollisen 
nykyisen koordinaatin viereen, yhteen reitinhaun ensimmäisistä neljästä pisteestä ja rei-
tin pisteet tallennetaan Route-vektoriin. Kun reitti on tallennettu kokonaisuudessaan 
Route-vektoriin, palataan takaisin MakePath-funktiota kutsuneeseen Update-funktioon.
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4  POHDINTA
Opinnäytetyön tarkoituksena oli luoda tekoäly, jonka peliympäristössä pystyisi toteutta-
maan yksinkertaisia päätöksiä ja muuttamaan toimintatapoja niiden pohjalta. Toteutu-
neessa tekoälyssä reitinhaun todettiin tuottavan suuremman haasteen toteutuksessa sekä 
luovan tehokkaammin älykkyyden illuusion verrattuna yksinkertaiseen päätöksenteko-
funktioon. Kyseinen vihollinen liikkuu sokkeloisessa kentässä tehokkaasti tarjoten riit-
tävän vastuksen pelaajan yrittäessä paeta kyseistä hahmoa. Mikäli pelaaja siirtää oman 
hahmonsa niin lähelle vihollista, että tämä siirtyy hyökkäystilaan, on vihollista erittäin 
monimutkaista karistaa kannoiltaan.
Kyseinen A*-reitinhakualgoritmi, jota työssä käytetään, on pienillä muutoksilla mahdol-
lista ottaa käyttöön esimerkiksi navigointisovelluksessa, joka hakee kartalta lyhyimmän 
reitin kahden pisteen välillä. Algoritmi toimii riittävällä tehokkuudella, kunhan muuttu-
jia ei ole liikaa. 
Mikäli tekoälyä haluaisi muokata uskottavammaksi käytökseltään, olisi esimerkiksi nä-
kökentän lisääminen yksi vaihtoehto. Nykyinen versio tekoälystä reagoi vain etäisyy-
teen, huolimatta siitä, miten monta estettä vihollisen ja käyttäjän välillä on. Tämä tuo 
tiettyä epärealistisuutta vihollisen toimintaan, kun läpipääsemättömät esteet eivät estä 
vihollista aistimasta pelaajaa, vaikka välissä oleva seinä jatkuisi molempiin suuntiin 
kymmeniä mittayksiköitä. Tämän ongelman ratkaisemiseksi viholliselle pitäisi lisätä 
tarkistus näköyhteydestä pelaajaan.
Reitinlaskenta-algoritmiin voidaan myös pienin muutoksin lisätä karttariippuvaiset hi-
dasteet. Toteutuksessa on vain kaksi erilaista maastotyyppiä, avoin maasto ja läpipääse-
mätön este. Liikkumista hidastavat maastotyypit, kuten ylä- ja alamäet tai epätasainen 
kivikko, olisivat kustannusarvioon lisättävällä kertoimella ratkaistu yksinkertaisesti.
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LIITTEET
Liite 1. A* reitinhaun C++ koodi.
void Bot::Makepath(Node Goal,Map Kartta)
{
   ClearLists();
   int direction,movement=1;
   Node Target;
   bool done=0;
   
   Target=Coords;
   Target.Cost=0;
   Target.Estimate=Target+Goal;
   Target.Total=Target.Cost+Target.Estimate;
   Target.PX=Target.X;
   Target.PY=Target.Y;
   
   
   ListOpen.push_back(Target);
   ListClosed.push_back(Target);
   Node Temp;
   
//Pathfinding
while(Target!=Goal)
   {
//Check all four directions from the current location to see which is closer to the goal
   for (direction=0;direction<=4;direction++)
   {
   Temp=Target;
2 (3)
   if (Kartta.GiveNode(Temp,direction)<9)
    switch(direction)
     {
      case 1:Temp.X=Temp.X-movement;break;
      case 2:Temp.Y=Temp.Y-movement;break;
      case 3:Temp.X=Temp.X+movement;break;
      case 4:Temp.Y=Temp.Y+movement;break;
      case 0:default:break;
     }
   
   //If coordinates are on the playing field and not already on either list,
   //calculate the extra attributes to them.
   if(Temp.X>=0 &&Temp.X<=50 &&Temp.Y>=0 &&Temp.Y<=15&&!
OnList(Temp))
   {
   Temp.Cost=Temp.Cost+1;
   Temp.Estimate=Temp+Goal;
   Temp.Total=Temp.Cost+Temp.Estimate;
   Temp.PX=Target.X;
   Temp.PY=Target.Y;
   ListOpen.push_back(Temp);
   }//End of if - attribute calculations
   
   }//End of For-loop that pushes nodes to ListOpen
//calculate the closest point to the goal
   Target = ListOpen[0];
   for (int j=0;j<ListOpen.size();j++)
   {
       int PosTot=9999,TarTot=9999;
       PosTot=abs(ListOpen[j].X-Goal.X)+abs(ListOpen[j].Y-Goal.Y);
       TarTot=abs(Target.X-Goal.X)+abs(Target.Y-Goal.Y);
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       if (PosTot<TarTot)
       {
         Target=ListOpen[j];
       }
   }//End of loop calculating the closest point
   ListClosed.push_back(Target);
   RemoveNode(Target);
   
   }//End of pathfinding
   
   Temp=ListClosed.back();
   
   //Backtrack from ListClosed to the beginning, using parents.
   for (int c=0;c<ListClosed.size();c++)
   {
        Temp=GiveParent(Temp);
        if (Temp.Cost!=0)
            Route.push_back(Temp);
   }
 
}
