Abstract
Introduction and Motivation
This section introduces the paper's main subject. First of all, spatial databases are presented as the main databases used in all Geographical Information Systems (GISs) including driving direction systems. Second a brief introduction of GIS's is presented and finally a brief overview of driving path application is included.
Research Background

Spatial Databases
As most kinds of applications need databases, spatial databases are considered the main kind of databases used by Geographical Information Systems. Spatial (from space) databases are databases used to store information about geography like: geometries, positions, coordinates, and others. Also they include operations to be applied on such kinds of data like distance, area, perimeter, direction, overlap of geometries, and others.
Geographical Information Systems
Geographic Information System (GIS) is a collection of computer hardware, software for capturing, managing, analyzing, and displaying all forms of geographical information.
Geographical Information Systems are being involved in most aspects of life and businesses. All GIS's use spatial databases as their data warehouse that are manipulated and presented in a user interface. Later in this paper, driving direction example queries are given as examples of GIS applications.
Driving Path as a GIS Application
Finding the driving path is one of most asked queries in GIS applications. There are many factors that influence the criteria of finding the driving path; the following are the most important:
 Distance: What is the distance between the source and destination?  Road situation: Is the road closed?  Road traffic: how much traffic on the road?
The paper is organized as follows: this section introduces the subject. Section 2 presents some related and previous work including widely used applications. Section 3 presents our intelligent traffic system as the main solution in this paper and finally section 4 discusses some conclusions.
Related and Previous work
An overview of related practical and theoretical related work is presented in this section. Example queries are also illustrated. Moreover, the section briefly presents the existence of artificial intelligence in such applications. Finally, A*Traffic is discussed as a previous work to be extended in this paper.
Driving Direction Applications: Google Earth as an Example
This sub-section presents one of most widely used applications for finding driving directions: Google Earth. As a note, the application is not only used as driving directions application but also offer other GIS services which are out of the scope of this paper.
Google Earth
Google Earth [4, 5, 7 ] is a geographical system that offers the user satellite images of the locations along with spatial information (coordinates, elevation, etc. Moreover, the user can export high-quality images to documents or the web. In addition to introducing Google Earth, this section presents a driving directions query as an example of the driving direction services that Google Earth offers, which is directly related to the work in this paper.
Driving Direction Query by Google Earth:
Form "New York, NY" to "Jersey City, NJ" Figure 1 shows the driving direction with a map image from New York, NY to Jersey City, NJ. The figure shows the inputs (source and destination) and outputs on the map (Roads and driving direction). In such queries, "Google Earth" provides the user with some driving tips to be followed when driving from the source to destination given in the query in question. The user can be more specific by passing a full address (building, street, city, state, and zip assuming U.S.A. is the country).
Artificial Intelligence and Driving Directions
Artificial inelegance is involved in graph searching algorithms. Russel and Norving [3] present many intelligent graph searching algorithms. Here are two important ones:
1. Greedy best-first search 2. A* search The main idea behind these algorithms is that they do not try all possible cases to give an answer. On the other hand, the algorithms use heuristic function to un-check some of the paths. This issue save huge amount of time but does not guarantee a best path. However, finding a good heuristic function could guarantee up to 95% finding the best path. Section 3 include the A* search algorithm which clear the idea in this section 
A* Traffic: Design, Algorithms and Implementation for a Driving Direction System
This section present the application algorithms and the application of the intelligent driving path application used in our previous work, which is extended in this paper. Examples of executions demonstrated using our testing tool, are presented.
A*: An Artificial Inelegant Algorithm for finding Driving Directions
A* [2, 3, 9] is an Artificial Intelligent graph algorithm proposed by Pearl. The main goal of A* is to find a cheap cost graph path between two nodes in a graph using a heuristic function. The main goal of the heuristic function is to minimize the selection list at each step according to a logical and applicable criterion. In the graph example, finding the shortest path from a node to another has to be done by getting all possible paths and choosing the best. This process is very expensive and time consuming when having a huge number of nodes. On the other hand, using an evaluation function (heuristic function) to minimize our choices according to intelligent and practical criterion would be much faster especially for applications that users have seconds to get out put as the driving direction application.
The heuristic function is not a constant static function. It is defined according to the problem in hand and passed to the A* as a parameter.
In the case of A* search for a direction path, the heuristic function F is built up from two main factors: H = Straight Line distance to destination (distance between two coordinates). G = Distance Traveled so far.
At each node n, we compute F (n) and we choose our next step accordingly (the node with the least value is of F chosen).
A* Algorithm
A*(Source, Destination, F) Define a List L that includes all visited nodes n i with their values of F(n i )
Define the Stack S that includes nodes n i with their values F(n i )
1.
Start at source (source is the starting point)
2.
Mark the source as visited 3.
Push source in the stack S 4.
Add source and F(source) to L 5.
Get top element TE of the Stack S 6.
For each unmarked neighbor UN i of TE add UN i and F(UN i ) to L 7. From L choose N: the node with the least F(N) then pop all elements in S until predecessor of N appear on top.
8. Push N in the stack S 9.
Go back to step 5 until the destination node appears or no more unmarked nodes.
If no more unmarked nodes Return No Solution otherwise Stack as a solution
Note that A* Algorithm is a polynomial time algorithm with time complexity in O(n 2 ) in the worst case and O(n*logn) in the average and best cases. Figure 2 is an example of the A* algorithm behavior to find a path starting from "Arad" "Bucharest city" in Romania [3] . First of all we start at Arad and go to the next neighbor with the best heuristic function (Sibiu). Second, explore all neigbour of Sibiu for the est heuristic function (evaluation of the function is shown). The algorithm continues choosing the best next step (with the least value of heuristic function) until it reaches Bucharest. Figure 2 . A* algorithm behavior to find a path starting from "Arad" "Bucharest city"
A*Traffic: A Variation of A* with Road Traffic as a Factor
A*Traffic could be seen as a variation of A* with the ability to take traffic into consideration when computing the driving direction solution. The main job is done in the heuristic function where a new factor is used to choose the next step. The new factor is the average traffic value (got online from real time databases) represented in the following form time/distance (example: 3 min/km).
The new Heuristic function will be: F = H + G + T Where: H = Straight Line distance to destination (distance between two coordinates). G = Distance Traveled so far.
T= Average Traffic delay
Testing Tool: Query Example
This sub-section present the layout of the testing tool developed to test the algorithm proposal "A*Traffic". For this purpose, an example query is presented.
Query example: from "HU, Kantari St, Hamra" to "AUB, Bliss St, Hamra" (Beirut, Lebanon)
This example demonstrates the main feature of the software. It provides the user with the driving directions between "HU, Kantari St, Hamra" (Haigazian University) and "AUB, Bliss St, Hamra" (American University in Beirut) in Beirut, Lebanon. In order to find the driving directions the user has to type a start address and a destination address and clicks on the "Go!" button. Once the button is clicked the software generates a path (in blue) between the start and the destination addresses. The blue path generated is a short path (using A*Taffic) to follow in order to drive from the start address to the destination address. Figure 5 illustrates this example. Note that the traffic information is being entered by administrators directly to the database. In other words, the user does not pass this information.
Presenting Road Networks with time-Weighted Graphs
This section includes our approach in presenting the intelligent traffic system. Our main idea is to construct a time graph. We mean by the time graph: a graph representing the map with edges weighted by numbers (minutes) representing the estimated time needed to drive the edge (represent a road or part of it). The section starts by presenting the "Time-weighted Graph", shows a possible example of the graph, gives an execution example when applying the dynamic A*Traffic algorithm proposed in our previous work.
Time-weighted Graph
This section includes our graph proposal using time-weights computations possible examples and executions.
Time Weights
Graphs are usually weighted with distances. In this paper, time will be used as the weight of the graph edges. The main issue is: how to compute the graph edge weight in terms of time (minutes)?
To answer this question considers the following assumptions:
1. Each edge in the graph represents a road, street, highway, etc. or part of it. 2. Each of these (road, streets,..) has a maximum speed limit that is stored in the database. As a result: The initial weight of the edge (minutes) = (edge distance (miles) ÷ speed (miles/hour)) * 60
Example: Part of Manhattan in a Timeweighted Graph
To clearly present the suggested idea, an image demonstration will be presented to show how a graph is built and weights are assigned. The following series of images show some part of Manhattan (New York, USA) in map, the process of creating vertices and edges, assigning weights for edges (using stored data) and finally applying the dynamic A* algorithm on such example. Figure 4 shows the map of Manhattan (from Google maps) and the part where the testing example was done. 
Online Updates with Dynamic A*Traffic
Dynamic A*Traffic assumes receiving online data when ever a related change occurs. In our new graph, the traffic system assumes receiving online data about current road situations in terms of time units. The main question is:
How can we describe the road traffic changes in time units (minutes)?
If the road is categorized as "heavy traffic", the online system simply does the following:
1.
Calculates the average speed (AV) of moving cars (not exceeding the max limit) in the heavy traffic road. 
Analysis, Results and Conclusions
In brief, using dynamic A*Traffic algorithm and applying it on time-weighted graphs has advantages like:
 Saves a lot of execution time when finding the path. In an optimal algorithm all possible paths has to be found and the shortest is selected among them. Such an optimal algorithm is not in P (class of polynomial time algorithms) which could take years to solve in some cases. In our case, A* and A* traffic are in P (. They guarantee finding a good solution but do not guarantee an optimal solution.  Applying time-weighted graphs takes into consideration distance and speed and as a result the algorithm will return the fastest path rather than the shortest path Similar to A*Traffic, our analysis showed that our solution is an optimal one in 88% of the times and 97% for short driving paths. The reason for such good results is that the A* algorithm takes a lot of path related issues into consideration.
Note that our analysis now is focused on timing rather than distance and an optimal solution is a solution with minimum time rather than minimum distance.
The following table (Table 1) represents the results gathered from applying 100 executions in each case (long, average, and short) where:  Optimal solution: Best solution  Good solution: takes maximum of 30% more time than optimal solution  Bad solution: Takes more than 30% more time than optimal solution Finally, this paper presents an extended artificial intelligent algorithm (A* Traffic), and extends it with a time-weighted graph. The purpose of the algorithm, its variation, and the extension is to be used smartly and efficiently in a GIS application for finding and presenting fast driving paths between two points. The main point behind using such algorithms is to find quickly and efficiently a fast (time) user solution for driving path. The algorithm guarantees a good and sometimes but not always the best solution since finding the best solution requires finding all possible solutions and choosing the best, which is very time consuming (time complexity in O(n!) ). 
