We study the data transformation capabilities associated with schemas that are presented by directed multi-graphs and path equations. Unlike most approaches which treat graph-based schemas as abbreviations for relational schemas, we treat graph-based schemas as categories. A schema S is a finitely-presented category, and the collection of all S-instances forms a category, S-Inst. A functor F between schemas S and T , which can be generated from a visual mapping between graphs, induces three adjoint data migration functors, ΣF : S-Inst → T -Inst, ΠF : S-Inst → T -Inst, and ∆F : T -Inst → S-Inst. We present an algebraic query language FQL based on these functors, prove that FQL is closed under composition, prove that FQL can be implemented with the select-project-product-union relational algebra (SPCU) extended with a key-generation operation, and prove that SPCU can be implemented with FQL.
Introduction
In this paper we describe how to implement functorial data migration [14] using relational algebra, and vice versa. In the functorial data model [14] , a database schema is a finitely-presented category (a directed multigraph with path equations [4] ), and a database instance on a schema S is a functor from S to the category of sets, Set. The database instances on a schema S constitute a category, denoted S-Inst, and a functor F between schemas S and T induces three data migration functors: ∆F : T -Inst → S-Inst, defined as ∆F (I) := F • I, and its left and right adjoints ΣF : S-Inst → T -Inst and ΠF : S-Inst → T -Inst, respectively. We define a functorial query language, FQL, in which every query denotes a data migration functor, prove that FQL is closed under composition, and define a translation from FQL to the selectproject-product-union (SPCU) relational algebra extended with an operation for creating globally unique IDs (GUIDs) 1 . In addition, we describe how to implement SPCU with FQL.
Our primary motivation for this work is to use SQL as a practical deployment platform for the functorial data model. Using the results of this paper we have implemented a SQL compiler for FQL, and a (partial) translator from SQL to FQL, as part of a visual schema mapping tool available at categoricaldata.net/fql.html. We are interested in the functorial data model because we believe its category-theoretic underpinnings provide a better mathematical foundation for information integration than the relational model. We describe the numerous advantages of the functorial data model in the conclusion, but see also [14] and [8] .
Related Work
Although category presentations-directed multi-graphs with path equivalence constraints-are a common notation for schemas [5] , prior work rarely treats such schemas categorically [8] . Instead, most prior work treats such schemas as abbreviations for relational schemas. For example, in Clio [9] , users draw lines connecting related elements between two schemas-as-graphs and Clio generates a relational query (semantically similar to our Σ) that implements the user's intended data transformation. Behind the scenes, the user's correspondence is translated into a formula in the relational language of second-order tuple generating dependencies, from which a query is generated [7] .
In many ways, our work is an extension and improvement of Rosebrugh et al's initial work on understanding category presentations as database schemas [8] . In that work, the authors identify the Σ and Π data migration functors, but they do not identify ∆ as their adjoint. Moreover, they do not implement Σ and Π using relational algebra, and they do not formalize a query language or investigate the behavior of Σ and Π with respect to composition; neither do they consider "attributes". Our mathematical development diverges from their subsequent work on "sketches" [12] , in which some or all of ∆, Σ, and Π data migration functors may no longer exist.
Category-theoretic techniques were instrumental in the development of the nested relational data model [15] . However, we do not believe that the functorial data model and the nested relational model are closely connected. The functorial data model is more closely related to work on categorical logic and type theory, where operations similar to Σ, Π, and ∆ often appear under the slogan that "quantification is adjoint to substitution" [11] .
Contributions and Outline
We make the following contributions:
1. The naive functorial data model [8] , as sketched above, is not quite appropriate for many information management tasks. Intuitively, this is because many categorical constructions are only Permission to make digital or hard copies of all or part of this work for personal or classroom use is granted without fee provided that copies are not made or distributed for profit or commercial advantage and that copies bear this notice and the full citation on the first page. Copyrights for components of this work owned by others than ACM must be honored. Abstracting with credit is permitted. To copy otherwise, or republish, to post on servers or to redistribute to lists, requires prior specific permission and/or a fee. Request permissions from Permissions@acm.org. Copyright is held by the owner/author(s). Publication rights licensed to ACM. defined up to isomorphism; at a practical level, this means that every instance must contain only meaningless IDs [14] . The idea to extend the functorial data model with "attributes" to capture meaningful concrete data such as strings and integers was originally developed in [14] . In this paper, we refine that notion of attribute so that our schemas become special kinds of entity-relationship (ER) diagrams (those in "categorical normal form"), and our instances can be represented as relational tables that conform to such ER diagrams. (Sections 2 and 3)
2. We define an algebraic query language FQL in which every query denotes a data migration functor in the above extended sense. We show that FQL queries are closed under composition, and how every query in FQL can be described as a triplet of graph correspondences (similar to schema mappings [9] ). Determining whether a triplet of arbitrary graph correspondences is an FQL query is semi-decidable. (Section 4)
3. We provide a translation of FQL into the SPCU relational algebra of selection, projection, cartesian product, and union extended with a globally unique ID generator that constructs N + 1-ary tables from N -ary tables by adding a globally unique ID to each row. This allows us to generate SQL that implements-FQL. A corollary is that materializing result instances of FQL queries has polynomial time data complexity. (Section 5)
4. We show that every SPCU query under bag semantics is expressible in FQL, and how to extend FQL with an operation allowing it to capture every SPCU query under set semantics.
(Section 6)
Having established the equivalence between FQL and SPCU, we conclude with a discussion of why this equivalence is useful (Section 7). All proofs are deferred to the extended version of this paper, available at arxiv.org/abs/1212.5303.
Categorical Data
In this section we define the original signatures and instances of [14] , as well as "typed signatures" and "typed instances", which are our extension of [14] to attributes. The basic idea is that signatures are ER diagrams that denote categories, and our database instances can be represented as instances of such ER diagrams, and vice versa (up to natural isomorphism). From this point on, we will distinguish between a signature, which is a finite presentation of a category, and a schema, which is the category a signature denotes.
Signatures
The functorial data model [14] uses directed labeled multi-graphs and path equalities as signatures. A path p is defined inductively as:
A signature S is a finite presentation of a category. That is, a signature S is a triple S := (N, E, C) where N is a finite set of nodes, E is a finite set of directed edges, and C is a finite set of path equations. For example: Here we see a signature S with two nodes, three edges, and two path equations. This information generates a category S : the free category on the graph, modulo the equivalence relation induced by the path equations. The category S is the schema for S, and database instances over S are functors S → Set. Every path p : X → Y in a signature S denotes a morphism p : X → Y in S . Given two paths p1, p2 in a signature S, we say that they are equivalent, written p1 ∼ = p2, if p1 and p2 are the same morphism in S . Two signatures S and T are isomorphic, written S ∼ = T , if they denote isomorphic schemas, i.e. if the categories they generate are isomorphic.
Cyclic Signatures
If a signature contains a loop, it may or may not denote a category with infinitely many morphisms. Hence, some constructions over signatures may not be computable. Testing if two paths in a signature are equivalent is known as the word problem for categories. The word problem can be semi-decided using the "completion without failure" extension [3] of the Knuth-Bendix algorithm. This algorithm first attempts to construct a strongly normalizing rewrite system based on the path equalities; if it succeeds, it yields a linear time decision procedure for the word problem [10] . If a signature denotes a finite category, the Carmody-Walters algorithm [6] will compute its denotation. This algorithm computes left Kan extensions and can be used for many purposes in computational category theory [8] .
Instances
Let S be a signature. A S-instance is a functor from S to the category of sets. We will represent instances as relational tables using the following binary format:
• To each node N corresponds an "identity" or "entity" table named N , a reflexive table with tuples of the form (x, x). We can specify this using first-order logic:
The entries in these tables are called IDs or keys, and for the purposes of this paper we require them to be globally unique. Note that it is possible to use unary tables instead of binary tables, but we have found the uniform binary format to be simpler when manipulating instances using e.g., SQL. • To each edge e : N1 → N2 corresponds a "link" table e between identity tables N1 and N2. The axioms below say that every edge e : N1 → N2 designates a total function N1 → N2:
An example instance on our employees schema is: To save space, we sometimes present instances in a joined form: manager  worksIn  101  103  q10  102  102  q10  103  103  x02   Dept  Dept  secretary  q10  102  x02  101 The natural notion of equivalence of instances is isomorphism. In particular, the actual constants in the above tables should be considered meaningless IDs [2] .
Homomorphisms
Let S be a signature and I, J : S → Set be S-instances. A database homomorphism h : I ⇒ J is a natural transformation from I to J: for every node N in S, hN is a function from the IDs in I(N ) to the IDs in J(N ) such that for every path p : X → Y in S, we have hY • I(p) = J(p) • hX . Homomorphisms can be represented as binary tables; for example, the identity homomorphism in our employees example is: 
Attributes
Signatures and instances, as defined above, do not have enough structure to be useful in practice. At a practical level, we usually need fixed atomic domains like String to store actual data. We cannot simply include a node named, e.g., String in a signature because instances must be compared up to isomorphism of IDs but not isomorphism of strings. Hence, in this section we extend the functorial data model by adding attributes. Let S be a signature. A typing for S is a triple (A, i, γ) where A is a discrete category (category containing only objects and identity morphisms) consisting of attribute names, i is a functor from A to S mapping each attribute to its corresponding node, and γ is a functor from A to Set, mapping each attribute to its type (e.g., the set of strings, the set of integers).
Set
Borrowing from ER-diagram notation, we will write attributes as open circles and omit types. For example, we can enrich our previous signature with a typing (where each attribute has type String) as follows:
Dept.secretary.worksIn = Dept
Importantly, and unlike [14] , paths may not refer to attributes; they may only refer to nodes and edges.
Typed Instances
Let S be a signature and (A, i, γ) a typing. A typed instance I is a pair (I , δ) where I : S → Set is an (untyped) instance together with a natural transformation δ : I •i ⇒ γ. Intuitively, δ associates an appropriately typed constant (e.g., a string) to each ID in I :
We represent the δ-part of a typed instance I as a set of binary tables as follows:
• To each node N in S and attribute a ∈ i −1 (N ) corresponds a binary table mapping each ID in I(N ) to a value in γ(a).
In our employees example, we might add the following: Typed instances form a category, and two instances are equivalent, written ∼ =, when they are isomorphic objects in this category. Isomorphism of typed instances captures our expected notion of equality on typed instances, where the "structure parts" are compared for isomorphism and the "attribute parts" are compared for equality under such an isomorphism. This notion of equivalence of instances is the same notion as "being equivalent up to object identity in semantic data models" (chapter 11 of [1]).
Typed Homomorphisms
Database homomorphisms extend to typed instances. Let S be a typed signature and I, J be S-instances. A database homomorphism h : I ⇒ J is still, for each node N in S, a function from I(N ) to J(N ), obeying naturality conditions. However, we also require that h must preserve attributes, so, for example, if (i, Alice) ∈ I(Name) then (h(i), Alice) ∈ J(Name). This definition of database homomorphism coincides with the traditional definition of database homomorphism from database theory [1] , where our IDs play the role of "labelled nulls".
Functorial Data Migration
In this section we define the original signature morphisms and data migration functors of [14] , as well as "typed signature morphisms" and "typed data migration functors", which are our extension of [14] to attributes. The basic idea is that associated with a morphism between signatures F : S → T is a data transformation ∆F : T -Inst → S-Inst and left and right adjoints ΣF , ΠF :
Signature Morphism
Let S and T be signatures. A signature morphism F : S → T is a mapping that takes nodes in S to nodes in T and edges in S to paths in T ; in so doing, it must respect edge sources, edge targets, and path equivalences. In other words, if p1 ∼ = p2 is a path equivalence in S, then F (p1) ∼ = F (p2) must be a path equivalence in T . Each signature morphism F : S → T determines a unique schema morphism (indeed, a functor) F : S → T in the obvious way. Two signature morphisms F1 : S → T and F2 : S → T are equivalent, written F1 ∼ = F2, if they denote naturally isomorphic functors. Below is an example signature morphism.
In the above example, the nodes N1 and N2 are mapped to N, the two morphisms to A1 are mapped to the morphism to B1, and the two morphisms to A2 are mapped to the morphism to B2.
Typed Signature Morphisms
Intuitively, signature morphisms are extended to typed signatures by providing an additional (node and type-respecting) mapping between attributes. For example, we might have Name and Age attributes in our typings and map Name to Name and Age to Age:
Formally, let S be a signature and Γ := (A, i, γ) a typing for S. Let S be a signature and Γ := (A , i , γ ) a typing for S . A typed signature morphism from (S, Γ) to (S , Γ ) consists of a signature morphism F : S → S and a functor (i.e. a "morphism of typings") G : A → A such that the following diagram commutes:
Data Migration Functors
Each signature morphism F : S → T is associated with three data migration functors, ∆F , ΣF , and ΠF , which migrate instance data on S to instance data on T and vice versa. A summary is in Data migration functors extend to typed data migration functors over typed instances in a natural way. An example data migration is shown in Figure 3 .3 on the next page. A similar example, but with a signature that contains an edge, is shown in Figure 3 .3.
Data Migration on Homomorphisms
So far, we have only shown examples of the "object", or "instance to instance", part of the ∆, Σ, and Π data migration operations. Because these data migration operations are functors, they also posses a "morphism", or "database homomorphism to database homomorphism" part. Rather than give examples of these operations, we simply summarize that the functorial data model admits the following operations, for any F : C → D. 
FQL
The goal of this section is to define and study an algebraic query language where every query denotes a composition of data migration functors. Our syntax for queries is designed to build-in certain syntactic restrictions discussion in this section, and to provide a convenient normal form. Semantically, the query Q : S T corresponds to a functor Q : S-Inst → T -Inst (indeed, a functor taking finite instances to finite instances) given as follows:
By choosing two of F , G, and H to be the identity, we can recover ∆, Σ, and Π. However, grouping ∆, Σ, and Π together like this formalizes a query as a disjoint union of a join of a projection. Because ∆ and Π commute, we could also formalize a query as a disjoint union of a projection of a join.
The three conditions above are crucial to ensuring both that FQL can be implemented on SPCU+keygen, and for FQL queries to be closed under composition: 
Condition 3 ensures union-compatibility [1]
, letting us implement Σ using union. A functor F : C → D is a discrete opfibration if, for every object c ∈ C and every g : d → d in D with F (c) = d, there exists a c and uniqueḡ : c → c in C such that F (ḡ) = g. For example, the following functor, which maps as to A, bs to B, etc. is a discrete op-fibration: UNION) , and FQL queries that use such Σs are not closed under composition.
Composition
Theorem 1 (Closure under composition). Given any (typed) FQL queries f : S X and g : X T , we can compute an FQL query g · f : S T such that
Detailing the algorithm involves a number of constructions we have not defined, so we only give a brief sketch here. To compose Σt • Π f • ∆s with Σv • Πg • ∆u we must construct the diagram:
First we form the pullback (i). Then we form the distributivity diagram (ii). Then we form the typed comma categories (iii) and (iv). The composed query is Σv•w • Πq•p • ∆s•m•n.
FQL in SPCU+keygen
In this section we let F : S → T be a typed signature morphism and we define SPCU+keygen translations for ∆F , ΣF , and ΠF . By an SPCU+keygen program we mean a list of SQL expressions, where each SQL expression is one of the following:
1. A conjuctive query over base tables; i.e., a SQL expression of the form SELECT DISTINCT -FROM -WHERE -.
2.
A union of SPCU-keygen expressions; i.e., a SQL expression -UNION -.
A globally-unique ID generation operation (keygen) that appends to a given table a new column with globally unique
IDs. To implement keygen in SQL, we first initialize a global variable, using, for example, the following MySQL code: SET @guid := 0. Then, to implement keygen we increment this global variable. For example, to add a column "c" of new unique IDs to a table "t" with one column called "col", we would generate:
SELECT col, @guid:=@guid+1 AS c FROM t We sketch the algorithm as follows. We are given a T -instance I, presented as a set of functional binary tables, and are tasked with creating the S-instance ∆F (I). We describe the result of ∆F (I) on each table in the result instance by examining the schema S:
A CREATE
• for each node N in S, the table ∆F (N ) is I (F (N ) ).
• for each attribute A in S, the table ∆F (A) is I (F (A) ).
• Each edge e : X → Y in S maps to a path F (e) : F (X) → F (Y ) in T . We compose the binary edge tables making up the path F (e), and that becomes the table ∆F (e).
The SQL generation algorithm for ∆ above (and Σ, below) does not maintain the globally unique ID requirement. For example, ∆ can copy tables. Hence we must also generate SQL to restore the unique ID invariant. We sketch the algorithm as follows. We are given a S-instance I, presented as a set of functional binary tables, and are tasked with creating the T -instance ΣF (I). We describe the result of ΣF (I) on each table in the result instance by examining the schema T :
Translating Σ
• for each node N in T , the table ΣF (N ) is the union of the node tables in I that F maps to N . • for each attribute A in T , the table ΣF (A) is the union of the attribute tables in I that F maps to A. • Let e : X → Y be an edge in T . We know that for each c ∈ F −1 (X) there is at least one path pc in S such that F (pc) ∼ = e. Compose pc to a single binary table, and define ΣF (e) to be the union over all such c. The choice of pc will not matter. The algorithm for ΠF is more complex than for ∆F and ΣF . It makes use of comma categories, which we have not defined, as well as "limit tables", which are a sort of "join all". We define these now.
Translating Π
Let B be a typed signature and H a typed B-instance. The limit table limB is computed as follows. First, take the cartesian product of every node table in B, and naturally join the attribute tables of B. Then, for each edge e : n1 → n2 filter the table by n1 = n2. This filtered table is the limit table limB. The algorithm for ΠF proceeds as follows. First, for every object d ∈ T we consider the comma category B d := (d ↓ F ) and its projection functor q d : (d ↓ F ) → C. (Here we treat d as a functor from the empty category). Let H d := I • q d : B d → Set, constructed by generating SQL for ∆q d (I). We say that the limit table for d is limB d H d , as described above. Now we can describe the target tables in T :
• for each node N in T , generate globally unique IDs for each row in the limit table for N . These IDs are ΠF (N ). • for each attribute A off N in T , ΠF (A) will be a projection from the limit table for N . • for each edge e : X → Y in T , ΠF (e) will be a map from X to Y given by joining the limit tables for X and Y on columns which "factor through" e.
Remark. Our SQL generation algorithms for ∆ and Σ work even when S and T are infinite, but this is not the case for Π. But if we are willing to take on infinite SQL queries, we have Π in general. An interesting direction for future work is to relate these infinite SQL queries to recursive languages such as Datalog.
SPCU in FQL
To implement SPCU with FQL, we must encode relational schemas as signatures with a single "active domain" [1] attribute. For example, a schema with R(c1, . . . , cn) and R (c 1 , . . . , c n ) becomes:
We might expect that the c1, . . . , cn would be attributes of node R, and hence there would be no node D, but that does not work: attributes may not be (directly) joined on. Instead, we must think of each column of R as a mapping from R's domain to IDs in D, and A as a mapping from IDs in D to constants. Note that A need not be injective; our constructions below will not in general maintain injectiveness of A (although injectiveness can be recovered using the dedup operation defined in the next section). We will write [R] for the encoding of a relational schema R and [I] for the encoding of a relational R-instance I.
SPCU in FQL (Bag Semantics)
FQL can implement SPCU queries under bag semantics directly using the above encoding. In what follows we will omit the attribute A from the diagrams. We may express the (bag) operations π, σ, ×, + as follows:
• Let R be a table. We express πi 1 ,...,i k R as ∆F , where F sends πR to R and D to D in the following diagram:
This construction is only appropriate for bag semantics because πR will have the same number of rows as R.
• Let R be a table. We express σ a=b R as ∆F • ΠF , where F is:
Remark. In fact, ∆F creates the duplicated column found in σ a=b R. If we wanted the more economical query in which the column is not duplicated, we would use ΠF instead of ∆F •ΠF . • Let R and R be tables. We express R × R as ΠF , where F is:
• Let R and R be union-compatible tables. We can express R + R as ΣF , where F is : 
SPCU in FQL (Set Semantics)
The encoding strategy described above fails for SPCU under its typical set-theoretic semantics. For example, consider a simple two column relational table R, its encoded FQL instance [R], and an attempt to project off col1 using ∆:
This answer is incorrect under projection's set-theoretic semantics, because it has the wrong number of rows. However, it is possible to extend FQL with an idempotent operation, dedupT : T -Inst → T -Inst, such that FQL+dedup can implement every SPCU query under set-theoretic semantics. Intuitively, dedupT converts a T -instance to a smaller T -instance by equating IDs that cannot be distinguished by any attribute along any path. In relational languages based on object-IDs, this operation is usually called "copy elimination" [2] . The dedup of the above instance, which is correct for the set-theoretic semantics, is: dedupT can be implemented using SPCU+keygen, and data migrations of the form dedup • Q, where Q is an FQL query, are closed under composition. The FQL IDE implements a (partial) translation SQL → FQL using the above constructions.
Conclusion
Having defined translations FQL → SPCU+keygen and SCPU → FQL, we are now in a position to analyze the utility of the translations. We conclude by discussing the following questions: what use are the translations to functorial data migration; what use are the translations to relational database theory; and what use are the translations to the practice of information management.
Utility to FDM
The translation FQL → SPCU+keygen provides a practical way to implement functorial data migration, and this was our original motivation for this work. Implementing FQL via translation to SPCU+keygen allows a functorial data migration system to leverage decades of work on the relational data model and data management systems; we have found, for example, the implementing the Π operation via translation to SQL is almost always faster that implementing it directly as java code. Moreover, the translation FQL → SPCU+keygen allows a functorial data migration system to execute directly against pre-existing database instance, and the FQL IDE provides a keyword to allow the use of such pre-existing instances via java's JDBC technology. Finally, we note that the translation to FQL → SPCU+keygen does not completely solve the problem of how to implement functorial data migration, because certain operations, for example, ΣF where F is not a discrete op-fibration, cannot be implemented with SPCU+keygen (or even the full relational algebra). Hence, more research is required to construct a practical implementation of all possible functorial data migrations.
Utility to Relational Theory
The categorical viewpoint offers a different perspective on traditional problems in database theory. For example, much of relational database theory is concerned with embedded dependencies (EDs) -formulae in a particular fragment of first-order logic that are used to both express data integrity constraints and to express solutions to information-integration problems [1] . Many sub-classes of EDs have been studied in the literature, and FQL suggests a new sub-class, namely, those sets of EDs that define FQL schemas. This sub-class corresponds to sets of EDs expressing that 1) every table has a primary key column, 2) some columns are foreign key columns, and 3) arbitrary path equalities hold. The categorical machinery developed in this paper gives direct proofs of certain theorems about this class of EDs. For example, it is easy to show that the question of whether or not one such set of EDs is a consequence of another such set of EDs is semi-decidable via appeal to the word problem for groups. It is not immediately obvious how to obtain such a proof using traditional relational techniques, since this class of EDs contains some but not all TGDs and EGDs.
Utility to Information Management
The database schemas and instances described in this paper correspond more closely to those used by practical data management systems than traditional relational schemas and instances. For example, in Microsoft Access, each table is given a unique ID column, and the remaining columns are either marked as foreign keys into other ID columns or as data with a particular type. Such a schema corresponds exactly to an FQL schema without path equations, and it denotes a freely-generated category; an instance is simply a set-valued functor from a freely-generated category, about which many results are known. In contrast, to capture such a schema using traditional relational theory requires defining a set of embedded dependencies (EDs) (not merely a set of TGDs or EGDs), and reasoning about instances requires using a satisfaction relation (|=). There are EDs that cannot be captured using FQL schemas [13] , but for the particular common case of Access-like schemas (i.e., schemas in "categorical normal form") the categorical framework described in this paper is a direct match.
Beyond FQL
In closing, we note that the functorial data model admits other operations on instances and homomorphisms besides the ∆, Σ, Π data migration functors described in this paper. In categorical terms, for every untyped schema S, the category of S instances is a topos (model of higher-order logic) [4] , and for every finite typed schema S with finite attributes (e.g., String is not allowed, but VARCHAR(256) is), the category of finite S instances is a topos. Exponential and sub-object classifier instances cannot be implemented using SQL, but the FQL IDE can execute them directly.
