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Sommaire
Du a la croissance de la complexite et du volume de 1'information a communiquer,
les systemes classiques de presentation de 1'information, ou il faut prevoir toutes les si-
tuations a Pavance, sont devenus inadaptes. De nouvelles techniques de traitement de
Pinformation sont necessaires. Dans ce memoire, nous presentons un systeme de presen-
tation multimedia (PPM) base sur la technique de la planification. Chaque presentation
multimedia est composee de sequences de film (animation multimedia). Chaque sequence
de film est a son tour composee d'actions de base qui sont pre-encodees dans Ie systeme.
La combinaison de ces actions de base est realisee d'une maniere dynamique par un pla-
nificateur appele TLPLan. • Notre systeme procede, par la suite, a une extension de ce
plan en un film. Cette transformation du plan en un film est realisee par un systeme au-
teur appele Director. L'idee de coupler Ie systeme auteur (Director) avec Ie planificateur
(TLPLan) permet a notre systeme d'etre adaptable et flexible. II est adaptable parce
qu'il suffit de changer la librairie des actions de base et les medias impliques pour Ie
faire fonctionner avec une nouvelle application. II est flexible, car toutes les situations ne
sont pas prevues a 1'avance : 1'usager peut formuler de nouvelles taches a presenter et Ie
planificateur trouve des plans qui satisfont ces taches. Autrement dit, 1'usager decrit les
caracteristiques du film et non Ie film lui-meme; c'est Ie planificateur qui trouve Ie film
et PPM decide quels medias utiliser et comment les coordonner. II est certainement plus
agreable de suivre des presentations produites par notre systeme que de lire des pages de
texte ou de dessins avec des references croisees.
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Introduction
La communication multimedia est essentielle dans notre vie quotidienne. Nous nous
exprimons a 1'aide d'un certain nombre de medias, principalement Ie langage parle, les
gestes et les dessins. D'autre part, notre systeme sensoriel regoit des donnees a travers la
vision, I'ome et Ie touche. Certains modes de communication peuvent etre plus efficaces
et mieux appropries que d'autres pour communiquer un certain type d'information. Par
exemple, une image peut etre plus eloquante qu'un millier de mots, alors qu'un ensemble
de mots bien choisis peut etre plus descriptif qu'une image. D'autre part, Ie langage parle
convient mieux pour exprimer un sentiment alors qu'une carte transmet mieux 1'infor-
mation geographique sur un terrain.
Les presentations multimedias sont des programmes qui integrent des types de medias
varies, tels que Ie son, la video, Ie texte et Ie graphique. Ces presentations sont congues
pour etre executees sur des ordinateurs, des kiosques publics ou des ecrans de television.
Elles peuvent etre des logiciels d'apprentissage, de la documentation en ligne, des services
support clients, des jeux ou de la publicite. Ainsi par exemple, il est plus simple et plus
rapide de comprendre comment faire fonctionner ou reparer un appareil (e.g., modem,
moteur d'une voiture) en suivant une presentation multimedia plutot que de lire des di-
zaines de pages dans un manuel. Un autre exemple assez frequent de la vie quotidienne
est Fassemblage des meubles. Ce genre de tache est plus facile avec un guide multimedia
interactif que les utilisateurs peuvent employer dans differents modes d'interaction se-
Ion leur niveau d'agilite. Cela fait penser aux presentations televisees (e.g., les emissions
consacrees au bricolage), sauf que dans un guide multimedia il y a de Pinteraction. Le
fait que Ie guide soit programme ouvre aussi la voie a des presentations "intelligentes",
comme nous Ie verrons plus bas.
L'industrie des jeux electroniques et les kiosques sont d'autres exemples. Dans ces
deux cas, 1 usager se sent completement implique dans la presentation grace au niveau
d'interactivite tres eleve qu'ils offrent. II n'est pas oblige de subir la presentation du debut
a la fin comme dans une presentation televisee. Au contraire, a n'importe quel moment,
il peut demander la presentation d une autre tache, ce qui veut dire que 1 ordre de de-
roulement de la presentation n'est pas lineaire: il y a des branchements qui permettent
aux utilisateurs de s'aiguiller en fonction de leurs choix.
II y a quelques annees, developper des applications multimedias s'averait une tache
couteuse et particuherement difficile, reservee aux specialistes. Heureusement, la pro-
gression rapide des technologies multimedias a reduit Ie cout et augmente la capacite du
traitement des supports multimedias, materiels et logiciels. Par exemple, les cartes video,
de son et graphiques sont de plus en plus performantes et de moins au moins couteuses.
D'autre part, on dispose de logiciels dotes d'outils d'aide et d'assistance qui facilitent Ie
developpement des applications multimedias, tels que Ie systeme Director. De tels sys-
temes sont appeles systemes auteurs.
Les systemes auteurs permettent de developper des systemes de presentation multi-
media dans tous les domaines ou Ie besoin de communiquer 1'information d'une maniere
efficace se manifeste. Ainsi, plusieurs entreprises commerciales ou industrielles, de meme
que des institutions educationnelles proposent aux visiteurs des kiosques de presenta-
tions multimedias, pour se faire connaitre et promouvoir leurs produits et services. Ces
kiosques sont faciles a developper a Paide des systemes auteurs.
Cependant, la plupart des systemes multimedias actuels sont statiques dans la me-
sure ou toutes les situations y sont pre-encodees. Si 1'utilisateur fait un choix qui n'est
pas prevu dans Ie systeme, sa requete est tout simplement ignoree. Pour les domaines
d'application ou Ie nombre d'inter actions desirees n'est pas tres eleve, ces systemes sont
appropries. Helas, il y a beaucoup d'applications ou cette hypothese n'est pas verifiee.
Dans ce travail, nous presentons un systeme de planification des presentations multi-
medias (PPM) qui genere automatiquement et en temps reel des presentations multime-
dias. Realiser cette tache revient a repondre a deux questions : quoi presenter et comment
Ie presenter. Le systeme PPM a non seulement la capacite de determiner les sequences
qui composent la presentation, mais plus encore, ces sequences sont generees en temps
reel des que Ie besoin d'expliquer une tache est formule. Chaque sequence est composee
d'actions de base qui sont pre-encodees dans Ie systeme. Par centre, leur combinaison est
realisee d'une maniere dynamique par un programme appele planificateur, la sequence
est consideree comme un plan d'actions en prevision des evenements qui seront generes
par 1'utilisateur qui inter agit avec Ie systeme.
Reprenons 1'exemple de 1'assemblage d'une bibliotheque a partir d'actions de base tres
simples telles que: placer un morceau de meuble dans une certaine position, raccorder un
morceau de meuble avec un autre. Le planificateur peut generer des combinaisons d'ac-
tions dont 1'execution permet d'assembler Ie meuble ou des parties du meuble selon les
exigences individuelles des usagers. Autrement dit, Ie planificateur trouve dans 1'espace
des combinaisons possibles des actions, celles qui rencontrent les besoins des utilisateurs.
Apres que Ie planificateur ait livre un plan d'actions, Ie systeme procede a la coordination
des medias impliques et a la presentation des instructions d'assemblage.
Notre travail comprend, d'une part, la realisation d'une interface graphique conviviale
qui constituee d'un ensemble de menus qui permettent a 1'usager de:
• choisir parmi plusieurs applications disponibles ou en ajouter de nouvelles,
• exprimer des besoins pour lesquels Ie systeme doit fournir des explications multi-
medias,
• maintenir Pensemble des tables de correspondance entre les actions de base qui com-
poseront la presentation et les medias impliques, ainsi que les tables qui contiennent
Phistorique des presentations deja realisees (configurations de depart, configurations
finales et plans).
D'autre part, nous avons realise des processus charges de transmettre les taches a
presenter a un planificateur et de recuperer un plan d'actions a partir duquel une pre-
sentation multimedia coherente est generee.
Notre methodologie pour atteindre ces objectifs a ete de coupler un systeme de presen-
tation multimedia classique (Director) avec un planificateur (TLPLan). II est important
de souligner que Ie planificateur est completement independant du systeme de presenta-
tion multimedia. Cela permet a notre systeme d'etre facilement adaptable : pour 1'adap-
ter a une application differente, il suffit de changer la librairie des actions de base et
les medias impliques. Cependant, 1'idee de coupler un planificateur avec un systeme de
presentation multimedia n'est pas nouvelle en soi. Par exemple, des systemes similaires
et plus complexes out ete realises par Andre et Rist [3, 5, 9] . Notre systeme est originale
parce qu'il utilise un systeme auteur different (Director) et un planificateur efficace (TL-
PLan). Ainsi, notre systeme constitue une base pour un logiciel ofFrant plus de possibilites.
En resume, notre contribution est Ie developpement d'un logiciel qui integre Director
et TLPLan. Ce systeme est generique. II permet de remplacer facilement TLPLan par
un ou plusieurs autres planificateurs. On peut aussi ecrire des librairies pour integrer et
manipuler tous les objets medias afin de remplacer Director.
Dans ce memoire, nous commengons par decrire Director et TLPLan. Ensuite, nous
exposons 1'architecture de notre systeme en decrivant ses principales composantes, leurs
fonctionnalites essentielles et leurs interactions. Ensuite, nous presentons des exemples
ayant servi d'experimentation de notre systeme: la presentation d'un appareil photo et
la presentation de la navigation d'un personnage anime dans un ensemble de chambres
contigues. Nous concluons par les legons apprises de ce pro jet et les extensions futures.
Chapitre 1
Le systeme auteur Director
Dans ce chapitre, nous decrivons Director avant de voir, dans des chapitres ulterieurs,
comment il est combine avec un systeme de planification pour obtenir un outil de pre-
sentation multimedia automatise tel qu'explique precedemment dans Pintroduction.
Dans la communication personne a personne, Ie succes de la presentation depend de la
rhetorique et des capacites didacticielles du presentateur. Le presentateur doit percevoir
la satisfaction ou 1'insatisfaction de 1'audience et adopter les comportements necessaires
pour la satisfaire. Generalement, ceci peut se faire par Pintermediaire de 1'interaction
du presentateur avec Paudience (ex. : questions et reponses). Ce principe d'interaction
est aussi crudale dans la communication personne-machine, sinon davantage. Dans les
presentations multimedias, Pinteractivite permet a 1'usager de visualiser uniquement les
sequences de film qui Pinteressent. Done, Pinteractivite personnalise les presentations. Par
exemple, dans une presentation d'un cours d'algebre, si nous ne nous interessons qu'a
1 inversion d une matrice, il est souhaitable que la presentation permette de visualiser
uniquement ce theme et non toutes les notions d'algebre contenues dans cette animation.
Cette maniere de tailler les presentations aux exigences des utilisateurs permet a ces der-
niers de se concentrer uniquement sur les sujets qui les interessent. Generalement 1'usager
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fait ses selections par 1'intermediaire de menus organises selon un arbre de choix. Cette
possibilite d'offrir plusieurs choix a 1'usager est appelee la navigation. Ainsi, contraire-
ment a une presentation lineaire qui impose a 1'audience un ordre pre-defini, la navigation
permet des choix arborescents, des sauts d'un sujet a un autre et des retours en arriere.
De nos jours, plusieurs langages de programmation permettent de manipuler plusieurs
medias (ex. : JAVA). Us permettent aussi de realiser des animations sophistiquees. Nean-
mains, pourjongler avec les librairies de ces langages de programmation, des programmes
relativement complexes doivent etres codes. Par contre, les systemes auteurs specialises
dans Ie developpement des applications multimedias ofFrent un niveau de programmation
plus eleve, de fagon qu'on puisse meme ecrire une animation interactive sans avoir a ecrire
la moindre ligne de code. Bien sur, la aussi on se sert eventuellement des langages de
programmation, mais seulement pour realiser des taches encore plus complexes.
Pour la realisation de notre outil, nous avons choisi Director [17]. Director est Ie
systeme auteur Ie plus utilise pour Ie developpement des applications multimedias inter-
actives, pour Windows et Machintosh. Les applications multimedias creees sous Director
sont appelees films. La composition d'un film sous Director necessite d'abord 1'integration
des objets medias impliques. Pour integrer les medias, il faut les importer et les stocker
dans une structure appelee la table des casts (acteurs). Ensuite, ces medias sont disposes
dans des frames qui vont constituer les difFerentes scenes du film que Director anime. La
table qui contient ces frames est appelee la table de montage. Contrairement a un film
classique (ex. : film de television) ces frames peuvent etre animees dans un ordre non
sequentiel. Le langage de programmation Lingo gere les sauts d'une frame a une autre.
II controle les ob jets sur la scene, les faire apparaitre, dispparaitre ou changer de place.
Dans la figure 1 on remarque aussi deux autres composantes : la scene d'animation
Barre de menu DIRECTOR
Fenetre de distributions
des acteurs (Casts)
Fenetre table d6 montage (Score)
FIG. 1 - Fenetre du systeme Director
et la regie de controle. La scene est la fenetre dans laquelle les animations de Director
apparaissent. Les dimensions de la scene sont specifiees par 1'usager. La regie est similaire
aux boutons d'un magnetoscope; elle permet d'avancer, reculer ou arreter une animation.
Elle peut aussi controler Ie son, la cadence d'execution des frames et boucler sur une
animation (voir figure 2). Par exemple, il suffit de cliquer sur la touche lecture pour voir
jouer sur Pecran une animation multimedia qui explique comment faire pour retirer les





avancer d'une image I I \ cadence courante demandee
rebobinage / jouerl'animation
arret de 1'animation
FIG. 2 - Fenetre de la regie du systeme Director
Pour mieux comprendre ce que Director permet de faire, il est plus facile de commencer
par decrire plus en details ses trois composantes principales: la table des casts, la table
de montage et Ie langage de programmation Lingo.
1.1 La table des casts
Un cast est tout simplement un element entrant dans la composition d'un film. II
peut etre un graphique, une sequence video, un texte, un enregistrement son ou musical,
une palette de couleurs, un bouton ou un programme Lingo. La table des casts est une
structure ou tous les casts sont stockees. Cette table est construite de deux fagons:
• On peut creer les casts en utilisant des outils propres a Director: outils de dessin,
outils d'enregistrement de sons ou d'edition de programmes.
• On peut aussi importer des casts crees par d'autres applications comme PhotoShop,
Adobe Premiere ou SoundEdit.
Director permet la visualisation de la table des casts telle qu'illustree dans la figure 3.
Les casts 25 et 32 contiennent des sequences de video et de son necessaires pour composer
un film expliquant comment ouvrir Ie couvercle de la chambre des piles d'un appareil
photo. Les casts 26 et 33 sont necessaires pour composer un film expliquant comment
retirer les piles de leur chambre. Les casts 27 et 34 sont necessaires pour composer un
film expliquant comment refermer Ie couvercle de la chambre des piles. Avec tous les
medias contenus dans les casts, on peut monter un film general expliquant toutes les
fonctions d'un appareil photo. Ce film sera constitue de sequences de films contenues
dans des casts, organisees selon un programme plus ou moins complexe programme dans
Ie langage Lingo. Par exemple, en fonction des choix de sujets entres par 1'usager (ex. :
"comment changer les piles d'un appareil photo"), Ie programme decidera quels casts
activer pour composer ce film. Pour monter Ie film, nous avons besoin des elements de
base (c-d-d., les casts) mats aussi d'un outil pour les synchroniser (table de montage) et
ecrire des programmes pour les coordonner (programmes Lingo). Dans ce qui suit, nous
considerons d'abord la table de montage.
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FIG. 3 - Table de distribution des casts (acteurs).
1.2 La table de montage
La table de montage est une matrice de cellules qui garde une trace de la position
de chaque cast sur la scene. Une cellule est la plus petite unite de la table de montage.
Elle represente Ie contenu d'un element d'une trame a un instant donne. La table de
montage nous permet de connaitre Ie comportement de chaque cast a chaque instant de
P animation. Elle nous informe sur les casts qui sont sur la scene et sur leurs positions. Par
exemple, la figure 4 montre Ie score pour Ie film de la presentation d'un appareil photo:
chaque colonne decrit une trame de cellules du film a un instant donne, autrement dit
c'est tout ce qu'on voit sur la scene lorsque Ie film atteint ce point. Un canal est une
ligne de cellules. Chaque canal peut etre dedie a un type d'information specifique, pour
faciliter la manipulation des casts. Par exemple, dans notre systeme Ie canal 17 est dedie
au bouton qui active Panimation, ce qui facilite son identification dans les scripts Lingo.
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Piste cadence (Tempo)










Sens de lecture des trames
FIG. 4 - Table de montage (score)
Nous n'allons pas detailler toutes les composantes de la table de montage, mais seule-
ment donner quelques notions sufHsantes pour comprendre la partie essentielle de notre
outil, a savoir, 1'integration de la planification avec Director.
Pour animer les casts qui se trouvent dans la table des casts, out doit les ajouter dans
la table de montage afin que Director puisse les jouer si ce sont des films, les activer si ce
sont des programmes, les afficher si se sont des textes ou des graphiques. Aj outer un cast
dans la table de montage revient a creer un lien entre la cellule qui va contenir ce cast
et Ie cast proprement dit qui se trouve dans la table des casts. Done, dans la table de
montage, on trouve les images des casts et non les casts eux memes ce sont ces images,
appelees sprites, que Director anime sur la scene. Comme nous Pavons deja mentionne,
c'est la trame qui indique la position temporelle du cast. Ainsi, si un cast precede un
autre dans Ie score, alors Ie premier cast apparaitra avant Ie second. On met un cast
dans une cellule particuliere en Ie glissant dedans par la souris ou indirectement par des
12
instructions d un programme Lingo.
Trame a partir de laquelle commence
1'animation
Script lie
a une trame oi faire a fin
Fichiers video
Fichiers de son
FIG. 5 - Ajout des casts dans la table de montage
Dans ce travail, nous appelons un objet, tout element necessaire pour la composition
d'un film. Par consequent, tout cast est un objet. Les programmes Lingo peuvent contro-
ler un film Director en specifiant la vitesse de la lecture des frames, Ie choix des palettes
de couleurs pour les differentes scenes du film et Ie mode de transition d'une frame a une
autre. Par Fintermediaire de menus, Director permet de specifier ces controles de maniere
completement interactive dans les pistes correspondantes. La figure 4 montre les difFe-
rentes pistes disponibles dans la table de montage, les six premieres pistes permettent de
specifier les controles cites ci-dessus et les 48 autres permettent d'inclure les objets qui
constituent Ie film et les programmes qui determinent leurs comportements.
Dans la suite du texte, nous allons resumer les fonctionnalites principales de chaque
piste. La piste de cadence permet de controler la vitesse de cadence de lecture des frames,
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de placer des pauses dans un film et de preciser comment les annuler pour que Ie film
puisse continuer a s'executer (ex. : par un clique d'une souris ou par la frappe d'une touche
du clavier) et d'exprimer des contraintes telles que: attendre 1'execution du fichier son
avant de passer a la lecture de la frame suivante. La piste de palettes de couleurs permet
de choisir les palettes de couleurs pour chaque trame. La piste de transitions permet de
definir Ie mode de transition d'une scene a une autre. Par exemple, Ie glissement de la
scene courante du haut vers Ie bas et en meme temps Papparition de la nouvelle scene.
Les deux pistes de sons contiennent les sons qu'on veut utiliser dans 1'application multi-
media. La piste de scripts associee a chaque trame permet de gerer les evenements qui
se produisent au niveau de cette trame. Les pistes des images-objet contiennent les casts
impliques dans Fanimation. Director a toute une panoplie d'effets speciaux pour enjoliver
les presentations.
Apres avoir explique comment integrer les medias dans Director, il est necessaire
d'expliquer comment animer ces medias et comment en f air e des films. Pour cela, il faut
definir la notion de scripts et leur role dans un film. Pour approfondir ces deux aspects,
nous abordons dans la section suivante Ie langage de programmation Lingo.
1.3 Le langage de programmation Lingo
Le langage de programmation Lingo permet d'ecrire des programmes (ou scripts) qui
coordonnent les casts et leur presentation dans Ie temps par :
• la prise en compte des actions des utilisateurs (interactivite),
• la manipulation de texte,
• Ie controle de son,
• Pimportation de donnees externes dans une animation,
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• Pexecutions d'animations independantes ou interactives,
• 1'evaluation d'equations mathematiques,
• la communication avec des ob jets externes a Director et
• la communication avec des elements d'interface tels que les boutons et les menus.
Lingo est un langage oriente/objet base sur la transmission de messages. Les messages
peuvent etre internes (generes par les programmes Lingo) ou externes (generes par une
interface utilisateur ou une interface d'une autre application). Les scripts varient dans
leur complexite. Us peuvent consister en une instruction a un seul mot ou un ensemble
d'instructions plus complexes. On appelle handler un srcipt attache a un objet. Les hand-
lers permettent aux objets d'interagir avec d'autres objets ou des usagers. Us sont ecrits
par Ie developpeur. Chaque handler commence par Ie mot de On suivi par Ie nom qui
1'identifie, les instructions, et se termine par End. Us existe aussi des handlers pre-definis
dans Lingo tel que ExitFrame qui est un script associe a une frame et qui est active a
la fin de son execution. Dans les scripts Lingo les lignes de commentaires sont precedees
par un double tiret ——". Les frames de la table de montage peuvent etre identifiees
par des libelles ou leurs numeros de sequence dans la table de montage. Ceci permet a
Lingo d'effectuer des sauts d'une trame a une autre. Par exemple, Ie script de la figure
6 specifie que lorsque Ie film atteint la fin de la trame a laquelle ce script est associe,
1'animation doit faire un saut a une autre trame etiquettee "MainMenu".
On ExitFrame
la sortie de cette trame 1 animation revient
au menu principal pour effectuer d'autres choix.
go to frame "MainMenu"
End
FIG. 6 - Premier exemple de script
15
Le script illustre dans la figure 7 est associe a un cast. On y trouve 1'essentiel des ins-
tructions d'un langage comme JAVA. Dans cet exemple on remarque deux handlers. Le
premier handler, mouseDown, est associe a Pevenement "enfoncer Ie bouton de la souris"
qui consiste a enfoncer un bouton sur la scene. Des que cet evenement est declenche,
Ie script correspondant change la couleur du bouton sur la scene pour montrer qu il est
active. Le deuxieme handler, Mouse Up, est associe a 1'evenement "relacher Ie bouton de
la souris". Le script associe a cet evenement restaure la couleur initiale du bouton sur la
scene et fait appel au handler processClick qui determine Ie comportement que Ie systeme
doit adopter suite a cet evenement.
On MouseDown
—— Rendre Ie sprite du bouton de 1'activation
set the puppet of sprite 15 to TRUE
—— Rendre visible Ie bouton de Pactivation de
set the castNum of sprite 20 to 21
—— Porter ces modifications sur la scene
updateStage
—— Souris appuyee n'a aucun efFet.




—— Rendre visible Ie bouton de 1'activation de
—— enfonce





—— Passer 1'evenement clique de la souris au handler
—— specialiste du traitement des cliques
processGlick
End
FIG. 7 - Deuxieme exemple de script
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Lingo utilise quatre types de scripts: script de cast, de trame, de sprite et de film.
Quand un evenement se produit, un message est envoye aux handlers primaires (ges-
tionnaires primaires d'evenements) dedies a traiter cet evenement et Ie script associe est
execute. Par la suite, Ie message est propage a d'autres objets jusqu'a ce qu'une instruc-
tion arrete la propagation du message. 8i une telle instruction n'est pas rencontree ou les
handlers primaires n'existent pas, alors Ie message est propage dans 1'ordre suivant: au
sprite, au cast, a la trame et enfin au film. A chaque niveau, on peut arreter la propaga-
tion du message aux autres ob jets. La figure 8 illustre la hierarchie de propagation d'un




si aucun script n'est trouve,
1'evenement est ignore
FIG. 8 - La hierarchie de propagation d'un message dans Director
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II arrive parfois que Ron atteigne les limites du langage Lingo. Par exemple, si on veut
utiliser les services d'une base de donnees multim^dias, il faut se rabattre sur un langage
de programmation externe a Lingo et rediger des procedures dans ce langage (ex. : C++
ou C). Lingo permet de faire appel a des applications externes ecrites dans d'autres lan-
gages. En particulier, nous nous en servons pour faire appel aux services du planificateur
TLPLan et aux services du systeme de gestion des bases de donnees multimedias VI 2
22]. Le systeme V12 contient tous les medias qui sont impliques dans la realisation des
presentations. Comme dans tout systeme de gestion de base de donnees, VI 2 est date
d'un langage de requete pour realiser des operations classiques telles que creer une base
de donnees, ajouter, detruire ou modifier un enregistrement.
En resume, Director est un logiciel qui ofFre plusieurs outils pour programmer des
applications multimedias, tels que des kiosques ou des systemes de presentation. Nous
1'avons choisi pour plusieurs raisons :
• sa simplicite: il n'est pas necessaire d'etre un specialiste pour pouvoir developper
une application multimedia simple;
• sa capacite d'integrer et de manipuler difFerents types de medias;
• son ouverture aux autre systemes: il est facile de 1'interfacer avec des applications
externes ecrites en d autres langages.
Maintenant que nous avons explique Director et avant de decrire PPM, il convient d'ex-
pliquer d ab or d ce que c'est un planificateur. Pour etre concret, nous parlerons du plani-




Un planificateur est essentiellement un programme qui genere d'autres programmes,
appeles plans, pour accomplir une tache donnee. Le mot "plan" suggere que ces pro-
grammes sont obtenus en analysant des predictions (ou simulations) de Pinteraction fu-
ture du systeme avec son environnement. Quelque soient Ie systeme et la tache consideres,
un planificateur genere un plan a partir de donnees d'entree composees d'actions (ou ins-
tructions) de base executables dans Ie systeme a un certain niveau d'abstraction, une
description de la tache et une configuration initiate du systeme. Une tache consiste a
amener Ie systeme a travers des configurations desirables, c'est-a-dire, des configurations
satisfaisant une propriete appelee but. Un plan est alors obtenu comme une sequence
d'actions de base qui generent une sequence de configurations satisfaisant Ie but.
Puisque nous nous interessons uniquement aux presentations multimedias, les actions
de base sont des scripts Lingo. Le niveau d'abstraction correspond a la complexite des
scripts. Ainsi, on peut donner un but decrivant les caracteristiques d'un film desire et
Ie planificateur va nous donner un script qui combine les scripts de base pour realiser
1'animation de ce film. Ce qui est interessant ici c'est que Ron decrit les caracteristiques
du film et non Ie film lui-meme. C'est au planificateur de construire Ie film. En d'autres
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termes, on decrit ce qu'on veut comme film sans trop savoir comment Ie programmer,
c'est-a-dire quels casts utiliser et comment les coordonner. Ceci confere un caractere "in-
telligent" a la presentation. Nous avons utilise un planificateur appele TLPLan^ developpe
par Bacchus et Kabanza [11].
Comme la plupart des planificateurs, Ie logiciel TLPLan prend comme arguments un
etat initial, une description des schemas d'actions de base et un but. 11 retourne un plan
qui est une sequence d'actions transformant 1'etat initial en un etat satisfaisant Ie but.
Considerons 1'exemple de 1'appareil photo et supposons qu'on veuille savoir quelles
sont les actions a executer pour retirer les piles de leur chambre. Au depart, Ie couvercle
de la chambre des piles est ferme; cette situation est consideree comme 1'etat initial.
Pour realiser cette tache, Ie planificateur renvoie Ie plan suivant : ouvrir Ie couvercle de
la chambre des piles, soulever Ie couvercle de la chambre des piles et retirer les piles de
leur chambre.
Remarquons que chaque action ne s'applique que si certaines conditions sont veri-
fiees et, qu'une fois 1'action executee, 1'etat courant de 1'appareil photo est change. Par
exemple, lorsqu'on applique 1'action "ouvrir Ie couvercle de la chambre des piles", 1'etat
de 1'appareil change : Ie couvercle de la chambre des piles qui etait ferme devient ouvert.
Ceci rend les conditions de 1'application de 1'action soulever Ie couvercle de la chambre
des piles" vraies et a son tour 1'application de cette action rend les conditions de 1'appli-
cation de 1'action "retirer les piles de leur chambre" vraies. Lorsque cette derniere action
est executee, la chambre des piles devient vide, ce qui satisfait Ie but desire.
Intuitivement, un etat est une description de 1'environnement a un instant donne.
Dans notre systeme, cette description est contenue dans Director, plus precisement, elle
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est decrite par la trame courante et les valeurs des variables d'etats des scripts Lingo.
Par exemple, Ie couvercle de la chambre des piles peut etre dans 1'etat ferme ou ouvert.
En resume, une action correspond a un film dont 1'execution est capable de changer
1'une ou Fautre des composantes de la situation courante. En d'autres termes, une action
represente une transition de la situation actuelle a une nouvelle situation. Finalement, un
plan est un ensemble de sequences de films dont 1'execution explique comment realiser la
t ache desiree.
II est connu que tout programme ecrit dans n'importe quel langage peut etre modelise
par un systeme de transition entre etats ou un etat decrit les valeurs des variables et Ie
compteur d'instructions [16]. Dans ce contexte une execution particuliere correspond a
un chemin, c'est-a-dire une sequence de transitions ou, en d'autres mots, un plan.
La vision derriere un planificateur est un peu analogue. On voit Ie systeme qu'on veut
controler comme un systeme discret qui opere en faisant une action a la fois dans son etat
courant. Evidemment, une fois 1'action efFectuee, on change d'etat et dans Ie nouvel etat
on efFectue une autre action. Ainsi de suite, jusqu'a ce qu'on atteigne 1'etat desirable.
Le probleme c'est qu'a chaque etat, on peut appliquer plusieurs actions differentes. Par
exemple, dans Ie contexte des systemes multimedias, si la trame actuelle affi.che une scene
donnee, 1'etat suivant sera decrit par la programmation d'une nouvelle trame ou les casts
correspondants a Faction sont ajoutes pour constituer la nouvelle scene. Selon 1'action
que Ron choisit, on obtient un deroulement different du film, c'est-a-dire une sequence
d'etats difFerents. En analysant la sequence d'etats, on peut determiner si oui ou non elle
satisfait Ie but. Par exemple, si Ie but est de decrire comment ouvrir Ie couvercle d'un
appareil photo, une sequence d'etats serait satisfaisante si elle se termine par un etat ou
Fimage affichee est celle d'un appareil photo avec son couvercle ouvert.
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Afin de decrire mecaniquement cette propriete, on s'arrange pour decrire les actions
en leur associant des proprietes pertinentes. En fait, tout planificateur utilise un lan-
gage de description des actions permettant de raisonner sur les proprietes associees aux
actions. Dans TLPLan, chaque action est decrite par trois composantes : precondition,
suppression et addition [10]. La precondition est une liste de conditions qui doivent etre
vraies pour que Faction soit executable. La suppression et Faddition sont aussi des listes
de conditions, sauf qu'elles decrivent les effets de 1'action, c'est-a-dire quel est 1'etat re-
suit ant.
La transformation de 1'etat courant n'est possible que par la verification de certaines
conditions. Apres 1'execution d'une action, certaines conditions qui etaient vraies dans
Pet at precedent deviennent fausses dans Pet at courant et il faut les supprimer de la des-
cription de 1'etat courant. Cependant, de nouvelles conditions viennent decrire cet etat
courant et il faut les ajouter dans sa description. C'est pour ga que les effets sont decrits
par une liste de suppressions et une liste des aj cuts.
Par exemple, pour pouvoir placer les piles dans leur chambre il faut les precondi-
tions suivantes: Ie couvercle de la chambre des piles doit etre souleve et la chambre des
piles doit etre vide. Une fois que les piles sont placees dans leur chambre, la condition
"chambre des piles vide" devient fausse et done il faut la supprimer de la description de
1'etat actuel. En plus, "la chambre des piles n'est pas vide" est une nouvelle condition
qui devient vraie, et done, il faut 1'ajouter dans la description de Petat actuel. Notons
que si on applique une action a un etat ou les preconditions sont fausses, il n'en resulte
aucune transformation.
TLPLan trouve un plan en essayant d'analyser toutes les combinaisons possibles des
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actions. Ceci se traduit par la recherche dans 1'espace d'etats possibles. Pour ce faire,
TLPLan a besoin en entree d'une liste de toutes les actions possibles. Si TLPLan ne
trouve pas, cela ne veut pas dire qu'il n'existe pas de plan satisfaisant Ie but, mais tout
simplement que les actions fournies a TLPLan ne permettent pas de composer un tel
plan. C'est pourquoi il est important de donner a TLPLan une liste d'actions aussi ex-
haustive que possible. Evidemment, plus d'actions on a, plus Fespace d'etats possibles
est grand et plus Ie calcul du plan risque de prendre du temps. Ce phenomene est connu
sous Ie nom de 1'explosion combinatoire. TLPLan possede un mecanisme original pour
limiter Pexplosion combinatoire. Nous reviendrons sur cet aspect a la fin de ce chapitre.
Atm de permettre des descriptions concises des actions, TLPLan accepte aussi des
schemas d'actions parametrables et pas simplement des actions completement definies.
Dans un schema d'une action, les parametres sont remplaces par des variables qui seront
affectees par des valeurs specifiques au moment de la recherche du plan. Ces variables
n'ont rien a avoir avec les variables des programmes Lingo. Par exemple, on peut definir
Faction (ouvrir x) ou x peut etre remplace au moment de la planification par Ie cou-
vercle de la chambre des piles, Ie couvercle de la chambre du film ou Ie cache de 1'objectif,
dependamment de la tache a planifier.
II est important de remarquer que finalement les etats generes sont des etats incluant
uniquement des conditions ou des proprietes decrites dans les actions. Les actions sont
des modeles abstraits des vrais programmes Lingo. Par consequent, les actions sont des
modeles abstraits des etats decrits dans Director. Le lien entre les actions de TLPLan et
les programmes Lingo sera detaille dans Ie chapitre 3.
Apres avoir explique comment TLPLan genere les sequences d'etats, on va voir com-
ment il s'en sert pour trouver un plan satisfaisant Ie but. Tout d'abord, un but est explique
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comme une formule de logique verifiable sur des sequences d'etats. II n'est pas necessaire
d'entrer dans les details de definition de cette logique pour comprendre la suite de ce me-
moire. Notons simplement qu'etant donne un but, TLPLan a un mecanisme pour verifier,
au fur et a mesure qu'il genere des sequences d'etats, si ces sequences sont conformes au
but. Des qu'une sequence satisfaisant Ie but est trouvee, TLPLan arrete d'explorer Ie
reste de 1 espace d etats.
Considerons une partie de la modelisation de la presentation de 1'appareil photo, c'est-
a-dire comment faire pour placer les piles dans leur chambre. Une modelisation complete
sera detaille dans Ie chapitre 4 . En premier, nous enumerons les conditions (ou predicats)
qui constituent les listes de precondition, de suppression et d'addition :
1) (Ouvert ?x), x est Ie couvercle de 1'appareil photo,
2) (Ferme ?x),
3) (Baisse ?x),
4) (Souleve ?x) et
5) (ChambrepilesVide).
Pour modeliser ce probleme, nous avons considere trois actions: ouvrir Ie couvercle
de la chambre des piles, soulever Ie couvercle de la chambre des piles et placer les piles
dans leur chambre. La figure 9 explicite Ie schemas de chaque action en specifiant les
preconditions, les suppressions et les additions.
Dans cet exemple, nous considerons que dans la situation initiale Ie couvercle de la
chambre des piles est ferme et les piles sont logees dans leurs chambre [c-a'd., la chambre
des piles n'est pas vide). Ceci se traduit dans Ie langage de TLPLan par:
(Ferme CouvercleChambrepiles) A -i (ChambrepilesVide)
Puisque nous voulons retirer les piles de leur chambre (ceci signifie rendre la chambre
des piles vide), dans Ie langage de TLPLan ce but se traduit par:
(ChambrepilesVide)
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Ouvrir Ie couvercle de la chambre des piles
1) Nom action: (Ouvrir ?x)
2) Preconditions: (Ferme ?x)
3) Additions: (Ouvert ?x)
4) Suppressions: (Ferme ?x)
Soulever Ie couvercle de la chambre des piles
1) Nom action: (Soulever ?x)
2) Preconditions: (Baisse ?x) A (Ouvert ?x)
3) Additions : (Souleve ?x)
4) Suppressions: (Baisse ?x)
Retirer les piles de leur chambre




FIG. 9 - La Hste des schemas d 'actions




Une fois qu'un plan d'actions de ce genre est genere, on p cut 1'etendre avec des medias
pour en f air e un film.
Afin de demontrer la generalite de 1'idee de la planification des applications multime-
dias, il convient de considerer une autre application: la navigation d'un personnage de
dessin anime que nous avons appele amicalement Toto, dans un ensemble de chambres
contigues qui communiquent entre elles par des portes. Le but de cette application est
de permettre a Toto de se deplacer d'une chambre a une autre.
Dans cet exemple, nous avons considere trois actions : passage de Toto d'une chambre
a une autre chambre contigue, ouvrir une porte et fermer une porte.
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FIG. 10 - Le personnage anime Toto dans la chambre 1
-•
TOTO
FIG. 11 - L'environnement du personnage anime Toto.
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Dans la figure 11, Toto est dans la chambre 11, mais des que Toto se deplace dans
une autre chambre connexe, c'est cette nouvelle chambre qui est affichee. La figure 11
montre un plan de toutes les chambres.
Supposons qu'on veuille deplacer Toto dans la chambre 9. Trois actions sont possibles:
aller dans la chambre 6, aller dans la chambre 9 ou aller dans la chambre 12. TLPLan
dispose d'un mecanisme original pour guider la recherche. Ce mecanisme utilise les stra-
tegies de controle de recherche exprimees en logique temporelle qui permet a Toto, dans
cet exemple, d'aller directement dans la chambre 9 et d'eviter les chambres 6 et 12. Done,
eviter de perdre du temps dans une recherche inutile.
Get exemple demontre les aptitudes de TLPLan a planifier efficacement des presen-
tations multimedias. Lorsque nous avons prive TLPLan de son mecanisme qui Ie guide
dans la recherche et nous avons fait evoluer Toto dans un ensemble de 20 chambres
et plus. Nous avons constate que les performances de la planification des taches se de-
gradent d'une maniere considerable (c-a-d., Ie planificateur est de 5 fois a 10 fois moins
rapide). Dans Particle [II], il est clairement demontre comment ce mecanisme accelere la
recherche.
Maintenant que nous avons des idees precises sur Director et TLPLan, nous aliens
expliquer dans Ie chapitre suivant comment ces deux logiciels sont couples dans notre
systeme de planification des presentations afin de generer automatiquement et en temps
reel des presentations multimedias.
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Chapitre 3
Architecture du systeme PPM
Dans les deux chapitres precedents, nous avons presente les supports logiciels ne-
cessaires pour Ie developpement de notre systeme. Dans ce chapitre, nous parlerons de
V architecture de PPM et des scenarios de sa mise en oeuvre. Pour faciliter la comprehen-
sion de toutes les etapes du processus de generation des presentations multimedias, nous
allons aborder Ie probleme en deux parties. Dans la premiere partie, nous aliens presenter
une vue fonctionnelle de PPM dans Ie but de delimiter ses fonctions et de determiner
les acteurs avec lesquels il interagit. Dans la deuxieme partie, nous allons presenter 1'ar-
chitecture de PPM et detailler toutes ses composantes. A la fin de ce chapitre, PPM ne
devrait avoir aucun secret pour Ie lecteur.
3.1 Vue fonctionnelle du systeme PPM
Comme nous 1'avons explique, la tache de PPM est de generer une presentation multi-
media a partir d'une tache specifiee par un usager, d'un etat initial, d'une liste d'actions,
d'une base de donnees multimedias et des contraintes de presentation.

























FIG. 12 - Vue fonctionnelle du systeme PPM
que la sortie qu il genere. La sortie generee est un film Director qui explique a Pusager
toutes les manoeuvres necessaires pour pouvoir retirer les piles d'un appareil photo de
leur chambre. Les taches a presenter sont proposees a Pusager dans un menu. Une fois une
tache selectionnee, PPM verifie si cette tache est formulee pour la premiere fois ou, au
contraire, si c est une tache qui a deja ete expliquee. Dans les deux cas, une presentation
multimedia est livree a 1'intention de 1'usager. Cependant, dans Ie cas ou la tache a ete
presentee plusieurs fois auparavant, PPM conclu que cette presentation n'est convain-
cante. II produit de nouvelles explications multimedias, dans Pespoir qu'elles satisfassent
d'avantage Fusager. Cette propriete de verification des taches est designee dans PPM par
Panalyse des interactions PPM-usager.
Pour composer la presentation multimedia, PPM utilise les services de TLPLan, qui,
en combinant les actions de base, trouve la sequence d'actions qui satisfait Ie but. A partir
de cette sequence d'actions, PPM extrait de la base de donnees multimedias les medias
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correspondants a chaque action. Ensuite, il procede a la fusion et a la coordination entre
ces medias en respectant des contraintes. Ces contraintes portent sur Ie temps maximal
d'animation alloue a chaque action. Ainsi, PPM peut etre pergu comme un processus de
transformation d'une demande d'un usager en un film Director.
3.2 Architecture du systeme PPM
Pour mettre en oeuvre Ie processus de generation des presentations multimedias, nous
avons congu une architecture qui capte toutes les fonctionnalites du systeme. Pour obte-
nir une telle architecture, nous avons du, tout d'abord, identifier ses fonctions. Lorsque
nous considerons la vue globale et externe de PPM nous savons qu'il interagit avec 1'usa-
ger et TLPLan. L'examen des interactions de PPM avec ces deux entites determine les












FIG. 13 - Interaction PPM-usager et PPM-TLPLan
30
Dans la figure 13, nous remarquons que PPM permet a Pusager de creer, de maintenir
des applications et de formuler des t aches a presenter. Ces trois fonctionnalites consti-
tuent Pessentiel des interactions usager-PPM. La composante Specification represente
1'interface qui va permettre ces interactions. Le but ultime de PPM est de generer des
presentations qui satisfont Pusager. C'est pourquoi nous Pavons dote de la composante
Analyse afin de deceler les presentations non satisfaisantes et de les remplacer par des
nouvelles. Apres avoir choisi et analyse la tache a presenter, 1'etape suivante consiste a
trouver un plan pour cette tache. L'interaction PPM-TLPLan est assuree par la compo-
sante Controle. La composante Controle communique la tache a planifier a TLPlan et
recupere Ie plan calcule par ce dernier. Le film reel de Director est compose sur la base
des modeles abstraits, qui sont les sequences d'actions fournies par TLPLan. La compo-
sante Realisation transforme les medias associes aux actions du plan en une presentation
multimedia coherente. Le processus de transformation est un processus de selection, de
fusion et de coordination entre les medias. L'etude des interactions PPM.-TLPLan et
PPM-usager nous permet de partager Ie fonctionnement de PPM sur quatre compo-
santes: Specification, Analyse, Controle et Realisation.
La figure 14 presente 1'architecture de PPM, dont nous connaissons maintenant Ie
fonctionnement. Cependant, nous tenons a preciser que PPM repond a un stimulus initie
par Pusager. Par sa reaction, PPM agit sur son environnement, d'abord sur Director par
la generation du film et ensuite sur 1'usager en ameliorant ses connaissances concernant
certaines taches. II nous reste a detailler chaque composante, a donner un apergu de sa
mise en oeuvre et a montrer ses interactions avec les autres composantes du systeme.
3.2.1 Composante Specification
La composante Specification est chargee de gerer toutes les interactions entre 1'usager




FIG. 14 - Architecture du systeme PPM
de creer et de maintenir des applications de presentation et celles qui lui permettent de
selectionner les taches a presenter. Par consequent, nous avons divise cette composante
en deux: la sous-composante creation et maintenance des applications a presenter et la
sous-composante formulation des taches a presenter.
Sous-composante creation et maintenance des applications
Le menu de la figure 15 est Ie premier menu qui s'affiche lors de 1'execution du
systeme PPM. II permet de creer des applications ou d'en choisir une deja existante.
Naturellement, la premiere operation a efFectuer est celle de creer une application a
presenter. Le menu de la figure 16 permet de specifier Ie nom de Papplication creee.
La creation d'une nouvelle application consiste en la construction d'une base de don-
nees multimedias munie de cinq tables (voir figure 21). Un peu plus loin dans Ie texte,
nous detaillerons la structure et Ie role de chaque table. Des que Pusager a specifie Ie
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FIG. 15 - Menu principal
FIG. 16 - Creation d'une nouvelle application
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nom de la nouvelle application, celui-ci est aussitot insere dans la liste des applications
disponibles dans PPM. Comme nous 1'avons signale deja, la liste des actions de base doit
etre fournie a 1'avance a TLPLan. Notre idee consiste a faire correspondre a chaque action
un ensemble de medias, qui vont constituer les sequences du film final. Pour stocker ces
medias, nous avons besoin d'une table Actions. L'interface de mise a jour de cette table
est illustree dans la figure 17.
FIG. 17 - Menu de mise a jour de la table des actions
D'apres Ie chapitre 2, nous savons que les predicats servent a decrire les buts et les
etats initiaux. Puisque PPM doit permettre a Pusager de formuler les buts a atteindre (c-
a-d., les taches a realiser) et eventuellement les etats initiaux, alors la liste des predicats
est stockee dans la table Pr edicats congue a cet effet. L'interface de mise a jour de cette
table est illustree dans la figure 18.
Apres la creation des deux tables Actions et Predicats, la sous-composante creation
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FIG. 18 - Menu de mise d jour de la table des predicats
et maintenance des applications accede au fichier qui contient la modelisation de 1'appli-
cation (i.e., la liste des predicats et la liste des actions). Pour chaque action de base et
chaque predicat, Ie script takeTLPLanModelisation cree un enregistrement dans la table
correspondante. Nous avons prefere extraire directement du fichier modelisation les noms
des predicats et des actions afin d'eviter les erreurs de saisie.
Nous savons que PPM ofFre la possibilite de formuler des etats initiaux, des buts
et des plans. Par consequent, nous avons besoin de trois autres tables pour pouvoir
stocker ces trois types d'information. Ces tables retiennent et mettent a jour toutes
les interactions usager-PPM. D'apres Ie chapitre 2, les taches a presenter et les etats
initiaux sont decrits par des conjonctions de predicats. La figure 19 montre 1'interface
de specification d'un etat-but a partir de la liste des predicats. La specification d'un
etat initial est une operation tout a fait similaire. La table de plans contient toutes les
presentations deja realisees. Chaque enregistrement de la table Plans est constitue d'un
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etat-but, d'un etat initial, d'une sequence d'actions et d'une description de cette sequence.
La figure 20 montre Pinterface qui permet la mise a jour d'un plan. Nous avons prevu de
laisser la possibilite a Pusager de modifier lui-meme un plan, dans Ie but de lui permettre
de personnaliser ses presentations.
FIG. 19 - Menu de mise d jour de la table des etats-buts
Nous savons que les scripts correspondants a chaque composante sont mis en oeuvre
dans Ie langage Lingo. Les programmes codes en Lingo sont listes dans la partie annexe de
ce memoire. Pour donner une idee bien precise de la mise en oeuvre des composantes, nous
allons presenter les scenarios qui sont a la base des programmes. La premiere fonction
que doit realiser cette sous-composante consiste a creer une base de donnees multimedias.
Le processus responsable de la creation de cette base est appele createDataBase, dont
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FIG. 20 - Menu de mise d jour de la table des plans
void Ie scenario:
1) createDataBase: Creation d
1.1)
1.2)
liste des applications ^ Ie
'une nouvelle application
nom de la nouvelle application
creation de la nouvelle base de donnees multimedias
1.2.1) creation de la
1.2.1) creation de la
1.2.1) creation de la
1.2.1) creation de la











Apres la creation de la base de donnees, la deuxieme fonction de cette sous-composante
consiste a remplir les tables Actions et Predicats a partir des listes des predicats et des
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actions. Le processus responsable de la realisation de cette tache est appele getTlplan-
Modelisation, dont voici Ie scenario :
2) getTlplanModelisation : Remplir les tables ACTIONS et PREDICATS
2.1) Lecture du fichier modelisation, pour chaque action et predicat Repeter:
2.1.1) table ACTIONS <- nom action
2.1.2) table PREDICATS •<— nom predicat, nombre de parametres du predicats
Le processus qui permet de formuler un but et un etat initial est appele formulate-
GoalInitialSt. Le role de ce processus est de permettre a Pusager de specifier les taches
qu'il veut visualiser et eventuellement les etats de depart correspondants s'il Ie desire. Le
scenario de ce processus est Ie suivant:
3) formulateGoalInitialSt: Formulation d'un but ou d'un etat initial
3.1) table BUT <- liste des predicats
3.2) table ETATS-INITIAUX ^- liste des predicats
Cette sous-composante permet aussi a 1'usager de formuler un plan, en specifiant les
sequences d'actions. Elle lui permet aussi de modifier manuellement des plans existants.
Le processus qui realise ces taches est appele formulatePlan. Son scenario de mise en
oeuvre est Ie suivant:











de la table PLANS ^— un but de la liste
initial de la table PLANS •<— un etat de
des buts
la liste de listes etats initiaux
de la table PLANS •<- une sequence d'actions choisies de la liste des actions
Nous avons explique en quoi consiste la creation d'une application sous PPM. Nous
allons voir maintenant comment fonctionne la sous-composante qui permet a Pusager de
choisir une tache a presenter.
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Creation et maintenance des applications de presentation
Base de donnees multimedia
s,
0I
FIG. 21 - Sous-composante de creation et de maintenance des applications
Sous-composante formulation de la tache a presenter
Avant de choisir une tache a presenter, Pusager doit d'abord choisir 1'application qui
Pinteresse. Le menu de la figure 22 permet la visualisation de la liste des applications exis-
tantes. En selectionnant une des applications, Ie menu de la figure 23 s'affiche. Parmi les
operations que 1'usager peut realiser, on trouve: maintenir la base de donnees multime-
dias correspondante a Papplication selectionnee, choisir une presentation automatique ou
choisir une tache a presenter. Le choix d'une presentation automatique permet a Pusager
de suivre sur 1'ecran une seule presentation multimedia qui couvre un ensemble de taches.
Get ensemble de taches est determine a Pavance dans une liste que PPM se charge de
trailer tache apres tache. Par exemple, si Pusager choisit de voir une presentation auto-
matique de 1'application "presentation d'un appareil photo", alors un film Director lui est
propose pour expliquer les manoeuvres necessaires pour Putilisation de cet appareil photo.
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proposees. Dans Fappellation de cette sous-composante, nous avons utilise Ie mot "formu-
lation", qui semble un peu ambitieux, alors que Ie mot "selection" semble plus approprie.
Le mot formulation est choisi avec la vision future que nous projetons pour Ie systeme
PPM. Cette composante fera Fobjet des plus importantes extensions envisagees pour
PPM. Nous en parlons dans la section "travaux futurs" de notre conclusion. La figure
23 montre la liste des taches a presenter contenues dans la table Buts de la base de don-
nees multimedias. La mise en oeuvre de cette composante est realisee par Ie processus
"selectGoal", developpe selon Ie scenario suivant:
5) selectGoal: Selection d'une tache
5.1) liste des taches <- les buts se trouvant dans la table des BUTS
5.2) selection d'une tache
Une fois que 1'usager a selectionne une tache, PPM procede a 1'analyse de cette interac-
tion.
3.2.2 Composante Analyse
La composante Analyse examine si la tache selectionnee a deja ete presentee durant
cette meme session. Dans ce cas, deux hypotheses peuvent etre a I'origine de cette selec-
tion: soit Pusager n'est pas satisfait de la presentation multimedia precedemment fournie,
soit c'est une erreur (ex. : usager distrait). Dans Ie cas d'une presentation non satisfai-
sante, la composante Analyse envoie la tache a la composante Controle avec 1'option
"tache a replanifier". Autrement dit, il faut ignorer 1'ancienne presentation et en plani-
fier une nouvelle. Si la tache est formulee pour la premiere fois, la composante Analyse
communique cette tache a la composante Controle pour etre planifiee. Dans Ie cas ou
c'est une tache formulee moins de trois fois, alors on prend Ie plan deja genere dans la
table des Plans pour monter Ie film correspondant. La figure 25 illustre ces difFerentes
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Selection de la tSche a presenter
^
^
Table des tSches a presenter
FIG. 24 - Formulation de la tdche d presenter
operations d'analyse des interactions PPM-usager. Le processus "anlyzelnteraction" qui
met en oeuvre cette composante est developpe selon Ie scenario suivant:
6) anlyzelnteraction: Analyse de la tache a presenter
6.1) Si tache deja presentee (verification dans la table des plans) Alors
6.1.1) Si cette tache est presentee plus de trois fois (3) Alors
6.1.1.1) supprimer ancien plan de la table des PLANS
6.1.1.2) planifier cette tache
6.1.2) Si Non
6.1.2.1) prendre Ie plan correspondant dans la table des PLANS Fin Si
6.2) Si Non
6.3) planifier cette tache Fin Si
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Inteface usager-systeme de planification
des presentations
tache ^ replanifier tache & presenter
Analyse des interactions avec
1'usager
^
Composante de controle des taches
a presenter
FIG. 25 - Analyse de la tdche a presenter
3.2.3 Composante Controle
La composante Controle communique la tache a presenter et la description de 1'etat
courant au planificateur et recupere de ce dernier Ie plan de la presentation generee (voir
figure 26).
La composante Controle est tres importante, d'une part, parce qu'elle se trouve au
centre du systeme (i.e., elle communique avec toutes les autres composantes), d'autre
part, parce qu'il y a des extensions importantes qui peuvent venir se greffer sur cette
composante. Par exemple, si on voulait ofFrir la possibilite a Pusager de formuler des
taches complexes composees de plusieurs sous-taches, cette composante pourrait deter-
miner 1'ordre de la planification des sous-taches. Si on voulait doter PPM d'un personnage
anime qui joue Ie role de presentateur, c'est encore avec cette composante que cet agent
interagirait.
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FIG. 26 - Composante Controle
La fonction pivot de cette composante est la communication avec TLPlan\ cette com-
munication se caracterise par 1'envoi a TLPLan de Petat-but, 1'etat courant et la recu-
peration d'un plan. Le scenario du piocessvLsInteractionTLPlanPPM^ qui met en oeuvre
cette fonction, est Ie suivant :
7) InteractionTLPlanPPM: Communication de la composante Controle avec TLPLan
7.1) fichier destine a TLPLan •<— tache a realiser et etat initial
7.2) execution de TLPLan
7.3) plan <- lecture d'un fichier contenant Ie plan genere par TLPLan
La composante Controle communique Ie plan de la presentation generee par TLPLan a
la composante Realisation.
3.2.4 Composante Realisation
Le role de la composante Realisation est de composer un document multimedia a
1'intention de 1'usager a partir du plan de presentation et les medias stockes dans la
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base de donnees. Le processus de realisation se compose de deux taches essentielles: la




Realisation de la presentation
multimedia
- selection des medias
- fusion et coordination des mediasl
FIG. 27 - Composante Realisation
Selection des medias
A chaque action est associee un ensemble de medias. La composante Realisation ac-
cede a ces medias dans la table Actions. Ces medias sont les casts qui vont composer Ie
film Director. Dans un premier temps, ces casts sont importes de la base de donnees vers
la table de distribution des casts, pour servir ensuite dans la composition de Panimation
multimedia. Sachant que les medias occupent un espace memoire non negligeable, les
casts sont supprimes de la table de distribution des casts a la fin de chaque presentation.
Le scenario suivant illustre la mise en oeuvre du processus importCast:
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8) importCast: Importation des casts necessaires pour composer Ie film
8.1) Tant que la liste du plan n'est pas vide repeter
8.2) prendre 1'action qui se trouve dans 1'entete de la liste plan
8.3) acceder a la table ACTIONS.
8.3.1) casts video •<— media video image de la table ACTIONS
8.3.2) casts son <<- media son de la table ACTIONS
8.3.3) casts texte •<- media texte de la table ACTIONS
8.2) Fin Tant que
Fusion et coordination des medias
A ce stade, PPM dispose de tous les medias necessaires a la composition d'un film
Director. La tache suivante est la generation de la table de montage. Chaque action va
etre representee par une trame, dans laquelle on ajoute les casts correspondants a cette
action. Ainsi, la table de montage est construite trame par trame. Chaque trame repre-
sente une scene du film final et toutes les frames ensemble constituent la presentation
multimedia attendue. Les casts prennent place dans des cellules pre-definies a 1'avance
et apparaitront sur la scene selon les coordonnees specifiees par les scripts Lingo qui leur
sont associes. Le processus qui permet de mettre ensemble les medias dans une frame est
appele fusion des medias. Par exemple, I5 action "retirer les piles" implique deux medias:
une sequence video et un fichier son. Ces medias sont ajoutes dans la raeme trame pour
constituer une scene du film.
Des scripts Lingo, qui sont eux-memes des casts, coordonnent ces medias. Par exemple,
la coordination entre la video et Ie son impliques dans 1'action "retirer les piles de leur
chambre , consiste a animer les deux casts ensemble et a ne passer a la trame suivante
que lorsque 1'animation du fichier de son est finie. Dans cet exemple, 1'animation du cast
de son dure plus longtemps que celle de la video. En plus, on a integre des contraintes
temporelles a 1'execution des actions. Par exemple, Paction "soulever Ie couvercle de la
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chambre des piles de Pappareil photo" dure au maximum 7 secondes. Au-dela de ce delai,
PPM passe directement a la lecture de la trame suivante. Actuellement, ces delais sont
specifies manuellement pour chaque action; il serait interessant de les integrer dans Ie
planificateur.
De la meme fagon que dans un magnetoscope, la lecture sequentielle des frames fait
apparaitre une animation du film sur 1'ecran. Finalement, Ie film est monte d'une maniere
dynamique et en temps reel selon Ie plan de presentation generee. Nous avons utilise les
outils ofFerts par Director en matiere de visualisation et de sonorisation des medias pour
ne pas les reecrire. Le scenario de base du processus score Generation^ qui met en oeuvre
la fonction de fusion des medias, est:
9) score Generation: Generation de la table score
9.1) Pour chaque action repeter
9.2) aller au frame suivant
9.2.1) cellule 1 <<- cast video
9.2.2) cellule 2 •(- cast son
9.2.3) cellule 3 ^— cast texte
Nous avons passe en revue tous les mecanismes de fonctionnement de PPM. Nous
avons explique comment PPM genere automatiquement et en temps reel des presenta-
tions multimedias. Le processus de generation est base sur la planification qui lui confere
un caractere intelligent et lui permet de generer des presentations qui satisfont les be-
soins individuels des usagers. La planification permet a PPM d'extraire dans Ie volume
des informations disponibles uniquement celles qui sont pertinentes aux presentations
attendues. Pour montrer Ie bon fonctionnement de PPM, nous aliens presenter dans Ie
chapitre suivant deux exemples. Le premier consiste en la presentation d'un appareil
photo. Le deuxieme consiste en une interface de navigation d'un personnage anime dans




Ce chapitre se divise en deux parties. La premiere partie presente les deux exemples
qui out servi de bancs d'essais pour PPM. Ces deux exemples tres difFerents montrent la
polyvalence de Pidee de la planification des presentations multimedias et permettent de
prendre conscience de 1'etendue des applications possibles de cette idee. Dans Ie premier
exemple, PPM doit generer des presentations multimedias qui apprennent a un usager
Putilisation d'un appareil photo. Dans Ie deuxieme exemple, PPM doit generer une in-
terface qui illustre la navigation d'un personnage de dessin anime dans un ensemble de
chambres connexes.
4.1 Exemple 1: Presentation d?un appareil photo
4.1.1 Description du probleme
Dans cet exemple, il s'agit de montrer a un usager les manoeuvres de base pour 1'utili-
sation d'un appareil photo. Les presentations multimedias generees devraient apprendre
a 1'usager a prendre une photo et a executer toutes les actions necessaires a la realisation
de cette manoeuvre (i.e., placer un film, retirer Ie film, placer les piles ou retirer les piles).
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4.1.2 Modelisation du probleme
Comme nous Pavons vu au chapitre 3, avant de creer une application sous PPM,
il faut d'abord la modeliser. L'analyse de la description du probleme nous permet de
distinguer cinq manoeuvres que Fusager peut operer sur 1'appareil photo : prendre une
photo, retirer les piles de leur chambre, placer les piles dans leur chambre, retirer Ie film
et placer Ie film. Si nous examinons ces manoeuvres, nous remarquons que, pour prendre
une photo, il faut savoir enlever Ie cache de 1'objectif et, bien entendu savoir Ie placer.
Pour pouvoir executer les quatre autres manoeuvres, il faut savoir ouvrir Ie couvercle de
la chambre des piles et celui de la chambre du film et savoir bien entendu les fermer.
Pour rafHner la modelisation, nous avons divise en deux actions distinctes la ma-
noeuvre "ouvrir couvercle". Ces deux actions sont "ouvrir Ie couvercle" et "soulever Ie
couvercle . Par consequent, fermer Ie couvercle devient baisser Ie couvercle" puis "fer-
mer Ie couvercle". Ainsi, la liste complete des actions associees a 1'utilisation d'un appareil
photo sont: "ouvrir Ie couvercle", "soulever Ie couvercle" , "baisser Ie couvercle", "fermer
Ie couvercle", "enlever Ie cache de 1'objectif", "placer Ie cache de 1'objectif", "prendre
une photo", "placer les piles", "retirer les piles" , "placer Ie film" et "retirer Ie film".
Rappelons que les predicats decrivent les actions de base, 1'etat du monde et la tache
a realiser. Ces predicats peuvent avoir pour arguments des variables qui sont instanciees
lors de la planification. Par exemple, si nous considerons Ie couvercle de la chambre
des piles, celui-ci peut etre ferme ou ouvert. Done, les proprietes "ouvert" et "ferme"
decrivent 1'etat du couvercle. Cela est represente dans Ie langage TLPLan par "(Ferme
s)", et "(Ouvert a;)" ou x est une variable qui sera afFectee durant la planification par
"Ie couvercle de la chambre des piles" ou "Ie couvercle de la chambre du film" . II existe
aussi des predicats sans arguments tels que "(caheObjEnleve)" pour indiquer que Ie
cache de 1 objectif est enleve. La figure 28 presente la liste des predicats tels que decrits
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dans Ie langage utilise par TLPLan. Nous remarquons que Ie nom du predicat est suivi
par Ie mot reserve "predicate" lui meme suivi par Ie nombre d'arguments utilises par ce









FIG. 28 - La liste des predicats de la presentation d)un appareil photo
de 1'action est precede du mot de ":name" et que les listes des preconditions, additions
et suppressions sont respectivement precedees des mots cles ":pre", ":add" et ":del".
4.1.3 Resultats
Selon Ie processus de generation des presentations multimedias, la premiere operation
a efFectuer consiste a creer la nouvelle application. Nous avons appele cette application
"Camera. VI 2". L'extension VI 2 fait reference au systeme de gestion des bases de don-
nees multimedias. Nous savons que les tables Actions et Predicats regoivent directement
leurs donnees du fichier qui contient la modelisation de 1'application. Par la suite, on
specific les medias associes a chaque action. Ce n'est qu'a partir de ce moment que 1'usa-
ger peut formuler les taches a presenter. Par exemple, la formulation de la tache "retirer
les piles de leur chambre" consiste a donner la description formelle de 1'etat du systeme
qui resulterait de la realisation de cette tache. Lorsqu'on retire les piles de leur chambre,
Ie nouvel etat se decrit par une chambre de piles vide. Cette situation peut etre decrite
formellement par Ie predicat "(Vide chambrepiles)". Pour atteindre un etat-but il faut
























:pre '((Vide ?x) (Souleve ?y))




:pre '((Dedans ?x) (Souleve ?y))
:add '((Vide ?x))
:del '((Dedans ?x)))

















FIG. 30 - La liste des actions de la presentation d'un appareil photo (suite)
particulier ou considerer que Petat courant du systeme est 1'etat initial, et ce, quelle que
soit la tache a realiser.
Supposons que 1 et at initial est 1'etat courant pour realiser la tache "retirer les piles
de leur chambre" et que cet etat est decrit par "une chambre de piles vide". Dans ce
cas, il est evident que Ie plan genere va d'abord expliquer comment placer les piles
dans leur chambre et ensuite comment les retirer. Nous remarquons que la tache "placer
les piles dans leur chambre" n'a pas ete explicitement specifiee au systeme et qu'elle
n'est pas necessaire a 1'explication de la tache "retirer les piles de leur chambre". Nous
concluons que dans ce type de presentation, Petat courant ne garantit pas la situation
de depart ideale a 1'explication des taches formulees. Au contraire, les plans generes
peuvent contenir des explications qui ne sont pas demandees par 1'usager. Par consequent,
les presentations multimedias composees a partir de ces plans peuvent etre vagues et
imprecises. Pour livrer des explications precises, nous proposons dans cette application
de specifier un etat initial particulier pour chaque tache a realiser. Par exemple, si 1'etat-
intial est decrit par "les piles dans leur chambre" et "Ie couvercle de la chambre des
piles est ferme" alors la presentation generee pour expliquer la tache "retirer les piles
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L'etape suivante consiste a importer les medias correspondants aux actions du plan
dans la table des casts a partir de la table Actions, puis a generer la table du score. La
lecture des frames generees permet a 1'usager de suivre sur 1'ecran un film Director qui
explique par Ie video et Ie son la procedure pour retirer les piles de leur chambre. La
figure 31 donne quelques extraits du film calcule suite a ce plan. Ces explications sont
simples et realistes et beaucoup plus agreables a suivre que de lire un papier avec des
dessins pas toujours clairs et des references croisees souvent deroutantes. Get exemple
pourrait bien exister dans des kiosques de vendeurs d'appareils photo.
FIG. 31 - Les films video qui illustrent Ie retrait des piles
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4.2 Exemple 2 : Navigation cPun personnage anime
4.2.1 Description du probleme
Dans cet exemple, il s'agit de fournir une interface graphique qui illustre la navigation
d'un personnage de dessin anime (Toto) dans un ensemble de chambres connexes com-
muniquant entre elles par des portes. Toto doit etre capable de se rendre dans n'importe
quelle autre chambre qu'on lui indique, a partir de la chambre ou il se trouve. L'itine-
raire de chaque deplacement n'est pas connu a Pavance. Au contraire, il est calcule par
TLPLan.
4.2.2 Modelisation du probleme
Ce probleme est assez simple a modeliser. Selon la description du probleme, nous iden-
tifions une premiere action qui consiste a passer d'une chambre a la chambre connexe.
La presence des portes oblige Toto a savoir ouvrir et fermer une porte. Ces trois actions
de base permettent a Toto de s'offrir n'importe quelle balade dans n'importe quel laby-










FIG. 32 - La liste des predicats de la presentation de la navigation du personnage anime
Toto
Le predicat "(agent x)" sert a preciser de quel agent il s'agit, car il est possible que
plusieurs agents partagent Ie meme environnement. Les predicats "(porteOuvert x)"
et "(porteFerme x)" permettent de preciser 1'etat de la porte (fermee et ouverte). Le
54
predicat "(connexe Porte chambrel chambre2)" precise que la chambre " chambrel" est
connexe a la chambre "chambre 2" et que les deux chambres communiquent par la porte
"porte 1". La Figure 33 presente la liste des actions de base de la navigation de Toto.
(add-strips-op
:name '(VaChambre ?ag ?chl ?ch2)
:pre '((DansChambre ?ag ?chl) (Connexes ?porte ?chl ?ch2) (porteOuverte Pporte))
:add '((DansChambre ?ag ?ch2))
:del '((DansChambre ?ag ?chl)))
(add-strips-op
:name '(OuvrirPorte ?ag Pporte Pchambre)
:pre '((DansChambre ?ag Pchambre) (porteFerme ?porte))
: add '((porteOuverte ?porte))
:del '((porteFerme ?porte)))
(add-strips-op
:name'(FermerPorte ?ag Pporte Pchambre)
:pre '((DansChambre ?ag Pchambre) (porteOuverte ?porte))
: add '((porteFerme Pporte))
:del '((porteOuverte ?porte)))
FIG. 33 - La liste des actions de la presentation de la navigation du personnage anime
Toto
4.2.3 Resultats
Contrairement au premier exemple, Toto part toujours de la chambre ou il se trouve
vers la chambre qu'on lui indique. Autrement dit, Petat initial pour Toto est toujours
Petat courant du monde. Par consequent, PPM doit garder une trace des transformations
que subit Penvironnement et doit posseder a n'importe quel moment la description de
Petat actuel de Penvironnement. Dans la table Actions, les trois actions correspondent a
des films Director. Les actions ouvrir et fermer une porte sont des films qui montrent une
porte s'ouvrir et se fermer accompagnes des sons simulant des claquements de portes.
L'action de se deplacer dans la chambre connexe est un peu plus complexe car il y
a quatre directions possibles pour se deplacer: nord, sud, est et ouest. Dans Director
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ceci est traduit par quatre films chacun montrant Toto se deplacer dans 1'une ou Fautre
direction. A la suite de chaque deplacement de Toto, PPM restaure 1'environnement de la
nouvelle chambre a partir de la description actuelle de Penvironnement. Chaque chambre
peut avoir d'une a quatre portes (une porte par direction) et chaque porte peut etre
fermee ou ouverte (voir figure 34).
FIG. 34 - L'environnement et les directions de deplacements du personnage anime Toto
Supposons qu'au depart Toto est dans la chambre 11 (voir figure 11), alors Petat
courant peut etre decrit par un ensemble de conjonctions de predicats dont void un
appergu:
(Agent Toto)A (dansChambre Toto chambrell) A (Connexe portell chambrell chambrel2)A
(Connexe portell chambrel2 chambrell)A (Connexe porte6 chambrell chambre6)A
(Connexe porte6 chambre6 chambrell)A (Connexe porte9 chambrell chambre9)A
(Connexe portel2 chambrell chambrel2)A (Connexe portel2 chambrel2 chambrell)A
(Connexe porte9 chambre9 chambrell)A (porteFerme portell)A (porteFerme portel2)A
(porteFerme porte6)...
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Si Pusager desire que Toto se deplace dans la chambre 9, alors 1'etat but peut etre
decrit par Ie predicat:
(dansChambre Toto chambre9)
Le plan genere par TLPLan est Ie suivant:
(ouvrirPorte portell) (vaChambre Toto chambrell chambreQ)
L'environnement change apres 1'execution du plan; Toto n'est plus dans la chambre 11,
mais dans la chambre 9 et la porte 11 n'est plus fermee, mais ouverte. Comme nous Pavons
explique dans Ie chapitre 2, TLPLan est dote d'un mecanisme efficace pour accelerer Ie
processus de recherche d'un plan. Dans cet exemple, lors de la planification, 1'exploration
du chemin passant d'abord par la chambre 6 est une eventualite, sauf que dans TLPLan,













Cette regle ecrite en logique temporelle specifie que si Petat-but requiert d'aller dans une
chambre connexe, alors il faut y aller tout de suite. Puisque dans cet exemple la chambre
9 est connexe a la chambre 11, cette regle force Toto d'aller directement dans la chambre
specifiee dans Petat-but. Lorsqu'on connait la distance a parcourir pour se rendre dans
une chambre connexe, une deuxieme strategic de controle permet a Toto d'aller dans la
chambre la plus proche. Toto, etant dans la chambre 11, passe par la chmabre 9 plutot
que la chambre 6 pour se rendre dans la chambre 1. Une troisieme strategie de controle
permet a Toto d'eviter les chambres impasses telles que la chambre 12, a moins qu'elles
ne soient specifiees dans les etats-but. Ces strategies simples et evidentes permettent dans
certains cas d'eviter des recherches inutiles. Le lecteur interesse trouvera plus de details
sur cette logique dans Particle [11].
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Chapitre 5
Les travaux du DFKI
Dans ce chapitre nous proposons un resume des travaux les plus recents et les proches
du notre pour permettre au lecteur de situer notre travail dans ce domaine de recherche.
Ces travaux sont realises par Ie DFKI (centre allemand Saarbrucken de la recherche en
intelligence artificielle) qui, par Poriginalite, des ses travaux est une equipe avant-gardiste
dans ce domaine.
5.1 Le systeme WIP
Pour Pequipe du DFKI, 1'aventure a commence en 1989 par Ie developpement d'un
systeme de presentation multimedia intelligent appele WIP {Knowledge-Based Presen-
tation of information) [3]. De la meme fa^on que dans PPM, WIP regoit une tache a
presenter et genere une presentation multimedia. Les medias utilises dans WIP sont Ie
texte et Ie graphique, qui ne sont pas des medias enregistres auparavant mais entierement
generes en temps reel pour satisfaire la tache a presenter. Pour cela, WIP est dote d'un
generateur de texte qui planifie chaque phrase a afficher et d'un generateur de graphique
qui planifie chaque dessin necessaire a la presentation. Ces deux generateurs sont sous
controle du planificateur de la presentation qui se charge de coordonner Ie graphique et
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Ie texte pour livrer une presentation coherente [8 .
5.2 Le systeme PPP
Le succes de la communication personne-personne est surement du a la rhetorique
et aux capacites didacticielles du presentateur. Get aspect constitue 1'ame du deuxieme
projet de Pequipe du DFKI. II s'agit du presentateur PPP (Personalized Plan-Based
Presenter) qui anime, montre, explique et commente verbalement et par Ie texte des
taches a presenter pour Pusager [6, 7, 9]. Dans la figure 35, PPP explique la mise en
marche d'un modem. Grace aux techniques du multi-fenetrage, PPP se deplace autour
de 1'objet qu'il est entrain de presenter et a Paide d'une regle, il pointe les endroits
qu'il commente. II est aussi dote de comportements destines a representer 1'intention de
Pusager. Par exemple, si PPM est en attente des donnees a presenter, au lieu de rester
fige comme une image on Ie voit faire des pas de gymnastique et essayer d'etre drole.
PPP peut afHcher des signes de joie ou de fatigue et d'autres signes d'emotion.
5.3 Le systeme AIA
Avec VInternet, sans Ie moindre doute Ie siecle de 1'information est entrain de se
preparer et meme de se vivre. A travers tous les reseaux qui nous sont accessibles,
nous sommes submerges par Pinformation et une des taches importantes auxquelles nous
sommes confrontes est la recherche de Pinformation. C'est pourquoi 1'equipe du DFKI
entame un projet ambitieux connu sous Ie nom AIA (Adaptaive Infobahn Assistant) [5].
AIA est un assistant des usagers qui naviguent a travers 1'Internet. II doit chercher, filtrer
et presenter 1'information dont les usagers ont besoin. En resume, il leur evite Ie casse
tete de la navigation dans Pocean d'information disponible. Ce systeme doit s'adapter
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FIG. 35 - PPP explique Ie fonctionnement d'un modem
aux besoins particuliers de chaque usager dans un environnement complexe, dynamique
et en perpetuelle evolution.
Par exemple, si un usager veut savoir quels sont les sites touristiques dans Ie Ca-
nada, AIA commence par trouver une carte du Canada puis precede a la recherche et
la localisation des sites sur la carte. Apres, il passe a la collecte de 1'information touris-
tique concernant chaque site. Enfin, il doit filtrer 1'information selon Ie profil d'interet de
1'usager pour lui communiquer 1'information escomptee. AIA doit repondre aux besoins
innombrables et imprevisibles des usagers. Dans ce meme exemple, un utilisateur aimerait
trouver les evenements culturels organises dans ces sites touristiques alors qu'un autre
utilisateur peut demander de savoir les sites touristiques hotes de salons informatiques.
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Conclusion
Dans ce projet, les legons apprises sont nombreuses et 1'apport est plus que satisfai-
sant. En plus des techniques acquises telles que la planification et la programmation sous
Lingo, ce travail nous a permis de realiser Ie role preponderant que peuvent jouer les
techniques de 1'intelligence artificielle dans Ie developpement des systemes informatiques
futurs. II n'est un secret pour personne que 1'avenir de I'informatique est etroitement lie
aux systemes multimedias. Le traitement et la representation de Fmformation de plus
en plus complexe et dont Ie volume est sans cesse en croissance, necessitent 1'utilisation
de nouvelles techniques. II est evident que les techniques classiques de developpement de
systemes ou il faut tout prevoir a Pavance sont completement inadaptees. La planifica-
tion, les systemes experts et les agents sont des alternatives a envisager. Tout au long de
ce memoire, nous avons essaye de montrer que la planification est une issue prometteuse.
Notre objectif consistait a developper un systeme capable de generer des presenta-
tions multimedias qui satisfont les besoins individuels des usagers. Par la realisation de
PPM, Pobjectif est pleinement atteint. Le role de TLPLan a ete largement expose dans
les chapitres 2 et 3. TLPLan est un logiciel completement independant de PPM et son
utilisation fait de PPM un systeme flexible et adaptable. Contrairement a un systeme
classique ou il faut coder les nouvelles presentations, dans PPM;, 1'usager n'a qu'a formu-
ler ces nouvelles taches et c'est TLPLan qui se charge de les planifier. PPM est adaptable,
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puisque si on veut presenter une nouvelle application, on n'a qu'a fournir a PPM les ac-
tions de base et les medias correspondants.
Notre contribution se concretise en deux points essentiels: Putilisation d'un systeme
auteur et Putilisation d'un planificateur puissant. L'utilisation du systeme auteur nous a
evite la reecriture de toutes les fonctions de manipulations des medias, et par consequent
elle nous facilite Ie developpement de notre systeme. Sans Director, la realisation de PPM
aurait pu etre une tache tres ardue. L'utilisation de TLPLan nous permet de generer des
plans instantanement des qu'une tache est formulee. Nous savons que dans WIP et PPP,
tout est planifie : Ie moindre pixel, Ie moindre mot est Ie resultat de la planification. Nous
savons aussi que la planification est un processus tres exigeant en temps. Alors nous
avons toutes les raisons de croire que pour planifier des taches complexes dans ces deux
systemes, il faut disposer de delais assez importants. ]V[alheureusement, les tres courtes
demonstrations disponibles sur 1' Internet ne nous permettent pas d'avoir des idees pre-
cises sur 1'efficacite de ces deux systemes. Bien entendu, Ie degre de raffinement dans
WIP et PPP est beaucoup plus important que dans PPM, mais, sachant que Ie facteur
temps est determinant dans ce type de systeme, une question importante surgit: a quel
degre de raffinement faut-il s'arreter? La reponse a cette question est surement liee au
type de systeme que 1'on veut realiser. Cependant, nous savons avec certitude que PPM
genere instantanement et en temps reel des presentations multimedias.
Certains aspects sont a ameliorer dans notre systeme:
• la formulation des taches : pour formuler une nouvelle tache dans PPM, 1'usager
doit exprimer cette tache par des conjonctions de predicats, ce qui n'est pas tres
commode pour des usagers non familiers avec la logique;
• 1'interaction PPM-usager: PPM ne permet aucune interaction avec 1'usager au
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moment de 1'execution de la presentation multimedia, sauf pour 1'arreter.
Pour remedier a ces deux faiblesses, nous proposons d'enrichir la composante de for-
mulation de la tache a presenter, de telle fagon que 1'usager puisse saisir du texte pour
exprimer son besoin. Les taches exprimees peuvent etre des buts complexes. Dans ce cas,
cette composante doit etre capable de les decomposer en sous-buts plus simples et de
determiner 1'ordre de leur planification.
Une deuxieme amelioration consiste a offrir a Pusager la possibilite d'interagir avec
PPM au moment de 1'execution de la presentation. Par exemple, dans Ie cas de la naviga-
tion de Toto, il serait interessant que Pusager puisse agir sur 1 environnement en ouvrant
ou en fermant une porte, ou en plagant des obstacles sur Ie chemin de Toto pour donner
un caractere realiste au systeme. Les environnements dans la vie reelle sont generalement
instables, dynamiques et incertains. Dans ce cas, PPM doit etre capable de percevoir Ie
moindre changement dans son environnement et interagir avec un planificateur reactif
capable de prendre les bonnes decisions dans n'importe quelle situation.
Les extensions que nous venons de proposer portent sur les aspects presentation (sys-
teme multimedia) et planification. Pour enrichir Ie style de presentation, il faut surement
se tourner vers les sciences sociales pour etudier Ie comportement de 1'usager afin de
determiner ses interets et ses attirances. Finalement, les systemes de presentations mul-




Les programmes sources de PPM
Dans cette annexe, nous allons presenter quelques uns des scripts (Lingo) de la mise
en oeuvre de PPM. Ces scripts sont des extraits de programmes des processus de PPM
presentes dans Ie chapitre 3. Nous commenQons par presenter les scripts lies aux films,
ensuite les scripts lies aux casts et enfin les scripts lies aux frames.
A.l Les scripts lies aux films





-- Si present.vi2 n'exists pas alors il faut exiter Builddb et stopMovie et




set the visible of sprite 16 to FALSE
set the visible of sprite 8 to FALSE
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set NULL = ""
set whichButton = EMPTY
set confirmOrCancelButton = EMPTY
set appChoice = EMPTY
set quitClick = 1
set existingApp = 2
set newApp = 3
set doneButton = 4
set cancelButton = 5




if whichButton = newApp then
set the castnum of sprite 5 to 8
end if
if whichButton = existingApp then
set the castNum of sprite 6 to 10
set the visible of sprite 9 to FALSE




-- Ce handler s'occupe de la gestion des clicks de 1'utilisateur a partir du menu
-- principal.
on processClick
global whichButton, existingApp, newApp




if whichButton = newApp then
set visible to FALSE
visibleOrNotMainMenu visible




-- quit the application
on disposeObjects
— Liberation de 1'espace alloue par les tables de la BD





if objectP(gTable) then gTable(mDispose)















Build the data base
on BuildDb
global db.presentName
-- Creation de la Base de Donnees.
if objectP(db) then mDispose(db)
set db = vi2dbe(mNew, the pathname & "present.vl2"/'Create","")
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if NOT objectP(db) then
if object?(db) 0 -12 then




--set the visible of sprite 16 to FALSE














-- Import de Donnees
Les donnees des differentes tables sont contenues dans des fichiers texte
— de la forme Champs <Tab> champs <TAB> .. . champs <Return>
global db,gTable,presentName, presentDesc
if not objectP(db) then
set db = Vi2dbe(mNew, the pathname & "present.vi2","Readwrite","")
if not objectP(db) then
Alert("Can't open database: Presentation")
set the visible of sprite 16 to FALSE






-- Table des actions
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-- cette table contient un champs Media chargement a 1'aide de filelo
set gTable = vl2table(mNew, db, "Applications")
if NOT objectP(gTable) then
Alert("Can't create table: Application")
set the visible of sprite 16 to FALSE





—set presentName = "Camera"
--set presentdesc = "Presentation"
put gtable(mAddRecord)
put gtable(mSetfield, "application", presentName)





--Initialisation de la base de donnees
on initdb
-- Ouverture de la BD et intitialisation des tables
global db, gAppT.n
if not objectP(db) then
set db = V12dbe(mNew, the pathname & "present.vi2","Readwrite","")
if not objectP(db) then
Alert("Can't open database: Presentation")
set the visible of sprite 16 to FALSE






set gappT = vl2table(mNew, db, "Applications")
if NOT objectP(gappT) then
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Put EMPTY into field "application"
set n = gappT(mSelectCount)
gappT(mGoFirst)
repeat with i=l to n




-- Construire les fichiers: actions, etats initiaux et buts a partir de la modelisation
— se trouvant dans TLPLAN " ?????world.lisp et ?????problems.lisp".
on findData
global oldPath, gReadModel, visible,whichButton
if objectP(gReadmodel) then gReadModel(mDispose)
set oldPath = "c;\tlplan\domains\camera\"
put FileIO(mNew, "Pread", oldPath & "*") into gReadModel
if gReadModel = -43 then
set visible to TRUE
deActivatesprites
visibleOrNotMainMenu visible




if gReadModel(mFileName) contains "world.Isp" then
worldHandle
if objectP(gReadmodel) then gReadModel(mDispose)
put FileIO(mNew, "Tread", oldPath & "problems.Isp") into gReadModel
problemsHandle
else
if gReadModel(mFileName) contains "problems.Isp" then
problemsHandle
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if objectP(gReadmodel) then gReadModel(mDispose)
put FileIO(mNew, "?read", oldPath & "world.Isp") into gReadModel
worldHandle
else
alert "II faut lire un fichier de type ????world.lsp ou ?????problems.Isp"






set visible = TRUE
visibleOrNotConfirmMenu
end findData
Rendre visible ou invisible sprites pour confirmer ou abondonner la creation de
la base de donnees.
on visibleOrNotConfirmMenu visible
put EMPTY into field "presentname"
put EMPTY into field "presentdesc"
if visible = TRUE then
set the visible of sprite 10 to TRUE
set the visible of sprite 11 to TRUE
set the visible of sprite 12 to TRUE
set the visible of sprite 13 to TRUE
set the visible of sprite 14 to TRUE
set the visible of sprite 15 to TRUE
else
set the visible of sprite 10 to FALSE
set the visible of sprite 11 to FALSE
set the visible of sprite 12 to FALSE
set the visible of sprite 13 to FALSE
set the visible of sprite 14 to FALSE




Rendre visible ou invisible les sprites pour confirmer ou abondonner la creation de
la base de donnees.
on visibleOrNotMainMenu visible
if visible = TRUE then
set the visible of sprite 3 to TRUE
set the visible of sprite 4 to TRUE
set the visible of sprite 6 to TRUE
set the visible of sprite 6 to TRUE
set the visible of sprite 7 to TRUE
—set the visible of sprite 8 to TRUE
—set the visible of sprite 9 to TRUE
else
set the visible of sprite 3 to FALSE
set the visible of sprite 4 to FALSE
set the visible of sprite 5 to FALSE
set the visible of sprite 6 to FALSE
set the visible of sprite 7 to FALSE
set the visible of sprite 8 to FALSE
set the visible of sprite 9 to FALSE
end if
end visibleOrNotMainMenu
Abondonner ou confirmer la creation de la base de donnees.
on confirmOrCancel
global confirmOrCancelButton, presentation, presentName, presentDesc,doneButton ,cancelButton
if confirmOrCancelButton = doneButton then
set presentName = word 1 of line 1 of field "presentname"
if presentName = NULL then
nothing
end if
set presentDesc = line 1 of field "presentdesc"
set visible to FALSE
visibleOrNotconfirmMenu visible





set the visible of sprite 16 to FALSE
set visible to TRUE
visibleOrNotMainMenu visible
deActivateSprites — Remettre Ie boutton new App non enfonce
end if
if confirmOrCancelButton = cancelButton then
alert("Creation d'application Abondonee")
set visible to FALSE
visibleOrNotconfirmMenu visible
set visible to TRUE
visibleOrNo-tMainMenu visible




— Creer la base contenant les tables: ACTIONS, INITIAL STATES ET GOALS a partir du
— Fichier ??????world.lisp
on worldHandle
global lineContent, gReadModel, charRead,actionsList, EndPredicate.predicateList
set predicateList = []
set actionsList = []
set lineContent = NULL
set contain = TRUE
repeat while contain
put gReadModel(mReadLine) into lineContent
if lineContent contains "def-described-symbols" then set contain = FALSE
if lineContent = "" then
alert " Fi-chier vide ou ne contenant pas de predicats..???????"








set charRead = NULL
repeat while charReadO charToNum("'") — code ascii 39
put gReadModel(mReadChar) into charRead
if charRead = -1 then
alert "Fichier vide ou ne contenant pas de predicate ???????"






put gReadModel(mReadChar) into charRead
if charRead = -1 then
alert "Fichier vide ou ne contenant pas de predicate ???????"





if charRead 0 charToNum("(") then
alert "la syntaxe de ce fichier n'est pas correcte ???????"















set predicate = EMPTY
set charRead = EMPTY
put gReadModel(mReadChar) into charRead
if charRead = -1 then
alert "Fichier vide ou ne contenant pas de predicats???????"





repeat while charRead = charToNum(" ") or charRead =charToNum("(")
put gReadModel(mReadChar) into charRead
if charRead = -1 then
alert "Fichier vide ou ne contenant pas de predicats???????"







set predicate = predicate & numToChar(charRead)
put gReadModel(mReadChar) into charRead
if charRead = -1 then
alert "Fichier vide ou ne contenant pas de predicats???????"
stopMovie
end if
repeat while charRead 0 charToNum(" ")
set predicate = predicate & numToChar(charRead)
put gReadModel(mReadChar) into charRead
end repeat
add(predicateList, predicate)
repeat while (charRead < 48 or charRead >57)
put gReadModel(mReadChar) into charRead
if charRead = -1 then





set nombreParam = nombreParam & numToChar(charRead)
put gReadModel(mReadChar) into charRead
repeat while (charRead >= 48 and charRead <=57)
set nombreParam = nombreParam & numToChar(charRead)
end repeat
add(predicateList, nombreParam)
repeat while charRead 0 charToNum("(")
if numToChar(charRead) = ")" then set parenthese = parenthese + 1
put gReadModel(mReadChar) into charRead
if charRead = -1 then




if parenthese = 3 then set EndPredicate = FALSE
put predicateList
end ProcessPredicateLine
-- Chercher les actions
on ProcessactionLine
global lineContent, gReadModel, charRead, actionsList
set actionsList = []
set lineContent = NULL
set EndFile = TRUE
repeat while EndFile
put gReadModel(mReadLine) into lineContent
if lineContent = "" then set endFile = FALSE
if lineContent contains "add-strips-op" then findAction
if lineContent = "" and actionsList =[] then
alert "fin fichier ou ne contenant pas d'actions..???????"
stopMovie
else










set charRead = NULL
repeat while charReadO charToNum("'") -- code ascii 39
put gReadModel(mReadChar) into charRead
if charRead = -1 then




put gReadModel(mReadChar) into charRead
repeat while charRead 0 charToNum(")")
set action = action & numToChar(charRead)
put gReadModel(mReadChar) into charRead
end repeat




global wordContent, gReadModel, charRead,goalList ,stateList
set goalList = []
set stateList = []
set wordContent = NULL
set wordContent = "|"
repeat while wordContent 0 ""
put gReadModel(mReadWord) into wordContent
if wordContent contains "setf" then findGoalState
if wordContent = "" and stateList = [] then
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global wordContent, gReadModel, charRead,goalList ,stateList
--trouver state
set initState = NULL
set goal = NULL
set state = FALSE
put gReadModel(mReadWord) into wordContent
if wordContent contains "state" then
set state = TRUE
else
if wordContent contains "goal" then
set state = FALSE
else




set charRead = NULL
repeat while charReadO charToNum("'") — code ascii 39
put gReadModel(mReadChar) into charRead
if charRead = -1 then




put gReadModel(mReadChar) into charRead
if charRead = -1 then
alert "Fichier vide ou ne contenat pas de state ou de goal???????"
nothingToDo
end if
if charRead 0 charToNum("(") then
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set parentheses = 0
repeat while parentheses <= 1
--put gReadModel(mReadChar) into charRead
repeat while charRead 0 charToNum(")")
if charRead = charToNum("(") then
set parentheses = 0
end if
if state = TRUE then
set initState = initState & numToChar(charRead)
else
set goal = goal & numToChar(charRead)
end if
put gReadModel(mReadChar) into charRead
end repeat
—set initState = NULL
--set goal= NULL
set parentheses = parentheses + 1
if parentheses <= 1 then
if state = TRUE then
set initState = initState fe numToChar(charRead)
else














put gReadModel(mReadChar) into charRead
repeat while charRead = charToNum(" ")









Creation de la Base de Donnee
set presentName ="camera"
set fichier = presentName fe ".vl2"
if objectP(dbobj) then mdispose(dbObj)
set dbObj = vl2dbe(mNew, the pathname & fichier,"Create","")
if Not object?(dbObj) then





set the visible of sprite 16 to FALSE



















put dbObj(mCreateField,"Predicate","Status"."String" , 1)
put dbObj(mCreateIndex,"Predicate", "predNDX","U","predicate" , "A")





put dbObj(mCreateIndex,"Goals","goalNDX" ,"U","Goal", "A")





put dbObj(mCreateIndex,"InitialSt","stateNDX" ,"U","state", "A")







put dbObj(mCreate Index,"Plans", "goalPNDX","D","Goal" , "A")









-- Import de Donnees
on importDatabase
-- Les donnees des differentes tables sent contenues dans des fichiers texte
-- de la forme Champs <Tab> champs <TAB> .. . champs <Return>
global dboj.gtable, actionsList, goalList , predicateList, NULL,presentName
set presentName ="camera"
set fichier = presentName & ".vl2"
if not object?(dbObj) then
set dbObj = V12dbe(mNew, the pathname & "Camera.vi2","Readwrite","")
if NOT objectP(dbObj) then
Alert("Can't open database: Camera")
set the visible of sprite 16 to FALSE






-— Table des actions
-- cette table contient un champs Media chargement a 1'aide de filelo
set gTable = vl2table(mNew, dbObj, "Actions")
if NOT objectP(gTable) then
Alert("Can't create table: Actions")
set the visible of sprite 16 to FALSE






put actionsList && RETURN after field "kad"
set fLen = count(actionsList)
-- Lecture des tuples
repeat with i=l to fLen -- exit only if end of file
set Action = getAt(actionsList, i)
set Description = NULL
set Sound = NULL
set Picture = NULL
set Texte = NULL
set Status = "A"
— Ajout d'un tuple
put gtable(mAddRecord)
put gtable(mSetfield, "Action", Action)
put gtable(mSetfield, "Description", Description)
put gtable(mSetfield, "Sound", Sound)
put gtable(mSetfield, "Picture", Picture)
put gtable(mSetfield, "Texte", Texte)
put gtable(mSetfield, "Status", Status)
put gtable(mUpdateRecord)
put action && RETURN after field "kad"
end repeat
--gTable(mDispose)
— Lecture des tuples
gtable(msetindex, "actionNDX")
gtable(mselect)
Put EMPTY into field "listl"
put "ACTIONS" && RETURN after field "listl"
set n = gtable(mSelectCount)
gtable(mGoFirst)
repeat with i = 1 ton











set gTable = vl2table(mNew, dbObj, "Goals")
if NOT objectP(gTable) then
Alert("Can't create table: Goals")
set the visible of sprite 16 to FALSE





set fLen = count(goalList)
— Lecture des tuples
repeat with i=l to fLen — exit only if end of file
set goal = getAt(goalList, i)
set Description = NULL
set Status = "A"
— Ajout d'un tuple
put gtable(mAddRecord)
put gtable(mSetfield, "Goal", goal)
put gtable(mSetfield, "Description", Description)





Put EMPTY into field "list2"
put "Goals" && RETURN after field "list2"
set n = count(goalList)
Repeat with i = 1 to n
put gtable(mgetfield, "Goal") fefe
gtable(mgetfield, "Description") &&
gtable(mgetfield, "status") &&




-—- Table etats initiaux
set gTable = vl2table(mNew, dbObj, "InitialSt")
if NOT object?(gTable) then
Alert("Can't create table: Initial States")
set the visible of sprite 16 to FALSE





set fLen = count(goalList)
-- Lecture des tuples
repeat with i=l to fLen -- exit only if end of file
set state = getAt(stateList, i)
set Description = NULL
set Status = "A"
-- Ajout d'un tuple
put gtable(mAddRecord)
put gtable(mSetfield, "State", state)
put gtable(mSetfield, "Description", Description)
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Put EMPTY into field "list3"
put "Initial States" && RETURN after field "list3'
set n = gtable(mSelectCount)
gtable(mGoFirst)
repeat with i = 1 to n
put gtable(mgetfield, "State") &&
gtable(mgetfield, "Description") &&
gtable(mgetfield, "status") &&





set gTable = vl2table(mNew, dbObj, "Predicate")
if NOT objectP(gTable) then
Alert("Can't create table: Predicate")
set the visible of sprite 16 to FALSE





set fLen = count (predicateLis-b)
— Lecture des tuples
repeat with i=l to fLen — exit only if end of file
set predicate = getAt(predicateList, i)
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set i =i +1
set param = getAt(predicateList, i)
set Description = NULL
set Status = "A"
— Ajout d'un tuple
put gtable(mAddRecord)
put gtable(m3etfield, "Predicate", predicate)
put gtable(mSetfield, "param", param)






Put EMPTY into field "list4"
put "predicate" && RETURN after field "list4"
set n = gtable(mSeIectCount)
gtable(mGoFirst)
repeat with i = 1 ton
put gtable(mgetfield, "predicate") &&
gtable(mgetfield, "Param") &&
gtable(mgetfield, "status") &&






les programmes de khal.dir
global whichButton, presentChoice, goalChoice, upDateChoice, automaticChoice, interactifChoice,
contentChoice,whatChoice,actionsList, markerList,plan!s,specifChoice
,predicateChoice, actionChoice, planspresented, SoundTime, SoundFile
on StartMovie
-- Ouverture des librairies pour la gestion de la base de donnees
openXlib "vl2dbe"
openXlib "vl2table"
initdb — Script a appeler pour ouvrir la base de donnees et les differents handler des tables
init
end -- start Movie
on init
set the visible of sprite 22 to FALSE
set the visible of sprite 15 to FALSE
set the visible of sprite 23 to FALSE
set the visible of sprite 21 to FALSE
set the visible of sprite 19 to FALSE
set the visible of sprite 20 to FALSE
set the visible of sprite 18 to FALSE
set the visible of sprite 16 to FALSE
set whichButton = EMPTY
set presentChoice = 1
set goalChoice = 2
set updateChoice = 3
set automaticChoice = 4
set interactifChoice = 5
set whatChoice = 6
set contentChoice = 7
set specifChoice = 8
set actionChoice = 9
set predicateChoice = 10
set plansPresented = []
liste des actions de la modelisation defenie dans TLPlan.





set soundFile =["closebat.wav", "downbat.wav", "inbat.wav", "openbat.wav", "outbat.wav","upbat.wav"]
set soundTime = [7,6,7,7,6,6]
-- Liste de tous les Arguments
Put EMPTY into field "update"
put "Graphical Updates" fefe RETURN &&
"Content Updates" && RETURN after field "update"
Put EMPTY into field "content"
put "Actions Updates" && RETURN &&
"Predicate Updates" && RETURN &&
"Initial states updates" && RETURN &&
"Goal Updates" &fe RETURN &&




put Empty into field "goal"
ggoalsT(msetIndex,"goalNDX")
ggoalsT(mselect)
set n = ggoalsT(mSelectCount)
ggoalsT(mGoFirst)
Repeat with i = 1 to n
put ggoalsT(mgetfield, "Description") &&




-- on Stop Movie
on disposeObjects













--Initialisation de la base de donnees
on initdb
-- Ouverture de la BD et intitialisation des tables
global dbObj, gactionsT, ggoalsT, ginitialstT, gplansT, gplanpresT
if objectP(dbObj) then dbObj(mdispose)
set dbObj = V12dbe(mNew, the pathname & "Camera.vl2","Readwrite","")




set gactionsT = vl2table(mNew, dbObj, "Actions")
if NOT objectP(gactionsT) then
Alert("Can't create table; Actions")
exit
end if
set ggoalsT = vl2table(mNew, dbObj, "Goals")
if NOT objectP(ggoalsT) then
Alert("Can't create table: Goals")
exit
end if
set ginitialstT = vl2table(mNew, dbObj, "InitialSt")
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if NOT objectP(gini-tialStT) then
Alert("Can't create table: Initial State")
exit
end if
set gplansT = vl2table(mNew, dbObj, "Plans")
if NOT objectP(gplansT) then
Alert("Can't create table: Plans")
exit
end if
set gplanpresT = vl2table(mNew, dbObj, "Planpres")
if NOT objectP(gplanPresT) then




— activation des sprites corrspondant aux clicks effectues
on activateSprites
if whichButton = automaticChoice -then
set the puppet of sprite 4 to TRUE
set the castNum of sprite 4 to 29
updateStage
-- the rest is coming
end if
if whichButton = interactifChoice then
set the puppet of spri-fce 7 to true
set the castNum of sprite 7 to 31
updateStage
-- the rest is coming
end if
if whichButton = presentChoice then
set the puppet of sprite 10 to true
set the castNum of sprite 10 to 35
updateStage
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set the visible of sprite 22 to TRUE
-- the rest is coming
end if
if whichButton = whatChoice then
set the puppet of sprite 13 to true
set the castNum of sprite 13 to 33
updateStage
set the visible of sprite 21 to TRUE
-- the rest is coming
end if
end activateSprites
-- des-activation des sprites corrspondant aux clicks effectues
on deActivateSprites
if whichButton = automaticChoice then
set the puppet of sprite 4 to true
set the castNum of sprite 4 to 28
update St age
set the visible of sprite 15 to FALSE
— the rest is coming
end if
if whichButton = interactifChoice then
set the puppet of sprite 7 to true
set the castNum of sprite 7 to 30
updateStage
set the visible of sprite 15 to FALSE
— the rest is coming
end if
if whichButton = presentChoice or whichButton = contentChoice
or whichButton = upDateChoice then
set the puppet of sprite 10 to true
set the castNum of sprite 10 to 34
update St age
set the visible of sprite 15 to FALSE
set the visible of sprite 22 to FALSE
set the visible of sprite 23 to FALSE
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-- the rest is coming
end if
if whichButton = whatChoice or whichButton = goalChoice then
set the puppet of sprite 13 to true
set the castNum of sprite 13 to 32
updateStage
set the visible of sprite 15 to FALSE
set the visible of sprite 21 to FALSE




global ggoal, gplan.gapp, planls
if whichButton = goalChoice then
gplansT(msetindex, "goalNDX")
set state = "(batterin) (Coverbatup)"





if gplansT(mselect) 0 0 or gplansTQngetfield, "plan") = -1223 then
Alert("Plan non existant dans la BD, Ie systeme va lui generer un plan")
set state = "(batteryin) (coverbatClosed)"
writeFile state, ggoal
open "lisp.exe"
set gReadObject = -43
repeat while gReadObject=-43
startTimer
repeat while the timer < 60*5
nothing
end repeat
put file!o(mNew, "read", "c:\allegro\plan.txt") into gReadObject
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end repeat













if whichButton = contentChoice then
disposeObjects
if gapp = "actions" then play frame "actions" of movie "khal.dir"
if gapp = "Predicate" then play frame "Predicates" of movie "khal.dir"
if gapp = "Plans" then play frame "plans" of movie "khal.dir"
if gapp = "Goal" then play frame "goals" of movie "khal.dir"






repeat with i = 1 to the number of words in gplan






— Handler for reading the plan commuicated with TLPLan
on readFile
global gReadObject, planls
set planls = []
-- Select the file for reading
put file!o(mNew, "read", "c:\allegro\plan.txt") into gReadObject
put gReadObject
—methods the contents
put gReadObject(mReadChar) into text
put text
repeat while text >= 0 and text < 200 then
if text = 13 or text = 31 or text = 10 or text = 0 then
nothing
else
set action = EMPTY
if numToChar(text) = "(" then
repeat while numToChar(text) 0 ")"
set action = action & numToChar(text)
put gReadObject(mReadchar) into text
end repeat




put gReadObject(mReadchar) into text
end repeat
—if objectP(gReadObject) then gReadObject(mDispose)
put planis
gReadObject(mDelete)
if the result < 0 then alert "Plan.txt ne peut etre supprime"
end readFile
-- Handler for writing the goal and the initial state to commuicat with TLPLan
on writeFile state, ggoal
global gWriteObject,plan!s
set planls = []
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— Select the file for Writing
put file!o(mNew, "write", "c:\allegro\gands.txt") into gWriteObject
if objectP(gWriteObject) then gWriteObject(mDispose)
put file!o(mNew, "append", "c:\allegro\gands.txt") into gWriteObject
gWriteObject(mWrite3tring, "("& statefe")" &RETURN)
gWriteObject(mWriteString, "("feggoalfe")")
if objectP(gWriteObject) then gWriteObject(mDispose)
end WriteFile
on runPlan
global planIs,listAvi,ListCastAvi,listBmp, listCastBmp, listWav, listCastWav, ListPlansPresented
CommonSubGoal
set the visible of sprite 15 to FALSE







set n = count(planls)
set avi =35
set bmp =45
set wav = 55
gactionsT(msetindex, "actionNDX")
repeat with i= 1 to n
Prendre les images correspondantes a 1'action
gactionsT(msetcriteria, "action", "=", getAt(plan!s,i))
gactionsT(mSelect)
set k = avi +i
if gac-fcionsT(mgetField,"picture") 0 -1 then
put gactionsT(mgetField,"picture")
if getPos(listavi, gactionsT(mgetField,"picture" )) 00 Then










importFileInto cast k ,"C:\director\learning\"& gactionsT(mgetField,"picture")
end if
Prendre les sons correspondantes
set k = Bmp + i
put gactionsT(mgetField,"text")
if gactionsT(mgetField,"text") 0 -1 then
if getPos(listBmp, gactionsT(mgetField,"text" )) 0 0 Then






importFileInto cast k ,"C:\director\learning\"& gactionsT(mgetField,"text")
end if
Prendre Ies sons correspondantes sons
put gactionsT(mgetField,"Sound")





repeat with i=l to n
go to frame "Ml"
if listcastavi 0 [] then
if getAt(listcastavi,i) 0 "" then




if listcastBmp 0 [] then
if getAt(listcastBmp,i) 0 "" then






set temp = 0
set temp = getAT(soundTime,getPos(SoundFile, getAt(listWav,I)))
if getAt(listWav,I) 0 -1 then sound playFile i, "C:\director\learning\"& GetAt(listWav,i)
if getAt(listcastavi,i) contains ",avi" then
puppetSprite 2, TRUE
set the movieTime of sprite 2 to 0
set the movieRate of sprite 2 to 1
end if
if getAt(listWav,I) 0 "" then sound playFile 1, "C:\director\learning\"& GetAt(listWav,i)
startTimer





repeat with i=36 to 59
erase cast i
end repeat
set the visible of sprite 13 to TRUE
set the visible of sprite 15 to TRUE





set n = count(planls)
set plan = EMPTY
repeat with i=l to n
if plan = empty then
set plan = plan & getAt(plan!s, i)
else












global planls, plansPresented, myPlan
set plan = EMPTY
set n = count(planis)
repeat with i=l to n
if plan = EMPTY then
set plan = plan & getAt(plan!s, i)
else
set plan = plan && getAt(plan!s, i)
end if
end repeat




set n = count(plansPresented)
set subgoal = EMPTY
repeat with i =1 to n
if getAt(plansPresented, i) contains plan then
alert(" Ceci est un sous but d'un but deja presente")
exit
set subgoal = getAt(plansPresented, i)








—set the visible of sprite 20 to TRUE
—set the visible of sprite 18 to TRUE
—set the visible of sprite 16 to TRUE
—update St age




—global plan, planls, myPlan, confirmation
--if confirmation = "oui" then
—set the itemDelimiter = " "
--put the number of items in myplan into n
—repeat with i =1 to n
--put item i of myplan into action




—set confirmation = EMPTY
—end
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A.2 Les scripts lies aux casts
on mousedown
set the castNum of sprite 14 to 6
updateStage




if the frameLabel = "Goals" or the frameLabel = "initialStates" then
global goalUpdateChoice, addGoal, addPredicate, predicateList
set the castNum of sprite 14 to 5
updateStage
if goalUpdateChoice = addGoal then
set the castNum of sprite 2 to 62
set the castNum of sprite 3 to 65
set the castNum of sprite 12 to 12
updateStage
put EMPTY into field "GoalsPred"
set predicateList = []
initPredicate
set goalUpdateChoice = addPredicate
exit
end if
if goalUpdateChoice = addPredicate then
global gnomPredicate, gnbpredicate.predicateList, gpredicateLine
if getPos(predicateList, gnomPredicate) then exit
set gpredicateLine = gpredicateLine + 1
put gnbpredicate && gnompredicate && RETURN after field "goalspred"




-- cas de plans
if the frameLabel = "Plans" then
global planUpdateChoice, addPlan, addAction, actionList
set the castNum of sprite 14 to 5
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updateStage
if planUpdateChoice = addplan then
set the castNum of sprite 2 to 24
set the castNum of sprite 3 to 27
— set the castNum of sprite 12 to 12
update St age
put EMPTY into field "plansAction"
set actionList = []
initAction "actionlist"
set planUpdateChoice = addAction
exit
end if
if planUpdateChoice = addAction then
global gnomAction, gnbAction.actionList, gactionLine
if getPos(actionList, gnomAction) then exit
set gActionLine = gActionLine + 1
put gnbAction &fe gnomAction && RETURN after field "plansAction"






set the castNum of sprite 12 to 15
updateStage




set the castNum of sprite 12 to 12
updateStage
if the frameLabel = "Goals" or the frameLabel = "initialStates" then
global goalUpdateChoice, addPredicate, addgoal.predicateList, gpredicateLine
if goalUpdateChoice = addPredicate then
put EMPTY into field "goalspred"
set predicateList = []





-- cas concernant des plans
if the frameLabel = "Plans" then
global planUpdateChoice, addAction, addplan,actionList, gactionLine
if planUpdateChoice = addAction then
put EMPTY into field "plansaction"
set actionList = []






global gnomPredicate, gnbpredicate.predicateList, gpredicateLine.goalUpDateChoice,
addPredicate, addGoal
set the castNum of sprite 12 to 15
set the castNum of sprite 2 to 62
set the castNum of sprite 3 to 65
update St age




global gnomPredicate, gnbpredicate.predica-fceList, gpredica-fceLine.goalUpDateChoice,
addPredicate, addGoal, modifyGoal
set the castNum of sprite 12 to 13
updateStage
if goalUpdateChoice = addGoal then
set gpredicateLine = count(predicateList)
set goalUpdateChoice = addPredicate
initPredicate
set modifyGoal = TRUE -- s'il s'agit d'une modification.
exit
end if
—put EMPTY into field "GoalsPred"
--set predica-beList = []
set gpredicateLine = gpredicateLine + 1
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put gnbpredicate && gnompredicate && RETURN after field "goalspred"




set the castNum of sprite 16 to 8
updateStage




set the castNum of sprite 15 to 7
update St age
if the frameLabel = "Goals" or the frameLabel = "initialStates" then
global goalUpDateChoice, addpredicate, addGoal, gpredicateLine
, predicatList, modifyGoal
if goalUpdateChoice = addPredicate then
set the castNum of sprite 2 to 60
set the castNum of sprite 3 to 63
set the castNum of sprite 12 to 13
update St age
put EMPTY into field "GoalsPred"
set predicateList = []
set gPredicateLine = 0
end if
end if
-- Gas d'un plan
if the frameLabel = "Plans" then
global planUpDateChoice, addAction, addGoal, gactionLine
actionList
if planlIpdateChoice = addaction then
set the castNum of sprite 2 to 22
set the castNum of sprite 3 to 25
—set the castNum of sprite 12 to 13
updateStage
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put EMPTY into field "plansaction"
set actionList = []












put EMPTY into field "ActsList"
set gactionsT = vl2table(mNew, dbObj, "Actions")
if NOT objectP(gactionsT) then





set n = gactionsT(mSelectcount)
repeat with i = 1 ton
put gactionsT(mgetfield, "action") &&
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