Although software reuse can improve both the quality and productivity of software development, it will not do so until software developers stop believing that it is not worth their effort to find a component matching their current problem. In addition, if the developers do not anticipate the existence of a given component, they will not even make an effort to find it in the first place.
INTRODUCTION
A wide gap exists between the constantly increasing demands of complex software systems and the capability of the software industry to deliver quality software systems in a timely and costeffective manner. Software reuse, a development method of using existing reusable software components to create new systems, has been shown through empirical studies to improve both the quality and productivity of software development [1] . Software reuse also increases the evulvability of software systems because complex systems evolve faster when they are built from stable subsystems [35] . However, before developers can take advantage of reuse, they must be able to locate reusable components easily and quickly.
This paper focuses on the issues surrounding reusable component location. We apply cognitive engineering [31] to build a model of the reuse process. Based on this cognitive model and our past research on the effective use of large information spaces [15] , we identify barriers to component location. Current reuse repository systems do not sufficiently support the whole range of reusable component location activities, especially in the phase of forming reuse intentions. We argue that reuse repository systems should be designed from a developer-centered perspective for reuse to be widely embraced by developers. A prototype of a developercentered reuse repository system, CodeBroker, is described.
CodeBro~r runs as an active process in a software development environment. It infers developers' needs for reusable components by monitoring their interaction with the development environment. Potentially reusable components are located and delivered to the developer in a non-intrusive manner.
BARRIERS TO C O M P O N E N T REUSE
Current reuse repository systems are designed to support the development-with-reuse process model. Development-with-reuse treats the reuse process as a separate process to be incorporated into development practices. This is a methodology-centered perspective. It requires that developers change their current practice to adopt reuse. Against this view, we argue that even though reuse may be a goal for the company, it is not a primary goal of developers; it is only one of many means they use to accomplish their development tasks. Only when developers perceive reuse as having immediate benefit, will reuse be readily embraced [22] .
A Cognitive Model of the Reuse Process
Software reuse is primarily a cognitive activity that starts with a goal in the mind of a developer. To achieve such goals, developers have to translate internal intentions into a series of physical actions constrained by a reuse repository system [31] . Figure 1 illustrates the actions necessary for the reuse process to succeed. First, developers must consciously decide to use the repository, we call this forming a reuse intention. Second, they must formulate their intention as a query in the vocabulary of the reuse repository. Third, when the repository returns matching components, developers must choose the right one to integrate into their work. The following sections analyze in detail the challenges of each step. 
Vocabulary Learning." A Prerequisite for Forming Reuse Intentions
Reusable components help developers think at higher levels of abstraction. Like the introduction of a new word into the English language that increases our ability to reason and communicate, reusable components increase the ability of the developer to create and interpret designs [26] . However, developers must learn the syntax and the semantics of the new vocabulary to take advantage of reuse repositories and to be able to form and express their reuse intentions. Vocabulary learning is a major part of the cognitive barrier to reuse [3] .
Conceptual Gap in Formulating Reuse Queries
Formulating reuse queries refers to transforming internal reuse intentions into explicit, external reuse queries. Reuse intentions, derived from development activities, are conceptualized in the situation model [25] that is related to the application task to be solved and to the concerns of the developer. A situation model is the mental model a developer has of his environment. A system model is the "actual" model of a computer system. For a component to be retrieved, these intentions need to be mapped from the user's situation model onto the system model, namely the repository system [13] . Without enough knowledge about the system model of reuse repository systems, developers cannot formulate reuse queries appropriately. This conceptual gap between situation and system model is another cognitive barrier to reuse.
Effective Retrieval Mechanisms
Executing the retrieval process involves finding the components that match given reuse queries. An effective retrieval mechanism--including a representation schema for the purpose of indexing and matching criteria between a query and a component--is essential. A complete and precise representation can make the matching more precise and retrieval more effective. However, because the same representation is also used by developers to specify their reuse queries, the format of representation is limited by the developers' willingness to formulate long and precise queries [30] .
Retrieval by Reformulation
Retrieved components only match reuse queries. It is difficult for most reusers to create a well-defined query on their first attempt.
Retrieval by reformulation is the process through which queries are incrementally improved until they express the query that matches their reuse intentions [10, 37] .
Integration Requires Comprehension
In order to integrate a reusable component into their program, developers must first comprehend it. In some cases, the reusable component needs to be modified and this requires that the developer understand how the component is implemented. Our previous research has demonstrated that explanations linking the concept embodied in the component to its implementation are useful [17] .
Information Islands in Reuse Repository
There arc three modes for a developer to use a reuse repository:
reuse-by-memory, reuse-by-recall, and reuse-by-anticipation.
In" the reuse-by-memory mode, while designing a new program, developers may notice similarities between the new program and reusable components whose names and functionality are well known; therefore, they can directly reuse those components with no difficulty. Because they remember the components, they can find them without much effort.
In the reuse-by-recall mode, developers remember that a component exists, but don't remember exactly which component it was. They know the repository contains relevant material and know it might be worth searching.
In the reuse-by-anticipation mode, developers formulate reuse intentions based on their anticipation of the existence of certain reusable components. Though they don't know of relevant components for certain, their knowledge of the domain, the development environment, and the repository is enough to motivate them to search in hopes of finding relevant components.
Unfortunately, developers' anticipation of available reusable components does not always match real reuse repository systems. Empirical studies on the use of high-functionality computing systems (e.g. reuse repository systems) have discovered that there are four levels (L) of user knowledge ( Figure 2 ) [15] .
In Figure 2 , ovals represent levels of knowledge of an information space, and the rectangle represents the actual information space, labeled L4. L1 represents those elements (reusable components) that are well known, easily employed, and regularly used (reused) by a developer. L1 corresponds to the reuse-by-memory mode. L2 contains components known vaguely and reused only occasionally explains the observed phenomenon of "developer machoism"--developers have a tendency to chronically underestimate how difficult a programming task is and overestimate the costs of reuse [21] .
Another known phenomenon in the decision-making process of human beings is loss aversion--the tendency to be far more Many components exist in the area of (L4 -L3), and their existence is not known to developers. Consequently, there is little possibility for developers to reuse them because people do not ask for what they do not know [18] . Components in (L4 -L3) thus become information islands [7] , inaccessible to developers without appropriate tools. As reuse repositories grow, this area also grows. Repositories are not static---it is expected that they will evolve over time, and this will increase the size of(L4 -L3).
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Unknown Components
Many reports about reuse experience of industrial software companies illustrate this inhibiting factor of reuse. Devanbu et al. [5] report that because developers are unaware of reusable components, they repeatedly re-implement the same function--in one case, this occurred ten times. This kind of behavior is also observed as typical among the four complies investigated in [9] . From the experience of promoting reuse, Rosenbanm and DuCastel [34] conclude that making components known to developers is a key factor for successful reuse. Developers will reuse those components repeatedly once they have reused them once [24] .
Cognitive Biases against Reuse
Human beings often try to be utility-maximizers in the decisionmaking process [33] and developers are no exception. Reuse utility is the ratio of reuse value to reuse cost. All actions identified in §2.1 have associated costs. Additionally, reuse costs also include the reallocation of working memory and the disruption of workflow caused by switching back and forth between development environments ~lnd reuse repository systems.
There is no objective estimation formula for reuse value and reuse cost. The estimation made by developers during their development activities is quite subjective and suffers from cognitive biases against reuse.
Once problem solvers discover a strategy that "gets the job done," they are less likely to discover new strategies until they are completely stuck [33] . Even today, for most developers, building programs from scratch is the proven strategy. This partially sensitive to potential loss than to potential gain [33] . Starting a reuse process requires a mental switch. The demand on working memory and time is immediate, while the potential gain is unclear. Reducing the perceived loss of reuse is thus very important.
ACTIVE INFORMATION DELIVERY IN REUSE REPOSITORY SYSTEMS
Current reuse repository systems are passive in the sense that they support only query-based information access. Developers must formulate reuse queries explicitly. However, because reuse que.ries are generated from the development activities and most software development activities are carried out with computeraided software engineering tools, it is possible for reuse repository systems to play a more active role in supporting reuse.
Active Information Delivery
In active information delivery systems [2, 15, 16] , the relevant information is delivered at the right moment for a problem solver to consider. In contrast to the query-based information access mechanism, active information delivery systems present information to developers without having been asked for it explicitly.
Simon [35] has pointed out that cognitive activities are determined by the environment in which they take place. The environment includes information present in the workspace (development environment in our case), and information present in the memory of human beings. Subsequent problem solving actions are chosen by incorporating new information from the developer's memory triggered by cues present in the workspace. Based on this analysis, reuse-by-memory and reuse-by-recall incorporate information of reusable components in the memory of developers triggered by cues in the development environment. Active information delivery plays a similar role to augment the memory of developers. It uses the cues present in the development environment to predict the needs for reusable components. Based on the prediction, it locates and delivers potentially reusable components.
Active information delivery builds a bridge to information islands in a reuse repository by bringing unknown components to the attention of developers. It reduces reuse costs by eliminating the steps of query formulation as well as the context switch between the development environment and a reuse repository system [38] .
Reuse repository systems equipped with active information delivery mechanisms are called active reuse repository systems.
A critical challenge for active delivery systems is the contextualization of new information to the task at hand. Active systems ("push components") which just throw a piece of decontextualized information at users, for example Microsoft
Office's Tip of the Day, are of little use, because they ignore the working context. Our previous research on incorporating active information delivery into domain-oriented design environments [16] identified that the delivered information must be relevant both to the user's task at hand, and the background knowledge of the user himself [12] .
Relevance to the Task at Hand
Delivering information relevant to the task at hand requires that one use the information in the development environment to anticipate the user's information needs.
A software program has three aspects: concept, code and constraint. The concept of a program is its functional purpose or goal; the code is the embodiment of the concept; and the constraint is the environment in which it runs. This characterization is similar to the 3C model of Tracz [36] , who uses concept, content and context to describe a reusable component.
Important concepts of a program are often contained in informal information structures. SoRware development is essentially a cooperative process among many developers. Programs include both formal information for executability and informal information for readability by peer developers. Informal information includes structural indentation, comments, and identifier names. Comments and identifier names are Important beacons for the understanding of programs, because they reveal the important concepts of programs [2, 9, 29] .
One important constraint of a program is its type compatibility, which is manifested in its signature. A signature is the type expression of a program, and defines its syntactical interface. For a reusable component to be easily integrated, its signature should be compatible with the environment into which it is going to be incorporated. Other constraints of a program can be its implementation language, its performance, its quality and so forth.
Combining the concept revealed through comments, as well as constraints revealed through signatures, it is possible to find a component that can be reused in the current development task. If the component shows high similarity in concept and high compatibility in constraint the likelihood of a component matching the developer's task is high. Fortunately, in current development environments, comments and signature definitions come sequentially before the code. This gives active repository systems a chance to deliver reusable components before the developer has implemented the code. As soon as the signature is defined or the comment is written, the active repository system can begin to search for matching components while the developer proceeds to write the code.
Relevance to the User
A piece of information that is helpful to one developer may be distracting to others. Even for the same developer, as his knowledge level about the information space of a reuse repository grows, his needs for information on reusable components will also change. User profiles, which represent the users' varying preferences and knowledge levels about the system, can be used in reuse repository systems to adapt the system behavior to each user (developer) [12] . User profiles can be used to keep track of the components that have been reused in the past. Depending on the context, these components can be omitted from certain lists.
The system can assume a certain level of familiarity with those components and deduce that the user would have reused them if he thought they were relevant. Thus, the user's previous interaction with the system can serve as a filter for future interaction.
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CODEBROKER: AN ACTIVE REUSE REPOSITORY SYSTEM
CodeBroker is a prototype of an active reuse repository system. It runs autonomously in the background of a program editor (Emacs in our case) and utilizes active information delivery to:
• show the developers components that have a high probability of being reused in their current development task, * reduce the overall cost of the component location process by eliminating the step of explicit query formulation, and
• eliminate the need for the developer to switch contexts between development environment and reuse repository system.
The architecture of CodeBroker is shown in Figure 3 . 
Listener
The Listener agent runs continuously in the background of Emacs to monitor the input of developers. Its goal is to extract and formulate reuse queries based on the cues present in the development environment. Reuse queries are automatically extracted from comments and signatures. Because of the automatic formulation of reuse queries, developers are not prevented from reusing the component even though they may not have learned that vocabulary yet.
Extracting Conceptual Queries
The specific information being extraeted by Listener is the document comments in Java programs. Document comments are special programming conventions introduced by Java. They begin with / * * and continue until the next * / , and immediately precede the declaration of a module--either a class or a method. Document comments are meant to describe the functionality of the following module. Whenever a developer finishes the definition of a document comment, Listener automatically extracts the content, and creates a query based on it, which we call conceptual query. Figure 4 shows an example in which a developer wants to generate a random number between two integers, and before she implements it (i.e. writes the code part of the program) the developer indicates her task in the document comment. As soon as the comment is written, Listener extracts the content: " c r e a t e a random number between two l i m i t s . " This is used as a conceptual query to be passed to Fetcher and Presenter, which will use the RCl-display (the lower part of the editor) to present components whose functional description matches this query. The exact retrieval mechanism is described later.
Extracting Constraint Queries
Conceptual similarity is often not enough for components to be reused because they also need to match in terms of constraints. For instance, in Figure 4 , although component 3, the signature of which is shown in the message buffer (the last line of the window), could be modified or wrapped to achieve the task, it would be better to find a component that can be immediately integrated without modification.
Type compatibility constraints are manifested in the signature of a program. As the developer proceeds to declare the signature, it is extracted by Listener; and a query is created from it. Queries in the form of a signature are called constraint queries. As Figure 5 shows, when the developer types the left bracket { (just before the cursor) Listener is able to recognize it as the end of a module signature definition. Listener thus creates a constraint query: £nt x ±nt -> int. Figure 5 shows the result after the constraint query is processed. Notice that the first component in the RC1-display in Figure 5 has exactly the same signature (shown in the second line of the pop-up window) as the one extracted from the editor, and can be reused without further modification.
Fetcher
The retrieval mechanism used by Fetcher is the combination of Latent Semantic Analysis (LSA) [27] and Signature Matching (SM) [39] . LSA is used to compute the conceptual similarity between conceptual queries and functional descriptions of reusable components. SM is used to determine the constraint compatibility between constraint queries and signatures of reusable components.
I Latent Semantic Analysis
LSA is a technology based on free-text indexing. Free-text indexing suffers from the concept-based retrieval problem. If developers use terms different from those used in the descriptions of components, they cannot find what they want, because free-text indexing does not take the semantics into consideration. By constructing a large semantic space of terms to capture the overall pattern of their associative relationship, LSA facilitates conceptbased retrieval and fills in the conceptual gap in formulating reuse queries.
The indexing process of LSA starts with creating a semantic space with a large corpus of training documents in a specific domain--we use the Java Language Specification, Java API documents and Linux manuals as training documents to acquire a level of knowledge similar to what a Java programmer most likely has. It first creates a large term-by-document matrix in which entries are normalized scores of the term frequency in a given document (high frequency words are removed). The term-bydocument matrix is then decomposed, by means of singular value decomposition, into the product of three matrices: a left singular vector, a diagonal matrix of singular values, and a right singular vector. These matrices are then reduced to k dimensions by eliminating small singular values, and the value of k often ranges from 40 to 400 while the best value of k still remains an open question. A new matrix, viewed as the semantic space of the domain, is constructed through the production of three reduced matrices. In this new matrix, each row represents the position of each term in the semantic space. Terms are re-represented in the newly created semantic space. The reduction of singular values is important beeanse it captures only the major, overall pattern of associative relationships among terms by ignoring the noises accompanying most automatic thesaurus construction simply based on co-occurrence statistics of terms.
After the semantic space is created, each reusable component is represented as a vector in the semantic space based on terms contained, and so is a query. The similarity of a query and a reusable component is thus determined by the Euclidean distance of the two vectors. A reusable component matches a query if their similarity value is above a certain threshold. LSA makes it possible for developers to retrieve reusable components on the basis of conceptual content.
Signature Matching
Signature matching is the process of determining the compatibility of two components in terms of their signatures [39] . It is an indexing and retrieval mechanism based on type constraints. The basic form of a signature era method is: The above definition of signature matching is very restrictive because it misses some components whose signature does not exactly match, but which are in practice similar enough to be reusable after slight modification or with wrappers added.
Partial signature matching relaxes the definition of structural conformance of types: A type is considered as conforming to its more generalized form or more specialized form. For procedural types, if there is a path from T1 to T2 in the type lattice, rl is a generalized form of T2, and T2 is a specialized form of T1. For example, in most programming languages, integer is a specialized form of float; and float is a generalized form of integer. For object-oriented types, if T1 is a subclass ofT2, T1 is a specialized form ofT2, and T2, is a generalized form ofT1.
The constraint compatibility value between two signatures is the production of the conformance value between their types. The type conformance value is 1.0 if two types are in structural conformance according to the definition of the programming language. It drops a certain percentage (the current system uses 5% and will be adjusted as we gain usability experience) if one type conversion is needed, or there is an immediate inheritance relationship between them, and so forth. The signature compatibility value is 1.0 if two signatures exactly match.
Presenter
The retrieved reusable components are shown to developers by the Presenter agent in the RCl-display in decreasing order of similarity value. Each component is accompanied with its rank of similarity, its similarity value, its name, and a short description (Figure 4) . Developers who are interested in a particular component can launch, by a mouse click, an external browsing interface, which could be any HTML-text browser, to go to the corresponding place of the full Java documents. When signature is taken into consideration, the similarity value is the average value of the conceptual similarity value returned by LSA and the constraint compatibility value returned by SM process ( Figure 5 ).
Presenter uses user profiles to adapt the retrieved components to the knowledge level of each developer. A user profile is a file listing all components known to the developer. Each item of the list could be a package, a class, or a method. A package indicates none of its classes and methods should be delivered; a class indicates none of its methods should be delivered; a method indicates only that method should not be delivered.
User profiles are automatically updated by the Listener agent. If the Listener agent has observed that the user has reused a component for several times (currently, 3), it assumes that there is no needs to deliver this component any more because if it is reusable the developer would have reused it by memory or by recall, and adds this component to her user profile.
The user profile can also be edited by developers manually, or updated through the interaction with CodeBroker. A right mouse click on the component delivered by Presenter brings the s kip Components Menu, as shown in Figure 5 . Developers can select the All Sessions command, which will update their profiles, and that component or components from that class or that package will not be delivered again in later sessions.
The Skip Components Menu allows developers to advise the Presenter to remove, in this session only, the component, or the class and package it belongs to, by selecting the This Session Only command. This is meant to remove components that are not relevant to the current task in order to make the needed components easier to find.
The last command in the Skip Components Menu would bring developers to a query refinement interface where they can modify the automatically formulated query and launch a new location process.
RELATED RESEARCH ON REUSE REPOSITORY SYSTEMS
The importance of reuse repository systems in supporting reuse has been recognized from the very beginning of reuse research. Although some systems support the choosing process, most of them try to automate the retrieval process.
Reuse Repository Systems Supporting
Retrieval Several different retrieval mechanisms have been proposed. Based on the representation schema of components, they can be divided into text-based, structured representation-based, and formal method-based approaches.
The text-based approach uses textual descriptions as surrogates to represent reusable components, and adopts information retrieval techniques to define the similarity between reuse queries, also represented in text, and reusable components. Textual descriptions can be drawn fxom accompanying documents, such as in GURU [28] , or they can be extracted from comments and/or identifier names in reusable components [4, 8] .
Although the text-based approach is easy both for setting up a reuse repository and for reusers to formulate reuse queries, it does not provide support in shortening the conceptual gap in query formulation. Reusers must use the same terms used in the description of reusable components to locate what they need.
Structured representation-based approaches try to fill in this conceptual gap by employing a knowledge base or conceptual distance graph to mimic the method a human being would employ in locating reusable components. Multi-faceted classification schemas [6] use multiple facets to represent a reusable component and a conceptual distance graph to reflect the semantic relationships among terms describing reusable components. Both CodeFinder [23] and LASSIE [5] represent reusable components as frames. CodeFinder organizes those frames into an associated network and uses spreading activation to find reusable components. Frames in LASSIE are organized into hierarchical, taxonomic categories. It is difficult to construct such systems because they need to formalize expert knowledge that is difficult to elicit, and they are difficult to scale.
Formal method-based approaches use either signatures [39] , or formal specifications [40] to represent components. Signaturebased approaches are easy to use, but suffer from the impreciseness of representation; formal specification approaches are time consuming and cognitively challenging for reusers.
CodeBroker is most similar to those systems adopting text-based approach. Text-based approach hes shown comparable retrieval effectiveness to other more retrieval mechanisms [20] . Compared to traditional text indexing and retrieval mechanism, LSA can improve retrieval effectiveness by 30% in some cases [27] . We expect the retrieval effectiveness of CodeBroker can be further improved by combining both the concept-based, or functional description-based, indexing and constraint-based, or signaturebased, indexing. Few reuse repository systems have ever tried to index and retrieve reusable components based on the combination of two aspects. This speculation needs to be substantiated with experiments in our future research.
Reuse Repository Systems Supporting Choosing
In our past research, we have noticed that requirements for reusable components are by nature ill defined, and that locating reusable components is not a one-time effort. We have added retrieval by reformulation to the reuse repository so reusers can incrementally develop queries based on the results of a previous search. Helgon [14] and CodeFinder [13] have demonstrated how retrieval by reformulation can help reusers choose reusable components by incrementally improving their queries.
Choosing the right component can also be supported by showing examples of how those components are used in similar situations. Explainer illustrates how the component is reused in a related example [17] .
CodeWeb helps developers choose components from different repositories by providing different views. It uses name matching and information retrieval-based similarity matching to identify similar reusable components [29] .
DISCUSSION
Software development is difficult because of the irreducible essential difficulties brought by the complexity, conformity, changeability and invisibility of software systems [3] . Software reuse is an effort to reduce these difficulties, but it introduces new accidental difficulties of operating the reuse repository. Even though the location process of reusable components may become less demanding with the support of systems such as CodeBroker, it is still not clear whether software companies are willing to pay the costs associated with setting up, evolving and sustaining reuse repositories. Traditionally, there are two distinctive roles: producers and consumers of reusable components [30] . Producers of components apply domain analysis and other techniques to identify and develop reusable components, which are then consumed (reused) by developers. This dichotomous perspective on reuse is in line with the traditional viewpoint of soRware systems: developers who only produce the system, and users who only use the system. The success stories of open-source systems (OSS) [32] such as Linux, which treat users as co-developers, fundamentally challenge the assumed dichotomy of producers and consumers of reuse repository systems, and provide an alternative way to the production (setting up, evolving and sustaining) of reuse repositories [11 ] .
One important factor in the success of OSS is to get users involved as co-developers. We must provide immediate benefits to the developers so that they will help build better repository systems. Therefore, lowering the barriers to the access of reusable components not only contributes to the consumption of, but also possibly leads to the production of, reuse repositories. In the future, we will customize CodeBroker to support Jun for Java---an open source reuse repository of 3D graphics developed and distributed by Software Research Associates, Inc.
(http://www.srainc.com/Jun4Java/index-e.himl), and analyze its role in the consumption and incremental production of reuse repositories with the OSS approach.
Although CodeBroker is designed to promote reuse in the phase of coding, the underlying principles are equally applicable to higher levels of software development activities. For example, if developers use modeling tools such as Rational Rose to create a conceptual design of a software system, they need to specify the functionality and signature for each class. An active reuse repository system can utilize that information to actively deliver potentially reusable components.
SUMMARY
Successful reuse requires developers know what to reuse and when to reuse. Despite the fact that empirical studies have found that lack of reuse intentions (i.e. "no attempts to reuse") is the most important impediment to the adoption of reuse [ 19] , current reuse repository systems offer little support. We propose the concept of active reuse repository systems that employ active information delivery mechanisms. We have demonstrated its feasibility with the development of a prototype, CodeBroker. It utilizes information present in the development environment to aid in the retrieval of potentially reusable components. Active reuse repository systems can increase the utility and effectiveness of reuse repositories because they:
• find those components whose existence is not even anticipated by developers;
• reduce reuse costs by eliminating the reuse query formulation step;
• alleviate the cognitive biases against reuse by highlighting relevant reusable components to developers; and • augment developer's memory by delivering potentially reusable components that trigger the adoption of reuse.
