The paper presents a framework for publishing relational 
Introduction
One of the major explanations of the relational model success comes from the availability of simple and welldefined query languages. However, whereas SQL and its foundations have been studied at length by the academic community, in practice SQL is almost always embedded in traditional programming languages such as C or Java. Combining a programming language with SQL raises several issues. In the present paper we focus on the following ones: first, embedding SQL in a programming language is definitely out of the scope of non-expert users; second, it becomes possible to program everything, including access plans which should be left to the database optimizer.
We believe that in many cases the full power of unrestricted embedded SQL is not necessary, and that restricted forms of SQL programming are sufficient for some common and well characterized classes of applications. In the present paper we develop this intuition in the context of publishing applications, for which we adopt the following simple definition: any program that produces a string of characters containing data extracted from a relational database. This definition covers a large range of very common and useful database settings, including the dynamic * Research supported by the CRIT GVD project.
production of HTML pages in web sites, as well as many other publication areas (XML publication, mail messages, L A T E X files, etc.).
It turns out that none of these outputs can be produced by SQL, as soon as the structure of the document goes beyond that of a simple table. We aim at defining a very simple, direct and concise language to meet these common publishing requirements. To this end we propose a relational language, named DOCQL, which combines the following mechanisms: navigation primitives in the relational database and instantiation of textual fragments which contribute to the final result.
A design choice of DOCQL is that it does not directly rely on the relational database instance, but rather on a representation of this instance as a (virtual) data graph. This is motivated both by simplicity and expressiveness. First, since we aim at producing a graph structure as output, we believe that viewing the input itself as a graph provides an intuitive mechanism for users. Second the graph representation offers a much more convenient support for navigation than SQL cursors which are limited to linear scan of query results.
The rest of the paper develops our motivation, and describes the syntax and semantics of the language. A DOCQL query can be represented in a formalism which gives rise to rewriting and optimization techniques. DOCQL is implemented and used in MYREVIEW (http://myreview.lri.fr), a widely used conference management system which strongly resorts to the production of various documents.
Related work. DOCQL constitutes a direct approach to data publishing from a relational database which tries to avoid the burden of repetitive programming tasks. In general, our framework can be seen as an application to relational databases of formalisms developed in the context of semi-structured databases [1] . In particular the processing model is similar to that of the XSLT language [11] or UnQL [3] . An alternative would be to generate an XML document from the relational instance (using, say, the XSQL utility of Oracle [7] ), and then to transform this document with an XSLT stylesheet. Some recent research works attempt at enabling a composition of XML export and XML publishing languages [8, 6] . The composition algorithm of SilkRoute [8] for instance avoids a full materialization. Several other significant papers deal with XML publishing, i.e., exporting existing relational data in an XML view [4, 9, 5, 2] . Although our approach is, to some extent, similar, our motivation differs by at least two important points. First, we do not consider a middlewarebased architecture, where relational data needs a preliminary transformation (in XML) in order to be accessible by other applications. Consequently we avoid the issues raised by the combination of two languages (e.g., XSQL/XSLT, or RXL/XML-QL) and by the necessary infrastructure. Second, we advocate a high-level specification of the navigation in the database, from which an appropriate embedded SQL program is produced by the system. In summary, we propose with DOCQL a direct, lightweight approach which straightly navigates in the relational instance and retrieves the data of interest to the document production.
Database and Query Model
We illustrate the main intuitions behind our work with a web application, MYREVIEW, which supports the submission phase of scientific conferences.
Relational database publishing. Figure 1 shows a sample of the MYREVIEW relational database. Each paper corresponds to a tuple in Paper and is associated to one or several authors ( The MYREVIEW system, as many others of its kind, produces documents built from information extracted from the database. Here is for instance a (simplified) HTML version of the report, produced from the instance of Figure 1 . The report must also be produced in other formats: a message, sent by email to the contact author at notification time; a L A T E X document whose output can be printed by the PC chair. The L A T E X version, below, shows an alternative presentation of the same data where L A T E X commands replace the HTML tags. There is no way to produce such documents with pure SQL. So, in practice, programs with embedded SQL queries have to be written. Such programs always follow the same internal organization since, even if the formats of these documents differ greatly, they all rely on the same data skeleton: a paper is associated to an enumeration of all its reviews, and each review in turn comes with its marks. Specifying this organization is, conceptually, extremely simple: we just have to follow the paths from a paper to its reviews, then from a review to its marks. This navigation is driven by the database content.
Actually most of the practical functionalities required to publish textual documents from a relational database comply to the general mechanism illustrated by the previous examples. In particular, the programs commonly used to produce such documents rely intensively on iterations and tests whose conditional statements only consider values extracted from the database. DOCQL allows to specify this in a declarative, high-level and user-friendly way. It is based on two key observations: first it turns out that the data inserted in the document, its "data skeleton", corresponds essentially to a tree decorated with constant textual fragments. Second this tree is nothing else than a piece of the relational database seen as a graph.
The data graph. In order to support the conceptual navigation mechanism mentioned above, we model the database as a directed graph and each tuple in the database as a vertex in the graph. Each link (foreign-key, primary-key) is modeled as a directed edge between the corresponding tuples. The graph is virtual, and must be partially materialized during the query evaluation process. A part of the data graph is shown in Figure 2 for our sample database (the content of the ReviewMark table for instance is partially represented). The main feature of this representation is the simplicity and concision of the concepts in use: each vertex corresponds either to a tuple or a value; each edge is labeled and represents an association between vertices. The edges cover all the various links which are usually distinguished in a relational database, namely tuple-to-attribute and tuple-to-tuple.
The DOCQL language. DOCQL allows to integrate data extracted from the relational database with textual fragments. These fragments are concatenated so as to create documents. Basically a DOCQL query consists of the following components:
1. a tree of path expressions (sometimes called the graph query in the following), specifies the part of the data graph (called the subgraph) which contains the data of interest to the output document;
2. each path expression p in the graph query denotes a set of vertices, called the terminal vertices of p; p is associated to a decoration template which describes the textual fragment to produce for each of the terminal vertex.
The following example shows a DOCQL query. When evaluated over our sample database, it produces the HTML version of the report document presented above. Path expressions and templates are organized as rules of the form @path{body}. Syntactic details can be ignored for the moment. The interpretation of this query over the instance of Fig. 2 can be described as follows. First one accesses the paper whose id is 128 (framed by the box in the figure) . From this vertex the paths title, Author.firstName and Author.lastName lead to terminal vertices whose values are inserted in the document. Then a new rule is triggered for each path Review starting from the current vertex. The interpretation of this rule is similar. For each reviewer it yields the name of the reviewer and the contents of the review.
Query evaluation. Intuitively, the evaluation of a DOCQL query q can be decomposed in two steps. The data graph G I which supports the querying process is virtual, and defined by a mapping M of the relational database I. The navigation operations which are necessary to produce the result of a query must visit a subgraph of the data graph: the first step is the materialization of this subgraph. This is done by running a dynamically generated SQL program P q which retrieves all the necessary tuples from all the involved tables, and maps these tuples to an in-memory representation of the subgraph. During the second step, the final document is produced thanks to a navigation through this subgraph.
The commuting diagram of Figure 3 summarizes the DOCQL evaluation mechanism. The query q can be decomposed in a graph query which defines a subgraph q(G I ), and in decoration templates which produce a document from this subgraph. The query evaluation runs an embedded SQL program P q over I, such that M(P q (I)) = q(G I ). The decoration templates can then be applied to q(G I ).
Virtual data graph G I
Graph query
Figure 3. Evaluation of a DOCQL query q
The description is conceptual and gives rise to many variations in practice. In particular the evaluation is not necessarily strictly decomposed in two successive processes as explained above, but can enable some degree of pipelining between the subgraph materialization and the decoration. Note also that the embedding of the program instructions (mostly loops and tests) and SQL queries is now fully under the control of the query evaluator which chooses the appropriate strategy.
The model
Let T , R, A be sets of symbols pairwise disjoint, T finite, and R, A countably infinite. The elements of T are called atomic types, those in R relation names, and those in A attribute names.
Definition 1 (Schema)
A (graph database) schema is a directed labeled graph (V, E, λ, µ) with the following structure. 
V ⊆ T ∪ R is a set of vertex, and E
⊆ (V ∩ R) × V is
Figure 4. The schema of the data graph
In the following we adopt the standard graph terminology. An edge e is an ordered pair (a, b), where a is the initial vertex, denoted initial(e), and b is the terminal vertex, denoted terminal(e). Figure 4 shows the graph schema of our sample database. The simple choice adopted here for the labeling function is to associate to each edge r → v either the corresponding attribute name if v ∈ T , or the name of the referred table if v ∈ R. In general the schema may be a multi-graph, i.e., a pair of vertex may be connected by more than one edge. In such a case the simple labeling mechanism used for the schema of Figure 4 must be refined. The extension is trivial. Now let I be a countably infinite set of tuple identifiers, and for each atomic type τ ∈ T let be given the set of values of this type, denoted [τ ].
Definition 2 (Instance) Let S = (V, E, λ, µ) be a schema. An instance G I = (V I , E I ) of S is a mapping from S to rooted labeled graphs defined as follows:
2. if e ∈ E, then each instance of e is of the form x a → y, with x ∈ V I (initial(e)), y ∈ V I (terminal(e)), and a = λ(e); moreover, if µ(e) = 1, there does not exist two instances of e with the same initial vertex; 3. there exists a root vertex db in V I such that, for each r ∈ V ∩ R and for each v ∈ V I (r), db
If r is a relation name, V I (r) is the set of vertex in r. Any access to the database must be through the root vertex db, whose out-edges refer to all the vertex/tuples of the database instance. Given a relational database, there exists a straightforward mapping between the relational schemas and instances and the graph schemas and instances.
The language. We now turn to the language definition. It consists of path expressions in the data graph, and rules which are triggered for each vertex denoted by a path. Syntactically, our paths expressions correspond to a subset of the XPath language [10] . In its simplest form, a path expression is a sequence of labels of edges pairwise connected in a graph schema S. A path expression may contain predicates which are Boolean combinations of atomic formulas of the form q = value where q is a path expression. The general form of a path expression is
A path expression is valued if its last label is an attribute name. It is valid if the path denoted by l 1 .l 2 . · · · .l n is connected in the graph schema, and if each path expression in a predicate is valued. A path expression is absolute if it begins with db, else it is relative.
A (valid) path expression q is interpreted with respect to a vertex v in the graph instance, called the initial vertex of q. Unlike XPath, the interpretation is the subgraph that consists of all the instances of q connected to v. 2. if q = l, where l is a label, E I (q, v) = {e ∈ E I | e is of the f orm v l → v }, and V I (q, v) = {v} ∪ {terminal(e), e ∈ E I (q, v)} 3. if q = q .l, where q is a path expression and l is a label, then
where q is a path expression and p is a predicate of the form path = value then
Consider the data graph of Figure 2 . The interpretation of db.paper[id = 128].review.person.lastN ame is a connected subgraph which consists of two paths with initial vertex db (not shown on the figure) and with terminal vertex, respectively, "Smith" and "Doe". Now, let Σ be a finite alphabet and '.' the concatenation operator in Σ * . Rules are defined as follows. rule is a 3-tuple (q, b, e) , where q is a path expression, and b and e are finite sequences of words and rules over Σ, called respectively the body and the exception of the rule.
Definition 4 (Rules) A
A query is simply a rule r(q, b, e) such that q is an absolute path. 
if s is a sequence of words and rules of the form s
As a special case, the semantics of a query r is [r(G I , db)]. The definition is constructive. The number of "steps" is the depth k of imbrication of rules in the program, and the size of a step depends on the number of vertex returned by the paths of the step.
Rule syntax and examples. The concrete syntax for rules is @p{b}{e}. The exception of the rule can be omitted, in which case it is the empty string. When the path of a rule is valued (i.e., the last label is an attribute name), the body can also be omitted, and is assumed to be the value of the attribute. The syntax also features some syntactic extensions which are convenient in practice. They are illustrated with some examples, still based on the data graph of Figure 2 .
The following query outputs a document with the first name and last name of all reviewers and authors.
@db.Person{@firstName @lastName}
The first expression is evaluated with respect to the initial vertex db. One obtains a set of paths whose terminal vertices correspond to tuples of the table Person. Each of these vertices is used in turn as an initial vertex for the evaluation of the rules @firstName and @lastName. The next query produces a document with the title of the paper 128, and the comments of the reviewers: This query illustrates the special path expression initial which simply denotes, in the body of a rule, the initial vertex of the rule evaluation. In this case the rule @Review is always evaluated with respect to an initial vertex Paper, which can be referred to by the relative path initial in the body of the rule.
Note that initial always denotes a vertex which has already been visited in the data graph. It can sometimes be equivalent to another path expression: in the above example, initial is equivalent to Paper, the reverse path of Review. However this is not always the case, as shown by the following example which outputs the name of the reviewer: Then the path expression initial.comment in the body of the rule @Person is not equivalent to Review.comment: the former denotes the vertex Review for the paper 128 (which can itself be referred to by the path initial.initial), whereas the latter denotes the reviews of all the papers assigned to the reviewer.
As a syntactic facility, we allow the definition of variables to denote the initial vertex of a rule. The following query is equivalent to the previous one, with variables $P and $R that denote respectively the vertices Paper and Review. The "body" and "exception" parts of a rule can support the expression of "if-then-else" programming construct, as shown by the following example which partitions the set of submitted papers in two categories, "accepted" and "rejected", depending on the value of the accepted attribute. The keyword self is, as expected, the path expression that refers to the initial node itself.
