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Abstract---The strength of the combination between hiding and encryption science is due to the non-existence of standard algorithms to be used in hiding and encrypting secret messages. Also there are many ways in hiding methods such as combining several media (covers) with different methods to pass a secret message. Furthermore, there is no formal method to be followed to discover a hidden data.For this reason, the task of this paper becomes difficult. In this paper proposed a new system of information hiding is presented. The proposed system aim to hide information (data file) in unused area 1 of any execution file (exe.file), to make sure changes made to the exe.file will not be detected by anti-virus and the functionality of the exe.file is still functioning. The system includes two main functions; first is the hiding of the information in the unused area 1 of PE-file (exe.file), through the execution of four process (specify the cover file, specify the information file, encryption of the information, and hiding the information) and the second function is the extraction of the hiding information through three process (specify the steno file, extract the information, and decryption of the information). The testing result shows; the result file does not make any conflict with anti-virus software and the exe.file still function as usual after the hiding process. The proposed system is implemented by using Java.
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I. STEGANOGRAPHY
Steganography is the art of concealing the presence of information within an innocuous container. Steganography has been used throughout History to protect important information from being discovered by Enemies. A very early example of Steganography comes from the story of Demartus of Greece. He wished to inform Sparta that Xerces the King of Persia was planning to invade. In ancient Greece wax covered wooden tablets were used to record written text [1] .In order to avoid detection by the Persians, Demartus scraped the wax from a tablet, etched the message into the underlying wood, then recovered the tabled with wax. This concealed the underlying message from the sentries who inspected the tablets as they left Persia by Manuscript [1] .Other historical examples of Steganography are the use of invisible inks. A common experiment conducted by young kids everywhere is to use a toothpick dipped in vinegar to write a message on a piece of paper. Once the vinegar dries, the presence of the message is not obvious to a casual inspector (aside from the smell). Upon slight heating of the paper, a chemical reaction occurs which darkens the vinegar and makes the message readable. Other, less smelly, invisible inks have been used throughout history similarly even up until World War II.A more recently developed Steganography technique was invented by the Germans in World War II, the use of microdots. Microdots were very small photographs, the size of a printed period, which contain very clear text when magnified. These microdots contained important information about German war plans and were placed in completely unrelated letters as periods. Although Steganography is related to Cryptography, the two are fundamentally different [1] , [2] .The quick development of multimedia and internet allows for wide distribution of digital media data. It becomes much easier to edit, modify and duplicate digital information. In additional, digital document is also easy to copy and distribute, therefore it may face many threats. It becomes necessary to find an appropriate protection due to the significance, accuracy and sensitivity of the information. Nowadays, protection system can be classified into more specific as hiding information and encrypting information or a combination between them. Cryptography is the practice of 'scrambling' messages so that even if detected, they are very difficult to decipher.
The purpose of Steganography is to conceal the message such that the very existence of the hidden is 'camouflaged'. However, the two techniques are not mutually exclusive [2] . Steganography and Cryptography are in fact complementary techniques. No matter how strong algorithm, if an encrypted message is discovered, it will be subject to cryptanalysis. Likewise, no matter how well concealed a message is, it is always possible that it will be discovered [2] . By combining Steganography with Cryptography we can conceal the existence of an encrypted message. In doing this, we make it far less likely that an encrypted message will be found. Also, if a message concealed through Steganography is discovered, the discoverer is still faced with the formidable task of deciphering it [2] .
II. PORTABLE EXECUTABLE FILE (PE-FILE)
The proposed system uses a portable executable file as a cover to embed an executable program as an example for the proposed system. This section is divided into five parts [3] , [4] , [ 
A. Executable File Types
The number of different executable file types is as many and varied as the number of different image and sound file formats. Every operating system seems to have several executable file types unique to it. These types are [5] :
• EXE (DOS"MZ")
• EXE (win 3.xx "NE")
• EXE (OS/2 "LE")
• EXE (win 9x/NT "PE")
• ELF
B. Concepts Related With PE
The addition of the Microsoft® windows NT™ operating system to the family of windows™ operating systems brought many changes to the development environment and more than a few changes to applications themselves. One of the more significant changes is the introduction of the Portable Executable (PE) file format. The name "Portable Executable" refers to the fact that the format is not architecture specific [6] .In other words, the term "Portable Executable" was chosen because the intent was to have a common file format for all versions of Windows, on all supported CPUs [5] .The PE files formats drawn primarily from the Common Object File Format (COFF) specification that is common to UNIX® operating systems. Yet, to remain compatible with previous versions of the MS-DOS® and windows operating systems, the PE file format also retains the old familiar MZ header from MS-DOS [6] .The PE file format for Windows NT introduced a completely new structure to developers familiar with the windows and MS-DOS environments. Yet developers familiar with the UNIX environment will find that the PE file format is similar to, if not based on, the COFF specification [6] .The entire format consists of an MS-DOS MZ header, followed by a real-mode stub program, the PE file signature, the PE file header, the PE optional header, all of the section headers, and finally, all of the section bodies [4] .
C. Techniques Related with PE
Before looking inside the PE file, we should know special techniques some of which are [6] : (i) General view of PE files sections A PE file section represents code or data of some sort. While code is just code, there are multiple types of data. Besides read/write program data (such as global variables), other types of data in sections include application program interface (API) import and export tables, resources, and relocations. Each section has its own set of in-memory attributes, including whether the section contains code, whether it's read-only or read/write, and whether the data in the section is shared between all processes using the executable file. Sections have two alignment values, one within the desk file and the other in memory. The PE file header specifies both of these values, which can differ. Each section starts at an offset that's some multiple of the alignment value. For instance, in the PE file, a typical alignment would be 0x200. Thus, every section begins at a file offset that's a multiple of 0x200.Once mapped into memory, sections always start on at least a page boundary.
That is, when a PE section is mapped into memory, the first byte of each section corresponds to a memory page. On x86 CPUs, pages are 4KB aligned, while on the Intel Architecture IA-64, they're 8KB aligned.
(ii) Relative Virtual Addresses (RVA)
In an executable file, there are many places where an inmemory address needs to be specified. For instance, the address of a global variable is needed when referencing it. PE files can load just about anywhere in the process address space. While they do have a preferred load address, you can't rely on the executable file actually loading there. For this reason, it's important to have some way of specifying addresses that are independent of where the executable file loads. To avoid having hard coded memory addresses in PE files, RVAs are used. An RVA is simply an offset in memory, relative to where the PE file was loaded. For instance, consider an .EXE file loaded at address 0x400000, with its code section at address 0x401000. The RVA of the code section would be:
(Target address) 0x401000 -(load address) 0x400000 = (RAV) (1) To convert an RVA to an actual address, simply reverse the process: add the RVA to the actual load address to find the actual memory address. Incidentally, the actual memory address is called a Virtual Address (VA) in PE parlance. Another way to think of a VA is that it's an RVA with the preferred load address added in. (iii) Importing Functions When we use code or data from another DLL, we're importing it. When any PE files loads, one of the jobs of the windows loader is to locate all the imported functions and data and make those addressees available to the file being loaded.
D. PE File Layout
The PE file layout is shown in Figure 1 . There are two unused spaces in PE file layout [7] , and these unused spaces are suggested to hide a watermark. The size of the second unused space is different from one file to another [7] .The most important reason behind the idea of this system is that the programmers always need to create a back door for all of their developed applications, as a solution to many problems such that forgetting the password [7] . This idea leads the customers to feel that all programmers have the ability to hack their system any time. At the end of this discussion all customers always are used to employ trusted programmers to build their own application. Programmers want their application to be safe anywhere without the need to build ethic relations with their customers. In this system a solution is suggested for this problem [6] , [8] .The solution is to hide the password in the executable file of the same system and then other application to be retracted by the customer himself. Steganography needs to know all files format to find a way for hiding information in those files. This technique is difficult because there are always large numbers of the file format and some of them have no way to hide information in them [8] . 
E. Characteristics of the Executable
The characteristics of the Executable file does not have a standard size, like other files, for example the image file (BMP) the size of this file is between (2-10 MB), Other example is the text file (TEXT) the size often is less than 2 MB.Through our study the characteristics of files have been used as a cover, it found that lacks sufficient size to serve as a cover for information to be hidden. For these features of the Executable file, it has unspecified size; it can be 650 MB like window setup File or 12 MB such as installation file of multi-media players. Taking advantage of this feature (disparity size) make it a suitable environment for concealing information without detect the file from attacker and discover hidden information in this file [4] , [6] .
III. STATISTICAL TECHNIQUE
Statistical Steganography techniques utilize the existence of "1-bits" Steganography schemes, which embed one bit of information in a digital carrier. This is done by modifying the cover in such a way that some statistical characteristics change significantly if a "1" is transmitted. Otherwise, the cover is left UN changed. So the receiver must be able to distinguish unmodified covers from modified ones. A cover is divided into l (m) disjoint blocks B1...B l (m). A secret bit, mi is inserted into the ith block by placing "1" in to Bi if mi=1.Otherwise, the block is not changed in the embedding process [5] . It is vital that the correct method is applied in the correct manner to each and every situation, or the result may well be insecure even if AES as such is secure. It is very easy to implement a system using AES as its encryption algorithm, but much more skill and experience are required to do it in the right way for a given situation. To describe exactly how to apply AES for varying purposes is very much out of scope for this short introduction.
A. Strong keys
Encryption with AES is based on a secret key with 128, 192 or 256 bits. But if the key is easy to guess it doesn't matter if AES is secure, so it is as critically vital to use good and strong keys as it is to apply AES properly. Creating good and strong keys is a surprisingly difficult problem and requires careful design when done with a computer. The challenge is that computers are notoriously deterministic, but what is required of a good and strong key is the opposite unpredictability and randomness. Keys derived into a fixed length suitable for the encryption algorithm from passwords or pass phrases typed by a human will seldom correspond to 128 bits much less 256. To even approach 128-bit equivalence in a pass phrase, at least 10 typical passwords of the kind frequently used in day-to-day work are needed. Weak keys can be somewhat strengthened by special techniques by adding computationally intensive steps which increase the amount of computation necessary to break it. The risks of incorrect usage, implementation and weak keys are in no way unique for AES; these are shared by all encryption algorithms. Provided that the implementation is correct, the security provided reduces to a relatively simple question about how many bits the chosen key, password or pass phrase really corresponds to. Unfortunately this estimate is somewhat difficult to calculate, when the key is not generated by a true random generator [3] .
B. The Round Transformations
There are four transformations: (i). Add Round Key
Add Round Key is an XOR between the state and the round key. This transformation is its own inverse [4] .
(ii). Sub Bytes Sub Bytes is a substitution of each byte in the block independent of the position in the state. This is an S-box. It is bisection on all possible byte values and therefore invertible (the inverse S-box can easily be constructed from the S-box). This is the non-linear transformation. The S-box used is proved to be optimal with regards to non-linearity.
The S-box is based on arithmetic in GF (2^8). (iii). Shift Rows
Shift Rows is a cyclic shift of the bytes in the rows in the state and is clearly invertible (by a shift in the opposite direction by the same amount) [5] .
(iv). Mix Columns
Each column in the state is considered a polynomial with the byte values as coefficients. The columns are transformed independently by multiplication with a special polynomial c(x). c(x) has an inverse d(x) that is used to reverse the multiplication by c (x) [1] .
C. The Rounds
A round transformation is composed of four different transformations as shown in fig.2 . The Round keys are made by expanding the encryption key into an array holding the Round Keys one after another. The expansion works on words of four bytes. Nk is a constant defined as the number of four bytes words in the key. The encryption key is filled into the first Nk words and the rest of the key material is defined recursively from preceding words. The final round is like a regular round, but without the mix columns transformation as shown in fig. 3 : Figure 3 . Final Round.
V. METHODOLOGY
A. System Concept
Concept of this system can be summarized as hiding the password or any information beyond the end of an executable file so there is no function or routine (open-file, read, write, and close-file) in the operating system to extract it. This operation can be performed in two alternative methods: Building the file handling procedure independently of the operating system file handling routines. In this case we need canceling the existing file handling routines and developing a new function which can perform our need, with the same names. The advantage of these methods is it doesn't need any additional functions, which can be identified by the analysts. And it can be executed remotely and suitable for networks and the internet applications .The disadvantage of these methods is it needs to be installed (can not be operated remotely). So we choose this concept to implementation in this paper.
B. System Features
This system has the following features:
• The cover file can be executed normally after hiding operation. Because the hidden information already hide in the unused area 1 within exe.file and thus cannot be manipulated as the exe.file, therefore, the cover file still natural, working normally and not effected, such as if the cover is exe.file (WINDOWES XP SETUP) after hiding operation it'll continued working, In other words, the exe.file can be installed of windows.
• It's very difficult to extract the hidden information it's difficult to find out the information hiding , that is because of three reasons: o The information hiding was encrypted before hiding of the information by AES method; this method very strong, 128-bit key would be in theory being in range of a military budget within 30-40 years. An illustration of the current status for AES is given by the following example, where we assume an attacker with the capability to build or purchase a system that tries keys at the rate of one billion keys per second. This is at least 1 000 times faster than the fastest personal computer in 2004. Under this assumption, the attacker will need about 10 000 000 000 000 000 000 000 years to try all possible keys for the weakest version. o The attacker impossible guessing the information hiding inside the exe.file because of couldn't guessing the real size of (exe.file and information hiding). o The information hiding should be decrypted after retract of the information.
• Virus detection programmers' can't detect such as files, the principle of antivirus check are checking from beginning to end. When checking the exe.files by antivirus, will checked it from beginning to end of it, since the principle of information hiding for that system within unused area 1 of exe.file .The information hiding will be encrypt after that it will be hidden, the antivirus discontinue checking in the unused area 1of exe.file after hiding process because the unused area 1 still empty so didn't mention to anything inside the exe.file while doing scanning.
C. The Proposed System Structure
To protect the hidden information from retraction the system encrypts the information by the built-in encryption algorithm provided by the Java. The following algorithm for hiding operation procedure as shown in Figure 4 . The following algorithm for Retract operation procedure as shown in Figure 5 The following algorithm the hiding operation procedure: The following algorithm retraction operation procedure: 
VI. TESTING OF THE SYSTEM
A. Testing Approach
There are two fundamental approaches to identifying test cases, these are known as functional and structure testing, each of these approaches has several distinct test case identification methods, more commonly called testing methods, functional testing is based on the view that any program can be considered to be a function that maps values from its input domain to values in its output range. (Function, domain and range) this notion is commonly used in engineering. There are two distinct advantages to functional test cases: they are independent of how the software is implemented, so if the implementation changes, the test cases are still useful and test case development can occur in parallel with the implementation, thereby reducing overall research development interval, on other side, functional test cases frequently suffer from two problems: there can be significant redundancies among test cases, and this is compounded by the possibility of gaps of untested software. As shown in figure 6. When systems are considered to be "black boxes" test cases are generated and executed from the specification of the required functionality at defined interfaces, this leads to the function of the black box is understood completely in terms of its inputs and outputs, as shown in figure 7 . Blackbox testing has some important advantages:
• It does not require that the code is seen, it is testing. Sometimes code will not be available in source code form, yet it can still construct useful test cases without it. The person writing the test cases does not need to understand the implementation.
• The test cases do not depend on the implementation.
They can be written in parallel with or before the implementation. Further, good black-box test cases do not need to be changed. Even if the implementation is completely rewritten.
• Constructing black-box test cases causes the programmer to think carefully about the specification and its implications. Many specification errors are caught this way.
The disadvantage of black box testing is that its coverage may not be as high as like, because it has to work without the implementation. But it is a good place to start when writing test cases, with the functional approach to test case identification; the only information that is used is the specification of the software. 
B. Process of the Test (i). Test Case One:
In this case making test for the usage of exe.files after the hiding operation done:
• Four pictures approve the cover (exe.files) usage after the hiding operation and these pictures divide to: (First picture of text, Second picture of image, Third picture of video. and fourth picture of audio).
(ii). Test Case Two: Testing for Scanning Result (undetectable by antivirus software):
• Four pictures approve the cover (exe files) undetectable from antivirus software after the hiding operation and these pictures divide to: (First picture of text, Second picture of image, Third picture of video, and fourth picture of audio. (ii). Inputs: The system has two types of inputs:
C. Test Cases Details
• Inputs for cover (exe.files):
o (iii). Expected Results:
1. These covers (exe.files) usage after the hiding operation. 2. These covers (exe.files) undetectable from antivirus software after the hiding operation.
D. Subscript the Test Cases (i). Test Case One
In this test case shows picture of the cover files after hiding operation of all types of multimedia files (text, image, audio and video), which related with this system, approve these cover (exe.files) usage after the hiding operation. 2. Image (
ii). Test Case Two
In this test case shows picture of cover files after hiding operation of all types of multimedia files (text, image, audio and video), which related with this system, approve these covers (exe.files) undetectable from antivirus software after the hiding operation. 2. Image 
VII. CONCLUSION
The exe.files are one of the most important files in operating systems and in most systems designed by developers (programmers/software engineers), and then hiding information in these file is the basic goal for this paper, because most users of any system cannot alter or modify the content of these files. PE files structure is very complex because they depend on multi headers and addressing, and then insertion of data to PE files without full understanding of their structure may damage them, so the choice is to hide the information beyond the structure of these files. Most antivirus systems do not allow direct write in executable file, so the approach of the proposed system is to prevent the hidden information to observation of these systems. One of the important conclusions in implementation of the proposed system is the solving of the problems that are related to the functionality of the exe.file, so the executable files still working after its use as cover for embedding data. The encryption of the message increases the degree of security of hiding technique which is used in the proposed system. The proposed hiding technique is flexible and very useful in hiding any type of data for files message (text, image, sound or video).
