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ABSTRACT 
The purpose of this thesis is to enhance Geometric De-
sign Processor (GDP) to enable dimensions to comply with 
changes to objects. GDP is an internal modeling software 
package consisting of a solid modeler and a graphics inter-
face (abbreviated as GRIN) to this solid modeler. With GDP~ 
a mechanical designer can easily create and manipulate mod-
els of complex 3-dimensional objects. These ·models can be 
created both by combining geometric volume primitives, such 
as cuboids and hemispheres, and by sweeping polygons con-
1 
structed in a 2-dimensional plane. Present GDP dimen-
sioning capabilities allow a designer to place dimensions on 
the model. 
This thesis describes a system which automatically up-
dates dimensions to reflect any model alterations. One ob-
jective was to make the system as invisible to the user as 
1 w. Fitzgerald, F. Gracer, and B. Wolfe, "GRIN: Inter-
active Graphics for Modeling Solids," IBM J. Res. De-
velop. 25~ 1981, pp. 281-294. 
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possible. There are several benefits that can be derived 
from compliant dimensions. User input is minimized during 
simple as well as extensive model alterations. Dimensions 
can be used as model construction aids. Most importantly; 
dimensions are saved under most circumstances of model al-
teration. Dimensions are important for model documentation 
and any unexpected loss of dimensions cannot be taken 
lightly. Saving dimensions also frees the user from the 
task of redocumentation as a result of ~odel alterations. 
V 
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INTRODUCTION 
Presentlyi the capabilities of Geometric Design 
' 
Processor (GDP) are being expanded to include dimensions on 
the solid model. These dimensions are referenced directly 
t·o the 3-D model. One of the several benefits de-rived from 
referencing 3-D dimensions to solid models is dimension 
compliancy. Dimension· compliancy is the automatic update of 
displays and data bases when the model is altered. The go.-al 
of dimension compliancy is to maintain dimensions 
I 
using as 
much existing data base information as possible, changing 
that information when only absolutely necessary. 
The GDP dimensioning facility was designed in order 
that dimensions would be compliant. Dimensions are ,refer-
enced to primitives when possible. The dimension data 
structure is comprised of· pointers to the referenced object 
~nd indices into that object's polyhedron. From this infor-
mation the position of any dimensioned object or element • 1S 
known. As a result~ when objects are repositioned or other-
wise ~lteredi the effect on existing dimensions can be eas-
1 
ily determined. An example of the GDP dimensioning facility 
is shown in Figure 1. 
For more information concerning GDP dimensioning capa-
bilities consult the GDP dimensioning user's guide. 2 
2 Glemser, Raymond G., "The Enhancement of Geometric De-
; sign Processor (GDP) to Include Dimensioning," Master's 
thesis; Lehigh University~ 1984. 
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PROBLEM DEFINITION 
One of the • maJor subtasks under Task B of the 
IBM-Lehigh joint study contract was to enhance GDP to allow 
a us·er to enter and display dimensions. The GDP dimension-
ing facility was designed to apply dimensions directly to 
the model. Presently, no other known 3-D modeling systems 
have this feature. This feature of GDP dimensioning further 
increases the utility of dimensions by giving the opportu-
nity to have dimensions change when the model changes. Dur-
ing a lengthy and complicated design development many 
engineering changes may be made. As a result of these 
changes important information regarding the design may be 
inadvertently lost. 
Enabling dimensions to adjust to model alterations 
would greatly reduce the risk of losing model documentation. 
This would aid in design development, providing a·n excellent 
product·i vi ty enhancement. to GDP. 
Specifically~ the tasks of this thesis involve: 
1. Identifying 
a model and 
sions, and 
existing GDP functions which may alter 
how these alterations can affect dimen-
4 
2. Designing a system to automatically update dimen-
sion displays and data structures, when possible, 
after model alteration. 
An important design concern was minimizing user input. 
The system should be invisible to the user except in the 
rare case of dimension removal. 
5 
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METHODOLOGY 
A top down modular approach was used in the development 
of this system. Major design decisions were made at the top 
levels before much time had been invested in defining (or 
coding) the details. The various functions of this system 
were addressed in a modular fashion, thus facilitating a 
more understandable and maintainable system. 
Although many tasks overlap, this section has been di-
vided into three phases for clarity: 
- Analysis, 
- Structured design, and 
- Implementation. 
Analysis 
a. Definition of System Constraints. 
System constraints which would limit or confine the 
system design were identified. Both the hardware 
and software environments were defined. 
b. Definition of System Requirements. 
6 
•j 
The basic system requirements were determined 
through interviews with GDP users and designers. 
System requirements are documented in the chapter 
on Detailed System Design. These requirements 
served as the basis for the entire system design. 
Structured design 
a. Design of the Basic System Structure. 
The major functional areas of the system were iden-
tified. These functions were arranged hierarchi-
cally and served as the backbone for the entire 
design process. 
b. Design of the System Outputs. 
The design of the system was geared towards mini-
mizing user interaction. 
c. Design of the Data Structures. 
The file struct\lres "I/ere designed not only to be 
efficient for the proposed system but also to have 
a minimal impact on the current system. 
a. Detailed Design of the Modules. 
Detailed modules were designed which expanded and 
defined the top level functional areas. State dia-
grams were used to document these modules. 
Implementation 
a. Development of a System Test Plan. 
7 
• 
To insure successful integration into the curr
ent 
system a detailed test plan was developed. 
b. Implementation of Coding. 
PL/I was the programming language used for th
is 
system. Performance considerations (i.e. Response 
time) were taken into account at this time. The 
procedures used to create new dimensions were wr
it-
ten to allow for compliant dimension utilizatio
n. 
Dimension compliancy to objects has been completed. 
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CONSTRAINTS 
The constraints on this system were specified. 
factors are listed below. 
( 
Hardware 
These 
/ 
The hardware configuration consists of a standard IBM 
3251 graphics terminal running on an IBM 4341 processor with 
16 megabytes of virtual memory. 
It is anticipated that this configuration will support 
an upgrade to an IBM 5080 color terminal. 
9 
Software 
GDP2D • 1S the most current version of GDP. GDP2D runs 
in a VM/CMS environment. PL/I is the language in which GDP 
source code is written. PL/I can call assembly routines. 
Timetable 
One of the tasks of a project at Lehigh University is 
to enhance the GDP solid modeler. These enhancements 
• in-
elude planar constructions (working planes), dimensioning~ 
' 
and tolerancing. Working planes were completed in the GDP2D 
version. This design has addressed dimension compliancy. 
10 
SYSTEM DESIGN 
This system updates dimension displays and data bases~ 
when possible when a dimensioned model is altered. The sys-
tem may be called from a number of places within GDP. Upon 
entering a main procedure it • 1S determined what type of 
model alteration has. occurred and which dimensions may be 
affected. The main procedure then calls other procedures 
whose functions are to retain dimensions during changes to 
the model. 
The system's main features are: 
1. The automatic creation and deletion of special ob-
jects as an aid 'to the user during model alter-
ations. 
2. The automatic rereferencing of dimensions, when 
possible~ when references no longer exist. 
3. The automatic update of dimension values and/or 
displays when a referenced object is repositioned. 
11 
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DETAILED SYSTEM DESIGN 
The relative importance of dimension types 
can be 
judged by their frequency of use. Linear dimensions between 
vertices are most important. The vast majority of dimen-
sions on _a typical part drawing are linear dimen
sions. As a 
result, this study mak~s greater strides to make
 these di-
mensions compliant. Other dimension types, 
th_ough imper-
tant, are not given the same weight in this stu
dy. 
For dimensions to be compliant they must meet 
certain 
It I cr1 er1.a. These criteria are similar to those
 nece.ssary for 
dimension creation: 
- Dimensions must reference existing data ba
se ele-
ments, 
- Dimensions must be a result of user input, 
-
Circular dimension references must be true circ
les 
in the U-V plane, and 
- Edge dimension references must be edges in 
the U-V 
plane. 
Any violations of these criteria ma_y result in 
the removal 
of the dimension by the system. 
12 
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Important to compliant dimensions is the concept of 
primary references. Dimension compliancy is mainly con-
cerned with the effect model alterations have on primary 
references. Primary references are dimension references 
that are a result of direct user selection during dimension 
creation. Vertices used to indicate the limits of a curve 
length dimension are not considered primary references. 
' 
Existing GDP functions which may be used to alter the 
model and thus affect dimensions ha-ve been identified. They 
are grouped based on their affect on existing dimensions. 
Two types of GDP functions that may affect dimensions are: 
- Fun·ctions which alter dimen.sion references, and 
- Functions which alter dimension values and/or dis-
plays. 
FUNCTIONS WHICH ALTER DIMENSION REFERENCES 
Any functions which alter dimension references are of 
major concern to compliant dimensions. These functions can 
13 
be found under the GROUP~ EDIT~ EDITEL, COR, and RELIM func-
tion keys. These include: 
- EO~ Erase Object~ 
- UNMERGE, Clear a polyhedron, 
- DROP, Remove a Level from the Tree, 
- MERGE, Combin.e polyhedra; 
- F, Facets; 
- ERS, Erase Elements, 
- COR, Create a Corner Between Two Lines, 
- RELIM, Relirnit a Line or an Arc, and 
- BRK, Break an Element. 
After the completion of any of these functions or commands a 
dimension's reference offsets and indices may no longer ex-
ist. 
The following sections mention the use of pseudo 
vertices~ reference pseudo vertices, and reference pseudo 
ed,ges. These are new object types associated with dimension 
compliancy. Their uses and features are discu.ssed in detail 
' in the section "New object types associated with dimension 
compliancy". 
14 
EO~ Erase Object 
EO, Erase Object, is ·a function available under the 
GROUP function key. Wheh an object is selected under EO~ 
the object and all sub-objects are deleted from the model. 
The maj.or effect of Erase Object on dimensions is the 
erasure of referenced objects. When an object referenced by 
a dimension is e·rased, the dimension references and indices 
may no longer exist. 
As the user might expect when all of a dimension's pri-
mary references are erased the dimension is erased. When 
one of two primary references is erased the system searches 
other primitives in the model for a corresponding element. 
If one is found the dimension is rereferenced to that ele-
-ment; otherwise the system creates a pseudo vertex at coor-
dinates determined by the dimension and reference type. 
(See section on pseudo vertices). The system does not allow 
both the first and second references to be ps~udo 
. . 
vertices, 
erasing the dimension under those conditions. Figures 2 and 
3 are examples of dimension compliancy resul tin.g from object 
erasure. Note the pseudo vertex displayed as a '+' in both 
figures 2 and 3. 
15 
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Figure 2. Compliant Dimensions: Erase Object, vertex 
reference. 
16 
Figure 3. Compliant Dimensions: Erase Object, circle 
reference. 
17 
Under rare circumstances of object erasure it may not 
be obvious to the user a dimension will be removed. In that 
case the dimension is highlighted and the user is given the 
option of cancelling the Erase Object function or having the 
system automatically remove the dimension~ 
UNMERGE~ Clear a polyhedron 
) 
The UNMERGE function is used to destroy the polyhedron 
of a se·lected non-primitive object. 
The UNMERGE of an object may result in. the 
dissappearance of reference Vertices and edges in the un~ 
merged model display. 
Whe.n a referenced vertex dissappears the system auto-
matically creates a reference pseudo vertex at the coordi-
nates of the former vertex. (See section on reference 
pseudo vertices). The dimension is then be rereferenced to 
the reference pseudo vertex. Note the reference pseudo ver-
tex displayed as a 'v' character in figure 4. 
18 
In rare instances the user may select a non-primitive 
reference edge. If the referenced edge of a parallel dimen-
' 
"V,., -
sion dissappears a reference pset1do edge is created to main-
tain the direction' f the former edge. The dimension • is 
then be rereferenc 
section on reference 
parallel dimension • a in 
of parallel dimensions .. 
pseudo edge the system 
the reference pseudo edge. (See 
edges). The referenced edge • in 
most • referenced by cases is a group 
Through the use of the reference 
• • related dimensions ·is saving many 
that otherwise wo-uld have to be removed from the display to 
UNMERGE the model. Reference pseudo edges are not displayed 
as shown in figure 4. 
In all other cases where a referenced edge may 
dissappear as a result of an UNMERGE, the dimension is high-
lighted and the user is given the option of cancelling the 
UNMERGE or having the dimension automatically removed. This 
is an isolated case and would only result in the removal of 
a few unrelated dimensions. 
19 
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Figure 4. Compliant Dimensions: Unmerge. 
DROP; Remove a Level from the Tree 
The DROP function permits the user to remove the se-
lected object from the model and cause its sons to be sons 
20 
of its dad. When a node is dropped dimension references may 
no longer exist. This necessitates reference updates after 
a DROP is performed. 
DROP is a special case of Erase Object or UNMERGE, de-
pending on the circumstances under which it occurs. When a 
node which h.as no sons is dropped, the node is removed from 
the tree similar to Erase Object. If that node is dimen-
sioned, dimension compliancy is handled similar.to ERASE OB-
JECT. (See section on Erase Object). When a merged node is 
DROPped, the sons are moved up a level, the node essentially 
being UNMERGEd. In that case dimension compliancy views the 
node as being UNMERGEd. (See section on UNMERGE). 
MERGE 
The MERGE function is used to combine polyhedra. The 
system saves the primitives or non-primitives that combine 
to form the MERGEd model. Any dimensions which reference a 
primitive or non-primitive appears to the user as though 
they reference the MERGEd object. 
21 
As a result dimension 
• 
references will usually not be moved up the tree as the 
model is MERGEd. 
The main concern of compliant dimensions after a MERGE 
is the elimination of reference pseudo vertices and refer-
ence pseudo edges. 
After the model is MERGEd vertices may exist in the 
model at the coordinates of reference pseudo vertices. In 
this case the dimensions are rereferenced to the MERGED 
~del and ~e reference pseudo vertices removed, Edges 
• in 
the MERGEd model wi~ the same direction as reference pseudo 
edges are rereferenced to and the corresponding reference 
pseudo edges removed. 
22 
F; Facets 
F; Facets, is used to specify the number of facets for 
a primitive object. 
From the viewpoint of dimension compliancy, refacetting 
an object I 1S similar to erasing it. Though a dimension's 
reference offsets may still point to an existing object, the 
reference indices into that object's polyhedron may no 
longer exist. 
Dimensions with vertex references are handled similar 
to Erase Object. The system searches the primitives in the 
model, including the newl·y refacetted ob·ject' s polyhedron; 
for a corresponding vertex. If one is found the dimension 
is rereferenced to that vertex, otherwise the system creates 
pseudo vertex to maintain the dimension. (See section on 
pseudo vertices). The system does not allow both the first 
and second referenc to be pseudri vertices. Before a pseudo 
vertex is created the dimension references are checked for 
this possibility. If it exists the system automatically re-
moves the dimension. 
Dimensions may reference circles that are a part of an 
object. Upon refacetting that object any dimensions refer-
23 
/ 
encing the object's circles will have their data bases auto-
matically updated to reflect the changes in the object's 
polyhedron. Figure 6 is an example of dimension compliancy 
after an object has been refaceted. 
Figure 5. Compliant Dimensions: Facets. 
24 
When a dimension references an edge as part of a 
refacetted object it cannot be guaranteed that edge will 
survive the refacet. This is a rare occurrance and we would 
not expect the user to refacet an object which contains an 
edge reference. Under such circumstances the dimension • 1S 
automatically removed and the user notified. 
ERS; Erase Elements 
ERS, Erase Elements·, is a command available under the 
EDITEL function key. It allows the user to erase elemen·ts 
or groups of elements that are part of a working plane. 
The. major effect of Erase Elements on dimensions is the 
erasure of referenced elements. When an element referenced 
a dimension is erased, the dimensioned element no longer ex-
ists. 
When a line, arc or circle is erased the element as 
well as the vertices that form the element are removed from 
the data base. The system identifies any dimension that . . . . 1S 
25 
affected by the element erasure and takes appropriate 
action. 
As the user would expect when all of a dimension's pri-
mary references are erased the dimension is erased. When 
one of two primary references is erased the system searches 
other primitives in the mod·el for a corresponding element. 
If one is found the dimension is rereferenced to that ele-
ment; otherwise the system creates a pseudo vertex at coor-
dinates determined by the dimension and reference type. 
( See section on ps.eudo vertices) . The system does not allow 
both the fir.st and second references to be pseudo vertices; 
erasing the dimension under those conditions. A notable ex-
ception is the erasure of points. When a referenced point 
is erased the system searches for a corresponding vertex ' in 
the other primitives of the model. If one is found the di-
mension is rereferenced to that vertex, otherwise the system 
will remove the dimension. 
Under rare circumstances of element erasure it may not 
be obvious to the user a dimension will be removed. Under 
those conditions the dimension is highlighted and the user 
is given the option of cancelling the Erase Element command 
or having the system automatically remove the dimension. 
26 
COR~ Create a Corner Between·Two Lines 
COR~ Create a Corner Between Two Lines, is available as 
a GDP function key or as a command under the EDITEL function 
key. This command is used to create a sharp corner, a 
rounded corner, or a chamfer between two lines. 
Depending on the Trim Options referenced vertexes may 
no longer exist after a corner is created. Under those cir-
cumstapces the system handl.es COR similar to 
vertices .. 
• erasing 
As the u-ser would expect when all of. a dimension's pri-
mary references are erased the dimension is. erased. When 
one of two primary references is erased the system searches 
other primitives in the model for a corresponding el.ement. 
If one is found the dimen~ion is rereferenced to that ele-
ment, otherwise the system creates a pseudo vertex at coor-
dinates determined by the dimension and reference type. 
(See section on pseudo vertices). The system does not allow 
both the first and second references to be pseudo vertices~ 
removing the dimension under those conditions. 
Under rare circumstances of COR, it may not be obvious 
to the user a dimension will be removed. Under those condi-
27 
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tions the dimension is highlighted and the user is given the 
option of cancelling the COR command or having the system 
automa.tically remove the dimension. 
RELIM; Relimit a Line or an Arc 
RELIM, Relimit a Line or an Arc, is available as a GDP 
function key or as a command under the EDITEL function key. 
It enables the user to change the length of a selected line 
or arc. 
After relimiting a line or an arc the vertices which 
define those elements may have changed. The system recog-
nizes this and handles this case as if they have been 
erased. Any dimensions referencing ·these elements as lines 
or -arcs do n·ot need updating. 
As the user would expect when all of a dimension's pri-
mary references are erased the dimension is erased. When 
one of two primary references is erased the system searches 
other • • • primitives in the model for a corresponding element. 
If one is found the dimension is rereferenced to that ele-
28 
ment, otherwise the system creates a pseudo vertex at coor-
dinates d~termined by the dimension and reference type. 
(See section on pseudo vertices). The system does not allow 
both the first and second references to be pseudo vertices; 
removing the dimension under those conditions. 
BRK; Break an Element 
BRK, Break an Element, is a command available under the 
EDITEL function key. It enables the user to break any se-
lected· line; arc, or circle into two elements. 
After the break of a line or an arc the vertices which 
define those elements may have changed. The system recog-
nizes this and handles this case as if they have been 
erased. Any dimensions referencing these elements as lines 
or arcs do not need updating. 
As the user would expect when all of a dimension's pri-
mary references are erased the dimension is erased. When 
one of two primary references is erased the system searches 
other primitives in the model for a corresponding element. 
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If one is found the dimension is rereferenced to that ele-
ment; otherwise the system creates a pseudo vertex at coor-
dinates determined by the dimension and reference type. 
(See section on pseudo vertices). The system does ·not allow 
both the first and second references to be pseudo vertices; 
removing the dimension under those conditions. 
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FUNCTIONS WHICH CHANGE DIMENSION VALUES AND/OR DISPLAYS 
With these functions the user is capable of reposition-
ing objects or elements which he has previously dimensioned. 
Functions in this category are found under the EDIT and 
EDITEL function keys. These include: 
- MO~ Move Object, 
- FLIP, Reflect Witho~t Copying, 
-
ROX, Rotate Object about 
- ROP, Rotate Object About 
- ROS~ Rotate and Scale 
Plane, 
- MOVE, Move Elements, 
·- TURN, Turn Elements, 
- SCL, Scale Elements, and 
Axis, 
a Point 
Object 
I . in a 
About 
- REF, Reflect Elements Across a Line. 
Plane, 
Point I a in a 
After these functions or commands have been performed, any 
dimension references or indices to that object or element 
are still valid. The dimension value and display may need 
to be updated to represent the new object or element posi-
tion. 
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MO~ Move Object 
MO, Move Object, is a function available uder the EDIT 
function key. It permits the user to move a selected object 
a specified displacement. 
When an object referenced by a dimension is moved, the 
dimension is constructed to the same reference offsets and 
indices using the ;rules ·which guide dimension creation. The 
dimension • 1S stored in its original dimension object. Any 
changes in the dimension such as the dimension value or 
polyhedron structure are automatical.ly updated. Figure 6 
shows dimension compliancy after moving a dimensioned ob-
ject. 
FLIP~ Reflect Witout Copying 
FLIP, Reflect Without Copying, is is a function avail-
able under the EDIT function key. It permits the user to 
reflect a selected object about a specified plane. 
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• 
Figure 6. Compliant Dimensions: Move. 
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When an object referenced by a dimension is flipped, 
' 
' 
the dimension is constructed to the same reference offsets 
and indices using the rules which guide dimension creation. 
The dimensi .. on is stored in its original dimension object. 
Any changes in th~ dimension such as the dimension value or 
polyhedron structure are automatically updated. 
ROX; Rotate Object about Axis 
ROX, Rotate Object about Axis, is a function available 
under the EDIT funttion key. It allows the user to rotate a 
selected object about an arbitrary axis. 
When an object referenced by a dimension is rotated; 
the dimension is constructed to the same reference offsets 
and indices using the rules which guide dimension creation. 
The dimension is stored in its original dimension object. 
Any changes in the dimension such as the dimension value or 
polyhedron structure ar~ automatically updated. 
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ROP; Rotate Object About a Point in a Plane 
ROP, Rotate Object About a Point in a Plane, is a func-
tion available under the EDIT function key. It allows the 
user to rotate a sel·ected object in a plane about a point. 
When an object referenced by a dimension is rotated, 
the dimension is constructed to the same reference offsets 
and indices using the rules which guide di'°ension creation. 
The d·imension is stored in its original dimension object. 
Any changes in the dimension such as the dimension value or 
polyhedron structure are autornatica.lly updated. 
ROS~ ·Rotate and Scale Object About a Point in a Plane 
ROS, Rotate and Scale Object About a Point in a Plane; 
is available under the EDIT function key. It is similar to 
ROP, but in addition a scaling takes place. 
\fuen an object referenced by a dimension is rotated and 
scaled, the dimension is constructed to the same reference 
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offsets and indices using the rules which guide dimension 
creation. The dimension is stored in its original dimension 
object. Any changes in the dimension such as the dimension 
value or polyhedron structure are automatically 'Updated. 
MOVE; Move Elements 
MOVE, Move Elements, is a command available under the 
EDITEL function key. It permits the user to move an element 
or group of elements a specified displacement. 
When an element referenced by a dimension is moved; the 
dimension is constructed to the same reference offsets and 
indices using the rules which guide dimension creation. The 
dimension • l.S stored in its original dimension object. Any 
changes in the dimension such as the dimension value or 
polyhedron structure are a.utomatically updated. 
\ 
\ 
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.. 
TURN; Turn Elements 
~ 
TURN, Turn Elements~ is a command available under the 
EDITEL function key. It permits the user to rotate an ele-
ment or group of elements about a stationary point on the 
working plane. 
.. 
When an element referenced'by a dimension 
. . 
1S turned; 
the dimension is constructed to the same reference offsets 
and indices using the rules which guide dimension creation. 
The dimension • 1S stored in its original dimension object. 
Any changes in the dimension such as the dimension value or 
polyhedron structure are automatically u·pdated. 
SCL; Scale Elements 
.. 
SCL, Scale Elements~ is a command available under the 
EDITEL function key~ It permits the user to scale an ele-
ment or group of elements about a stationary point. 
When an element referenced by a dimension is scaled, 
the dimension is constructed to the same reference offsets 
and indices using the rules which guide dimension creation. 
The dimension is stored in its original dimension object. 
Any changes in the dimension such as the dimension value or 
polyhedron structure are automatically updated. 
REF; Reflect Elements Across a Line 
REF, Reflect Elements Across a Line is a command avail-
able unde.r the ED ITEL function key. It permits the user to 
reflect .an element or group of elements about an arbitrary 
line. 
When an ·element referenced by a dimension is reflected~ 
the dimension is constructed to the same reference offsets 
and indices using the rules which guide dimension creation. 
The dimension is stored in its original dimension object. 
Any changes in the dimension such as the dimension value or 
polyhedron structure are automatically updated. 
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NEW OBJECT TYPES ASSOCIATED WITH DIMENSION COMPLIANCY 
To assist the user in dimensioning, three new object 
types are used, these are: 
1. The Pseudo Vertex~ 
2. The Reference Pseudo Vertex, and 
3. The Reference Pseudo Edge. 
The functions and uses of these object types are described 
below. 
Pseudo Vertex 
A pseudo vertex is a compliancy and construction aid 
that defines a position from which a dimension is refer-
enced. There are two purposes for pseudo vertices: 
1. To maintain a dimension for possible object cre-
ation or positioning~ and 
2. To maintain a dimension for future dimension edits; 
such as rereference. 
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Pseudo vertices and dimensions are tied closely to-
gether. A pseudo vertex may not exist without a dimension 
referencing it. Any erasure of a pseudo vertex is accompa-
nied by the removal of the dimension(s) referencing it. 
To help the user to identify pseudo vertices a '+' 
character • 16 drawn in the model display at the location of 
each pseudo vertex. An example of a pseudo vertex is shown 
in Figure 7. 
• 
Figure 7. Compliant Dimensions: Pseudo vertex. 
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The data structure for pseudo vertices
 is described in 
the section on data structures. 
Reference Pseudo Vertex 
\. 
Reference pseudo vertices are complianc
y aids that de.;.. 
fine a position from which a dimension
 is referenced. Ref-
erence pseudo vertices will occur where
 a vertex which 
• 1S 
referenced by a dimension is then lost in 
an UNMERGE and no 
equivalent vertex is available. 
• 1S subse-If the model 
quently MERGEd so that the referenc
e pseudo vertex is no 
longer necessary, the reference pse
udo vertex will be 
erased. 
The • main purpose reference pseu
do vertices is to of 
make compliant dimension automatic. D
uring a simple change 
to a complex model with many dimensio
ns unaffected by this 
change, reference pseudo vertices keep 
from bothering the 
user with dimensions that may be affect
ed. 
Reference pseudo vertices and dimen
sions are tied 
closely together. A reference pseudo v
ertex may not exist 
4.1 
without a dimension referencing it. Any erasure of a refer-
ence pseudo vertex will be accompanied by the removal of the 
dimension referencing it. 
Erasure and refacetting of objects has a direct impact 
on ref~rence pseudo vertices. It may not be obvious to the 
user which faces define a reference pseudo vertex. When an 
object which helps define a reference pseudo vertex is to be 
erased, the user is given the option of cancelling the 
Erase Object function or having the system automatically re~ 
move the reference pseudo vertex and associated dimension. 
When an object which helps define a reference pseudo vertex 
is refacetted it cannot be guaranteed the referenced face 
will still exist. As a result refacetting may cause the re-
moval of reference pseudo edges and their associated dimen-
.. 
sions. 
When an object which helps form a reference pseudo ver-
tex is moved, flipped, or rotated, the reference pseudo ver-
tex polyhedron may need to be updated. Any changes in its 
polyhedron are r~flected by the dimension that references 
• 
., 
it. If the referenced faces no longer intersect as the re-
sult of an object edit the reference pseudo vertex and asso-
ciated dimension are removed. 
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Reference pseudo vertices are represented by a •v• 
character in the model display. This helps the user in 
identifying what the dimension is referencing. An example 
of a reference pseudo vertex is shown in Figure 8. 
Figure a. Compliant Dimensions: Reference pseudo ver-
tex. 
The data structure for reference pseudo vertices is de-
scribed in the section on data structures. 
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Reference Pseudo Edge 
Reference pseudo edges are compliancy aids that define 
a direction for use by a parallel dimension. There is the 
possibility that an edge referenced by a parallel dimension 
may no longer exist after an unmerge. A reference pseudo ' 
edge is created to maintain a parallel dimension urider such 
circumstances. 
The main purpose of reference pseudo edges is to make 
compliant dimension automatic. During a simple change to a 
complex model with many dimensions unaffected by this 
change, reference pseudo edges keep from bothering the user 
with dimensions tha·t may be affected, specifically parallel 
dimensions. 
A reference pseudo edge is defined by the intersection 
of two faces which for-m that edge. Its function is to main-
tain the direction of the parallel edge. If the model is 
subsequently MERGEd so that the reference pseudo edge is no 
longer necessary, the dimension is rereferenced and the ref-
erence pseudo edge erased. 
Reference pseudo edges and dimensions are tied closely 
together. A reference pseudo edge may not exist without a 
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dimension referencing it. Any erasure of a reference pseudo 
edge • 1S accompanied by the erasure of the dimension refer-
encing it. 
Erasure and refacetting of objects has a direct impact 
on reference pseudo edges. It may not be obvious to the 
user which faces define a reference pseudo edge. When an 
object which helps define a reference pseudo edge is to be 
erased; the user is given the option of cancelling the 
Erase Object function or removing the reference pseudo edge 
and associated dimension. When an object which help~-·define 
a reference pseudo edge is refacetted it cannot be guaran~ 
teed the referenced face will still exist. As a result 
refacetting may cause the removal of reference pseudo edges 
and their associated dimensions. 
When an object which helps form a reference pseudo edge 
is moved, flipped; or rotated, the reference pseudo edge 
polyhedron may need to be updated. Any changes in its 
polyhedron are reflected by the dimension that references 
it. If the referenced faces no longer intersect as the re-
sult of an object edit the reference pseudo edge' is removed. 
The reference pseudo edge is not displayed. 
The data structure for reference pseudo edges is de-
scribed in the section on data structures. 
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CENTERLINES 
Centerlines are a new object type which enables the 
user to add centerlines to the model for the purpose of di-
mensioning. Centerlines are compliant, moving with the cir-
cles they reference. Any dimensions referencing centerlines 
are moved along with the centerlines. The rules 
• governing 
centerline compliancy are the same which guide centerline 
creation: 
1. Referenced circles must exist in the model, and 
2. Referenced circles must be true circles in the U-V 
plane. 
Figure 9 is an example of centerline compliancy. 
46 
Figure 9. Centerline compliancy. 
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OBJECT DIMENSION LIST 
The object dimension list is an array of pointers and 
indices attached to an object through a pointer. The off-
sets and indices point back to particular dimensions which 
reference the object. 
Dimensions may be located at many places in the GDP 
heirarchical tree~ Currently, the entire tree must be 
searched to isolate any dimensions that are affected by 
model alterations. The object dimension list is a quick and 
easy way to get to dimensions from the bbjects they refer-
ence. 
The data structure for the object dimension list is in-
cluded in the section on data structures. 
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DEFERRAL 
The update of dimensions after any of the EDIT func-
tions have been performed can be very time consuming, espe-
cially when the edited object • 16 referenced by 
many 
dimensions. Some way to allow the user to defer dimension 
update.sat his ~onvenience is necessary. 
The SHOW and NO-SHOW capabilities of both entire dimen-
' 
sion objects and individual dimensions within a dimension 
object will be used to defer dimension updates. By 
NO-SHOWing a dimension the user expresses his desire to de-
fer the dimension update. If the dimension is SHOWn at the 
time its reference object is edited, the dimension will be 
immediately updated. If the dimension is NO-SHOWn, the di-
mension update will be deferred until the user SHOWs the di-
I 
mension. 
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DATA STRUCTURES 
The current GDP system employs a hierarchical data 
structure. That 
. . is, the objects or nodes in a model are re-
lated to one another by a series of pointers forming a tree 
structure. In addition to these heirarchical pointers the 
node contains other information and pointers that help fur-
ther define the object. 
Three new object types have been created to help real-
ize the goals of dimension compliancy. These are: 
-·. \, 
1~ The Ps·eudo Vertex, 
0 
2. The Reference Pseudo Vertex, and 
3. The Reference Pseudo Edge. 
Each of t·h.ese objects occupy a node in the tree. They are 
primitives having no nodes below them. 
The pseudo vertex is similar to other objects. It has 
a distinct object type number to assist in identification. 
Its polyhedron contains only vertices. All pseudo vertices 
in the model are stored in the same node. Its relationship 
in the GDP heirarchical tree is shown in Figure 10. 
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TOP NODE 
MODEL NODE 
NULL ) 
/ 
S2 S4 
CUBOID CUBOID DIMEN PSEUDO 
. 
'J 
NULL NULL 
OB,JVERT ' . 
OBJDAD=MODEL NODE 
OBJSON=NULL 
OBJBRO=NULL 
0BJNAME=S4 
OBJFRAME=IDENTITY 
05JTYPE ( I ) = I 7 
.----~ 
Of3JPOLYPT -+--------i 
C -~ _:PARMS --+----=.3_ .... NULL 
VERTEX 
L 
--
--
I I ' 
' 
NULL NULL 
-
POLYHEDRON 
FACES (UNUSED) 
·LOOPS (UNUSED) 
EDGE:S (UNUSED) 
VERTEXES 
_J 
Figure 10. The pseudo vertex in the GDP heirarchical 
tree. 
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The. reference pseudo vertex has a distinct object type 
number to assist in identification. Its polyhedron contains 
only vertices. In addition to the structures normally asso-
. 
•I 
ciated with all objects it has a structure referenced by its 
~arameter pointer. This structure contains pointers to ob-
jects and indices into those objects face tables. The 
intersection of these faces define the position of the ref-
erence pseudo vertices. 
stored in the s·ame node. 
All reference pseudo vertices are 
Its relationship in the GDP 
heirarchic:al tree is shown in figure 11. 
T·he reference pseudo edge has a distinct object type 
number to assist in identification. Its polyhedron contains 
only vertices and edges. In addition to the structures 
normally associated with all objects it has a structure ref-
erenced by its parameter pointer. This structure contains 
pointers to objects and indices into those objects face ta-
bles. The intersection of these faces defines the direction 
of the reference pseudo edge. 
stored • in the same node. 
All reference pseudo edges 
Its relationship in the GDP 
heirarchical tree is shown in figure 12. 
The object dimension list is another addition to GDP to 
aid dimension compliancy. It is a list of dimension objects 
and the indices into those objects used to identify any di-
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SI 
CUBOID 
NULL 
OBJVER·~ 
------------+------, 
OBJDAD=MODEL NODE 
OBJSON=NULL 
OBJBRO=~JULL 
0Bi..JNAME=S4 
OBJFRAME=IDENTITY 
OBJT Y PE ( r ) = I 8 ____ __. 
OBJPOL YPT ---+---'-----..J 
0 B JP AR~_,..~: ----'-----+--------, 
TOP NODE 
MODEL NODE 
NULL 
S2 S3 
CUBOID DIMEN 
NULL NULL 
POLYHEDRON 
FACES (UNUSED) 
LOOPS ( UNUSED.) 
EDGES (UNUSED) 
VERTEXES 
r-----, 
L 
,__~ ..... NULL 
I 
I 
REF-ERENCE I 
~~~¥~~ I 
-·- - _J 
NULL 
REFOBJ 
NREFOBJSIZE=I 
REFOBJLIST 
Figure 11. The reference pseudo vertex in the GDP 
heirarchical tree. 
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TOP NODE 
MODEL NODE 
NULL 
r-----, 
SI S2 S3 S4 ._~ ..... NULL 
CUBOID 
NLJLL 
OBJVERT 
OB~DAD=MODEL NODE 
0BJ$ON=NULL 
O~JBRO=NULL 
0BJNAME=S4 
OBJFRAME=IDENTITY 
OBJTYPE ( I } = I 9 
r-------' 
OBJPOL YPT -4------J 
,OBJPARMS ~~-~ 
CUBOID DIMEN 
NLJLL. NULL 
POLYHEDRON 
FACES (UNUSED) 
LOOPS ( UN:USED J 
EDGES. 
VERTEXES 
I 
I I 
I REFERENCE I 
I PSEUDO I EDGE 
L - -t- - _J 
NULL 
REFOBJ 
NREFOBJSIZE=I 
REFOBJLIST 
Figure 12. The reference pseudo edge 
heirarchical tree. 
• in the 
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mensions which reference an object. Each dimensioned object 
has an object dimension list associated with it. An example 
of how the object dimension list works is shown in Figure 
13. 
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r~,. 
C > 
,_) 
TOP NODE 
MODEL NODE 
NULL 
r----, 
I 
I S2 I 
I 
S3 NULL 
CUf:-CJID I CUBOID DIMEN 
L . 
OBJVERT 
OBJCONST 
_., - - _J 
L - -i- _J 
f 
j 
r'1LJL L 
OBJDIMS 
NOBJDIMSIZE=l 
OBJOIMREFS 
NULL 
OBJVERT 
OBJCONST 
Figure 13. The object dimension list. 
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NULL 
OBJDIMS 
NOBJDIMSIZE=I 
OBJDIMREFS 
S2 
(S3) 
l 
CONCLUSIONS 
The charge of this thesis was to design a system to en-
hance Geometric Design Processor (GDP) to include compliant 
dimension capabilities. The proposed system automatically 
updates dimension displays and data bases, when possible~ 
after any model alterations. This increases the versatility 
of GDP dimensioning as a model documentation tool. 
The benefits of c-ompliant dimensions are many and • in--
elude: 
1. Dimensions are saved under most circumstances of 
model alterations, saving important documentation 
and freeing the user from the task of redocumenta-
tion. 
2. Compliant dimensions minimize user input during 
simple as well as extensive model alterations. 
3. Dimensions can now be used as model construction 
aids. 
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AREAS OF FUTURE STUDY 
..... 
) 
The addition of a dimensioning capability is a prereq-
uisite for the application of tolerances to the solid 
modeler. The third phase of enhancements to GDP covers this 
area. 
The addition of tolerances will add many applications 
to GDP. Tolerances, like dimensions, could be used for de-
sign documentation. Toleranced models could be used for 
testing new designs. The results of testing would provide 
the designer with the necessary feedback to either loosen or 
redistribute tolerances. This would reduce both the cost 
per part and t.he number of rejected parts. 
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