In recent years, the interest in human-robot interactions has added a new dimension to the on-line path planning problem by requiring a method that guarantees a risk-free path. This paper presents a streamlined search algorithm for fast path modification. The algorithm is formulated as an optimization problem that evaluates alternative paths nearby each obstacle. Each path is evaluated based on the value of the danger assigned to that path. To reduce the size of the search space, the minimum number of via points necessary to alter the path is initially obtained using a geometrical method. Given the number of via points, the algorithm proceeds to locate the via points around the obstacle such that the resulting path through these via points satisfies all problem constraints. Obtaining a solution in this way renders a fast algorithm for path modification, while it better avoids problems often encountered in other gradient-based search algorithms. Case studies for two planar robots are provided to highlight some of the advantages of the proposed algorithm. Experimental results using a CRS-F3 robot manipulator validate the effectiveness of the algorithm for applications involving human-robot interactions.
Introduction
The integration of robots into the human environment has been identified as a high priority in major robotic roadmaps [1] . Motivated by in-depth research, it is not difficult to imagine the socioeconomic benefits of an interactive environment in which humans and robots can work side by side [2] . At the same time, the prospect of the introduction of a robot into the human environment has illuminated a universe of safety concerns among the standardization bodies, robotic manufacturers, and the researchers. This is simply due to the fact that all existing safety norms are based on isolating robots from their surroundings and consequently are at odds with the premise of interactive environments [3] . To address the issue, much research has focused on developing a new breed of safe and intelligent robots that can share a common workspace with humans [4] . In this regard, a significant body of work has focused on the mechanical design of such robots [5, 6] . Motion planning and control of such robots constitute another important aspect [7] . lems of arbitrary complexity. They can incorporate various optimization criteria easily and are well suited for structured environments as they often succeed to find a feasible solution, if one exists [8] . The probabilistic road-map (PRM) and its variations are examples of global algorithms [9] . Since these algorithms are in general computationally complex and difficult to apply to dynamic environments, they are only implemented as off-line pre-planning tools in high level control hierarchy [10] . The local algorithms, on the other hand, are computationally less demanding and can better deal with unstructured environments and moving obstacles [11, 12] . These algorithms, also known as path planning with incomplete information, have been applied for real-time path planning problems [13] . The combination of these approaches in two or three dimensional space have been studied for mobile robots [14] . In recent years, the interest in human-robot interactions has added a new dimension to the on-line path planning problem by requiring a method that guarantees a risk-free path rather than a collision-free path. This requirement has motivated research to characterize various sources of danger involved in robot motions and to consider the danger in the planning process [15, 16] . This is where the conventional on-line path planning algorithms (e.g., the artificial potential field method [12] ) mainly use the distance of the robot to the obstacle as their evaluation criteria without considering other factors such as approaching speed, acceleration, effective inertia, momentum, and in the case of robots interacting with humans, human factors such as awareness, human fatigue, etc. In this regard, Ikuta et al. [15] defined a danger evaluation scheme based on the distance and velocity between the human and the robot endpoint to obtain a safe path. More recently the same authors formulated a new evaluation scheme to quantify the impact force between the robot endpoint and a human based on the distance, velocity, inertia, and stiffness of the robot [17] . Chen et al. [18] applied similar technique to mobile robots. Brock et al. [19] applied an elastic framework for motion generation in human environment. Kulic et al. [20] used a similar scheme as in [15] but for the entire arm configuration, rather than the robot end-point. In an attempt to generate a path in real-time, the same authors incorporated the value of the danger in a cost function consisting of a quadratic goal seeking function and a quadratic obstacle avoidance function [20] . In this approach, they used a three-layer control hierarchy based on a multiplicative value of the danger.
Contributions and Scopes
The approach presented in this paper is complementary to that in [20] . It also differers from that approach as it proposes an entirely different search technique for path modification. The problem is formulated as an optimization problem that evaluates alternative paths nearby each obstacle. Each path is evaluated based on the value of danger assigned to that path as well as physical limitations of the robot in terms of its joint limits. The optimization algorithm is novel to this work. It is a streamlined algorithm that utilizes a geometrical viewpoint of the problem so as to obtain a solution for an alternative path faster. In this regard, the optimization algorithm uses the data from a new non-visionbased sensing system introduced in [21] for updating a real-time model of the obstacles. However, this paper does not discuss the sensing system in detail. While only circular (2D) and cylindrical (3D) obstacles are considered in this paper, the proposed algorithm, as shown in [22] , can also be applied to obstacles with arbitrary shapes. Modeling and treatment of obstacles with complex shapes using the proposed algorithm are not included in this paper. In spite the fact that dynamic obstacles, in general, are not considered in this work, the effect of the obstacle' s motion is considered as part of danger evaluation. In the proposed method, at any given time, one portion of a pre-defined path is modified depending on the presence of obstacles along the path. The modification is performed in the form of a constraint optimization algorithm. To reduce the size of the search space for an alternative path, the minimum number of via points (through which a path is defined) necessary to modify the original path are obtained. To this effect, a geometrical viewpoint of the problem is developed and used to determine an optimum value for the number of via points. Given the number of via points, a search is performed to locate these points in the robot workspace such that the resulting modified path satisfies two constraints. The first constraint is to maintain the value of danger for the path within a specified range so that the path is considered danger-free (as opposed to collision-free). The second constraint is to obtain the modified path so that the joint angles (obtained using inversekinematics) remain within the joint limits of the robot. While theoretically, the global optimality of the resulting path using local information cannot be guaranteed, it is demonstrated that the proposed algorithm is less prone to local minima often encountered in other gradient-based search algorithm. This can be intuitively attributed to the fact that instead of luring the robot towards the goal as in the case of potential fields, the robot workspace near each obstacle is in fact searched, though using partial data. One should note that before a robot can be considered safe for interaction with humans many other issues regarding its control [4, 23] , sensing [21] , actuation [5, 6] , modeling and tracking [22] , and even injury assessment [24] need to be adequately addressed. The work presented here on its own does not constitute a complete solution for the applications involving human-robot interactions but rather it facilitates such applications. The focus of the work is on obtaining a safe path modification (planning) algorithm. The paper is organized in six sections. Section 2 briefly reviews a well-studied danger evaluation scheme used in our algorithm. Section 3 gives the problem statement. A solution for the number of via points is given in 3.2.1. This is followed by the formulation of the path planning method as an optimization problem and its solution in section 3.2.3. Simulation and experimental results for two planar robots and a CRS-F3 industrial robot manipulator respectively are presented in sections 4 and 5. Section 6 concludes the paper.
Danger Evaluation Method
Since the optimization algorithm in the current study utilizes a quantitative value of the danger for constraining the solution, in this section the definition of a well-known danger evaluation scheme is briefly reviewed [20] . For a point robot, the value of the danger based on the distance of the robot and its relative velocity with respect to an obstacle can be defined as the following product,
where D and V are the distance and velocity factors that are respectively defined as,
min is the minimum allowable distance to the obstacle, max is the effective range of the distance factor, max is the maximum allowable velocity, min is the effective range of the velocity factor, and s( ) is the unit (Heaviside) step function. To extend this definition for an articulated manipulator, the distance and velocity are defined between the closest point on each link of the robot and the obstacle. This point is known as the critical point of the corresponding link.
R
1. In addition to distance and velocity factors, other factors can be similarly defined and included in the definition of the danger [20] . While the factors that are used to characterize the danger are of paramount importance for the assessment of the robot action, the definition given for the danger and the factors therein are irrelevant to the search algorithm proposed in this manuscript and are not the focus of the discussion. More discussions on danger evaluation are given in [21] .
Path Planning Method
In this section, the problem statement and the motivations behind the proposed approach are first presented, and later a solution for the problem is suggested.
Problem Statement
To formulate the problem, let us consider the portion of a pre-defined path that is to be modified between two points referred to as the start point p = ( ) T and the goal point p = ( ) T , within the workspace of the robot. The modification becomes required due to the presence of an obstacle (e.g. a human) along the path that connects the start and goal points. A sequence of via points or intermediate points, p = (
), can be added between the start and goal points in order to modify the path. Each of these via points is actually a frame which specifies the position and in some cases orientation of the robot end point relative to a base frame. The objective is to locate these points to satisfy a set of requirements. A solution that essentially results in tracking the surface of the obstacle for the portion of the surface that interferes with the original path was proposed in [25] . This solution and its variations have been employed in many successful mobile and industrial robot applications. Despite its success, the extension of this solution to interactive environments posses a certain set of challenges as described next. The approach is pictorially illustrated in Figure 1 . In this approach, the velocity of the robot is not considered and it is assumed that all obstacles are stationary. Moreover, a continuous workspace in which the surface of an obstacle can be ideally traced is assumed. Application of this method to articulated manipulators in the so-called image-space (I-space) requires further characterization of obstacles and also assumes that every point along the robot arms is subject to a collision. From a practical point of view, the implementation of the last assumption entails that the entire body of the robot is covered with sensors (e.g., sensitive skin [26] ). What makes things more challenging for an articulated manipulator is the notion of the obstacle shadow as depicted in Figure 1 using a gray area behind the obstacle. Although accessible for a mobile robot, these points are not reachable by an articulated manipulator. At the same time, the area of the shadow changes depending on the manipulator size and configuration. Finally, industrial manipulators often employ trajectory generation modules that receive a set of user-defined via points to define joint angle, velocity, and often acceleration trajectories, as well as avoiding singularities and resolving redundancies, if any. In most cases, such modules cannot be bypassed or modified. Thus, not only is it desirable to limit the number of via points to increase the speed of internal calculations, the data of the yet-to-be generated velocity trajectories are required to be included in the planning process. In this study, a set of via points ( to be determined) plus the start and goal points, i.e., P = {p = ( ) T | =1 } p 0 = p p +1 = p , is considered for modifying the path. An articulated manipulator with = 1 joints is considered. The trajectory between each two consecutive via points is sampled (discretized) at = 1 equally-spaced points with an interval T . The objective is to obtain the location of the via points (e.g., ( ), = 1
) so that the length of the modified path is minimum subject to a bounded value of the danger for all links of the robot as well as bounded joint limits. The set of via points will be passed on to the robot control software at a later stage for trajectory generation. At the same time, the resulting trajectory needs to be considered in advance in order to appropriately locate the via points so that other requirements of the problem are met. The problem can be formulated in the form of the following optimization problem that obtains the location of each via point,
where (P) is the length of the generated path given by,
for the set P. The functions ( T ) and ( T ) are the constraints on the value of the danger and joint limits evaluated at each sampling point and for each joint, respectively. In other words,
represent the value of danger for the -th link (defined between joint and + 1) and the value of the joint limits for the -th joint, when the robot end point is located at p = p + (p +1 − p ), where = 1 −1 and = 1
. Note that, to simplify the calculations, the path length between two consecutive via points is approximated with a straight connection. However, higher order interpolation between the via points can also be used in defining (4) . In what follows, a definition for each constraint function is given.
In this study, danger evaluation given in (1) is used to reinforce the safety of the robot operations in the optimization process. To this effect, the value of the danger is constrained by an upper limit DI max as follows,
Similarly, reinforcing the robot joint limits yields,
where θ and θ are the lower and upper joint limits, which are not necessarily the same for all joints. Once again, = 1 is the number of via points, = 1 is the number of robot joints, and = 1
is the number samples in each section of the trajectory between each two consecutive via points.
The optimization problem defined in (3) results in the optimal location of a set of via points that satisfies the constraints of the problem. This requires O(2 × × ) execution time which for a large number of via points can hinder its real-time implementation. Note that can be a large number. Moreover, the optimization problem implicitly uses the relative velocity of the closest point along each robot link to the obstacle (known as critical points) which requires further computational time and storage memory. A method for calculating the velocities is presented in the next section.
Proposed Solution
In the proposed solution, first an optimum value for the number of via points is obtained and is then used to solve the optimization problem (3). It is necessary to show first that an optimum value for the number of via point exists. Once this is established, a method for obtaining the optimum number of via points using a geometric approach is presented.
Existence of an Optimum Value
The number of via points has two opposite effects on the problem that can be utilized for obtaining an optimum value for it. It is obvious that increasing the number of via points will increase the computation time both in solving (3) and generating a trajectory. At the same time, a larger number of via points results in a shorter path length (Figure 2 ). To show the latter, it can be argued that a general circumscribed polygon around a circle is always a regular polygon (i.e., all angles are equal in size and all sides have the same length) if and only if its perimeter is minimum (i.e, it is an optimum path around the circle). Using this fact, the minimum perimeter of such a polygon is derived and from that, it can be subsequently shown that the length of the optimal path around a circular arc is given by,
where α and are the angle and the radius of the arc, and is the number of via points. It is then clear that the perimeter of the polygon given in (7) is a monotonically descending function of and that completes the proof (for details see Appendix).
Figure 2. Effect of the number of via points on path length.
In light of this fact, the effect of the number of via points can be modeled as the following convex cost function,
where ( ) and ( ) represent the effects of the path length and its computational delay (both normalized) as a function of , respectively, and 1 and 2 are constant coefficients. In order to model the effect of the path length, ( ) is defined as, (9) where α and are the angle and radius of the arc encircling the obstacle, ℓ min = α is the length of the arc, max is the maximum number of via points considered in the problem, and
) is a dynamic coefficient that assigns more weight to the path length as α increases.
To model the effect of the number of via points on the computational delay, ( ) can also be defined as a monotonically increasing function of such as,
It should be noted that the method presented in this section does not depend on the function used to model the delay. Also, the method can be modified for obstacles with arbitrary shapes [27] . To be able to obtain the optimum number of via points that minimizes ( ), the values of α and are required. These values can be determined using a geometrical approach as described next.
Boundary of the Obstacle
In this section, using a geometric approach the boundary of the obstacle characterized by α and are obtained. This will allow obtaining an optimum value for the number of via points, thereby facilitating the calculations of the path generation. To this end, it is initially assumed that the path follows the boundary of the obstacle as reported in [25] . It is important to note that the final path can be substantially different than what is assumed at this stage and the assumption made here is merely for obtaining an initial estimation of the boundary of the obstacle. To follow the boundary of the obstacle, assuming it has a circular shape, the velocity factor of the danger evaluation scheme is set to a constant value. In this way, the danger value is determined only based on the distance to the obstacle and as such its contours will follow the boundary of the obstacle. As a conservative choice, the velocity factor can be set to its maximum value (i.e., V = 1)
This yields the radius of an arc encircling the obstacles as,
An initial path with constant distance to the obstacle is illustrated in Figure 3 . As observed in this figure, the overall path can be divided into two tangents from the start and goal points to the obstacle boundary and a third section comprised of several via points whose number and locations are to be determined. While the start and goal points are fixed during the optimization, the location of the via points are continually changing as the optimization evolves. Given the radius of the arc and the tangent lines it is not difficult to determine the value of α.
Having obtained these values, the minimum number of via points can be obtained by minimizing (8) . Although only cylindrical obstacles are considered in our studies, the method can be extended to obstacles with arbitrary convex shape in 3D space [27] .
Proposed Solution
To solve the path planning problem and given the number of via points, (3) is redefined using the external penalty method as the following unconstrained optimization problem,
where (P) is given by, in which is a (large) constant coefficient and all other parameters are as defined previously. To be able to solve this problem and obtain a path that meets the safety requirements, the minimum distance of the robot links to the obstacle (critical distances) and their corresponding velocities (critical velocities) along the path are required. These values are implicitly used in evaluating ( T ) and ( T ) functions. To this end, it is necessary to use trajectory information. The required steps are summarized in the following pseudo codes.
In the pseudo code, the joint angles, θ , and joint trajectories Θ ( ) Θ ( ) between each two consecutive via points are obtained [28] . The joint trajectories are then sampled, where at each sample the closest (critical) point of each robot link, χ ( T ), to the obstacle and the velocity of that point υ ( T ) (which enables the calculation of the relative velocity of the point to the obstacle) are obtained. This yields the necessary information for calculating the distance and velocity factors in (2) . Having obtained a value for the danger, (11) results in a modified path with the shortest length that also satisfies the safety requirements all along the path, without violating the robot joint limits.
R
2. Any standard trajectory planning method such as Cubic Polynomial Segments, Quintic Polynomial Segments, or Linear Segments with Parabolic Blends can be used in order to obtain joint trajectories. R 3. Since, the problem defined in (11) is non-linear, numerical approaches from the family of Quasi-Newton optimization techniques, e.g., Davidson-Fletcher-Powell (DFP) are used for obtaining a solution [29, 30] .
As stated earlier, the path obtained at this stage can be substantially different than that originally considered to estimate the boundary of the obstacle. The modified path is now obtained based on the obstacle boundary and its motion. One should note that the optimization algorithm does not directly affect the robot joint velocities. However, the algorithm can manipulate the relative velocity between the robot and an obstacle, which in turn determines the value of the velocity factor in (2). This is achieved by locating the via points such that, regardless of the speed of the robot, the relative velocity between the robot and other obstacles does not exceed a certain limit. This concept is symbolically demonstrated in Figure 4 . 
Simulation Results
To evaluate the effectiveness of the algorithm and compare its performance with existing algorithms, several cases for a 2-and 3-DOF planar robots were studied and compared using Matlab software. The parameters used in these case studies are summarized in Table 1 .
The artificial potential fields (APF) method [12] is used as a bench mark in order to compare and gauge the results and illustrates the advantages of the proposed algorithm. The APF locally explores the robot free space (without constructing a representation of this space) at a pace that is comparable to our proposed algorithm. It is neither prudent nor fair to compare the results with other global approaches such as probabilistic road map (PRM) that use an explicit representation of the robot free space but perform the search at much slower pace [9, 31] . 
R
5. In the following case studies, the path is generated by minimizing the cost function (12) using the DavidsonFletcher-Powell (DFP) method [30] . This algorithm exhibits quadratic convergence which results in a fast solution. Also, Linear Segments with Parabolic Blends (LSPB) trajectory planning method [28] is used in order to generate a path between the obtained via points.
Case Study 1: Speed of Path Generation
In this section, the speed of the proposed algorithm for obtaining the new path is compared to a search algorithm, i.e., modified search, that performs slightly better than a pure search-based algorithm. In a search-based algorithm all possible solutions of (3) for permissable values of , and are evaluated, successively whereas in the modified search, for each value of ∈ [1 2 max ], the algorithm is prematurely stopped after a limited number of iterations and the results are compared (for the minimum value of (P)) to obtain a quasi-optimum value for . The search is then resumed with the selected value of and the remaining and values. It has been shown that this search algorithm yields slightly better results than a pure search-based algorithm [32] . The modified search was used in order to compare its results for several case studies using a 2-DOF planar robot. In all cases, our proposed algorithm consistently resulted in a faster response time. Before discussing the results, let us first briefly review the modified search algorithm.
Modified Search Algorithm
In this method, the number of via points are penalized as the search for a modified path advances. The idea is to stop the search prematurely after a fixed number of iterations and to evaluate a cost function for an optimum number of via points. Once a value is found, the search is resumed using the selected number of via points. More precisely, starting from min = 1 in (12), the search will stop after, say 10 iterations, and the value of ( ) 10 is used to calculate the following cost function that corresponds to a single via point ( min = 1),
where ℓ is the Euclidian distance between the start and the goal point, and max is the maximum permissable number of via points. Similarly, the value of ( ) is recalculated for other number of via points, i.e., min = 2 3 . The number of via points that yields a minimum cost function is then used to resume the search for the remaining values of and . The results using the modified search and our proposed algorithms are compared in Table 2 for a number of tests. In all cases the goal point is assumed to be p = (0 4 1 4) T and the obstacle to be p = (0 1 4) T , while the location of the start point is variable. As observed, both algorithms find almost identical results for the optimum number of via points. However, the speed of path generation has significantly improved in our proposed algorithm. It should also be noted that the calculation times presented in this table are for Matlab simulations and not those for real-time implementations. 0 4 1 4) 2 21 2.5s 2 12 0.59 s 4 (−0 4 1) 1 6 1.23s 1 3 0.1 s
As it can be seen in Case 1, the cost function ( ) becomes minimum for min = 3 using the modified search algorithm, whereas in our proposed algorithm this function becomes minimum for min = 4. Despite this difference that has led to a slightly different path, our proposed algorithm is nearly 5 times faster than the modified search algorithm. This, rate improvement, as listed in Table 2 , is consistently observed for both lower and higher numbers of via points. Clearly both algorithms are much faster than a search-based algorithm that searches the entire solution space.
Case Study 2: Dealing with Local Minima
In this section, the advantage of our proposed algorithm in dealing with the local minimum problem often seen in gradient-based algorithms is empirically demonstrated. The results are compared to those obtained using an artificial potential fields (APF) algorithm [33, 34] . Two different cases are considered. Figure 6 shows the results for the first case in which a 2-DOF planar robot intends to travel around two obstacles. As shown, while the APF algorithm becomes trapped in a local minimum (Figure 6(a) ), our algorithm successfully finds its path around the obstacles and reaches the goal point ( Figure 6(b) ). Moreover, Figure 6 (b) shows that the modified path can be obtained using a small number of via points, 4 to be exact, which in turn leads to a fast path generation. The entire path is obtained in 0.77 seconds whereas in the case of the APF, it takes 1.39 seconds before getting fully stocked in a local minimum of the potential fields. Several remedies such as arandom walk [10, 35] have been proposed for dealing with the local minimum problem. Not only can these methods increase the time required for obtaining a solution, they also introduce oscillations and coarse motion in the robot path [1] (which is not suitable for HRI applications). Figure 7 presents the results of the second case for a 3-DOF planar robot which intends to move around and in between two obstacles. To avoid the redundancy in solving the inverse kinematic problem, the orientation of the robot end-point is considered as well. To this end, each point on the path is represented by three parameters, i.e., p = ( λ ) T , where λ is the orientation of a fixed frame attached to the end-point with respect to the base frame. The objective is to minimize the variation of λ throughout the path. This is achieved by adding a new term in the objective function. Moreover, the orientation of the robot was also considered in danger evaluations. In this way, the optimization algorithm not only minimizes the variation of λ but it also selects a value that results in the smallest danger value. Once again, our proposed algorithm successfully finds its way to the goal within 1.07 seconds while the APF algorithm fails. 
Case Study 3: Moving in Narrow and Cluttered Passages
When using a local optimization algorithm, one difficult task for a robot manipulator (as opposed to a mobile robot) is to find its path within narrow passages between local obstacles. Figure 8(a) shows the initial and final configuration of a 3-DOF manipulator in one such case. Here, the robot needs to traverse between four obstacles in order to reach the goal point with a specific orientation. Four via points are used in order to generate the path as depicted in Figs. 8(b-d) . As observed, the proposed method is capable of generating motion which requires high maneuverability.
Case Study 4: Moving Obstacles
In this section, the advantage of the proposed algorithm in considering the relative motion between the robot and obstacle is demonstrated.
While the results presented here cannot be considered as a complete treatment of dynamic obstacles, they clearly demonstrate the benefit of including such information as part of the proposed algorithm.
A 2-DOF planar robot is considered to move around an obstacle that is moving itself. The arrangement is shown in Figure 9 . In this figure, the obstacle is moving left with a constant velocity of ( 0 1 0) T m s . Three algorithms are used to solve this problem, namely; the APF (Figure 9(a) ), the modified search with no information about the obstacle' s motion, e.g., DI = D , (Figure 9(b) ), and our proposed algorithm with DI max = 0 7 (Figure 9(c) ). T . The initial location of the obstacle is shown using a black square. It is assumed that each algorithm evaluates the danger level every 1 second, and if necessary, it modifies the path. As the robot moves along its pre-defined path, at 1 second, the obstacle reaches the point ( 0 4 1 25) T where none of the algorithms find the new location of the obstacle problematic. At 2 seconds, on the other hand, as the obstacle approaches a new location at (0 3 1 25)
T , shown using a gray square, with the exception of our proposed algorithm, all other algorithms either collide with or become dangerously close to the obstacle. This simple example clearly demonstrates the importance of considering the motion of the obstacle in the initial optimization to allow the robot maintain its distance from the obstacle. More conservative results, having a greater distance to the obstacle at all times, can also be obtained by selecting a smaller value for DI max .
While the proposed method considers dynamic obstacles, complete treatment of such obstacles can be achieved by considering them both at planning and control levels [20] . The application of the proposed algorithm with a new reactive control scheme was presented in [23] . 
Experimental Results
To evaluate the performance of the proposed algorithm in practice, a 6-DOF CRS-F3 robot manipulator was experimented with. The setup included a P4, 2.8 GHz desktop computer and a C500C CRS controller that were connected through serial port and ActiveRobot software package [36] . The proposed algorithm in conjunction with the DFP optimization technique was coded in C++ classes to be added to the ActiveRobot software. All six joints were considered in danger assessment, however, only the first three joints were used in order to move the arm. The system used LSPB method for planning the trajectory of motion. The joint angles were measured using absolute encoders in each joint. The required information about obstacles was obtained using a new sensing device [21] . While in this study, all obstacles, including humans, were represented using primitive shapes (e.g. cylinder), better results particularly in a confined space can be obtained using more accurate modeling [27] . Several tests were performed using the CRS-F3 arm. The results proved the efficiency of the method in fast generation of a safe optimal path. In this section, the results obtained in one of these tests are presented where two obstacles with different heights, i.e., a human and another cylindrical object, were considered. A safety region in the form of a cylinder was used to represent the boundaries of the human as well as the other obstacle. while relatively simple, the experiment enabled us to evaluate the algorithm and explore its potential for applications that involve interactions with humans. The parameters used for danger evaluation are listed in Table 3 . A different set of parameters was used for each type of obstacle. This freedom in the selection allows the robot to adopt different patterns of motion as it encounters various types of obstacles. By selecting a more conservative set of parameters (e.g., larger min and small max ) for a particular obstacle, it is possible to slow down the robot and maintain further distance to that particular obstacle. Obviously, there remains the need for a means of distinguishing between different types of obstacles. This issue has not been addressed in this work. Figure 11 . CRS-F3 joint trajectories. Figure 10 shows the generated path corresponding to this case. The trajectories of the first three joints of the manipulator are given in Figure 11 . Also, Figure 12 T for the human and the other object, respectively. The human was assumed to be 1 = 0 77m tall while the other object was 2 = 0 28m tall. These heights were measured with respect to the base of the robot (about 1m off the ground) and not from the ground. In order to avoid the first obstacle (i.e., the human), the robot retracts and rotates around the obstacle. To avoid the second obstacle, on the other hand, the robot finds the shortest path above the obstacle (and not around it) since the second obstacle is shorter. This demonstrates the effectiveness of the algorithm for finding the shortest path while satisfying all other imposed requirements.
The path was generated through 17 iterations and took about 2 73 s on a pentium platform. While this computational time seems to fall short for fast-pace applications, the advantages of the proposed algorithm for both its speed and performance over conventional algorithms were noticeable. Further speed improvement is expected using a real-time operating platform. 
Conclusion
A new algorithm for fast path modification was proposed in this paper. The algorithm could generate a modified path that is optimal in terms of the traveled distance of the robot end point while meeting all safety requirements defined as part of danger evaluation scheme. As for the algorithm performance, simulation as well as experimental results were presented. The results verified the advantages of the proposed algorithm for its computational speed compared to conventional search-based algorithms. To deal with workspace with larger degrees of freedom, further speed improvement is foreseeable by implementing the algorithm on a real-time operating platform. Moreover, it was empirically shown that the algorithm could better address such issues as local minimum often encountered in gradient-based approaches. Experimental results illustrated the possibility of using the algorithm in applications that involve interactions with humans, since the algorithm provided more flexibility for modifying the path based on the desired level of the safety. Further research in this regard is underway. Many issues such as human body modeling, reactive control issues (for dynamic obstacles), safe actuation mechanisms, and risk assessment of the robot still need to be addressed. The fact that only cylindrical or spherical safety regions were considered in this study could be problematic for obstacles with more complex shapes. As an example, representing the human body with a cylinder (as in Section 5) could degrade the performance of the system by eliminating unnecessary workspace around the human, as well as causing faulty distance calculation to some parts of the body. These issues can be addressed by considering a more accurate model of the human body. Moreover, the proposed algorithm requires to be complimented with a reactive control scheme in order to more effectively deal with dynamic obstacles.
) + * = 0 for = 1 (20) Since θ * ≥ 0, it is obvious that θ 1 * = θ 2 * = · · · = θ * and * = − . This condition along with (18) Hence, a circumscribed polygon with the minimal perimeter is a regular polygon. The perimeter of such a polygon is equal to, ℓ( ) = 2 tan( π ) (22) which is a monotonically descending function. This completes the proof.
In the same way, it can be easily shown that the length of a polygonal path (with the minimal perimeter) that covers a circular arc with the radius of and the angle α is equal to, ℓ( ) = 2 ( + 1) tan( α 2( + 1) ) (23) 
