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ABSTRAKT
Diplomová práce se zabývá kolizemi nákladních vozíků uvnitř prostředí logistického dis-
tribučního skladu. Cílem práce je vyhnutí se případným kolizím, které mohou mezi těmito
vozíky nastat.
V první kapitole jsou podrobně popsány kolize částic a ráz těles za použití zákonů zacho-
vání energie a hybnosti. V dalších podkapitolách je provedena podrobná rešerše, týkající
se elastických a neelastických kolizí v ideálním prostředí, jež jsou teoretických výcho-
diskem pro simulaci reálného prostředí. Kolize jsou podloženy podrobnými výpočty a
doplněny obrázky.
Druhá kapitola se zabývá vývojem dvouvrstvé aplikace simulující elastické kolize v ideál-
ním prostředí. V podkapitolách jsou uvedeny popisy použitých tříd a metod pro výpočty
predikcí kolizí s ukázkami zdrojových kódů. Poslední částí je popsána softwarová plat-
forma JavaFX a použité animační třídy, jež jsou nutné k vizualizace problematiky.
Poslední kapitola, jež je hlavním cílem práce, provádí rozšíření stávající aplikace o návrh
prostředí skladových prostor a vozíků. Jednotlivé podkapitoly pak popisují případy růz-
ných typů kolizí, jejich detekce a zamezení vzniku. Dále je navrženo aplikační řešení této
problematiky, s popisem použitých tříd a metod. Použité metody jsou pro jednodušší
pochopení podepřeny vývojovými diagramy.
KLÍČOVÁ SLOVA
JavaFX, elastická kolize, neelastická kolize, predikce, detekce, logistický sklad, vozík,
vizualizace
ABSTRACT
Master’s thesis deals with vehicles collisions within an environment of logistic distribution
storehous. The aim is to avoid potential collisions that can occur between these vehicles.
In the first chapter are detailed collisions of particles and elements impact for the law
of conservation of energy and momentum. In further sections is carried out detailed
research of elastic and inelastic collisions in an ideal environment, which are the theore-
tical basis for the simulation of the real environment. Collisions are supported by detailed
calculations and added pictures.
The second chapter deals with the development of double-layer application simulating
elastic collisions in an ideal environment. In subchapters are descriptions of the classes
and methods for computing prediction of collisions with examples of source code. The
last section describes the software platform JavaFX and used animation classes that are
required for visualization issues.
The last chapter, which is the main goal of the work is done by the expansion of the
existing design environment of storehouse and vehicles. Particular chapters then describe
the cases of various types of collisions their detection and avoidance. There is an ap-
plication designed to address this issue, with a description of the classes and methods.
Used methods are supported with flowcharts for easier understanding.
KEYWORDS
JavaFX, elastic collision, inelastic collision, prediction, detection, storehouse, vehicle,
visualization
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ÚVOD
Úkolem diplomové práce je zpracování rešerše týkající se elastických a neelastických
kolizí a jejich predikce. Cílem diplomové práce je na základě získaných teoretic-
kých poznatků, provést návrh aplikace pro uplatnění kolizí v reálném prostředí a
zamezením jejich vzniku. Prostředím je myšlen logistický distribuční sklad, v němž
se pohybují nákladní vozíky. Implementace zdrojového kódu pro predikci a detekci
kolizí je provedena pomocí softwarové platformy Java, samotná vizualizace pak za
pomocí platformy JavaFX.
Kolize částic jsou důležitým fyzikálním jevem, který nastává nejen v mechanice,
ale i v atomové nebo jaderné fyzice. V běžném životě se lze s kolizemi setkat prakticky
každý den. Může se například jednat o kolizi automobilů nebo rázu koulí při hraní
kulečníku. Znalost těchto jevů může dopomoci k predikci kolizí a jejich využití,
popřípadě jejich zamezení. V praxi se však téměř nikdy nejedná o dokonale elastické
či neelastické kolize nýbrž o částečně elastické kolize.
Dokument je rozdělen do tří kapitol. První kapitola popisuje teoretické shrnutí
poznatků problematiky elastických a neelastických kolizí. V první podkapitole jsou
stručně popsány případy kolize částic a rázy těles, se kterými se lze setkat v běžném
životě. Další podkapitola popisuje zákony zachování hybnosti a energie, jež jsou při
kolizích a rázech uplatňovány. V poslední části kapitoly je detailně popsána elastická
kolize s případy přímého i šikmého rázu těles a neelastická kolize.
Druhá kapitola již představuje praktickou část, kde je podrobně popsán návrh
aplikace pro řešení výpočtů predikce a simulace ideálních kolizí. Ty jsou provedeny v
programovacím jazyce Java. V dalších podkapitolách jsou uvedeny třídy a metody,
použité k těmto výpočtům a k uchování získaných dat. V poslední podkapitole
je představeno vytváření grafického uživatelské rozhraní pro vizualizaci výstupů,
založené na softwarové platformě JavaFX.
Poslední kapitola popisuje využití kolizí v praxi. Navržené řešení je aplikováno
na logistický skladový prostor, v němž se pohybují nákladní vozíky. V kapitole je
dále proveden rozbor problematiky, návrh převodu reálného prostředí do programové
podoby a navrženo aplikační řešení s podrobným popisem použitých tříd a metod.
Aplikace je dále rozšířena o problematiku detekce kolizí mezi těmito vozíky s ná-
slednou vizualizací návrhu.
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1 TEORETICKÁ ČÁST
1.1 Kolize částic a ráz těles
Kolize částic jsou důležitým fyzikálním jevem, který nastává nejen v mechanice, ale
i v atomové nebo jaderné fyzice. Jedná-li se o kolizi částic konečných rozměrů, jde
o ráz těles. Kolize je časově i prostorově omezené vzájemné působení dvou nebo
více částic ve vztažné soustavě, při které dochází k přerozdělení energie a hybnosti.
Před kolizí se částice navzájem neovlivňují a pohybují se nezávisle na sobě a pak na
základě směru a rychlosti pohybu dojde k jejich střetu. [1]
Nejdůležitějšími kolizemi jsou elastická a neelastická. V reálném světě se však
prakticky nevyskytuje případ dokonale elastické nebo neelastické kolize a hovoří se
o nedokonale elastické (částečně elastické) kolizi. Při kolizi částic je nutno uvažovat
izolovanou soustavu, ve které platí zákony zachování hybnosti a energie a rovněž
vnitřní strukturu částic, jako je například atom nebo makroskopické těleso. [1]
Dojde-li ke kolizi dvou těles, jde o kolizi binární, v případě více těles se jedná
o kolizi kolektivní. Nastane-li kolize až při blízkém přiblížení těles, jako například
při rázu kulečníkových koulí, jde o kolizi blízkou. V případě, že na sebe tělesa nebo
částice působí gravitačními, elektrickými či magnetickými silami jde o kolizi dalekou.
Dalekou kolizi může demonstrovat oběh Země kolem Slunce. Země se ke Slunci
během roku přiblíží a následně oddálí i když do sebe nenarazí. [1]
Ještě větší rozmanitost nastává při rázu těles. Zde ovšem záleží na tvaru tělesa,
umístění jeho těžiště, vlastnostech povrchu, způsobu nárazu. Je-li povrch srážejících
se těles dokonale hladký, uplatní se při rázu jen síly ve směru normály k povrchu. U
drsných těles je situace mnohem složitější a tělesa mohou být při rázu uvedena do
rotace. Pak je výpočet pohybu takových těles po rázu velmi obtížný. [1]
Leží-li nárazové síly na jedné přímce procházející těžištěm těles jde o ráz středový,
v opačném případě jde o ráz výstředný. Nejčastější studií je ráz koulí s dokonale
hladkým povrchem jejichž ráz je vždy středový. Navíc lze rázy ještě dále rozlišit.
Srážejí-li se dvě tělesa centrálně tzn. že vektory jejich rychlostí leží na jedné přímce
(normále) jde o ráz přímý. V opačném případě jde o ráz šikmý a po nárazu se tato
přímka pootočí. [1]
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1.2 Zákon zachování hybnosti a energie
Zákon zachování energie je jeden z nejdůležitějších zákonů fyziky. Dle [10]:„Při všech
dějích v izolované soustavě těles se mění jedna forma energie v jinou, nebo přechází
energie z jednoho tělesa na druhé, celková energie soustavy se však nemění.“ Z této
definice plyne, že celková energie izolované soustavy se může obecně měnit v jinou
formu energie (kinetickou, polohovou, tepelnou), avšak její celková velikost je vždy
konstantní a rovna součtu všech forem energií přítomných v soustavě
𝐸 = 𝐸1 + 𝐸2 + 𝐸3 + · · · .
Zákon zachování hybnosti vyplývá z druhého Newtonova pohybového zákona. Podle
[11]:„Jestliže na těleso působí síla, pak se těleso pohybuje se zrychlením, které je
přímo úměrné působící síle a nepřímo úměrné hmotnosti tělesa.“ Nepůsobí-li na
izolovanou soustavu žádná vnější síla, čili 𝐹 = 0, je celková hybnost všech těles
v izolované soustavě zachována. Časová změna hybnosti je nulová a platí
𝐹 = 𝑑𝑝
𝑑𝑡
= 0,
odkud po integraci plyne
𝑝 = 𝑘𝑜𝑛𝑠𝑡.,
kde 𝑝 je celková hybnost soustavy.
Obr. 1.1: Newtonovo kyvadlo - 1 srážející.
Na obr. 1.1 je demonstrován typický příklad ze zákona zachování hybnosti a ener-
gie. Jedná se o několik hladkých ocelových kuliček zavěšených v jedné linii, které se
navzájem dotýkají. Je-li krajní kulička zvednuta a uvedena do pohybu proti ostatním
kuličkám, je při nárazu postupně všemi kuličkami předána hybnost (𝑝𝑖𝑛) a kinetická
14
energie (𝐸𝑘𝑖𝑛) až na druhou krajní kuličku, která se odrazí s hybností (𝑝𝑜𝑢𝑡) a po-
hybovou energií (𝐸𝑘𝑜𝑢𝑡). V případě dokonale pružné srážky by tento jev pokračoval
donekonečna. Z tohoto důvodu je zřejmé, že vstupní hybnost a kinetická energie
systému je stejná jako výstupní [2]. Platí
𝑝𝑖𝑛 = 𝑝𝑜𝑢𝑡,
𝑚𝑣1 = 𝑚𝑣2,
𝐸𝑘𝑖𝑛 = 𝐸𝑘𝑜𝑢𝑡 ,
1
2𝑚𝑣
2
1 =
1
2𝑚𝑣
2
2,
kde 𝑚 je hmotnost tělesa a 𝑣1,𝑣2 jsou jejich rychlosti.
Obr. 1.2: Newtonovo kyvadlo - 2 srážející.
Pokud se navíc srazí vícero kuliček najednou jako na obr. 1.2, bude v tomto
případě pro dvě kuličky hybnost i kinetická energie dvojnásobná a na druhé straně
linie budou rovněž odraženy dvě kuličky. Toto platí lineárně pro zvyšující se počet
srážejících se kuliček. [2]
1.3 Elastická kolize
Elastická kolize (též pružná srážka) je taková kolize, při níž je celková kinetická
energie srážejících se těles po srážce stejná jako celková kinetická energie před sráž-
kou. Elastická srážka proběhne pouze tehdy, pokud nedochází k přeměně kinetické
energie na jiné formy energie resp. pokud dojde k přeměně kinetické energie na jinou
formu energie (zejména potenciální energii pružnosti) je po nárazu opět přeměněna
na kinetickou energii. Během pružné srážky se tedy nemění vnitřní stav tělesa (po
srážce má tedy těleso stejnou hmotnost, elektrický náboj apod.), ale pouze jeho po-
hybový stav (těleso se tedy po srážce pohybuje jinou rychlostí, popř. jiným směrem).
[8]
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Při nárazu makroskopických těles vznikají deformační síly, které se snaží vyrov-
návat rozdíl rychlostí srážejících se těles v bodě rázu. Tyto síly dosahují maxima
v okamžiku, kdy jsou rychlosti vyrovnány. Část kinetické energie je v tomto okamži-
ku přeměněna na potenciální energii pružnosti a v této chvíli tělesa dosahují maxi-
mální deformace. Po nárazu deformační síly vymizí a v závislosti na pružnosti ma-
teriálu dojde k návratu do původního tvaru. Krajním případem je dokonale pružný
ráz, při kterém se těleso vrací do původního tvaru a všechny deformace vymizí.
Reálná tělesa jsou vždy nedokonale pružná (částečně pružná). [7]
1.4 Přímý ráz
Pohybují-li se tělesa stejným směrem, kdy jejich těžiště leží na jedné přímce, jedná
se o případ přímého rázu těles. Na obr. 1.3 jsou zachyceny dvě koule, pohybující se
ve směru osy x, kde složky rychlostí ve směru osy y jsou nulové. Aby ovšem mohlo
vůbec ke srážce dojít, je nutné, aby rychlost prvního tělesa byla větší, než rychlost
druhého tělesa. V opačném případě by k nárazu nikdy nedošlo. [9]
Obr. 1.3: Přímý centrální ráz.
Na obr. 1.3 je vyobrazen přímý centrální ráz, kde
𝑚1 . . . hmotnost prvního tělesa,
𝑣1 . . . rychlost prvního tělesa před srážkou,
𝑚2 . . . hmotnost druhého tělesa,
𝑣2 . . . rychlost druhého tělesa před srážkou,
𝑤1 . . . rychlost prvního tělesa po srážce,
𝑤2 . . . rychlost druhého tělesa po srážce.
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Jsou-li vektory rychlostí ve směru osy x, jsou výsledné rychlosti kladné. V opač-
ném případě záporné. Pro dokonale pružný ráz, kdy platí zákon zachování mecha-
nické energie, je součet kinetických energií těles stejný před i po srážce [9]. Platí
tedy
𝐸𝑘1 + 𝐸𝑘2 = 𝐸 ′𝑘1 + 𝐸
′
𝑘2 ,
1
2𝑚1𝑣
2
1 +
1
2𝑚2𝑣
2
2 =
1
2𝑚1𝑤
2
1 +
1
2𝑚2𝑤
2
2. (1.1)
Hybnost těles se obecně může měnit, avšak ze zákona zachování hybnosti je hybnost
celé soustavy vždy zachována. To lze vyjádřit vztahem
𝑝1 + 𝑝2 = 𝑝′1 + 𝑝′2,
𝑚1𝑣1 +𝑚2𝑣2 = 𝑚1𝑤1 +𝑚2𝑤2. (1.2)
Úpravou vztahů 1.1 a 1.2 je vytvořena soustava rovnic:
𝑚1
(︁
𝑣21 − 𝑤21
)︁
= 𝑚2
(︁
𝑤22 − 𝑣22
)︁
, (1.3)
𝑚1
(︁
𝑣1 − 𝑤1
)︁
= 𝑚2 (𝑤2 − 𝑣2) . (1.4)
Podílem vztahů 1.3 a 1.4 jsou vyjádřeny jednotlivé rychlosti:
𝑣1 + 𝑤1 = 𝑣2 + 𝑤2,
𝑤2 = 𝑣1 + 𝑤1 − 𝑣2, (1.5)
𝑤1 = 𝑣2 + 𝑤2 − 𝑣1. (1.6)
Dosazením vztahu 1.5 do 1.2 je určena rychlost prvního tělesa po srážce:
𝑤1 =
(𝑚1 −𝑚2) 𝑣1 + 2𝑚2𝑣2
𝑚1 +𝑚2
. (1.7)
Obdobně dosazením vztahu 1.6 do 1.2 je určena rychlost druhého tělesa po srážce:
𝑤2 =
(𝑚2 −𝑚1) 𝑣2 + 2𝑚1𝑣1
𝑚1 +𝑚2
. (1.8)
Pro posouzení pružnosti srážky je zaveden činitel restituce neboli vzpruživosti, který
je definován jako poměr záporně vzatých relativních rychlostí těles po a před přímým
rázem
𝑘 = 𝑤2 − 𝑤1
𝑣1 − 𝑣2 . (1.9)
Pro dokonale pružnou kolizi pak platí
𝑤1 − 𝑤2 = 𝑣2 − 𝑣1,
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z čehož vyplývá, že činitel vzpruživosti je roven jedné. Při částečně pružné srážce je
činitel restituce charakteristický pro různé materiály a zejména závisí na rychlosti
srážejících se těles. Při vyšších rychlostech dochází v tělesech k větším a trvalým
deformacím a hodnota činitele klesá. [3]
Ze vztahů 1.7 a 1.8 lze odvodit některé zajímavé skutečnosti. Je-li hmotnost dvou
srážejících se těles stejná, tedy platí 𝑚 = 𝑚1 = 𝑚2, lze tyto vtahy upravit na
𝑤1 = 𝑣2,
𝑤2 = 𝑣1.
Tělesa si tedy vymění rychlosti jak je vidět na obr. 1.4. Rovněž platí, že pokud je
jedno z těles v klidu, po nárazu předá první pohybující se těleso rychlost druhému
nehybnému tělesu a narážející těleso se zastaví. [4]
Obr. 1.4: Záměna rychlostí dvou stejně hmotných těles.
Dojde-li ke srážce těles s rozdílnou hmotností, jako je tomu na obr. 1.5, je tě-
leso s vyšší hmotností odraženo lehčím tělesem jen malou rychlostí, zatímco náraz
těžkého tělesa způsobí, že lehčí těleso se odrazí mnohem vyšší rychlostí. [4]
Obr. 1.5: Výměna rychlostí dvou různě hmotných těles.
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Pokud je navíc rozdíl hmotností velmi velký 𝑚1 << 𝑚2 , kde 𝑚1 → 0, 𝑚2 →∞,
z toho těžké těleso je v klidu, pak se lehčí těleso odrazí stejnou rychlostí a těžké
zůstane v klidu. Je-li, v případě dvou koulí, poloměr těžkého tělesa velmi velký,
vzhledem k jeho hustotě, lze srážku považovat jako ráz koule s rovinnou plochou
(stěnou). [5]
1.5 Šikmý ráz
Tělesa se nemusejí srážet pouze rázem přímým, kdy směr vektorů jejich rychlostí leží
na stejné přímce. V mnoha případech se tělesa mohou srážet rovněž pod různým
úhlem tzv. šikmým rázem. Stejně jako u přímého rázu lze ze zákonů zachování
energie a hybnosti odvodit vztahy pro rychlosti srážejících se předmětů. V praxi jsou
nejčastěji popisovány kulečníkové koule. Narazí-li první koule do druhé stojící koule
šikmo (čili nepřímo), rozlétnou se koule vždy pod pravým úhlem. Bude-li ráz téměř
přímý, bude po srážce rychlost náletové koule mnohem menší než rychlost stojící
koule. Naopak při téměř tečné srážce bude rychlost stojící koule takřka neznatelná
a rychlost náletové koule téměř totožná. [6]
Obr. 1.6: Šikmý ráz.
Na obr. 1.6 je vidět průběh šikmého rázu. Šedá koule, pohybující se rychlostí 𝑣,
narazí do stojící červené koule, přičemž vektor rychlosti míří mimo těžiště druhé
koule. V okamžiku srážky se rychlost 𝑣 rozdělí do dvou kolmých směrů, kde složka
𝑣𝑥 míří od středu první koule po spojnici jejich těžišť a složka 𝑣𝑦 je její kolmicí. [6]
Obdobně jako u přímého rázu těles vyplývá, že složka rychlosti 𝑣𝑥 je během
srážky předána druhé kouli a se složkou rychlosti 𝑣𝑦 bude pokračovat první koule,
tedy kolmo. [6]
Jinou možností vyjádření chování koulí při šikmém rázu, je využití zákonů za-
chování hybnosti a energie. Celková hybnost soustavy je dána pouze hybností první
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koule před srážkou, jelikož je z důvodu zjednodušení druhá koule v klidovém stavu.
Následující vztahy popisují důkaz kolmého odrazu koulí. [6]
Obr. 1.7: Výpočet šikmého rázu.
Lze předpokládat, že se koule po srážce rozlétnout obecně pod úhlem 𝜑 jak je
vidět na obr. 1.7. Hybnosti první a druhé koule po srážce jsou
𝑝1 = 𝑚𝑣1, (1.10)
𝑝2 = 𝑚𝑣2. (1.11)
Vektorový součet těchto hybností musí být roven původní hybnosti první koule
𝑝 = 𝑚𝑣. (1.12)
Za použití kosinové věty lze získat rovnost velikosti hybností
𝑝2 = 𝑝21 + 𝑝22 + 2𝑝1𝑝2𝑐𝑜𝑠𝜑. (1.13)
Z dosazení vztahů 1.10 , 1.11 a 1.12 do 1.13 plyne rovnice
𝑚2𝑣2 = 𝑚2𝑣21 +𝑚2𝑣22 + 2𝑚𝑣1𝑚𝑣2𝑐𝑜𝑠𝜑. (1.14)
Druhá rovnice pro vytvoření soustavy vychází ze zákona zachování kinetické energie
1
2𝑚𝑣
2 = 12𝑚𝑣
2
1 +
1
2𝑚𝑣
2
2. (1.15)
V případě nenulových rychlostí 𝑣1 a 𝑣2 je řešením soustavy rovnic 1.14 a 1.15
𝑐𝑜𝑠𝜑 = 0,
který splňuje pravý úhel
𝜑 = 𝜋2 .
Jelikož se jedná o kvadratickou rovnici je druhým řešením soustavy
𝜑 = 0,
splňující případ přímého rázu koulí. [6]
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1.6 Neelastická kolize
Neelastická kolize (též nepružná srážka) je taková kolize, při níž se část kinetické
energie částic nevratně přemění na jiné formy energie jako např. vnitřní tepelnou
energii a energii plastické deformace. Z toho vyplývá, že neelastická kolize nastane
pouze tehdy, jestliže dojde k přeměně kinetické energie alespoň jednoho z těles.
Rovněž platí, že ačkoliv není při srážce kinetická energie zachována, celková hybnost
a moment hybnosti soustavy se zachovává vždy. Na obr. 1.8 je vyobrazen případ
dokonale nepružného rázu. [7]
Obr. 1.8: Dokonale neelastická kolize.
Dvě tělesa, v tomto případě koule, se navzájem srazí. Při srážce vznikají na styčné
ploše síly, kterými se koule deformují. Jelikož jsou koule plastické a deformace po
srážce je tudíž trvalá, dojde ke spojení obou koulí, které se následně pohybují stejnou
rychlostí. V tomto okamžiku lze říci, že dochází k přeměně dvou těles v jedno. [7]
Dle 1.9 je pro dokonale nepružnou srážku činitel vzpruživosti roven nule. Navíc
lze odvodit tento koeficient rovněž na případu, kdy dopadá těleso z výšky ℎ kolmo
na nehybnou podložku a po odrazu vystoupí do výšky ℎ′. Potom platí vztah
𝑘 = −𝑤1
𝑣1
=
√︃
ℎ′
ℎ
,
kde 𝑣1 je rychlost před srážkou a 𝑤1 rychlost po srážce. Jelikož se po střetu tělesa
s povrchem otočí vektor jeho rychlosti, mají rychlosti vždy opačná znaménka. [1]
Ze zákona zachování hybnosti lze pro nepružný ráz odvodit vztah
𝑝1 + 𝑝2 = 𝑝′,
𝑚1𝑣1 +𝑚2𝑣2 = (𝑚1 +𝑚2) 𝑣, (1.16)
kde 𝑚1, 𝑚2 jsou hmotnosti obou těles před srážkou, 𝑣1, 𝑣2 jsou rychlosti těles před
srážkou, 𝑚1 +𝑚2 je celková hmotnost tělesa po srážce a 𝑣 je jeho rychlost. [7]
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Ze vztahu 1.16 je výsledná rychlost po srážce rovna
𝑣 = 𝑚1𝑣1 +𝑚2𝑣2
𝑚1 +𝑚2
.
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2 PRAKTICKÁ ČÁST
2.1 Struktura programu
Jak již bylo zmíněno v úvodu, program je rozdělen do dvou částí a jedná se tedy
o dvouvrstvou architekturu aplikace. První část tvoří aplikační vrstvu a to třída
CollisionPred, která provádí výpočty predikcí jednotlivých kolizí za využití progra-
movacího jazyka Java. Výsledné hodnoty jsou následně uloženy do dvou souborů
typu XML. První soubor nese název inputConfiguration.xml a obsahuje počáteční
nastavení pozic, hmotností a rychlostí těles, které jsou třídě předány jako vstupní
argumenty. Druhý soubor inputPrediction.xml pak obsahuje již zmíněnou predikci
kolizí.
Druhá část programu je tvořena prezentační vrstvou, kterou zastupuje třída Vi-
sualization. Třída Visualization představuje uživatelské grafické rozhraní, založené
na softwarové platformě JavaFX, jež jako vstupy pro vizualizaci využívá již zmíněné
soubory, vytvořené třídou CollisionPred. Na obr. 2.1 je zobrazen diagram komuni-
kace těchto tříd.
Obr. 2.1: Diagram komunikace tříd programu.
V následující části práce je popsána komunikace jednotlivých tříd pro vytvoření
výstupních souborů a rovněž výpočty predikcí kolizí.
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2.1.1 Třída Event
Nejdůležitější třídou celého programu je třída Event. Ta obsahuje veškeré proměnné
potřebné pro uložení predikce prvku. V tabulce 2.1 jsou zobrazeny atributy této
třídy.
Tab. 2.1: Atributy třídy Event
Přehled atributů
Datový typ Název Význam
int i1 První prvek
int i2 Druhý prvek
double time Čas srážky
boolean wallH Horizontální stěna
boolean wallV Vertikální stěna
double vx1 Rychlost ve směru osy x prvního prvku
double vy1 Rychlost ve směru osy y prvního prvku
double vx2 Rychlost ve směru osy x druhého prvku
double vy2 Rychlost ve směru osy y druhého prvku
double rx1 Pozice prvního prvku na ose x
double ry1 Pozice prvního prvku na ose y
double rx2 Pozice druhého prvku na ose x
double ry2 Pozice druhého prvku na ose y
boolean next Další srážka ve stejném čase
První dvě proměnné i1 a i2 označují indexy dvou srážejících se prvků v im-
plementovaném seznamu. Dále pak proměnná time, obsahující čas, za který dojde
ke kolizi těchto prvků. Proměnné wallH a wallV uchovávají informaci o tom, zda-li
se jedná o srážku s vertikální nebo horizontální stěnou. Jsou-li obě proměnné na-
staveny na hodnotu nepravda, jde o srážku dvou těles, v ostatních případech jde o
srážku se stěnou. V tomto případě je použita pouze proměnná i1. Proměnné vx1 a
vx2 určují rychlosti prvního a druhého prvku ve směru osy x po srážce, proměnné
vy1 a vy2 pak rychlosti prvků ve směru osy y po srážce. Obdobně proměnné rx1
a rx2 uchovávají pozici obou těles na ose x po srážce a proměnné ry1 a ry2 pozici
obou těles na ose y po srážce. Logická proměnná next určuje, zda-li nedošlo ještě
ke srážce jiných těles ve stejném čase.
Třída Event navíc implementuje porovnávání časů srážek, na jehož základě je
provedeno řazení kolizí v seznamu od nejkratší po nejdelší dobu.
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2.1.2 Třída CollisonPred
Třída CollisionPred je třídou pro výpočet predikcí jednotlivých kolizí a vytvoření
výstupních XML souborů, využívající třídu Event a Particle. Výčet použitých atri-
butů je v tabulce 2.2.
Tab. 2.2: Atributy a metody třídy CollisionPred
Přehled atributů
Datový typ Název Význam
LinkedList<Event> prediction Seznam veškerých predikcí
LinkedList<Event> finalized Seznam predikcí s nejkratším časem srážky
double hitTime Čas první srážky
Particle[] particle Pole vytvořených prvků
double dt Doba simulace
Přehled metod
Návratový typ Název - vstupní parametry
boolean Cmp(double w, double h, double t)
void Update()
Lineárně vázané seznamy prediction a finalized obsahují kolekci tříd Event.
Seznam prediction slouží pro uložení veškerých kolizí pro všechny prvky simulace.
Po vytřídění seznamu prediction jsou kolize s nejkratším časem hitTime uloženy
do seznamu finalized. Proměnná hitTime slouží k uchování času kolize, která
nastane nejdříve. Pole particle obsahuje prvky simulace, které jsou třídě předány
jako vstupní argumenty programu. Proměnná dt uchovává dobu, po kterou simulace
poběží. Z důvodu zjednodušení není simulace vždy ukončena v přesně zadanou dobu,
ale je ukončena po překročení zadaného času. Může tedy trvat déle v závislosti na
délce trvání poslední kolize.
V řešení této třídy je rovněž nutno uvést dvě důležité metody a to metodu
Cmp a Update. První metoda Cmp je použita pro nalezení nejkratšího času do další
kolize hitTime a zároveň pro naplnění seznamu prediction všemi kolizemi, které
mohou nastat. Metoda přebírá tři parametry. První parametr w určuje šířku okna
pro vizualizaci, parametr h pak výšku okna pro vizualizaci a parametr t délku trvání
simulace.
Po naplnění seznamu prediction dojde k jeho prohledání a odmazání kolizí,
které nastanou v pozdějším čase, než je čas hitTime. Tyto kolize jsou totiž irele-
vantními ve chvíli, kdy dojde ke srážce a tím ke změnám rychlostí prvku popř. prvků.
Postupné promazávání je důležité, jelikož může dojít k vícero kolizím s nejkratším
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časem ve stejný okamžik a tyto kolize nesmí být opomenuty. Poté je volána metoda
Update, která přepočítá a aktualizuje nové pozice všech těles pro oba směry v poli
particle, jež nastanou za čas hitTime. Následně dojde ještě k aktualizaci prvků,
účastnících se kolize, v seznamu prediction. U těchto prvků totiž dojde ke srážce
a tudíž ke změnám rychlostí. Posléze jsou všechny události uloženy do finálního sez-
namu finalized, který je uchovává pro metodu ukládající data do souboru. Poté
Obr. 2.2: Vývojový diagram ukončení simulace.
je vymazán seznam prediction a do proměnné dt je přičten čas hitTime a dojde
k porovnání, zda-li není dosaženo konce simulace. Pokud ano, je vrácena hodnota
pravda, v opačném případě nepravda. V případě positivní návratové hodnoty je
výpočet predikce zastaven. Dále jsou konfigurace rozložení jednotlivých prvků spo-
lečně s predikcemi, jež uchovává seznam finalized, uloženy do souborů ve formátu
XML. Struktura a obsah souborů jsou vyobrazeny v příloze na obr.A.2 a A.3.Na
obr. 2.2 je vyobrazen diagram řešení ukončení simulace. Podrobnější popis a výpočty
jednotlivých kolizí jsou popsány v sekci 2.2.
2.1.3 Třída Particle
Třída Particle je třídou jednotlivých prvků, která slouží k vytvoření kruhu a im-
plementuje metody pro výpočet času kolize a rychlostí prvků po srážce. Nejedná se
tedy o kouli v přesném slova smyslu jako bylo popsáno v teorii při zkoumání kolizí
dokonale hladkých koulí, jelikož je vizualizace pouze dvourozměrná. Výčet použitých
proměnných je v tabulce 2.3.
Třída Circle patří do implementace JavaFX a její podrobnější popis je v kapitole
2.6.1. Je zde zavedena, avšak je důležitá pouze pro vizualizaci, nikoliv pro výpočet
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Tab. 2.3: Atributy třídy Particle
Přehled atributů
Datový typ Název Význam
double mass Hmotnost
double radius Poloměr
double vx Rychlost ve směru osy x
double vy Rychlost ve směru osy y
double rx Pozice prvku na ose x
double ry Pozice prvku na ose y
int count Počet kolizí
Circle circle Kruh
simulace. Důvod je prostý a to ten, že třídu Particle může díky tomuto řešení použít
rovněž třída Visualization, která vizualizaci provádí.
Proměnná mass drží informaci o váze prvku, proměnná radius pak obsahuje
hodnotu poloměru kruhu. Rychlosti prvků jsou uloženy v proměnných vx a vy a
jejich pozice zase v proměnných rx a ry. Proměnná count zde zastupuje pouze
informativní stránku a uchovává počet kolizí, které nastaly pro tento prvek.
Následující sekce se zabývá výpočty času kolize a rovněž implementací metod
pro výpočet rychlostí po srážce.
2.2 Predikce kolizí
Při výpočtu času jednotlivých kolizí je předpoklad, že se jedná o model tvrdých
koulí (kulečníkový model), který je idealizovaným modelem pohybu atomů nebo
molekul v uzavřeném prostoru (okně). Práce je zaměřena na dvourozměrnou verzi
nazvanou modelem pevného disku. Ten je dán pouze elastickými kolizemi, avšak
může být s obměnami proveden i pro kolizi neelastickou. Pro neelastické kolize je
situace mnohem jednodušší a proto je uvedena na konci této kapitoly a v této fázi
je řešena pouze dokonale elastická kolize. Následuje výčet nejdůležitějších vlastností
diskového modelu. [12]
• 𝑁 pohybujících se prvků v uzavřeném prostoru.
• Prvek 𝑖 má známou pozici 𝑟𝑥 na ose x, 𝑟𝑦 na ose y, rychlost 𝑣𝑥 ve směru osy
x, 𝑣𝑦 ve směru osy y, hmotnost 𝑚 a poloměr 𝜎.
• Prvky mezi sebou kolidují skrze elastické kolize a odrážejí se od hranic okna.
• Žádné další síly se neuplatňují. Z toho plyne, že se částice mezi srážkami
pohybují po přímce konstantní rychlostí. Nedochází tedy k jejich urychlení či
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zpomalení.
Čas, za který dojde ke kolizi prvku, lze rozdělit do dvou kategorií. První možností
je čas srážky prvku se stěnou. Druhou možností je pak případ kolize dvou prvků.
Následující sekce se zabývají podrobnými výpočty těchto časů, které lze aplikovat
pro dokonale elastickou i neelastickou kolizi.
2.2.1 Kolize mezi prvkem a stěnou
Při známé pozici 𝑟𝑥, 𝑟𝑦, rychlosti 𝑣𝑥, 𝑣𝑦 a poloměru 𝜎 prvku v čase 𝑡 lze určit, zda-li
kolize nastane a pokud ano, kdy se prvek srazí s vodorovnou nebo svislou stěnou,
jak demonstruje obr. 2.3.
Obr. 2.3: Kolize mezi prvkem a stěnou.
Kde Δ𝑡 značí čas, kdy dojde ke srážce, 𝑠𝑖𝑧𝑒𝑥 je šíře okna a 𝑠𝑖𝑧𝑒𝑦 je jeho výška.
Jelikož jsou souřadnice na ose x v rozmezí < 0, 𝑠𝑖𝑧𝑒𝑥 > a na ose y < 0, 𝑠𝑖𝑧𝑒𝑦 >,
prvek přijde do kontaktu s horizontální stěnou v čase 𝑡 + Δ𝑡, jestliže je veličina
𝑟𝑦 +Δ𝑡 · 𝑣𝑦 rovna poloměru 𝜎 nebo (𝑠𝑖𝑧𝑒𝑦 − 𝜎).
Δ𝑡 =
⎧⎪⎪⎨⎪⎪⎩
(𝑠𝑖𝑧𝑒𝑦 − 𝜎 − 𝑟𝑦)/𝑣𝑦 je-li 𝑣𝑦 > 0,
(𝜎 − 𝑟𝑦)/𝑣𝑦 je-li 𝑣𝑦 < 0,
∞ je-li 𝑣𝑦 = 0.
(2.1)
Obdobně je pak proveden výpočet času střetu prvku s vertikální stěnou. Prvek
přijde do kontaktu s vertikální stěnou v čase 𝑡+Δ𝑡, jestliže je veličina 𝑟𝑥 +Δ𝑡 · 𝑣𝑥
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rovna poloměru 𝜎 nebo (𝑠𝑖𝑧𝑒𝑥− 𝜎).
Δ𝑡 =
⎧⎪⎪⎨⎪⎪⎩
(𝑠𝑖𝑧𝑒𝑥− 𝜎 − 𝑟𝑥)/𝑣𝑥 je-li 𝑣𝑥 > 0,
(𝜎 − 𝑟𝑥)/𝑣𝑥 je-li 𝑣𝑥 < 0,
∞ je-li 𝑣𝑥 = 0.
(2.2)
Ze vztahů 2.1 a 2.2 vyplývá, že pokud je rychlost v daném směru nulová, ke kolizi
se stěnou nikdy nedojde. [12]
2.2.2 Kolize dvou prvků
Při známých pozicích a rychlostech prvků 𝑖 a 𝑗 v čase 𝑡 je možné rozhodnout, jestli
a kdy dojde k jejich střetu. Demonstrace výpočtu je na obr. 2.4.
Obr. 2.4: Kolize dvou prvků.
Nechť 𝑟′𝑥𝑖 , 𝑟
′
𝑦𝑖
a 𝑟′𝑥𝑗 ,𝑟
′
𝑦𝑗
představují pozice prvků 𝑖 a 𝑗 v momentě kontaktu, v čase
𝑡 + Δ𝑡. Když dojde ke kolizi prvků, jejich středy jsou odděleny vzdáleností součtu
poloměrů 𝜎 = 𝜎𝑖 + 𝜎𝑗. Jinými slovy, pro vyjádření kvadrátu vzdálenosti středů
vyplývá vztah
𝜎2 = (𝑟′𝑥𝑖 − 𝑟′𝑥𝑗)2 + (𝑟′𝑦𝑖 − 𝑟′𝑦𝑗)2. (2.3)
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Během doby před srážkou se prvky pohybovali s lineární interpolací. Pozice prvků
v čase srážky tedy jsou
𝑟′𝑥𝑖 = 𝑟𝑥𝑖 +Δ𝑡 · 𝑣𝑥𝑖 , (2.4)
𝑟′𝑦𝑖 = 𝑟𝑦𝑖 +Δ𝑡 · 𝑣𝑦𝑖 , (2.5)
𝑟′𝑥𝑗 = 𝑟𝑥𝑗 +Δ𝑡 · 𝑣𝑥𝑗 , (2.6)
𝑟′𝑦𝑗 = 𝑟𝑦𝑗 +Δ𝑡 · 𝑣𝑦𝑗 . (2.7)
Dosazením vztahů 2.4, 2.5, 2.6, 2.7 do vztahu 2.3, je řešením kvadratická rovnice
pro čas Δ𝑡. Výběrem reálného kořene a zjednodušením rovnice je nalezeno řešení,
v případě, že jsou známy pozice, rychlosti a poloměry prvků.
Δ𝑡 =
⎧⎪⎪⎨⎪⎪⎩
∞ je-li Δ𝑣 ·Δ𝑟 ≥ 0,
∞ je-li 𝑑 < 0,
−Δ𝑣·Δ𝑟+
√
𝑑
Δ𝑣·Δ𝑣 jinak,
(2.8)
kde
𝑑 = (Δ𝑣 ·Δ𝑟)2 − (Δ𝑣 ·Δ𝑣) · (Δ𝑟 ·Δ𝑟 − 𝜎2)
Δ𝑟 = (Δ𝑟𝑥,Δ𝑟𝑦) = (𝑟𝑥𝑗 − 𝑟𝑥𝑖 , 𝑟𝑦𝑗 − 𝑟𝑦𝑖)
Δ𝑣 = (Δ𝑣𝑥,Δ𝑣𝑦) = (𝑣𝑥𝑗 − 𝑣𝑥𝑖 , 𝑣𝑦𝑗 − 𝑣𝑦𝑖)
Δ𝑟 ·Δ𝑟 = (Δ𝑟𝑥)2 + (Δ𝑟𝑦)2
Δ𝑣 ·Δ𝑣 = (Δ𝑣𝑥)2 + (Δ𝑣𝑦)2
Δ𝑣 ·Δ𝑟 = (Δ𝑣𝑥) · (Δ𝑟𝑥) + (Δ𝑣𝑦) · (Δ𝑟𝑦)
Z rovnice 2.8 je patrné, že v případě, kdy Δ𝑣 · Δ𝑟 ≥ 0 nebo 𝑑 < 0, nemá
kvadratická rovnice řešení pro Δ𝑡 > 0. V ostatních případech je garantován čas
kolize Δ𝑡 ≥ 0 [12]. Nyní již zbývá vyřešit výsledné hodnoty rychlostí po srážce, což
je popsáno v následují sekci.
2.3 Rozřešení elastických kolizí
Tato sekce představuje fyzikální vztahy, které specifikují chování prvku po doko-
nale elastické kolizi se stěnou nebo s jiným prvkem. Pro zjednodušení je ignorována
kolektivní kolize a představena pouze kolize binární. Řízení elastických kolizí mezi
párem pevných disků je provedeno třemi rovnicemi a to rovnicí zachování lineární
hybnosti, kinetické energie a kolmým působením normálové síly v bodě kolize. [12]
• Kolize prvku se stěnou. Srazí-li se prvek o rychlostech (𝑣𝑥, 𝑣𝑦) se stěnou
kolmou k souřadnici ve směru osy x, čili s vertikální stěnou, pak nové rychlosti
budou (−𝑣𝑥, 𝑣𝑦). Z toho plyne, že úhel odrazu se rovná úhlu dopadu. Pro srážku
s horizontální stěnou pak obdobně platí nové rychlosti (𝑣𝑥,−𝑣𝑦).
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• Kolize mezi dvěma prvky. Při kolizi dvou pevných disků působí normálová
síla ve směru přímky, spojující středy prvků (bez jakéhokoliv tření či rotace).
Impulzy (𝐽𝑥, 𝐽𝑦) jsou díky normálové síle ve směrech osy x a y dokonale ela-
stické kolize v momentě kontaktu
𝐽𝑥 =
𝐽Δ𝑟𝑥
𝜎
,
𝐽𝑦 =
𝐽Δ𝑟𝑦
𝜎
,
kde
𝐽 = 2𝑚𝑖𝑚𝑗(Δ𝑣 ·Δ𝑟)
𝜎(𝑚𝑖 +𝑚𝑗)
a kde 𝑚𝑖, 𝑚𝑗 jsou hmotnosti prvků 𝑖 a 𝑗.
Jelikož je nyní znám impulz, lze aplikovat druhý Newtonův zákon (pohybový
zákon) pro výpočet rychlostí prvků okamžitě po srážce
𝑣′𝑥𝑖 = 𝑣𝑥𝑖 +
𝐽𝑥
𝑚𝑖
,
𝑣′𝑦𝑖 = 𝑣𝑦𝑖 +
𝐽𝑦
𝑚𝑖
,
𝑣′𝑥𝑗 = 𝑣𝑥𝑗 −
𝐽𝑥
𝑚𝑗
,
𝑣′𝑦𝑗 = 𝑣𝑦𝑗 −
𝐽𝑦
𝑚𝑗
.
2.4 Rozřešení neelastických kolizí
Tato sekce, obdobně jako v sekci elastických kolizí, představuje výpočty rychlostí
prvků po dokonale neelastické kolizi mezi stěnou, či jiným prvkem. Zde však platí
pouze zákon zachování hybnosti, nikoliv kinetické energie, která může být přeměněna
v jiný druh energie. Rovněž zde není uvažována případná rotace či deformace prvků
před a po kolizi. Díky těmto vlastnostem jsou výpočty velmi jednoduché a lehce
aplikovatelné.
• Kolize prvku se stěnou. Dojde-li ke srážce prvku s horizontální či vertikální
stěnou, jeho výsledná rychlost bude nulová.
• Kolize dvou prvků. Kolidující prvky se srazí, spojí se a pohybují se stejnou
rychlostí, kde složka rychlosti ve směru osy x je rovna
𝑣𝑥 =
𝑚𝑖𝑣𝑥𝑖 +𝑚𝑗𝑣𝑥𝑗
𝑚𝑖 +𝑚𝑗
,
a složka rychlosti ve směru osy y je
𝑣𝑦 =
𝑚𝑖𝑣𝑦𝑖 +𝑚𝑗𝑣𝑦𝑗
𝑚𝑖 +𝑚𝑗
.
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2.5 Ukázky zdrojových kódů
V algoritmu 1 je předveden zdrojový kód metody timeToHit, která slouží pro výpočet
času elastické i neelastické kolize dvou prvků.
vstup : Prvek 𝑏 třídy 𝑃𝑎𝑟𝑡𝑖𝑐𝑙𝑒 k porovnání
výstup: Čas kolize dvou prvků
begin
a ← this;
if prvek a je roven prvku b then
return INFINITY ;
end if
dx ← b.rx − a.rx ; /* Δ𝑟𝑥 */
dy ← b.ry − a.ry ; /* Δ𝑟𝑦 */
dvx ← b.vx − a.vx ; /* Δ𝑣𝑥 */
dvy ← b.vy − a.vy ; /* Δ𝑣𝑦 */
dvdr ← dx · dvx + dy · dvy ; /* Δ𝑣 ·Δ𝑟 */
if dvdr > 0 then
return INFINITY ;
end if
dvdv ← dvx · dvx + dvy · dvy ; /* Δ𝑣 ·Δ𝑣 */
drdr ← dx · dx + dy · dy ; /* Δ𝑟 ·Δ𝑟 */
sigma ← a.radius + b.radius ; /* 𝜎 */
d ← ( dvdr · dvdr ) − dvdv · ( drdr − sigma · sigma ) ; /* 𝑑 */
1 if drdr < sigma · sigma then /* překrývající se prvky */
return INFINITY ;
end if
if d < 0 then
return INFINITY ;
end if
return −( dvdr + Math.sqrt(d) )/ dvdv ; /* −Δ𝑣·Δ𝑟+
√
𝑑
Δ𝑣·Δ𝑣 */
end
Algoritmus 1: Metoda timeToHit.
V první fázi výpočtu dojde k porovnání, zda-li se nejedná o stejný prvek. K to-
muto jevu by nemělo dojít, ale z hlediska ošetření možných chyb, je zde podmínka
zavedena. Pokud je podmínka splněna, vrací funkce hodnotu INFINITY. Ta je ve
třídě deklarována jako konstanta a její hodnota je pozitivní nekonečno datového
typu Double, čili ke kolizi nikdy nedojde ani nemůže dojít. Dále dojde k výpočtu
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proměnných dx, dy, do kterých jsou uloženy rozdíly pozic prvků na ose x a y. Ob-
dobně pak v proměnných dvx, dvy jsou uloženy rozdíly jejich rychlostí. Proměnná
dvdr slouží k výpočtu součtu součinů rychlostí a pozic prvků v obou směrech. Je-li
výsledek proměnné dvdr větší než nula, mohou nastat následující možnosti, kdy se
k sobě prvky nepřiblíží a ke srážce nedojde.
• Rychlost prvního prvku je menší nebo stejná jako rychlost druhého prvku,
přičemž se oba pohybují stejným směrem.
• Rychlosti obou prvků jsou stejné či různé, ale jejich směry jsou rozdílné, tudíž
se od sebe vzdalují.
Dále dojde k výpočtu součtu druhých mocnin proměnných dx a dy, jež ucho-
vává proměnná dvdv a součtu druhých mocnin proměnných dvx a dvy, které jsou
uloženy v proměnné drdr. Proměnná sigma uchovává součet poloměrů kruhů, ne-
boli vzdálenosti jejich středů. Po výpočtu diskriminantu d dojde k porovnání, zda-li
tento není menší než nula. Pokud ano, nemá rovnice řešení v oboru reálných čísel a
ke srážce nedojde. V opačném případě je vrácen výsledný čas srážky těchto prvků.
V algoritmu je navíc aplikována podmínka 1, která řeší překrývání prvků. Situace
může nastat při vkládání prvků, což může být ošetřeno přímo na vstupu aplikace
nebo se nebude považovat překrytí za srážku a návratovou hodnotou je INFINITY.
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2.6 Vizualizace v JavaFX
Sekce se zabývá prezentační vrstvou aplikace, kterou předvádí třída Visualization.
Jako vstup aplikace jsou použity již zmíněné soubory inputConfiguration.xml a
inputPrediction.xml, vytvořené třídou CollisionPred. Následující sekce se zabý-
vají stručným popisem programovacího jazyka JavaFX, výčtem použitých atributů
a metod třídy Visualization a ukázkami algoritmů.
2.6.1 Softwarová platforma JavaFX
JavaFX byla vyvinuta firmou Oracle a je dalším krokem v evoluci softwarové
platformy Java jako bohatá klientská platforma, která je reakcí na masově rozšířené
platformyAdobe Flash aMicrosoft Silverlight. JavaFX poskytuje zejména jed-
noduché, hardwarově-urychlené aplikační rozhraní pro podniková řešení. Podporuje
tvorbu a implementaci interaktivních webových aplikací zejména v oblasti vizua-
lizace, médií a ovládacích prvků. Její základní myšlenkou je vytvoření aplikačního
rozhraní, díky němuž budou schopni i méně zkušení uživatelé vytvářet robustnější
uživatelská prostředí a animace. [13]
Na obr. 2.5 je zobrazena ukázka schématu vytváření grafického uživatelského
rozhraní v JavaFX.
Obr. 2.5: Schéma grafického uživatelského rozhraní.
Aplikace je tvořena tzv. Stage, kterou lze popsat jako jeviště. Tomuto jevišti je
přiřazena scéna Scene. Scéna je myšlena jako hlavní okno, používané v klasických
aplikacích, které obsahuje záhlaví s názvem a tlačítky minimalizace, maximalizace a
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uzavření. Jejím kořenem mohou být například okna Archon Pane, což je ukotvené
okno na daných souřadnicích, Border Pane (hraniční okno), které je rozděleno na
více částí, či jednoduché okno Pane. Okna mohou obsahovat další již nedělitelné
potomky jako kruh (Circle), či mnohoúhelník (Polygon). [13]
Aplikace v této práci využívá i jiných prvků než je v tomto schématu uvedeno. Je
tvořena oknem záložek TabPane, které obsahuje dvě záložky Tab, jednu pro elas-
tickou a druhou pro neelastickou kolizi. Obsahem těchto záložek je okno Border
Pane, kde je do centrální části vloženo okno Pane, ve kterém je prováděna vizu-
alizace pomocí kruhů a do spodní části horizontální pole HBox. v tomto poli jsou
obsažena tři tlačítka (Button) a to tlačítko Start pro spuštění animace, Pause pro
pozastavení animace a Steps pro krokování jednotlivých srážek. Grafické prostředí
aplikace je zobrazeno v příloze na obr.A.1.
V následující sekci je popsána třída Visualization. Zde již nebude popisováno
vytvoření celého grafické rozhraní, ale pouze jeho nejdůležitějších částí.
2.6.2 Třída Visualization
Třída Visualization je třídou, která vytváří grafické uživatelské prostředí a provádí
samotnou vizualizaci, umožňující její jednoduché ovládání, jako je krokování nebo
pozastavení. V tabulce 2.4 jsou uvedeny atributy této třídy a jejich podrobnější popis
je v sekci 2.7.
Prvním krokem po spuštění třídy je načtení vstupní konfigurace. Ta obsahuje
mimo rozložení prvků a jejich počtu i velikost okna bx pro vizualizaci. Je-li známa
velikost okna, dojde k přípravě scény vložením tohoto okna a jednotlivých tlačítek.
Tlačítkům jsou nastaveny odchytávače na kliknutí, které spouští metody proměnné
timeline. Dále jsou načteny pozice, rychlosti, hmotnosti a poloměry pro jednotlivé
prvky a uloženy do seznamu particle. Posléze jsou z dalšího souboru načteny
jednotlivé kolize a uloženy do seznamu prediction. V této fázi jsou již známy
veškeré potřebné údaje ke spuštění animace.
Běh animace je řízen dvěmi metodami a jedním odchytávačem událostí. Jako
první je volána funkce setTimeline. V jejím těle dojde v první fázi ke kontrole, zda-li
není index kolize count větší nebo roven velikosti seznamu prediction. Proměnná
count je po inicializaci rovna nule. Pokud je podmínka splněna, není v seznamu již
další kolize a dojde k zastavení animace. V opačném případě je do proměnné hitTime
uložen čas následující srážky ze seznamu prediction. Dále dojde k nastavení doby
trvání animace duration na hodnotu hitTime, zaokrouhlenou a inkrementovanou
o jedna. Důvod tohoto počínání tkví v tom, že při kolizi, jejíž čas se blíží nule dojde
k zaokrouhlení a pokud je výsledný čas nulový, animace se neprovede. Následně
jsou v cyklu pro všechny prvky vytvořeny klíčové hodnoty keyx, keyy a vloženy do
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Tab. 2.4: Atributy a metody třídy Visualization
Přehled atributů
Datový typ Název Význam
Timeline timeline Časová osa
Pane bx Okno pro vizualizaci
KeyFrame key Klíčový rámec
KeyValue keyx Klíčová hodnota pozice na ose x
KeyValue keyy Klíčová hodnota pozice na ose y
Duration duration Délka trvání rámce
boolean steps Krokování animace
int timecnt Počet srážek
int count Index kolize
double hitTime Čas kolize
LinkedList<Particle> particle Seznam prvků
LinkedList<Event> prediction Seznam predikcí
EventHandler<ActionEvent> onFinished Odchytávač událostí
Přehled metod
Návratový typ Název - vstupní parametry
void setTimeline()
void bounce()
rámce key spolu s dobou trvání duration a odchytávačem onFinished. Tyto rámce
jsou pak vloženy do časové osy a ta je následně připravena ke spuštění.
2.7 Použití animačních tříd
Tato sekce se zabývá popisem použitých tříd animace. Slouží zejména k lepšímu
pochopení jejich významu a definuje jednotlivé vstupy a výstupy těchto tříd použité
v aplikaci.
Řešení animace je provedeno pomocí třídy Timeline. Jedná se o časovou osu,
která může definovat veškeré vlastnosti animace. Je tvořena jedním či více klíčo-
vými rámci (KeyFrame), které jsou zpracovávány sekvenčně, v pořadí specifikova-
ném atributem time. Tyto rámce definují cílové hodnoty proměnných ve stanoveném
okamžiku, které jsou interpolovány podél časové osy. Vstupy rámců jsou klíčové hod-
noty (KeyValue). Klíčová hodnota může být například pozice středu prvku na ose
x nebo y na obrazovce, vztažené k oknu, jehož je potomkem. Klíčové hodnoty rov-
něž obsahují interpolátor, který specifikuje, jakým způsobem dojde ke změně dané
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proměnné. Mimo klíčových hodnot je vstupem rámce doba trvání Duration, která
specifikuje čas, za který se cílová proměnná dostane z výchozího stavu do stavu, ur-
čeném klíčovou hodnotou. Posledním vstupem je odchytávač událostí EventHandler,
který je po skončení rámce volán pro případné ošetření či změnu klíčových hodnot.
Časová osa musí mít rovněž nastaven počet cyklů, které vykoná. To je důle-
žité, jelikož časová osa po skončení všech rámců začne aplikované změny vracet zpět
do výchozího stavu a to buď zpětným chodem nebo přímým nastavením výchozích
hodnot. Toto je definováno atributem autoReverse. Pokud se tedy jedná, jako v pří-
padě této aplikace, o posun prvků z jednoho místa na jiné, kde se prvky pohybují
neustále kupředu a nikoliv zpětně, je nutné v odchytávači událostí časovou osu za-
stavit, vymazat všechny rámce a vytvořit nové. Pokud nedojde k ukončení časové
osy, nelze rámce modifikovat. Rovněž nastavení atributu cycleCount, jež uchovává
počet opakování, nastavit na hodnotu jedné.
timeline = new Timeline();
timeline.setCycleCount(1);
timeline.setAutoReverse(false);
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3 PRAKTICKÉ VYUŽITÍ KOLIZÍ
Tato kapitola pojednává o aplikaci detekce kolizí v reálném prostředí. Prostředím
je myšleno logistické či distribuční centrum, ve kterém dochází k pohybu náklad-
ních vozíků přepravujících palety (ať už homogenní nebo nehomogenní), jež provádí
jejich nakládku a vykládku. Kolizí je v tomto případě myšlen střet vozíků na své
cestě, ať už v případě přesunu z jednoho místa na jiné nebo rovněž v případě mani-
pulace s paletami či jejich ukládáním do regálu. Účelem detekce kolize je zabránění
jejímu vzniku změnou použité cesty nebo zvýšením či snížením rychlosti jednoho
z nákladních vozíků.
3.1 Popis skladových prostor
Pro vhodnou implementaci algoritmu je nutno popsat reálné prostředí matematicky
tak, aby bylo co nejjednodušší, ale zároveň se jeho podoba co nejvíce blížila skutečné
situaci. Skladový prostor je tedy převeden do jednoduchého maticového dvouroz-
měrného modelu a popsán souřadnicemi x a y, na kterém lze jednoduše a zřetelně
provést výpočet, simulaci a vizualizaci výsledku. Třetí rozměr (osa z) je v současné
situaci a simulaci kolizí zanedbán. Avšak použití souřadnice z nabývá na významu
např. v případě brány, kdy by nákladní vozík nebyl schopen touto bránou projet
díky své velké výšce. V aplikaci jsou však uvažovány pouze kolize mezi jednotlivými
nákladními vozíky, není zde tedy řešena problematika výšky vozíků. Z toho důvodu
není nutné souřadnici z zavádět.
Maticový model ovšem může nabývat pouze čtvercových a obdélníkových tvarů,
avšak skutečnou plochu lze ohraničit hodnotami buněk. Jelikož je prostor popsán
maticí, jednotlivé buňky mohou nabývat různých hodnot dle zavedeného typu. Buň-
ky lze rozdělit na:
• Binární - buňka může nabývat pouze hodnot 1 a 0 (např. cesta a regál).
• Numerické - buňka může nabývat různých hodnot celých čísel. Tímto způso-
bem je dosaženo skutečnosti, že jednotlivé buňky mohou být rozeznány jako
úzká či široká cesta, regál, nakládací rampa, brána, stěna apod.
Na obr. 3.1 je vyobrazena binární matice představující jednoduché rozvržení skla-
dových prostor. Prázdné buňky zobrazují úseky cest. Černé buňky pak vyobrazují
jednotlivé zakládací regály. Nákladní vozíky se tedy mohou pohybovat pouze po
bílých polích tj. po cestě.
Matice má známé parametry šířky w a výšky h. Šířka i výška je určena jako
počet polí ve směru osy x respektive y. Všechny buňky mají stejný tvar, který je
dán čtvercem a stejnou délku strany 𝑎 = 1. První buňka matice (levý horní roh)
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leží na pozici 𝑝[0, 0]. Pravý dolní roh matice bude mít tedy pozici 𝑝[𝑤 − 1, ℎ − 1].
Pro zjednodušení si lze povšimnout, že mezi jednotlivými regály a stěnami je vždy
mezera o velikosti jednoho pole. Tím je zaručeno, že se nákladní vozík může ze své
momentální polohy přemístit do jednoho z maximálně tří směrů.
Obr. 3.1: Matice popisující skladový prostor.
3.2 Popis nákladních vozíků
Nákladní vozík je zařízení, které provádí přepravu materiálu či zboží z určeného
sběrného místa na úložiště a naopak. Nákladní vozík je definován svým identifiká-
torem, rozměry, rychlostí a pozicí v dané matici. Identifikátor nabývá celočíselných
hodnot a je jedinečný v rámci všech vozíků. Rozměry nákladního vozíku jsou v dů-
sledku zjednodušení chápány jako rozměry jedné buňky. Pohyb nákladního vozíku je
definován pouze v horizontálním nebo vertikálním směru, z čehož vyplývá, že vozík
nemůže provádět diagonální pohyb.
Pohyb nákladního vozíku lze popsat cestou. Cesta označuje všechny buňky ma-
tice, na které se během svého pohybu z bodu 𝑎 do bodu 𝑏 vozík přesune. Na obr. 3.2
je zobrazena ukázka pohybu vozíku s počátečními souřadnicemi 𝑎[2, 1] do koncové
pozice 𝑏[0, 1]. Cesta vozíku bude tedy množina buněk 𝑐 = {[2, 1], [2, 0], [1, 0],
[0, 0], [0, 1]}. To neplatí pouze v případě, kdy pro vozík cesta neexistuje (není za-
dána koncová souřadnice) a cesta bude tudíž obsahovat pouze jedinou souřadnici a
to počáteční. Pro výpočet jednotlivých kroků cesty není tedy třeba znát rychlost
vozíku.
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Obr. 3.2: Pohyb nákladního vozíku.
3.3 Popis možných kolizí
Sekce se zabývá popisem situací, které mohou nastat při kolizi dvou vozíků. Jak již
bylo řečeno všechny pohyby vozíku jsou popsány cestou. K výpočtu je však nutné
znát nejenom jednotlivé souřadnice buněk, po kterých se vozík bude přemisťovat,
ale rovněž směr, kterým se bude vozík z konkrétní buňky ubírat. Směry mohou být
čtyř typů a to nahoru, dolů, vlevo, vpravo. Posledním typem je nulový směr, který
označuje, že se daný vozík nebude dále pohybovat nebo je již ve své cílové pozici.
Směru se využívá zejména k určení prahu (threshold). Práh vyjadřuje procentuální
obsazení dané buňky vozíkem při srážce a může nabývat hodnot v intervalu ⟨0, 1⟩.
S jeho pomocí lze rozhodnout, zda-li existuje možnost vyhnutí se kolizi bez změny
stávající cesty. To však neznamená, že při nastaveném prahu dojde skutečně ke
srážce. Rozhodnutí vždy závisí na druhu buňky, na které se vozíky srazí. Výpočty
prahu a zahrnutí prahové hodnoty do výpočtu je podrobně popsáno v podkapitole
3.4.
Kolize vozíků lze rozlišit do dvou kategorií:
• Srážka vozíků v přímém směru. Vozíky se tedy pohybují stejným směrem nebo
proti sobě popř. se jeden z vozíků nepohybuje.
• Srážka vozíků v kolmém směru. Vozíky se srazí v pravém úhlu a to buď přímo
(oba vozíky se pohybují směrem k buňce) nebo nepřímo (jeden z vozíků buňku
opouští, druhý na ni přijíždí).
Jelikož je kolmý směr kolize složitější, bude mu v následujícím textu věnována
vyšší pozornost.
Na obr. 3.3 je znázorněna situace kolmého směru srážky, kdy jeden z vozíků na
buňku přijíždí a druhý ji opouští. V této situaci vozík č.1 narazí do zadní části
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vozíku č.2. Jedná se rovněž o jedinou situaci, kdy nabývá práh hodnot v rozmezí
(0, 1). Čili práh bude roven části vozíku č.2, která se nachází na pozici 𝑝[2, 0], jež je
rovněž místem srážky. Práh lze posléze využít pro zkoumání srážky vůči typu buňky.
Pokud by se tedy jednalo např. o širokou cestu, lze pomocí prahu rozhodnout, zda-li
se vozíky na buňce dokáží srážce vyhnout či nikoliv.
Obr. 3.3: Kolmá srážka směrem od buňky.
Dalším typem kolmé srážky může být případ, kdy oba vozíky přijíždí na stejnou
buňku současně. Na obr. 3.4 je tato situace znázorněna.
Obr. 3.4: Kolmá srážka směrem k buňce.
Zde je patrné, že hodnota prahu je rovna jedné, jelikož se do sebe vozíky zakles-
nou. Je však možné, že daná buňka obsahuje obousměrnou cestu, z čehož vyplývá,
že se vozíky i při této prahové hranici srážce vyhnou.
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V obou popsaných případech je důležitým parametrem srážky rychlost vozíků.
Je-li rychlost vozíku č.2 velmi vysoká a rychlost vozíku č.1 podstatně menší, ke
srážce nemusí dojít vůbec.
Dalším typem kolize je srážka v přímém směru, kdy se vozíky pohybují proti
sobě. Vozíky se tedy pohybují směrem k buňce a jejich vzájemné směry jsou opačné.
Na obr. 3.5 je tento případ vyobrazen.
Obr. 3.5: Přímá srážka s opačnými směry pohybu.
Následujícím typem kolize je srážka vozíků pohybujících se stejným směrem, jak
je vidět na obr. 3.6. Kolize ve stejném směru je specifická tím, že v případě vyšší či
stejné rychlosti vozíku č.2 oproti rychlosti vozíku č.1 nemůže ke srážce dojít.
Obr. 3.6: Přímá srážka se stejnými směry pohybu.
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Práh nabývá v těchto případech pouze dvou hodnot a to 0 nebo 1. Pohybují-li
se vozíky stejným směrem a platí 𝑣1 > 𝑣2, kde 𝑣1 je rychlost vozíku č.1 a 𝑣2 rychlost
vozíku č.2, pak práh nabývá hodnoty 1. Je tedy 100% pravděpodobnost, že se vozíky
srazí. V opačném případě je hodnota prahu rovna nule a vozíky se na dané buňce
nesrazí. Pro přímý pohyb vozíků směrem k buňce je hodnota prahu vždy rovna 1,
protože neexistuje možnost vyhnutí se kolizi.
Posledním typem kolize je srážka vozíků, kdy se jeden z vozíků pohybuje a druhý
je v klidu (nemá zadanou koncovou souřadnici nebo je již na stanoveném místě). Zde
je patrné, že práh nabývá hodnoty 1. Na obr. 3.7 je znázorněna tato situace.
Obr. 3.7: Přímá srážka s nehybným vozíkem.
3.4 Numerické řešení kolizí
Numerické řešení kolizí znázorňuje jejich matematické vyjádření a výpočet prahu.
Z důvodu složitosti budou nejprve popsány nepřímé kolize tj. kolmé srážky.
Obr. 3.8 znázorňuje ukázkovou situaci, která popisuje kolmou nepřímou srážku,
kdy se dva vozíky pohybují směrem od buňky. V konkrétní situaci má vozík č.1
startovní pozici 𝑝1𝑠 [4, 1] a cílovou pozici 𝑝1𝑓 [2, 1]. Rovněž vozík č.2 má startovní
pozici 𝑝2𝑠 [0, 0] a cílovou pozici 𝑝2𝑓 [2, 2]. Důležitými parametry jsou také směry
pohybu z buňky, které jsou definovány konstantami.
• STOP 0 - vozík je v cílové pozici nebo nemá stanovenou cílovou pozici.
• DOWN 1 - vozík se na další buňku bude ubírat směrem dolů.
• UP -1 - vozík se na další buňku bude ubírat směrem nahoru.
• RIGHT 2 - vozík se na další buňku bude ubírat směrem vpravo.
• LEFT -2 - vozík se na další buňku bude ubírat směrem vlevo.
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Tabulka 3.1 obsahuje indexy kroků a polohu buněk, kterými budou oba vozíky
procházet včetně startovní a cílové pozice a rovněž směry, kterým se budou vozíky
z dané buňky pohybovat.
Tab. 3.1: Výpočetní parametry kolize
Index 0 1 2 3 4
Pozice 𝑝1 [4, 1] [4, 0] [3, 0] [2, 0] [2, 1]
Pozice 𝑝2 [0, 0] [1, 0] [2, 0] [2, 1] [2, 2]
Směr 𝑝1 UP LEFT LEFT DOWN STOP
Směr 𝑝2 RIGHT RIGHT DOWN DOWN STOP
V prvním kroku je nutné zjistit, které totožné buňky obsahují na své cestě oba
vozíky. Z tabulky je patrné, že se jedná o dvě buňky, čili 𝑐 = {[2, 0], [2, 1]}.
Obr. 3.8: Kolmá nepřímá srážka, pohyb směrem od buňky.
Pro dosažení kolmé nepřímé srážky je rychlost vybrána náhodně. Vozík č.1 má
rychlost 𝑣1 = 3 a rychlost vozíku č.2 je 𝑣2 = 4. Rychlosti jsou vždy vztaženy na
počet buněk, které vozík projde za jednotku času. V této fázi jsou již známy veškeré
parametry nutné pro výpočet kolize.
Nyní dojde k přesunu vozíků na poslední pozici, která předchází buňce první
možné srážky, čili buňce na pozici [2, 0]. V případě vozíku č.1 se jedná o buňku
[3, 0] a pro vozík č.2 o buňku [1, 0]. Následně je vypočítán čas t, za který se vozíky
přesunou do této polohy a to jednoduchou aplikací fyzikální rovnice
𝑡 = 𝑠
𝑣
,
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kde 𝑠 značí dráhu, která je přímo úměrná indexu kroku a 𝑣 je rychlost vozíku. Časy
potřebné k přesunu vozíků jsou
𝑡1 =
𝑠1
𝑣1
= 23 = 0, 67,
𝑡2 =
𝑠2
𝑣2
= 14 = 0, 25.
Rozdílem časů přesunu obou vozíků je získán čas 𝑡𝑟, který ještě zbývá vozíku
s kratší dobou přesunu (vozík č.2), aby se přesunul mimo kolizní buňku. Jelikož
může nastat situace, kdy bude mít kratší čas vozík č.1 je vypočtený čas v absolutní
hodnotě a roven
𝑡𝑟 = |𝑡1 − 𝑡2| = |0, 67− 0, 25| = 0, 42.
Součinem získaného času a rychlosti vozíku s nižší dobou přesunu je získána
dráha 𝑠, která indikuje posun vozíku z této polohy, zatímco je vozík s vyšší dobou
přesunu v klidu.
𝑠 = 𝑡𝑟 · 𝑣.
Jelikož se vozík č. 2 přemístí na určenou pozici v kratším čase než vozík č.1 je
výsledná dráha
𝑠2 = 𝑡𝑟 · 𝑣2 = 0, 42 · 4 = 1, 68.
V tuto chvíli může nastat vícero možných případů.
• Je-li dráha 𝑠2 ≥ 2 je zřejmé, že se vozík č.2 posune ještě minimálně o dvě
pole a tudíž není možné, aby se vozíky srazily. Výjimkou je případ, kdy je tato
pozice pro vozík č.2 koncová a směr je tudíž nulový. V tom případě nabývá
práh hodnoty 1, v opačném případě 0.
• Dráha 𝑠2 leží v intervalu ⟨1, 2), což je konkrétní vypočtený případ. Vozík č.2
se posune o jednu buňku doprava, čili na pozici střetu a navíc ještě 68% buňky
směrem dolů. Výsledný práh je pak roven
𝑡ℎ𝑟𝑒𝑠ℎ𝑜𝑙𝑑 = 2− 𝑠2 = 2− 1, 68 = 0, 32.
Vozík č.2 bude tedy zasahovat 32% do buňky, na které se tyto vozíky srazí.
Stejně jako v předchozím případě i zde platí, že pokud je na buňce střetu směr
pohybu roven 0, je výsledný práh roven 1.
Zde nastává problém určení pozice střetu, pokud je dráha 𝑠2 = 1, protože
vozík č.2 se přesune přesně o jednu buňku vpravo a ke srážce dojde vlastně na
rozhraní buněk [2, 0] a [3, 0]. Vzhledem k tomu, že je buňka [2, 0] platná pro
oba vozíky, je označena jako místo srážky.
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• Dráha 𝑠2 leží v intervalu ⟨0, 1). V tomto případě je zřejmé, že se vozík č.2
dokáže přesunout jen o část buňky a srážka je tedy nevyhnutelná. Interval
dráhy je vlastně roven případu přímé srážky, kdy se vozíky pohybují proti
sobě. Ta nastane pro konkrétní případ, kdy budou rychlosti vozíků například
𝑣1 = 3, 𝑣2 = 2. Práh je tedy roven 1.
Dalším typem kolize je případ kolmé srážky, kdy se vozíky pohybují směrem
k buňce. Na obr. 3.9 je tato situace zachycena. Z obrázku je patrné, že při správném
nastavení rychlostí, může dojít rovněž k přímé srážce, kdy se vozíky pohybují stejným
směrem.
Obr. 3.9: Kolmá nepřímá srážka, pohyb směrem k buňce.
Startovní pozice vozíku č.1 odpovídá buňce [4, 1] a cílové pozice buňce [1, 0].
Vozík č.2 má startovní buňku [2, 2] a cílovou buňku [0, 0]. V případě kolmé nepřímé
srážky při pohybu směrem k buňce jsou zvoleny rychlosti vozíků 𝑣1 = 3 a 𝑣2 = 2.
V tabulce 3.2 jsou uvedeny parametry nutné k výpočtu.
Tab. 3.2: Výpočetní parametry kolize
Index 0 1 2 3 4
Pozice 𝑝1 [4, 1] [4, 0] [3, 0] [2, 0] [1, 0]
Pozice 𝑝2 [2, 2] [2, 1] [2, 0] [1, 0] [0, 0]
Směr 𝑝1 UP LEFT LEFT LEFT STOP
Směr 𝑝2 UP UP LEFT LEFT STOP
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Pro oba vozíky existují opět dvě stejné buňky, na kterých se mohou tyto vozíky
srazit. První v pořadí je buňka [2, 0]. Opět je proveden posun obou vozíků na
předposlední buňku předcházející kolizní buňce. U vozíku č.1 se jedná o buňku [3, 0],
pro vozík č.2 buňka [2, 1]. Nyní je proveden výpočet času přesunu jednotlivých
vozíků, kde
𝑡1 =
𝑠1
𝑣1
= 23 = 0, 67,
𝑡2 =
𝑠2
𝑣2
= 12 = 0, 5.
Rozdíl časů bude tedy roven
𝑡𝑟 = |𝑡1 − 𝑡2| = |0, 67− 0, 5| = 0, 17.
Je zřejmé, že vozík č.2 bude při srážce 17% na kolizní buňce [2, 0] a do této části
narazí vozík č.1 zprava. Práh je ovšem roven 1, jelikož pravděpodobnost, že by vozík
č.1 měl rychlost 𝑣1 >> 𝑣2 a vozíky by se tedy mohli na široké cestě vyhnout, je
z praktického hlediska nulová.
Oba případy kolmé srážky je nutno rozeznat podle hodnoty směru (direction).
Leží-li čas 𝑡𝑟 v intervalu (1, 2) přičemž vozík č.2 má směr pohybu na buňce střetu
nahoru nebo dolů, jde o kolmou nepřímou srážku a práh nabývá hodnot v rozmezí
(0, 1). Matematické vyjádření situace lze popsat tak, kdy vozík č.2 nesmí mít na
kolizní buňce [2, 0] stejný směr jako vozík č.1 na buňce předcházející kolizní [3, 0].
𝑑𝑖𝑟𝑒𝑐𝑡𝑖𝑜𝑛1 (2) ̸= 𝑑𝑖𝑟𝑒𝑐𝑡𝑖𝑜𝑛2 (2) .
Zároveň platí druhá podmínka, která řeší problematiku opačného směru
𝑑𝑖𝑟𝑒𝑐𝑡𝑖𝑜𝑛1 (2) ̸= −𝑑𝑖𝑟𝑒𝑐𝑡𝑖𝑜𝑛2 (2) ,
kde čísla v závorkách označují indexy buněk v cestě. Tím je zaručeno, že se v tomto
případě vozík č.2 bude pohybovat zpět k buňce [2, 1] čili jde o nepřímou srážku, kdy
se vozík pohybuje směrem od buňky. Je-li čas 𝑡𝑟 dán intervalem ⟨0, 1) jde o případ
nepřímé srážky, kdy se vozík pohybuje směrem k buňce.
Pokud by některá z podmínek neplatila, znamenalo by to, že se vozík č.2 bude
následně pohybovat stejným směrem jako vozík č.1, což je řešení přímé srážky ve
stejném směru nebo se vozík č.2 bude pohybovat v protisměru a ke srážce na této
buňce nedojde.
Obr. 3.10 ilustruje případ přímé srážky ve stejném směru, avšak bude použit
i pro ilustraci přímé srážky, kdy se vozík č.2 nepohybuje. Zvolené rychlosti jsou
například 𝑣1 = 4 a 𝑣2 = 1. Je zřejmé, že první kolizní buňkou je buňka [2, 0].
Vypočtené parametry cesty jsou v tabulce 3.3. Opět dojde k přesunu vozíků do
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polohy přecházející kolizní buňce. Zde nastává problém, jelikož pro vozík č.2 by se
jednalo o záporný index. Tato skutečnost je ošetřena tím, že je pro vozík č.2 vybrán
nultý index čili startovní pozice.
Tab. 3.3: Výpočetní parametry kolize
Index 0 1 2 3 4 5
Pozice 𝑝1 [4, 1] [4, 0] [3, 0] [2, 0] [1, 0] [0, 0]
Pozice 𝑝2 [2, 0] [1, 0] [0, 0] - - -
Směr 𝑝1 UP LEFT LEFT LEFT LEFT STOP
Směr 𝑝2 LEFT LEFT STOP - - -
Obr. 3.10: Přímá srážka ve stejném směru.
Časy přesunu tedy budou
𝑡1 =
𝑠1
𝑣1
= 24 = 0, 5,
𝑡2 =
𝑠2
𝑣2
= 01 = 0.
Rozdílový čas 𝑡𝑟 je pak roven
𝑡𝑟 = |𝑡1 − 𝑡2| = |0, 5− 0| = 0, 5.
Vozík č.2 má na buňce stejný směr jako vozík č.1 a počet polí, který za rozdílový
čas vozík č.2 urazí, je roven
𝑠2 = 𝑡𝑟 · 𝑣2 = 0, 5 · 1 = 0, 5.
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Je zjevné, že vozík č.2 neopustí buňku celým svým objemem. Proto je nutné vypočíst
čas, za který vozík č.1 urazí jednu buňku, což je rovněž čas, za který musí vozík č.2
tuto buňku opustit, aby nedošlo ke kolizi.
𝑡1𝑐 =
𝑠1
𝑣1
= 14 = 0, 25.
Součinem rychlosti vozíku 𝑣2 a času 𝑡1𝑐 je získána dráha, kterou urazí vozík č.2 při
přesunu vozíku č.1 na kolizní buňku.
𝑠𝑟 = 𝑣2 · 𝑡1𝑐 = 1 · 0, 25 = 0, 25.
Je-li součet dráhy 𝑠𝑟 a 𝑠2 větší nebo roven jedné znamená to, že se vozík č.2 přemístí
mimo kolizní buňku a ke srážce nedojde. V opačném případě je práh roven 1.
𝑠𝑟 + 𝑠2 = 0, 5 + 0, 25 = 0, 75.
Vypočtená hodnota však pouze poukazuje, že na dané buňce dojde ke kolizi. Neřeší
ovšem skutečnou polohu vozíků. Vzhledem k existenci jediného prahu je srážka po-
važována za platnou. V případě, kdy by bylo nutné znát jednotlivé rozložení vozíků
na buňce, musel by existovat práh pro oba vozíky. Při znalosti dráhy, kterou již vozík
č.2 urazil a rychlosti vozíků, lze získat čas 𝑡𝑡ℎ𝑟𝑒𝑠ℎ𝑜𝑙𝑑
𝑡𝑡ℎ𝑟𝑒𝑠ℎ𝑜𝑙𝑑 =
𝑠2
𝑣1 − 𝑣2 ,
𝑡𝑡ℎ𝑟𝑒𝑠ℎ𝑜𝑙𝑑 =
0, 5
4− 1 = 0, 17,
jež je časem pro výpočet zbývající dráhy vozíku č.2, kterou urazí, než dojde ke kolizi.
Ta je dána vztahem
𝑠𝑟 = 𝑡𝑡ℎ𝑟𝑒𝑠ℎ𝑜𝑙𝑑 · 𝑣2 = 0, 17 · 1 = 0, 17.
Součtem dráhy 𝑠𝑟 a 𝑠2 je pak získána přesná hodnota prahu, čili procentuální ob-
sazení kolizní buňky vozíkem č.1. Ze vztahu navíc vyplývá, že rychlost vozíku č.1
musí být větší než rychlost vozíku č.2. V jiném případě nemá rovnice řešení a tudíž
nemůže dojít ke srážce. Pro konkrétní případ jsou prahy rovny
𝑡ℎ𝑟𝑒𝑠ℎ𝑜𝑙𝑑1 = 𝑠𝑟 + 𝑠2 = 0, 5 + 0, 17 = 0, 67,
𝑡ℎ𝑟𝑒𝑠ℎ𝑜𝑙𝑑2 = 1− 𝑡ℎ𝑟𝑒𝑠ℎ𝑜𝑙𝑑1 = 1− 0, 67 = 0, 33.
Práh pro druhý vozík je doplňkem prvního prahu do 1. Jsou-li navíc oba prahy rovny
0, vozíky jsou přímo vedle sebe a rozhodnutí o kolizi je provedeno pouze na základě
rychlostí.
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3.5 Rozhodnutí o druhu kolize
V předchozí podkapitole byly popsány výpočty jednotlivých druhů kolizí. V této
sekci jsou provedeny výpočty, které upřesňují o jaký druh kolize se jedná.
Jak již bylo řečeno, ve všech případech kolize dojde vždy k přesunu vozíků na
buňku předcházející buňku kolizní. Jediný případ, kdy se tak nestane, je pro hodnotu
indexu rovnou 0. Pokud je tedy vozík na své startovní pozici a hodnota (𝑖𝑛𝑑𝑒𝑥− 1)
je pak rovna −1, uvažuje se vždy nultý index. Má-li navíc jeden z vozíků na kolizní
buňce směr roven 0, čili vozík je ve své cílové pozici nebo se nepohybuje, je práh
roven 1. Tato skutečnost musí být vždy ošetřena na prvním místě, jelikož zkracuje
výpočetní dobu algoritmu. Jsou-li směry vozíků na kolizní buňce různé od 0, jsou
provedeny výpočty časů, za které se vozíky do této pozice přemístí. Na základě
rozdílu časů přesunu vozíků 𝑡𝑟 lze pomocí intervalů odvodit následující situace
• 𝑡𝑟 ⟨0, 1) - odseknutím desetinné části je získán přírůstek indexu cesty (v tomto
případě 0), ze kterého je následně použit směr pohybu. Pro vozík s kratší
dobou přesunu je tedy vybrán směr pohybu na indexu (𝑖𝑛𝑑𝑒𝑥+0). Je-li směr
pohybu obou vozíků stejný, jde o přímou srážku ve stejném směru. V případě
opačných směrů jde o přímou srážku v protisměru. V ostatních případech jde o
kolmou srážku při pohybu směrem k buňce. Speciální případ nastává v případě
přímé srážky vozíků ve stejném směru, kdy
𝑡1 = 𝑡2 = 0.
Tento případ nastane tehdy, je-li kolizní buňka stejná jako startovní pozice
jednoho z vozíků. Narážejícím vozíkem je vždy označen ten, který neobsahuje
souřadnici této buňky na nultém indexu (startovní pozici). Poté již stačí po-
rovnat rychlosti vozíků a v případě, že narážející vozík má vyšší rychlost než
druhý vozík, dojde zde ke kolizi.
• 𝑡𝑟 ⟨1, 2) - odseknutím desetinné části je získán přírůstek indexu cesty, který
je roven 1. Hodnota směru pohybu vozíku s nižší dobou přesunu bude brána
z pozice indexu (𝑖𝑛𝑑𝑒𝑥 + 1). Daný interval označuje, že se vozík přesune mi-
nimálně o jednu buňku. Zde je následně vyčten směr pohybu. Jsou-li směry
obou vozíků shodné, jde o případ přímé srážky ve stejném směru. Jsou-li směry
opačné, jde o přímou srážku v protisměru. V ostatních případech jde o kolmou
srážku při pohybu směrem od buňky.
• 𝑡𝑟 ⟨2,∞) - zde nikdy nedojde ke srážce, jelikož se vozík přesune o dvě buňky,
tudíž opustí pozici kolizní buňky.
Lze si povšimnout, že dané řešení neuvažuje případ, kdy dochází k manipulaci
s paletami (nakládka a vykládka). Možným řešením problému by bylo zavedení
většího množství kroků, než vozík skutečně vykoná. Například je-li čas potřebný
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pro manipulaci s paletou 𝑡𝑚 = 1, dojde v místě manipulace k přidání nadbytečných
buněk se stejnou pozicí
𝑐𝑜𝑢𝑛𝑡 = 𝑡𝑚 · 𝑣,
kde count označuje kolikrát je buňka v cestě obsažena a v je rychlost vozíku. Nasta-
vený směr pohybu je roven 0 a vozík je v tomto místě považován za nehybný, což
zaručí případnou detekci kolize. Jiným řešením je možnost zavedení příznaku, díky
němuž by bylo možné na manipulační buňce rozhodnout, zda je právě prováděna
manipulace s paletou či nikoliv.
3.6 Aplikační řešení skladových prostor a kolizí
V této sekci budou popsány důležité třídy a metody použité v aplikaci pro výpočty
související s implementací prostředí logistického skladu a detekcemi kolizí. V na-
vržené aplikaci je logistický sklad popsán binárním maticovým modelem, v němž
jednotlivé vozíky zaobírají celou plochu buňky.
3.6.1 Třída Moves
Třída Moves charakterizuje pozici buňky, kterou na své cestě vozík projde. Jde tedy
o krok vozíku na své cestě. Slouží rovněž k uchování informací o chování vozíku na
této buňce a směru pohybu na následující buňku. Použité atributy jsou uvedeny
v tabulce 3.4.
Tab. 3.4: Atributy třídy Moves
Přehled atributů
Datový typ Název Význam
int dir Směr pohybu
int x Pozice buňky na ose x
int y Pozice buňky na ose x
Boolean flag Příznak manipulace s paletou
Atribut dir označuje směr, kterým se bude vozík z buňky matice se souřadnicemi
x, y ubírat. Směr zaručuje zejména rozpoznání typu kolize. Příznak flag je použit
k detekci nakládky či vykládky palety.
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3.6.2 Třída Task
Třída Task je úlohou pro daný vozík. Úlohou může být přesun vozíku na vybranou
pozici, náklad či uložení palety. Třída Task slouží k sestavení cesty vozíku. Cesta je
pak dána kolekcí tříd Moves. Atributy třídy jsou uvedeny v tabulce 3.5.
Tab. 3.5: Atributy třídy Task
Přehled atributů
Datový typ Název Význam
int parId Identifikátor vozíku
int toX Cílová pozice na ose x
int toY Cílová pozice na ose y
String action Provedená akce
Atribut parId identifikuje vozík, kterému je úloha přidělena. Atributy toX a toY
značí cílovou pozici úlohy. Atribut action uchovává informaci o provedené akci.
Každý vozík může provádět libovolný počet úloh. Neexistuje-li pro vozík žádná
úloha, obsahuje cesta pouze jednu třídu Moves s počáteční pozicí. Konec cesty je
indikován nastavením atributu dir = STOP.
3.6.3 Třída Particle
Je třídou sloužící k popisu vozíku. Plocha vozíku je dána čtvercem se stranou 𝑎 = 1
a odpovídá velikosti buňky. Atributy třídy jsou uvedeny v tabulce 3.6.
Tab. 3.6: Atributy třídy Particle
Přehled atributů
Datový typ Název Význam
int id Identifikátor vozíku
int rx Umístění v matici - souřadnice x
int ry Umístění v matici - souřadnice y
int v Rychlost vozíku
Rectangle rect Tvar vozíku
StackPane stackpane Zásobníkové okno
LinkedList<Task> task Kolekce úloh vozíku
LinkedList<Moves> moves Kolekce kroků vozíku
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Atribut id je unikátním identifikátorem vozíku. Atributy rx a ry vyjadřují umís-
tění vozíku v matici. Rychlost vozíku je dána atributem v. Z hlediska usnadnění
výpočtů je rychlost vyjádřena celočíselně, jelikož používání desetinných čísel zapří-
čiňuje zvýšenou chybovost zaokrouhlování. Atributy rect a stackpane jsou použity
v animaci a budou blíže vysvětleny v kapitole 3.7. Atribut task obsahuje seznam
úloh, které bude vozík vykonávat a seznam moves specifikuje cestu vozíku.
3.6.4 Třída Collision
Slouží k uchování detekované kolize. Navíc implementuje komparátor, díky němuž
lze řadit kolekci těchto tříd vzestupně dle času vzniku kolize. Atributy třídy jsou
uvedeny v tabulce 3.7.
Tab. 3.7: Atributy třídy Collision
Přehled atributů
Datový typ Název Význam
int id1 Identifikátor prvního vozíku
int id2 Identifikátor druhého vozíku
double threshold Práh
int x Umístění buňky matice na souřadnici x
int y Umístění buňky matice na souřadnici y
double time Čas kolize
Atributy id1, id2 slouží k jednoznačné identifikaci vozíků, mezi nimiž došlo ke
srážce. Atribut threshold popisuje práh kolize, na jehož základě lze rozhodnout,
zda-li je srážka na buňce se souřadnicemi x, y relevantní či nikoliv. Posledním atri-
butem je time, který obsahuje čas vzniku kolize.
3.6.5 Třída CollisionPred
Je zodpovědná za načtení použitých atributů ze vstupních souborů, vytvoření bi-
nárního maticového modelu logistického skladu, výpočtů cest jednotlivých vozíků a
následně provedením detekce kolizí. Vytvořený maticový model, cesty a kolize vozíků
pak ukládá do výstupních souborů ve formátu XML. Atributy a metody třídy jsou
uvedeny v tabulce 3.8.
Atribut array je dvourozměrným polem (maticí), jehož šíře je dána atributem w a
výška atributem h, popisující skladový prostor. Atribut particle je polem obsahují-
cím jednotlivé vozíky. Atribut c je koeficientem popisujícím násobek velikosti buňky
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(v pixelech) pro obě osy. Slouží k určení velikosti buňky i vozíku při vizualizaci.
Atribut cols obsahuje seznam detekovaných kolizí. Ve třídě jsou rovněž definovány
konstanty pro zadání směru pohybu dir třídy Moves. Načtení všech atributů, mimo
atribut cols, je provedeno již na úrovni konstruktoru třídy.
Třída CollisionPred obsahuje jediný konstruktor s parametry
• String store - vstupní soubor, jež obsahuje nastavení binární matice (roz-
měr, pozici a typ buněk) a parametry vozíků (identifikátor, pozice, rychlost).
• String events - vstupní soubor, jež obsahuje úlohy s identifikátory vozíků,
ke kterým přísluší.
• int coef - celočíselný koeficient pro nastavení atributu c.
Ukázka vstupních souborů je v příloze na obr.A.4,A.5.
Tab. 3.8: Atributy a metody třídy CollisionPred
Přehled atributů
Datový typ Název Význam
int[][] matrix Binární matice
Particle[] particles Pole vozíků
int w Šíře matice
int h Výška matice
int c Koeficient velikosti buňky/vozíku
LinkedList<Collision> cols Kolekce kolizí
Přehled konstruktorů
CollisionPred(String store, String events, int coef)
Přehled metod
Návratový typ Název - vstupní parametry
void movePosEvent(Particle par, int x, int y,
String action)
void collisionDetection(Particle par1, Particle par2,
int a, int b, double aTime, double bTime)
void calculateMoving()
void checkMoving()
ElementNode appendOutputConf ()
ElementNode appendOutputCols()
void createOutput(String filename, ElementNode root)
Konstruktor třídy tedy provádí naplnění atributů, potřebných k vytvoření cesty
vozíků a provedení následné detekce kolizí.
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Prvním důležitým krokem je vytvoření cest vozíků. Vytvoření cesty je provedeno
metodou calculateMoving. Na obr. 3.11 je vyobrazen vývojový diagram této metody.
Metoda nepřebírá vstupní parametry ani nevrací hodnotu, jelikož nastavuje atributy
třídy přímo. Metoda provede cyklus pro všechny vytvořené vozíky. V každém kroku
je vyhodnocena podmínka existence alespoň jedné úlohy pro daný vozík. Pokud je
podmínka splněna je vytvořen další cyklus pro všechny přiřazené úlohy, z nichž jsou
atributy předány pomocné třídě movePosEvent, jež sestaví cestu této úlohy. Není-li
podmínka splněna je do cesty vložena pouze buňka startovní pozice vozíku, kde je
směr pohybu nastaven na hodnotu dir = STOP, jež indikuje zakončení cesty. Je
Obr. 3.11: Vývojový diagram metody calculateMoving.
zjevné, že metoda calculateMoving využívá pro výpočet cesty pomocnou metodu
movePosEvent, jejíž vývojový diagram je znázorněn na obr.A.7.
Metoda přebírá čtyři vstupní parametry. Parametr par označuje vozík, pro který
má být cesta sestavena. Parametry x a y jsou souřadnice cílové pozice úlohy, na
které bude provedena akce action. Metoda v prvém kroku vyhodnotí, zda-li cesta
obsahuje počáteční pozici vozíku. Pokud není podmínka splněna, je tato pozice
do cesty vložena. Následující podmínka provádí zjištění, jestli není cílová pozice
regálem. Jestliže ano, je provedena změna cílových souřadnic tak, aby vozík nezajel
přímo do regálu, ale stál před ním. Pokud jsou následně souřadnice vozíků různé
od souřadnic cílové pozice, je na základě porovnání aktuálních a cílových souřadnic
určen směr pohybu. V cyklu je pak pomocí souřadnice, která se v daném směru
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mění, provedeno přepsání předchozího směru kroku za aktuální a přidán nový krok
s nulovým směrem. Tímto je indikován konec cesty, jestliže nenásledují další úlohy.
Pokud je akce rovna přesunu, provede se aktualizace souřadnic vozíku. V jiném
případě je ještě nastaven příznak manipulace s paletou.
Jakmile dojde k vytvoření cest vozíků je volána metoda checkMoving, jež spolu
s pomocnou metodou collisionDetection provádí detekci kolizí. Metoda nejprve vy-
hodnotí, zda-li existuje více než jeden vozík. Pokud ne, nelze detekovat žádnou kolizi
a metoda skončí. V jiném případě jsou vytvořeny lokální proměnné aTime a bTime,
držící součty časů nakládek a vykládek, které na své cestě vozíky prodělávají. Ná-
sledně jsou provedeny dva cykly mezi všemi vozíky (každý s každým). Uvnitř těla
cyklů je nejprve provedeno resetování proměnných aTime a bTime, jelikož jsou vy-
brány dva různé vozíky a krokuje se opět od začátku. Posléze jsou opět vytvořeny
dva cykly, jež provádí průchod mezi všemi buňkami, kterými vozíky postupují. Je-li
nalezena shoda buněk, je volána pomocná metoda collisionDetection, která případ-
nou kolizi vloží do seznamu cols. Navíc dojde k inkrementaci času bTime, je-li na
této buňce pro druhý vozík nastaven příznak manipulace. Po průběhu všech kroků
druhého vozíku je provedena inkrementace času aTime, tedy času manipulace pr-
vního vozíku opět v závislosti na nastavení příznaku a resetování času bTime.
Zmíněná pomocná metoda collisionDetection provádí detekci kolize dvou vozíků
na stejné buňce. Metoda přebírá šest parametrů. Parametry par1, par2 popisují
vozíky, účastnící se případné kolize. Parametry a, b jsou indexy kroku v cestě vozíků.
Již zmíněné parametry aTime a bTime obsahují přírůstek času přesunu vozíků, kdy
na své cestě manipulují s paletami. Metoda navíc zavádí pomocné lokální proměnné
a to threshold, jež je výsledným prahem, t1 a t2, které uchovávají čas přesunu
vozíků před kolizní buňku. Logická proměnná swap je příznakem prohození těchto
časů. Dále hitTime, která uchovává čas vzniku kolize, je-li nastaven práh a pom,
uchovávající přírůstek času hitTime (v případě přímé srážky). Pomocné proměnné
m1 a m2 slouží pro lepší přehlednost kódu a jsou použity zejména k získání směru
vozíků na kolizní buňce. Metoda nejprve provede výpočet časů t1 a t2. Jestliže jsou
indexy kroku vozíků větší než jedna, jsou časy spočteny pomocí vztahů
t1 = a− 1
par1.getV()
+ aTime,
t2 = b− 1
par2.getV()
+ bTime.
V opačném případě
t1 = aTime,
t2 = bTime.
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Po provedení výpočtu jsou zavedeny proměnné abs, jež uchovává absolutní hodnotu
rozdílu časů t1, t2 a s, která je použita pro výpočet zbývající dráhy vozíku s kratší
dobou přesunu. Dalším krokem je vyhodnocení podmínky, je-li pro některý z vozíků
nastaven příznak manipulace na kolizní buňce. Pokud je nastaven u prvního vozíku,
přičemž přijede před kolizní buňku v kratším čase, je vypočten čas, který je dán
rozdílem hodnot abs, manipulace s paletou a přesunu vozíku o jednu buňku. Tento
čas představuje pohyb vozíku, jakoby k manipulaci vůbec nedošlo. Je-li výsledek
záporný, je jisté, že na této buňce dojde ke kolizi. Je provedena záměna časů t1,
t2, odečten čas manipulace od proměnné abs a nastaven příznak swap. Podaří-li se
vozíku přesunout celým svým objemem na kolizní buňku předtím, než na ni vstoupí
druhý vozík, je práh roven jedné. V opačném případě je od proměnné abs odečten
čas manipulace s paletou. Stejným způsobem je proveden výpočet v případě, kdy
má příznak manipulace nastaven druhý vozík, přičemž přijede před kolizní buňku
v kratším čase. Jedinou změnou výpočtů je použití rychlosti druhého vozíku.
Posléze je zkoumáno, zda-li již nebyl v předchozích krocích nastaven práh. Je-li
práh roven nule, jsou porovnány časy t1 a t2. V případě, že jsou si časy rovny, je
prozkoumáno, zda-li se nejedná o startovní pozici jednoho z vozíků. Jde-li o první
vozík a vozíky se pohybují stejným směrem, je na základě rychlostí určen práh.
Má-li přijíždějící vozík vyšší rychlost než vozík v základní poloze, je nastaven práh
na hodnotu jedné. Není-li ani jeden z vozíků v základní poloze, je zkoumáno, zda-li
jsou směry vozíků na buňce předcházející kolizní opačné, čili vozíky jedou proti sobě.
Je-li nalezena shoda, je nastaven práh na hodnotu jedné a dopočítán přírůstkový
čas kolize pom. Nemají-li vozíky stejný směr a zároveň jsou jejich souřadnice před
kolizní buňkou různé, je práh roven jedné.
Platí-li t2 > t1, vypočtena doplňková dráha s pomocí vztahu
s = abs * par1.getV().
Je-li dráha s ≥ 2, je nastaven práh:
• Pouze v případě, kdy má první vozík na kolizní buňce cílovou pozici.
Je-li dráha s ≥ 1, je nastaven práh:
• Je-li kolizní buňka konečnou buňkou vozíku.
• Má-li vozík na kolizní buňce opačný směr než druhý vozík na předcházející
buňce, přičemž s = 1.
• Jsou-li směry pohybu vozíků stejné, rychlost prvního vozíku je menší než rych-
lost druhého vozíku a vozík nestihne opustit buňku celým svým objemem dřív,
než na ni najede druhý vozík. Navíc je dopočten přírůstkový čas pom.
• Směry obou vozíků jsou různé a zároveň má první vozík směr pohybu na kolizní
buňce nahoru nebo dolů. Práh je roven threshold = 2 − s.
Je-li dráha s < 1, je nastaven práh:
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• Vždy. Jedou-li vozíky proti sobě, je dopočítán přírůstek času pom.
Stejná situace nastává, je-li t2 < t1, výpočty jsou však prováděny s rychlostí dru-
hého vozíku.
V konečné fázi je práh vyjádřen v procentech. Byl-li v některé fázi nastaven práh,
došlo ke kolizi a je vypočítán čas kolize hitTime a do seznamu cols je tato kolize
vložena.
Posledními metodami jsou appendOutputConf, která vrací výstupní konfiguraci
skladu a vozíků ve formátu xml, jež je použita pro vizualizaci a appendOutputCols,
vytvářející seřazený (dle času vzniku kolize) formátovaný výstup zjištěných kolizí,
rovněž ve formátu xml.
Metoda createOutput vytvoří výstupní soubor, zadaný parametrem filename
s uzlem root, jež vrací předchozí zmíněné metody. Na obr.A.15, A.16 jsou vyobra-
zeny výstupní soubory pro metody appendOutputConf a appendOutputCols.
3.7 Vizualizace kolizí v logistickém skladu
Vizualizace kolizí v logistickém skladu je provedena pomocí softwarové platformy
JavaFX. Jejím zástupcem je třída Placing, která provádí načtení souboru se vstupní
konfigurací a přípravu vizuální plochy. Přehled atributů a metod je v tabulce 3.9.
Tab. 3.9: Atributy a metody třídy Placing
Přehled atributů
Datový typ Název Význam
Particle[] particles Pole vozíků
int coef Koeficient velikosti buňky
ParallelTransition parallelTransition Paralelní přechod
Přehled metod
Návratový typ Název - vstupní parametry
void initStage(Stage primaryStage)
void readXMLConf (String filename)
void storehouseAnimation()
Atribut particles je polem, v němž jsou uloženy vozíky. Atribut coef je ko-
eficientem velikosti buněk i vozíků. Posledním atributem je parallelTransition,
spouštějící paralelní sekvenci přechodů animace.
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Metoda initStage provádí přípravu jeviště Stage, jako je vytvoření okna vizua-
lizace, zavedení ovládacích tlačítek a přiřazení funkcionality jednotlivým ovládacím
prvkům.
Metoda readXMLConf provádí rozbor vstupního souboru, který je dán para-
metrem filename. Na základě vstupu vytvoří binární matici skladu, seznam vozíků
a jejich cest. Zde je poprvé použit atribut rect a stackpane třídy Particle. Atribut
rect je čtvercem, jež v animaci charakterizuje vozík. Důvodem uchování atributu je
změna barvy v případě manipulace s paletou. Atribut stackpane je pak zásobníko-
vým oknem, jehož potomkem je již zmíněný vozík a textové pole s identifikátorem.
Tímto způsobem je zajištěno, že při přesunu zásobníkového okna dojde rovněž k pře-
sunu vozíku i identifikátoru současně. [16]
Poslední metoda storehouseAnimation provádí nastavení cest vozíků v matici.
Metoda vytvoří pro každý vozík sekvenční přesun pomocí třídy SequentialTransi-
tion. Ten je dán kolekcí tříd PathTransition, jež provádí přesun vozíku na určenou
pozici a případně kolekcí tříd FillTransition, které provádí změnu zabarvení vozíku,
má-li nastaven příznak manipulace. Sekvenční přesuny jsou pak potomky atributu
parallelTransition, což zajistí jejich paralelní spuštění. [14][15]
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4 ZÁVĚR
Cílem diplomové práce byl průzkum vzniku a predikce elastických a neelastických
kolizí v ideálním prostředí a jejich aplikace v praxi. Hlavním cílem práce byl ná-
vrh aplikace pro detekci kolizí nákladních vozíků v logistickém distribučním skladu,
pomocí objektově orientovaného programování. Implementace zdrojového kódu pro
detekci kolizí byla provedena pomocí softwarové platformy Java, samotná vizualizace
pak za pomocí softwarové platformy JavaFX.
Program využívá dvouvrstvou architekturu. Byl rozdělen do dvou částí, kde první
část (aplikační vrstva) provádí výpočty predikcí a detekci jednotlivých kolizí, za
použití programovacího jazyka Java. Zde je zaveden lineárně vázaný seznam, kde
jsou uloženy výpočty jednotlivých predikcí, a to vzájemné kolize dvou prvků nebo
kolize prvku se stěnou. Aplikační vrstva dále obsahuje pole výchozích nastavení
pozic, rychlostí, hmotností a poloměrů prvků, které jsou aplikaci předány vstupními
parametry. Aplikace byla dále rozšířena o detekci kolizí v reálném prostředí. Byl
vytvořen návrh struktury logistického skladu, provedena detekce vzniku kolizí mezi
jednotlivými vozíky a výstupy uloženy do souborů ve formátu XML. Formátované
soubory jsou pak připraveny jako vstup pro druhou vrstvu, jež provádí vizualizaci.
Druhá část programu (prezentační vrstva) tato data zpracovává a provádí vizua-
lizaci v JavaFX. Hlavním účelem této vrstvy je porovnání skutečných a vypočtených
hodnot aplikační vrstvy. Grafické rozhraní je opatřeno ovládacími prvky pro spuš-
tění a pozastavení animace. Prázdné buňky označují cesty a černé regály. Jednotlivé
vozíky jsou označeny žlutou barvou s identifikátory a v případě manipulace s pale-
tou dojde k jejich přebarvení červenou barvou. Ukázka grafického rozhraní aplikace
je na obr.A.17.
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SEZNAM SYMBOLŮ, VELIČIN A ZKRATEK
𝑋𝑀𝐿 Extensible Markup Language
𝐸𝑘 kinetická energie
𝑚 hmotnost tělesa
𝑘 koeficient vzpruživosti
𝑟𝑥 souřadnice na ose x
𝑟𝑦 souřadnice na ose y
𝑣𝑥 rychlost ve směru osy x
𝑣𝑦 rychlost ve směru osy y
𝜎 poloměr kruhu
𝐽 srážkový impulz
𝑠 dráha vozíku - počet buněk
𝑣 rychlost vozíku - počet buněk za jednotku času
𝑡 čas přesunu vozíku
𝑡𝑟 rozdílový čas přesunu vozíků
𝑡𝑚 manipulační čas vozíku
𝑡𝑡ℎ𝑟𝑒𝑠ℎ𝑜𝑙𝑑 zbytkový čas kolize
𝑡𝑐 čas přesunu vozíku o jednu buňku
𝑠𝑟 zbytková dráha vozíku - počet buněk
𝑡ℎ𝑟𝑒𝑠ℎ𝑜𝑙𝑑 práh
𝑝 pozice umístění v matici
𝑑𝑖𝑟𝑒𝑐𝑡𝑖𝑜𝑛 směr pohybu vozíku
𝑐 množina buněk cesty
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Obr. A.2: Struktura obsahu souboru InputConfiguration.xml.
Obr. A.3: Struktura obsahu souboru InputPrediction.xml.
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Obr. A.4: Struktura obsahu souboru rozvržení skladu s vozíky.
Obr. A.5: Struktura obsahu souboru s úlohami.
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Obr. A.6: Vývojový diagram metody checkMoving.
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Obr. A.7: Vývojový diagram metody movePosEvent.
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Obr. A.8: Vývojový diagram metody collisionDetection.
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Obr. A.9: Vývojový diagram metody collisionDetection.
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Obr. A.10: Vývojový diagram metody collisionDetection.
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Obr. A.11: Vývojový diagram metody collisionDetection.
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Obr. A.12: Vývojový diagram metody collisionDetection.
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Obr. A.13: Vývojový diagram metody collisionDetection.
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Obr. A.14: Vývojový diagram metody collisionDetection.
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Obr. A.15: Struktura výstupního souboru metody appendOutputConf.
Obr. A.16: Struktura výstupního souboru metody appendOutputCols.
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Obr. A.17: Ukázka grafického rozhraní aplikace.
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