Abstract. An application of office automation is proposed in this paper. We use past historic timetable data as templates to intelligently adjust a better evolution of a set of more usable timetables. We develop a two staged system: First of all, a feasible set of timetables were generated via blank-filled technique. These timetables merely satisfied users' basic constraints. Then, historic tables and teachers' preferences were feed to the system in order to fine tune these tables. The intelligent system has the capability to self-organize these set of timetables. We conduct a questionnaire for volunteers including students and instructors. Two different timetable sets (before/after the tuning process) were given to these testers. Fixed sized sample of candidates were randomly picked regularly. And the chosen testers have to grade the tables depending on their satisfactoriness toward the timetable they received and presumably they are going to use that timetable later on. A two sample Welch t-test on the average of testers' score was given. Under 90% of confidence level, there is a significant difference between the satisfactory mean of these tables. Auto-tuned timetable bears comparison with the manual work of the current assistant.
Introduction
Long-Hua University has entered the forty-fifth years. Compared to the very beginning, the achievement gained has undergone tremendous changes. As you know, we start from a technical college to the current University of Science and Technology. From historic records, we found that although assistants of the department have changed many times, the process of scheduling remains. The timetable scheduling and automation is still a cumbersome problem.
A scheduling task is required for the department during the 5 th week of each semester in LHU. Assistants have to face the fate of overtime work because most of the time they have to manage this type of task manually. In order to solve the problems of arranging courses, classes, and instructors and meet the needs of teachers, students, classroom's capacity, and general education curriculum, we need an intelligent timetable scheduling system [3, 4] .
Algorithm of Timetable Scheduling Timetable Construction
Many metaheuristics have been used for university course timetabling [1, 2] . But the constructing algorithm used in this paper is straight forward: First of all, notice the system has two major type of users: students and instructors, and one space-resource. The system starts from a blank timetable for a space resource. The space could be a classroom or a laboratory. But the total space are limited. For example, if laboratory K107 has not been arranged with any course, it should be a zero matrix of dimensions 10 by 7 for the daytime session, 4 by 6 for the evening session, and 1 by 10 for the weekend session. When a course is scheduled with a course on a special period of a weekday, it will be marked with several ones. We simply fill the time slots and check the conflicts. Whenever a conflict has been found, level with it. Because all are done by computers iteratively, we feel no burden at all during the constructing stage. 
Continuity Breaking
We define the continuity of a course as the rendering of a course without a break that last more than 10 minutes. To schedule courses without 'continuity breaking' does present a challenge in the evening session of LHU. This is because there is only four time slots per evening. A three-hour course sometimes can to be broken into 1+1+1 or 2+1 and a four-hour course sometimes has to be broken into 2+2 or 3+1 in order to be fit in limited time slots. Also, it can be notice a lot of pre-occupied situations deteriorate the continuous quality of a set of time slots. Technically, though it is ok for a scheduler to break a course into smaller segments, it is always not a good choice from the view point of students or instructors in an oriental academic environment like LHU.
Scheduling Limitations
1) A course at a particular room cannot be scheduled more than once and it cannot occupy two different time slots.
2) An instructor cannot show up at two class rooms at the same time.
3) A classroom cannot be assigned to two distinct instructors at the same time.
4) The same group of students who take the same course with the same course ID cannot be assigned to two different rooms. 5) Daytime session uses 5*10 time slots only, evening session uses 6*4 time slots only, and weekend session uses 10*1 time slots only. Mathematically speaking, the union of these three sessions commonly use the entire time and space of industrial management here in LHU. let two numbers inside bracket be row and column, Matrix T 
The Use Self-Organizing Technique to Tune a Timetable
We start from a feasible timetable Tj(q) where j is an index for instructor No. j and q=1 implies the first iteration. Historic data for an instructor is then fetched. The data is used for training the current timetable. Each '1' in the timetable got an opportunity to modify the current feasible solution. During the pre-learning process, the weekday, continuum condition, and the segment features are collected. These variables are with discrete levels. As a summarization example, the following are two possible outcome of the pre-parsing process: 1) it could be inferred that an instructor never arrange his/her course on Monday morning. Or 2) he/she never schedule any course on Friday night. These rules were technically used to adjust the timetable. Fig. 3 shows a SOM learning mechanism. A self-organizing map featured network identifies a winning neuron i* using the same procedure as employed by a competitive layer. However, instead of updating only the winning neuron, all neurons within a certain neighborhood Ni* (d) of the winning neuron are updated, using the Kohonen rule. Specifically, all such neurons i ∈ Ni* (d) are adjusted as follows:
(1) For example, when the 0 on row No.3 is still a zero, it indicates a time slot has not been occupied. Then, self-organizing will straighten the row No. 3 because Node (row=3, column=1) because it wins the competition and gets its chance to learn at a particular iteration. If d=0 zero neighbor is assumed. This node will privileged has the chance to change into a 1. And the output of this iteration gradually forms 3-hour straight class pattern that favors the historical choice of an instructor on Wednesday morning. Since there are 14 instructors in the industrial department of LHU, we will have the following parameters:∀j=1:14. Notice that each learning process has a ripple effect. A program for feasibility leveling is necessary. Figure 5 . Reject a null hypothesis under 95% of confidence level. Figure 6 . Summaries of data samples for testing.
(2)

Data Collection and a Proposed Welch Two Sample t-test
Summary
In this paper we demonstrate an auto generation of timetables for a medium-sized department in a university. We use past historic timetable data as training examples to intelligently adjust a set of timetables. A system which can come up with a feasible set of timetables has been developed. Historic tables and teachers' preferences were feed to the system in order to fine tune these tables. The intelligent system has the capability to self-organize these set of timetables according to historic tables. Then, we conduct a comparing test between these timetable sets before/after the self-tuning process. Chosen Tester have to grade the tables. A comparison of t-test on the average of timetables' score was given. Under 95% of confidence level, since the p-value is still large than α , we there do not reject the null hypothesis. There is no significant difference between the means of the satisfactory scores before and after learning. However, auto-tuned timetable bears comparison with the manual work of the current assistant.
