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Povzetek
Naslov: Izbolǰsava kontrasta slik na grafičnih procesnih enotah
Avtor: Gregor Černak
Izbolǰsava kontrasta slik je pomembna pri slikah, ki so bile posnete pri nizki
svetlobi. Najbolj uporabljena metoda v procesiranju slik je izenačenje hi-
stograma. V diplomskem delu bomo predstavili sekvenčno in vzporedno
implementacijo dveh tehnik. Ti tehniki sta prilagodljivo izenačenje histo-
grama in kontrastno omejeno prilagodljivo izenačenje histograma. Za obe
tehniki bomo zasnovali algoritem za sekvenčno in vzporedno implementa-
cijo. Sekvenčno implementacijo bomo izvajali na centralni procesni enoti,
medtem ko bomo vzporedno implementacijo s pomočjo ogrodja OpenCL, ki
omogoča standardni vmesnik za vzporedno procesiranje, izvajali na grafični
procesni enoti. Implementaciji posameznih algoritmov bomo primerjali na
različni strojni opremi. Pridobljene rezultate bomo predstavili in opisali la-
stnosti posamezne implementacije, ter prǐsli do ugotovitve, pri kateri meji je
časovno bolj obetavna vzporedna implementacija algoritma.
Ključne besede: Adaptive histogram equalization, Contrast limited adap-
tive histogram equalization, OpenCL, vzporedna implementacija, GPU.

Abstract
Title: Contrast enhancement of images on general-purpose graphic process-
ing units
Author: Gregor Černak
Improving the contrast is important for images that are taken in low light.
The most common method used in image processing is histogram equaliza-
tion. In the thesis work, we will present sequential and parallel implemen-
tation of both techniques. These techniques are adaptive histogram equal-
ization and contrast-limited adaptive histogram equalization. For both tech-
niques, we describe the algorithm. The sequential implementation is simple
and runs on the central processing unit. Parallel implementation uses the
OpenCL framework, which is typically used in parallel processing interfaces
and runs our code on the graphics processing unit. We compare the im-
plementaitons of individual algorithms, present the results and describe the
specifics. Finally, we reach the conclusion of when to use each implemen-
tation and at which point the parallel implementation of the algorithm is
executed faster.
Keywords: Adaptive histogram equalization, Contrast limited adaptive his-




V današnjem času smo dosegli mejo tehnološkega razvoja, ko ni več mogoče
preprosto povečati zmogljivosti integriranih vezij po Moorovemu zakonu.
Podvojitve hitrosti na današnjih vezij ne moremo doseči, lahko pa podvo-
jimo vezje. To nam omogoča, da zadovoljimo Moorovem zakonu. Podvojitev
vezja ne pride brez komplikacij, saj je večina današnjih programov napisanih
za sekvenčno izvajanje, ki ne izkoristi celotne zmogljivosti strojne opreme.
Rešitev so aplikacije oziroma programi, ki lahko v celoti izkoristijo vso raz-
položljivo procesno moč. V nadaljevanju si bomo ogledali implementacijo
dveh algoritmov za procesiranje slik, njuno sekvenčno in vzporedno imple-
mentacijo, razlike med njima in primerjavo časovnih izvedb.
1.1 Cilj diplome
Cilj diplomske naloge je predstaviti razlike med sekvenčno in vzporedno im-
plementacijo algoritma za prilagodljivo izenačenje histograma in kontrastno
omejeno prilagodljivo izenačenje histograma. Ogledali si bomo predvsem
časovno razmerje med posameznima implementacijama in njuno uporabnost.
Zato bomo morali opisati korake posameznega algoritma, implementirati
vzporedno in sekvenčno implementacijo, zbrati testne slike, opisati postopek
merjenja časa in izvesti testiranje implementacij na različni strojni opremi.
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Tako bomo izvedeli, pri kateri dimenziji slike je bolj efektivno iti skozi časovno
potraten postopek pošiljanja programske kode na grafično procesno enoto,
ki izvede vzporedno implementacijo.
1.2 Motivacija
Vse bolj popularna je strojna oprema, ki vsebuje mnogo-jedrne procesne
enote. Na tržǐsče so začele prihajati množično dostopne centralne procesne
enote, ki vsebujejo do 64 jeder (AMD Ryzen Threadripper [1]) in grafične
procesne enote, ki vsebujejo do 10496 jeder (Nvidia GeForce RTX 3090 [8]).
Algoritmi in aplikacije, ki jih uporabljamo v vsakodnevnem življenju, so po-
gosto omejeni le na eno jedro centralne procesne enote.
Za takšno strojno opremo moramo prilagoditi implementacijo naših apli-
kacij na najnižjem nivoju, v implementaciji algoritmov. Te bo potrebno prila-
goditi, da bodo omogočali izvajanje programske kode vzporedno. To nam bo
omogočilo, da izkoristimo celotno procesno moč, ki nam jo ponuja današnja
strojna oprema. Prednosti takšne implementacije bomo videli predvsem v
časovni izvedbi pri velikih vhodnih podatkih.
1.3 Pregled področja in sorodnih primerov
Pri pregledu področja smo se osredotočili na obstoječe implementacije algo-
ritmov za izenačenje histograma (angl. histogram equalization HE). Odločili
smo se za implementacijo algoritma za prilagodljivo izenačenje histograma
(angl. adaptive histogram equalization AHE) in kontrastno omejeno prila-
godljivo izenačenje histograma (angl. contrast limited adaptive histogram
equalization CLAHE) iz dela [3]. Poleg osnovnega dela smo izhajali tudi iz
pomožnih del [7] in [2]. Vzporedna implementacija vsebuje korak izračuna
kumulativne distribucije, ta se v vzporednem programiranju rešuje s t.i. ‘pa-
rallel prefix scan‘ tehniko [6].
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Orodja in tehnologije
2.1 Visual Studio 2019
Pri izdelavi diplomske naloge smo uporabili integrirano razvojno orodje Vi-
sual Studio 2019 [12]. Razvilo ga je amerǐsko računalnǐsko podjetje Microsoft.
Omogoča razvoj aplikacij v 36 programskih jezikih, najbolj prepoznavni med
njimi so C, C++, C#, Visual Basic, in .NET.
2.2 OpenCL
OpenCL (angl. Open Computing Language) [11] je odprti brezplačni stan-
dard za splošno namensko vzporedno programiranje centralnih procesnih
enot, grafičnih procesnih enot in ostalih procesnih enot. Razvijalcem pro-
gramske opreme omogoča prenosljiv in učinkovit dostop do heterogenih raču-
nalnǐskih okolij. Heterogena računalnǐska okolja so okolja, ki vsebujejo več
kot eno centralno procesno enoto ali več procesnih jeder. OpenCL je sesta-
vljen iz programskega vmesnika, programskega jezika in vmesnega jezika za
mnoga računalnǐska okolja. Vmesni jezik vsebuje strogo določeno računsko
okolje. Programski jezik za mnoga računalnǐska okolja temelji na zasnovi ISO
C99 z razširitvami za vzporedno izvajanje. V njem napǐsemo programsko
kodo, ki jo želimo izvajati na heterogenih platformah. Do njih dostopamo
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s programskim vmesnikom, ki skrbi za usklajevanje vzporednih računskih
operacij.
2.3 FreeImage
FreeImage [5] je odprto kodna knjižnica, ki v programskem jeziku C omogoča
delo s slikami. Uporabili smo jo pri branju slike iz diska, pretvorbi slike iz
njenega formata v neobdelan zapis in shranjevanju slike na disk. V neobdela-




V diplomski nalogi smo implementirali dva algoritma za procesiranje slik.
Prvi algoritem je prilagodljivo izenačenje histograma [3] (angl. Adaptive
histogram equalization AHE). Drugi je kontrastno omejeno prilagodljivo iz-
enačenje histograma [3] in [2] (angl. Contrast limited adaptive histogram
eqaulization CLAHE). Oba algoritma sta nadgradnji algoritma za izenačenje
histograma (angl. Histogram equalization HE). Izenačenje histograma je glo-
balna kontrastna metoda, saj uporablja eno transformacijsko funkcijo nad
celotno sliko. AHE in CLAHE jo nadgradita, tako da sliko razdelita na
dele. Za vsak del slike izračunata svojo transformacijsko funkcijo, zato jima
pravimo lokalni kontrastni metodi.
3.1 Prilagodljivo izenačenje histograma
Prilagodljivo izenačenje histograma (AHE) je tehnika, ki se uporablja v pro-
cesiranju slik za izbolǰsavo njihovega kontrasta. Je napredneǰsa metoda od
izenačenja histograma, saj sliko razdeli na bloke in opravi izračun histograma
za vsakega od teh blokov. Iz histogramov izračunamo novo intenziteto slikov-
nih točk. Težava tehnike nastane pri delih slike, kjer je intenziteta slikovnih
točk enaka, saj te povzročijo šum na sliki. To rešujemo z nadgradnjo metode,
ki je kontrastno omejeno prilagodljivo izenačenje histograma.
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(a) Vhodna slika (b) Izhodna slika
Slika 3.1: Slika pred in po prilagodljivem izenačenju histograma (8x8 blokov).
Na sliki 3.1 sta prikazani vhodna in izhodna slika pri algoritmu za pri-




Algoritem za prilagodljivo izenačenje histograma za vhod sprejme vhodno
sliko, pozitivno celo število vertikalnih in horizontalnih blokov, na katere
želimo razdeliti sliko. Končni rezultat algoritma je nova slika z izbolǰsanim
kontrastom. Algoritem lahko razdelimo na pet podlagoritmov oz. korakov:
1. sliko razdelimo na bloke,
2. za vsak blok izračunamo histogram,
3. za vsak histogram izračunamo kumulativno distribucijo,
4. za vsako kumulativno distribucijo izračunamo svetlobne vrednosti,
5. iz vhodne slike in svetlobnih vrednosti izračunamo izhodno sliko.
3.2 Kontrastno omejeno prilagodljivo
izenačenje histograma
Kontrastno omejeno prilagodljivo izenačenje histograma (CLAHE) je nad-
gradnja tehnike prilagodljivega izenačenja histograma 3.1, ki jo uporabljamo
za izbolǰsavo kontrasta slik. Nadgradi jo tako, da omeji zgornjo vrednost v
histogramih. Vrednosti histograma, ki presegajo navzgor omejeno vrednost,
enakomerno porazdelimo vsem elementom histograma. Temu dodatnemu
koraku pravimo rezanje histograma.
Na sliki 3.2 sta prikazani vhodna in izhodna slika pri algoritmu za kon-
trastno omejeno prilagodljivo izenačenje histograma. Sliko smo razdelili na
osem vertikalnih in horizontalnih blokov (8x8) in mejo rezanja nastavili na
pet (clipLimit = 5).
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(a) Vhodna slika (b) Izhodna slika
Slika 3.2: Slika pred in po kontrastno omejenem prilagodljivem izenačenju
histograma (8x8 blokov in vrednostjo rezanja pri 5).
3.2.1 Opis algoritma
Algoritem za kontrastno omejeno prilagodljivo izenačenje histograma za vhod
sprejme enake vrednosti kot algoritem za prilagodljivo izenačenje histograma
3.1.1 in vrednost, pri kateri navzgor omejimo vrednosti v histogramih. Se-
stavljen je iz naslednjih šestih podalgoritmov oz. korakov:
Diplomska naloga 9
1. sliko razdelimo na bloke,
2. za vsak blok izračunamo histogram,
3. porežemo vrednosti histograma, ki presegajo navzgor omejeno vre-
dnost,
4. za vsak histogram izračunamo kumulativno distribucijo,
5. za vsako kumulativno distribucijo izračunamo svetlobne vrednosti,
6. iz vhodne slike in svetlobnih vrednosti izračunamo izhodno sliko.
3.3 Interpolacija
Interpolacija [4] je matematična metoda prilagajanja krivulj s polinomi. Upo-
rablja se za izračun približne vrednosti v neznani točki (interpolacijski pri-
bližek) iz vrednosti znanih točk.
3.3.1 Linearna interpolacija
Linearna interpolacija se uporablja, ko iz vrednosti dveh poznanih točk izra-
čunamo vrednost vmesne točke. Če poznamo dve točki s podanima koordina-
tama (x0, y0) in (x1, y1), je linearni interpolant ravna daljica med točkama. Za
vrednost x na podanem intervalu (x0, x1), vrednost y na daljici med točkama








Bilinearna interpolacija je razširitev linearne interpolacije za interpolacijo
funkcij z dvema neznankama. Postopek izračuna poteka tako, da najprej
izračunamo linearno interpolacijo v eno smer in nato izračun ponovimo v
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drugi smeri. Kljub temu, da sta koraka izračuna linearna, je končna vrednost
kvadratna.
V izvorni kodi 3.1 je prikazana pomožna funkcija za izračun bilinearne
interpolacije, ki izhaja iz dela [7]. Uporabili smo jo v sekvenčni in vzporedni
implementaciji.
1 inline float blarp(int x, int y, int width , int height , int v1, int v2 , int v3, int v4) {
2 float val1 , val2 , res;
3 val1 = (x * v2 + (width - x) * v1) / (float)width;
4 val2 = (x * v4 + (width - x) * v3) / (float)width;
5
6 res = (val2 * y + ((float)height - y) * val1) / (float)height;
7 return res;
8 }
Izvorna koda 3.1: Pomožna funckija za izračun bilinearne interpolacije.
3.4 Opis postopkov v algoritmih
V nadaljevanju bomo opisali posamezne podalgoritme oz. korake, upora-
bljene v algoritmih AHE in CLAHE.
3.4.1 Predprocesiranje slike
V koraku predprocesiranja sliko razdelimo na bloke in jo po potrebi zrca-
limo. Pri delitvi slike na bloke smo se odločili, da jo bomo razdelili na osem
vertikalnih in horizontalnih blokov (8x8). Skupno število blokov je 64. Za
testiranje smo uporabili slike, ki imajo dimenzijo večjo od 256x256 slikov-
nih točk, kar nam zagotovi najmanǰso dimenzijo bloka 32x32 (skupno 1024)
slikovnih točk. Posledično nam to zagotovi, da vsak histogram vsebuje vsaj
1024 vrednosti, kar je štirikrat več od razpona vrednosti v histogramu. Ta je
enaka razponu intenzitet slikovnih točk, ki je v našem primeru od 0 do 256.
Pri delitvi slike na bloke lahko pride do neujemanja dimenzije slike in
števila blokov. V takšnem primeru bi lahko spremenili število blokov, na
katere porazdelimo sliko. Odločili smo se, da števila blokov ne bomo spremi-
njali in bomo raje zrcalili sliko. Zrcaljenje slike je predstavljeno v spodnjem
podpoglavju 3.4.1.
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Delitev slike na bloke
Sliko razdelimo na poljubno število blokov (v našem primeru 8x8), pri tem
moramo izračunati dimenzijo bloka slike. Dimenzijo bloka izračunamo z
enačbo (3.2), uporabimo jo za izračun njegove vǐsine in širine. Rezultat
enačbe je navzdol zaokrožena vrednost blokvelikost, ki predstavlja število sli-
kovnih točk na x ali y osi bloka. Dobimo jo tako, da delimo dimenzijo slike







Pri izračunu enačbe (3.2) lahko pride do ostanka pri deljenju, zato rezultat
enačbe zaokrožimo navzdol. V primeru ostanka opravimo dodaten korak
zrcaljenja slike.
Zrcaljenje slike
Zrcaljenje slike izvajamo, kadar dimenzija slike ni deljiva s številom blo-
kov (pri izračunu enačbe (3.2) dobimo ostanek). V takšnem primeru z
enačbo (3.3) izračunamo razliko med skupno dimenzijo blokov in dimen-
zijo slike, rezultat izračuna je d. Izračunamo ga za obe dimenziji slike (po x
in y osi). Za izračun enačbe potrebujemo vrednost slikavelikost, ki predsta-
vlja dimenzijo slike in blokvelikost, ki jo predhodno izračunamo z enačbo (3.2).
Pri tem moramo paziti, da pri izračunu uporabljamo sorazmerne vrednosti
spremenljivk glede na os slike.
d = (blokvelikost − (slikavelikost − (blokvelikost ∗ steviloblokov))) mod blokvelikost
(3.3)
Po opravljenem izračunu enačbe (3.3) za obe osi preverimo odvisnost
rezultata, če je ta večji od nič (d > 0). Ob ustreznosti odvisnosti za podano
os pridobimo novo velikost slike z izračunom slikavelikost + d in povečamo




Slika 3.3: Primer zrcaljenja slike preko x in y osi.
Slika 3.3 predstavlja zrcaljenje slike preko x in y osi (na sliki označeni s
črtkano črto) slike, ki se nahaja na njeni vǐsini in širini. Vrednosti obarvane
z zeleno prezrcalimo preko osi v roza obarvane vrednosti.
Algorithm 1: Zrcaljenje slike.
input : Slika ImIn velikosti height ∗ width
output: Slika ImPre velikosti newHeight ∗ newWidth
1 begin
2 for x← 0 to newHeight do
3 for y ← 0 to newWidth do
4 posX ← x, posY ← y
5 if posY > width then
6 posY ← 2 ∗ (width− 1)− posY
7 end
8 if posX > height then
9 posX ← 2 ∗ (height− 1)− posX
10 end





V zgornji psevdokodi 1 opravimo zrcaljenje slike za vse slikovne točke,
ki presegajo velikost stare slike (vrstica 6 in 9). Če trenutni položaj v sliki
presega dimenzijo slike, izračunamo nov položaj tako, da vzamemo staro
velikost slike, odštejemo ena, pomnožimo z dve in odštejemo trenutni položaj
v sliki (pos = 2 ∗ (width− 1)− pos).
3.4.2 Izračun histograma
Za vsak blok v sliki izračunamo njegov histogram. Histogram bloka je polje
vrednosti, ki imajo začetno vrednost 0. Število elementov v polju je odvisno
od razpona intenzitete slikovnih točk vhodne slike. V našem primeru je ta
enaka 256, saj je slikovna točka predstavljena z intenziteto od 0 do 255.
Za vsako slikovno točko v bloku preberemo njeno intenziteto in v polju na
indeksu prebrane vrednosti prǐstejemo 1.
Algorithm 2: Izračun histograma.
input : Slika ImIn velikosti height ∗ width
output: Polje hist velikosti numTilesX ∗ numTilesY ∗ 256
1 begin
2 for x ∈ imageBlocks do
3 for p ∈ blockP ixels do
4 pixV al← ImIn[x][p]




V zgornji psevdokodi 2 je predstavljen izračun histograma.
3.4.3 Rezanje histograma
Algoritem CLAHE 3.2.1 vsebuje dodatni korak, kjer izračunu histograma
3.4.2 omejimo vrednosti. Pri implementaciji izhajamo iz dela [3] in [2].
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Zgornjo mejo za rezanje določimo z vhodnim parametrom clipLimit, ki
je nenegativno število med 0 in 256. Iz njega izračunamo dejansko vrednost
clipLimitV alue z enačbo (3.4), pri kateri navzgor omejimo vrednosti histo-
grama. Izračunamo jo z zmnožkom vrednosti clipLimit, ki je vhodni para-
meter za rezanje, vǐsino bloka tileSizeX in širino bloka tileSizeY . Zmnožek
delimo z vrednostjo BINS, ki je v našem primeru enaka 256. V primeru, da
je rezultat enačbe manǰsi od ena, postane rezultat ena.
clipLimitV alue = max
(





Algorithm 3: Rezanje histograma.
input : Polje hist velikosti numTilesX ∗ numTilesY ∗ 256 in
vrednost rezanja clipLimit
output: Polje hist velikosti numTilesX ∗ numTilesY ∗ 256
1 begin
2 for x ∈ imageBlokcs do
3 clipped← 0
4 for e ∈ hist[x] do
5 if e > clipLimit then




10 for e ∈ hist[x] do





V psevdokodi 3 je predstavljena osnova za implementacijo rezanja histo-
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grama. V zanki se sprehodimo čez vse elemente histograma, če njegova vre-
dnost presega navzgor omejeno vrednost (3.4), skupnemu seštevku preseženih
vrednosti clipped prǐstejemo razliko presežene vrednosti med elementom e in
vrednostjo rezanja clipLimitV alue (e− clipLimitV alue). Vrednost poreza-
nega elementa e nastavimo na vrednost rezanja clipLimitV alue.
Seštevek preseženih vrednosti enakomerno porazdelimo vsem elementom
histograma redistBatch, ki ga izračunamo z enačbo (3.5). V enačbi delimo
seštevek preseženih vrednosti clipped s številom elementov histograma. Ta
je v našem primeru enaka vrednosti BINS, ki ima vrednost 256. Pridobljen








Slika 3.4: Rezanje histograma.
Na sliki 3.4 je prikazan postopek rezanja za enega izmed histogramov
bloka. Na levi strani slike je predstavljen histogram, pred postopkom re-
zanja. Na njem so z modro barvo označene vrednosti, ki jih bomo pore-
zali. Te presegajo zgornjo mejo, ki je na sliki označena s premico z imenom
clipLimit. Na desni strani slike je histogram po izvedenem koraku rezanja.
Z modro barvo so označene vrednosti, katere smo enakomerno porazdelili
vsem elementom histograma. Z oranžno barvo so označeni elementi v histo-
gramu, ki po enakomerni porazdelitvi ponovno presegajo vrednost rezanja
(clipLimit).
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3.4.4 Izračun kumulativne distribucije
Za izračun kumulativne distribucije je potrebno izračunati histogram. Izra-
čunamo jo za vsak histogram. Kumulativna distribucija bloka je polje vre-
dnosti z začetno vrednostjo 0. Dolžina polja je enaka dolžini polja za hi-
stogram. Prva vrednost v polju kumulativne distribucije (indeks 0) je enaka
prvi vrednosti v polju histograma (indeks 0). Preostale vrednosti izračunamo
po enačbi (3.6). Rezultat enačbe je vrednost kumulativne distribucije cdfi
za podani indeks i. Izračunamo ga tako, da vzamemo vrednost na preǰsnjem
indeksu (i−1) polja kumulativne distribucije cdfi−1 in ji prǐstejemo vrednost
iz polja histograma histi na trenutnem indeksu i.
cdfi = cdfi−1 + histi (3.6)
Algorithm 4: Izračun kumulativne distribucije.
input : Polje hist velikosti numTilesX ∗ numTilesY ∗ 256
output: Polje cdf velikosti numTilesX ∗ numTilesY ∗ 256
1 begin
2 for x ∈ imageBlocks do
3 cdf [x][0]← hist[x][0]
4 for i← 1 to 256 do




V psevdokodi 4 je predstavljen izračun kumulativne distribucije. Prvemu
elementu polja cdf prepǐsemo vrednost iz polja hist na indeksu 0 (vrstica 3).
Vrednosti preostalih elementov polja izračunamo v zanki po enačbi (3.6) za
izračun kumulativne distribucije (vrstica 4).
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3.4.5 Izračun svetlobne funkcije
Za izračun svetlobne funkcije moramo imeti opravljen izračun kumulativne
distribucije. Izračunamo jo za vsako kumulativno distribucijo. Svetlobno
funkcijo izračunamo v polje, ki ima enako dolžino polju kumulativne dis-
tribucije. Za vsak element polja kumulativne distribucije izračunamo vre-
dnost elementa v polju svetlobnih vrednosti. Trenutni element polja je v
enačbi (3.7) predstavljen z indeksom i. Svetlobno vrednost trenutnega ele-
menta luti izračunamo z deljenjem. Deljenec je razlika vrednosti trenutnega
elementa kumulativne distribucije cdfi in prvega elementa v polju kumula-
tivne distribucije cdf0. Delitelj je zmnožek konstante c (3.8) in števila, ki
je za ena manǰse od števila barv (stevilobarv − 1). Število barv je v našem
primeru enako 256. Enačba (3.8) je zaokrožena vrednost c zmnožka vǐsine




c ∗ (stevilobarv − 1)
⌉
(3.7)
c = b(blokvelikostx ∗ blokvelikosty)− 1e (3.8)
Algorithm 5: Izračun svetlobnih vrednosti.
input : Polje cdf velikosti numTilesX ∗ numTilesY ∗ 256
output: Polje lut velikosti numTilesX ∗ numTilesY ∗ 256
1 begin
2 c← b((tileXSize ∗ tileY Size)− 1)e
3 for x ∈ imageBlocks do
4 for i← 0 to 256 do
5 lut[x][i]←
⌊






V zgornji psevdokodi 5 je predstavljen izračun svetlobnih vrednosti.
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3.4.6 Transformacija slike
Za izračun končne transformacije slike potrebujemo izračun svetlobnih vre-
dnosti. Za vsako slikovno točko izračunamo njeno transformacijsko funkcijo.
Glede na položaj slikovne točke v sliki uporabimo primerno transformacij-
sko funkcijo. Te so osnovna, linearna in bilinearna interpolacija. Posamezna
območja transformacijske funkcije so predstavljena na sliki 3.5.
Osnovna se uporablja v vogalih slike, kjer vrednost slikovne točke dobimo
tako, da prepǐsemo njeno soodvisno vrednost iz polja svetlobnih vrednosti.
Linearna interpolacija se izračuna na robovih slike, kjer izračunamo vrednost
neznane vmesne točke iz trenutnega bloka svetlobnih vrednosti in najbližjega
sosednega bloka. Slikovne točke na sredini slike izračunamo s pomočjo bili-
nearne interpolacije. Novo vrednost pridobimo iz štirih najbližjih sosednjih
blokov.
Slika 3.5: Prikaz območij slike glede na transformacijsko funkcijo za sliko
razdeljeno na 8x8 blokov.
Na sliki 3.5 so prikazana območja, kjer so uporabljene posamezne trans-
formacijske funkcije. V območju roza barve, na vogalih, se uporablja osnovna
transformacijska funkcija. Na robovih slike, obarvanih s svetlo zeleno se upo-
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rablja linearna interpolacija. Na preostalem sredinskem delu slike, obarva-
nem svetlo modro, se uporablja bilinearna interpolacija.
Algorithm 6: Transformacija intenzitete svetlobne točke 1. del.
input : Polje svetlobnih vrednosti lut velikosti
numTilesX ∗ numTilesY ∗ 256, koordinate trenutnega
bloka (x in y), intenziteta slikovne točke g in položaj
slikovne točke v sliki
output: Nova intenziteta slikovne točke val
1 begin
2 dX ← pozitivna razdalja trenutne slikovne točke do sredine
trenutnega bloka po x osi
3 dY ← pozitivna razdalja trenutne slikovne točke do sredine
trenutnega bloka po y osi




V prvem delu psevdokode 6 za transformacijo slike je prikazan izračun
osnovne transformacijske funkcije v vogalu slike.
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Algorithm 7: Transformacija intenzitete svetlobne točke 2. del.
8
9 if položaj slikovne točke na levem ali desnem robu then
10 if položaj slikovne točke na zgornji polovici bloka then
11 val← lerp(lut[x− 1][y][g], lut[x][y][g], dX)
12 else
13 val← lerp(lut[x][y][g], lut[x + 1][y][g], dX)
14 end
15 end
16 if položaj slikovne točke na zgornjem ali spodnjem robu then
17 if položaj slikovne točke na levi polovici bloka then
18 val← lerp(lut[x][y − 1][g], lut[x][y][g], dX)
19 else
20 val← lerp(lut[x][y + 1][g], lut[x][y][g], dX)
21 end
22 end
V drugem delu psevdokode 7 za transformacijo slike opravimo izračun
vrednosti na robovih slike z linearno interpolacijo. Vsak blok slike razdelimo
na dva podbloka. Za levi podblok opravimo izračun linearne interpolacije
iz trenutnega bloka in levega soseda. Za desni podblok opravimo izračun iz
desnega soseda in trenutnega bloka.
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Algorithm 8: Transformacija intenzitete svetlobne točke 3. del.
22
23 if položaj slikovne točke v centru then
24 if leva polovica bloka then
25 if zgornja polovica bloka then
26 val← blerp(lut[x][y][g], lut[x][y + 1][g], lut[x +
1][y][g], lut[x + 1][y + 1][g], dX, dY ])
27 else spodnja polovica bloka
28 val← blerp(lut[x− 1][y][g], lut[x− 1][y + 1][g], lut[x +
1][y][g], lut[x][y + 1][g], dX, dY ])
29 end
30 else
31 if zgornja polovica bloka then
32 val← blerp(lut[x][y − 1][g], lut[x][y][g], lut[x + 1][y −
1][g], lut[x + 1][y][g], dX, dY ])
33 else spodnja polovica bloka
34 val← blerp(lut[x− 1][y − 1][g], lut[x−






V tretjem delu psevdokode 8 za transformacijo slike opravimo transfor-
macijski izračun z bilinearno interpolacijo. Posamezen blok slike razdelimo






Iz tehnike za prilagodljivo izenačenje histograma razvijemo implementacijo
algoritma za sekvenčno in vzporedno izvajanje. Sekvenčno implementacijo
bomo izvedli na centralni procesni enoti (angl. central processing unit CPU).
Vzporedno implementacijo bomo implementirali s knjižnico OpenCL [10], za
izvajanje na grafični procesni enoti (angl. graphics processor unit GPU).
4.1 Sekvenčna implementacija
V sekvenčni implementacije se bo celoten algoritem izvajal na centralni pro-
cesni enoti. Pri tem moramo paziti, da si ne bomo po nepotrebnem otežili
kasneǰse vzporedne implementacije, ki jo bomo razvili iz sekvenčne.
4.1.1 Preslikava polja
Pri implementaciji smo uporabili enodimenzionalna polja. Za lažje razu-
mevanje smo naredili funkcijo za preslikavo med fizičnim enodimenzional-
nim poljem in logičnim dvodimenzionalnem ali tridimenzionalnem poljem.
Pri vhodni in izhodni sliki je potrebna preslikava iz dvodimenzionalnega v
enodimenzionalen prostor. Za polja histograma, kumulativne distribucije in
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svetlobnih vrednosti, smo uporabili transformacijo iz tridimenzionalnega v
enodimenzionalen prostor. Indeks tridimenzionalne preslikave t izračunamo
z enačbo (4.1). Za izračun potrebujemo število blokov, na katere smo razdelili
sliko 3.4.1 (stBlokovx in stBlokovy) in trenutni položaj v tridimenzionalnem
prostoru (x, y in z).
t = (z ∗ stBlokovx ∗ stBlokovy) + (y ∗ stBlokovx) + x (4.1)
4.1.2 Podatkovna struktura TilingData
Za lažji prenos informacij o sliki smo pri sekvenčni implantaciji naredili po-
datkovno strukturo TilingData. Ta vsebuje podatke o številu blokov na x
in y osi slike, dimenzije bloka, originalno in novo dimenzijo slike in število
barv, ki je v našem primeru enako konstanti BINS z vrednostjo 256.
1 struct TilingData {





7 int imageWidth; /* Metapodatki o velikosti slike */
8 int imageHeight;
9 int newWidth; /* Metapodatka za zrcaljenje */
10 int newHeight;
11
12 float clipLimit; /* Metapodatka za rezanje histograma */




Izvorna koda 4.1: Podatkovna struktura TilingData.
4.1.3 Predprocesiranje slike
Sliko razdelimo na poljubno število blokov, kot smo to definirali v poglavju
3.4.1. V primeru, da v postopku delitve na bloke pride do ostanka pri de-
ljenju dimenzije slike s številom blokov, izvedemo dodatni korak zrcaljenja
slike 3.4.1. V izseku kode 4.2 ustvarimo kopijo vhodne slike, katero po potrebi
zrcalimo preko x, y ali x in y osi.
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1 // copy image & extend it
2 int posX , posY;
3 for (int x = 0; x < nHeight; x++) {
4 for (int y = 0; y < nWidth; y++) {
5 posX = x, posY = y;
6 if (posY > width) {
7 posY = 2*(width -1)-posY;
8 }
9 if (posX >= height) {
10 posX = 2*(height -1)-posX;
11 }
12 imagePre[x*nWidth+y] = imageIn[posX*width+posY];
13 }
14 }
Izvorna koda 4.2: Kopiranje slike z zrcaljenjem.
Slika 4.1: Primer zrcaljene slike preko x in y osi.
Slika 4.1 predstavlja primer vhodne slike, katero smo v koraku predpro-
cesiranja zrcalili preko x in y osi. Meji zrcaljenja sta na sliki prikazani z
rdečima daljicama.
4.1.4 Izračun histograma
Vsak blok slike ima svoj histogram, ki je predstavljen s poljem vrednosti
velikosti 256. Vsem elementom polja nastavimo privzeto vrednost na nič.
Histogram izračunamo tako, da se sprehodimo čez vse slikovne točke posa-
meznega bloka. Za slikovno točko preberemo njeno vrednost oz. intenziteto.
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V polju histograma na indeksu prebrane vrednosti slikovne točke trenutni
vrednosti prǐstejemo ena.
1 void computeHistogram(cl_ulong* hist , unsigned char* imageIn , int tileX , int tileY , int x0 , int x1,
int y0, int y1, struct TilingData td) {
2 int transformIndex , gray;
3 for (int i = x0; i < x1; i++) {
4 for (int j = y0; j < y1; j++) {
5 gray = imageIn[i * td.newWidth + j];





Izvorna koda 4.3: Izračun histograma za posamezen blok.
V izseku izvorne kode 4.3 je prikazan izračun histograma za posamezen
blok slike. Iz slike preberemo vrednost slikovne točke gray (vrstica 5). Do
nje dostopamo preko logične transformacije iz dvodimenzionalnega v enodi-
menzionalen prostor. V polju histograma na pridobljenem transformacijskem
indeksu transformIndex (iz poglavja 4.1.1) prǐstejemo ena (vrstica 7).
4.1.5 Izračun kumulativne distribucije
Kumulativno distribucijo izračunamo iz izračunanega histograma. Najprej
prepǐsemo prvo vrednost iz polja histograma v polje kumulativne distribu-
cije. Preostale vrednosti izračunamo po postopku: trenutna vrednost v polju
kumulativne distribucije je seštevek preǰsnje vrednosti v polju kumulativne
distribucije in trenutne vrednosti v polju histograma (iz poglavja 3.4.4).
1 void computeCumulativeHistogram(cl_ulong* hist , cl_ulong* cdf , struct TilingData td) {
2 for (int i = 0; i < td.numTilesX; i++) {
3 for (int j = 0; j < td.numTilesY; j++) {
4 cdf[offset(i, j, 0, td)] = hist[offset(i, j, 0, td)];
5 for (int g = 1; g < BINS; g++) {





Izvorna koda 4.4: Izračun kumulativne distribucije.
Izsek izvorne kode 4.4 predstavlja funkcijo za izračun kumulativne dis-
tribucije. Za parametre sprejme polje histograma (hist), polje kumulativne
distribucije (cdf) in strukturo metapodatkov o sliki (td). Izračun opravimo
Diplomska naloga 27
za vse bloke v sliki. Za posamezen blok začnemo s prepisom začetne vredno-
sti na indeksu 0. Sledi izračun preostalih vrednosti v zanki od ena do BINS, ki
predstavlja dolžino posameznega polja, ta je enaka razponu intenzitete v sliki
in je v našem primeru enaka 256. Za izračun indeksa v polju se uporablja
funkcija offset(...), ki opravi izračun enačbe (4.1) za preslikavo.
4.1.6 Izračun svetlobnih vrednosti
V koraku izračuna svetlobnih vrednosti iz kumulativne distribucije, izraču-
namo nove vrednosti intenzitete. Izračun opravimo v posebnem koraku, da
nam v koraku transformacije ni potrebno opravljati ponovnih izračunov. Do
ponovnih izračunov bi prǐslo pri transformaciji z linearno in bilinearno inter-
polacijo, kjer dostopamo do vrednosti sosednjih blokov.
1 void computeLUT(cl_ulong* cdf , cl_ulong* lut , struct TilingData td, int tileX , int tileY) {
2 int count = (int)round(td.tileXsize * td.tileYsize) - 1;
3 for (int i = 0; i < BINS; i++) {
4 lut[offset(tileX , tileY , i, td)] = (int)round(( double)(cdf[offset(tileX , tileY , i, td)] -
cdf[offset(tileX , tileY , 0, td)]) / count * (td.grayLevels - 1));
5 }
6 }
Izvorna koda 4.5: Izračun svetlobnih vrednosti za posamezen blok.
V izseku izvorne kode 4.5 je predstavljena funkcija za izračun svetlobnih
vrednosti posameznega bloka. Parametri funkcije so polje kumulativne dis-
tribucije cdf, polje svetlobnih vrednosti lut, struktura metapodatkov o sliki
td, indeks trenutnega bloka na x in y osi (tileX in tileY). Spremenljivka
count (vrstica 6) predstavlja velikost bloka, izračunamo jo z enačbo (3.8). V
zanki za vse elemente polja kumulativne distribucije izračunamo svetlobno
vrednost s transformacijsko funkcijo (3.7). Za dostop do posameznih elemen-
tov polja uporabimo funkcijo za preslikavo offset(...) iz poglavja 4.1.1.
4.1.7 Transformacija slike
Transformacija slike je postopek izračuna končnih vrednosti oz. intenzitet
slikovnih točk izhodne slike. Izračunamo jo za vse slikovne točke vhodne
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slike. Izračunamo jo iz trenutne vrednosti oz. intenzitete vhodne slikovne
točke in izračunanih svetlobnih vrednosti. Za izračun nove slikovne točke
moramo vedeti, v katerem bloku se trenutno nahaja slikovna točka.
1 unsigned char transformPixelIntensity(int x, int y, int binX , int binY , int gScale , cl_ulong* lut ,
struct TilingData td){
2 float val = gScale;
3
4 // vrednosti robnih pogojev
5 float x0 = td.tileXsize / 2;
6 float x1 = td.newHeight - x0;
7 float y0 = td.tileYsize / 2;
8 float y1 = td.newWidth - y0;
9
10 // sredina trenutnega bloka
11 float xi = (int)((binX + 0.5) * td.tileXsize);
12 float yi = (int)((binY + 0.5) * td.tileYsize);
13
14 // corners
15 if ((x <= x0 && (y <= y0 || y >= y1)) ||
16 (x >= x1 && (y <= y0 || y >= y1))) { ... }
17 // edges
18 // right & left edge
19 else if (y <= y0 || y >= y1) { ... }
20 // top & bottom edge
21 else if (x <= x0 || x >= x1) { ... }
22 // center BLARP
23 else { ... }
24 return (int)round(val);
25 }
Izvorna koda 4.6: Transformacija posamezne slikovne točke.
V izvorni kodi 4.6 je predstavljen izračun vrednosti nove slikovne točke.
Vhodni parametri so x, y, binX, binY, gScale, lut in td. Parametra x in
y predstavljata trenutni položaj slikovne točke na sliki. Parametra binX in
binY predstavljata indeks bloka, glede na trenutni položaj slikovne točke.
Parameter gScale je prebrana vrednost slikovne točke vhodne slike, lut je
polje izračunanih slikovnih vrednosti in td je struktura podatkov o sliki.
Spremenljivke x0, x1, y0 in y1 imajo konstantno vrednost, ki jo v funk-
ciji izračunamo za vsako slikovno točko, te bi lahko dodali kot parametre
funkcije ali pa dodali v strukturo TilingData. Vrednosti teh spremenljivk
predstavljajo sredinsko vrednost blokov v vogalih slike. Uporabljajo se za
pri izračunu trenutnega položaja slikovne točke v sliki, ker ločimo tri različne
načine izračuna nove vrednosti slikovne točke (poglavje 3.4.6).
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Izračun vrednosti v vogalu
Vrednosti v vogalu slike ne moremo interpolirati, saj nimajo sosednjega bloka.
Njihovo transformacijsko funkcijo smo izračunali v koraku izračuna svetlob-
nih vrednosti. Za podano vrednost oz. intenziteto slikovne točke, na indeksu
polja svetlobnih vrednosti preberemo njeno vrednost. Ta je nova intenziteta
svetlobne točke (izsek kode 4.7).
1 va l = lu t [ o f f s e t ( binX , binY , gScale , td ) ] ;
Izvorna koda 4.7: Prepis vrednosti v vogalu slike.
Izračun vrednosti na robu
Vrednosti na robovih slike izračunamo z linearno interpolacijo. Za levo po-
lovico bloka vzamemo vrednosti iz trenutnega bloka in bloka na njegovi levi.
Mediano bloka prepǐsemo iz polja svetlobnih vrednosti, tako kot v vogalu
slike. Desno polovico bloka izračunamo, tako da vzamemo trenutno vrednost
v bloku in vrednost iz bloka na desni. Izračunanih vrednosti spodnjega in
desnega robu na končni sliki ne bomo videli, v primeru, da slika ni deljiva s
številom blokov. V takšnem primeru se spodnji in desni rob nahajata izven
velikosti končne slike, saj smo v koraku predprocesiranja sliko povečali z
zrcaljenjem.
1 ...
2 else if (y <= y0 || y >= y1) {
3 if (x < xi) {
4 val = (xi - x) * lut[offset(binX - 1, binY , gScale , td)];
5 val += (td.tileXsize - xi + x) * lut[offset(binX , binY , gScale , td)];
6 val /= td.tileXsize;
7 }
8 else if (x == xi) {
9 val = lut[offset(binX , binY , gScale , td)];
10 }
11 else {
12 val = (x - xi) * lut[offset(binX + 1, binY , gScale , td)];
13 val += (td.tileXsize - x + xi) * lut[offset(binX , binY , gScale , td)];




Izvorna koda 4.8: Linearna interpolacija levega in desnega robu.
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V izseku izvorne kode 4.8 je prikazan izračun linearne interpolacije za levi
in desni rob slike.
Izračun centralnih vrednosti
Za preostali sredinski del slike izračunamo vrednosti z bilinearno interpola-
cijo. Blok slike razdelimo na štiri podbloke. Za vsak podblok izračunamo




3 dx = (int)round(x - xi);
4 dy = (int)round(y - yi);
5
6 // left
7 if (y >= yi) {
8 // upper
9 if (x >= xi) {
10 val = blarp(dy, dx, td.tileYsize , td.tileXsize , lut[offset(binX , binY , gScale , td)], lut[
offset(binX , binY + 1, gScale , td)],




15 val = blarp(dy, td.tileXsize + dx, td.tileYsize , td.tileXsize , lut[offset(binX - 1, binY ,
gScale , td)],
16 lut[offset(binX - 1, binY + 1, gScale , td)], lut[offset(binX , binY , gScale , td)], lut[






Izvorna koda 4.9: Bilinearna interpolacija levega zgornjega in spodnjega
podbloka.
V izseku izvorne kode 4.9 je predstavljen izračun bilinearne interpolacije,
za zgornji in spodnji levi podblok.
4.2 Vzporedna implementacija
Namen vzporedne implementacije je izkoristiti mnogo-jedrno moč, ki nam jo
omogoča grafična procesna enota. Pri tem bomo uporabili knjižnico OpenCL
(poglavje 2.2), ki nam omogoča izvajanje splošno namenskih računskih opera-
cij na heterogenih sistemih. Programska koda, katero bomo izvajali na GPU,
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je napisana v programskem jeziku, ki je del OpenCL in je del računskega je-
dra. Računsko jedro je funkcija, ki je napisana specifično za izvajanje na
heterogenih sistemih. Do tega bomo dostopali iz glavnega programa preko
programskega vmesnika iz OpenCL.
4.2.1 Podatkovna struktura cl struct
Podatkovna struktura cl struct vsebuje podatke o platformi, številu grafi-
čnih naprav, kontekst programa, ukazno vrsto, program in povratno vrednost
ukaza, katerega pošljemo na grafično kartico. Poleg tega vsebuje tudi spo-
minske objekte polij, katere pošljemo na grafično kartico, ki so tipa cl mem.
Te shranjujejo podatke za sliko, zrcaljeno sliko, histogram, kumulativno vre-
dnost, svetlobno vrednost in končno sliko. Struktura ima dva dodatna dia-
gnostična atributa za merjenja časa izvedbe startTime in endTime.
1 struct cl_struct {
2 cl_platform_id platform_id [10];
3 cl_uint ret_num_platforms; /* Metapodatki o platformi */
4 cl_device_id device_id [10];
5 cl_uint ret_num_devices;
6












19 double startTime; /* Meritev hitrosti izvajanja */
20 double endTime;
21 };
Izvorna koda 4.10: Podatkovna struktura cl struct.
Strukturo se uporablja za lažje prenašanje metapodatkov, ki so potrebni
za pošiljanje in izvajanje programske kode na grafični procesni enoti. Upo-




Preden pošljemo sliko na grafično procesno enoto, v glavnem programu izve-
demo predprocesiranje. V tem koraku sliko razdelimo na zahtevano število
blokov in jo po potrebi tudi zrcalimo. Implementacija za predprocesiranje
slike v vzporedni implementaciji je identična sekvenčni implementaciji, pred-
stavljeni v poglavju 4.1.3.
4.2.3 Inicializacija programa na GPU
Inicializacija je prvi korak, ki ga izvedemo, ko želimo izvajati programsko
kodo na grafični procesni enoti. V njem preberemo datoteko, ki vsebuje pro-
gramsko kodo, katero bomo izvajali na GPU. Izvedemo poizvedbene funkcije
o našem sistemu, katere potrebujemo za kreiranje konteksta in ukazne vrste.
Rezerviramo spominski prostor, ki ga bomo potrebovali pri izračunu naših
algoritmov. Iz prebrane programske kode zgradimo program, sočasno tudi
preverimo za sintaktične napake v programski kodi.
Naslednji korak je rezervacija pomnilnika na GPU. Rezerviramo ga v inici-
alizaciji, saj je dolgotrajen postopek. Vsi podalgoritmi, za katere opravljamo
klic jedrskega programa, bodo uporabljali obstoječ rezerviran pomnilnǐski
prostor. To nam omogoča prihranitev časa pri posameznem klicu jedrske
funkcije.
4.2.4 N-Dimensional Range
N-Dimensional Range, kraǰse NDRange je najpomembneǰsi koncept pri razu-
mevanju vzporedne implementacije algoritma. Odvisen je od strojne opreme
in opredeljuje, kako razdelimo delo med posameznimi delovnimi enotami.
Za vsak klic jedrske funkcije moramo ustrezno nastaviti NDRange. Cilj je
delo porazdeliti tako, da se bo čim večji del algoritma se izvajal sočasno. V
našem primeru lahko na to gledamo tako, da bo imela vsaka slikovna točka
slike svojo delovno enoto. Delovna enota je najmanǰsa enota, ki opravlja
računsko delo v heterogenem sistemu.
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4.2.5 Funkcija za preslikavo polja
Na grafično procesno enoto lahko prenesemo le eno dimenzionalna polja. Zato
smo napisali pomožno funkcijo, ki nam omogoča logično tridimenzionalno na-
slavljanje fizičnega enodimenzionalnega polja. Indeks v enodimenzionalnem
polju dobimo kot rezultat d enačbe (4.2). Izračunamo ga tako, da vstavimo
indekse tridimenzionalnega polja x, y in z. Pri tem moramo poznati število
horizontalnih blokov ySize (y os) in velikost polja tretje dimenzije BINS,
ki je v našem primeru enaka 256. Vrednosti x in y predstavljata koordi-
nate bloka, medtem ko z predstavlja indeks v polju tretje dimenzije (polje
histograma, kumulativne distribucije ali slikovnih vrednosti).
d = (x ∗ ySize ∗BINS) + (y ∗BINS) + z (4.2)
Preslikava po zgornji enačbi (4.2) je ključna pri izračunu kumulativne di-
stribucije in svetlobnih vrednosti, saj so vrednosti enodimenzionalnega polja
porazdeljene zaporedno od 0 do 256.
x0 x1 x2 x3 x4 x5 x6 x7
z0 z0 z0z255 z255z255... ... ... ...
x0y0 x0y1 xnyn
Slika 4.2: Indeksni prostor enodimenzionalnega polja.
Na sliki 4.2 je predstavljen indeksni prostor enodimenzionalnega polja,
katerega pridobimo s funkcijo preslikave. Elementi polja si sledijo zaporedno
za vsak blok od 0 do 256.
4.2.6 Klic jedrske funkcije iz glavnega programa
Jedrsko funkcijo, ki jo izvajamo na grafični procesni enoti, pokličemo iz glav-
nega programa. Pri klicu iz glavnega programa moramo poklicati funkcijo
po imenu, nastaviti njene parametre in NDRange 4.2.4. Opcijsko lahko tudi
preberemo podatke iz globalnega pomnilnika grafične procesne enote.
34 Gregor Černak
4.2.7 Izračun histograma
Histogram smo implementirali na dva različna načina. V prvi implemen-
taciji ga izračunamo z globalnim pomnilnikom. V drugi implementaciji ga
izračunamo z uporabo lokalnega pomnilnika.
Izračun histograma z globalnim pomnilnikom
Pri izračunu histograma z globalnim pomnilnikom dostopamo do polja vre-
dnosti histograma, ki so shranjene v globalnem pomnilniku GPU. Globalni
pomnilnik je pomnilnik, do katerega imajo dostop vse delovne enote iz vseh
delovnih skupin. Delovna skupina je skupina, ki vsebuje določeno število de-
lovnih enot. Dostop do globalnega pomnilnika je počasneǰsi kot do lokalnega
pomnilnika. Pri dostopu do posameznih naslovov lahko pride do sočasnega
dostopa posamezne vrednosti, pri katerem moramo paziti na zagotavljanje
atomarnosti.
1 __kernel void histogram_global(__global unsigned char* imagePre , __global unsigned long* histogram ,
2 int newWidth , int newHeight , int numofTilesX , int numofTilesY , int tileXsize ,
3 int tileYsize)
4 {
5 int yLID = get_local_id (1);
6 int xLID = get_local_id (0);
7
8 int tileY = get_group_id (1);
9 int tileX = get_group_id (0);
10
11 int sizeY = get_local_size (1);
12 int sizeX = get_local_size (0);
13
14 int index = (xLID + tileX * sizeX) * newWidth + (yLID + tileY * sizeY);
15 int xTile = half_divide ((xLID + tileX * sizeX), tileXsize);
16 int yTile = half_divide ((yLID + tileY * sizeY), tileYsize);
17
18 // image border check because global size is factor of 32 x32
19 if ((xLID + tileX * sizeX) < newHeight && (yLID + tileY * sizeY) < newWidth ) {
20 unsigned char z = imagePre[index];
21 atom_add (& histogram[new_offset(xTile , yTile , z, numofTilesY , numofTilesX)], 1);
22 }
23 }
Izvorna koda 4.11: Izračun histograma z globalnim pomnilnikom.
Izsek izvorne kode 4.11 prikaže jedrsko funkcijo za izračun histograma
z glavnim pomnilnikom, katera se izvaja na GPU. Parametri funkcije so:
imagePre, histogram, newWidth, newHeight, numofTilesX, numofTilesY,
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tileXsize in tileYsize. Parametra imagePre in histogram sta naslova,
ki kažeta na globalni pomnilnik GPU. Njuno vrednost smo na GPU prene-
sli v koraku inicializacije in prevajanju jedrskega programa (poglavje 4.2.3).
Ostali parametri so metapodatki o sliki, ki jih potrebujemo za izvedbo podal-
goritma. V sekvenčni implementaciji smo jih shranili v podatkovno strukturo
TilingData (poglavje 4.1.2).
Jedrsko funkcijo smo v glavnem programu poklicali z dvodimenzionalnim
NDRange. Njegovo velikost smo nastavili na največjo, ki nam jo omogoča
GPU. Ta je v našem primeru 32x32, posamezna delovna skupina znaša
zmnožek te vrednosti, torej 1024 delovnih enot. Delo smo razdelili na so-
odvisno število delovnih skupin glede na velikost slike. Končna velikost dela
obsega velikost slike zaokroženo navzgor, ta pa mora biti faktorja 32 (izsek
izvorne kode 4.12).
1 // Delitev dela
2 size_t local_item_size [2] = { 32, 32 };
3 size_t num_groups [2] = { (newHeight - 1) / local_item_size [0] + 1 , (newWidth - 1) / local_item_size
[1] + 1 };
4 size_t global_item_size [2] = { num_groups [0] * local_item_size [0] , num_groups [1] * local_item_size
[1] };
Izvorna koda 4.12: Delitev dela za dvodimenzionalen klic jedrske funkcije.
V jedrski funkciji pridobimo trenutni lokalni indeks delovne enote, indeks
delovne skupine in njeno velikost. Te vrednosti potrebujemo pri izračunu
indeksa položaja slike. Sledi izračun indeksov, v katerem bloku se nahaja naš
trenutno izračunani indeks na sliki (xTile in yTile). To vrednost smo pri
sekvenčni implementaciji imeli podano, saj smo opravili izračun histograma
za vsak blok. Položaj trenutnega bloka v algoritmu je obvezen, saj se moramo
zavedati, za kateri blok slike bomo izračunali vrednost histograma.
Sledi pogoj, ki omeji naše presežene indekse za izračun histograma na ve-
likost slike. V katerem iz vrednosti oz. intenzitete trenutne slikovne točke s
funkcijo atom add(...) povečamo vrednost v polju histograma na njeni vre-
dnosti za ena. Funkcija atom add(...) nam zagotavlja atomarno operacijo
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seštevanja. To pomeni, da bo delovna enota, ki bo dostopala do podanega
elementa histograma, zaklenila dostop drugim elementom, dokler ne opravi
računske operacije.
Izračun histograma z lokalnim pomnilnikom
Pri izračunu histograma z lokalnim pomnilnikom, ustvarimo kopijo histo-
grama iz globalnega pomnilnika za trenutni blok v lokalnem pomnilniku.
Lokalni pomnilnik je pomnilnik, do katerega imajo dostop vse delovne enote
iz iste delovne skupine.
Pri izračunu histograma z lokalnim pomnilnikom, vrednosti do katerih po-
gosto dostopamo v globalnem pomnilniku, prepǐsemo v lokalni pomnilnik,
kar omogoča posamezni delovni skupini hitreǰsi dostop. Dostop do lokal-
nega pomnilnika je hitreǰsi kot dostop do globalnega pomnilnika, zgodi se
tudi manj sočasnih dostopov do posameznih vrednosti. Kljub temu moramo
zagotavljati atomarnost.
1 k e r n e l void h i s t o g r am lo ca l ( g l o b a l unsigned char ∗ imagePre , g l o b a l unsigned long ∗
histogram ,
2 in t newWidth , i n t newHeight , i n t numofTilesX , i n t numofTilesY , i n t t i l eX s i z e , i n t
t i l eY s i z e )
3 {
4 in t yLID = g e t l o c a l i d (1) ;
5 i n t xLID = g e t l o c a l i d (0) ;
6
7 i n t t i l eY = ge t g roup id (1) ;
8 i n t t i l eX = ge t g roup id (0) ;
9
10 i n t s izeY = g e t l o c a l s i z e (1 ) ;
11 i n t s izeX = g e t l o c a l s i z e (0 ) ;
12
13 in t bindex = xLID ∗ s izeY + yLID ;
14
15 l o c a l unsigned long locHistNW [BINS ] , locHistNE [BINS ] , locHistSW [BINS ] , locHistSE [
BINS ] ;
16
17 // s e t i n i t i a l v a l u e to 0
18 i f ( bindex < BINS) {
19 locHistNW [ bindex ] = locHistNE [ bindex ] = locHistSW [ bindex ] = locHistSE [ bindex ] = 0 ;
20 }
21 ba r r i e r (CLK LOCAL MEM FENCE) ;
22
23 in t index = (xLID + t i l eX ∗ s izeX ) ∗ newWidth + (yLID + t i l eY ∗ s izeY ) ;
24 i n t xTi l e = h a l f d i v i d e ( ( xLID + t i l eX ∗ s izeX ) , t i l eX s i z e ) ;
25 i n t yTi l e = h a l f d i v i d e ( ( yLID + t i l eY ∗ s izeY ) , t i l eY s i z e ) ;
26
27 in t x0Ti le = ha l f d i v i d e ( (0 + t i l eX ∗ s izeX ) , t i l eX s i z e ) ;
28 i n t y0Ti le = ha l f d i v i d e ( (0 + t i l eY ∗ s izeY ) , t i l eY s i z e ) ;
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29
30 // image border check because g l o b a l s i z e i s f a c t o r o f 32 x32
31 i f ( ( xLID + t i l eX ∗ s izeX ) < newHeight && (yLID + t i l eY ∗ s izeY ) < newWidth ) {
32 unsigned char x = imagePre [ index ] ;
33 // NW
34 i f ( xTi l e == x0Ti le && yTi le == y0Ti le )
35 atom add(&locHistNW [ x ] , 1) ;
36 // NE
37 e l s e i f ( xTi l e == x0Ti le && yTi le == ( y0Ti le + 1) )
38 atom add(&locHistNE [ x ] , 1) ;
39 // SW
40 e l s e i f ( xTi l e == ( x0Ti le + 1) && yTi le == y0Ti le )
41 atom add(&locHistSW [ x ] , 1) ;
42 // SE
43 e l s e i f ( xTi l e == ( x0Ti le + 1) && yTi le == ( y0Ti le + 1) )
44 atom add(&locHistSE [ x ] , 1) ;
45 }
46 ba r r i e r (CLK LOCAL MEM FENCE) ;
47
48 i f ( bindex < BINS) {
49 atom add(&histogram [ new o f f s e t ( x0Tile , y0Tile , bindex , numofTilesY , numofTilesX ) ] ,
locHistNW [ bindex ] ) ;
50 atom add(&histogram [ new o f f s e t ( x0Tile , y0Ti le + 1 , bindex , numofTilesY , numofTilesX )
] , locHistNE [ bindex ] ) ;
51 atom add(&histogram [ new o f f s e t ( x0Ti le + 1 , y0Tile , bindex , numofTilesY , numofTilesX )
] , locHistSW [ bindex ] ) ;
52 atom add(&histogram [ new o f f s e t ( x0Ti le + 1 , y0Ti le + 1 , bindex , numofTilesY ,
numofTilesX ) ] , locHistSE [ bindex ] ) ;
53 }
54 }
Izvorna koda 4.13: Izračun histograma z lokalnim pomnilnikom.
V izseku kode 4.13 je prikazana jedrska funkcija, ki izračuna histogram z
uporabo lokalnega pomnilnika. Parametri funkcije so enaki kot pri izračunu
z globalnim pomnilnikom. NDRange jedrske funkcije je enak kot pri izračunu
histograma z globalnim pomnilnikom (zgornje podpoglavje 4.2.7).
Razlikuje se pri tem, da v funkciji izračunamo dodatno vrednost bindex,
ki predstavlja trenutni položaj v delovni skupini. Sledi rezervacija in inici-
alizacija štirih polj histogramov za različne smeri neba. Tukaj potrebujemo
štiri polja, saj se dimenzija bloka slike razlikuje od dimenzije delovne skupine.
Sledita dodatna izračuna za začetni koordinati bloka glede na trenutno de-
lovno skupino (x0Tile in y0Tile). Sledi izračun histograma za posamezno
slikovno točko v delovni skupini, katero zapǐsemo v njen soodvisni lokalni
histogram. Po tem postopku moramo počakati z ukazom barrier(...), da
vse delovne enote v lokalni delovni skupini zaključijo z delom. Zadnji korak
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je prepis vrednosti iz histogramov lokalnega pomnilnika v histogram glavnega
pomnilnika.
Slika 4.3: Delitev slike na bloke delovnih skupin in bloke slike.
Slika 4.3 predstavlja razdelitev slike na bloke delovnih skupin in bloke
slike. Velikost delovne skupine je odvisna od strojne opreme in je lahko
manǰsa od velikosti bloka slike. Kadar je velikost delovne skupine manǰsa od
velikosti bloka, določene delovne enote posegajo v različne bloke slike. Na
zgornji sliki je prikazan primer, ko blok delovne skupine posega v vse štiri
slikovne bloke. Bloki delovnih skupin so predstavljeni s črnimi obrobami,
blok slike je predstavljen z vijolično obrobo in blok predstavljene delovne
skupine je predstavljen s črtkanimi črtami.
4.2.8 Izračun kumulativne distribucije
Kumulativno distribucijo na GPU izračunamo s tehniko imenovano ‘prefix
scan‘. ‘Prefix sum scan‘ je učinkovit vzporedni algoritem za izračun kumula-
tivne vsote polja. Sestavljen je iz dveh faz: t.i. ‘Up-Sweep‘ in ‘Down-Sweep‘.
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V ‘Up-Sweep‘ fazi izračunamo vsoto posameznih izbranih vrednosti. Izva-
jamo jo, dokler ta ne zadostuje pogoju log2(BINS), kjer je BINS velikost po-
lja, ta je v naši izvedbi enaka 256. Ključen je izbor vrednosti, ki jih izbiramo
za seštevanja. Te so odvisne od koraka (offset), v prvem koraku naredimo
seštevek med vsako drugo vrednostjo. V naslednjem koraku seštejemo vre-
dnosti vsake četrte vrednosti in tako dalje. Seštevek posamezne vrednosti je
odvisen od koraka in jo pridobimo z izračunom 2i. Kjer je i številka trenu-
tnega koraka in je v prvem koraku enak ena (i = 1). Vrednosti, ki jih med



















∑(x0...x1) ∑(x0...x3) ∑(x4...x5) ∑(x4...x7)
∑(x0...x1) ∑(x0...x3) ∑(x4...x5) ∑(x0...x7)
Slika 4.4: Postopek ‘Sweep-Up‘ pri izračunu kumulativne distribucije.
Po končani prvi fazi, zadnjo izračunano vrednost shranimo, saj jo v prvem
koraku naslednje faze ‘Sweep-down‘ nastavimo na 0.
Ta faza ima toliko korakov, kot preǰsnja faza, le da se tukaj začne iz druge
smeri. Torej offset trenutnega koraka delimo z 2 za število korakov. V tej
fazi začnemo z največjo razdaljo in med seboj seštevamo vrednosti. Namen
faze je, da seštevamo vrednosti in zadnjo vrednost v polju, ki smo jo nastavili





















∑(x0...x1) 0 ∑(x4...x5) ∑(x0...x3)
∑(x0...x1) ∑(x0...x3) ∑(x4...x5) 0
x0 x2 x4 x6∑(x0...x1) ∑(x0...x3) ∑(x4...x5) ∑(x0...x7)
Zero
Slika 4.5: Postopek ‘Sweep-Down‘ pri izračunu kumulativne distribucije.
Ko končamo z obema fazama, imamo izračunane kumulativne distribucije
v lokalnem pomnilniku. Sledi prepis lokalnih vrednosti izračuna v globalni
pomnilnik polja kumulativne distribucije.
1 k e r n e l void c d f l o c a l ( g l o b a l unsigned long ∗ histogram , g l o b a l unsigned long ∗ cdf )
2 {
3 in t l i d = g e t l o c a l i d (0) ;
4 i n t group id = ge t g roup id (0) ;
5 i n t o f f s e t = 1 ;
6
7 // copy h i s t t o temp va l u e
8 l o c a l unsigned long temp [BINS + 1 ] ;
9 temp [ l i d ] = histogram [ group id ∗ BINS + l i d ] ;
10
11 f o r ( i n t d = BINS >> 1 ; d > 0 ; d >>= 1) { // b u i l d sum in p l a c e up the t r e e
12 ba r r i e r (CLK LOCAL MEM FENCE) ;
13 i f ( l i d < d) {
14 in t a i = o f f s e t ∗ (2 ∗ l i d + 1) − 1 ; // l e f t node
15 in t b i = o f f s e t ∗ (2 ∗ l i d + 2) − 1 ; // r i g h t node
16 temp [ b i ] += temp [ a i ] ;
17 }
18 o f f s e t ∗= 2;
19 }
20
21 i f ( l i d == 0) {
22 temp [BINS ] = temp [BINS − 1 ] ;
23 temp [BINS − 1 ] = 0 ;
24 }
25
26 f o r ( i n t d = 1 ; d < BINS ; d ∗= 2) {
27 o f f s e t >>= 1;
28 b a r r i e r (CLK LOCAL MEM FENCE) ;
29 i f ( l i d < d) {
30 in t a i = o f f s e t ∗ (2 ∗ l i d + 1) − 1 ;
31 i n t b i = o f f s e t ∗ (2 ∗ l i d + 2) − 1 ;
32 unsigned long t = temp [ a i ] ;
33 temp [ a i ] = temp [ b i ] ;




37 ba r r i e r (CLK LOCAL MEM FENCE) ;
38 cdf [ group id ∗ BINS + l i d ] = temp [ l i d + 1 ] ;
39 }
Izvorna koda 4.14: Izračun kumulativne distribucije.
V izseku kode 4.14, je predstavljena jedrska funkcija za izračun kumu-
lativne distribucije. Iz glavnega programa jo pokličemo z enodimenzionalno
vrednostjo NDRange (izsek kode 4.15), kjer je vrednost lokalne delovne enote
enaka velikosti polja, ta je v našem primeru BINS in je enaka 256. Globalna
delovna enota je velikosti local item size ∗ num groups, kjer je num groups
izračunan po enačbi (4.3).
num groups =
BINS − 1
local item size + 1
∗ (numTilesX ∗ numTilesY ) (4.3)
1 // Delitev dela
2 size_t local_item_size = 256; // BINS
3 size_t num_groups = ((BINS - 1) / local_item_size + 1) * (numTilesX * numTilesY);
4 size_t global_item_size = local_item_size * num_groups;
Izvorna koda 4.15: Delitev dela za enodimenzionalen klic jedrske funkcije.
4.2.9 Izračun svetlobnih vrednosti
Iz izračunanega polja kumulativne distribucije izračunamo nove svetlobne
vrednosti. Izračunamo jih v posebnem koraku, da nam ni potrebno izračuna
ponavljati v transformaciji slike. Za vsak element v polju kumulativnih dis-
tribucij opravimo izračun transformacijske funkcije po enačbi (3.7).
1 __kernel void lut_global(__global unsigned long* cdf , __global unsigned long* lut , int count , int
grayLevels) {
2
3 int lid = get_local_id (0);
4 int group_id = get_group_id (0);
5
6 // first element
7 unsigned char first = cdf[group_id * BINS];
8 lut[group_id * BINS + lid] = transform(cdf[group_id * BINS + lid], first , count , grayLevels);
9 }
Izvorna koda 4.16: Izračun svetlobnih vrednosti.
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V izseku kode 4.16 je predstavljena jedrska funkcija za izračun svetlob-
nih vrednosti. Funkcijo iz glavnega programa kličemo z enodimenzionalnim
NDRange. Ta ima lokalno in globalno delovno enoto enako, kot pri izračunu
kumulativne distribucije 4.15.
Jedrska funkcija za vhod sprejme naslov polja kumulativne distribucije
in svetlobnih vrednosti, poleg njiju vsebuje tudi count in grayLevels. Oba
sta potrebna pri izračunu transformacijske funkcije. Parameter count pred-
stavlja število vseh slikovnih točk v bloku in parameter grayLeves je število
barvnih vrednosti, ki je v našem primeru 256.
V funkciji ne uporabljamo lokalnega pomnilnika, saj za izračun potrebu-
jemo le en dostop do glavnega pomnilnika. Pri kopiranju podatkov iz glo-
balnega v lokalni pomnilnik in nazaj bi potrebovali vsaj dva dostopa. V tem
primeru nam uporaba lokalnega pomnilnika ne omogoča nobene prednosti.
4.2.10 Transformacija slike
Za izenačenje slike izhajamo iz poglavja 3.4.6 in 4.1.7. Ob klicu jedrske
funkcije iz glavnega programa nastavimo NDRange na dvodimenzionalnega
(izsek kode 4.12). Velikost delovne skupine nastavimo na največjo, ki nam
jo dopušča grafična kartica. Za parametre podamo kazalce na polje svetlob-
nih vrednosti lut, vhodno predprocesirano sliko imagePre in izhodno sliko
imageOut. Podamo tudi parametre o metapodatkih slike, kot so velikost
vhodne in izhodne slike, število blokov in njihova velikost.
V vzporedni implementaciji transformacije je ključna enačba (4.4), s katero
izračunamo transformacijsko vrednost T med elementom v delovni skupini
in elementom bloka slike. Ta nam omogoči nastavljanje poljubne velikosti
bloka slikam. Za izračun enačbe (4.4) moramo poznati indeks delovne enote
local id, indeks delovne skupine group id, velikost delovne skupine local size
in velikost bloka slika tileSize. Velikost bloka jedrski funkciji podamo kot pa-
rameter, sicer je pa to zmnožek vǐsine in širine bloka (tileSizeX ∗tileSizeY ).
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T =
local id + group id ∗ local size
tileSize
(4.4)
Sledi izračun pogojnih vrednosti, ki jih potrebujemo za določitev položaja
v sliki, da uporabimo pravilno metodo za izračun intenzitete, za robove iz-
hajamo iz slike 3.5. Iz katere je razvidno, da za zgornji in levi rob vzamemo
polovično vrednost velikosti bloka (x0 = tileXsize÷2 in y0 = tileY size÷2),
ter za desni in spodnji rob odštejemo polovično vrednost bloka od velikosti
vhodne slike (x1 = inHeight− x0 in y1 = inWidth− x1).
Namesto zank za posamezen blok slike obdelujemo vse slikovne točke
istočasno, zato potrebujemo pogoj, ki nam preverja, če se trenutni indeks
delovne enote nahaja v sliki, kar naredimo z dvema pogojema. V prvem
preverimo, če se globalna indeksa nahajata v dimenziji vhodne slike, v dru-
gem pogoju pa preverimo, če se nahajamo znotraj dimenzije izhodne slike,
prikazana v izvorni kodi 4.17. Ta je lahko manǰsa od vhodne slike, če smo jo
v drugem koraku algoritma zrcalili (poglavje 4.2.2).
1 ...
2 if (xGID < newHeight && yGID < newWidth){





Izvorna koda 4.17: Robna pogoja transformacije.
V naslednjem koraku preverimo iz pogojnih vrednosti x0, y0, x1 in y1 in
trenutnega položaja slikovne točke, v katerega izmed treh delov slike 3.5 ta
spada. Prepoznavanje in izračun nove intenzitetne vrednosti poteka enako
kot pri sekvenčni implementaciji iz poglavja 4.1.7. Razlikuje se v tem, da se v
izsekih kode 4.6, 4.8 in 4.9 zamenjajo vrednosti x in y z globalnima indeksoma
xGID in yGID, poleg tega pa se uporablja tudi drugačna transformacijska
funkcija iz poglavja 4.2.5 za dostop do polja svetlobnih vrednosti. Poleg tega
na koncu funkcija ne vrača intenzitete nove slikovne točke, glej izsek kode 4.6,
ampak jo zapǐsemo na njen položaj v sliki.
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4.2.11 Sprostitev grafične procesne enote
Ko končamo z izvajanjem algoritma vzporedne implementacije s knjižnico






Kontrastno omejeno prilagojeno izenačenje histograma (CLAHE) je nadgra-
dnja algoritma za prilagojeno izenačenje histograma (AHE). Nadgradi ga
z dodatnim korakom rezanja histograma iz poglavja 3.4.3 med izračunom
histograma in kumulativne distribucije.
Z nadgradnjo rešujemo problem algoritma za prilagodljivo izenačenje hi-
stograma, ki ima problem, ko so vrednosti oz. intenzitete posameznih sli-
kovnih točk na sliki približno enake. Te povzročijo prekomerno ojačanje
kontrasta na sliki (primer slik 3.1 in 3.2).
5.1 Sekvenčna implementacija rezanja histo-
grama
Pri sekvenčni implementaciji izhajamo iz psevdokode 3 za rezanja histo-
grama. Za vsak blok slike porežemo vrednosti histograma pri navzgor ome-
jeni vrednosti clipLimit podani kot parameter. Spodaj v izseku izvorne
kode 5.1 je prikazana implementacija rezanja za posamezen histogram.
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1 unsigned in t c l i pped = 0 ;
2 f o r ( s i z e t i = 0 ; i < BINS ; i++){
3 i f ( h i s t [ o f f s e t ( t i l eX , t i l eY , i , td ) ] > td . c l ipL imi tVa lue ) {
4 c l i pped += ( h i s t [ o f f s e t ( t i l eX , t i l eY , i , td ) ] − td . c l ipL imi tVa lue ) ;




9 const unsigned in t red i s tBatch = c l ipped / BINS + 1 ;
10
11 f o r ( s i z e t i = 0 ; i < BINS ; i++){
12 h i s t [ o f f s e t ( t i l eX , t i l eY , i , td ) ] += red i s tBatch ;
13 }
Izvorna koda 5.1: Rezanje histograma.
V izvorni kodi 5.1 je predstavljeno rezanje histograma za posamezen hi-
stogram. Vrednost, pri kateri porežemo histogram, je del podatkovne struk-
ture TilingData, njen izračun po enačbi (3.4) opravimo preden začnemo z
rezanjem vrednosti.
5.2 Vzporedna implementacija rezanja histo-
grama
Pri vzporedni implementaciji izhajamo iz psevdokode za rezanje histograma 3
in vzporedne implementacije iz poglavja 5.1. Kot smo opisali v metodi za
rezanje histograma v poglavju 3.4.3, smo se zaradi preprostosti vzporedne
implementacije se odločili, da bomo distribucijsko vrednost zaokrožili nav-
zgor.
1 k e r n e l void c o n t r a s t l i m i t l o c a l ( g l o b a l unsigned long ∗ histogram , i n t c l i pL im i t ) {
2 in t l i d = g e t l o c a l i d (0) ;
3 i n t group id = ge t g roup id (0) ;
4
5 l o c a l c l i pped ;
6 c l i pped = 0 ;
7
8 l o c a l unsigned long f i e l d [ BINS ] ;
9 f i e l d [ l i d ] = histogram [ group id ∗ BINS + l i d ] ;
10 b a r r i e r (CLK LOCAL MEM FENCE) ;
11
12 i f ( l i d < BINS) {
13 i f ( f i e l d [ l i d ] > c l i pL im i t ) {
14 atom add(&cl ipped , f i e l d [ l i d ] − c l i pL im i t ) ;
15 f i e l d [ l i d ] = c l i pL im i t ;
16 }
17 }
18 ba r r i e r (CLK LOCAL MEM FENCE) ;
19
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20 const u int red i s tBatch = c l ipped / BINS + 1 ;
21
22 b a r r i e r (CLK LOCAL MEM FENCE) ;
23 i f ( l i d < BINS) {
24 f i e l d [ l i d ] = f i e l d [ l i d ] + red i s tBatch ;
25 }
26 ba r r i e r (CLK LOCAL MEM FENCE) ;
27
28 histogram [ group id ∗ BINS + l i d ] = f i e l d [ l i d ] ;
29 b a r r i e r (CLK LOCAL MEM FENCE) ;
30 }
Izvorna koda 5.2: Rezanje histograma.
V izvorni kodi 5.2 je predstavljena jedrska funkcija za rezanje histograma.
Za parametra sprejeme histogram, ki je pomnilnǐski naslov polja histograma
in clipLimit, ki je izračunana vrednost po enačbi (3.5), pri kateri porežemo
histogram.
Funkcijo kličemo iz glavnega programa z enodimenzionalnim NDRange
(izsek kode 4.15), dolžina lokalne delovne enote je enaka številu polj v histo-
gramu, ki je v našem primeru enaka 256.
V kodi najprej ustvarimo kopijo polja histograma v lokalnem pomnil-
niku. Sledi deklaracija in inicializacija spremenljivke clipped, katera vse-
buje vsoto vrednosti, ki presegajo mejo rezanja. Ta se nahaja v lokalnem
pomnilniku delovne enote, saj drugače ne bomo dobili pravilne vsote. Z ato-
marno operacijo ji prǐstejemo razliko vseh vrednosti histograma, ki presegajo
vrednost rezanja. Temu sledi pregrada barrier(...) na 18. vrstici, kjer
počakamo, da izračun opravijo vse delovne enote. Nato enakomerno poraz-
delimo seštevek lokalne spremenljivke clipped vsem elementov histograma.





Rezultati pri izračunu algoritmov so odvisni od strojne opreme, ki jo imamo
na voljo. Zato bomo preizkusili sekvenčno in vzporedno implementacijo na
različnih računalnikih.
6.1 Opis testnih računalnikov
Spodaj bomo opisali osnovne podatke o komponentah testnih računalnikov
in OpenCL atributih.
6.1.1 Namizni računalnik
Namizni testni računalnik vsebuje naslednje komponente:
• Procesor: Intel Core i7-7700K @ 4.20 GHz (4 jedra, 8 niti)
• Pomnilnik: DDR4 16 GB @ 2400 MHz
• Grafična kartica: NVIDIA GeForce GTX 1070
OpenCL podatke o GPU smo pridobili z orodjem [9]. Največja dimenzija
delovnega predmeta je 3, največja velikost delovnih enot je 1024x1024x64 in




Prenosni računalnik vsebuje naslednje komponente:
• Procesor: Intel Core i7-8750H @ 2.20 GHz (6 jeder, 12 niti)
• Pomnilnik: DDR4 16 GB @ 2400 MHz
• Grafična kartica: NVIDIA GeForce GTX 1050 Ti
Največja dimenzija delovnega predmeta je 3, največja velikost delovnih
enot je 1024x1024x64 in največja velikost delovne skupine je 1024.
6.2 Merjenje časa
Pri merjenju časa ne upoštevamo rezervacije pomnilnǐskega prostora, branja
vhodne slike, predprocesiranja slike in zapisa izhodne slike v datoteko. Testne
slike bomo v algoritmu razdelili na osem vertikalnih in horizontalnih blokov
(8x8), ter mejo rezanja nastavili na pet.
Pri sekvenčni implementaciji začnemo z merjenjem časa pri deljenju slike
na bloke in končamo preden zapǐsemo novo sliko v datoteko.
Pri vzporedni implementaciji začnemo z merjenjem časa, ko ustvarimo
kontekst na GPU. Pri tem ne upoštevamo branja datoteke AHEKernel.cl,
katera vsebuje kodo, ki se izvaja na jedru GPU. Z merjenjem časa bomo
končali, ko bomo prebrali polje končne vrednosti slike iz GPU in preden jo
bomo zapisali v datoteko. Pri merjenju časa vzporedne implementacije smo
uporabljali izračun histograma z lokalnim pomnilnikom.
Za vsako sliko bomo izmerili čas 20-krat in iz izmerjenih časov izračunali
povprečje po enačbi (6.1). V enačbi je spremenljivka t izmerjen čas algoritma







6.2.1 Podatki o testnih slikah
Podatke o posameznih slikah bomo predstavili v naslednji tabeli 6.1, kjer
bosta podana podatka o imenu slike in dimenziji slike v slikovnih točkah,
kjer je prva vrednost širina slike in druga vrednost vǐsina, ločeni z znakom
x. Podatki so v tabeli urejeni po dimenziji slike, in sicer po njeni širini
naraščajoče.



























Za vsako sliko smo opravili 20 meritev iz katerih smo izračunali povprečni
čas sekvenčne in vzporedne implementacije. Iz izračunanih povprečnih časov
smo izračunali pohitritveni faktor z enačbo (7.1), kjer je ta rezultat enačbe
fp. Rezultat dobimo tako, da povprečni čas sekvenčne implementacije tCPU





7.1 Rezultati namiznega računalnika 6.1.1
Tabela vsebuje podatke o testiranih slikah, za vsako sliko so podani sledeči
podatki: dimenzija slike v slikovnih točkah, kjer je najprej podana njena
širina, ločena s simbolom x sledi njena vǐsina, izmerjen povprečni čas se-
kvenčne implementacije v sekundah, izmerjen povprečni čas vzporedne im-
plementacije v sekundah in faktor pohitritve, izračunan po enačbi (7.1). Ta-
bela slik ima enak vrstni red kot zgornja tabela o podatkih testiranih slik 6.1.
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Dimenzija slike Sekvenčni čas Vzporedni čas Faktor pohitritve
ŠIRINAxVIŠINA v sekundah v sekundah
256x256 0.004350 0.076000 0.057237
600x338 0.012850 0.072200 0.177978
722x467 0.020950 0.073150 0.286398
750x500 0.023350 0.071350 0.327260
874x544 0.027400 0.072700 0.376891
1024x683 0.040600 0.070550 0.575478
1100x733 0.048450 0.071450 0.678097
1280x720 0.050800 0.071450 0.710987
1600x900 0.083600 0.075000 1.114667
1700x1000 0.094200 0.075950 1.240290
1700x1100 0.108650 0.082150 1.322580
1900x1070 0.116250 0.078800 1.475254
1920x1080 0.111600 0.075500 1.478146
2000x1333 0.163700 0.081100 2.018496
2300x1437 0.195700 0.080150 2.441672
2400x1440 0.197350 0.082300 2.397934
2560x1600 0.215750 0.085300 2.529308
2736x1824 0.264650 0.083400 3.173261
3840x2160 0.439350 0.102050 4.305243
8339x3549 1.643800 0.169850 9.677951
30000x21952 34.846800 1.305600 26.690257
Tabela 7.1: Rezultati testiranih slik za namizni računalnik.
Iz pridobljenih rezultatov testiranih slik iz tabele 7.1 je razvidno, da je
prelomna točka pohitritvenega faktorja pri slikah dimenzije 1600x900 slikov-
nih točk. Pri tej dimenziji se izkaže, da je časovno bolj efektivno izvajati
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algoritem vzporedno na grafični procesni enoti. Iz pridobljenih rezultatov
lahko razberemo tudi, da je vzporedni čas izvajanja približno enak do di-
menzije slik 2000x1333. To je povezano z našim načinom merjenja časa
(poglavje 6.2), saj v vzporedni implementaciji upoštevamo čas, ki ga potre-




























































































































Izmerjen čas testnih slik na namiznem računalniku
tCPU
tGPU
Slika 7.1: Graf izmerjenega časa glede na dimenzijo slike.
Na sliki 7.1 je prikazan graf izmerjenih časov sekvenčne in vzporedne
implementacije iz tabele rezultatov za namizni računalnik 7.1. Na grafu so z
modro barvo prikazani časi sekvenčne implementacije z oznako tCPU in z rdečo
barvo vzporedne implementacije, ter z oznako tGPU. Prav tako je na x osi
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grafa z odebeljenim tekstom označena oznaka dimenzije slike 1600x900, kjer



























































































































Faktor pohitritve testnih slik na namiznem računalniku
fp
fp = 1
Slika 7.2: Graf pohitritvenega faktorja izmerjenih časov glede na dimenzijo
slike.
Na sliki 7.2 je predstavljen graf pohitritvenega faktorja za tabelo rezul-
tatov namiznega računalnika 7.1. Z modro barvo je na grafu predstavljen
pohitritveni faktor (fp). Prav tako je na grafu premica roza barve pri vre-
dnosti ena pohitritvenega faktorja (fp = 1). Ta predstavlja prelomno točko,
kjer je časovna izvedba vzporedne implementacije hitreǰsa od sekvenčne im-
plementacije.
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7.2 Rezultati prenosnega računalnika 6.1.2
Dimenzija slike Sekvenčni čas Vzporedni čas Faktor pohitritve
ŠIRINAxVIŠINA v sekundah v sekundah
256x256 0.004700 0.094150 0.049920
600x338 0.014150 0.090500 0.156354
722x467 0.023700 0.096700 0.245088
750x500 0.026700 0.090550 0.294865
874x544 0.031150 0.097100 0.320803
1024x683 0.048100 0.097350 0.494093
1100x733 0.054600 0.095700 0.570533
1280x720 0.057800 0.094350 0.612613
1600x900 0.094150 0.095600 0.984833
1700x1000 0.107550 0.105650 1.017984
1700x1100 0.122000 0.117000 1.042735
1900x1070 0.132500 0.108850 1.217271
1920x1080 0.128550 0.103150 1.246243
2000x1333 0.170400 0.103250 1.650363
2300x1437 0.224300 0.105950 2.117036
2560x1440 0.225450 0.114150 1.975033
2560x1600 0.252900 0.127650 1.981199
2736x1824 0.305950 0.118150 2.589505
3840x2160 0.494700 0.158750 3.116220
8339x3549 1.869400 0.293000 6.380205
30000x21952 39.488000 2.081000 18.975492
Tabela 7.2: Rezultati testiranih slik za prenosni računalnik.
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Iz pridobljenih rezultatov iz tabele 7.2 je razvidno, da je prelomna točka
pohitritvenega faktorja pri dimenzijah slike 1700x1100 slikovnih točk. Izkaže
se, da je pri slikah, ki so večje od te dimenzije, časovno bolj efektivno izvajati
algoritem na grafični procesni enoti. Poleg tega lahko iz tabele razberemo




























































































































Izmerjen čas testnih slik na prenosnem računalniku
tCPU
tGPU
Slika 7.3: Graf izmerjenega časa glede na dimenzijo slike.
Na sliki 7.3 je prikazan graf izmerjenih časov algoritma glede na dimen-
zijo slike za pridobljene rezultate prenosnega računalnika 7.2. Izmerjeni časi
sekvenčne implementacije so predstavljeni z modro barvo z oznako tCPU,





























































































































Faktor pohitritve testnih slik na prenosnem računalniku
fp
fp = 1
Slika 7.4: Graf pohitritvenega faktorja izmerjenih časov glede na dimenzijo
slike.
Na sliki 7.4 je predstavljen graf pohitritvenega faktorja glede na dimen-
zijo slike iz pridobljenih rezultatov prenosnega računalnika 7.2. Pohitritveni
faktor je na grafu predstavljen z modro črto in oznako fp. Prav tako je na
grafu premica roza barve pri vrednosti ena pohitritvenega faktorja (fp = 1).
Ta predstavlja prelomno točko, kjer je časovna izvedba vzporedne implemen-
































































































































Slika 7.5: Graf izmerjenih časov glede na dimenzijo slike za rezultate nami-
znega in prenosnega računalnika.
Na sliki 7.5 je prikazan graf, ki vsebuje pridobljene rezultate iz tabel za
sekvenčno in vzporedno implementacijo na namiznem 7.1 in prenosnem raču-
nalniku 7.2. Sekvenčna časa sta predstavljena z odtenkoma modre barve, kjer
so rezultati iz namiznega računalnika svetlo modre barve z oznako tCPUd in
prenosnega računalnika modre barve z oznako tCPUp. Vzporedna časa sta
predstavljena z odtenkoma rdeče barve, kjer oranžna predstavlja rezultate iz
Diplomska naloga 61
namiznega računalnika z oznako tGPUd in iz prenosnega računalnika z rdečo




























































































































Slika 7.6: Graf pohitritvenega faktorja izmerjenih časov glede na dimenzijo
slike za rezultate na namiznem in prenosnem računalniku.
Na sliki 7.6 je prikazan graf pohitritvenega faktorja pridobljenih rezulta-
tov testiranja na namiznem (oznaka fpd) in prenosnem (oznaka fpp) računal-
niku. Iz grafa lahko razberemo, da se pri dimenzijah slike, večje od 1024x683
začne pojavljati minimalna razlika pohitritvenega faktorja. Ta začne posta-
jati opazno večja pri dimenzijah slik, večjih od 1600x900, kjer je pohitritveni
faktor večji od ena (fp > 1).
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7.4 Ugotovitve
Obe implementaciji smo testirali na dveh različnih računalnikih, rezultati
testov so prikazani v tabelah 7.1 in 7.2. Iz rezultatov je razvidno, da se
izvajanje algoritma razlikuje od strojne opreme. Implementaciji imata med
seboj različni prelomni točki pohitritve. Pri testnih podatkih na namiznem
računalniku je bila prelomna točka pri slikah dimenzije 1600x900, medtem
ko je bila na prenosnem računalniku pri 1700x1100.
Iz pridobljenih rezultatov na različnih računalnikih lahko sklepamo, da
ne moremo vzpostaviti globalne prelomne točke, saj so te odvisne od različne
strojne opreme. Vendar nam izvajanje algoritma v vzporednem načinu na
grafični procesni enoti zagotovi ogromno pohitritev pri slikah velikih dimen-
ziji. To je razvidno iz zadnjih dveh vrstic v obeh tabelah rezultatov 7.1
in 7.2.
Pri slikah smo prǐsli tudi do ugotovitve, da ni velike spremembe v času
izvajanja vzporedne implementacije. Ta je pri slikah manǰsih dimenzij pred-
vsem odvisna od časa, ki ga potrebujemo za rezervacijo pomnilnǐskega pro-
stora in prenosa podatkov na grafično procesno enoto.
Poglavje 8
Sklepne ugotovitve
V diplomskem delu smo naredili sekvenčno in vzporedno implementacijo al-
goritmov za prilagodljivo izenačenje histograma (angl. adaptive histogram
equalization) in kontrastno omejeno prilagojeno izenačenje slik (angl. con-
trast limited adaptive histogram eqaulization). Vzporedno implementacijo
smo implementirali s pomočjo knjižnice OpenCL [10] z namenom izvajanja
na grafični procesni enoti. Za obe implementaciji smo izvedli preizkus na te-
stnih slikah in pridobljene rezultate med seboj primerjali. Iz preizkusa smo
poiskali, pri katerih dimenzijah slike se vzporedna implementacija izvede hi-
treje.
8.1 Zaključki
V poglavju ugotovitev 7.4 smo prǐsli do zaključka, da je pri slikah velikih
dimenzij vzporedna implementacija vedno hitreǰsa. Za dva različna računal-
nika smo poiskali prelomno točko, kjer pohitritveni faktor preseže vrednost
ena (poglavje 7.3). Prǐsli smo do zaključka, da ne moremo vzpostaviti glo-
balne prelomne točke, saj je ta odvisna od strojne opreme, ki je za vsako
napravo različna.
Pri vzporedni implementaciji smo odvisni od specifikacij strojne opreme.
V naši implementaciji smo pri klicu jedrskih funkcij upoštevali predpostavke
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o strojni opremi. Rešitev bi lahko implementirali bolj dinamično, tako da bi
prebrali podatke o strojni opremi in spremenili potrebne podatke pri klicu
jedrskih funkcij. Programska rešitev pri izračunu kumulativne distribucije v
poglavju 4.2.8 in izračuna svetlobnih vrednosti v poglavju 4.2.9 predvideva,
da grafična procesna enota omogoča enodimenzionalno delovno skupino veli-
kosti 256. Pri rešitvi za izračun histograma v poglavju 4.2.7 in transformaciji
slike v poglavju 4.2.10 predvidevamo, da nam omogoča dvodimenzionalno
delovno skupino. Tukaj nismo odvisni od velikosti delovne skupine, saj smo
uporabili transformacijsko funkcijo iz poglavja 4.2.5, ki nam je omogočila
preslikavo med blokom delovne skupine in blokom slike.
8.2 Izbolǰsave
8.2.1 Zrcaljenje slike
Metodo za zrcaljenje slike iz poglavja 3.4.1, bi lahko nadgradili tako, da ne
bi ustvarili nove predprocesirane slike. Iz vhodne slike smo zmeraj ustvarili
novo kopijo predprocesirane slike, ne glede na zahtevo po zrcaljenju. Če bi
do zrcaljenih vrednosti dostopali navidezno preko enačbe, bi lahko prihranili
na pomnilnǐskem prostoru, ki smo ga potrebovali za dodatno sliko. Koraka
predprocesiranja slike pri merjenju časa nismo upoštevali, tako da izbolǰsava
ne bi imela vpliva na naše pridobljene rezultate.
8.2.2 Rezanje histograma
Rezanje histograma iz poglavja 3.4.3, bi lahko izbolǰsali tako, da bi se iz-
ognili zaokroževanju navzgor pri enačbi (3.5) za enakomerno porazdelitev
elementov posameznemu histogramu. Celotno metodo bi lahko nadgradili
tako, da jo izvajamo rekurzivno [7]. Če izhajamo iz slike 3.4 je razvidno, da
kljub temu da porežemo vrednosti pri določeni meji, ko jih porazdelimo na-
zaj vsem elementom histograma, ta ponovno presega mejo rezanja. Za njeno
implementacijo bi morali definirati mejo tolerance, kjer ustavimo rekurzivni
Diplomska naloga 65
algoritem.
8.2.3 Izračun svetlobnih vrednosti
Izračun svetlobnih vrednosti iz poglavja 3.4.5, bi lahko opravljali v metodi
za izračun kumulativne distribucije v poglavju 3.4.4. S tem bi se izognili
ponovnemu klicu jedrske funkcije pri vzporedni implementaciji.
8.2.4 Delo z barvnimi slikami
Trenutno v algoritmu delamo le s sivinskimi slikami. Za delo z barvnimi sli-
kami bi morali algoritem razširiti. Najlažje bi ga razširili tako, da bi barvno
shemo vhodne slike pretvorili v barvno shemo HSL (angl. hue, saturation,
lightness). Ta omogoča izvajanje naše implementacije algoritma nad t.i. ‘li-
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