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Tämä Pro gradu -tutkielma on laadittu parantamaan tutkitun yrityksen turvallisen
ohjelmoinnin prosessia sisällyttämällä OWASP Top 10 sen osaksi. The Open Web Applica-
tion Project (OWASP) on järjestö, jonka tavoitteena on edesauttaa luotettavien sovellusten
kehittämistä, valmistamista ja ylläpitämistä. Järjestön ylläpitämän OWASP Top 10:n tarkoi-
tuksena on lisätä verkkosovellusten turvallisuustietoisuutta tunnistamalla niiden kriittisimmät
haavoittuvuudet.
Yrityksen erään yksikön sisällä tutkittiin sähköpostikyselyn avulla OWASP Top 10 -
listauksen ja OWASPin työkalujen hyödyntämistä. Kyselyn perusteella selvisi, että OWASP
Top 10 on otettu käyttöön suuressa osassa projekteja jossain määrin, mutta OWASPin
tietoturvatyökalut ovat vähäisessä käytössä.
Tutkielmassa on tutkittu Top 10 -listauksen haavoittuvuuksien estämistä sekä testaa-
mista niiden varalta. Myös OWASP-testauksen automatisoinnin mahdollisuutta sovelluksen
paketoinnin yhteydessä tutkittiin. Virtuaalikoneelle asennetun testiympäristön avulla selvisi,
että sovellusta ja OWASP Top 10:n haavoittuvuuksia on mahdollista testata automatisoidus-
ti paketoinnin yhteydessä OWASPin tietoturvatyökaluilla. Automatisointi tehostaa hyvillä
testiskripteillä testaamista huomattavasti. Ohjeet OWASP Top 10:n haavoittuvuuksien huo-
mioimisesta sekä ohjelmiston paketoinnin yhteyteen liitettävä OWASP-testaus muodostetaan
tutkielman pohjalta palveluksi, joka voidaan liittää osaksi verkkosovelluksia laativan projektin
ohjelmistokehitystä.
• Security and privacy → Web application security
• Security and privacy → Vulnerability management
• Software and its engineering → Software testing and debugging
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1 Johdanto
Internet ja verkkosovellukset ovat tulleet yhä enemmän osaksi ihmisten arki-
päivää. Samalla hyökkäykset sovelluksia vastaan ovat lisääntyneet voimak-
kaasti ympäri maailmaa. Suojautuminen verkkosovellusten haavoittuvuuksia
vastaan on olennainen osa ohjelmistokehitystä, joten tietoturva on syytä
ottaa huomioon sen jokaisessa kehitysvaiheessa.
Ohjelmisto on rikkoutunut, kun se ei toimi niin kuin pitäisi. Tällöin
sitä voidaan käyttää hyväksi monin eri keinoin hyväntahtoisesti (esimer-
kiksi testaamalla) tai pahantahtoisesti ulkopuolisen hyökkääjän toimesta.
Ohjelmiston haavoittuvuus on järjestelmässä oleva heikkous tai aukko, jota
hyökkääjä voi käyttää hyväkseen tarkoituksenaan vahingoittaa rikkoutunutta
sovellusta. Haavoittuvuuksia voi syntyä kaikissa ohjelmiston kehitysvaiheis-
sa, ja hyökkääjällä on monia eri reittejä ja mahdollisuuksia vahingoittaa
kohteeksi valittua sovellusta. Internetin tietoturvaongelmien voidaan katsoa
johtuvan suureksi osaksi tilattomasta perusrakenteesta, jonka päälle on ra-
kennettu tilallisia verkkosovelluksia. Verkon infrastruktuurissa on mahdoton
saavuttaa tiedon luotettavuutta. Ohjelmakoodin ja tiedon eheyteen liittyy
suuria turvallisuusriskejä.
Lähes viikottain uutisissa mainitaan jostakin tietomurrosta, jossa käyttä-
jien tietoja on joutunut vääriin käsiin. Ohjelmistotestauksella pyritään tun-
nistamaan järjestelmässä olevia haavoittuvuuksia. Projektin testiohjelmassa
kannattaa käyttää erilaisia menetelmiä monipuolisesti kaikissa kehitysvai-
heissa. Aikaisessa vaiheessa aloitettu testaaminen on hyödyllistä, sillä se
vähentää kustannuksia ja auttaa myöhemmässä vaiheessa tehtävien testien
suorittamista.
Projektin täytyy tuntea testaustavoitteet, jotka määritellään tietoturva-
vaatimuksissa. Tietoturvavaatimuksia varmennetaan kehityksen jokaisessa
vaiheessa, ja niitä voidaan parantaa yhdistämällä eri menetelmien tulok-
sia. Hyvä lähtökohta tietoturvavaatimusten laatimiseen on aloittaa yleisistä
haavoittuvuuksista.
Automaatiotestauksesta on tullut olennainen osa ohjelmistojen turvalli-
suustestausta. Sen avulla testiprosessia voidaan tehostaa, ja kustannukset
pienenevät. Manuaalitestaus on usein automaatiotestausta epäluotettavam-
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paa, koska ihminen on taipuvainen tekemään ainakin silloin tällöin virheitä
[GW03]. Testien automatisoinnin avuksi on kehitetty monia työkaluja, joista
pitää osata valita omaan tarkoitukseen soveltuva vaihtoehto. On tärkeää
tuntea käytettävän työkalun mahdollisuudet ja rajoitteet, että sitä osataan
käyttää oikein. Testien automatisointi ei sovellu kaikkeen turvallisuustes-
taukseen, eikä se voi täysin korvata manuaalista testausta. Automatisoinnin
valmistelu vaatii runsaasti työtä, joten sen edut ilmenevät pitkällä aikavä-
lillä. On haavoittuvuuksia, joiden havaitsemiseen esimerkiksi lähdekoodin
tarkastelu on tehokkain keino, eikä automaatiotestauksesta ole juuri apua.
The Open Web Application Security Project (OWASP) on voittoa ta-
voittelematon ja avoin järjestö, joka on luotu auttamaan organisaatioita
kehittämään, hankkimaan ja ylläpitämään luotettavia sovelluksia. Se on laa-
tinut eri organisaatioilta ja projekteilta saatujen tutkimustulosten perusteella
OWASP Top 10 -nimisen listauksen, jossa käsitellään yleisiä ja merkittä-
viä verkkosovellusten haavoittuvuuksia [OWA13]. Viimeisin vuonna 2013
laadittu listaus esittelee haavoittuvuudet vakavuusjärjestyksessä, ja niiden
joukossa on muun muassa injektio, rikkoutunut käyttäjän tunnistaminen ja
istunnonhallinta sekä XSS-haavoittuvuudet. OWASP suosittelee Top 10:n
sisällyttämistä osaksi verkkosovellusta laativan projektin tietoturvatestausta.
OWASP:lla on OWASP Top 10:n lisäksi useita muitakin projekteja. Jär-
jestö on laatinut monia erilaisia tietoturvatyökaluja ja ohjeistuksia tieto-
turvatestaukseen. Tunnetuin työkalu on Zed Attack Proxy (ZAP), joka on
penetraatiotestaukseen tarkoitettu työkalu. Se soveltuu helppokäyttöisyy-
tensä ja monipuolisuutensa ansiosta sekä ohjelmistosuunnittelijoiden että
testaajien käyttöön.
Pro gradussa on tutkittu erään yrityksen yksikön sisällä OWASP Top
10:n hyödyntämistä turvallisuustestauksessa. Samalla selvitettiin OWAS-
Pin työkalujen käyttöä. Sähköpostikyselyn perusteella selvisi, että OWASP
Top 10 ja sen haavoittuvuudet on otettu yksikön projekteissa melko hyvin
käyttöön. Yli puolella (60 %) kyselyyn vastanneista projekteista listaus on
osana testausta. Listauksen kaikki haavoittuvuudet oli huomioitu pääosin
projekteissa, vaikka ymmärrettävästi pientä painotusta oli havaittavissa va-
kavampia haavoittuvuuksia kohtaan. Sen sijaan OWASPin laatimia työkaluja
oli käytetty vähän, sillä vain parissa projektissa niihin oli tutustuttu. Listauk-
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seen oltiin pääosin tyytyväisiä, eikä sitä kohtaan esitetty suurta kritiikkiä.
Maailmanlaajuisesti OWASPin laatimaa listausta käytetään yhä enemmän
tietoturvatestauksessa. Suosion lisäksi OWASP Top 10 on saanut hieman
osakseen kritiikkiä yleisluontoisuudestaan, sillä se ei esimerkiksi ota huomioon
joidenkin tiettyjen kehysten spesifisiä haavoittuvuuksia. Toisaalta OWASP
painottaa, että listaus ei yksin riitä projektin tietoturvan ohjenuoraksi.
Tämän työn päämääränä on ollut selvittää OWASPin tietoturvaprojek-
tien hyödyntämistä tutkitun yrityksen sisällä sekä kehittää sen Core Process
Modelin (CPM) turvallisen ohjelmoinnin prosessia tietoturvatestauksen osal-
ta. CPM on yhtiön toimintaprosessien kehys, johon tietoturva luonnollisesti
kuuluu olennaisena osana. Tavoitteena on saattaa OWASP Top 10:n haa-
voittuvuuksien torjuminen osaksi CPM:ää sekä tutkia kuinka testaaminen
näiden varalta voidaan liittää osaksi sovelluksen paketointivaihetta.
OWASP Top 10:n jokaiselle haavoittuvuudelle on laadittu ohjeet nii-
den torjumista ja testaamista varten. Manuaalinen koodin tarkastaminen
sekä penetraatiotestaus ovat tehokkaita testausmenetelmiä, jotka soveltuvat
usean haavoittuvuuden testaamiseen. ZAP soveltuu monipuolisuutensa an-
siosta usean haavoittuvuuden testaamisen työkaluksi. Se on olennainen osa
CPM:ään liitettävää palvelua, sillä se on myös osana paketointivaiheen auto-
maatiotestausta. Muita suositeltavia työkaluja ovat muun muassa OpenVAS
ja OWASP WebScarab.
Sovelluksen paketointivaiheen yhteyteen liitettävää OWASP-testausta
varten laadittiin virtuaalikoneelle testiympäristö, johon asennettiin kohdeso-
vellukseksi tahallisesti haavoittuvuuksia sisältävä BodgeIt Store. Sovellusta
testataan paketoinnin yhteydessä ZAPilla, joka hyödyntää ennalta laadittu-
ja Selenium-testiskriptejä. Ympäristöön asennettiin jatkuvan integraation
työkaluksi Jenkins, joka käynnistää paketoinnin ja sen yhteydessä testi-
toimenpiteet. Jenkins-tehtävä tuottaa BodgeIt Storen haavoittuvuuksista
raportin, josta on nähtävissä löytyneet haavoittuvuudet. Tehtävä ei mene
testiympäristössä suorituksesta läpi haavoittuvuuksien löytymisen vuoksi. Pa-
ketoinnin ja testiajon voi automatisoida helposti Jenkinsin avulla laittamalla
tehtävä suoritukseen aina haluttuna ajankohtana.
OWASP Top 10:n haavoittuvuuksien estämisistä ja testausohjeista sekä
paketoinnin yhteyteen liitettävästä OWASP-testauksesta tehdään tämän pro
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gradun pohjalta palvelu tutkittavalle yritykselle, jonka jokainen verkkosovel-
lusta työstävä projekti voi ottaa käyttöönsä halutessaan.
Luku 2 käsittelee ohjelmiston rikkoutumista lähinnä hyökkäysten nä-
kökulmasta. Lisäksi siinä käsitellään testausta yleisellä tasolla. Luvussa 3
esitellään OWASP järjestönä sekä sen tärkeimpiä projekteja. Päällimmäisenä
projektina on luonnollisesti OWASP Top 10. Luvussa 4 käydään läpi tutkitun
yrityksen yksikön sisällä suoritetun kyselytutkimuksen tuloksia OWASP Top
10:n tuntemuksesta ja käytöstä. Luku 5 käsittelee OWASP Top 10:n haa-
voittuvuuksien estämistä ja testaamista sekä OWASP-testauksen liittämistä
osaksi sovelluksen paketointia. Luvun 5 tutkimusten pohjalta muodostetaan
palvelu tutkitulle yritykselle.
2 Ohjelmiston rikkoutuminen ja testaaminen
Ohjelmistoissa on monenlaisia haavoittuvuuksia, joita hyväksikäyttämällä
hyökkääjä voi tehdä pahaa järjestelmälle. Verkkosovellusten tilaton luonne
edesauttaa haavoittuvuuksien syntymistä. Ohjelmistotestauksella pyritään
tunnistamaan näitä haavoittuvuuksia. Automaatiotestauksella voidaan te-
hostaa testausta sekä pienentää kustannuksia.
2.1 Ohjelmiston rikkoutuminen ja siihen kohdistuvat hyök-
käykset
Ohjelmiston rikkoutumisen taustalla piilee siinä esiintyvät haavoittuvuudet.
Haavoittuvuus on järjestelmän suunnittelussa, toteutuksessa tai toiminnassa
oleva heikkous tai aukko, jota hyökkääjä voi käyttää hyväkseen tarkoitukse-
naan vahingoittaa sovellusta [MMK+14]. Uhka voidaan ajatella potentiaali-
sena hyökkäyksenä, joka käyttää hyväkseen haavoittuvuutta. Uhan avulla
voidaan vahingoittaa sovelluksen toiminnallisuuksia tai resursseja.
Hyökkäys on yleisellä tasolla pahantahtoista toimintaa jotain tiettyä
järjestelmää kohtaan. On kuitenkin syytä tarkentaa, että hyökkäysten pää-
määrät voivat vaihdella suuresti. Yleisin päämäärä on vahingoittaa kohdetta
esimerkiksi varastamalla rahaa tai kaappaamalla palveluita [GW03]. Matkan
varrella voi olla myös osatavoitteita, joiden avulla hyökkääjä pyrkii saamaan
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haltuunsa esimerkiksi salasanoja. On myös tärkeää huomioida, että vaik-
ka jotkut hyökkäykset on kohdistettu johonkin tiettyyn järjestelmään, on
olemassa hyökkäyksiä, joilla ei ole mitään erityistä kohdetta.
Hyökkääjillä on mahdollista käyttää monia eri reittejä päästäkseen käsiksi
sovellukseen tarkoituksenaan vahingoittaa sen takana olevaa liiketoimintaa
tai organisaatiota. Jokainen näistä reiteistä on riski, joka voi olla tarpeeksi
vakava, että siihen kannattaa kiinnittää huomiota [OWA13]. Jotkut reitit on
helppo löytää ja käyttää hyväksi, ja toiset voivat olla äärimmäisen vaikeita.
Haitta voi olla samaan tapaan merkityksetön, tai sillä voi olla liiketoiminnan
pysäyttävä vaikutus. Jotta voitaisiin määrittää riski omalle organisaatiolle,
voidaan arvioida jokaisen hyökkääjän, hyökkäyksen ja haavoittuvuuden
todennäköisyys ja yhdistää se arvioon hyökkäyksen tuottamasta teknisestä
ja liiketoiminnallisesta vahingosta organisaatiolle. Yhdessä nämä tekijät
määrittävät kokonaisriskin.
Haavoittuvuuksia syntyy jokaisessa ohjelmistokehityksen vaiheessa. Ark-
kitehtuurin tai suunnittelun virheisiin perustuvat haavoittuvuudet ovat ylei-
sesti ottaen vaikeimpia korjata jälkikäteen [GW03]. Mies välissä -hyökkäys
(engl. Man-in-the-middle, MITM) on yleinen arkkitehtuuri- ja suunnitteluta-
son haavoittuvuutta hyödyntävä hyökkäys. Siinä hyökkääjä sieppaa kahden
osapuolen välisen lähetyksen. Hän naamioituu toiseksi osapuoleksi ja voi ha-
lutessaan esimerkiksi muuttaa viestien sisältöä. Järjestelmässä ei ole käytetty
kahden osapuolen välillä riittävän vahvaa jaettua salaisuutta. Voi myös olla,
että käytetty salausmenetelmä ei ole kyllin vahva.
Toteutusvaiheen virheet syntyvät ohjelmoitaessa järjestelmää. Näistä
johtuvia haavoittuvuuksia on helpompi korjata ja ymmärtää kuin suunnitte-
lutason haavoittuvuuksia. Toteutusvaiheen haavoittuvuudet ovat useimmiten
seurausta suorista ohjelmointivirheistä [GW03]. Esimerkiksi puskurin ylivuo-
dossa sovellus ei tee merkkijonon kohdalla riittäviä rajatarkistuksia. Hyök-
kääjä voi tehdä puskurin ylivuodon tavalla, jolla hän saa mahdollisuuden
suorittaa luvattomia komentoja.
Joskus toteutusvaiheen haavoittuvuuden taustalla on jokin tahallinen
syy. Esimerkiksi takaovihyökkäyksessä (engl. back door attack) hyökkääjä
hyödyntää ohjelmoijan tarkoituksellisesti järjestelmään jättämää tapaa ohit-
taa kulunvalvonta [GW03]. Ohjelmoija on tehnyt takaoven, joka on voitu
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toteuttaa tietyllä käyttäjätunnuksella.
Jotkut ongelmat ilmenevät kehityksen jälkeisten päätösten seurauksena
tuotantovaiheessa. Sovelluksen turvallisuus on tiukasti sidoksissa sen ympäris-
tön turvallisuuteen, missä sitä aiotaan pyörittää. Palvelunestohyökkäyksessä
(engl. Denial of Sevice) hyökkääjä estää verkkosivuston tai vaikka koko verkon
käytön tekemällä suuren määrän palvelupyyntöjä.
Du et al. pohtii artikkelissaan verkon haavoittuvuuksien yleisyyttä. Erään
raportin mukaan verkkosivuista yli 80% on ollut jokin vakava haavoittu-
vuus [DJT+11]. Artikkeli esittää haavoittuvuuksien suuren määrän syyksi
Internetin tilatonta luonnetta. Verkkopalvelimilla jokainen HTTP-pyyntö
käsitellään erikseen itsenäisessä prosessissa tai säikeessä, vaikka pyynnöt
liittyisivätkin toisiinsa. Syy tilattomuuden valintaan on tehokkuudessa ja
skaalautuvuudessa. Lisäksi monet nykyään käytössä olevat protokollat on
suunniteltu aikana, jolloin käyttäjiä on ollut vähän. Ne ovat soveltuneet
hyvin kyseisen ajan tarpeisiin, mutta nykyään tilanne voi olla toinen.
Du et al. katsoo, että monet Internetin tietoturvaongelmat johtuvat tilat-
toman perusrakenteen päälle tehdyistä tilallisista sovelluksista [DJT+11].
Useimmat verkkosovellukset ovat tilallisia, joiden HTTP-pyynnöt sisältävät
tietynlaisia riippuvuuksia, jotka palvelimen pitää tunnistaa. Esimerkiksi verk-
kokauppasovelluksessa on hyvin usein ostoskori, jonka sisältämät ostokset
täytyy pitää tallessa käyttäjän siirtyessä sivulta toiselle. Käyttäjän selaillessa
verkkosivustoa palvelin antaa hänelle selaimen evästeeksi tallennettavan is-
tuntotunnisteen. Kun HTTP-pyyntö lähetetään palvelimelle, siihen liitetään
istuntoeväste, jotta palvelin voi tunnistaa sen tiettyyn istuntoon. Näin siis
istunnon ansiosta tilallinen verkkosovellus voi toimia tilattoman infrastruk-
tuurin päällä. Tilallisessa sovelluksessa sama palvelimen prosessi tai säie on
omistettu asiakkaalle aina istunnon päättymiseen asti.
Artikkelissa käsitellään luotettavan tietojenkäsittelyn osa-alueita, joita
istunnot eivät toteuta hyvin. Yksi näistä on sovelluksen käyttämän tiedon
luotettavuus, joka on mahdotonta saavuttaa täysin nykyisessä verkon infra-
struktuurissa [DJT+11]. Aihetta voi havainnollistaa esimerkillä, joka näkyy
kuvassa 1. Palvelinpuolen F1 koostaa tiedon yhdeksi HTML-sivuksi ja esittää
sen asiakaspuolen selaimelle. Palvelin ei kykene välittämään tiedon luotet-
tavuutta selaimelle. Kun käyttäjä painaa nappia verkkosivulla, kutsutaan
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Kuva 1: Tiedon luotettavuuden katoaminen [DJT+11].
F2:sta. Kun hallinta palautuu palvelimen puolelle, palvelin ei tiedä onko kut-
su luotettava vai epäluotettava. Palvelin osaa vain päätellä mihin istuntoon
kutsu kuuluu.
Palvelin ei tarjoa tiedon luotettavuutta asiakkaalle, joten asiakas luottaa
samasta lähteestä tulevaan tietoon yhtäläisesti samoin oikeuksin. Tätä kut-
sutaan saman alkuperän käytännöksi (engl. same-origin policy) [DJT+11].
Palvelin antaa vastaavasti saman istunnon aikana tulleille kutsuille samat
oikeudet, koska se ei erota tiedon luotettavuutta eri kutsujen välillä. Tällöin
puhutaan saman istunnon käytännöstä (engl. same-session policy).
Ohjelmakoodin eheyden säilyttäminen on olennaista tietoturvan kannal-
ta. Perinteisessä asiakkaan ja palvelimen välisessä mallissa käytetään sekä
synkronista että asynkronista viestintää. Synkronisessa viestinnässä palvelin
jää odottamaan asiakkaan syötettä. Tämä voi tapahtua esimerkiksi tilantees-
sa, jossa palvelimen pitää odottaa, että asiakas antaa luottokorttitietoja, ja
vasta sen jälkeen tilaus lähetetään eteenpäin. Asynkronisessa viestinnässä
palvelin ei odota syötettä vaan suorittaa takaisinkutsun syötteen käsitte-
lemiseksi. Toisin sanoen funktio voidaan suorittaa aina syötteen tullessa.
Verkkosovellukset voivat tilattoman luonteensa vuoksi käyttää vain asynk-
ronista viestintää. Palvelimen saadessa HTTP-pyynnön, kuten kuvassa 2,
se käynnistää prosessin. Kuvan 2 tapauksessa (kohta b) F1.php suoritetaan
prosessissa, jonka aikana ei edellytetä syötteiden antamista. Jos syötettä
tarvitaan, palvelin palauttaa HTML-sivun asiakkaan selaimelle, ja tämän jäl-
keen prosessi loppuu. Asiakkaan palauttaessa syötteen käynnistetään jälleen
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Kuva 2: Perinteisen sovelluksen ja verkkosovelluksen kontrollivuo [DJT+11].
uusi prosessi [DJT+11].
Verkkosovelluksissa funktiot ovat HTML-koodissa palvelinpuolen funktioi-
den nimillä. Yleensä funktioiden nimet laitetaan URLiin lomakkeen action-
kentissä. Käyttäjä täyttää lomakkeen ja painaa nappia (submit), ja tämän
jälkeen takaisinkutsu suoritetaan palvelimella. Tuotetulla HTML-sivulla voi
tietenkin olla useampia palvelimen rekisteröimiä funktioita (kuvassa 2 F3.php
ja F4.php), joista asiakas voi valita haluamansa toiminnon.
Kuvan 2 kohdassa a on esitelty perinteisen sovelluksen tapaus, joka
käyttää synkronista viestintää. Siinä asiakas voi vaikuttaa kontrollivuohon
syötteillä, mutta hän ei voi suoraan vaikuttaa palvelinohjelman siirtymiin,
ellei koodia muuteta. Hyökkäyksiä on näin vaikeampi toteuttaa, ja koodin
eheys säilyy paremmin kuin asynkronisessa viestinnässä.
Asynkronisessa mallissa asiakas päättää siirtymät (takaisinkutsut). Hän
voi päättää niiden ajankohdan ja järjestyksen. Vaikka sivulla on vain yksi
painettavaksi tarkoitettu painike, myös vaihtoehtoiset siirtymät ovat mah-
dollisia. Esimerkiksi vaikka kuvan 2 verkkosovelluksessa HTML-sivulla on
vain nappi F2, asiakas voi käynnistää F3:n, jos hän on siitä tietoinen ja
osaa muodostaa HTTP-pyynnön, jossa kohde-URLissa on F3 F2:n sijaan
[DJT+11]. Tämä seikka heikentää tietoturvaa huomattavasti.
Verkkosovelluksissa tiedon eheyteen liittyy suuria turvallisuusriskejä
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[DJT+11]. Tiedon välittäminen selaimen kautta on vaarallista, sillä asiak-
kaalla on mahdollisuus tehdä muutoksia dataan. Kuten aiemmin mainittiin,
hän voi muuttaa HTTP-pyynnön parametreja, tai hän voi tehdä ohjelman,
joka tekee HTTP-pyyntöjä halutuilla arvoilla. Verkkosovelluksissa on perin-
teisten sovellusten tapaan kahdenlaista tietoa, globaalia tietoa ja paikallista
tietoa. Tilallisissa sovelluksissa prosessi kestää yleensä koko istunnon ajan,
joten tieto on aina käytettävissä. Verkkosovelluksissa pyynnöt käsitellään
eri prosesseissa, vaikka ne kuuluisivatkin samaan istuntoon. Niinpä tiedon
tallennus sisäiseen muistiin ei ole mahdollista. Jotta tieto olisi saatavilla
tulevissa pyynnöissä, verkkosovellukset käyttävät tiedon tallennukseen joko
tiedostoja, tietokantaa tai selainta.
Verkkosovelluksissa istunto sidotaan istuntotunnisteeseen (engl. session
ID), joka on uniikki arvo. Tyypillisessä istunnossa asiakkaan ja palvelimen
välinen kanssakäyminen saadaan aikaan asiakaspuolen prosessin ja palve-
linprosessin sekä niiden välissä olevan TCP-yhteyden avulla. TCP-yhteys
tunnistetaan IP-osoitteilla ja porttinumeroilla sekä yhteyden sekvenssinume-
roilla.
Verkkosovellusten istunnoilla saavutetaan tilallisen sovelluksen ominai-
suuksia, mutta istunnon eheys on silti vaarassa [OWA14a, DJT+11]. Is-
tunnon kaappauksessa hyökkääjä varastaa tai arvaa voimassa olevan is-
tuntotunnisteen päästäkseen luvattomasti verkkopalvelimelle. Tilallisessa
asiakkaan ja palvelimen välisessä kehyksessä hyökkääjän pitää saada selville
lähteen ja kohteen IP-osoitteet ja porttinumerot sekä TCP-sekvenssinumerot.
Verkkokehyksessä hyökkääjä tarvitsee vain istuntotunnisteen.
Tilallisissa kehyksissä istunnot on sidottu sekä asiakkaan että palvelimen
prosessiin, ja vain nämä kaksi voivat oikeutusti käyttää istuntoa. Verkko-
sovelluksissa sitovuus koskee ainoastaan palvelinta, joten hän voi käyttää
istuntoa eri prosessista tai koneelta [DJT+11]. Sitovuuden erot ovat yksi syy,
miksi verkkosovelluksissa on enemmän haavoittuvuuksia. Tilallisissa sovel-
luksissa hyökkääjän tarvitsee erityisesti väärentää asiakkaan IP-osoite, oikea
porttinumero ja TCP-sekvenssinumero. Verkkosovelluksissa riittää vain istun-
totunnisteen saanti, ja sen jälkeen asiakas voi käyttää istuntoa oikeutettuna
käyttäjänä.
Istuntotunnisteiden paljastaminen on melko helppoa verkkosovelluksissa
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ohjelman sisällä verrattuna tilallisiin sovelluksiin [DJT+11]. Esimerkiksi
PHP:ssa on funktio session_id, joka palauttaa istuntotunnisteen. Porttinu-
meroihin ja sekvenssinumeroihin taas viitataan harvoin ohjelmassa. Kun is-
tuntotunnisteen saaminen on verrattaen helppoa, kasvaa myös paljastumisen
riski. Jotkut verkkosovellukset voivat esimerkiksi lähettää muille käyttäjil-
le tiedon URLin yhteydessä, ja sen mukana myös istuntotunnisteen. Muut
käyttäjät voivat lukea viestin, joka sisältää URLin, ja heillä on mahdollisuus
kaapata istunto.
2.2 Testaus ohjelmistokehityksessä
Ohjelmistotestaus on prosessi, jossa verrataan järjestelmän tilaa sille ase-
tettuja kriteerejä vasten [GW03]. Ohjelmistotestauksen pyrkimyksenä on
arvioida ohjelmiston ominaisuuksia ja tunnistaa sen haavoittuvuuksia, ja
näin parantaa sen laatua [PY08].
Yleisesti ottaen testaus voidaan jakaa perinteisen V-mallin mukaan eri
testitasoihin [SLS11]. Yksikkötestauksessa verrataan yksikön tai moduulin
toimintaa määrityksiin ja odotuksiin. Integraatiotesti testaa moduulien yh-
teensopivuutta. Järjestelmä- ja hyväksymistestauksessa tarkastellaan koko
järjestelmää määrityksiä ja käyttäjän tarpeita silmällä pitäen. Myöhemmin
havaittu virhe, esimerkiksi järjestelmätestauksessa, saattaa korjattuna vaatia
muutoksia eri moduuleihin. Tämä vaati myös moduulien testaamista ja järjes-
telmätestauksen uusimista. Tämän kaltaista uudelleentestausta nimitetään
regressiotestaukseksi [REP+11].
Testiohjelmaan voidaan sisällyttää monia erilaisia testimenetelmiä. Esi-
tellään seuraavaksi joitakin yleisimpiä. Manuaalitarkastuksissa tutkitaan
dokumentaation, ohjelmointikäytäntöjen, turvallisuusvaatimusten ja teknolo-
giavalintojen turvallisuusvaikutuksia [MMK+14]. Se on joustava ja helppo
omaksua, koska se ei vaadi mitään erityistä teknologiaa, ja sen voi ottaa
käyttöön monessa eri tilanteessa. Manuaalitarkastuksen heikkous on aikaa
vievä prosessi. Sen tehokas käyttö vaatii myös tarkastajalta taitoa. Ma-
nuaalitarkastuksilla voidaan testata erityisen hyvin ihmisten ymmärrystä
tietoturvaprosesseista ja taitoa suunnitella ja toteuttaa turvallista sovellusta.
Uhkamallinnus on verrattaen uusi ja suosittu testausmenetelmä, jon-
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ka avulla suunnittelijat voivat pohtia sovelluksen mahdollisia uhkakuvia
[MMK+14]. Se voidaan nähdä sovelluksen riskien arviointimenetelmänä,
jonka ansiosta voidaan kehittää lieventämisstrategioita potentiaalisille haa-
voittuvuuksille. Uhkamallinnukset kannattaa ottaa käyttöön kehityksen al-
kuvaiheessa, ja niihin voidaan palata uudestaan myöhemmissä vaiheissa.
Menetelmä on joustava, ja se tarjoaa käytännöllisen kuvan potentiaalisen
hyökkääjän näkökulmasta. Hyvät uhkamallinnukset eivät kuitenkaan auto-
maattisesti tee hyvää sovellusta. Uhkamallinnukset esitetään tyypillisesti
listoilla ja diagrammeilla.
Lähdekoodin tarkastus on prosessi, jossa etsitään manuaalisesti haavoit-
tuvuuksia sovelluksen koodista [MMK+14]. Se on valkea laatikko -testausta,
jossa järjestelmän sisäiset mekanismit ja komponentit ovat testaajalle tuttu-
ja. Useiden turvallisuusasiantuntijoiden mielestä tälle menetelmälle ei löydy
korviketta, sillä monia haavoittuvuuksia ei voi muilla keinoilla löytää. Läh-
dekoodin tarkastus on tehokasta, kokonaisvaltaista ja tarkkaa. Se voi olla
myös nopea tapa testata osaavissa käsissä. Toisaalta lähdekoodin tarkas-
telu vaatii korkeaa osaamista, ja ajonaikaisten virheiden löytäminen ei ole
tällä menetelmällä kovin helppoa. Lisäksi analysoitava koodi saattaa erota
käyttöönoton vastaavasta. Myös käännetyissä kirjastoissa piilevät ongelmat
saattavat jäädä näkemättä. Lähdekoodin tarkastelulla voidaan löytää pahim-
piin luokiteltavia haavoittuvuuksia, kuten rinnakkaisuusongelmia, virheellistä
liiketoimintalogiikkaa, kulunvalvontaongelmia ja kryptografisia heikkouksia.
Toiminnallisella eli funktionaalisella testauksella testataan järjestelmän
toimintaa. Ne perustuvat yleensä käyttötapauksiin, jotka kuvaavat toimin-
nallisuuksia alusta loppuun. Funktionaaliset testit testaavat sitä mitä ohjel-
ma tekee. Tätä kutusutaan ulkoiseksi musta laatikko -testaukseksi, koska
ohjelman sisäinen toimintatapa ei ole tiedossa. Funktionaaliset testit soveltu-
vat hyvin regressiotesteiksi [SLS11]. Ei-toiminnallinen testaus määrittelee,
kuinka hyvin tai laadukkaasti järjestelmän toiminnot toimivat. Sillä testa-
taan ei-toiminnallisia ominaisuuksia kuormitustestien, suorituskykytestien ja
stressitestien avulla.
Penetraatiotestaus on suosittu sovellusten testaustapa. Sitä kutsutaan
myös musta laatikko -testaukseksi, jonka periaatteena on testata käynnis-
sä olevaa sovellusta haavoittuvuuksien löytämiseksi ilman tietämystä sen
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tarkemmasta sisällöstä. Penetraatiotestausta tekevä testaaja toimii hyök-
kääjän tapaan yrittäen löytää ja hyödyntää haavoittuvuuksia. Hänellä on
tyypillisesti samat pääsyoikeudet sovellukseen kuin normaalilla käyttäjällä.
Penetraatiotestauksen etuna on testauksen nopeus ja sen myötä halpuus
[MMK+14]. Se myös vaatii suhteellisesti vähemmän tietämystä verrattuna
esimerkiksi lähdekoodin tarkasteluun.
Vaikka on selvää, että vain yhdellä menetelmällä ei voida suorittaa teho-
kasta ja kokonaisvaltaista turvallisuustestausta, monet yritykset turvautuvat
vain yhteen lähestymistapaan. Hyvin monesti tämä valittu menetelmä on pe-
netraatiotestaus [MMK+14]. Vaikka penetraatiotestaus on tehokas, se tulee
liian myöhään ohjelmiston kehitysprosessissa ollakseen ainoa menetelmä.
Täysin perusteellista testiä, jossa kokeillaan kaikkien syötteiden yhdistel-
miä ja otetaan huomioon kaikki ennakkoehdot, ei ole mahdollista suorittaa.
Testauksen pitää siis olla hallinnoitua toimintaa, joka huomioi ennalta mää-
rätyt järjestelmän riskit ja prioriteetit [PY08]. Testauksen periaatteena on
löytää vikoja järjestelmästä, mutta sillä ei voida varmistaa, että niitä ei olisi
olemassa lainkaan. Vaikka testaus tehtäisiinkin kunnolla, ei voida koskaan
todistaa, etteikö haavoittuvuuksia voisi löytyä [SLS11]. Jokaisella projektilla
pitää olla selvillä turvallisuusvaatimukset, joiden pohjalta määritellään tes-
taustavoitteet, joiden perusteella taas voidaan laatia hyvä testisuunnitelma
[MMK+14].
Ohjelmiston testausta ei kannata jättää julkaisun yhteyteen. Mitä aikai-
semmassa vaiheessa tietoturvaongelmat havaitaan, sitä edullisempaa niiden
korjaaminen on. Varsinaiset testit aloitetaan, kun koodia on saatavilla, mut-
ta testitoimenpiteet kannattaa aloittaa jo ennen tätä [PY08]. Graffin ja
van Wykin arvion mukaan virheen korjaamisen kustannus eroaa suuresti
ohjelmiston eri kehitysvaiheiden välillä [GW03]. Jos suunnitteluvaiheessa
havaitun virheen korjaamisen kustannus on yksi, toteutusvaiheessa sen kus-
tannus on 6,5-kertainen. Julkaisun jälkeisessä vaiheessa korjattu sama virhe
on kustannuksiltaan jopa 60-kertainen suunnitteluvaiheeseen nähden, kuten
kuva 3 näyttää.
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Kuva 3: Virheen korjauksen kustannus ohjelmiston eri kehitysvaiheissa
[GW03].
Aikaisella testauksella on paljon etuja. Ensinnäkin testit voidaan suunni-
tellaan koodista riippumatta. Aikaisessa vaiheessa laaditut testitapaukset
helpottavat mahdollisten epäkohtien löytymistä ohjelmiston määrityksistä.
Havaitut epäkohdat voidaan korjata aikaisessa vaiheessa, ja ne eivät enää
kulkeudu myöhempiin kehitysvaiheisiin. Testitapauksia voidaan myös käyttää
selventämään ja havainnollistamaan määrityksiä virheiden ja odottamatto-
mien tapausten osalta [PY08].
Testausta kannattaa siis tehdä alusta lähtien, ja sitä kannattaa tehdä
paljon. Oikea lähestymistapa on sisällyttää monipuolisesti erilaisia menetel-
miä testiohjelmaan aina manuaalisesta tarkastuksesta tekniseen testaukseen.
Tasapainoisessa ratkaisussa testaus sisällytetään ohjelmiston kaikkiin kehi-
tysvaiheisiin. Tähän painotukseen vaikuttaa moni asia, kuten esimerkiksi
yrityskulttuuri. Kuva 4 näyttää OWASPin esittämän suosituksen tasapai-
noisesta testauskehyksestä [MMK+14]. Vaikka suositus on tasapainoinen,
siinä on nähtävissä pieni painotus syklin alkuvaiheisiin. Tämä sinällään tukee
Graffin ja van Wykin arviota aikaisen testauksen tärkeydestä.
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Kuva 4: Testauksen jakautuminen ohjelmiston eri kehitysvaiheisiin
[MMK+14].
Testaustavoitteiden tunteminen on tärkeää, jotta projektin testiohjelma
olisi onnistunut. Nämä tavoitteet määritellään tietoturvavaatimusten perus-
teella. Tietoturvatestauksen yhtenä tavoitteena on varmistaa, että tietotur-
vatarkastukset toimivat odotetulla tavalla [MMK+14]. Nämä on kirjattuna
tietoturvavaatimuksiin. Toisena tavoitteena on vahvistaa, että järjestelmässä
on mahdollisimman vähän haavoittuvuuksia.
Tietoturvavaatimusten laatimisessa on olennaista tuntea liiketoiminnan
vaatimukset, joka voi sisältää korkean tason tietoa halutuista sovelluksen
toiminnallisuuksista. Sovelluksen päätarkoitus voi olla esimerkiksi sallia
tavaroiden ostaminen verkkokaupan luettelosta. Liiketoiminnan vaatimusten
pitää korostaa asiakkaan tiedon suojelua [MMK+14].
Tietoturvavaatimusten varmistusta kannattaa tehdä ohjelmistokehityk-
sen joka vaiheessa, ja sitä voidaan parantaa yhdistämällä eri tekniikoiden
tuloksia. Uhkamallinnuksen käyttöä voidaan esimerkiksi painottaa suun-
nitteluvaiheessa, ja lähdekoodin tarkastus sisällytetään toteutusvaiheeseen.
Penetraatiotestaus liittyy sitten tämän jälkeen testausvaiheeseen. Eri mene-
telmien tulosten yhdistäminen parantaa tietoturvavaatimusten varmuutta
[MMK+14]. Esimerkiksi SQL-injektiohaavoittuvuutta testatessa voidaan suo-
rittaa penetraatiotestausta, jonka tuloksissa SQL-poikkeuksien esiintyminen
kertoo potentiaalisesta haavoittuvuudesta. Jos testaajalla on mahdollista
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tutkia lähdekoodia, hän voi sen analysoinnin perusteella oppia rakentamaan
SQL-injektiohyökkäyksen, jota voi käyttää testatessa haavoittuvuutta.
Uhkien ja vastatoimien luokittelu on olennainen osa varmistettaessa,
että tietoturvatarkastukset suunnitellaan, ohjelmoidaan ja rakennetaan oi-
keiaoppisesti. Verkkosovelluksissa hyvä lähtökohta tietoturvavaatimusten
laatimiseen on aloittaa yleisistä haavoittuvuuksista. Tässä voidaan käyttää
apuna esimerkiksi tässä työssä esitettävää OWASP Top 10 -listausta.
Testauksen pitää mukautua sovelluksen riskeihin, eikä kahta eri järjestel-
mää kannata testata samalla tavalla [SLS11]. Haavoittuvuuksien vakavuus
pitää ottaa huomioon tietoturvavaatimuksissa. Tämä on osa riskien analysoin-
tia ja lieventämisstrategiaa [MMK+14]. Organisaation kannattaa ylläpitää
tietoa haavoittuvuuksien esiintymisestä sovelluksissa, jolloin turvallisuuskysy-
mykset voidaan luokitella eri tavoin, kuten tyypin ja perussyyn mukaan. Sen
mukaan ne voidaan kartoittaa sovelluksiin, joista haavoittuvuuksia on löyty-
nyt. Tämän tietämyksen perusteella voidaan luoda mittareita analysoimaan
tietoturvatestien tehokkuutta kehityksen eri vaiheissa.
Ajatellaan esimerkiksi SQL-injektiota, joka on syötteen validointiin liitty-
vä haavoittuvuus (injektio käsitellään tarkemmin luvussa 3). Kuvitellaan,
että kyseinen haavoittuvuus on löytynyt lähdekoodin analysoinnin yhtey-
dessä. Tyypiksi sille laitetaan syötteen validoinnin haavoittuvuus ja syyksi
ohjelmointivirhe. Haavoittuvuuden esiintyvyyttä voidaan arvioida penetraa-
tiotestauksen avulla laittamalla eri syötekenttiin injektiohyökkäyksiä. Tässä
tapauksessa lähdekoodin analysoinnin ja penetraatiotestauksen avulla voi-
daan päätellä haavoittuvuuden esiintyvyys ja todennäköisyys ja laskea sen
riskitaso. Tämän perusteella voidaan päättää riskien lieventämisstrategiasta
[MMK+14]. Voidaan esimerkiksi päättää, että korkean ja keskitason haavoit-
tuvuuksille annetaan kriittinen prioriteetti (l. korjataan niin nopeasti kuin
mahdollista), ja matalan tason riskit korjataan tulevissa julkaisuissa.
Testauksen päätteeksi suoritettu testiprosessi dokumentoidaan. Doku-
mentissa pitää näkyä suoritetut testitoimenpiteet, testien tekijät ja löydösten
lopputulokset. Raportissa kannattaa olla eriteltynä omistajalle koituvat ris-
kit. Näiden riskien on syytä olla riittävän tarkalla tasolla määriteltynä, että
niiden ehkäisytoimiin saadaan riittävä tuki [MMK+14]. Myös ohjelmisto-
kehittäjälle tulisi näkyä funktiotasolla haavoittuvuuksien vaikutukset kuin
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myös suositeltavat toimenpiteet niiden ehkäisyyn. On viisasta sopia etukäteen
testiraportin formaatista kaikkien osapuolien välillä.
2.3 Automaatiotestaus
Ahkerinkin ihminen on koneeseen verrattuna hidas ja virheherkkä toistoja
vaativissa tehtävissä. Hän on verrattaen tehoton, kun suoritetaan suuria
määriä testitapauksia (esimerkiksi kun edetään graafisen käyttöliittymän
valikoissa eri yhdistelmillä). Emme myöskään tunnista kovin hyvin virheellisiä
tuloksia suuresta määrästä regressiotestien tuloksia. Automaatiotestaus voi
parantaa testauksen tehokkuutta ja tarkkuutta sekä vähentää kustannuksia
[PY08].
Testien tekeminen käsin on usein automaatiotestausta epäluotettavam-
paa, ja kunnollinen testaus vaatii useiden testien suorittamista [GW03].
Työkaluilla on suuri rooli koko tietoturvaprosessissa. On olemassa paljon
kaupallisia ja vapaan lähdekoodin työkaluja, joilla voidaan automatisoida
monia tehtäviä. Ne voivat yksinkertaistaa ja nopeuttaa prosessia auttamalla
tietoturvatestaajia testien läpikäymisessä [MMK+14]. On kuitenkin tärkeää
tietää mitä kukin työkalu pystyy tekemään (tai mihin se ei kykene), ettei
niitä käytetä väärin.
Etenkin regressiotestit on hyvä saada automatisoiduksi. Niiden tekeminen
käsin on hyvin työlästä verrattuna automatisoituun testaukseen [REP+11].
Regressiotestien pitää olla niin ylläpidettäviä kuin mahdollista, jotta niiden
suorittaminen automatisoidusti on tehokasta.
Havainnollistetaan automaatiotestauksen ja manuaalitestauksen kustan-
nuksia seuraavalla yksinkertaistetulla esimerkillä. Ramler ja Wolfmaier ovat
käsitelleet aihetta artikkelissaan Economic Perspectives in Test Automation:
Balancing Automated and Manual Testing with Opportunity Cost [RW06].
Oletaan, että pienessä järjestelmässä keskimääräinen käsin tehty testiajo
kestää 1/4 tunnin. Jätetään tässä esimerkissä huomiotta määritykseen ja
valmisteluun kuluva aika. Testin automatisoinnin pitäisi kestää tässä ta-
pauksessa keskimäärin yhden tunnin. Tähän tuntiin kuuluu mahdollisista
muutoksista aiheutuvat ylläpitotyöt ja muokkaukset, eli esimerkissä testiajo
voidaan ajaa vastaisuudessa ilman kustannuksia automatisoinnin jälkeen.
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Kuvassa 5 on nähtävissä manuaalitestin ja automatisoidun testin tasatilanne
käytetyn ajan suhteen, kun testi on suoritettu neljä kertaa.
Kuva 5: Manuaalitestin ja automatisoidun testin tasatilanne [RW06].
Esimerkissä on suoritettavana 100 testitapausta. Näiden testitapausten
suoritus kestää manuaalitestauksella 25 tuntia ja automatisoidulla testauksel-
la 100 tuntia. Jos kehitystyö noudattaa ketteriä menetelmiä, kehitys jakautuu
useisiin sykleihin ja julkaisuihin. Oletetaan, että esimerkissä on yhteensä kah-
deksan julkaisua, joiden yhteydessä suoritetaan aina samat 100 testitapausta.
Näiden julkaisujen testaaminen kestää manuaalitestauksella 200 tuntia ja
automaatiotestauksella 100 tuntia [RW06]. Esimerkki havainnollistaa hyvin
automaatiotestauksen etuja pitkällä aikavälillä.
Toisinaan testitapausten automatisointi ei ole hyödyllistä. Esimerkiksi
sovelluksen käyttöliittymä saattaa muuttua niin paljon, että automaatios-
kriptit pitäisi kirjoittaa uusiksi sen jälkeen. Lisäksi automaatiotestauksen
valmisteleminen voi olla aikaa vievä prosessi. Haavoittuvuudet voivat olla hy-
vin monimutkaisia, ja ne voivat piileksiä suuren koodimäärän seassa. Monissa
tapauksissa kustannustehokkain lähestymistapa heikkouksien löytämiseen ja
eliminoimiseen on asiantuntija varustettuna hyvillä työkaluilla. Manuaali-
testauksen käyttö automaatiotestauksen sijasta on kannattavaa silloin, kun
projektilla on hyvin tiukka aikataulu, ja testaus halutaan saada suoritetuksi
rajallisen ajan puitteissa [Sel14, MMK+14].
On tärkeää tiedostaa, että automaatiotyökalut ovat hyvin yleisluontoi-
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sia. Työkaluilla voidaan siis löytää yleisiä ongelmia, mutta välineillä ei ole
tarpeeksi tietämystä sovelluksesta, että ne voisivat tunnistaa useimpia viko-
ja. Automaatiotestausta ja manuaalitestausta on toisinaan vaikea verrata
keskenään, koska ne ovat erilaisia prosesseja. Niiden dynamiikka on erilai-
nen, ja paljastuneet virhelöydökset ovat monesti erilaisia [MMK+14, RW06].
Ajatellaan esimerkiksi tapausta, jossa tehdään järjestelmälle suorituskyky-
ja stressitesti suorittamalla 100 samanaikaista transaktiota samalle tiedolle.
Tämän kaltainen testaus vaatii automaatiotestausta, koska manuaalites-
tauksella se olisi joko mahdotonta tai vaatisi kohtuuttomia kustannuksia.
Toisaalta manuaalitestaus on parempi, kun mitataan esimerkiksi abstrakteja
vaatimuksia, kuten verkkosivun ulkonäköä tai houkuttelevuutta.
Automaatiotestauksella ei voi täysin korvata manuaalitestausta. Paras rat-
kaisu on käyttää molempia testausmenetelmiä rinnakkain tunnistaen niiden
vahvuudet ja heikkoudet. Näin saavutetaan tehokkain ja kustannuksiltaan
pienin ratkaisu.
3 The Open Web Application Security Project
The Open Web Application Project on järjestö, joka pyrkii edesauttamaan
luotettavien sovellusten kehittämistä, valmistamista ja ylläpitämistä. Jär-
jestön kuuluisa projekti, OWASP Top 10, ylläpitää listaa verkkosovellusten
vaarallisimmista haavoittuvuuksista. Se ylläpitää monia muita projekteja,
joiden tuloksena on syntynyt dokumentaatiota, koodikirjastoja ja työkaluja
tietoturvatestaukseen.
3.1 OWASP
The Open Web Application Project, lyhyemmin OWASP, on voittoa tavoit-
telematon ja avoin järjestö, jonka tavoitteena on edesauttaa luotettavien
sovellusten kehittämistä, valmistamista ja ylläpitämistä. OWASP ei ole kyt-
köksissä mihinkään tiettyyn teknologiayhtiöön, vaikka yleisesti kaupallisten
työkalujen käyttöä tuetaan. Monien avoimen lähdekoodin ohjelmistoprojek-
tien tapaan OWASP pyrkii tuottamaan materiaalia avoimella ja yhteistyö-
hön nojaavalla periaatteella. Järjestön mielestä avoimuus ja vapaus tuottaa
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puolueetonta, käytännöllistä ja kustannustehokasta tietoa sovellusten tieto-
turvasta. OWASP:lla on jäseniä ympäri maailmaa, ja lähes jokainen heistä
on vapaaehtoistyössä järjestön sisällä.
OWASP haluaa painottaa, että tietoturvan ei pidä olla mitään sala-
tiedettä, jota vain harvat voivat harjoittaa. Järjestö on tuottanut monia
dokumentteja, työkaluja, ohjesääntöjä ja tarkistuslistoja. OWASP julkaisee
niitä omilla kotisivuillaan sekä Googlen sivustolla.
Järjestön sivuja tarkastellessa huomaa, että vuosien kuluessa on saatu
työstetyksi useita tietoturvaprojekteja, joita on ollut tekemässä monia asian-
tuntijoita ympäri maailmaa. Avoimuus ja vapaus tosin näkyy myös joidenkin
projektien heikompana ylläpitona. Sivustolta voi löytää projekteja, joita ei
ole päivitetty pitkään aikaan. OWASP on kuitenkin saanut konseptinsa toi-
mimaan, sillä järjestö on tuottanut runsaasti käyttökelpoisia työkaluja ja
muita apuvälineitä.
3.2 OWASP Top 10
OWASP aloitti vuonna 2003 Top 10-projektin, jonka tarkoituksena on lisä-
tä verkkosovellusten turvallisuustietoisuutta tunnistamalla niihin liittyvät
kriittisimmät haavoittuvuudet. Kunkin haavoittuvuuden yhteyteen on esitet-
ty keinoja niiden torjuntaan. Ensimmäinen listaus julkaistiin vuonna 2004.
OWASP Top 10 on laitettu vakavuusjärjestyksee injektion (A1) ollessa kaik-
kein vakavimmaksi tulkittu haavoittuvuus. Kun listaa on päivitetty vuosien
varrella, haavoittuvuuksien sijaintia on muutettu listauksessa ylöspäin tai
alaspäin. Listasta on myös poistettu joitakin haavoittuvuuksia, tai niitä on
yhdistetty toisiinsa uusiksi kokonaisuuksiksi.
Listaus on kokonaisuudessaan seuraavanlainen (OWASP Top 10 2013)
[OWA13]:
• A1 – Injektio
• A2 – Rikkoutunut käyttäjän tunnistaminen ja istunnonhallinta
• A3 – Verkkosivun rakenne ei säily (XSS)
• A4 – Turvaton suora objektiviittaus
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• A5 – Tietoturvan virheellinen konfigurointi
• A6 – Arkaluontoisen tiedon julkistaminen
• A7 – Puuttuva funktiotason pääsyvalvonta
• A8 – Puutteellinen pyynnön alkuperän tarkistus (CSRF)
• A9 – Tunnettuja virheitä sisältävien komponenttien käyttö
• A10 – Varmistamattomat uudelleenohjaukset
Vuoden 2013 OWASP Top 10 perustuu seitsemältä sovellusten turvalli-
suusasioihin erikoistuvalta yritykseltä saatuun aineistoon. Tämä data koostuu
yli 500 000:sta haavoittuvuudesta sadoissa eri organisaatioissa ja tuhansissa
eri sovelluksissa [OWA13]. Top 10 on valittu ja priorisoitu näiden levinnei-
syystietojen mukaan yhdistettynä konsensusennusteisiin hyödynnettävyyden,
havaittavuuden ja vaikutusten osalta.
Vuoden 2010 listaukseen verrattuna uuteen listaan on tullut joitain eroja.
A2 (Rikkoutunut käyttäjän tunnistaminen ja istunnonhallinta) ja A3 (Verk-
kosivun rakenne ei säily, XSS) ovat vaihtaneet paikkaa [OWA10]. Tähän
on syynä A2:n kasvanut yleisyys. Vuoden 2010 listauksen Insecure Cryp-
tographic Storage ja Insufficient Transport Layer Protection on yhdistetty
2013 listaukseen A6:ksi (Sensitive Data Exposure). A7:n haavoittuvuus on
nimetty uudelleen, ja se on laajennettu 2010 Top-listauksen A8:sta (Failu-
re to Restrict URL Access). Näin haavoittuvuus kattaa koko funktiotason
pääsyvalvonnan.
Pyyntöhuijaukset (CSRF) on tulkittu uudessa versiossa huomattavasti
vähemmän merkittäviksi, sillä vuoden 2010 versiossa se oli A5:nä. CSRF
on ollut Top 10:ssä jo kuusi vuotta, ja organisaatiot ja kehittäjät ovat kes-
kittäneet kyseiselle haavoittuvuudelle enemmän huomiota, ja näin CSRF-
haavoittuvuudet ovat vähentyneet. A9 on uutena listalla, tosin se oli osana
vuoden 2010 listauksen A6:tta (Security Misconfiguration). Komponentti-
pohjainen sovelluskehittäminen on lisääntynyt ja syventynyt viime vuosina,
joten myös haavoittuvien komponenttien käyttö kasvanut.
Listauksessa käytetään omaa asteikkoa haavoittuvuuksien vakavuuden
mittaukseen. Asteikossa on neljä kategoriaa: hyödynnettävyys, yleisyys, ha-
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vaittavuus ja vaikutus. Näillä kategorioilla on jokin kolmesta vakavuusastees-
ta. Kuva 6 näyttää jokaisen kategorian vakavuusasteen. OWASP painottaa
kuitenkin, että haavoittuvuuksien vakavuudet ovat ympäristökohtaisia, ja
jokainen niistä pitää arvioida sovelluskohtaisesti.
Kuva 6: OWASP Top 10:n haavoittuvuuksien asteikko [OWA13].
OWASP Top 10 -listausta ei ole tarkoitettu organisaation ainoaksi tie-
toturvan ohjenuoraksi. Sen tärkeimpänä tarkoituksena on valistaa sovellus-
kehittäjiä, suunnittelijoita, arkkitehteja ja organisaatioita tunnetuimmista
verkkosovellusten haavoittuvuuksista. Listaus toimii hyödyllisenä lisävälinee-
nä projektin tietoturvatestaukseen Top 10:n tarjotessa kullekin haavoittuvuu-
delle yleisiä keinoja niiden suojautumiseen. OWASP Top 10 soveltuu hyväksi
pohjaksi määriteltäessa verkkosovelluksen tietoturvavaatimusten haavoittu-
vuuksia [MMK+14]. Aliluvuissa 3.2.1-3.2.10 käydään läpi jokainen uhka
lyhyesti esimerkeillä varustettuna.
3.2.1 A1 – Injektio
Yleisin verkkosovellusten haavoittuvuus on asiakkaalta järjestelmään tulevan
syötteen puutteellinen validointi ennen sen käyttöä. Puhutaan järjestelmäky-
selyn rakenteen muutoshyökkäyksistä eli injektioista [OWA13]. Erityisesti
SQL-tietokantakyselyn rakenteen muutoshyökkäys (SQL-injektio) on tyypil-
linen tähän haavoittuvuuskategoriaan kuuluva hyökkäysmenetelmä. Kyselyn
rakenteen muutos onnistuu, kun puutteellisen suodatuksen vuoksi käyttä-
jän antama syöte istutetaan suoraan osaksi taustajärjestelmäkomentoa tai
tietokantakyselyä, ja näin se tulkataan sellaisenaan. Tämä mahdollistaa hyök-
kääjälle komentojen ajamisen tai tiedon muuttamisen taustajärjestelmässä.
Injektiovirheet ovat yleisiä varsinkin perinnejärjestelmissä, ja niitä löytyy
usein SQL- LDAP- ja XPath-kyselyistä sekä XMP-parsereista ja SMTP-
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otsakkeista. Haavoittuvuus johtaa useimpiin vaarallisiin verkkosovellusten
haavoittuvuuksiin, kuten puskurin ylivuotoihin ja myöhemmin esiteltäviin
XSS-hyökkäyksiin [MMK+14].
SQL-injektiohyökkäyksessä osittainen tai kokonainen SQL-kysely lisä-
tään esimerkiksi syötteen mukana selaimelta verkkosovellukselle [MMK+14].
Onnistuneen SQL-injektion avulla voidaan lukea tai muokata tietokannan
arkaluontoista tietoa. Myös tietokannan ylläpitäjän operaatioiden suoritta-
minen on mahdollista (esimerkiksi tietokannan alasajo).
LDAP (Lightweight Directory Access Protocol) on verkkoprotokolla,
jonka avulla voidaan tallentaa informaatiota käyttäjistä ja isännistä. Sitä
käytetään yleisimmin käyttäjän tunnistamiseen ja käyttöoikeuksien tarkis-
tamiseen. LDAP-injektio on SQL-injektion kaltainen hyökkäys, mutta siinä
käytetään SQL:n sijasta LDAP-protokollaa, ja kohteena on LDAP-palvelin
[MMK+14]. Hyökkäyksessä manipuloidaan syötettä, joka välitetään haku-,
lisäys ja muutosfunktioille, ja näin voidaan saada haltuun käyttäjätietoja.
Injektiot ovat vaarallisia, koska niiden hyödynnettävyys on helppoa ja
vaikutukset mahdollisesti vakavia (Kuva 7). Hyökkääjä voi lähettää yksin-
kertaisen tekstipohjaisen hyökkäyksen, joka käyttää hyväksi kohteen omaa
syntaksia. Pahimmassa tapauksessa injektion avulla voidaan tehdä täydel-
linen isäntäkoneen haltuunotto. Muita haittoja voi esimerkiksi olla tiedon
katoaminen tai korruptoituminen tai hyökkääjälle kuulumattoman tiedon
vuotaminen, jota seuraavassa esimerkissä havainnollistetaan.
Kuva 7: Injektion vakavuusasteikko [OWA13].
Yksinkertainen injektiohyökkäys voidaan tehdä seuraavalla tavalla. Sovel-
luksessa ei ole käytetty tarvittavia turvatoimenpiteitä SQL-kyselyn yhtey-
dessä:
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String query = ”SELECT * FROM tili WHERE
tiliID = ’” + request.getParameter(”id”) + ”’”;
Hyökkääjä voi muokata id-parametrin arvoa selaimessaan kirjoittaessaan
URLiin seuraavaan tyyliin:
http://example.com/app/tiliView?id=’ or ’1’=’1
Tämä muuttaa kyselyn tarkoitusta ja palauttaa kaikki accounts-taulun
rivit. Vaarallisemmissa hyökkäyksissä voitaisiin esimerkiksi muokata tietoa.
3.2.2 A2 – Rikkoutunut käyttäjän tunnistaminen ja istunnonhal-
linta
Käyttäjän tunnistaminen on prosessi, jossa varmistetaan, että käyttäjä on
se, kuka hän väittää olevansa. Se tehdään tavallisesti käyttäjätunnuksen ja
yksityisen vain käyttäjälle tunnetun informaation avulla. Istunnonhallinta on
prosessi, jossa palvelin ylläpitää tilaa (istuntoa) sen kanssa vuorovaikutukses-
sa olevan asiakkaan kanssa. Palvelin ylläpitää istuntoa istuntotunnisteella,
jota välitetään asiakkaan ja palvelimen välillä pyynnöissä ja vastauksissa
[OWA14f]. Istuntotunniste on uniikki ja vaikeasti laskettavissa oleva arvo.
Rikkoutunut käyttäjän tunnistaminen ja istunnonhallinta liittyy Du et.
al esittämään istunnon eheyteen (luku 2) [DJT+11]. Tämä liittyy verkon
tilattomuuden ongelmaan. Käyttäjän tunnistamiseen ja istunnonhallintaan
liittyvissä sovelluksen osissa on usein virheitä, joita hyödyntämällä hyökkää-
jät voivat murtaa salasanoja tai avaimia. Hyökkääjä voi myös hyväksikäyttää
vikoja ottaakseen haltuunsa toisten käyttäjien identiteettejä. Istuntotunnis-
teen kaappaaminen, paljastuminen tai arvaus johtaa istunnon kaappaamiseen,
jossa hyökkääjä voi esiintyä jonain toisena käyttäjänä sovelluksessa. Istun-
nonkaappaushyökkäys voi olla kohdennettu johonkin tiettyyn kohteeseen tai
kehen tahansa voimassa olevaan käyttäjään.
Rikkoutunut käyttäjän tunnistaminen ja istunnonhallinta on yksi va-
kavimmista haavoittuvuuksista, koska niiden levinneisyys on hyvin suuri
[OWA13]. Autentikoinnin ja istunnonhallinnan rakentaminen on kohtuullisen
vaikeaa, joten usein niiden yhteydessä ilmenee vikoja esimerkiksi uloskirjau-
tumisen, salasanojen hallinnoinnin ja aikakatkaisujen yhteydessä. Vikojen
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löytäminen voi olla joskus hankalaa, koska jokainen toteutus on tavalla tai
toisella ainutlaatuinen.
Kuten kuva 8 näyttää, vaikutus voi olla vakava, sillä tyypillisesti hyök-
käyksen myötä hyökkääjä pääsee toimimaan käyttäjän oikeuksin. Hyökkääjä
voi näin tehdä periaatteessa kaikkea mitä uhri voisi järjestelmässä tehdä.
Kuva 8: Rikkoutuneen käyttäjän tunnistamisen ja istunnonhallinnan vaka-
vuusasteikko [OWA13].
Seuraavassa esimerkkihyökkäyksessä istuntotunniste joutuu vääriin kä-
siin. Lentoyhtiön varausjärjestelmä tukee URL:n uudelleenkirjoitusta, ja
istuntotunnus liitetään siihen mukaan:
http://example.com/sale/saleitems jsessionid=
2P0OC2JSNDLPSKHCJUN2JV?dest=Hawaii
Sivuston varmennettu käyttäjä haluaa kertoa ystävilleen lentoyhtiön
tarjouksesta. Hän lähettää yllä olevan linkin heille sähköpostilla tietämättä,
että hän antaa samalla istuntotunnuksen. Kun ystävät avaavat linkin, he
käyttävät lähettäjän istuntoa ja luottokorttia.
Toisessa esimerkissä sovelluksen aikakatkaisua ei ole asetettu oikein.
Uhri käyttää julkista tietokonetta kirjautuakseen jollekin sivustolle. Hän ei
lähtiessään kirjaudu ulos järjestelmästä, vaan sulkee ainoastaan selaimen
välilehden. Hyökkääjä käyttää samaa selainta tuntia myöhemmin edellisen
käyttäjän tunnuksilla.
Kolmannessa esimerkissä hyökkääjä onnistuu saamaan pääsyn järjestel-
män salasanatietokantaan. Salasanoja ei ole suojattu kunnollisesti, ja kaikkien
käyttäjien salasanat paljastuvat hyökkääjälle. Tämä esimerkki on läheisessä
kytköksessä myöhemmin esitettävään arkaluontoisen tiedon julkistamisen
haavoittuvuuteen (A6).
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3.2.3 A3 — Verkkosivun rakenne ei säily (XSS)
Verkkosivun rakenteen muutoshyökkäyksessä (Cross-site Scripting, XSS)
eli XSS-hyökkäyksessä sovellus välittää käyttäjän antaman syötteen ilman
tarkistuksia ja asianmukaisia käsittelyitä. Tämä mahdollistaa hyökkääjän ko-
mentojen suorituksen sovelluksessa [OWA14f]. Komennoilla voidaan muuttaa
selaimessa esimerkiksi sivuston ulkoasua, kaapata käyttäjäistuntoja, tärvellä
verkkosivuja tai ohjata käyttäjiä vaarallisille sivuille.
XSS on yleisin verkkosovellusten turvallisuusongelma. OWASP pitää
sitä jopa niin yleisenä, että asteikko on loppunut yleisyyttä arvioitaessa
(kuva 9). Haavoittuvuuden hyödynnettävyys ei ole vaikeaa, sillä melkein
mitä tahansa tietolähdettä voidaan käyttää hyökkäyksen apuna [OWA13].
XSS-haavoittuvuuksien löytäminen on kohtuullisen helppoa.
Kuva 9: XSS-haavoittuvuuden asteikko [OWA13].
XSS-hyökkäykset jakaantuvat kolmeen kategoriaan: pysyviin XSS-hyök-
käyksiin (engl. stored tai persistent XSS), heijastettuihin XSS-hyökkäyksiin
(engl. reflected tai non-persistent XSS) ja DOM-perustaisiin XSS-hyökkäyksiin
[OWA14f]. Pysyvässä XSS-hyökkäyksessä hyökkäyskoodia syötetään sivustoa
ylläpitävälle palvelimelle johonkin verkkosovelluksen käyttämään resurssiin,
kuten tietokantaan tai vierailijalokiin, ja odotetaan, että uhri vierailee verk-
kosivulla. Uhri hakee haitallisen skriptin palvelimelta pyytäessään kyseistä
resurssia [LSJ13, WLG11].
Heijastettu XSS on yleisin kolmesta hyökkäystyypistä [OWA14f]. Hyök-
käys lisätään HTTP-pyyntöön, ja virheellinen URL saatetaan lähettää esi-
merkiksi sähköpostin välityksellä uhrille. Kun käyttäjä painaa pahantahtoista
linkkiä, injektiokoodi käy haavoittuvalla verkkosivulla, joka heijastaa hyök-
käyksen takaisin käyttäjän selaimeen. Tämän jälkeen selain suorittaa koodin,
koska se luulee sen tulleen luotettavalta palvelimelta [LSJ13, WLG11].
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Nykypäivänä JavaScript on yhä enemmän käytössä sovelluksissa (esimer-
kiksi Google Docs ja Gmail ovat JavaScript-pohjaisia). DOM-perustaisessa
XSS-hyökkäyksessä hyökkäys tapahtuu selaimessa JavaScript-koodissa [LSJ13,
OWA14f]. Perinteisempiin (ja yleisempiin) pysyviin ja heijastettuihin XSS-
hyökkäyksiin verrattaessa se on vähemmän tunnettu.
XSS on tiedon luotettavuuteen liittyvä haavoittuvuus (Du et. al [DJT+11]).
Aktiivinen sisältö (Javascript tai jonkin toiminnon kutsuva HTML-tagi) suo-
ritetaan selaimessa, eikä sillä ole tietämystä tiedon luotettavuudesta. Se ei
voi näin suorittaa tarvittavia toimenpiteitä toiminnoille, että turvallisuus
taataan. Jälleen löydetään yhteys tilattomuuteen.
Käydään läpi esimerkki, jossa sovellus käyttää epäluotettavaa tietoa
seuraavan HTML-koodin rakentamiseen ilman validointia:
(String) page += "<input name=’creditcard’ type=’TEXT’
value=’" + request.getParameter("CC") + "’>";
Hyökkääjä muokkaa parametria ’CC’ selaimessaan seuraavanlaiseksi:
’><script>document.location=
’http://www.attacker.com/cgi-bin/cookie.cgi?foo=
’+document.cookie</script>’
Tämän vaikutuksesta uhrin istuntotunnus lähetetään hyökkääjän verkko-
sivulle, jonka seurauksena hyökkääjä voi kaapata käyttäjän istunnon.
Esitetään eräs toinen reaalimaailman esimerkki, joka ilmeni kesäkuussa
2014. Twitterin Tweetdeck-asiakasohjelmassa esiintyi XSS-haavoittuvuus,
jonka avulla hyökkääjä saattoi suorittaa tehtäviä kohteiden tietämättä. Tämä
onnistui, jos twiitissä eli lähetetyssä blogimerkinnässä esiintyi sydänsymboli
lopussa (joka saadaan aikaiseksi merkkijonolla &hearts), kuten kuva 10 näyt-
tää. Asian paljastuttua monet käyttäjät kokeilivat (suurelta osin harmitto-
masti) haavoittuvuutta. Esimerkiksi kuvan 10 viestin seurauksena lähettäjää
seuraavat Tweetdeckin käyttäjät lähettivät viestin automaattisesti uudelleen,
ja tämä kuvio toistui jälleen heidän seuraajilleen. Haavoittuvuudella olisi
voitu saada paljon pahempia hyökkäyksiä aikaiseksi. Se korjattiin nopeasti.
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Kuva 10: XSS-haavoittuvuus Tweetdeckissä.
3.2.4 A4 – Turvaton suora objektiviittaus
Turvaton suora objektiviittaus on haavoittuvuus, jossa tiedon eheys on suu-
ri ongelma [DJT+11]. Jos sovellus käyttää suoria viittauksia sovelluksen
sisäisesti käyttämiin tietoihin, kuten tiedostoihin ja tietokantataulujen perus-
avaimiin, viittaukset voivat paljastua käyttäjälle esimerkiksi osoitekentässä
näkyvien parametrien arvona. Ilman kunnollista suojausta hyökkääjä voi
manipuloida näitä viittauksia päästäkseen käsiksi luvattomaan tietoon. Hyök-
kääjä voi saada näin pääsyn toisten käyttäjien salaisiin tietoihin [OWA13].
Riskin hyväksikäyttö on suhteellisen helppoa (kuva 11). Hyökkääjä, joka
on järjestelmän valtuutettu käyttäjä, yksinkertaisesti muuttaa jotain para-
metria saadakseen pääsyn johonkin järjestelmän osaan, johon häntä ei ole
valtuutettu.
Kuva 11: Turvaton suora objektiviittaus [OWA13].
Seuraava esimerkki havainnollistaa tätä ongelmaa. Sovellus käyttää vah-
vistamattomia tietoja SQL-kutsussa, jonka avulla päästään tilitietoihin:
String query = "SELECT * FROM accts WHERE account = ?";
PreparedStatement pstmt =
connection.prepareStatement(query , ... );
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pstmt.setString( 1, request.getParameter("acct"));
ResultSet results = pstmt.executeQuery( );
Hyökkääjä muokkaa acct-parametria selaimessa lähettääkseen haluaman-
sa tilinumeron. Jos tätä ei tarkasteta, hyökkääjä voi saada tietoonsa kenen
tahansa käyttäjän tilitietoja.
http://example.com/app/accountInfo?acct=notmyacct
Toisessa esimerkissä on käytössä haavoittuva sähköpostisovellus. Hyök-
kääjä havaitsee, että hänen account-parametrinsa arvo on 2345:
https://myWebmail.fi/user?account=2345
Hyökkääjä muuttaa parametrin läheiseen arvoon ja näkee uhrin tiedot:
?account=2346
3.2.5 A5 — Tietoturvan virheellinen konfigurointi
Hyvä turvallisuustaso vaatii, että sovellukselle, kehyksille, sovelluspalveli-
mille, verkkopalvelimille ja tietokannoille on määritelty ja otettu käyttöön
turvallisuuskonfiguraatiot. Turvallisuusmääritykset pitää olla määriteltyinä,
implementoituna ja ylläpidettyinä [OWA13]. Lisäksi ohjelmisto kannattaa
pitää ajan tasalla. Jos tätä kaikkea ei ole tehty, hyökkääjällä on mahdollista
päästä helposti käsiksi tileihin, käyttämättömille sivuille ja suojaamattomiin
tiedostoihin ja kansioihin. Näin hän voi saada käyttöönsä luvatonta tietoa
järjestelmästä.
Kuten kuva 12 kertoo, haavoittuvuus on laajalle levinnyt ongelma, ja sen
hyödyntäminen on olla helppoa. Moniin järjestelmiin on jäänyt epähuomiossa
oletuskäyttäjätilejä, päivittämättömiä vikoja ja suojaamattomia tiedostoja
sekä hakemistoja. Virheellisiä konfigurointeja on tosin helppo havaita.
Kuva 12: Tietoturvan virheellinen konfigurointi [OWA13].
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Havainnollistetaan haavoittuvuutta huonosti asennetun sovelluspalveli-
men avulla [OWA13]. Oletetaan, että eräässä järjestelmässä sovelluspalveli-
men hallintakonsoli asennetaan automaattisesti, eikä sitä poisteta. Oletus-
käyttäjätilejäkään ei muuteta. Hyökkääjä tuntee sovelluspalvelimen hyvin ja
löytää standardin mukaiset ylläpitäjän sivut. Hän kirjautuu sisään oletus-
tunnuksilla ja ottaa palvelimen haltuunsa.
Sovelluspalvelimen mukana tulee oheisohjelmistoa, joita ei poisteta lo-
pullisesta tuotantoversiosta. Näillä sovelluksilla voi olla joitain tunnettuja
tietoturva-aukkoja, joita hyödyntämällä hyökkääjä voi murtautua palvelimel-
le.
Sama sovelluspalvelin sallii ajonaikaisen virheen seurauksena muodostetun
raportin näkymisen käyttäjälle. Raportti paljastaa hyökkääjälle järjestelmän
piileviä haavoittuvuuksia. Virheviestien ylimääräiset tiedot tarjoavat usein
hyökkääjille mahdollisuuden löytää tietoturva-aukkoja.
3.2.6 A6 – Arkaluontoisen tiedon julkistaminen
Monet verkkosovellukset eivät turvaa oikeaoppisesti arkaluonteista tietoa, ku-
ten luottokortti- tai autentikointitietoja. Hyökkääjät voivat varastaa tai muut-
taa heikosti suojattua tietoa luottotietohuijausten tai identiteettivarkauksien
toivossa [OWA13]. Arkaluontoinen tieto vaatii ylimääräistä suojausta ja
erityisiä varotoimenpiteitä, kun sitä siirretään selaimen välityksellä.
Arkaluontoisen tiedon julkistaminen liittyy osittain kuljetuskerroksen
SSL/TLS-protokollan (Secure Socket Layer ja Transport Layer Security)
käyttöön (tai käytön laiminlyömiseen). SSL/TLS on ylivoimaisesti laajimmin
käytössä oleva turvallisuusprotokolla maailmassa, ja käytännössä jokainen
kaupallinen verkkoselain ja palvelin tukee SSL/TLS:ää käyttäviä transak-
tioita. Sen keskeinen päämäärä on tarjota yksityisyyttä ja tiedon eheyttä
kahden kommunikoivan osapuolen välillä. Toinen arkaluontoisen tiedon jul-
kistamiseen liittyvä osa-alue on heikko kryptografia. Tietoa ei välttämättä
ole suojattu kryptografisesti, tai käytetty salausalgoritmi on liian heikko
[OWA14f].
Haavoittuvuuden hyödynnettävyys on vaikeaa (kuva 13). Hyökkääjät
eivät tavallisesti murra kryptausta suoraan. Sen sijaan he voivat varastaa
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avaimia tai tehdä esimerkiksi mies välissä -hyökkäyksiä. Onnistuessaan haa-
voittuvuuden vakavuus on kuitenkin suuri, koska tällöin monesti kaikki tieto
paljastuu kertarysäyksellä [OWA13]. Hyvin usein mediassa uutisoidut tieto-
turvamurrot liittyvät salasanojen varastamiseen joltain suurelta palvelulta.
Vakavimmissa tapauksissa vuotaneita tietoja on ollut miljoonia. Tyypillisiä
tapauksia ovat myös terveystietojen, yksityisten tietojen ja luottokorttinu-
meroiden paljastumiset.
Kuva 13: Arkaluontoisen tiedon julkistaminen [OWA13].
Esimerkkitapauksessa sovellus salaa luottokorttinumeroita tietokantaan
käyttäen automaattista tietokannan salausta, ja haettaessa tietoa salaus
puretaan myös automaattisesti. SQL-injektiohaavoittuvuus antaa mahdolli-
suuden luottokorttinumeroiden hakemiseen selväkielisenä. Järjestelmän olisi
pitänyt salata luottokorttinumerot julkisella avaimella ja sovellusten pitäisi
pystyä purkamaan ne ainoastaan yksityisellä avaimella.
Kuvitellaan, että sivusto ei käytä SSL:ää sivujen autentikointiin. Tämä
ei ole mitenkään tavatonta nykypäivänäkään. Hyökkääjä tarkkailee verkkolii-
kennettä ja varastaa käyttäjän istunnon evästeen. Sen jälkeen hän kaappaa
käyttäjän istunnon kyseisen evästeen avulla, ja näin hyökkääjällä on pääsy
yksityiseen tietoon.
3.2.7 A7 – Puuttuva funktiotason pääsyvalvonta
Puuttuvan funktiotason pääsyvalvonnassa on kyse hyökkääjän pääsystä sel-
laisiin sovelluksen osiin tai toiminnallisuuksiin, joihin hänen ei ole tarkoitettu
pääsevän [OWA13]. Useimmat verkkosovellukset varmistavat funktiotason
pääsyoikeudet ennen kuin toiminnallisuus tuodaan näkyväksi käyttöliittymäs-
sä. Sovellusten pitää kuitenkin tehdä samanlaiset kulunvalvontatarkistukset
palvelintasolla, kun toimintoon yritetään päästä käsiksi. Jos pyyntöjä ei
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varmenneta, hyökkääjä voi väärentää sellaisen päästääkseen käsiksi toimin-
nallisuuteen ilman lupaa.
Kuva 14 kertoo, että tämän haavoittuvuuden hyödynnettävyys on help-
poa [OWA13]. Hyökkääjä, joka on valtuutettu järjestelmän käyttäjä, voi
testata pääsyä yksityisiin funktioihin helposti muuttamalla URLia tai jon-
kun etuoikeutetun funktion parametria. Seuraava esimerkki havainnollistaa
tätä. Hyökkääjä testaa selaimella URLeja. Seuraavat URLit vaativat auten-
tikoinnin. Admin_getappInfo-sivu vaatii myös ylläpitäjän oikeudet pääsyn
saamiseksi:
http://example.com/app/getappInfo
http://example.com/app/admin_getappInfo
Kuva 14: Puuttuva funktiotason pääsyvalvonta [OWA13].
Jos luvaton käyttäjä saa pääsyn kummallekaan sivulle, jossain on ta-
pahtunut virhe. Virhe on tapahtunut myös, jos luvallinen käyttäjä, jolla ei
ole ylläpitäjän oikeuksia, pääsee admin_getappInfo-sivulle. Tämän ansiosta
hyökkääjä voi päästä muille huonosti suojelluille ylläpitäjäsivuille. Yleensä
juuri ylläpidolliset toiminnallisuudet ovat tämän tyyppisten hyökkäysten
kohteena [OWA13]. Tämä liittyy juuri Du et. al esittämään asynkronisen
mallin ongelmaan verkkosovelluksissa (esiteltiin luvussa 2) [DJT+11].
3.2.8 A8 – Puutteellinen pyynnön alkuperän tarkistus (CSRF)
Pyyntöhuijauksessa (Cross-site Request Forgery, CSRF) on kyse pyynnön
alkuperän puutteellisesta tarkistuksesta [OWA13]. Sisäänkirjautuneen uhrin
käyttäjän selain pakotetaan lähettämään väärennetty HTTP-pyyntö ja tieto
kirjautumisesta haavoittuvalle verkkosovellukselle. Tämän ansiosta hyök-
kääjä voi pakottaa uhrin selaimen generoimaan pyyntöjä, joita haavoittuva
31
sovellus luulee oikeellisiksi pyynnöiksi uhrin puolelta. Pyyntöhuijauksessa
hyökkääjä lähettää sovellukseen kirjautuneelle käyttäjälle esimerkiksi säh-
köpostissa väärennetyn linkin, joka ohjaa käyttäjän selaimen suorittamaan
hyökkääjän määräämän toiminnon käyttäjän valtuuksilla. Kutsu voidaan pii-
lottaa käyttäjältä esimerkiksi kuvaelementin tai lomakkeen sisään sivustolla,
ja näin tämä kaikki on mahdollista tehdä hänen tietämättä asiasta mitään.
CSRF on XSS:n tavoin tiedon luotettavuuteen liittyvä haavoittuvuus
[DJT+11]. CSRF-hyökkäykset voidaan jakaa kahteen pääkategoriaan, hei-
jastuneisiin (reflected) ja tallennettuihin (stored). Tallennetussa CSRF:ssä
hyökkääjä suorittaa hyökkäyksen kohdesivujen verkkotunnuksesta, kun taas
heijastetussa hyökkäyksessä hyökkäys laukaistaan eri verkkotunnuksesta. Tal-
lennetussa CSRF-hyökkäyksessä hyökkääjän pitää tehdä lähetyksiä, johon
hän sisällyttää haitallisen linkin. Hän voi myös suorittaa XSS-hyökkäyksen
sivulle, jossa XMLHTTPRequest-olio suorittaa hyökkäyksen automaattisesti
käyttäjän saapuessa. Heijastetussa hyökkäyksessä hyökkääjän tarvitsee sisäl-
lyttää haitallinen linkki omalle sivulleen, ja hänen pitää huijata käyttäjää
painamaan sitä (tai vaihtoehtoisesti XMLHTTPRequest:n avulla hyökkäys
tehdään automaattisesti, kun käyttäjä vierailee sivulla) [LZR+09].
Kuva 15 näyttää esimerkin CSRF-hyökkäyksestä. Siinä näytetään kuin-
ka POST-pyynnöt voidaan väärentää lomakkeen avulla [CZR+11]. Tässä
tapauksessa pankin CSRF-haavoittuvuus johtuu pääasiassa oletuksesta, että
selain on vain käyttäjän apulainen, ja että mikä tahansa selaimen lähettä-
mä HTTP-pyyntö vastaa käyttäjän tarkoitusta. Lisäksi verkkosivu ei voi
varmistaa aidon ja väärennetyn pyynnön eroa, koska kaikki evästeet ja tun-
nistetiedot (credentials) ovat käytössä sekä aidon että väärennetyn pyynnön
lähettämisen yhtydessä. Pankin verkkosivusto tarvitsee CSRF-suojausta, kos-
ka se sisältää sivun käyttäjän autentikointiin. Lisäksi se käyttää lomakkeen
lähetystä ja URLeja arkaluontoisen tiedon lähetyksiin.
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Kuva 15: Yleinen CSRF-hyökkäys [CZR+11].
Uhri on kijautuneena pankin sivuille (www.bank.com), ja hän vierailee
samalla hyökkääjän sivustolla (www.attacker.com). Hän täyttää hyökkääjän
sivulla lomakkeen, ja sen mukana olevaan väärennettyyn pyyntöön sisältyy
automaattisesti uhrin istuntoinformaatiota. Näin lomakkeiden ja URLien
lähetyksen (POST tai GET) yhteydessä hyökkääjä voi suorittaa luvattoman
transaktion [CZR+11].
CSRF-hyökkäykset ovat yleisiä, mutta ne ovat melko helposti löydettä-
vissä (kuva 16). Hyökkääjä pystyy onnistuessaan tekemään mitä tahansa
operaatioita, joita uhri kykenee tekemään (tilin päivittäminen, ostosten teke-
minen, sisään- ja uloskirjautuminen), joten vaikutukset voivat olla vakavia.
Kuva 16: Cross-Site Request Forgery [OWA13].
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3.2.9 A9 – Tunnettuja virheitä sisältävien komponenttien käyttö
Kirjastojen, kehysten ja muiden ohjelmistomoduulien kaltaisia komponent-
teja ajetaan lähes aina täysillä oikeuksilla [OWA13]. Haavoittuvaisen kom-
ponentin hyväksikäyttö mahdollistaa vakavan tietovuodon tai palvelimen
haltuunoton. Tunnettujen haavoittuvuuksien esiintyminen komponenteissa
heikentää sovelluksen puolustuskykyä monia erilaisia hyökkäyksiä vastaan.
Kaupallisten ja avoimen lähdekoodin komponenttien haavoittuvuuksien
tunnistaminen voi olla toisinaan hankalaa, koska niitä ei välttämättä ole
raportoitu mihinkään keskitettyyn paikkaan. CVE:n ja NVD:n kaltaiset
sivustot ovat parantaneet tätä ongelmaa. Haavoittuvuusraportit eivät välttä-
mättä määritä tarkasti komponentin versioiden ovat haavoittuvuuksia, ja
kaikki kirjastot eivät käytä selkeää numerointia.
Tunnettuja virheitä sisältävien komponenttien käytön haavoittuvuut-
ta voidaan havainnollistaa hyvin seuraavan kahden komponentin avulla
[OWA13]. Niitä ladattiin yhteensä 22 miljoonaa kertaa vuonna 2011. Apache
CFX Authentication Bypass on palvelukehys, jonka vanhemmissa versioissa
hyökkääjien oli mahdollista käynnistää web service lähettämällä otsake SOAP
Action String-osalla, joka oli yhteensopimaton sanoman rungon kanssa.
Avoimen lähdekoodin Spring-sovelluskehyksessä on haavoittuvuus, joka
voi johtaa ulkopuolisen koodin suoritamiseen [OWA13, Son12]. Expression
Language-implementaation väärinkäyttö Springissä mahdollisti halutun koo-
din suorituksen ja näin koko palvelimen haltuunoton. Jokainen näitä haavoit-
tuvaisia kirjastoja käyttävä sovellus on altis hyökkäyksille, koska komponentti
on suoraan sovelluksen käyttäjien käytettävissä.
Haavoittuneiden komponenttien havaittavuus on vaikeaa, kuten kuva 17
kertoo. OWASP Top 10 –listauksessa haavoittuvuus on itse asiassa mainittu
kaikkein vaikeimmaksi. Se on myös hyvin laajalle levinnyt, ja käytännöllisesti
katsoen joka sovelluksessa on haavoittuvia komponentteja, koska komponent-
tien ja kirjastojen ajantasaisuuteen ei usein kiinnitetä tarpeeksi huomiota
[OWA13]. Monessa tapauksessa kehittäjät eivät tunne kaikkia käyttämiään
komponentteja.
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Kuva 17: Tunnettuja virheitä sisältävien komponenttien käyttö [OWA13].
3.2.10 A10 – Varmistamattomat uudelleenohjaukset
Viimeisenä haavoittuvuutena OWASP Top 10 -listauksessa on varmistamatto-
mat uudelleenohjaukset, jotka voidaan jakaa kahteen kategoriaan. Redirect-
ohjauksissa on kyse selaimen uudelleenohjauksista, joissa hyökkäys lähetetään
uhrille verkkosivun tai sähköpostin avulla. Kun uhri painaa linkkiä, hänet oh-
jataan hyökkääjän sivulle. Forward-tyyppisissä selaimen uudelleenohjauksissa
hyökkäys lähetetään verkkosivulle, johon hyökkääjällä on pääsy [OWA13].
Sovellus hyväksyy pyynnön, ja hyökkääjä pääsee tunnistautuneena aukto-
risoimattomalle sivulle kulunvalvonnan ohi. Uudelleenohjauksissa voidaan
siis käyttää epäluotettavaa tietoa kohdesivujen päättelyyn. Ilman kunnon
validointia hyökkääjä voi ohjata uhrin phishing- tai malware-sivustolle tai
yrittää saada luvattoman yhteyden sivulle.
Uudelleenohjausten haavoittuvuus on laitettu listan viimeiseksi, koska
se ei ole kovin yleinen (kuva 18) [OWA13]. Lisäksi sen havaittavuus on
helppoa. Hyökkäyksen onnistuessa vaikutus voi kuitenkin olla melko vakava.
Kulunvalvonnan ohituksen lisäksi vaarana voi olla salasanojen ja muun
arkaluontoisen tiedon paljastuminen.
Kuva 18: Varmistamattomat uudelleenohjaukset [OWA13].
Ensimmäisessä esimerkissä sovelluksella on sivu, jonka nimi on ”redi-
rect.jsp”. Sivu ottaa url-nimisen parametrin. Hyökkääjä työstää pahantahtoi-
sen URLin, joka ohjaa käyttäjät sivulle, jossa heille asennetaan haitallisia
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ohjelmia:
http://www.example.com/redirect.jsp?url=evil.com
Toisessa esimerkissä sovellus käyttää sisäisiä ohjauksia reitittääkseen
pyyntöjä eri osien välillä sivustolla. Jotkut sivut käyttävät parametria osoit-
taakseen mihin käyttäjä lähetetään, jos transaktio on onnistunut. Tässä
tapauksessa hyökkääjä tekee URLin, joka ohittaa sovelluksen kulunvalvonta-
tarkistuksen ja ohjaa hänet luvattomasti alueelle, josta löytyy hallinnollisia
toiminnallisuuksia:
http://www.example.com/boring.jsp?fwd=admin.jsp
Varmistamattomat uudelleenohjaukset on rikkoutuneen käyttäjän tunnis-
tamisen ja istonnonhallinnan haavoittuvuuden (A2) tapaan istunnon eheyteen
liittyvä ongelma [DJT+11]. Moni OWASP Top 10 -listauksen haavoittu-
vuuksista voidaan liittää Du et. al esittämiin luotettavan tietojenkäsittelyn
puutteisiin, joten siltä osin väite tilattoman luonteen ikävistä vaikutuksista
Internetin tietoturvaongelmiin saa tukea.
3.3 OWASPin muita projekteja
OWASP ylläpitää Top 10-projektin lisäksi monia muita tietoturvaprojekteja.
Projektit jakaantuvat kolmeen kategoriaan: tietoturvatyökaluihin, koodikir-
jastoihin ja dokumentoituihin ohjeistuksiin (johon OWASP Top 10 kuuluu).
Esittelen seuraavaksi joitakin pitkälle vietyjä lippulaivaprojekteja.
Yksi tunnetuimmista projekteista on OWASP Zed Attack Proxy -projekti.
Zed Attack Proxy (ZAP tai Zaproxy) on integroitu työkalu haavoittuvuuk-
sien löytämiseen penetraatiotestauksella [OWA14e]. ZAP on suunniteltu
helppokäyttöisyyttä silmällä pitäen, eikä se vaadi laajaa tietoturvaosaamista.
Täten se on hyvä työkalu esimerkiksi ohjelmistosuunnittelijoille, joilla ei ole
kokemusta penetraatiotestauksesta. Toisaalta se tarjoaa monipuolisesti eri-
laisia toiminnallisuuksia, joten kokeneetkin testaajat voivat hyötyä suuresti
sen käytöstä.
ZAP tarjoaa aktiivisia ja passiivisia skannereita turvallisuusaukkojen
löytämiseksi [OWA14e]. Aktiivinen skannaus pyrkii etsimään potentiaalisia
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haavoittuvuuksia suorittamalla tiedettyjä hyökkäyksiä valittuihin kohteisiin
(l. sovelluksiin, joiden skannaukseen on saatu ennakkoon lupa!). Sen avulla
voi kuitenkin löytää vain tietyn tyyppisiä aukkoja. Loogisia haavoittuvuuksia,
kuten rikkoutunutta kulunvalvontaa, sillä ei kyetä havaitsemaan. Passiivinen
skanneri ainoastaan tutkii pyyntöjä ja vastauksia tekemättä niihin muu-
toksia, ja se pystyy tämän pohjalta havaitsemaan joitakin epäkohtia. Se
on käynnissä taustalla omassa säikeessään jatkuvasti. Passiivisen skannerin
käyttö on turvallista millä tahansa verkkosivulla, koska se ei suorita mitään
hyökkäyksiä.
ZAPia voidaan käyttää passiivisen skannerin avulla kuvan 19 tapaan
vastaanottavana välityspalvelimena, jonka avulla käyttäjä voi nähdä verkkoso-
vellukselle tehdyt pyynnöt ja siltä tulleet vastaukset. ZAPissa on mahdollista
käyttää ns. pysäytyspisteitä (engl. break point), joiden avulla pyyntöjä ja
vastauksia voidaan muuttaa lennossa.
Kuva 19: ZAP välityspalvelimena.
ZAPissa on hämähäkkejä (engl. spider), joita käytetään uusien resurssien
(URL) automaattisessa etsinnässä. Niiden avulla voidaan esimerkiksi etsiä
käyttäjältä piilotettuja tai huomaamatta jääneistä sivuja [OWA14e]. Hämä-
häkki aloittaa listaamalla vierailtavat URLit. Se vierailee näillä URLeilla,
tunnistaa kaikki sivun hyperlinkit ja lisää ne vierailtavien URL:ien listaan.
Prosessi etenee rekursiivisesti niin kauan kuin uusia resursseja löytyy. ZAP
näyttää potentiaaliset haavoittuvuudet hälytyksinä käyttöliittymällä. Häly-
tyksen merkkinä on lippu. Punainen lippu on korkean prioriteetin vaarallinen
hälytys, joihin esimerkiksi injektiohyökkäykset kuuluvat.
ZAPissa on myös paljon muita ominaisuuksia testauksen helpottamiseksi.
Työkalun yhteyteen on mahdollista asentaa laajennoksia, joilla ominaisuuksia
voidaan lisätä.
WebGoat on OWASPin ylläpitämä tahallisesti turvaton verkkosovellus.
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Tämä työkalu on suunniteltu havainnollistamaan tyypillisimpiä turvallisuus-
vikoja sovelluksissa. Tavoitteena on ollut luoda interaktiivinen opetusym-
päristö verkkosovellusten turvallisuusasioiden käsittelyyn. Sovelluksessa on
useita oppitunteja liittyen eri turvallisuusuhkiin, kuten XSS-hyökkäyksiin
ja SQL-injektioihin. Turvallisuusammattilaiset tarvitsevat usein haavoittu-
vaisen alustan työkalujen testaukseen, jotta voitaisiin varmistua, että ne
toimivat oikein. WebGoat tarjoaa tähän turvallisen ja laillisen ympäristön.
Sovellus tarjoaa testausalustan tyypilliseen turvallisuusarviointiin. Arvioi-
jalle annetaan sama määrä informaatiota ja samat oikeudet kuin tyypillisellä
verkkosovelluksen asiakkaalla. Testaus on musta laatikko –testausta, eli läh-
dekoodia ei anneta suoraan sovelluksen yhteydessä (se on tosin ladattavissa
ja tarkasteltavissa verkon kautta). WebGoatin opetusnäkökulman vuoksi
sovellus paljastaa sellaista informaatiota, jota ei tyypillisesti ole tarjolla.
WebScarab on OWASPin laatima kehys HTTP- ja HTTPS–protokollia
kommunikointiin käyttävien sovellusten analysointiin [OWA14d]. Se on tehty
Javalla, joten se on siirrettävissä monelle eri alustalle. Yleisesti sitä käytetään
vastaanottavana välityspalvelimena, jolloin selaimen ja palvelimen välisiä
pyyntöjä ja vastauksia voidaan tarkkailla ja muokata ennen kuin ne saapuvat
kohteeseensa.
OWASP on käynnistänyt WebScarab NG–projektin (Next Generation),
joka on kokonaan uudelleenkirjoitettu versio vanhasta WebScarabista. Projek-
tin tarkoitus on tehdä sovelluksesta käyttäjäystävällisempi. Lisäksi istuntoin-
formaatio tallennetaan uudessa versiossa tietokantaan tuhansien yksittäisten
tiedostojen sijasta. Tämä helpottaa levytilan käyttöä ja tietojen arkistointia.
OWASP on laatinut työkaluja eritysesti CSRF-hyökkäyksiä varten. OWASP
CSRF Tester on työkalu, jolla kehittäjät voivat etsiä CSRF-vikoja sovel-
luksistaan. Työkalu tunnistaa GET- ja POST-pyynnöt, joita selain tuottaa
suorittaessaan toiminnallisuuksia. CSRF-vikoja voidaan paikallistaa muutta-
malla työkalulla suorituksen aikana käytettyjä parametreja. Tulokset voidaan
tuottaa HTML-raportteina.
CSRF:n estämiseksi jokaiseen HTTP-pyyntöön voidaan lisätä satunnai-
nen tunniste [OWA14c]. Näiden tunnisteiden pitäisi olla uniikkeja vähintään
yhden istunnon ajan. OWASP on tehnyt CSRFGuard-kirjaston, jolla voi-
daan automaattisesti lisätä niitä Java EE-, .NET- tai PHP-sovelluksiin.
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OWASP CSRFGuardin vastuulla on varmistaa tunnisteen mukanaolo HTTP-
pyynnössä ja sen oikeellisuus. Jokainen pyynnön lähetys ilman asianmukaista
muuttujaa tulkitaan CSRF-hyökkäykseksi, jonka jälkeen se hylätään. Ennen
hylkäystä CSRFGuard voidaan konfiguroida tekemään tiettyjä toimenpiteitä,
kuten tallentaa pyynnön tietoja lokiin. Käyttäjä voidaan myös ohjata jollekin
tietylle sivulle hylkäyksen yhteydessä.
OWASP Enterprise Security API (ESAPI) on verkkosovellusten tieto-
turvatarkastusten kirjasto. ESAPI-kirjastot on suunniteltu helpottamaan
ohjelmoijia sisällyttämään jälkikäteen tietoturvaa sovelluksiin. Toki myös uu-
den sovelluksen kehityksen yhteyteen ne soveltuvat hyvin. Projektin ideana
on ollut sovellusten tietoturvan laatimisen yksinkertaistaminen kehittäjille.
Sovellusten tietoturva on monimutkainen ja laaja osa-alue, jota monet ke-
hittäjät eivät välttämättä hallitse. ESAPI-kirjastoja on Javalle, .NETille,
Pythonille ja PHP:lle. Java-versiota on päivitetty viime vuosina kohtuullisen
useasti, kun taas muut versiot ovat jääneet pienemmälle huomiolle. ESA-
PIn ovat ottaneet käyttöön verkkosovelluksissaan muun muassa American
Express ja Apache Foundation.
OWASP Application Security Verification Standard Project (ASVS) on
projekti, jonka tavoitteena on ollut tarjota pohja ja standardi sovelluksen tur-
vatarkastusten testaukseen [OWA14b]. Kehittäjät ja sovelluksen omistajat
voivat käyttää ASVS:n ohjeistuksia mittapuuna arvioidessaan verkkosovel-
luksen luotettavuutta. Se tarjoaa kehittäjille apua tietoturvatarkastusten
laatimisessa, jotta sovelluksen tietoturvavaatimukset saadaan täytetyksi.
OWASPilla on myös paljon muita projekteja; joitakin ylläpidetään pa-
remmalla menestyksellä kuin toisia. Yhteensä projekteja on yli 140, ja uusia
perustetaan lähes viikottain.
4 OWASP TOP 10:n hyödyntäminen tutkitussa
yrityksessä
Tässä luvussa selvitetään, miten yrityksen projekteissa on huomioitu OWASP
Top 10:n turvallisuusnäkökohdat sekä OWASPin työkalujen käyttö. OWASP
Top 10 on pääosin otettu hyvin vastaan, mutta pientä kritiikkiäkin sitä
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kohtaan löytyy.
4.1 OWASP-kartoitus
OWASPin turvallisuusnäkökohtien käyttöä kartoitettiin tutkitussa yritykses-
sä alla olevalla kyselyllä, joka lähetettiin erään yksikön projektien sisäisille
yhteyshenkilöille. Kartoitus tehtiin sähköpostikyselyn muodossa.
Kysymykset:
1. Onko OWASP Top 10 -testaus otettu osaksi projektiasi?
2. Mitkä OWASP Top 10:ssa listatut turvallisuusriskit on huomioitu
projektissasi? (Vastaa tähän ja seuraavaan, vaikka OWASP Top 10 ei
olisi osana projektia)
3. Jos kaikkia ei ole otettu mukaan riskikartoitukseen, miksi osa on jätetty
pois?
4. Onko ZAP:ia (Zed Attack Proxy) tai muita OWASP -työkaluja hyö-
dynnetty projektissasi?
5. Puuttuuko OWASP Top 10:stä mielestäsi joku olennainen näkökulma,
tai olisiko siinä mielestäsi jotain parannettavaa?
Kyselyyn oli liitetty pieni selonteko Top 10:n haavoittuvuuksista. Kyse-
lyyn osallistui 10 projektia yksikön sisältä. Projektien yhteyshenkilöt olivat
projektipäälliköitä, arkkitehtejä ja testaajia.
Kuten kuva 20 osoittaa, hieman yli puolet (60%) projekteista oli ottanut
käyttöönsä OWASP Top 10:n osaksi turvallisuustestausta. OWASP on siis
saavuttanut kohtuullisesti suosiota yrityksen sisällä. OWASPin tarjoamat
työkalut ovat sen sijaan olleet paljon vähäisemmässä käytössä. Ainoastaan
kahdessa projektissa niitä oli hyödynnetty edes jossain määrin.
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Kuva 20: OWASP Top 10:n ja OWASPin työkalujen käyttö yksikön sisällä.
OWASP Top 10 on tullut tällä vuosikymmenellä yhä tunnetummaksi
käsitteeksi, ja se näkyy tutkitussa yrityksessäkin. Vaikka kyselyn otanta ei
ole kovin suuri, voidaan huomata selkeä ero Top 10 -listauksen ja OWASPin
työkalujen käytössä. Luonnollisesti OWASPin työkaluja käyttäneet kaksi
projektia olivat myös ottaneet käyttöön OWASP Top 10:n turvallisuustes-
taukseensa. Tässä varmasti näkyy OWASP Top 10:n selkeys ja tietynlainen
helppous. Top 10 –listaus on selkeästi dokumentoitu kokonaisuus, jonka jokai-
seen haavoittuvuuteen on annettu hyvä selonteko ja jonkinlainen ohjeistus.
Työkalujen käytön kynnys voi sen sijaan olla suurempi. Monilla hen-
kilöillä voi olla ennestään kokemusta jostakin toisesta testaustyökalusta,
jota on helpompi suosia. Osa OWASP Top 10:tä tietoturvatestauksessa
hyödyntäneistä projekteista tosin mainitsi, että mahdollisesti tulevaisuudes-
sa OWASPin työkaluja saatetaan ottaa käyttöön. Vastausten perusteella
näyttää siis siltä, että OWASP Top 10 on otettu käyttöön muun tietoturva-
testauksen oheen osaksi toteutusta, mutta ei kovin syvällisellä tasolla. Näin
myös OWASP–työkaluihin tutustuminen on jäänyt pois. Projekteissa käy-
tettyjä OWASPin työkaluja olivat ZAP (yhdessä projektissa) ja WebScarab
(yhdessä projektissa).
Vaikka yrityksen sisällä OWASPin työkalut eivät näytä olevan laajassa
käytössä, niiden tunnettavuus on kuitenkin kasvanut maailmanlaajuisesti,
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ja esimerkiksi Toolswatch.orgin äänestyksessä ZAP valittiin vuoden 2013
parhaaksi turvallisuustyökaluksi [Too13]. Suosion myötä työkalujen käyttö
varmasti lisääntyy.
Kyselyssä kysyttiin myös tarkemmin OWASP Top 10:n kunkin kohdan
huomioonottamista turvallisuustestauksessa. Kuva 21 näyttää tulokset (seit-
semän vastasi tähän kysymykseen myönteisesti, ja näistä yksi ei ollut ottanut
OWASP Top 10:tä käyttöönsä omaan projektiinsa).
Kuva 21: OWASP Top 10:n haavoittuvuuksien huomioiminen.
Moni oli ottanut kaikki haavoittuvuudet mukaan kartoitukseen. OWASP
Top 10 -listaushan on laadittu tärkeysjärjestykseen A1:stä eteenpäin, joten
oli mielenkiintoista nähdä, onko haavoittuvuuden vakavuustasolla merkitystä
sen huomioonottamisen kanssa. Pientä eroa on havaittavissa listan häntäpään
(A8-A10) ja kaikkein vaarallisimpien haavoittuvuuksien välillä. Otanta on
tosin melko pieni, ja erot ovat kuitenkin vähäisiä.
Injektio (A1) sekä Rikkoutunut käyttäjän tunnistaminen ja istunnon-
hallinta (A2) on ainakin pyritty ottamaan kartoitukseen projekteissa. Näin
on myös puuttuvan funktiotason pääsyvalvonnan (A7) kohdalla. Yleensä
jos jokin haavoittuvuus oli jätetty pois, syynä oli ollut sovelluksen luontee-
seen liittyvä asia. Esimerkiksi Arkaluontoisen tiedon julkistaminen (A6) oli
saatettu jättää pois, koska arkaluontoista dataa ei tallenneta järjestelmään.
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4.2 Kritiikki OWASP Top 10:tä kohtaan
Suuri osa kyselyyn osallistujista ei löytänyt OWASP Top 10:stä sen suurem-
paa moitteen sijaa. Jotain kritiikkiä kuitenkin löytyi listausta kohtaan, ja
niitä on syytä käsitellä tarkemmin.
Toiveena oli, että OWASP Top 10 julkaistaisiin vuosittain. Tähän men-
nessähän listaus on päivitetty aina kolmen vuoden välein vuodesta 2004
lähtien. OWASP antaa julkaisusyklille kolme syytä. Ensinnäkin vaikka tur-
vallisuusasiat muuttuvat melko nopeasti, Top 10:n haavoittuvuudet eivät
muutu merkittävästi yhden vuoden aikana. OWASP katsoo, että vuosittai-
nen julkaisu olisi liikaa. Listauksen päivittäminen vaatii paljon työtä, joten
kolmen vuoden välin on katsottu olevan hyvää tasapainoilua tuottamisen
vaivannäön ja muutosten määrän välillä. Lisäksi jos listaus päivitettäisiin
vuosittain, jokaisen sitä hyödyntävän pitäisi mukautua muutokseen myös
vuosittain.
Luvussa 3 selvitettiin vuoden 2010 ja 2013 listauksen eroja. Erot eivät ole
näiden välillä kovinkaan radikaaleja. Seitsemän kappaletta vuoden 2010 haa-
voittuvuuksista löytyy myös uudemmasta versiosta, joskin joidenkin järjestys
on hieman muuttunut. Muutoksia on tapahtunut, kun haavoittuvuuksia on
yhdistetty toisiinsa, ja niitä on jossain määrin laajennettu.
Otetaan vielä vertailun vuoksi tarkasteluun OWASPin ensimmäinen lis-
taus vuodelta 2004, ja verrataan sitä vuoden 2013 listaukseen. Listauksen
melko pitkän elinkaaren aikana kolme haavoittuvuutta on pysynyt sellaise-
naan: Rikkoutunut käyttäjän tunnistaminen ja istunnonhallinta, Verkkosivun
rakenne ei toimi (XSS) sekä Injektio. Joitakin haavoittuvuuksia on pudonnut
pois vuosien varrella, kuten Puskurin ylivuodot (OWASP Top 10 2004, A5
Buffer Overflows), mutta jotkut haavoittuvuudet on lisätty uusien kokonai-
suuksien osiksi. Esimerkiksi vuoden 2004 haavoittuvuus Turvaton varastointi
(Insecure Storage) on osana vuoden 2013 listausta haavoittuvuudessa A6 –
Arkaluontoisen tiedon julkistaminen. Näiden erojen valossa kolmen vuoden
väli vaikuttaa sopivalta.
OWASP Top 10 ei välttämättä palvele kaikkia, koska se keskittyy verkko-
maailmaan. Yksi projekti mainitsi tästä asiasta. Jos sovellus ei käytä selainta
tai edes HTTP-protokollaa, OWASP Top 10 ei ole sellaisenaan sovellettavissa.
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OWASP ylläpitää myös mobiilisovelluksien haavoittuvuuksiin keskittyvää
listaa (OWASP Mobile Security Project), jota ei käsitellä tässä tutkielmassa.
Yksi kyselyyn osallistunut toivoi listaukseen näkökulmaa haavoittuvuuk-
sista, jotka ovat tahallisesti järjestelmään tehtyjä ominaisuuksia (tai kyseessä
on muuten vain tiedossa oleva ominaisuus). Näissä tapauksissa asia tie-
dostetaan sekä asiakkaan että projektin puolella, mutta haavoittuvuuden
poistamisen ei katsota olevan vaivan arvoista.
Infosec Islandin jäsen, Rohit Sethi, kritisoi artikkelissaan OWASP Top
10:tä. Hänen mielestään Top 10 –listauksen turvallisuusuhat eivät vertaudu
selkeästi vaatimuksiin [Set13]. Hän ottaa esimerkiksi haavoittuvuuden A2 –
Rikkoutunut käyttäjän tunnistaminen ja istunnonhallinta. Sethin mielestä
haavoittuvuus A2 on oikeastaan laaja luokka haavoittuvuuksia. Vastakohta-
na hän mainitsee Cross Site Scriptingin, jonka kohdalla tiedetään tarkalleen
mitä pitää etsiä. A2:n piiriin Sethi mainitsee kolme hyvin yleistä haavoit-
tuvuutta: 1) Onko salasanojen kanssa käytetty tarkistussummia (hash) ja
suolamerkkijonoa (salt)? 2) Onko salasanat salattu riittävän hyvin siirron
aikana? 3) Onko unohtuneen salasanan mekanismit suojattu hyökkäyksiä
vastaan?
Myös moniin tiettyihin teknologioihin liittyy spesifisiä uhkia, joita A2 ei
erittele. Sethin kokemuksen mukaan monet organisaatiot testaavat vain pientä
osajoukkoa uhkia, ja sen jälkeen he julistavat arvioineensa A2:n tarkasti.
OWASP on tiedostanut tämän, ja se ylläpitää kehitysohjetta Application
Security Verification Standard –projektin (ASVS) muodossa, mutta Sethin
mukaan se saa vain vähän huomiota verrattuna Top 10 –projektiin [Set13].
Tiettyjen haavoittuvuuksien laajuuden lisäksi Sethi näkee OWASP Top
10:ssä myös toisen selvän epäkohdan. Hänen mielestään se nimittäin jät-
tää kokonaan huomioimatta joidenkin tiettyjen sovellusten hyvin vakavat
turvallisuusuhat. Esimerkkinä hän mainitsee Ruby on Railsin, jonka yh-
teydessä esiintyy Mass Assignment –haavoittuvuutta. Mass Assignment -
haavoittuvuudella tarkoitetaan Ruby on Railsin Mass Assignment -toiminnon
väärinkäyttöä, jossa tietokantaa päivitetään automaattisesti käyttäjän anta-
mien parametrien perusteella. Päivitys tapahtuu myös niiden kenttien osalta,
joita ei ollut tarkoitus päivittää [Nix14]. Sethi on huolissaan, että OWASP
Top 10:tä mittatikkunaan käyttävät organisaatiot saattavat jättää tämän
44
kaltaiset uhat huomiotta, koska ne puuttuvat listauksesta. Hän tosin mainit-
see lopuksi, että OWASP Top 10 on loistava työkalu turvallisuustietoisuuden
parantamiseksi, mutta se ei hänen mielestään voi olla korvikkeena erityisesti
räätälöidyille turvallisuusvaatimuksille [Set13].
Sethin kritiikissä on kieltämättä hyviä näkökohtia. Toisaalta OWASP ei
mainostakaan Top 10:tä minään kaiken kattavana ohjenuorana. Sen pääta-
voitteena on valistaa kehittäjiä, suunnittelijoita, arkkitehtejä, projektipäälli-
köitä ja organisaatioita suurimmista verkkosovellusten turvallisuusuhista ja
niiden seurauksista. Top 10 tarjoaa perinteisiä tekniikoita ongelma-alueiden
torjuntaan, ja antaa ohjeistusta jatkoa ajatellen. OWASP Top 10 (tai mikään
muukaan OWASPin projekti) ei ole mikään hopealuoti. Sethin huolenaihe
on eittämättä, että tietoturvatestauksen taso laskee, kun listauksen avulla
sovelluksen uhat käydään läpi liian ylimalkaisesti.
Sethin kritiikki OWASP Top 10 -listauksen laajoista käsitteistä koskee
A2:n lisäksi ainakin haavoittuvuutta A6 eli arkaluontoisen tiedon julkistamis-
ta. Se on joukko haavoittuvuuksia, johon SSL/TLS ja kryptografia sisältyy
suurempina kokonaisuuksina. Kun lähdetään tekemään listausta yleisistä
Internetin haavoittuvuuksista, ei voida mennä kovin spesifisiin menetelmiin,
kuten Ruby on Railsiin. Jos OWASP Top 10 otetaan käyttöön projektissa,
sen haavoittuvuuksien ympärille voidaan rakentaa tarkempia yksityiskohtia
oman ympäristön ja tarpeiden mukaan.
5 OWASP Top 10:n liittäminen osaksi tutkitun
yrityksen Core Process Model -kehystä
OWASP Top 10 ja sen haavoittuvuuksien testauksen liitetään tutkittavan
yrityksen prosessikehykseen. Top 10:n haavoittuvuuksien estämiseen ja tes-
taamiseen on monenlaisia keinoja. ZAP soveltuu monessa tapauksessa testaa-
misen työkaluksi. Se on liitettävissä osaksi sovelluksen paketointia, ja näin
OWASP-testaus voidaan automatisoida käyttäen apuna jatkuvan integraa-
tion työkalua.
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5.1 Palvelu osana tutkitun yrityksen Core Process Model -
kehystä
Tutkitun yrityksen Core Process Model (CPM) on prosessikehys yhtiön
operatiivisille prosesseille. Kuvassa 22 näkyy CPM kaaviona. Se koostuu
Strategy & Management -prosessista, kahdesta ydinprosessista ja kuudesta
tukevasta prosessista.
Kuva 22: Tutkitun yrityksen Core Process Model.
Kuvassa 23 esitetty Projectized Services Process on toisen ydinprosessin
osa, johon OWASP-testaus on liitettävissä. Sen tehtävänä on tuottaa onnis-
tuneesti asiakkaalle tuotteita korkealla asiakastyytyväisyydellä ja halutulla
laadulla. Prosessi koostuu kahdesta aliprosessista, projektinhallinnasta ja
ohjelmistokehityksestä. Turvallisuuskriittisille projekteille on olemassa lisäksi
moduuli, joka selventää sovellettavia tietoturvavaatimuksia ja käytäntöjä.
Palvelu sisältää OWASP Top 10:n haavoittuvuuksien esittelyn sekä keinot
niiden torjumiseen. Lisäksi se sisältää ohjeet ZAPin liittämiseksi sovelluksen
paketoinnin yhteyteen. ZAP ei yksin tähän pysty, joten tätä tarkoitusta
varten palveluun on valittu tiettyjä avustavia ohjelmistoja. Nämä ohjelmistot
esitellään myöhemmin tässä luvussa. Näitä käsitteitä kutsutaan tässä tutkiel-
massa OWASP-testaukseksi. Palvelun yhdistelmä tarjoaa yhden menetelmän
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Kuva 23: Projectized Services Process.
ZAPin ja OWASP-testauksen yhdistämiseksi osaksi paketointia.
OWASP-osuus liitetään Project Management -prosessin Project Planning -
osioon. Lisäksi Secure Software Development -osioon tulee lisäyksiä. Palvelun
sisältämä OWASP Top 10:n haavoittuvuuksien esittely ja keinot niiden
estämiseen ja testaamiseen sisällytetään Project Planning -osioon sekä Secure
Software Development -osioon. Paketointivaiheeseen liitettävä automatisoitu
OWASP-testaus liitetään Secure Software Development -osioon. Mikä tahansa
projekti voi ottaa palvelun osaksi tietoturvatestaustaan, mikäli se sopii
projektin luonteeseen.
Palveluun valitut ohjelmistot ovat kaikki laajasti käytössä ympäri maail-
maa, ja niitä päivitetään usein. Nämä seikat olivatkin ratkaisevia kriteerejä
niiden valintaprosessissa. Kaikki palveluun valitut ovat myös vapaan lähde-
koodin ohjelmistoja, koska näin vältytään lisenssimaksuilta. ZAP on valittu
palveluun samasta syystä kuin muutkin ohjelmistot. Se on OWASPin lip-
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pulaivaprojekti, jota on päivitetty sen syntyajoista lähtien aktiivisesti. Sen
on tehokas ja monipuolinen tietoturvatyökalu, ja se toimii hyvin yhdessä
OWASP Top 10 -listauksen testauksen kanssa.
5.2 OWASP Top 10:n haavoittuvuuksien estäminen ja tes-
taaminen
Käydään seuraavaksi läpi keinoja OWASP Top 10 -listauksen haavoittuvuuk-
sien torjumiseksi. Kappaleessa pohditaan myös menetelmiä haavoittuvuuk-
sien testaamiseen sovelluksessa. Tutkitulle yritykselle tehtävä palvelu sisältää
OWASP Top 10 -listauksen haavoittuvuuksien esittelyn sekä suositukset
niiden torjumiseen. Pohditaan kuitenkin aluksi menetelmien ja työkalujen
valinnan tärkeyttä.
Kappaleessa esitetään haavoittuvuuksien löytämiseen ja testaamiseen
suosituksia erilaisista testimenetelmistä ja testaustyökaluista. Oikean me-
netelmän ja työkalun löytäminen on tärkeää, jotta haavoittuvuuksia jäisi
huomaamatta mahdollisimman vähän. Ajatellaan esimerkiksi kahta erilaista
menetelmää, penetraatiotestausta ja staattista koodin analysointia. Kum-
mankin menetelmän avuksi on laadittu lukuisia eri työkaluja. Kummallakin
on omat heikkoutensa.
Kuten luvussa 2 mainittiin, penetraatiotestauksessa testataan käynnis-
sä olevaa sovellusta. Penetraatiotestauksen työkalut tutkivat käytännössä
ainoastaan sovelluksen tulostuksia haavoittuvuuksien tunnistamiseksi. So-
velluksen sisäisen näkyvyyden puute on menetelmän heikkous. Koodin ana-
lysoinnin heikkous on koodin monimutkaisuus ja ajonaikaisten virheiden
huono tunnistaminen. Kuvassa 24 näkyy Antunesin ja Vieiran tutkimuksen
tulos, jossa verrataan suosittujen penetraatiotestaustyökalujen ja staattisen
analyysin työkalujen tehokkuutta SQL-injektioita vastaan [AV09]. Vertailun
penetraatiotyökaluiksi valittiin HP WebInspect, IBM Rational AppScan,
Acunetix Web Vulnerability Scanner ja eräs prototyyppityökalu, joka on
kehitetty Coimbran yliopistossa (työkalut on merkitty VS1-VS4 satunnaises-
sa järjestyksessä). Koodinanalysointityökaluiksi oli valittu FindBugs, Yasca
(Yet Another Source Code Analyzer) ja IntelliJ IDEA (työkalut on merkitty
SA1-SA3 satunnaisessa järjestyksessä).
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Kuva 24: Penetraatiotestaus vs. staattinen koodin analyysi SQL-
injektiohaavoittuvuuksien tunnistamisessa [AV09].
Tulokset näyttävät, että koodin analysointityökalut löytävät tyypillisesti
kattavammin SQL-injektiohaavoittuvuuksia kuin penetraatiotestaustyöka-
lut [AV09]. Vääriä hälytyksiä löytyy molempien menetelmien tuloksista,
mutta koodin analyysissä niitä esiintyy selvästi enemmän. Havainnolliste-
taan eroavaisuuksia kahden koodiesimerkin avulla. Alla olevassa esimerkin
1 tapauksessa penetraatiotestaustyökalulla ei ole mahdollista havaita SQL-
haavoittuvuutta, koska metodi ei palauta mitään ja SQL-kysely ei mene
poikkeukseen haavoittuuden osalta. Koodin analysointityökalulla haavoittu-
vuus voidaan sen sijaan löytää helposti.
Esimerkki 1:
public void operation(String str) {
try {
String sql =
"DELETE FROM table WHERE id=’" + str + "’";
statement.executeUpdate(sql);
}
catch (SQLException se) {}
}
Esimerkki 2 näyttää tyypillisen tapauksen, jossa koodin analysointityö-
kalu havaitsee haavoittuvuuden, jota ei todellisuudessa ole. Rakennettu
SQL-kysely täyttää injektion merkit, mutta tässä tapauksessa syöte verifioi-
daan parseIntin avulla, joka tuottaa RunTimeException-poikkeuksen, jos
käytetään muuta kuin kokonaislukua. Penetraatiotestaustyökalu ei ilmoita
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tässä tapauksessa haavoittuvuudesta [AV09].
Esimerkki 2:
public void operation(String str) {
int i = Integer.parseInt(str);
try {
String sql =
"DELETE FROM table WHERE id=’" + str + "’";
statement.executeUpdate(sql);
}
catch (SQLException se) {}
}
Tutkimuksen olennainen havainto on, että erilaiset testaustyökalut löy-
tävät erilaisia haavoittuvuuksia samasta koodista. Tutkimus näyttää myös,
että eri menetelmien ja työkalujen heikkouksien vuoksi niiden yhdistäminen
on kannattavaa, jotta haavoittuvuuksien tunnistaminen tehostuu. Kehit-
täjien täytyy osata arvioida ja verrata eri työkaluja, jotta voidaan löytää
parhaiten soveltuva ratkaisu omaan tarkoitukseen [AV09]. Erilaiset automa-
tisoidut työkalut auttavat löytämään ongelmia, ja useimpien OWASP Top
10:n haavoittuvuuksien yhteyteen on mahdollista nimetä varteenotettavia
vaihtoehtoja.
Injektiohaavoittuvuuksien (A1) estämiseksi on erotettava epäluotetta-
va tieto komennosta tai kyselystä. On suositeltavaa käyttää käännettäviä
lauseita (engl. prepared statements) tai tallennettuja proseduureja (engl.
stored procedures). Käännettävät lauseita on helppo käyttää, ja ne toimivat
hyvin samalla tavalla useimmissa nykyään käytetyissä verkkoteknologioissa.
Kuten luvussa 3 mainittiin, injektioiden hyödynnettävyys on helppoa. Niiden
estäminen on usein myös helppoa, sillä näillä kahdella menetelmällä voi-
daan jo tehokkaasti torjua injektiohyökkäyksiä. Käännettävässä lauseessa on
kysymysmerkillä merkittyjä parametreja, joille annetaan suoritusvaiheessa
arvoja:
String query = ”INSERT INTO ASIAKAS (nimi, osoite, email)
VALUES (?, ?, ?)”;
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Tallennetuissa proseduureissa koodin suoritus on niinikään dynaamis-
ta. Ne ovat SQL-aliohjelmia, joita ainoastaan oikeutetut sovellukset voivat
käyttää:
declare @sql nvarchar(255)
set @sql = ’SELECT * FROM ASIAKAS WHERE nimi = + @nimi + ’
exec sp_executesql @sql
Tieto on syytä siivota ennen sen välitystä tulkille. Tämä voidaan toteuttaa
nk. valkolistauksella (engl. whitelisting), jossa vain ennalta hyväksyttävät
syötteet käsitellään. Valitettavasti kaiken tiedon siivoaminen ei aina ole
mahdollista, sillä sovellus saattaa vaatia toimiakseen joidenkin vaarallisten
merkkien hyväksymistä. OWASPin ESAPI sisältää Validator-kirjaston, jossa
on syötteen validointirutiineja valkolistauksen avuksi.
Käyttäjän syötteen erikoismerkkien escape-käsittely tulostettaessa on suo-
tavaa varsinkin, jos käännettävien lauseiden tai tallennettujen proseduurien
käytön katsotaan rikkovan sovelluksen toimintaa ja vaikuttavan suoritusky-
kyyn [OWA14f]. OWASP ESAPI tarjoaa myös tähän valmiin kirjaston, joka
sisältää useita escape-rutiineja.
Tietokanta kannattaa injektiohaavoittuvuuksien minimoimiseksi suojata
hyvin käyttöoikeuksilla ja viite-eheysmäärityksillä. Jokaiselle tietokannan
käyttäjälle pitää antaa vain ne oikeudet, jotka hän tarvitsee, eikä yhtään
enempää [OWA14f]. Useiden lausekkeiden suorittaminen yhdessä haussa
kannattaa estää kannan piirteillä, jos tämä on mahdollista.
Kuten Antunesin ja Vieiran tutkimus osoittaa, koodin tarkastaminen on
nopea ja tarkka menetelmä injektioiden testaamiseen. Tarkastamisen apuna
voidaan käyttää eri analysointityökaluja, kuten FindBugsia tai OWASPin
Lapse+:aa [AV09, MMK+14]. FindBugs on avoimen lähdekoodin ohjelma,
joka etsii bugeja Java-ohjelmien byte-koodista staattisella analyysilla. Se
on saatavilla erillisenä versiona tai liitännäisenä esimerkiksi Eclipseen tai
Jenkinsiin. FindBugs on yksi suosituimmista koodin analysointityökaluista.
OWASPin ZAP soveltuu myös hyvin injektioiden testaamiseen.
Penetraatiotestaajat voivat tunnistaa mahdollisia injektiohaavoittuvuuk-
sia tekemällä hyökkäyksiä. SQL-injektiossa koodiin lisätään joko osittainen
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tai kokonainen SQL-kysely syötteen kautta. Hyökkäys onnistuu vain syntak-
tisesti oikealla SQL-kyselyllä, ja sen teko helpottuu, jos väärien kyselyiden
aiheuttamat virheviestit antavat paljon informaatiota käyttäjälle [MMK+14].
SQL-injektioiden testaajan on hyvä tietää milloin sovellus on vuorovaikutuk-
sessa tietokantapalvelimen kanssa tietoa haettaessa. Tyypillisiä tapauksia
ovat autentikointilomakkeet, joissa kredentiaalit tarkistetaan mahdollisesti
vasten tietokantaa, joka sisältää käyttäjätunnukset ja salasanat. Hakukoneis-
sa annettavaa merkkijonoa voidaan käyttää SQL-kyselyssä, joka hakee tietoa
tietokannasta. Verkkokaupoissa tuotteet ja niiden tiedot on todennäköisesti
tallennettu tietokantaan.
Penetraatiotestaajan kannattaa tehdä lista kaikista syötekentistä, joi-
den arvoja saatetaan käyttää SQL-kyselyn muodostamiseen. Tähän kuu-
luu myös POST-pyyntöjen piilotetut kentät. Listan kohtia testataan yksi-
tellen kajoamalla syötteen avulla kyselyyn yrittäen saada aikaan virheitä
[MMK+14]. Kappaleen 3.2.1 esimerkissä on nähtävillä hyvin tyypillinen SQL-
injektiohyökkäys. LDAP- ja XPath-injektioita voidaan testata hyvin samaan
tapaan kuin SQL-injektioita [OWA13].
Kun käyttäjän tunnistaminen ja istunnonhallinta (A2) rikkoutuu, to-
dennäköisesti käyttäjätietoja tai istuntotunnistetta ei ole suojattu kunnolla.
Käyttäjätunnusta ja salasanaa ei mahdollisesti ole salattu tallennettaes-
sa. Käyttäjän tilinhallintaan liittyvät toiminnallisuudet, kuten tilin luonti
tai salasanan vaihto, saattavat olla niin heikkoja, että käyttäjätiedot ovat
arvattavissa.
Kappaleessa 2 puitiin tilattomuuden ongelmaa verkkosovelluksissa. Se
heijastuu hyvin rikkoutuneen käyttäjän tunnistamisen ja istunnonhallinnan
haavoittuvuuteen, sillä HTTP on tilaton protokolla. Tästä syystä valtuutus-
tietojen eli kredentiaalien täytyy olla mukana jokaisessa kutsussa. Salasanoja,
istuntotunnisteita ja muita käyttäjätietoja ei kannata lähettää käyttäen salaa-
mattomia yhteyksiä, ja käytännössä niiden pitää olla aina SSL/TLS-salattuja
[OWA13]. Tämä on olennaista etenkin kirjautumissivulla, koska ilman sa-
lausta hyökkääjä voi muokata kirjaumislomakkeen toimintoja aiheuttaen
käyttäjätietojen lähetyksen mielivaltaiseen paikkaan. Jos SSL/TLS-salausta
ei ole käytetty kirjautumissivun jälkeisillä autentikoiduilla sivuilla, hyök-
kääjä voi tarkastella salaamatonta istuntotunnistetta vaarantaen käyttäjän
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istunnon [OWA14f].
Autentikointisivuston pitää olla yksinkertainen, keskitetty ja standardoi-
tu [OWA14f]. OWASP suosittelee ESAPIn Authenticator-rajapintaluokkaa
pohjaksi yksinkertaiseen autentikointiin. Uloskirjautumisen kohdalla kannat-
taa tarkistaa, että istunto ja kaikki siihen liittyvä tieto todella tuhotaan.
Istuntotunnisteen aikakatkaisun ja autentikoinnin tunnisteen (erityisesti
single sign-onin tapauksessa) poistamisen pitää toimia uloskirjautumisen
yhteydessä.
Autentikoinnin ja istunnonhallinnan turvallisuuden takaamiseksi on tär-
keintä tietää, onko istunnon tunnus kunnollisesti suojattu [OWA13, OWA14f].
Tunnus ei ole suojattu, jos autentikointitietoja ei suojata salaamalla, tai jos
tietoja voi arvata tai ylikirjoittaa heikkojen tilinhallintatoimintojen vuoksi
(esimerkiksi tilin luonti tai salasanan vaihto). Istuntotunnus voi olla liian
avoin URLissa (URLin uudelleenkirjoittaminen), tai se lähetetään salasanojen
ja muiden tietojen lisäksi pitkin salaamattomia yhteyksiä.
On erittäin tärkeää, että sovelluksessa käytettävät salasanat ovat riittä-
vän vahvoja [OWA14f]. Pitkät salasanat mahdollistavat monimutkaisempia
yhdistelmien tekoa. Sovelluksen kannattaa lisäksi käyttää monimutkaisia
sääntöjä salasanojen luontiin. Nämä vähentävät helposti arvattavien salasa-
nojen määrää.
Rikkoutunutta käyttäjän tunnistamista ja istunnonhallintaa voidaan
testata monilla työkaluilla. Autentikointia voidaan testata tutkimalla HTTP-
liikennettä, ja tähän soveltuu luvussa 3 esitetty WebScarab [OWA14d]. Is-
tunnonhallintaa kannattaa testata ZAPilla [OWA14e]. WebScarab soveltuu
myös hyvin istunnonhallinnan testaamiseen istuntofiksaatioiden osalta. Is-
tuntofiksaatiossa hyökkääjä saa uhrin käyttämään hyökkääjän luomaa istun-
totunnistetta [OWA14a].
XSS-hyökkäysten (A3) esto auttaa myös käyttäjän tunnistamiseen ja
istunnonhallintaan kohdistuvien hyökkäysten torjumista, sillä XSS-haavoittu-
vuuksia hyödyntämällä on mahdollista kaapata istuntotunnisteita. Tämän
haavoittuvuuden estäminen esitetään seuraavaksi.
XSS-haavoittuvuuksia on melkein jokaisessa verkkosovelluksessa. Palve-
lintason suojaus ei riitä suojaamaan XSS-haavoittuvuuksilta [LX14]. Pa-
hantahtoiset skriptit ajetaan selaimessa, eikä palvelin pysty ennakoimaan
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sovelluksen ajonaikaista käyttäytymistä. Selaimissa on lisäksi pieniä eroa-
vaisuuksia, joita hyödyntämällä voidaan välttää palvelinpuolen suojausta.
DOM-pohjaisia XSS-hyökkäysten skriptejä ei edes lähetetä palvelimelle as-
ti. Tarvitaan siis palvelimen ja asiakkaan välistä yhteistyötä hyökkäysten
torjuntaan.
XSS-haavoittuvuuksilta voidaan suojautua käyttämällä valkolistausmene-
telmää, jossa vain hyväksyttävät syötteet ja parametrit käsitellään. Tämä ei
kuitenkaan tarjoa täydellistä suojausta, koska sovelluksen syötteissä edellyte-
tään monesti tiettyjen erikoismerkkien sallimista. Menetelmällä kannattaa
validoida mahdollisuuksien mukaan ainakin tiedon pituutta, merkkejä ja
formaattia ennen sen hyväksymistä [OWA13]. On suositeltavaa käyttää po-
sitiivista turvallisuuskäytäntöä, joka kertoo mikä on sallittua. Negatiivinen
turvallisuukskäytäntö on liian työlästä ylläpitää, ja se on todennäköisesti
aina puutteellinen [ATB+11].
Yksi perussääntö XSS-haavoittuvuuksien eliminoimisessa on käyttäjän
syötteen liittämisen kieltäminen HTML-sivulle, koska kaikkien mahdollisten
erikoismerkkien käsittelyt eli escape-käsittelyt olisi liian työlästä toteuttaa.
Jos käyttäjän epäluotettavia syötteitä kuitenkin pitää laittaa HTML:ään,
niille pitää tehdä asianmukaiset käsittelyt [OWA13, OWA14f]. Tämä koskee
HTML-runkoa, attribuutteja, JavaScript-koodia, CSS:ää ja URLeja.
Tehtäessä erikoismerkkien käsittelyä HTML-runkoon käännös kannattaa
suorittaa alla esitetyillä tavoilla [ATB+11, OWA14f]:
& --> &amp;
< --> &lt;
> --> &gt;
" --> &quot;
’ --> &#x27;
/ --> &#x2F;
( --> &#40;
) --> &#41;
# --> &#35;
On huomiotavaa, että yllä esitetty listaus ei ole mitenkään kaikenkattava.
Syötettä lisättäessä HTML-attribuutin sisälle erikoismerkit kannattaa laittaa
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muotoon &#xhh;, jotta arvoa ei voida katkaista [OWA14f]. Dynaamisesti ge-
neroidun JavaScript-koodin tapauksessa on huomioitava, että on JavaScript-
funktioita, joihin ei koskaan voi turvallisesti käyttää epäluotettavaa syötettä
(käsiteltynäkään). JavaScriptin tapauksessa sallittu tilanne on lainausmer-
keillä rajattu ja escape-käsitelty (JavaScript) merkkijonodata. Tällaisia ovat
merkkijonot metodikutsuissa ja muuttujan arvoa asetettaessa. Tähän kuuluu
myös merkkijono lainausmerkeillä rajatussa HTML-tapahtumakäsittelijässä.
Eri kohdissa HTML-dokumenttia on siis erilaisia koodaussääntöjä. Ohessa
on esitetty joitakin esimerkkejä paikoista HTML:ssä:
ESCAPE=Erikoismerkkien käsittely ennen asettamista
HTML-runko:
<body>...ESCAPE...</body>
Attribuutit:
<div attr=’...ESCAPE...’>content</div>
JavaScript:
<script>alert(’...ESCAPE...’)</script>
CSS:
<style>selector { property : ...ESCAPE...; } </style>
URL:
<a href="http://www.somesite.com?test=...ESCAPE...">link</a >
CSS:n tapauksessa arvon syöttäminen escape-käsittelynä on mahdollista,
mutta sitä ei pidä syöttää URL-valitsimille tai selainkohtaisille valitsimille
kuten behavior tai -moz-binding [OWA14f]. URLien kohdalla käsitellään
parametri eikä koko osoitetta.
Automaattisilla työkaluilla voidaan löytää XSS-haavoittuvuuksia [OWA13].
ZAP soveltuu hyvin XSS-haavoittuvuuksien testaamiseen. Automaattisessa
testauksessa on kuitenkin omat ongelmansa varsinkin silloin, kun HTML-
sivun sisältöä muokataan JavaScript-koodilla. Microsoft Silverlightin ja Ado-
be Flashin kaltaiset verkko-ohjelmointiympäristöt vaikeuttavat myös tilannet-
ta. Ajaxin kaltaiset verkkosovelluskehityksen tekniikat hankaloittavat myös
XSS-haavoittuvuuksien löytymistä automaatiotestauksella. Niinpä sen lisäksi
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haavoittuvuuksia kannattaa etsiä automatisoinnin lisäksi myös penetraatio-
testauksella ja koodin katselmoinnilla.
Turvattomien objektiviittausten (A4) välttäminen vaatii, että jokainen
käyttäjän saatavilla oleva objekti turvataan. Asiakkaalle ei saa laittaa suoria
viittauksia tunnisteisiin ja tiedostonimiin, vaan ne on korvattava salatulla
sisällöllä, jonka arvo varmennetaan palvelimella. Vaihtoehtoisesti on käy-
tettävä käyttäjä- tai istuntokohtaisia epäsuoria viittauksia, jotka puretaan
palvelimessa ja tarkistetaan, että oikeudet ovat kunnossa. OWASP ESAPI
tarjoaa esimerkkitoteutuksen, jolla kehittäjät voivat eliminoida suoria objek-
tiviittauksia [OWA13]. Seuraavassa esimerkissä on näytetty väärä ja oikea
tapa tehdä viittauksia:
Väärä:
http://sovellus?tiedosto=esimerkkiraportti.xlsx
Oikea:
http://sovellus?tiedosto=1468a80b27b59ff7f8950c731468fb60ae9a3
Väärä:
http://sovellus?id=1234
Oikea:
http://sovellus?id=8baed5314667c3589ea5b9f151948631611c05ba
Epäluotettavasta lähteestä tulevat suorat objektiviittaukset pitää validoi-
da. On tarkistettava, että syöte on oikean muotoinen. Lisäksi pitää varmentaa,
että käyttäjällä on oikeudet kyseiseen objektiin.
Automatisoidut työkalut toimivat huonosti suoria objektiviittauksia testa-
tessa, koska ne eivät tunnista helposti mikä on turvallista ja mikä turvatonta.
Parempi vaihtoehto on käyttää koodin katselmointia, jossa verifioidaan kaik-
kien objektiviittausten turvallisuus [OWA13, OWA14f]. Suorissa viittauksissa
rajallisiin resursseihin on tarkistettava auktorisoinnin varmistus. Epäsuorissa
viittauksissa varmistetaan, että sovellus osaa rajata niihin liittyvät suorat
viittaukset käyttäjälle sallittuihin arvoihin.
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Viittauksia kannattaa testata myös musta laatikko -testauksella. Tällöin
testaaja kartoittaa sovelluksen kaikki paikat, joissa syötteissä viitataan suo-
riin objekteihin. Sen jälkeen hän muokkaa suorissa viittauksissa käytettävien
parametrien arvoja, ja näin nähdään mahdolliset luvattomat pääsyt muiden
käyttäjien tietoihin [MMK+14]. Useamman testaajan käyttö tehostaa viit-
tausten tutkimista, koska yksi käyttäjä voi suoraan kokeilla toisen omistamia
objekteja, eikä nimiä tarvitse arvailla.
Ilman toistettavaa ja yhdenmukaista prosessia sovellustason tietoturva-
asetuksille järjestelmä on alttiimpi tietotuvan virheellisille konfiguroinneille
(A5). Kehitys-, testi- ja tuotantoympäristö kannattaa konfiguroida aina sa-
malla tavalla käyttäen eri salasanaa kuhunkin ympäristöön. Järjestelmän
päivityksille on hyvä ylläpitää jonkinlaista prosessia, jolla varmistetaan uusien
ohjelmistopäivitysten asentaminen niiden ilmestyessä [OWA13]. Tasaisin
väliajoin tehtävä kartoitus ja auditointi auttaa estämään virheellisiä konfigu-
rointeja tulevaisuudessa.
Konfiguroinnin ylimääräiset piirteet kannattaa poistaa. Lisäksi vaihtoeh-
toisia piirteitä ei kannata konfiguroida ennakkoon. Nämä koskevat esimerkiksi
oikeuksien jakamista joka puolella järjestelmää. Virhekäsittely on syytä hoi-
taa niin, että virheilmoitukset eivät näy käyttäjälle [OWA13, OWA14f].
Palvelimen hallintakonsoli on myös turvattava. Kehittäjien ja ylläpitäjien on
yhteistyössä varmistettava, että konfiguraatiot tehdään oikein.
Tietokannan asetuksissa kantayhteyden käyttäjätunnuksella kannattaa
olla minimioikeudet [OWA13, OWA14f]. Tavallisille käyttäjille ja ylläpitäjälle
käytetään eri yhteyksiä, ja molemmat salataan. Jos halutaan välttyä suorilta
tauluviittauksilta, voidaan käyttää näkymiä tai tallennettuja proseduureja.
Tietokantapalvelin on syytä pitää erillisessä verkossa.
Haavoittuvuutta testataan tutkimalla mahdollisia vanhentuneita ohjel-
mistoja. Tämä koskee käyttöjärjestelmää, sovelluspalvelinta, tietokantaa ja
kaikkia koodikirjastoja. Turhia ominaisuuksia pitää osata havaita sivuilta,
palveluista, oikeuksista, porteista sekä tileiltä. Automaattisilla skannereilla
on mahdollista tunnistaa puuttuvia päivityksiä, vääriä konfiguraatioita ja
turhia palveluita. Myös oletustilien ja niiden salasanojen voimassaolo pitää
tunnistaa.
Yksi suositeltava työkalu haavoittuvuuden testaamiseen on OpenVAS
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(The Open Vulnerability Assessment System) [Ope14]. Se on avoimen läh-
dekoodin skanneri, jolla voidaan löytää palvelimilta, palomuureista ja kuun-
televista palveluista virheellisiä konfiguraatioita ja yleisiä haavoittuvuuksia.
Arkaluontoisen tiedon julkistamisen (A6) haavoittuvuuteen liittyy lähei-
sesti kryptografia ja SSL-salaus. Haavoittuvuuden piiriin kuuluu runsaasti
osa-alueita, mutta seuraavat asiat täytyy minimissään tehdä. Kaikki arka-
luontoinen tieto pitää salata tallennuspaikassa ja liikennöitäessä. Tietoa ei
pidä tallentaa, jos sen tallentaminen ei ole välttämätöntä, sillä tietoa jota ei
ole ei myöskään voida varastaa.
Käytettävän salausalgoritmin täytyy olla julkisesti hyväksytty ja vahva
[OWA13]. Symmetrisessä salauksessa tämä tarkoittaa vähintään 128 bittiä ja
asymmetrisessä 2048 bittiä pitkää avainta [OWA14f]. Hyviä julkisen avaimen
salausalgoritmeja ovat esimerkiksi AES ja RSA. SHA-256 (tai parempi) on
hyvä hajautusalgoritmi. Heikkoja algoritmeja, kuten esimerkiksi MD5:ttä
tai SHA1:stä, ei ole suotavaa käyttää. Kaikki salausavaimet pitää suojata
luvattomilta pääsyiltä. Kun salasanoja tallennetaan, on suositeltavaa käyttää
vartavasten niiden turvaamiseen tarkoitettua valmista moduulia.
Autocomplete-määritys on syytä poistaa arkaluontoista tietoa keräävil-
tä lomakkeilta. Autocompleten avulla selain täydentää arvoja käyttäjän
antamien aiempien arvojen avulla. Kätkömuistin (engl. cache) käyttö kan-
nattaa poistaa arkaluontoista tietoa kerääviltä sivuilta [OWA14f, OWA13].
Arkaluontoisen tiedon selväkielisiä versioita ei saa säilyttää.
Arkaluontoisen tiedon julkistamista on testattava yhteistyössä kehittä-
jän kanssa tutkimalla tietokannan sisältöä ja sen käsittelyä. Salasanojen,
luottokorttitietojen, terveystietojen ja muun suojeltavan tiedon kohdalla
on tarkistettava, onko sitä tallennettu selväkielisenä. Myös selväkielisenä
lähettämistä täytyy tutkia. Salatun liikenteen testaamisessa keskitytään käy-
tettyihin algoritmeihin. On selvitettävä onko järjestelmässä käytössä vanhoja
tai heikkoja kryptografisia algoritmeja. Avainten hallinnointia ja kiertoa kan-
nattaa tutkia [OWA14f, OWA13]. ZAP soveltuu autocomplete-määritysten
etsimiseen.
Sovellukset eivät aina suojaa funktioita kunnolla. Puuttuvan funktiota-
son pääsyvalvonnan (A7) estäminen onnistuu hyvin, jos kaikkiin pyyntöihin
asetetaan oletuksena kielto. Näin jokaiselle funktiolle pitää erikseen myöntää
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oikeudet. Periaatteena on siis antaa vain tarvittavat oikeudet eikä yhtään
enempää. Pääsyvalvontaan kannattaa käyttää valmista kehystä, jossa voi-
daan määritellä oikeudet käyttäjäryhmien kautta [OWA13]. Esimerkkinä
mainittakoon Spring Security. Oikeuksien toiminta pitää varmistaa erityisesti
kutsuketjussa.
Yleisenä ohjeena voidaan sanoa, että vaikka sovellus ei näytä linkke-
jä ja painikkeita luvattomiin funktioihin esityskerroksella, ne eivät silti ole
turvassa. Tarkistukset pitää toteuttaa myös käsittelijällä ja liiketoimintalogii-
kassa. Sovelluksen funktiotason pääsyvalvonnan puutteet selviävät parhaiten
verifioimalla sen jokaisen funktion.
Koodin analysoinnilla voidaan tutkia pääsyvalvontatoteutusta. Tällöin
kannattaa etsiä yksi etuoikeutettu pyyntö, jonka jälkeen koodia seuraamal-
la ja samanaikaisesti varmistamalla saadaan auktorisointimalli. Sen jälkeen
voidaan etsiä koodista tilannetta, jossa mallia ei ole käytetty [OWA13]. Sovel-
lusta voidaan myös käydä läpi etuoikeutetulla roolilla välityspalvelinta apuna
käyttäen. Tämän jälkeen käydään samoilla sivuilla vähemmän etuoikeutetul-
la roolilla. Näiden kahden testin palvelimelta saatuja vastauksia verrataan,
ja jos ne ovat samanlaisia, haavoittuvuuden esiintyminen on todennäköistä.
Automatisoiduilla työkaluilla on vaikeaa löytää funktiotason pääsyval-
vonnan puutteita [OWA13]. URL-osoitteiden testaaminen on toisaalta osit-
tain automatisoitavissa. OpenVASin avulla on mahdollista löytää epäkohtia
[Lam13].
CSRF-hyökkäyksiä (A8) voidaan estää liittämällä HTTP-pyyntöön sa-
tunnainen tunniste [LX14, OWA13]. Sen avulla sovellus voi ylläpitää saman
lähteen käytäntöä. Tunnisteen pitää olla uniikki vähintään yhden istunnon
ajan. Se kannattaa sisällyttää piilotettuun kenttään, jolloin se lähetetään
HTTP-pyynnön rungossa. Tunnisteen voi liittää myös URLiin itsessään tai
sen parametriksi, mutta tällä tavalla se paljastuu helpommin hyökkääjälle.
Kappaleessa 3 esitellyn OWASPin CSRFGuard-suodattimen avulla tunnis-
teita voidaan liittää automaattisesti Java EE-, .NET- ja PHP-sovelluksiin
[OWA14c]. OWASP ESAPIssa on myös metodeja, joiden avulla kehittäjät
voivat estää CSRF-haavoittuvuuksia.
CSRF-hyökkäyksiä voidaan estää myös ilman satunnaista tunnistetta.
Eräs keino niiden välttämiseksi on tarkastaa HTTP-viittaus (engl. referer
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tai referrer), jonka avulla selain kertoo, minkä sivun kautta kyseiselle sivulle
on tultu. Kentän avulla verkkosovellus voi hyväksyä pyyntöjä vain valideilta
verkkotunnuksilta. Käytössä on siis valkolistausmenetelmä, jossa on sallittuja
URLeja [TKK12]. Tämä on suosittu menetelmä CSRF-haavoittuvuuden
ehkäisemiseksi erityisesti sulautetuissa verkkolaitteissa, koska se ei vaadi
käyttäjäkohtaista tilaa [OWA14f]. Näin ollen viittauksen hyödyntäminen on
hyödyllistä, kun muistia on käytössä rajallisesti.
HTTP-viittauksen tarkastamisella voidaan estää joitain CSRF-hyökkäyk-
siä, mutta ei kaikkia [OWA14f]. Se ei siis ole yhtä tehokas menetelmä
kuin esimerkiksi tunnisteen käyttäminen. Jotkut organisaatiot tai selain-
työkalut saattavat poistaa viittauksen tiedonsuojelun vuoksi. Viittauksen
tarkistuksissa on myös yleisiä toteutusvirheitä, kuten esimerkiksi HTTPS-
verkkotunnuksesta lähtöisin olevan hyökkääjän tapauksessa, jolloin viittaus
jätetään pois. Lisäksi XSS-hyökkäyksillä voidaan kiertää HTTP-viittauksen
tarkistus.
CSRF:ää vastaan toimii tehokkaasti haaste-vastaus-menetelmä (eng.
challenge-response), jossa yksi osapuoli esittää kysymyksen, johon toisen on
vastattava [OWA14f]. Tällaisia ovat esimerkiksi CAPTCHA (Completely
Automated Public Turing test to tell Computers and Humans Apart), uu-
delleenautentikointi salasanalla ja kertakäyttöinen salasana (engl. one-time
token).
Parhaiten CSRF-haavoittuvuuksia löytyy penetraatiotestauksella ja koo-
din analysoinnilla. Testaajan kannattaa etsiä linkkejä ja lomakkeita, joista
puuttuu yllä mainittu tunniste tai haaste-vastaus-todennus. Tilaa muuttavat
funktiot ovat CSRF-hyökkäysten pääkohteita, joten niihin on syytä kiinnittää
huomiota. Kappaleessa 3 esitellyllä OWASP CSRF Testerillä voidaan luo-
da testitapauksia CSRF-haavoittuvuuksien etsimiseksi [OWA13, OWA12].
Testaukseen voidaan käyttää myös WebScarabia tai ZAPia.
Voisi kuvitella, että on helppo selvittää, onko omassa järjestelmässä
käytössä haavoittuvia komponentteja tai kirjastoja. Kaupallisten ja avoi-
men lähdekoodin ohjelmistojen haavoittuvuusraportit eivät kuitenkaan aina
tuo selvästi esille mitkä komponentin versiot ovat haavoittuvia. Tunnettuja
virheitä sisältävien komponenttien käytön (A9) tiedostaminen vaatii bu-
gijärjestelmien tutkimista ja komponentteihin liittyvien tiedotusten sekä
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postilistojen seuraamista [OWA13]. Jos komponentissa on havaittu haavoit-
tuvuus, pitää selvittää löytyykö koodista kohtia, jotka käyttävät komponentin
haavoittunutta osa-aluetta, ja onko niistä sovellukselle harmia.
Komponentit kannattaa pitää ajan tasalla. Päivittäminen uuteen ver-
sioon on usein hyvin olennaista, koska monesti komponenttien haavoittuvuuk-
sien korjauksia ei tehdä vanhoihin versioihin. Sen sijaan korjaukset tulevat
seuraavaan versioon [OWA13]. Yleisesti ottaen organisaatiot päivittävät
komponenttejaan ad hoc -periaatteella ilman mitään systemaattista menetel-
mää. Ohjelmistoprojektissa pitää olla prosessi, joka tunnistaa kaikki käytössä
olevat komponentit (ja niiden versiot) sekä niiden väliset riippuvuudet. Pro-
jektin täytyy tarkkailla komponenteista ilmoitettuja turvallisuusilmoituksia
ja päivityksiä. Komponenteille kannattaa luoda turvallisuuskäytännöt, joilla
valvotaan esimerkiksi hyväksyttäviä lisenssejä. Joskus voi olla suositelta-
vaa tehdä niiden ympärille turvallisuussuotimia, joilla otetaan pois käytös-
tä toimintoja tai turvaudutaan haavoittuvia osia vastaan. Organisaatiossa
kannattaa ylipäätään olla menetelmiä, joilla tunnettuja virheitä sisältävien
komponenttien käyttöä vältetään [Son12].
Uudelleenohjausten käyttö (A10) on mahdollista tehdä turvallisesti. Yk-
sinkertaisesti uudelleenohjauksia (redirect ja forward) pitäisi välttää mahdolli-
suuksien mukaan [OWA13]. Jos niitä käytetään, asiakassovellukselta tulevia
parametreja ei kannata käyttää. Jos parametreja joudutaan käyttämään,
ne pitää validoida. Tällöin sivu on oman sovelluksen sivu, ja käyttäjällä on
siihen auktorisointi. Vaihtoehtoisesti parametri on eräänlainen indeksi, ja
lopullinen kohdesivu määritellään palvelimella. Haavoittuvuuden välttämi-
nen on tärkeää, koska se on otollinen kohde tietojenkalastelua harjoittaville
hyökkääjille.
Vahvistamattomien ohjausten tarkistaminen kannattaa tehdä koodin
katselmoinnilla. Jos kohdesivun URL on sisällytetty jossain kohdassa para-
metriarvoihin, ja sitä ei ole validoitu valkolistauksella, järjestelmässä on haa-
voittuvuus. Jos koodia ei ole saatavilla, parametreja tarkastamalla voidaan
löytää haavoittuvuuksia. Jos parametri näyttää toiselle sivulle ohjautuvalta
URLilta, sitä kannattaa testata. Verkkoliikennettä kannattaa tarkastella
redirect-ohjauksia etsien [OWA13]. Tämä tarkoittaa HTTP-vastauskoodien
300-307 etsimistä. Erityisesti vastauskoodia 302 ("Moved Temporarily") kan-
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nattaa etsiä. ZAPia kannattaa hyödyntää hämähäkkien avulla.
Monen OWASP Top 10:n haavoittuvuuden testauksen avuksi voidaan ot-
taa jokin testaustyökalu. Kun yllä olevien haavoittuvuuksien työkalusuosituk-
sia tarkastelee, voidaan havaita, että kaksi työkalua nousee suosituimmaksi:
ZAP ja OpenVAS. Ne edustavat kahta erilaista tapaa tutkia sovellusta työ-
kalun avulla [Lam13]. OpenVAS kuuluu työkalujen joukkoon, jotka etsivät
yleisiä vääriä konfiguraatioita ja vanhentunutta ohjelmistoa. Se tutkii turvat-
tomia konfiguraatioita, oletusasetuksia ja vanhoja versioita, jotka sisältävät
tunnettuja haavoittuvuuksia.
ZAP edustaa työkaluja, jotka pureutuvat verkkosovelluksiin automatisoi-
malla SQL-injektioita, autentikointia, istunnonhallintaa, XSS-hyökkäyksiä,
hakemistopolkujen läpikäymistä ja uudelleenohjauksia haavoittuvuuksien et-
simiseksi [Lam13, OWA14e]. ZAP soveltuu hyvin monien OWASP Top 10:n
haavoittuvuuksien testaamiseen, koska se käyttää niiden löytämiseen muun
muassa istunnon ja liikenteen tallenninta sekä syötteiden manipulointia.
Havainnollistetaan ZAPin avulla testaamista. Kohdesovellukseksi on va-
littu BodgeIt Store, joka on testikäyttöön tarkoitettu tahallisesti haavoittu-
va verkkosovellus. Se sisältää lukuisia merkittäviä haavoittuvuuksia, kuten
SQL-injektioita ja XSS-haavoittuvuuksia [Ben13]. BodgeIt Store on yksin-
kertainen verkkokauppasovellus, johon on toteutettu sisäänkirjautuminen ja
rekisteröityminen. Kaupan tuotteita voidaan hakea, ja niitä on mahdollista
laittaa ostoskoriin. Lisäksi sovelluksesta löytyy perinteinen palautesivu ja
ylläpitäjän omat sivut.
Selaimen verkkoasetuksista asetettiin ZAP HTTP-välityspalvelimeksi.
Sen jälkeen BodgeIt Storea selailtiin tehden eri toimenpiteitä. Tämän jäl-
keen kohdetta skannattiin aktiivisen skannauksen avulla. Kuvassa 25 on
nähtävissä ZAP testauksen jälkeen. BodgeIt Storesta löydettiin ZAPin avus-
tuksella muun muassa kaksi vakavaa haavoittuvuutta skannerin löytäessä
SQL-injektion sekä XSS-haavoittuvuuden. Kuvassa 25 on löydetyn injektion
avattu hälytysikkuna, joka ilmoittaa parametriin liittyvästä vaarasta. Kuva
26 näyttää BodgeIt Storen hakutoimintoon tehdyn XSS-hyökkäyksen. Kuvan
alakulmassa on nähtävillä hakukentän syöte, jolla hyökkäys saatiin aikaiseksi.
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Kuva 25: BodgeIt Storen testausta ZAPin avulla.
Kuva 26: XSS-hyökkäys BodgeIt Storessa.
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OWASP Top 10 kannattaa ottaa pohjaksi jo tehtäessä verkkosovelluksen
tietoturvavaatimuksia. Listaus tarjoaa tilastolliseen tietoon perustuvan luo-
kittelun haavoittuvuuksille [MMK+14]. Se toimii myös hyvänä auttavana
ohjenuorana, kun sovellusta testataan. Kun turvallisuusuhka pystytään mää-
rittelemään ja kuvailemaan, on helpompi esimerkiksi ymmärtää miksi jotkin
lievennystoimenpiteet ovat tehottomia. Testidatan yhteydessä on hyödyllistä
käyttää luokittelua haavoittuvuustyypin mukaan. Lisäksi on hyvä ymmärtää
haavoittuvuuden syyt, mahdolliset vaikutukset, vastatoimet, testausmene-
telmät ja riskiluokitus. Syyn tietäminen auttaa osoittamaan korjattavaan
kohtaan. Riittävän tarkoilla vastatoimien ja testausmenetelmien tietämyksel-
lä kehittäjät pystyvät toteuttamaan tehokkaasti korjauksia. Haavoittuvuuden
riskiluokitus on hyödyksi priorisoitaessa testitoimia. OWASP Top 10:ssä on
otettu nämä kaikki huomioon.
5.3 ZAPin käyttö osana sovelluksen paketointia
Kuten edellinen aliluku osoitti, ZAP toimii monipuolisena työkaluna OWASP
Top 10 -listauksen haavoittuvuuksien testaamisessa. OWASP-testauksen
automatisointi sovelluksen paketoinnin yhteyteen tarjoaa monia hyötyjä.
Tarkastellaan seuraavaksi tätä mahdollisuutta.
Paketoinnin yhteyteen liitettävää OWASP-testausta havainnollistettiin ra-
kentamalla testijärjestelmä, jonka avulla voidaan testata OWASP Zed Attack
Proxyn käyttöä automatisoidusti. Virtuaalikoneelle asennettiin Linux Ubun-
tu (versio 12.04), johon asennettiin kaikki tarvittavat ohjelmistot testausta
varten. Virtuaalikoneohjelmistoksi valittiin Oraclen ilmainen VirtualBox.
Virtuaalikoneelle asennettu paketti on seuraavanlainen:
• Apache Tomcat 7
• Apache Ant 1.9.2
• Apache Maven 3.1.1
• JDK 7 (Java Development Kit)
• Zed Attack Proxyn versio 2.3.0.1 ja 2.3.1
• Jenkins CI 1.537
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• Eclipse 4.3 (Kepler)
• BodgeIt Store
• Selenium Server
Testijärjestelmää varten tarvittiin sovellus, jota vasten testejä voitiin
suorittaa. Valinta oli BodgeIt Store, jota jo edellisessä aliluvussa esiteltiin.
Sovellus sopi luonteensa vuoksi hyvin testijärjestelmään, koska sen avulla
testituloksissa pystyi näkemään paljon erilaisia haavoittuvuuksia. Se on
myös yksinkertaisuudestaan sekä rujosta ulkomuodostaan huolimatta hyvin
oikeanlainen sovellus. BodgeIt Store vaatii toimiakseen Javan ja jonkin
sovelluspalvelimen. Palvelimeksi valittiin Apachen Tomcat.
Testijärjestelmään on asennettu Apachen Ant ja Maven. Molemmat ovat
suosittuja Java-ympäristön koontityökaluja [ASF13, ASF14]. Ant-skripteillä
voidaan kääntää, testata, asentaa ja paketoida erilaisia Java-ohjelmistoja.
Sen yleisin käyttötarkoitus on ohjelmistojen paketointi (engl. build). Maven
on Antin kaltainen väline, joka keskittyy hallinnoimaan kokonaisia ohjel-
mistoprojekteja, eli se hallinnoi käännöksiä, versiointeja, dokumentointia
ja riippuvuuksia. Maven tarjoaa lisäksi standardin hakemistorakenteille ja
työskentelytavoille.
BodgeIt Storesta on olemassa sekä Ant- että Maven-versio, ja testiympäris-
tössä testattiin molempia vaihtoehtoja. ZAP tarjoaa ZAP APIn, rajapinnan,
jonka avulla ZAPin kanssa voidaan olla vuorovaikutuksessa ohjelmallisesti
[OWA14e]. API on saatavilla JSON-, HTML ja XML-formaatissa. API on
oletusarvoisesti pois päältä turvallisuussyistä. ZAP kuuntelee oletuksena
vain omaa tietokonetta (localhost), eli tällöin sitä voidaan käyttää vain sen
isäntäkoneelta. API tarjoaa mahdollisuuden käyttää ZAPin ydintoimintoja,
kuten aktiivista skannausta tai hämähäkkejä.
Ant-versiota varten BodgeIt Storen yhteydessä on APIn zap-build.xml-
tiedosto, joka toimii rajapintana ZAPiin paketointitiedostossa. Jotta ZAP
toimisi Maven-projektin kanssa, tarvitaan ZAPin yhteyteen zap-maven-plugin
-liitännäinen [OWA14e]. Liitännäisen kanssa toimiakseen ZAP vaatii tällöin
erillisen muutostiedoston. Muutostiedostolla päivittämisen jälkeen ZAP pitää
paketoida uudestaan. Tämän jälkeen liitännäinen paketoidaan Mavenilla.
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Jenkins CI on avoimeen lähdekoodiin perustuva jatkuvan integraation
(Continuous Integration, CI) koontityökalu. Sen avulla testiympäristössä
voidaan tehdä ohjelmiston paketointi ja testaus samanaikaisesti. Automaatti-
nen, jatkuvan integraation ohjelmiston paketointi voi parantaa tuottavuutta
[Jen14]. Selenium Serverin avulla voidaan automatisoida verkkosovellusten
toiminnallisuuksien käyttöä testitapauksilla. Se vaaditaan, että voidaan ajaa
Selenium-skriptejä, joilla testitapauksia luodaan [Sel14].
Eclipse on integroitu ohjelmointiympäristö, joka on asennettu testiympä-
ristöön, jotta BodgeIt Storen asetukset voidaan laittaa osoittamaan oikeisiin
paikkoihin. Tomcatin ja ZAPin oikeat polut ja portit on asetettava ennen
testien aloittamista. Eclipsen kautta on toki mahdollista käynnistää myös
paketointi ja testaus ZAPilla.
Käsitellään paketointivaiheen automatisoitu testauskuvio virtuaaliko-
neen BodgeIt Storen Ant-version avulla. Virtuaalikoneessa käynnistetään
tomcat-jenkins.sh-skripti, joka käynnistää Jenkinsin. Sen jälkeen käynniste-
tään tomcat-attack.sh-skriptin avulla BodgeIt Store -sovellus. BodgeIt Storen
mukana on testausta varten Selenium-skriptit, jotka ajetaan ZAPin testauk-
sen yhteydessä. Luonnollisesti palvelua käyttävä projekti on laatinut omat
skriptinsä, ja niiden kattavuus vaikuttaa haavoittuvuuksien löytymiseen.
Jenkinsin hallintakonsolilta on mahdollista ajaa käsin tehtävä, joka suo-
rittaa BodgeIt Storen paketoinnin ja sen yhteydessä testitehtäviä. Jenkins-
tehtävä on myös mahdollista laittaa käynnistymään ajastimella, jossa aika
asetetaan Unix-maailmasta tutulla Cron-ajastuspalvelun syntaksilla. Bod-
geIt Storen paketointitiedosto build.xml sisältää test-nimisen tehtävän, joka
käynnistää funktionaaliset testit. Ne käyttävät Seleniumia suorittamaan se-
laimessa BodgeIt Storen toiminnallisuuksia mittaavia testejä. Tehtävän test
testit menevät läpi.
Paketointitiedostossa build.xml on myös zap-test-niminen tehtävä, joka
suorittaa samat testit kuin test-tehtävä, mutta se käyttää välittäjänä ZAPia.
ZAPin käynnistyessä sen toiminnallisuuksien (aktiivinen skannaus, hämä-
häkit) avulla etsitään haavoittuvuuksia sovelluksesta [Ben13, OWA14e].
Jenkins-tehtävässä on laitettu kohteeksi build, deploy, test ja zap-test. Teh-
tävä laitettiin täten ajamaan molemmat paketointitiedoston testitehtävät.
Koska BodgeIt Store on tahallisesti haavoitettu sovellus, tehtävän ajon ra-
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portti sisältää vakavia haavoittuvuuksia. Osa Jenkinsin hallintakonsolin
tulosteesta on nähtävissä kuvassa 27.
Kuva 27: Jenkinsin tehtävän loki ajon jälkeen.
Ajo epäonnistuu, koska BodgeIt Storesta löytyy turvallisuuspuutteita.
Kaksi vakavinta haavoittuvuutta ovat SQL-injektio sekä heijastettu XSS-
haavoittuvuus. Tulokset ovat hyvin samanlaisia kuin edellisen aliluvun ZA-
Pin testissä. Lisäksi tuloksissa on havaittavissa muun muassa autocomplete-
määrittelyyn liittyviä haavoittuvuuksia (Arkaluontoisen tiedon julkistami-
nen).
BodgeIt Storen Maven-version tapauksessa Jenkins-tehtävästä osoitetaan
pom.xml-tiedostoon. Sen yhteydessä käytetään erikseen laadittua liitännäistä
[OWA14e]. ZAP APIn Maven-versiossa on kaksi prosessia, start-zap, ja
process-zap. Start-zap käynnistää ZAPin, ja process-zap hakee hälytykset ja
tallentaa ne kohdehakemistoon.
OWASP-testaus on näin saatu automatisoiduksi paketoinnin yhteyteen.
Testiympäristön tulokset näyttävät, että tämä on mahdollista tehdä valittu-
jen työkalujen avulla. Projektilla, joka ottaa palvelun tämän osan käyttöönsä,
menee toki Selenium-skriptien laatimiseen ja ohjelmistojen asentamiseen jon-
kin verran aikaa, joten alkutoimiin on syytä varata riittävästi resursseja.
Testiympäristön BodgeIt Storen tapauksessa suoritettu automatisoitu tes-
tikierros vie aikaa keskimäärin alle minuutin. Testaus on siis alkutoimien
jälkeen nopeaa ja kustannustehokasta, joten luvussa 2 esitetyt automaatio-
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testauksen edut tulevat selkeästi esiin.
Testiympäristöön on valittu aiemmin mainituin kriteerein tarvittavat oh-
jelmistot. Niille löytyy kuitenkin vaihtoehtoja, joita on syytä esitellä lyhyesti.
Jenkinsin sijasta voidaan käyttää Bamboota, joka on kaupallinen ohjelmisto.
Palveluun on valittu kaksi Java-maailman yleistä koontityökalua, jotka ovat
Ant sekä Maven. Nämä lähestymistavat on siis otettu huomioon palvelussa,
mutta mahdolliset muut koontityökalut vaativat erilaisia konfiguraatioita.
6 Yhteenveto
Haavoittuvuuksia voi syntyä ohjelmiston kaikissa kehitysvaiheissa. Niinpä
testaus kannattaa aloittaa projektin alkuvaiheessa. OWASP-testaus liite-
tään palveluksi tutkitun yrityksen CPM:n Project Planning -osioon, joten
se voidaan ottaa käyttöön aikaisessa vaiheessa. Haavoittuvuuksien estämi-
seen liittyvät ohjeistukset ovat usein sovellettavissa jo asetettaessa projektin
kulmakiviä. Toisaalta moni ohjeistus liittyy puhtaasti sovelluksen ohjelmoin-
tiin, joten myös myöhempiä vaiheita varten palvelu sisältää hyvin tärkeää
informaatiota. Testaukseen liittyvät ohjeet jakautuvat niinikään moneen eri
kehitysvaiheeseen.
Palvelu ei edellytä, että paketointivaiheeseen liitettävä testaus otetaan
mukaan tietoturvatestaukseen. Testien automatisointi tällä tavoin on kui-
tenkin kannattavaa, koska testaus on näin tehokkaampaa ja vähemmän
virhealtista. Joissakin tapauksissa, esimerkiksi jos aikataulu on hyvin tiukka,
automaatiotestausta ei välttämättä kannata tehdä.
Tutkielmassa esitetyt haavoittuvuudet kattavat yleisellä tasolla hyvin ne
tietoturvauhat, joihin verkkosovellusten yhteydessä voi törmätä. Jokaisen
projektin täytyy omakohtaisesti arvioida kunkin haavoittuvuuden vakavuus ja
mahdollinen vaikutus omaan tulevaan ympäristöön. Kaikki haavoittuvuudet
eivät välttämättä koske omaa sovellusta, ja tämä havaittiinkin jo tutkitun
yrityksen yksikön sisällä tehdyssä kyselytutkimuksessa.
OWASP Top 10 tarjoaa perusmenetelmiä haavoittuvuuksien estämiseksi.
Palvelu pureutuu hieman syvemmälle tarjoten tarkennuksia muista OWAS-
Pin projekteista sekä ulkopuolisista lähteistä. Haavoittuvuuksien estämis-
tä ja testaamista voidaan tehostaa käyttämällä apuna aiemmin esiteltyä
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ASVS-projektin standardia. Se on jaettu turvallisuusvaatimusten osalta eri
osa-alueisiin, joista monet soveltuvat OWASP Top 10:n haavoittuvuuksien
yhteyteen. Osa-alueita ovat esimerkiksi Autentikointi, Istunnonhallinta ja
Kulunvalvonta [OWA14b]. Osa-alueilla on kullakin vaatimuslista, jota vasten
omaa sovellusta voidaan peilata. Esimerkiksi Autentikoinnin ensimmäisessä
vaatimuksessa pyydetään tarkistamaan, että kaikki sivut ja resurssit vaativat
autentikoinnin lukuunottamatta niitä, jotka on tarkoitettu julkisiksi. Tieto-
turvavaatimusten sisällä on neljä vaatimustasoa, ja sovellus kuuluu kyseisen
osa-alueen osalta tietylle tasolle, jos se täyttää kaikki tason (ja sitä alempien)
vaatimukset. ASVS tarjoaa selkeän tarkistuslistauksen, jonka avulla voidaan
selkiyttää omaa testausprosessia.
Yrityksen sisällä tehdyn kyselytutkimuksen perusteella OWASP-testauksen
palveluksi saattamisesta on hyötyä. Joissakin projekteissa OWASPista ei oltu
kuultu lainkaan, joten palvelun julkaiseminen lisää tietoisuutta yrityksen
sisällä. Täyteen 100 % ei voida päästä OWASP-testauksen käytön osalta, sillä
kaikki tutkitun yrityksen projektit eivät työstä verkkosovelluksia. OWASPin
työkalujen hyödyntämistä kannattaa lisätä, koska vain hyvin pieni osa oli
niihin tutustunut. ZAP on erityisesti suositeltava työkalu.
Tutkitun yrityksen useissa asiakasprojekteissa on esitetty vaatimuksia
tietoturvatestaukselle ja näihin liittyviin prosesseihin. Tyypillinen vaatimus
on ollut OWASP Top 10:n viitekehyksen testaus. Monesti se perustuu viran-
omaismääräyksiin. Palvelu tulee osaksi CPM:n Projectized Services Process
-osa-aluetta, ja OWASP-testauksen standardointi palveluksi kasvattaa tästä
näkökulmasta katsottuna asiakastyytyväisyyttä.
Palvelussa on lyhyt esittely OWASP Top 10:n haavoittuvuuksista, sekä
luvun 5 pohjalta tehty ohjeistus niiden estämiseen ja testaamiseen. Tarvitta-
vat linkit annetaan avustaviin välineisiin. Paketoinnin yhteyteen liitettävästä
OWASP-testauksesta annetaan ohjeet ja tarvittavat linkit eri ohjelmistoi-
hin. Palvelun käyttäjälle annetaan mahdollisuus tutustua paketointivaiheen
automaatiotestaukseen virtuaalikoneella, jossa on asennettuna esimerkkiym-
päristö (BodgeIt Store haavoittuvana sovelluksena).
Kuten tutkielman testiympäristö osoittaa, palvelu on monen eri osan
summa. Jokaista käytettyä ohjelmistoa on päivitetty viime vuosien aikana
aktiivisesti, joten on tärkeää, että myös palvelu pidetään ajan tasalla. Pal-
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velun ohjelmistot on syytä päivittää tasaisin väliajoin uusimpaan versioon
(ellei vanhemman version käyttämisellä ole jotain hyvää perustetta). Puolen
vuoden tarkastusväli on sopiva. Pitää myös muistaa, että OWASP Top 10
päivittyy kolmen vuoden välein, ja senkin on oltava palvelussa ajan tasal-
la. Palvelua voidaan laajentaa helposti tarvittaessa esimerkiksi lisäämällä
OWASPin työkaluja testaukseen.
OWASP Top 10 esittelee hyvin yleisimmät tietoturvauhat. Sitä eikä sen
pohjalta tehtävää palvelua ole tarkoitettu projektin ainoaksi tietoturvaväli-
neeksi. Se tukee ja selkiyttää turvallisuustestausta je levittää tietoisuutta
sovelluksia koskevista uhista. OWASP Top 10 tuo tietoturvan ja testauksen
lähemmäs ohjelmistosuunnittelijoita. Myös OWASPin työkalut on pyritty
laatimaan helposti lähestyttäviksi, jotta kokemattomampikin testaaja pystyy
niitä käyttämään lyhyellä opettelulla.
OWASP Top 10 on jo havaittu tutkitun yrityksen sisällä erittäin hyö-
dylliseksi tietoturvavälineeksi. Eräässä projektissa havaittiin normaalin laa-
tuprosessin jälkeen tehdyllä OWASP Top 10 -listaukseen pohjautuvalla ad
hoc -tyyppisellä testauksella joitakin vakavia tietoturva-aukkoja. Tämän
testauksen perusteella löydettiin siis vakavia puutteita, jotka olisivat muuten
jääneet havaitsematta ennen tuotantoonottoa. OWASP-testaukselle on siis
kysyntää.
Konsulttiyhtiö RBS:n (Risk Based Security) laatiman raportin mukaan
vuonna 2013 tehtiin ennätyksellinen määrä tietomurtoja ympäri maailmaa.
Tietomurtojen seurauksena paljastuneita tietomääriä tarkasteltaessa kysei-
senä vuonna tehtiin historian pahin hyökkäys, kun Adobe Systemsin jär-
jestelmiin kohdistunut hyökkäys paljasti muun muassa asiakkaiden nimiä,
tunnisteita, salasanoja ja luottokorttitietoja. Noin 152 miljoonan käyttä-
jän tietoja paljastui. Tietomäärinä laskettuna historian kymmenen pahim-
man hyökkäyksen joukkoon mahtuu neljä vuonna 2013 sattunutta tapausta
[RBS14]. Tietoturvalle on siis kysyntää enemmän kuin koskaan aiemmin.
Jokaisen organisaation on kiinnitettävä huomiota tietoturvaan, sillä pahim-
massa tapauksessa onnistuneella hyökkäyksellä on liiketoiminnan pysäyttävä
vaikutus. OWASP-palvelu pyrkii auttamaan tutkittua yritystä vastaamaan
tietoturvauhkien lisääntyvän kasvun haasteeseen.
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