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 Resum del Treball (màxim 250 paraules): Amb la finalitat, context 
d’aplicació, metodologia, resultats i conclusions del treball 
Donat el recent reconeixement oficial del burnout (en català, “estar cremat” a la 
feina) per part de l’Organització Mundial de la Salut (OMS) en la nova edició 
de la Classificació Internacional de Malalties que entrarà en vigor l’1 de gener 
del 2022, i el seu impacte econòmic en el món empresarial, els empresaris es 
veuen en la necessitat d’aprendre a combatre aquest problema. 
És per això que aquest treball es basa en fer accessible informació referent a 
l’estrès dels empleats en el seu lloc de feina. Gràcies a una aplicació mòbil es 
permetrà a les organitzacions detectar si tenen un problema de burnout i, en 
cas afirmatiu, conèixer què l’està causant per tal de poder actuar al respecte. 
Aquesta aplicació (Android i iOS) facilitarà el registre i la consulta de dades 
que causen estrès laboral, que actualment les empreses no controlen, 
mitjançant un sistema d’autenticació amb diferenciació de rols (administrador i 
empleat). A més, proporcionà vistes amb el llistat dels empleats de l’empresa, 
un formulari per introduir entrades sobre estats i causes d’aquests, i també 
visualitzacions en forma de gràfics i de calendari dels estats i causes introduïts 
per cada usuari, de forma individualitzada. 
iii   
En definitiva, l’objectiu principal d’aquest TFG consisteix a traslladar tota 
aquesta informació en una aplicació mòbil, de forma que les empreses hi 
tinguin accés. S’ofereix així, una solució tecnològica que pretén detectar un 
problema crític del mercat de treball actual, i que permetria el primer pas a la 
seva prevenció. 
  Abstract (in English, 250 words or less): 
 
Given the recent official recognition of employee burnout by the World Health 
Organization (WHO) in the new Edition of the International Classification of 
Diseases, which will enter into force on 1 January 2022, and its economic 
impact on the business world, companies are in need to learn how to face this 
problem. 
 
That is why this work is based on making information accessible about the 
stress of employees in their workplace. Thanks to a mobile application, 
organizations will be able to detect if they have a burnout problem and, if so,  
find out what is causing them so they can act on it. 
 
This Android and iOS application will facilitate the registration and query of 
data that cause labor stress, which is not currently controlled by companies, 
through an authentication system with differentiation of roles (administrator and 
employee). In addition, it will provide views with the list of employees of the 
company, a form to enter entries about the states and causes of them, as well 
as graph and calendar views of the states and causes entered by each user, 
individually. 
 
To sum up, the main objective of this TFG is to transfer all this information in a 
mobile application, so than companies have access to it. It offers a 
technological solution that seeks to detect a critical problem in the current labor 
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1.1 Context i justificació del Treball 
 
Avui en dia, es reconeix que el burnout (en 
català, estar “cremat” a la feina) és un dels 
principals problemes per la salut dels 
treballadors i el bon funcionament de les 
empreses per les quals treballen. De fet, 
l’Organització Mundial de la Salut (OMS) l’ha 
reconegut oficialment en l’11a edició de la 
Classificació Internacional de Malalties (ICD-
11 per les seves sigles en anglès, veure 
figura 1), un llistat que es fa servir com a 
base per la identificació i la informació de 
malalties i tendències sanitàries arreu del 
món. Durant la 72a Assemblea Mundial de la 
Salut [1], realitzada el maig d’aquest any a 
Ginebra, els estats membres de l’OMS varen 
acordar que aquesta nova classificació 
entrarà en vigor l’1 de gener del 2022. 
 
Figura 1. 11a edició de la Classificació 
Internacional de Malalties (CIE-11). 
 
Això té diverses implicacions, però la més important és que donarà visibilitat a les 
malalties relacionades amb la feina com l’estrès o l’ansietat [2]. És la pròpia OMS qui 
caracteritza aquesta forma d’esgotament com: “1) sentiments de falta d’energia o 
esgotament; 2) augment de la distància mental en relació la feina, o sentiments 
negatius o cínics en relació a la feina; i 3) eficàcia professional reduïda”. A més, “La 
síndrome de burnout es refereix específicament als fenòmens en el context laboral i no 
ha d’aplicar-se per descriure experiències en altres àrees de la vida”, ha senyalat el 
mateix organisme [3]. 
 
Segons un estudi [4] conjunt de la Universitat de Utrecht, a Holanda, i de la Universitat 
de Leuven, a Bèlgica, Espanya té un 16,6% d’empleats “cremats”, esdevenint el quart 
país amb el major percentatge de tota la Unió Europea, la mitjana de la qual es troba 
en el 10,6% (veure figura 2). 
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Figura 2. Empleats “cremats” a la feina a Europa (%). Font: [4]. 
 
En conjunt, la imatge global és que els empleats del sud-est d’Europa es senten 
menys esgotats que els del nord-est europeu. Concretament, sembla que el burnout és 
més prevalent a països com Turquia, França, països de l’antiga Iugoslàvia (Sèrbia, 
Montenegro i Eslovènia), així com Espanya. D’altra banda, és menys prevalent als 
països baixos i nòrdics com Noruega, Suècia, Dinamarca i Finlàndia (veure figura 3). 
 
 
Figura 3. Rangs de prevalença de burnout a Europa (%). Font: [4]. 
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Malgrat el butnout no és un concepte nou (el terme fou encunyat l’any 1974 pel 
psicòleg Herbert Freudenberger), el pes que implica la nova classificació ICD-11 
hauria de donar llum a un problema que molts empresaris encara han d’aprendre a 
combatre. La realitat és que el burnout costa als empresaris milions, i fins i tot bilions, 
de diners cada any. Per exemple, costa entre 125 i 190 mil milions cada any en costos 
sanitaris a Estats Units, estimant-se que aquesta quantitat suposa el 8% de les 
despeses nacionals en salut [5]. Sovint condueix a treballadors desmotivats, que com 
a resultat suposen als seus caps el 34% del seu sou anual [6]. A més, el burnout és 
responsable d’entre el 20 i el 50% de les rotacions de treballadors, depenent de 
l’empresa [7]. 
 
Per aquest motiu, hem arribat a la conclusió que els empresaris que siguin capaços 
d’avançar-se a la corba d’esgotament dels seus empleats obtindran un clar avantatge 
competitiu. No només els seus treballadors gaudiran de més salut i felicitat, sinó que 
aquests seran més productius, oferiran un millor servei als clients, seran més lleials a 
l’empresa, reduiran el seu absentisme i contribuiran més al resultat final que els seus 
companys “cremats”. Creiem que si un empleat pateix estrès, el seu cap hauria de ser-
ne conscient i saber com ajudar-lo. 
 
Aquest projecte té com a punt de partida proporcionar una eina a les organitzacions 
per respondre a la pregunta de si tenen un problema de burnout o no. Es tracta d’un 
projecte innovador, en forma d’aplicació mòbil, adreçat no només a que les empreses 
detectin si tenen un problema de burnout, sinó també a que, si el tenen, puguin 
conèixer què l’està causant per tal de poder actuar al respecte. En aquest sentit, 
considerem que solucionar aquesta problemàtica a nivell d’una empresa passa per 
identificar aquells punts que són més importants pels seus empleats i seguir els 
passos que els millorin. 
 
Tenint en compte que actualment, les empreses no controlen les variables que causen 
estrès laboral ni utilitzen eines per avaluar-ne la incidència, el projecte ofereix una 
solució tecnològica que pretén detectar un problema crític del mercat de treball actual, 
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1.2 Objectius del Treball 
 
Els objectius del treball es poden dividir en dos grans blocs. Per una part, trobem els 
objectius de caràcter personal, derivats de la realització d’un treball final de grau (TFG) 
en global. Per una altra, s’inclouen els objectius específics de la temàtica del projecte. 
 
1.2.1 Objectius personals 
 
1) Posar en pràctica els coneixements adquirits al llarg de tota la titulació. 
2) Conèixer el procés de desenvolupament d’una aplicació des de la seva 
concepció fins a la seva distribució vers un usuari final. 
3) Saber testejar el funcionament correcte d’una aplicació mòbil i depurar-ne els 
possibles errors. 
4) Ser capaç de concretar una idea d’aplicació en un projecte que en permeti el 
desenvolupament. 
5) Saber definir una planificació realista per un projecte, tenint en compte el seu 
abast i els recursos disponibles. 
6) Ser capaç de documentar i justificar les decisions preses en el 
desenvolupament i els resultats assolits. 
7) Adquirir experiència en afrontar els reptes que suposa tirar endavant un 
projecte complet. 
 
1.2.2. Objectius específics 
 
1) Obtenir una aplicació mòbil que serveixi com a client per proporcionar dades a 
les empreses sobre l’estrès laboral dels seus empleats. 
2) Desenvolupar l’aplicació nativament pels sistemes Android i iOS amb 
llenguatge JavaScript. 
3) Dur a terme el desenvolupament per ambdós sistemes (Android i iOS) 
simultàniament mitjançant la tecnologia React Native. 
4) Permetre registrar els usuaris amb permisos d’administrador o d’empleat 
mitjançant la inclusió del servei Firebase Authentication de Google al projecte. 
5) Dissenyar una base de dades NoSQL i ubicar-la al núvol mitjançant la inclusió 
del servei Cloud Firestore de Google al projecte. 
6) Seguir una metodologia àgil per dur a terme la implementació del projecte. 
7) Obtenir un producte final estable i funcional amb el màxim grau d’usabilitat. 
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1.3 Abast del producte 
 
Tot i que ja hem especificat l’abast específic del projecte dins dels objectius específics 
definits en l’apartat anterior, a continuació concretem l’abast del producte resultant. 
 
El producte final inclourà una aplicació mòbil híbrida (Android i iOS) que serveixi com a 
client per proporcionar informació a les empreses sobre el nivell d’estrès laboral dels 
seus empleats, que les ajudi a detectar si tenen un problema de burnout o no. En cas 
de ser així, l’aplicació ha de permetre identificar-ne la causa. Per facilitar el registre i la 
consulta d’aquestes dades als usuaris, inclourem un sistema d’autenticació amb 
diferenciació de dos rols: administrador i empleat. A més a més, proporcionarem vistes 
amb el llistat dels empleats de l’empresa, un formulari per introduir de manera ràpida 
entrades sobre estats i causes d’aquests, i també visualitzacions en forma de gràfics i 
de calendari dels estats i causes introduïts per cada usuari. 
 
Cal aclarir que, encara que s’ha comentat que seria interessant que les empreses 
poguessin actuar en relació als punts que es detectin que estan causant estrès, 
aquesta funcionalitat queda fora de l’abast del nostre projecte. L’aplicació es tractarà 
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1.4 Enfocament i mètode seguit 
 
L’enfocament ha seguit una metodologia en cascada, on les fases del projecte s’han 
completat una rere l’altra. S’ha emprat aquest mètode degut a que els objectius i les 
funcionalitats han estat clarament definits des de l’inici del projecte. No obstant això, la 
fase d’implementació de l’aplicació ha estat necessàriament iterativa. 
 
Per a realitzar aquesta subfase del desenvolupament hem optat per la metodologia de 
desenvolupament àgil Scrum [8], pel fet de tractar-se d’una estratègia que beneficia el 
fet de tenir resultats durant tot el projecte. Hem procedit implementant funcionalitats 
incrementalment, testejant i corregint errors. Així hem dinamitzat el desenvolupament, 
ja que des del principi s’ha disposat d’un prototip que s’ha pogut mostrar. 
 
Hem acomplert cinc sprints o iteracions per poder anar fent el seguiment i entregant 
parts de l’aplicació mentre realitzàvem la documentació pertinent: 
 
 Sprint 1. Programació de components estàtics. 
 Sprint 2. Programació de components dinàmics. 
 Sprint 3. Programació d’animacions. 
 Sprint 4. Incorporació de Cloud Firestore al projecte. 
 Sprint 5. Incorporació de Firebase Authentication al projecte. 
 
A continuació es mostren les cinc fases del projecte, tot mostrant en detall la tercera 
fase, que correspon a la part tècnica del projecte, on es pot apreciar que és iterativa. 
 
 
Figura 4. Procés de treball. 
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 Hem treballat amb un ordinador de sobretaula. 
 
SO RAM Disc dur CPU Perifèrics 
Windows 10 Pro 32 GB 500 GB Intel Core i7-4770K, 
3,5 GHz 
Monitor Benq 
15xx, teclat i 
ratolí 
 
Taula 1. Recursos de hardware del treball (1). 
 
 Hem realitzat les probes i simulacions amb un Xiaomi Redmi Note 3. 
 
SO RAM Disc dur CPU Pantalla 
Android 6.0.1 
MMB29M 
3 GB 32 GB Hexa-core Max, 1,8 
GHz 
5,5” i resolució 
1920x1080 
 




 Visual Studio Code [9]. Un editor de codi font desenvolupat per Microsoft per a 
Windows, Linux i Mac OS. Inclou suport per a la depuració, control integrat de 
Git, ressaltat de sintaxi, finalització intel·ligent de codi, fragments i 
refactorització de codi. És gratuït i de codi obert, encara que la descàrrega 
oficial es troba sota programari propietari. El projecte s’ha desenvolupat 
principalment amb aquest IDE. 
 Expo [10]. Un framework desenvolupat per Google que combina el millor del 
desenvolupament natiu amb React. Es tracta d’un conjunt d’eines de codi obert 
i gratuït al voltant de React Native per ajudar als desenvolupadors a crear 
aplicacions natives d’Android i iOS. L’hem utilitzat de manera auxiliar per 
simular i testejar l’aplicació en dispositius mòbils. 
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 JavaScript. Un llenguatge de programació interpretat. Està orientat a objectes, 
basat en prototips, és imperatiu, sense tipus i dinàmic. Actualment segueix 
l’estàndard ECMAScript 6. 
 Node.js [11]. Un entorn d’execució per JS construït amb el motor de JS V8 de 
Chrome per desenvolupar aplicacions de forma altament optimitzada. Lleuger i 
escalable. 
 Yarn [12]. Un gestor de paquets ràpid, segur i fiable. Bastant més ràpid que 
altres gestors més populars com Node Package Manager (NPM). L’hem utilitzat 
per afegir llibreries JS al projecte. 
 Firebase [13]. Una plataforma de desenvolupament d’aplicacions web i mòbils 
pertanyent a Google. Compta amb varis serveis d’anàlisi i desenvolupament, 
entre ells Firebase Authentication i Cloud Firestore. El primer ofereix serveis 
d’autenticació d’usuaris. El segon proporciona una base de dades NoSQL 
allotjada al núvol la qual pot ser accedida i actualitzada per les aplicacions en 
temps real. Pot estar integrada dins l’aplicació o accedida a través d´una API 
REST. Les dades s’emmagatzemen en documents, que s’organitzen el 
col·leccions. Per funcionar amb React Native requereix la següent llibreria: 
react-native-firebase. 
 Git [14]. Programari de control de versions. L’hem utilitzat per portar un registre 
dels canvis en els fitxers del projecte. 
 Bitbucket [15]. Servei d’allotjament basat en web pels projectes que utilitzen el 
sistema de control de versions Mercurial i Git. Desenvolupat i mantingut per 
Atlassian. L’hem utilitzat per allotjar el projecte en un repositori privat. 
 Balsamiq Wireframes [16]. Eina en línia que facilita la realització de mockups 
o esbossos. Aquests mockups són prototips gràfics que s’han utilitzat per la 
implementació de les pantalles del projecte. L’eina està desenvolupada i 
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1.5.2 Tasques 
 
La realització del treball, com es mostra a la figura 4, s’ha dividit en cinc fases, que 
coincideixen amb els lliurables de les proves d’avaluació continuada (PACs). Tot seguit 
passem a detallar quines són les tasques que s’engloben en cadascuna de les fases. 
 
Fase: Pla de treball Referència: (FASE1) 
Descripció: En aquest estadi inicial es 
realitzarà una proposta amb la idea inicial del 
projecte. Es descriuran a alt nivell els 
requeriments funcionals i no funcionals de 
l’aplicació, així com les plataformes i/o 
dispositius a les que s’adreça. 
Data d’inici planificada:  
18/9/19 
Data d’entrega planificada:  
2/10/19 
Data d’inici final:  
18/9/19 
Data d’entrega final:  
30/10/19 
 Producte obtingut:  
PAC 1 
 
Taula 3. Fase 1: Pla de treball. 
 
Fase: Disseny i arquitectura Referència: (FASE2) 
Descripció: S’aplicarà el Disseny Centrat en 
l'Usuari (DCU) en l'anàlisi, disseny, 
desenvolupament i avaluació de l’aplicació. 
Data d’inici planificada:  
3/10/19 
Data d’entrega planificada:  
30/10/19 
Data d’inici final:  
30/10/19 
Data d’entrega final:  
29/10/19 
Subtasca 1: Anàlisi d’usuaris i context d’ús 
Subtasca 2:  Disseny conceptual 
Subtasca 3: Prototipatge 
Subtasca 4: Avaluació 
Producte obtingut:  
PAC 2 
 





Fase: Implementació Referència: (FASE3) 
Descripció: Es programaran els components 
per construir l’aplicació mitjançant React 
Native. L’aplicació s’anirà escalant en 
diferents sprints, incloent la incorporació de 
la base de dades al núvol i un servei 
d’autenticació. 
Data d’inici planificada:  
31/10/19 
Data d’entrega planificada:  
11/12/19 
Data d’inici final: 29/10/19 
Data d’entrega final: 9/12/19 
Sprint 1: Programació components estàtics 
Sprint 2: Programació components dinàmics 
Sprint 3: Programació d’animacions 
Sprint 4: Incorporar Cloud Firestore 
Sprint 5: Incorporar Firebase Authentication 
Productes obtinguts: 
PAC 3 
Fitxer APK de la versió beta de l’app 
 
Taula 5. Fase 3: Implementació. 
 
Fase: Lliurament final Referència: (FASE4) 
Descripció: Es lliurarà l’app desenvolupada, 
una memòria descrivint el treball realitzat i les 
decisions preses i una presentació en vídeo 
que sintetitzi els objectius del treball, el 
procés de disseny i desenvolupament i els 
resultats assolits.  
Data d’inici planificada:  
12/12/19 
Data d’entrega planificada:  
3/1/20 
Data d’inici final: 9/12/19 
Data d’entrega final: 3/1/20 
 Productes obtingut: 
Memòria 
Fitxer APK de la versió final de l’app 
Presentació en vídeo 
 
Taula 6. Fase 4: Lliurament final. 
 
Fase: Defensa virtual Referència: (FASE5) 
Descripció: Es respondran les preguntes del 
tribunal sobre el treball i el producte final. 
Data d’inici planificada:  
13/1/20 
Data d’entrega planificada:  
17/1/20 
 Producte obtingut: Publicació al 
repositori l’Oberta en Obert (O2). 
 
Taula 7. Fase 5: Defensa virtual. 
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1.5.3 Diagrama de Gantt 
 
A continuació es presenta un diagrama de Gantt de la planificació temporal de les 
tasques anteriorment anomenades, junt amb la inclusió de les dates claus 




Set. 19 Oct. 19 Nov. 19 Des. 19 Gen. 20 
Setmanes 
1 2 3 4 1 2 3 4 1 2 3 4 1 2 3 4 1 2 3 4 
FASE1 59,5                     
FASE2 114                     
Anàlisi d’usuaris i context d’ús 28,5                     
Disseny conceptual 28,5                     
Prototipatge 28,5                     
Avaluació 28,5                     
FASE3 213                     
Program. comp. estàtics 42,75                     
Program. comp. dinàmics 42,75                     
Program. animacions 28,5                     
Cloud Firestore 49,5                     
Firebase Authentication 49,5                     
FASE4 35                     
FASE5 5                     
 















1.6 Breu sumari de productes obtinguts 
 
Com a resultat d’aquest projecte s’obtindran els següents productes: 
 
 Un fitxer ZIP amb l’aplicació mòbil desenvolupada, el qual inclourà tant una 
versió empaquetada de l’aplicació (fitxer APK) com el codi font i qualsevol altre 
recurs o arxiu de treball (per exemple, imatges, bases de dades o tests). 
 Un fitxer PDF amb la memòria del treball. 


























1.7 Breu descripció dels altres capítols de la memòria 
 
Aquesta memòria s’ha estructurat en tres grans parts. En la primera d’elles, 
introduirem el TFG mitjançant una descripció breu de les tecnologies escollides per a 
tots els aspectes de l’aplicació que volem aconseguir. Es valoraran les opcions i 
s’elaborarà una solució, la qual justificarem. Per altra banda, en la segona part 
explicarem els aspectes més rellevants del disseny i l’arquitectura triada. Finalment, en 
la tercera part documentarem tot el procés pràctic que s’ha dut a terme pel 
desenvolupament del producte resultant, tot detallar-lo amb imatges que mostren el 


























2. Estat de l’art de les tecnologies 
 
En aquest apartat s’introdueixen les tecnologies claus que s’han investigat i escollit per 
a desenvolupar l’aplicació que volem aconseguir. D’entre elles, en destaquen dues: 
React Native i Redux. 
 
React Native representa la tecnologia primària. Aquesta es basa en React, una llibreria 
de JavaScript mitjançant la qual les interfícies o les vistes d’usuari es construeixen 
amb components reactius. És a dir, que reaccionen davant de qualsevol canvi, d’aquí 
el nom de React. A banda d’això, React Native és multiplataforma i permet crear de 
forma simultània aplicacions d’Android i iOS tenint un únic codi base. En efecte, per 
entendre l’estructura bàsica d’una aplicació React Native, cal entendre també React. 
 
D’altra banda, Redux s’utilitza com a tecnologia secundària. S’encarrega en cert grau 
de deslligar l’estat global de l’aplicació (és a dir, els estats de les vistes o les dades 
que es reben des dels serveis), de la seva part visual (és a dir, els components). 
Redux implementa el patró de disseny Flux i, en aquest projecte s’utilitza juntament 
amb Redux Thunk i Redux Logger com a middlewares per ampliar la seva 
funcionalitat. Redux té una molt bona integració amb React. 
 
A continuació, per tal d’entendre com funcionen aquestes tecnologies, explicarem amb 




Fins recentment, les interfícies d’usuari es construïen mitjançant directives HTML i 
plantilles o templates. Això, en certa mesura, ens forçava a adoptar un conjunt de 
regles lligades al patró d’arquitectura Model-Vista-Controlador (MVC)1, limitant la 
capacitat d’abstracció del disseny. Per aquest motiu, i amb la idea d’evitar-ho, React 
[17] parteix d’un punt de vista diferent: dividir les interfícies en peces de codi petites i 
aïllades anomenades components. 
 
 
                                            
1 Model-Vista-Controlador (MVC): és un patró d’arquitectura de software, que separa les 
dades i la lògica de negoci d’una aplicació (el model) de la seva representació (la vista) i el 
mòdul encarregat de gestionar els esdeveniments i les comunicacions (el controlador).  
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React és una llibreria de JavaScript per construir 
interfícies d’usuari basada en components. Es tracta 
d’una llibreria declarativa, eficient i flexible. Els 
components, que encapsulen la lògica de les vistes, 
són reutilitzables i extensibles. En conseqüència, 
permet assolir un disseny global molt consistent, 
escalable i fàcil de mantenir.      
 
Figura 5. Logotip de React. 
 
 
Cadascun   dels components administra el seu propi estat i reacciona a canvis en les 
seves dades. Per tant, cada component torna a renderitzar-se automàticament en 
pantalla davant de qualsevol canvi. Tot i que es tracti d’una llibreria, existeix tot un 
ecosistema d’eines i aplicacions que l’equiparen a un framework. 
 
React s’utilitza freqüentment juntament amb JSX (JavaScript Syntax eXtension), una 
extensió sintàctica per JavaScript que permet definir com es renderitzen els 
components de forma semblant a com es fa amb un llenguatge de marcat com ara 
HTML. Tot i que l’ús de JSX no és indispensable, en aquest projecte s’ha optat per fer-
ho degut a la comoditat que comporta. Com a eina per transpil·lar JSX a JavaScript es 
fa servir Babel. 
 
React ha estat desenvolupat i és mantingut per Facebook. És un producte de codi 
















2.2 React Native 
 
Actualment, existeixen tres tipus d’aplicacions mòbils, segons com són 
desenvolupades: natives, híbrides i web. Les aplicacions web estan escrites en 
llenguatge web (HTML, CSS i JavaScript) seguint les directrius del disseny responsiu, 
que permet percebre-les com si fossin aplicacions mòbils accedint-hi a través d’un 
navegador, però no s’executen en els dispositius, sinó en un servidor i d’allí s’hi 
accedeix. Realment, no poden considerar-se aplicacions mòbils. Les aplicacions 
híbrides, tot i que també estan escrites en llenguatge web, sí s’executen en els 
dispositius mòbils, dins d’un contenidor que converteix el seu codi en natiu. És a dir, 
aparenten ser aplicacions natives, però no ho són. Finalment, les aplicacions natives, 
estan escrites en llenguatge natiu i són executades en el dispositiu sense cap tipus de 
navegador o contenidor (veure figura 6). 
 
   
Natives Híbrides Web 
 
Figura 6. Tipus d’aplicacions mòbils. (1) aplicació nativa executada directament en el dispositiu; 
(2) aplicació híbrida executada en un contenidor i traduïda a codi natiu; i (3) aplicació web 
accedida a través del navegador d’un navegador des del dispositiu. 
 
Una aplicació nativa cal desenvolupar-la tantes vegades com en sistemes operatius 
vulguem que hi sigui present. Si desitgem tenir l’aplicació nativa en Android i iOS, els 
dos sistemes operatius predominants en el mercat mòbil, caldrà desenvolupar-la dos 
cops. En canvi, les aplicacions híbrides i web es desenvolupen una única vegada. 
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Tot plegat condueix a un conjunt d’avantatges i inconvenients resumits a la taula 9. Els 
avantatges principals d’un desenvolupament híbrid o web són que implica un cost 
inferior i que la reutilització del codi és major. D’altra banda, s’obté un resultat pitjor. A 
més, la interfície d’usuari no és tant consistent en les aplicacions híbrides o web com 
en les natives i el seu rendiment és molt més baix (pitjor aprofitament del hardware, 
consum de memòria i velocitat). D’aquestes disjuntives sorgeix React Native [18]. 
 
 Natives Híbrides Web 
Cost Inconvenient Avantatge Avantatge 
Reusabilitat del codi/portabilitat  Inconvenient Avantatge Avantatge 
Accés a les APIs del dispositiu Avantatge Neutral Inconvenient 
Consistència de la interfície d’usuari Avantatge Neutral Neutral 
Distribució Neutral Neutral Neutral 
Rendiment Avantatge Inconvenient Inconvenient 
Monetització Avantatge Avantatge Inconvenient 
 
Taula 9. Comparació entre tipus d’aplicacions: natives, híbrides i web. Font: adaptació de [19]. 
 
React Native és un framework per construir aplicacions natives mitjançant React, amb 
JavaScript, tant per Android com iOS. A més, proporciona un conjunt bàsic de 
components natius independents de la plataforma (per exemple Text, View,  i Image) 
que es corresponen directament amb els elements natius de la interfície d’usuari. És a 
dir, que permeten un aspecte visual i un rendiment semblant al d’aplicacions natives. 
 
Quan creem un projecte amb React Native, automàticament es creen dos projectes 
natius en Android i iOS. A partir d’aquí, a mesura anem desenvolupant el nostre codi 
en JavaScript en el projecte base, React Native transpil·la el codi als llenguatges 
natius dels seus corresponents projectes2. D’aquesta manera, aconseguim trigar el 
mateix temps que amb el desenvolupament híbrid i web, però obtenint el mateix 
resultat que amb el natiu. A més, aprofitem els avantatges que té React per al disseny. 
 
Com React, React Native ha estat desenvolupat i és mantingut per Facebook, i és un 
producte de codi obert. Respecte l’extensibilitat, segueix la mateixa filosofia que React. 
                                            




Flux [20] és el patró d’arquitectura que Facebook 
utilitza per construir aplicacions web en la banda del 
client. Neix com a resposta als problemes que els 
patrons amb  comunicació bidireccional com el MVC 
provoquen en aplicacions web amb cert grau de 
complexitat. En comptes d’això, Flux proposa una 
arquitectura on el flux de dades és unidireccional. 
Així, es simplifica el control i la manipulació de les 
dades, i també és més fàcil depurar errors.  
 
 
Figura 7. Logotip de Flux. 
 
 
Flux divideix la seva arquitectura en capes: accions, magatzems o stores i vistes. La 
primera capa la formen les accions, que no són més que objectes JavaScript que 
encapsulen una intenció de fer quelcom i que poden portar dades associades. El 
despatxador (en angles, dispatcher) s’encarrega de distribuir les accions dins el 
sistema. És a dir, entrega les accions als stores. Més que una capa del sistema, el 
despatxador actua com a intermediari entre capes (entre les accions i els stores). Per 
la seva banda, el store conté l’estat i la lògica de l’aplicació representant, en cert grau, 
al model de l’aplicació en el MVC tradicional. Les vistes o els components són la capa 
de presentació.  
 
Figura 8. Estructura i flux de dades de l’arquitectura Flux. 
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Com hem comentat, el flux de les dades succeeix en un únic sentit i es pot descriure 
com segueix: (1) En la vista s’activa un esdeveniment que fa una crida al creador 
d’accions (en anglès, action creator); (2) El creador d’accions, com el seu nom indica, 
crea l’acció corresponent amb el seu tipus (en anglès, type) i, opcionalment, dades 
associades (en anglès, payload); (3) el despatxador propaga l’acció a tots els stores; 
(4) Aquells stores interessats (pel tipus de l’acció) reaccionen canviant l’estat; (5) Per 
últim, es notifica el nou estat a la vista (veure figura 8). 
 
El patró Flux té moltes implementacions diferents. Actualment, Redux és la més 






























Redux [21] és una llibreria de JavaScript que 
implementa el patró Flux amb alguns canvis que la 
fan més fàcil d’utilitzar. Aquests canvis es basen en 
tres conceptes clau: (1) Una única “font de veritat” (a 
diferència de Flux, Redux només utilitza un únic 
Store); (2) L’estat és només de lectura (només podem 
llegir-lo per representar-lo en la vista); i (3) L’única 
forma de modificar-lo és a través de reducers (que 
són funcions pures que reben l’estat anterior i una 
acció i retornen un nou estat). 
 
 
Figura 9. Logotip de Redux. 
 
 
La finalitat central de Redux és deslligar l’estat global de l’aplicació de la seva part 
visual. En comptes que les diferents vistes es transmetin els seus canvis entre elles, el 
store és qui ho gestiona. Com a resultat, la complexitat per modificar les vistes es 
redueix significativament (veure figura 10). 
 
 
Figura 10. Comparació entre l’ús de React sense i amb Redux. Font: [22]. 
 
Malgrat l’ús de Redux pot resultar feixuc en projectes de mida petita, el seu èxit 
resideix en la seva facilitat per escalar en aplicacions complexes. A més, s’integra bé 
amb React i la seva funcionalitat es pot ampliar a través de middlewares. 
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2.5. Redux Thunk 
 
Una limitació de Redux és que no pot despatxar accions asíncrones, sinó només 
síncrones. No obstant això, és important disposar de mecanismes asíncrons en el 
desenvolupament de interfícies d’usuari que es troben connectades a serveis web, ja 
que la resposta a qualsevol de les peticions a aquests serveis no és immediata. Per 
exemple, si des de la vista es fa una petició al servei per tal d’obtenir unes dades 
determinades, des del moment en què té lloc la petició fins que es reben les dades, la 
vista ja ha tingut temps de pintar-se en pantalla, tot i que encara no hagi rebut les 
dades a mostrar. 
 
Redux Thunk [23] és un middleware per Redux que resol aquest problema permetent-
nos escriure creadors d’accions que retornen una funció, coneguda com un thunk, en 
comptes d’una acció. Aleshores, aquest thunk es pot utilitzar per enrederir l’enviament 
d’una acció fins que es complexi la condició d’interès.  
 
Per exemple, si volem obtenir un llistat d’entrades d’un usuari, mostrar-lo en la pantalla 
del dispositiu i resoldre el problema d’asincronia que presenta Redux, aleshores 
podríem crear una funció que fes el següent: (1) enviaria una acció que activés una 
icona de càrrega en la vista; (2) realitzaria la petició al servei web; (3) en cas d’èxit, 
enviaria una acció amb les dades per tal que la vista pogués pintar-se en pantalla; (4) 
















2.6. Redux Logger 
 
Una altra limitació de Redux és que quan despatxem una acció per tal que un reducer 
modifiqui l’estat, no sabem si realment aquest ho ha fet o, si ho ha fet, no sabem si ho 
ha fet com nosaltres desitgem.  
 
Redux Logger [24] és un middleware per Redux que intercepta tota acció despatxada i 
imprimeix per consola, abans d’executar el reducer, l’acció que ha estat despatxada 
juntament amb tres dades importants: (1) el PrevState, que és l’objecte que 
representa l’estat global de l’aplicació abans d’executar el canvi; (2) l’Action, que és 
l’objecte que rep el reducer per actualitzar l’estat global; i (3) el NextState, que és 
l’objecte que representa l’estat global després d’executar el reducer. 
 
Per exemple, si tenim un vector de 7 entrades en el nostre estat global i una acció 
ADD_ENTRY és despatxada quan cliquem un botó per guardar una nova entrada, a la  
consola hauríem de visualitzar: (1) que prèviament, el vector conté 7 entrades; (2) que 
s’executarà l’acció ADD_ENTRY; (3) que, després d’executar el reducer, el vector 



















3. Disseny i arquitectura  
 
En aquest apartat es documenten les diferents tasques que s’han realitzat per l’anàlisi 
de requisits del projecte i el seu disseny. Per això, en primer lloc, s’exposen i s’avaluen 
els avantatges i inconvenients d’algunes solucions existents per la gestió del problema 
de burnout. A més, s’exposen els dos perfils d’usuaris potencials d’utilitzar l’aplicació 
plantejada i els escenaris d’ús amb els quals hem determinat necessitats dels usuaris i 
de disseny. Els escenaris definits s’han emprat per a conceptualitzar l’estructura de 
l’aplicació i els fluxos d’interacció. 
 
A continuació, s’exposen els requeriments funcionals del projecte a partir de la 
definició de casos d’ús. Tot seguit, s’ofereix un pla general de l’arquitectura del sistema 
complet. Finalment, l’última part mostra el prototipat de la idea inicial de la interfície 
d’usuari. 
 
3.1 Anàlisi de la competència 
 
Actualment, es poden trobar vàries solucions en format d’aplicacions mòbils, les quals 
tenen la finalitat de resoldre el problema que s’aborda en aquest TFG. La majoria 
d’aquests productes consisteixen en aplicacions públiques que es poden fer servir 
lliurament, descarregant-les des de la botiga d’aplicacions. Aquestes aplicacions 
presenten en forma de puntuacions i/o gràfiques els registres dels usuaris. 
 
Alguns exemples d’aquestes productes són: 
 
 Daylio [25] permet a l’usuari l’opció d’escollir el seu estat d’ànim i agregar 
activitats que hagi estat realitzant durant el dia sempre que desitgi. Com més 
entrades tingui l’usuari, més útils seran les estadístiques que li proporcionarà 
l’aplicació. També permet afegir notes i crear un diari personal. Recopila els 
estats d’ànim i activitats diàries de l’usuari en forma d’estadístiques i calendari, 
i li permet compartir-les amb altres persones. Aquest format ajuda a entendre 
millor els propis hàbits.  
Com a avantatges, Daylio destaca per la seva simplicitat i bon funcionament. 
Utilitza una gran base de dades d’icones per personalitzar les activitats i permet 
filtrar-les. Té una política de privacitat estricta i les dades no s’envien a cap 
servidor, tot i que amb la versió prèmium (2,99 €) es poden exportar les dades 
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via Google Drive. També permet activar el bloqueig PIN i mantenir les entrades 
segures.  
Com a desavantatges, no es tracta d’una aplicació pensada per avaluar el 
burnout específicament. La idea tampoc és utilitzar-se a nivell d’organització, 
sinó a nivell personal. Per tant, no inclou autenticació ni diferenciació de rols. 
 
 CoPsoQ-istas21 [26] es tracta d’una aplicació del COPSOQ-ISTAS213 (v3) 
que té com objectiu sensibilitzar sobre els riscs psicosocials. Es basa en un 
qüestionari i permet compartir els resultats via WhatApp, Gmail, Telegram, etc.  
Com a avantatges, l’aplicació utilitza un mètode de dimensió internacional i 
compta amb l’aval d’entitats reconegudes com l’Instituto Sindical de Trabajo, 
Ambiente y Salud (ISTAS) i la Confederación Sindical de Comisiones Obreras 
(CCOO). És un dels instruments de mesura més utilitzats en l’avaluació de 
riscos psicosocials i recerca. A més, és gratuïta i els resultats obtinguts tenen el 
valor afegit de poder comparar-se amb barems estàndard. 
Com a desavantatges, no aprofita cap funcionalitat relacionada amb dispositius 
mòbils, ja que només implementa un formulari. Tampoc inclou autenticació ni 
diferenciació de rols. 
 
En definitiva, el producte d’aquest TFG serà semblant a Daylio, en el sentit que 
treballarà amb estats i causes que l’usuari introduirà a l’aplicació sempre que desitgi i 
tindrà per objectiu que aquest ho pugui fer d’una forma el més ràpida i senzilla 
possible, així com, posteriorment, les pugui consultar de forma el més entenedora 
possible. Però a diferència de Daylio, el producte final del TFG estarà dirigit a 
empreses, incorporant diferenciació de rols i permisos, i estarà focalitzat exclusivament 





                                            
3 CoPsoQ-istas21: versió espanyola del COPSOQ, un instrument internacional per la 
investigació, avaluació i prevenció dels riscs psicosocials originari a Dinamarca 
(http://copsoq.istas21.net/). 
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3.2 Perfils d’usuari 
 
Els usuaris potencials d’utilitzar l’aplicació que es planteja seran empresaris i persones 
treballadores que es trobin en les següents condicions: 
 
 Empresaris o usuaris administradors conscients que l’estrès laboral pot 
constituir un problema per la salut dels seus treballadors i pel funcionament i 
els resultats de la seva empresa i busquen avaluar-ne el risc com a primera 
mesura de prevenció. 
 Empleats o usuaris no administradors que volen portar un registre dels seus 
nivells d’estrès a la feina. 
 
Usuaris no administradors 
 
Característiques del perfil: 
 16 a 65 anys (majoria d’usuaris) 
 50% dones/50% homes 
 Viuen en mitjanes i grans ciutats 
 Treballen i en la seva major part 
tenen un horari laboral a temps 
complet 
 Solters o amb parella 
 Viuen sols o conviuen amb algú 
(parella, fills, pares...) 
Context d’ús: 
 Treballadors que utilitzen diàriament 
dispositius mòbils i que, en qualsevol 
moment de la jornada laboral, volen 
registrar el seu estrès degut a 
qualsevol tema relacionat amb la 
feina 
Anàlisi de tasques: 
 Accedir a l’aplicació com a 
treballador d’una empresa 
 Afegir entrades del seu estat d’estrès 
 Visualitzar les seves entrades 
mitjançant estadístiques i un 
calendari 
Necessitats i objectius: 
 Volen portar un registre del seu 








Característiques del perfil: 
 25 a 45 anys (minoria d’usuaris) 
 50% dones/50% homes 
 Viuen en mitjanes i grans ciutats 
 En la seva major part treballen i 
tenen una formació superior o de 
postgrau 
Context d’ús: 
 Empresaris que han d’administrar la 
seva empresa i volen explorar dades 
sobre l’estrès dels seus treballadors 
Anàlisi de tasques: 
 Registrar-se a l’aplicació com 
administrador i enllaçar la seva 
empresa 
 Afegir treballadors 
 Visualitzar les entrades dels seus 
treballadors mitjançant estadístiques 
i un calendari 
Necessitats i objectius: 
 Reducció de l’absentisme 
 Reducció de la rotació del personal 
 Millora del rendiment i la productivitat 
 Menys queixes d’usuaris i clients 
 Reducció de problemes legals per 
treballadors que pateixen estrès 
 Millora de la imatge institucional tant 
entre els treballadors com de 
l’exterior 
 













3.3. Escenaris d’ús 
 
Després de realitzar la investigació contextual, i tenint en compte les tasques que els 
usuaris han de poder dur a terme en l’aplicació, s’han elaborat els escenaris d’ús. És a 
dir, la descripció d’un personatge en la situació d’ús de l’aplicació, amb uns objectius 
concrets. Les situacions concretes que es generen a partir d’aquests elements han 
estat de gran ajuda per a explorar idees i considerar aspectes del disseny. 
 
Escenari 1: Registrar-se a l’aplicació 
 
Un empresari, vol explorar dades sobre l’estrès dels seus treballadors. Obre l’aplicació 
i, com que no té cap compte d’usuari, prem el botó per registrar-se al sistema. Omple 
el formulari de registre i fa clic a “Començar a utilitzar BurnApp”. Després, el sistema li 
fa omplir un nou formulari on introdueix algunes dades bàsiques de la seva empresa 
(nom i si n’és administrador). Al prémer “Continuar”, accedeix a la vista d’inici de 
l’aplicació. Les seves dades han quedat registrades com usuari administrador amb una 
empresa associada. 
 
Escenari 2: Accedir a l’aplicació 
 
Un empleat treballa en una empresa que ha suggerit als seus empleats començar a fer 
servir l’aplicació per registrar el seu estrès. No sap si fer-la servir, però té curiositat. 
Obre l’aplicació al seu mòbil des del lloc de feina i omple el formulari de registre 
indicant que no és administrador de l’empresa. Al prémer “Accedir”, l’aplicació li mostra 
una alerta indicant que encara no disposa de permisos per accedir a l’aplicació i que 
haurà d’esperar a que l’administrador de la seva empresa li’n concedeixi. 
 
Escenari 2: Concedir permisos a un empleat 
 
Un empresari, que acaba de registrar-se a l’aplicació, vol començar a afegir 
treballadors a l’empresa per tal que aquests comencin a fer servir l’aplicació al seu lloc 
de treball. Des de l’aplicació, selecciona l’opció “Empleats” i, com que alguns 
treballadors ja han completat el seu registre a l’aplicació, troba el llistat amb els seus 
noms amb un botó de color verd que diu “Acceptar” al costat de cadascun d’ells. Fa 




Escenari 3: Eliminar un empleat 
 
Un empresari, que acaba d’acomiadar un treballador de la seva empresa, vol esborrar-
lo de l’aplicació per controlar que no la utilitzi. Obre l’aplicació des del seu despatx, 
omple el formulari d’accés, i des de la pàgina d’inici selecciona l’opció “Empleats”. 
Introdueix el seu nom al cercador de la part de d’alt de la vista i, quan troba el 
treballador que busca, deslliça el dit cap a l’esquerra per trobar l’opció per eliminar-lo. 
Clica sobre aquesta opció, prem “OK” en l’alerta per confirmar l’acció i verifica que el 
treballador ha desaparegut del llistat. 
 
Escenari 4: Afegir una entrada 
 
Un treballador, que es troba desanimat a la feina perquè porta un parell de dies amb 
carència de tasques per fer, obre l’aplicació al seu mòbil i inicia sessió. Des de 
l’aplicació, selecciona l’opció per afegir una entrada. A continuació, selecciona l’estat 
“Meh”, la causa “Tasques”, escriu el següent comentari: “Em sobra temps a la feina” i 
prem el botó per guardar l’entrada. Més tard, el seu supervisor immediat li assigna un 
seguit de comeses que ha d’entregar aquesta mateixa setmana. El treballador torna a 
obrir l’aplicació i selecciona l’opció per afegir una nova entrada. Aquesta vegada 
selecciona l’estat “Estressat”, la causa “Tasques”, escriu la següent nota: “Se m’ha 
acumulat la feina per aquesta setmana i he de treballar amb presses” i guarda 
l’entrada. 
 
Escenari 5: Consultar estadístiques i obtenir la llista d’entrades d’un dia concret 
 
Un treballador, que ha estat afegint entrades sobre el seu estat d’estrès durant l’últim 
mes, obre l’aplicació i selecciona l’opció per consultar les seves estadístiques. Se li 
mostra un gràfic dels estats d’estrès mensuals i observa que ha introduït bastants 
estats “Estressat”. També se li mostra un gràfic del comptador de causes i observa 
que la majoria de les seves entrades tenen associada la causa “Horaris”. A continuació 
selecciona l’opció per obrir el calendari i obtenir els detalls de les entrades introduïdes 
els últims dies.  A mesura que prem sobre els dies del calendari, l’aplicació li mostra la 
llista d’entrades (estats, causes i comentaris) associades a aquells dies. El treballador 





Escenari 6: Consultar dades dels treballadors 
 
Un empresari vol consultar quines dades sobre l’estrès han introduït a l’aplicació els 
seus treballadors. Obre l’aplicació, omple el formulari d’accés, i des de la pàgina d’inici 
selecciona l’opció “Estadístiques”. Des d’aquesta vista, prem l’opció per consultar 
estadístiques d’altres treballadors. Fa scroll al llistat de treballadors i, quan troba el 
treballador que desitja, clica sobre el seu nom. Verifica que les estadístiques que el 
sistema li mostra són del treballador que ha seleccionat, ja que pot veure el seu nom a 
la part superior de la pantalla. Després, selecciona l’opció “Calendari” del menú i 
repeteix el mateix procediment per consultar les entrades d’un treballador particular 



























3.4 Casos d’ús  
 
En aquest apartat hem definit formalment una sèrie de requeriments. En aquests 
especifiquem que l’aplicació permeti: accedir, registrar-se, concedir o denegar 
permisos, eliminar empleats, afegir entrades, consultar estadístiques, seleccionar una 
data i veure la llista d’entrades associades de l’usuari, i obtenir diverses dades dels 
empleats. Hem refinat aquests requeriments en casos d’ús. Aquests casos formen la 
pila del producte inicial i són els que segueixen a continuació: 
 
CAS-1: Registre d’administradors Actors: Usuari administrador 
Descripció: Com administrador 
vull donar-me d’alta al sistema 
(crear un compte d’usuari) per 
guardar dades personals i 




 Registrar amb èxit l’usuari 
Flux: 
1. Selecciona registrar-se 
2. Omple el formulari de registre 
3. Omple el formulari de creació de l’empresa 
indicant que n’és l’administrador 
4. Selecciona guardar 
5. Valida els camps introduïts 
6. Emmagatzema les dades a la base de 
dades amb els camps isAdmin i 
hasPermission a true. 
7. Si res falla, mostra una alerta amb l’error. 
Altrament, mostra la vista d’inici. 
 












CAS-2: Registre d’empleats Actors: Usuari no administrador 
Descripció: Com empleat vull 
donar-me d’alta al sistema (crear 
un compte d’usuari) per guardar 
dades personals i informació 
sobre els meus estats i causes. 
Pre-condicions: Cap 
Post-condicions:  
 Registrar amb èxit l’usuari 
Flux: 
1. Selecciona registrar-se 
2. Omple el formulari de registre 
3. Omple el formulari de creació de l’empresa 
indicant que no n’és l’administrador 
4. Selecciona guardar 
5. Valida els camps introduïts 
6. Emmagatzema les dades a la base de 
dades amb els camps isAdmin i 
hasPermission a false. 
7. Si res falla, mostra una alerta amb l’error. 
Altrament, mostra una alerta amb el 
missatge que l’administrador encara no li ha 
concedit permís d’accés i persisteix en la 
vista de registre. 
 
Taula 13. Cas d’ús 2: Registre d’empleats. 
 
CAS-3: Accés Actors: Usuari administrador/no administrador 
Descripció: Com usuari vull 
accedir (login) al sistema per 
accedir a un compte d’usuari i 
facilitar-me certes operacions. 
Pre-condicions:  
 El CAS-1 s’ha executat amb èxit o el CAS-2 
s’ha executat amb èxit i l’empleat té permís 
d’accés 
 L’usuari no té cap sessió iniciada al sistema 
Post-condicions: 
 Iniciar la sessió de l’usuari amb èxit 
Flux: 
1. Omple el formulari d’accés 
2. Selecciona accedir 
3. Valida els camps introduïts 
4. Si res falla, mostra una alerta amb l’error. 
Altrament, mostra la vista Inici. 
 
Taula 14. Cas d’ús 3: Accés. 
32  
CAS-4: Llista dels empleats Actors: Usuari administrador/no administrador 
Descripció: Com administrador o 
usuari vull obtenir un llistat de tots 
els treballadors de l’empresa. 
Pre-condicions: 
 El CAS-3 s’ha executat amb èxit 
Post-condicions: 
 Mostrar el llistats dels empleats 
Flux: 
1. Selecciona Empleats del menú 
2. Mostra una llista dels empleats que 
prèviament hagi completat amb èxit el 
formulari de registre a la mateixa empresa. 
Altrament, mostra una llista buida. 
 
Taula 15. Cas d’ús 4: Llista dels empleats. 
 
CAS-5: Concedir permisos Actors: Usuari administrador 
Descripció: Com administrador 
vull poder concedir o denegar 
permís d’accés als empleats de la 
meva empresa en l’aplicació per 
tenir un control de qui la utilitza. 
Pre-condicions: 
 El CAS-3 s’ha executat amb èxit 
 El CAS-4 s’ha executat amb èxit 
Post-condicions: 
 Concedir permís d’accés a l’empleat amb 
èxit 
Flux: 
1. Selecciona Empleats del menú 
2. Selecciona l’empleat al qual se li vol 
concedir permís i prem el botó “Acceptar” 
que es troba al costat del seu nom.  
 












CAS-6: Eliminar empleats Actors: Usuari administrador 
Descripció: Com administrador 
vull poder eliminar els 
treballadors de la meva empresa 
en l’aplicació per tenir un control 
de qui la utilitza. 
Pre-condicions: 
 El CAS-3 s’ha executat amb èxit 
 El CAS-4 s’ha executat amb èxit 
 Prèviament s’ha afegit algun empleat 
Post-condicions: 
 Eliminar l’empleat amb èxit 
Flux: 
1. Selecciona un empleat de la llista 
2. Selecciona eliminar 
3. Confirma l’acció en el missatge d’alerta 
4. Esborra les dades de la base de dades 
5. Mostra la llista dels empleats de l’empresa 
sense el treballador eliminat 
 
Taula 17. Cas d’ús 6: Eliminar empleats. 
 
CAS-7: Afegir entrades Actors: Usuari administrador/no administrador 
Descripció: Com usuari vull poder 
afegir entrades dels meus estats 
a la feina. 
Pre-condicions: 
 El CAS-3 s’ha executat amb èxit 
Post-condicions: 
 Registrar l’entrada de l’usuari amb èxit 
Flux: 
1. Selecciona Entrades 
2. Selecciona una opció d’estat  
3. Selecciona una causa  
4. Afegeix un comentari (opcional) 
5. Selecciona guardar 
6. Si res falla, mostra una alerta amb l’error. 
Altrament, mostra la vista Inici. 
 








CAS-8: Consultar estadístiques Actors: Usuari administrador/no administrador 
Descripció: Com usuari vull que 
se’m mostrin estadístiques de les 
meves entrades per tenir 
constància del què he registrat. 
Pre-condicions: 
 El CAS-3 s’ha executat amb èxit 
Post-condicions: 
 Mostrar estadístiques de les entrades que 
l’usuari ha registrat 
Flux: 
1. Selecciona Estadístiques 
2. Mostra estadístiques de les entrades que 
prèviament l’usuari hagi registrat. Altrament, 
mostra estadístiques buides. 
 
Taula 19. Cas d’ús 8. Consultar estadístiques. 
 
CAS-9: Llista de les entrades Actors: Usuari administrador/no administrador 
Descripció: Com usuari vull 
accedir a la informació d’una data 
al seleccionar-la del calendari per 
conèixer les entrades associades 
(estats, causes i comentaris). 
Pre-condicions: 
 El CAS-3 s’ha executat amb èxit 
Post-condicions: 
 Mostrar la llista d’entrades que l’usuari hagi 
registrat associades al dia seleccionat 
Flux: 
1. Selecciona Calendari 
2. Selecciona una data del calendari mostrat 
3. Mostra la llista d’entrades associades a la 
data seleccionada que prèviament l’usuari 
hagi registrat. Altrament, mostra una llista 
buida. 
 











CAS-10: Obtenir dades dels 
empleats 
Actors: Usuari administrador 
Descripció: Com administrador 
vull obtenir diverses dades dels 
usuaris com les seves 
estadístiques i entrades per tal de 
poder actuar en conseqüència. 
Pre-condicions: 
 El CAS-3 s’ha executat amb èxit 
Post-condicions: 
 Mostrar les estadístiques i la llista de les 
entrades associades a l’empleat seleccionat 
Flux: 
1. Seleccionar Estadístiques o Calendari 
2. Seleccionar l’opció per obtenir el llistat dels 
empleats de l’empresa 
3. Seleccionar un empleat de la llista 
4. Mostra les estadístiques o el calendari amb 
les entrades que prèviament el treballador 
hagi registrat. Altrament, mostrarà 
estadístiques o una llista buida. 
 





















3.5 Disseny de l’arquitectura  
 
Definirem l’arquitectura del sistema en funció de dos tipus: l’arquitectura física i 
l’arquitectura lògica. 
 
Com arquitectura física el sistema respon a una arquitectura client-servidor. Els 
dispositius mòbils accedeixen a través d’una API REST als serveis web del servidor. 
Per ser REST, el protocol utilitzat en les comunicacions és HTTP sense estat amb les 
seves quatre operacions bàsiques: POST (crear), GET (llegir i consultar), PUT (editar) 
i DELETE (eliminar). A més, s’utilitza JSON pel format de les dades de les operacions. 
 
Com arquitectura lògica el sistema respon a una arquitectura de dues capes: capa de 
dades (servei Cloud Firestore de Firebase) i capa de lògica de negoci i de presentació 
juntes. La capa de dades compren una base de dades NoSQL emmagatzemada al 
núvol i està allotjada en la part del servidor, mentre que part de la lògica dels serveis 
s’inclourà en les accions, reducers i components de l’aplicació, en la part del client. 
 
La figura 11 mostra ambdues arquitectures de forma gràfica. A més, inclou 
l’arquitectura Flux que implementarem en el client, la qual està composta d’accions, 
reducers i components, tal i com hem explicat a l’apartat 2.3 d’aquest document. Com 
es mostra, a través de les accions realitzem les crides a l’API, mentre l’usuari 










En aquest apartat es presenten els primers esbossos (mockups) de les diferents 
pantalles de l’aplicació i dels elements que contindran. Aquests mockups són els 
prototips gràfics que s’utilitzaran per la implementació de les pantalles en el front-end, 
Per indicar quines opcions corresponen a la vista d’administrador utilitzarem post-its. 








Mockup 3. Inici. Mockup 4. Empleats. 
  
Mockup 5. Vista detallada d’empleats. Mockup 6. Entrades (fase 1). 
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Mockup 7. Entrades (fase 1). Mockup 8. Entrades (fase 2). 
  
Mockup 9. Estadístiques. Mockup 10. Entrades (fase 2). 
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4. Implementació del producte 
 
En aquest apartat es descriuran els conceptes principals del desenvolupament del 
projecte. Tenint en compte que l’explicació de tot el codi font seria excessiva per 
l’objectiu d’aquesta memòria, hem simplificat explicant un fragment de codi en la 
secció 4.3.2.  
 
4.1 Fluxos d’interacció 
 
A continuació, es descriu el flux de l’aplicació detallant els passos principals 
desenvolupats en cada vista. Els apartats més complexes s’acompanyen d’una figura 
per a una millor comprensió. Alguns detalls que són comuns a totes les vistes són: 
 
 Cada cop que té lloc una petició d’accés a la web (per comunicar-se amb la 
base de dades, descarregar continguts, etc.) es mostra en pantalla un 
component anomenat spinner fent una animació de càrrega fins que el 
contingut és descarregat o es rep la resposta. 
 Quan té lloc una transició entres dues vistes, es fa una animació.  
 Quan apareix un missatge d’error o d’èxit en pantalla, s’utilitza una alerta en 
JavaScript per mostrar el missatge. 
 El botó per tornar enrere sempre retornarà a la vista anterior llevat que no es 
descrigui un altre comportament concret.  
 
4.1.1 Inici de sessió 
 
Primer, apareix la vista d’inici de sessió (veure annexos, captura de pantalla 1). En 
aquesta vista es comprova si l’usuari anterior encara té una sessió activa a la base de 
dades al núvol (backendless). Si no és així, l’usuari persisteix en la vista d’accés. 
Altrament, l’usuari passa a la següent vista (la vista d’inici).  
 
Quan l’usuari prem el botó Accedir, l’aplicació comprova si la combinació de correu 
electrònic i contrasenya coincideix amb alguna de la base de dades mitjançant 
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mètodes del SKD de Firebase Authentication. Si alguna cosa falla, es mostra una 
alerta amb l’error4. De contrari, existeixen tres possibilitats: 
 
 Si l’usuari ja es trobava en un estat autenticat en una instància Firebase 
Auth i té permís d’accés, aleshores avança directament a la vista d’inici. En 
aquest sentit, l’estat persistirà fins i tot quan es tanqui l’aplicació o s’anul·li 
l’activitat en React Native. L’usuari ha de sortir del seu compte de forma 
explícita per desactivar aquest estat. 
 Si l’usuari no es troba en un estat autenticat, autentica a l’usuari amb la seva 
adreça de correu electrònic i contrasenya i comprova si té permisos. Si en té, 
mostra la vista d’inici amb el seu perfil.  
 Altrament, una alerta mostra un missatge per notificar a l’usuari que no disposa 
de permisos per accedir a l’aplicació i persisteix en la pàgina d’accés. 
 
Aquesta vista també permet l’enviament de correus electrònics per restablir la 








El procés de registre es divideix en dues parts. Primer, es mostra un formulari on 
l’usuari ha d’introduir el seu nom complet, correu electrònic i contrasenya. 
                                            
4 Aquests casos inclouen que els camps de correu electrònic o contrasenya estiguin buits, que 
el correu electrònic estigui en un format no vàlid o que la contrasenya no sigui vàlida.  
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Seguidament, es necessiten alguns detalls de l’empresa com el nom i si n’és 
administrador.  
 
Quan l’usuari prem el botó per registrar-se, l’aplicació comprova si existeix un altre 
usuari amb el mateix correu electrònic a la base de dades. Si hi ha algun correu que 
coincideix amb l’introduït, es mostra l’error corresponent. Altrament, el nou usuari és 
registrat a la base de dades al núvol i, si és administrador, es mostra la seva pantalla 
d’inici. Altrament, es mostra una alerta d’èxit on es notifica que l’usuari ha d’esperar a 
que l’administrador de la seva empresa accepti la seva sol·licitud i persisteix a la vista 








Un cop l’usuari hagi iniciat sessió, accedeix al menú de l’aplicació des de qualsevol de 
les vistes. Aquestes sempre mostren el seu nom a la part de d’alt, el contingut a la part 
central de la pantalla i totes les opcions del menú en una barra de pestanyes a la part 
inferior. Aquestes opcions són: Inici, Empleats, Entrades, Estadístiques i Calendari.  
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A més, si premem el botó de més opcions ( ), localitzat a d’alt a la dreta, o fem el gest 
de lliscar el dit d’esquerra a dreta de la pantalla en qualsevol de les vistes, es mostra 
un panell lateral de navegació que conté l’opció per sortir de l’aplicació (veure 








Aquesta vista està composta per un missatge de benvinguda amb el nom de l’usuari 
actual juntament amb un llistat de les seves últimes entrades registrades, obtingudes 
com a resultat d’una consulta a la base de dades al núvol. La llista d’entrades es 
desplaça cap avall i s’ordena per data de creació de les entrades, de més a menys 
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recent. Cada entrada inclou la seva data d’enregistrament, una emoticona animada i el 
nom d’un estat, una activitat associada i, opcionalment, un comentari. En cas que 
l’usuari encara no hagi registrat cap entrada, es mostra el text: “No hi ha cap entrada 
pujada” (veure annexos, captura de pantalla 7). 
 
Alhora de pintar cada entrada en pantalla, per tal de facilitar l’experiència d’usuari per 
distingir-ne els estats, hem escollit fer-ho amb els colors d’un semàfor. Així, les 
entrades associades a l’estat “Estressat” es pinten en vermell (que és un color que 
sovint s’associa a perill o a quelcom que és important de veure), les entrades amb 
l’estat “Meh” es pinten en groc i les entrades amb l’estat “Relaxat” es pinten en verd 




En la vista d’Empleats, tenim un llistat de tots els treballadors que pertanyen a la 
mateixa empresa que l’usuari actual que ha iniciat sessió. A la part de d’alt de la llista, 
hi ha un cercador de treballadors que filtra el llistat obtingut per nom (veure annexos, 
captura de pantalla 8). 
 
Per accedir a l’opció de tenir una vista més detallada d’un treballador, es pot 
aconseguir lliscant el dit de dreta a esquerra sobre el nom de l’empleat en particular. Al 
prémer aquesta opció l’aplicació desplega un modal amb les dades d’aquest 
treballador (veure annexos, captures de pantalla 9 i 10). Es pot tornar a la vista 
d’empleats prement el botó de sortir o de tornar enrere. 
 
Els usuaris administradors, a més a més, tenen l’opció d’activar o desactivar els 
permisos d’accés de cada empleat de la seva empresa amb un switch (veure annexos, 
captura de pantalla 12). Si aquests tenen el permís desactivat, els administradors 
podran veure un botó Acceptar al costat del nom de l’empleat en el llistat de tots els 
treballadors (veure annexos, captura de pantalla 13). Si el pressionem, els permisos 
d’aquest empleat s’activaran. Finalment, al lliscar el dit de dreta a esquerra sobre un 
empleat, els administradors també tenen la possibilitat d’eliminar-lo permanentment 
(veure annexos, captura de pantalla 11). Per qüestions de seguretat, al prémer 







Aquesta vista té dues fases, cadascuna d’elles amb diferents opcions. En la primera 
fase, l’acció principal consisteix a seleccionar un estat entre les opcions disponibles 
(Relaxat, Meh i Estressat) (veure annexos, captura de pantalla 14). A més, tot i que 
per defecte es troba seleccionada la data actual, aquesta es pot modificar prement 
sobre la icona de calendari i seleccionant una nova data (veure annexos, captura de 
pantalla 15). No es permet la selecció de dates futures a l’actual, ja que aquesta opció 
no tindria sentit. Si premem sobre un estat, automàticament es mostra la segona fase 
de la vista, per tal de seleccionar una causa. 
 
En la segona fase, l’acció principal consisteix a seleccionar una causa entre les 
opcions disponibles (Tasques, Volum/ritme de treball, Horaris, Participació/control, 
Perspectiva professional, Paper en l’empresa, Relacions interpersonals, Cultura 
d’empresa, Relació feina/família i Altres). A més, opcionalment, es pot afegir un 
comentari associat a l’entrada. Els dos botons situats a la part de d’alt, permeten tornar 
a la fase anterior per modificar-ne l’estat o la data, o bé, guardar l’entrada de l’usuari 
(veure annexos, captura de pantalla 16). Després de salvar l’entrada, aquesta es 




En aquesta vista es mostren les estadístiques mensuals de l’usuari que ha iniciat 
sessió. Concretament, conté quatre components que es desplacen cap avall i que 
corresponen als estats mensuals, un comptador d’estats, un comptador de causes i 
una relació entre estats i causes. El contenidor d’estats mensuals es desplaça cap a la 
dreta i mostra l’evolució dels estats enregistrats per l’usuari segons la seva data. Els 
contenidors del comptadors d’estats i de causes mostren un recompte d’aquests, 
respectivament. A més, el comptador d’estats disposa d’un selector per canviar el tipus 
de gràfic que es mostra: amb opció de gràfic circular o de barres. Finalment, l’últim 
component mostra una relació dels estats associats a les seves causes. Disposa d’un 
selector que permet escollir un estat i visualitzar quantes i quines causes es troben 
associades a aquest. Cada usuari no administrador té accés només a les seves dades 
enregistrades (veure annexos, captures de pantalla 17 i 18). 
 
Els usuaris administradors, a més a més, tenen l’opció a la part superior d’obrir un 
modal amb la llista d’empleats de la seva empresa i seleccionar-los per consultar-ne 
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En aquesta vista es mostra l’agenda completa d’entrades introduïdes per l’usuari que 
ha iniciat sessió. El calendari reduït de la part superior es desplega cap avall i mostra 
els colors dels estats de les entrades enregistrades. A més, permet la selecció d’un dia 
per veure’n els detalls de les seves entrades (data, estat de l’entrada, causa i, 
opcionalment, comentari), com es pot fer al consultar una agenda. Cada usuari no 
administrador té accés només a les seves dades enregistrades (veure annexos, 
captures de pantalla 20 i 21). 
 
Els usuaris administradors, a més a més, tenen l’opció a la part superior d’obrir un 
modal amb la llista d’empleats de la seva empresa i seleccionar-los per consultar-ne 























4.2 Estructura del projecte 
 
React Native no defineix una forma concreta d’organitzar el nostre projecte. No 
defineix una arquitectura MVC, motiu pel qual la forma habitual de separar el codi en 
carpetes d’acord amb aquest model no és la forma de procedir. Per contra, en React 
Native tot és un component, i aquest component té la seva pròpia vista i el seu propi 
model, i també un estat que seria l’equivalent al controlador en altres frameworks.  
 
Tenint això en ment, hem decidit crear quatre carpetes dins d’una carpeta anomenada 
“burnapp”: “assets” per emmagatzemar totes les imatges utilitzades per l’aplicació, 
“redux” per les accions i els reducers, “screens” per totes les vistes i “API” per 
allotjar totes les funcions i variables globals que hem creat. Hi ha dos fitxer addicionals 
dins d’aquesta carpeta anomenats “AppNavigator.js” i “MainTabNavigator.js”, 
on es renderitzen els components navegadors i es carreguen totes les diferents vistes 
que constitueixen l’aplicació. A més, tenim el directori “node_modules” que 
emmagatzema els mòduls npm que s’utilitzen, la configuració general dels quals es 
declara en el fitxer “package.json”. El fitxer “App.js” declara el component arrel de 
l’aplicació i el fitxer  “Firebase.js”  conté l’objecte de configuració de Firebase 
(veure figura 15). 
 
 




En aquesta carpeta, hem ubicat un fitxer anomenat “colors.js” on podem trobar 
objectes JavaScript que defineixen constants per evitar cometre errors a l’escriure i 
proporcionar una funcionalitat semblant a com ho fan les enumeracions. Per la resta, 
tenim cinc fitxers que contenen diferents variables i funcions estàtiques: “states.js” i 
“activities.js” pels estats i les activitats respectivament, “helpers.js” per altres 





Aquesta carpeta conté totes les vistes que hem codificat. Aquestes vistes s’han dividit 
en “Login”, “Signup”, “Logout”, HomeScreen”, “EmployeesScreen, 




Aquesta carpeta inclou l’objecte de configuració de Redux, en el fitxer 
“configureStore.js” així com les accions, en els fitxers “ActionTypes.js” i 
“ActionCreators.js”, i els reducers, en els fitxers “user.js”, “currentUser.js”, 














4.3.1 Què és un component? 
 
Els components més simples són mòduls que React Native ha creat per les vistes 
natives existents. Per exemple, el component View es connecta a la UI View en 
Android. Tenim molts altres components que es troben ja integrats en React Native 
(Text, Navigator, Switch, Alert, etc.). Mitjançant una combinació d’aquets 
components, podem construir els nostres. Per tant, la idea bàsica és pensar en totes 
les vistes principals que hauria de tenir la nostra aplicació, i construir un component 
principal per aquesta vista que, al seu torn, estigui format per components més petits. 
Per tant, cada component està format per altres components, i aquest arbre acaba 
amb un component a d’alt de tot, que hem anomenat “app.js” dins la carpeta 
“burnapp”.  Hem definit els nostres components d’acord a dues raons diferents: la 
primera és veure si aquest component es pot reutilitzar més vegades, i la segona és 
obtenir un codi més net, generant tantes vistes com hem pogut de la vista principal per 
tal d’evitar fitxers massa extensos. Un component està compost bàsicament per: 
 
 Les instàncies, que es troben definides dins del constructor i poden ser 
modificades pel component en sí. 
 L’estat, que és un objecte JavaScript on es creen variables específiques. 
L’estat és el motiu principal pel qual diem que React Native és “reactiu”. L’estat 
ha d’allotjar totes les variables que a l’actualitzar-se han de tornar a renderitzar 
de nou el component actual.  
 Les propietats (en anglès, properties), que són variables el valor de les quals és 
passat al component i que no poden ser modificades pel component en sí (el 
component pare és l’encarregat de fer-ho). 
 Les funcions heretades, que són les funcions que tenen tots els d’aquestes 
classes pel fet de ser una subclasse de Component. La més important de totes 
és la funció render(). En el retorn d’aquesta funció, hem de col·locar tot el 
codi JSX (tot el què podem veure en la vista està codificat en JSX). Una altra 
funció rellevant és el mètode ComponentDidMount(), utilitzat per localitzar el 
codi que serà executat immediatament abans que el component es renderitzi, 
com per exemple l’obtenció de les dades a mostrar. 
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 Els estils, un objecte de JavaScript que seteja totes les propietats als 
components localitzats al mètode render(). Aquest utilitza Flexbox [27], que 
la versió CSS3 és ben coneguda pels programadors web. Les propietats que 
defineix principalment fan referència a les dimensions i a la distribució dels 
components. 
 
4.3.2 Com funciona un component 
 
Com que no és possible entrar en detall a explicar què fa tot el codi programat, ja que 
s’ha emprat una quantitat considerable de components per executar l’aplicació, 
n’explicarem un dels més importants. Així, serà possible entendre millor com React 
Native tracta amb la programació reactiva. El component que s’explicarà és el que 
mostra una llista dels treballadors de la mateixa empresa que l’usuari que ha iniciat 
sessió. Concretament, es detallaran les parts del component i l’opció de filtre, ja que és 
suficient per veure com l’estat fa la seva feina (veure annexos, codi en els annexos). 
 
Importació de components 
 
En la part superior del fitxer podem observar tots els components que han d’importar-
se per utilitzar-se dins d’aquest component. Concretament, s’importen de react, 
react-native, altres llibreries auxiliars com react-native-elements, react-
native-swipeout o react-native-animatable, d’expo, el fitxer de configuració 
Firebase.js o de redux. 
 
Constructor i estat 
 
A continuació, declarem la nostra classe, que és una subclasse de Component, i 
l’exportem per tal que pugui ser utilitzada des de qualsevol altre fitxer en el projecte. 
Dins d’aquesta, tenim el constructor, on es passen algunes propietats del component 
pare i on trobem l’estat. Dins l’estat hem afegit totes les variables que tindran algun 




El primer que es comprova és si s’han carregat les dades necessàries o no. En cas 
negatiu, es renderitza el component ActivityIndicator, que representa un spinner 
que fa una animació de càrrega. En cas afirmatiu, quan el contingut s’ha descarregat o 
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s’ha rebut una resposta, el primer que es fa és cridar un mètode que renderitza el 
component SearchBar. Aquest és un component importat de la llibreria react-
native-elements, que  requereix que se li passin algunes propietats com els estils 
de l’input i del contenidor, un placeholder, el valor, i les crides als mètodes que 
s’executaran quan es modifiqui l’input o bé es reinicialitzi. Després, es mostren dos 
components Card, un que mostra l’usuari actual i l’altre amb la llista de tots els 




Tots els estils han d’incloure’s en un objecte que es guardarà dins la variable styles. 




Dins del mètode render() passarem algunes funcions per utilitzar-les, tot i que 
només n’explicarem algunes d’elles: 
 
 Prémer una opció: Si llisquem el dit cap a l’esquerra sobre el nom de 
qualsevol empleat que apareix al llistat, les opcions que passem com a 
propietats al component Swipeout es mostraran en un requadre a la dreta. En 
cas que l’usuari sigui administrador, es mostraran les opcions per accedir a la 
vista detallada del treballador i pel eliminar l’empleat. Altrament, només es 
mostrarà la primera opció. Al prémer una d’aquestes opcions, internament el 
component Swipeout sabrà que ho hem fet i executarà les accions 
seleccionades a través de la propietat onPress. Aquesta propietat executarà la 
funció que li indiquem, la qual modificarà la variable d’estat corresponent. Com 
hem explicat, la modificació de l’estat causarà la rerenderització del component. 
Per tant, s’executarà el mètode render() de nou. 
 Filtrant el llistat: El mètode renderSearchBar() pintarà en pantalla el 
component del cercador d’empleats. Aquest component, sabrà quin és el text 
que intruïm al buscador a través de la propietat onChangeText, filtrarà la llista 
d’empleats segons aquest valor i permetrà actualitzar l’estat amb el nou llistat 
obtingut (codi definit al mètode SearchFilterFuntion). A continuació, el 
component tornarà a ser renderitzat, però aquesta vegada mostrant el llistat 
d’empleats filtrat amb el text que hem introduït.  
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4.3.3 Com funciona la navegació 
 
El fitxer “AppNavigator.js”, dins la carpeta “API”, implementa el comportament del 
flux d’autenticació a l’aplicació. Utilitza el component SwitchNavigator de la llibreria 
react-navigation, que funciona mostrant només una pantalla alhora. De manera 
predeterminada, no tracta les accions de tornar enrere i restableix les rutes al seu estat 
predeterminat quan canvia. 
 
import {createAppContainer, createSwitchNavigator} from 'react-navigation'; 
import Login from '../screens/Login'; 
import Signup from '../screens/Signup'; 
import MainTabNavigator from './MainTabNavigator'; 
 
const SwitchNavigator = createSwitchNavigator({ 
    Login: Login, 
    Signup: Signup, 
    Main: MainTabNavigator, 
  }, { 
    initialRouteName: 'Login' 
  } 
); 
 
export default createAppContainer(SwitchNavigator); 
 
Figura 16. Fragment de codi que implementa el “SwitchNavigator”. 
 
D’altra banda, el fitxer “MainTabNavigator.js” implementa la barra de pestanyes 
de la part inferior de la pantalla, que permet navegar per les opcions del menú, i el 
panell lateral que conté l’opció per sortir de l’aplicació, i que roman ocult per defecte en 
el dispositiu. Accedirem a ell desplaçant-lo des de la part dreta de la pantalla o 
prement la icona en la barra superior ( ).  
 
Per la barra de pestanyes, s’han afegit les llibreries react-avigation-tabs i 
react-navigation-stack, que permeten fer la transició entre les vistes del menú 
de forma que cada nova vista es col·loca al cim d’una pila. Pel panell lateral, hem 
utilitzat el component DrawerNavigator de la mateixa llibreria. 
 
A continuació, es mostra el codi dels components dedicats a aquest propòsit, ometent 








// Inici  
const HomeStack = createStackNavigator({ 
  Home: {  
    screen: HomeScreen, 
    navigationOptions: ({ navigation }) => ({ 
      headerRight: <Ionicons name='md-
more' size={30} color={Colors.white} onPress={() => navigation.toggleDrawer()}/> 
    }) 
  } 
}); 
HomeStack.navigationOptions = { 
  tabBarLabel: 'Inici', 
  tabBarOptions: {activeTintColor: Colors.yellow}, 
  tabBarIcon: ({ focused }) => ( 
    <Ionicons name='ios-
home' size={30} color={focused ? Colors.tabIconSelected : Colors.tabIconDefault}/> 
  ), 
}; 
HomeStack.path = ''; 
 
const EmployeesStack = createStackNavigator({ ... codi per la pestanya Empleats }); 
const EntriesStack = createStackNavigator({ ... codi pestanya Entrades }); 
const StatisticsStack = createStackNavigator({ ... codi per la pestanya Estadístiques }); 
const CalendariStack = createStackNavigator({ ... codi per la pestanya Calendari }); 
 
const tabNavigator = createBottomTabNavigator({ 
  HomeStack, EmployeesStack, EntriesStack, StatisticsStack, CalendarStack 
}); 
 
tabNavigator.path = ''; 
 
Figura 17. Fragment de codi que implementa la barra de pestanyes. 
 
const CustomDrawerContentComponent = (props) => ( 
  <ScrollView> 
    <SafeAreaView style={styles.container} forceInset={{ top: 'always', horizontal: 'never' }}> 
      <View style={styles.drawerHeader}> 
          <Ionicons name='ios-flame' size={60} color={Colors.white} style={{ margin: 20 }}/> 
          <Text style={styles.drawerHeaderText}>BurnApp</Text> 
      </View> 
      <DrawerItems {...props}/> 
    </SafeAreaView> 
  </ScrollView> 
); 
 
const Drawer = createDrawerNavigator({ 
  Fet: { 
    screen: tabNavigator, 
    navigationOptions: { 
      title: 'Fet', drawerLabel: 'Fet', 
      drawerIcon: <Ionicons name='ios-checkmark' size={30} color={Colors.white}/> 
    } 
  }, 
  Sortir: { 
    screen: Logout, 
    navigationOptions: { 
      title: 'Sortir', drawerLabel: 'Sortir', 
      drawerIcon: <Ionicons name='ios-log-out' size={30} color={Colors.white}/> 
    } 
  } 
}, { 
  drawerBackgroundColor: Colors.yellow, 
  drawerPosition: 'right', 
  contentComponent: CustomDrawerContentComponent, 
  contentOptions: { activeTintColor: Colors.white, inactiveTintColor: Colors.white } 
}); 
 
Figura 18. Fragment de codi que implementa el “DrawerNavigator”. 
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4.4 Accions i reducers 
 
Com s’ha explicat a l’apartat 2.4 sobre Redux, les accions s’encarreguen de modificar 
l’estat de l’aplicació. Per evitar errors a l’escriure l’identificador de les accions, el fitxer 
“ActionTypes.js” conté les variables que identifiquen a cadascuna d’elles. S’ha 
assignat a cadascuna el seu propi nom com identificador: 
 
export const UPDATE_NAME = 'UPDATE_NAME'; 
export const UPDATE_EMAIL = 'UPDATE_EMAIL'; 
export const UPDATE_PASSWORD = 'UPDATE_PASSWORD'; 
export const UPDATE_COMPANY = 'UPDATE_COMPANY'; 
export const UPDATE_ADMIN = 'UPDATE_ADMIN'; 
export const UPDATE_PERMISSION = 'UPDATE_PERMISSION'; 
export const UPDATE_ENTRIES = 'UPDATE_ENTRIES'; 
export const LOGIN = 'LOGIN'; 
export const SIGNUP = 'SIGNUP'; 
export const USER_LOADING = "USER_LOADING"; 
export const FETCH_USER = "ADD_USER"; 
export const USER_FAILED = "USER_FAILED"; 
export const ENTRIES_LOADING = "ENTRIES_LOADING"; 
export const FETCH_ENTRIES = "FETCH_ENTRIES"; 
export const ENTRIES_FAILED = "ENTRIES_FAILED"; 
export const ADD_ENTRIES = 'ADD_ENTRIES'; 
export const EMPLOYEES_LOADING = "EMPLOYEES_LOADING"; 
export const FETCH_EMPLOYEES = "FETCH_EMPLOYEES"; 
export const EMPLOYEES_FAILED = "EMPLOYEES_FAILED"; 
 
Figura 19. Fragment de codi del fitxer “ActionTypes.js”. 
 
Les set primeres corresponen a les accions d’actualitzar les dades dels usuaris en el 
procés d’autenticació. A continuació, les accions per iniciar sessió i registrar-se a 
l’aplicació. Després les accions per gestionar la sol·licitud de dades sobre els usuaris 
que han hi ha accedit, les entrades i els empleats. En aquests últims casos, al tractar-
se d’esdeveniments asíncrons, hi ha tres accions en cada cas: una per realitzar la 
petició, una mentre es rep una resposta i una amb l’error. 
 
A més del tipus, opcionalment les accions contenen un payload, amb les dades 
associades a la realització de l’acció. Aquestes es creen en funcions que retornen 
accions i que hem definit al fitxer “ActionCreators.js”. Per mitjà d’un disparador, 
les accions s’envien als reducers implementats, i serà algun d’ells el que prendrà 
l’acció i sabrà què fer amb ella. La part corresponent als despatxadors d’accions és 
transparent als desenvolupadors, ja que després de connectar un component amb 
Redux i oferir-li els creadors d’accions corresponents, n’hi haurà prou amb cridar la 
funció des del mateix component. A continuació, es mostra la implementació de les 
accions encarregades de gestionar la sol·licitud de dades sobre empleats: 
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import * as ActionTypes from './ActionTypes'; 
import Firebase, { db } from '../Firebase.js'; 
 
export const fetchUser = (uid) => { 
    return async (dispatch) => { 
        dispatch(userLoading()); 
        try { 
            const user = await db.collection('users').doc(uid).get(); 
            dispatch({ type: ActionTypes.FETCH_USER, payload: user.data() });  
        } catch (error) { 
            dispatch({ type: ActionTypes.USER_FAILED, payload: error });  
        } 
    }  
} 
 
export const userLoading = () => ({ 
    type: ActionTypes.USER_LOADING 
}); 
 
Figura 20. Fragment de codi del fixter “ActionCreators.js”. 
 
Els reducers són els encarregats de crear el nou estat de l’aplicació, a partir de 
l’anterior i la sol·licitud de realitzar una acció, i enviar aquest nou estat a la vista. Per 
això, els components que necessiten conèixer quelcom de l’estat mantingut per Redux, 
són inicialitzats específicament per rebre aquestes dades en les seves propietats. El 
component en qüestió, rep el nou estat proporcionat pels reducers i és actualitzat. En 
el següent codi es mostra el reducer per als empleats: 
 
import * as ActionTypes from './ActionTypes'; 
 
export const employees = ( 
    state = { isLoading: true, errMess: null, employees: [] },  
    action) => { 
    switch (action.type) { 
        case ActionTypes.FETCH_EMPLOYEES: 
            return { ...state, isLoading: false, errMess: null, employees: action.payload }       
        case ActionTypes.EMPLOYEES_LOADING: 
            return { ...state, isLoading: true, errMess: null, employees: [] } 
        case ActionTypes.EMPLOYEES_FAILED: 
            return { ...state, isLoading: false, errMess: action.payload, employees: [] }   
        default: 
            return state 
    } 
} 
 
Figura 21. Fragment de codi del reducer per als empleats. 
 
Concretament, tenim quatre reducers: “users.js”, “currentUser.js”, 
“employees.js” i “entries.js”, cadascun responsable d’una part de l’estat 
concreta. Aquests es combinen en un únic reducer mitjançant l’API de Redux, que 




import {createStore, combineReducers, applyMiddleware} from 'redux'; 
import thunk from 'redux-thunk'; 
import logger from 'redux-logger'; 
import {users} from './users'; 
import {currentUser} from './currentUser'; 
import {employees} from './employees'; 
import {entries} from './entries'; 
 
export const ConfigureStore = () => { 
    const store = createStore( 
        combineReducers({ 
            users, 
            employees, 
            entries, 
            currentUser 
        }), 
        applyMiddleware(thunk, logger) 
    ); 
 
    return store;  
} 
 
Figura 22. Fragment de codi amb l’objecte de configuració de Redux. 
 
El component arrel de l’aplicació està compost pel component AppNavigator, 
encarregat de la navegació. Aquest component es troba contingut dins d’un altre 
component del paquet Redux, anomenat Provider, al qual li hem de passar com a 
propietat una instància del store, que emmagatzema l’estat de l’aplicació.  
 
import React from 'react'; 
import {StyleSheet, View} from 'react-native'; 
import AppNavigator from './API/AppNavigator'; 
import {Provider} from 'react-redux'; 
import {ConfigureStore} from './redux/configureStore'; 
 
const store = ConfigureStore(); 
 
export default function App() { 
  return ( 
    <Provider store={store}> 
      <View> 
        <AppNavigator /> 
      </View> 
    </Provider> 
  ); 
} 
 







4.5 API d’autenticació de Firebase 
 
En aquest apartat tractarem la implementació de la interfície de la nostra classe 
Firebase, dins el fitxer “Firebase.js”, que permet la comunicació entre la classe i 
l’API d’autenticació de Firebase. Utilitzarem la interfície d’aquesta classe en els nostres 
components.  
 
Primer, hem necessitat activar un dels proveïdors d’autenticació disponibles a la web 
de Firebase. Al dashboard del nostre projecte de Firebase, podem trobar una opció del 
menú que diu “Auhentication”. Si la seleccionem i després premem “Mètodes d’inici de 




Figura 24. Panell de l’API d’autenticació de Firebase 
 
En segon lloc, hem implementat l’API d’autenticació per a la nostra classe Firebase. 
Per fer-ho, hem importat i instanciat el paquet de Firebase responsable de tota 





import firebase from 'firebase'; 




const firebaseConfig = { 
    apiKey: API_KEY, 
    authDomain: AUTH_DOMAIN, 
    databaseURL: DATABASE_URL, 
    projectId: PROJECT_ID, 
    storageBucket: '', 
    messagingSenderId: MESSAGE_SENDER_ID, 
    appId: APP_ID 
} 
 
// Initialize Firebase 
const Firebase = firebase.initializeApp(firebaseConfig); 
 
export const db = firebase.firestore(); 
 
export default Firebase; 
 
Figura 25. Fragment de codi amb la configuració de Firebase. 
 
Hem definit totes les funcions d’autenticació com a mètodes de classe pas per pas. 
Aquestes serveixen el nostre canal de comunicació de la classe Firebase a l’API de 
Firebase. La funció de registre createUserWithEmailAndPassword() rep com a 
paràmetres el correu electrònic i la contrasenya i utilitza un enpoint oficial de Firebase 
per crear un usuari.  
 
export const signup = () => { 
    return async (dispatch, getState) => { 
        try { 
            const { username, email, password, companyName, isAdmin, hasPermission } = getState().users 
            const response = await Firebase.auth().createUserWithEmailAndPassword(email, password) 
            if (response.user.uid) { 
                const user = { 
                    uid: response.user.uid, 
                    username: username, 
                    email: email, 
                    password: password, 
                    companyName: companyName, 
                    isAdmin: isAdmin, 
                    hasPermission: hasPermission 
                } 
                db.collection('users').doc(response.user.uid).set(user) 
                dispatch({ type: ActionTypes.SIGNUP, payload: user }) 
            } 
        } catch(error) { 
            alert(error); 
        } 
    } 
}  
 
Figura 26. Fragment de codi de la funció de registre. 
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La funció de d’inici de sessió signInWithEmailAndPassword(), també rep com a 
paràmetres el correu electrònic i la contrasenya: 
 
export const login = () => { 
    return async (dispatch, getState) => { 
        try { 
            const { email, password } = getState().users 
            const response = await Firebase.auth().signInWithEmailAndPassword(email, password) 
            dispatch(getUser(response.user.uid)) 
        } catch(error) { 
            var errorCode = error.code; 
            var errorMessage = error.message; 
            alert(errorCode + ": " + errorMessage); 
        } 
    } 
} 
 
Funció 27. Fragment de codi de la funció d’inici de sessió. 
 
Aquesta és la interfície d’autenticació dels components React Native que es 
connectaran a l’API Firebase. Concretament, La funció de registre serà consumida en 
el nostre component “Signup”, mentre que la funció d’iniciar sessió serà consumida 




















4.6 Base de dades 
 
Aquesta aplicació requereix una gran quantitat de dades, que es proporcionen als 
usuaris per tal d’observar l’evolució dels seus registres. A més, tots els usuaris han de 
poder agregar noves entrades. Per tant, l’aplicació requereix una base de dades al 
núvol (backendless) on sigui possible emmagatzemar continguts dinàmics. A més, ha 
de permetre realitzar peticions de manera continuada.  
 
Cloud Firestore és la base de dades NoSQL oferta per Firebase que s’ha emprat per 
emmagatzemar les dades de la nostra aplicació. Es tracta d’una base de dades flexible 
i escalable per la programació en servidors, dispositius mòbils i la web des de Firebase 
i Google Cloud Platform. Manté les dades sincronitzades entre aplicacions client a 
través d’agents d’escolta en temps real i ofereix assistència sense connexió per 
dispositius mòbils i la web, per la qual cosa podem compilar aplicacions que funcionen 
sense importar la latència de la xarxa ni la connectivitat a Internet. Cloud Firestore 
també ofereix una integració sense interrupcions amb altres productes de Firebase i 
Google Cloud Platform, inclòs el servei Firebase Authentication. 
 
Com a resum, totes les dades s’estructuren en col·leccions (veure figura 24, apartat 1) 
que, al seu torn, emmagatzemen documents (veure figura 24, apartat 2). Cada 
col·lecció té el seu nom, mentre que cada document té el seu identificador únic que, en 
el nostre cas, serà autegenerat. Dins de cada document podrem definir un conjunt de 
camps (veure figura 24, apartat 3), que venen a ser la pròpia informació del document, 
o fins i tot un conjunt de subcol·leccions específiques d’aquest document (veure figura 
24, apartat 4). 
 
 
Figura 24. Finestra de dades de la consola de Cloud Firestore. 
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D’aquesta forma, si consumim el servei utilitzant /users ens retornarà un llistat de 
tots els documents, mentre que si utilitzem /usuaris/ 
XP4XXZYkPjZPVJwRWIsMbhlYp3I2 ens retornarà aquest document en concret. Per 
poder accedir a la subcol·lecció d’entrades d’un usuari en particular, l’haurem de 
consultar específicament: /users/XP4XXZYkPjZPVJwRWIsMbhlYp3I2/entries. 
 
Com podem observar, cada usuari en la nostra col·lecció users té un identificador 
únic, que és creat automàticament per backendless. L’usuari té quatre atributs que són 
strings (email, password, username i companyName) i dos atributs que són 
booleans (isAdmin i hasPermission). L’atribut isAdmin determinarà el rol de 
l’usuari (administrador o no) i l’atribut hasPermission determinarà si aquest usuari té 
permisos d’accés a l’aplicació o no. A més, cada usuari té la seva pròpia subcol·lecció 
anomenada entries que contindrà un document per cada entrada. Aquests tenen 





Figura 25. Col·leccions i documents de l’aplicació. 
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D’altra banda, a més de les dades, Cloud Firestore conté una secció per definir les 
regles amb les quals podrem definir els permisos a les diferents rutes en les que 
s’exposarà la informació emmagatzemada. Totes les regles de Cloud Firestore 
consisteixen en declaracions match, que identifiquen documents de la base de dades, 
i expressions allow, que controlen l’accés a aquests documents: 
 
service cloud.firestore { 
  match /databases/{database}/documents { 
    match /<some_path>/ { 
      allow read, write: if <some_condition>; 
    } 
  } 
} 
 
Totes les sol·licituds que s’enviïn a la base de dades des d’una biblioteca de Cloud 
Firestore web o per dispositius mòbils es comparen amb les nostres regles de 
seguretat abans de llegir o escriure dades. Si les regles rebutgen l’accés a alguna de 
les rutes dels documents especificats, la sol·licitud completa resulta errònia. A 
continuació es mostra la regla bàsica per la nostra aplicació: 
 
// Allow read/write access on all documents to any user signed 
in to the application 
service cloud.firestore { 
  match /databases/{database}/documents { 
    match /{document=**} { 
      allow read, write: if request.auth.uid != null; 
    } 
  } 
} 
 
La ruta {document=**} que s’utilitza correspon a tots els documents de la base de 
dades completa. En la nostra aplicació, resulta obligatòria l’autorització tant per 









4.7 Verificació i validació 
 
En aquest apartat explicarem el procediment de testeig de l’aplicació desenvolupada, 
que ha consistit en la realització d’un seguit de probes unitàries i de snapshot. Per 
executar aquestes probes s’han fet servir les eines Jest [28] i Enzyme [29], 
desenvolupades per Facebook i AirBnB, respectivament. Mentre la llibreria Jest pot 
utilitzar-se en qualsevol projecte desenvolupat amb llenguatge JavaScript, Enzyme 
només és útil per la validació dels components de React. 
 
Els tests s’han dividit en varis fitxers, un per cada vista testejada, dins la carpeta 
“__tests__”. Cada test s’ha anomenat amb el nom de la vista que aquest valida 
seguit de l’extensió .test.js. El nom de la carpeta s’ha escollit degut a que Jest, per 
defecte, reconeix el directori “__tests__” i executa tots els fitxers que conté. 
 
4.7.1 Tests unitaris 
 
Els tests unitaris es troben dins el mètode describe(), amb un nom i una funció que 
correspon al test. S’han fet probes per comprovar si cada vista és renderitzada 
correctament, i també per comprovar si el valor de la propietat que li passem 
coincideix. En el següent fragment de codi es mostra un exemple de la sintaxi 
d’aquests tests per testejar la vista d’inici de sessió de l’aplicació: 
 
import React from 'react'; 
import renderer from 'react-test-renderer'; 
import configureStore from 'redux-mock-store'; 
import Login from './Login'; 
import Enzyme from 'enzyme'; 
import Adapter from 'enzyme-adapter-react-16'; 
import {shallow } from 'enzyme'; 
import {updatePassword, updateEmail, login} from '../redux/ActionCreators'; 
import {users} from '../redux/users'; 
 
Enzyme.configure({ adapter: new Adapter() }); 
 
const mockStore = configureStore([]); 
 
describe('<Login />', () => { 
    let store,  
      wrapper,  
      initialState = {users: "test"}; 
 
    beforeEach(() => { 
      store = mockStore(initialState); 
      wrapper = shallow(<Login store={store}/>); 
    }); 
 
    it('should render with given state from Redux store', () => { 
      expect(wrapper.find('Login').length).toEqual(1);       
    }); 
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    it('check Prop matches with initialState', () => { 
      expect(wrapper.find('Login').prop('user')).toEqual(initialState.users); 
    }); 
 
    it('check actionCreator: test updateEmail', () => { 
      const action = updateEmail("smartido@uoc.edu") 
      expect(action).toEqual({type:"UPDATE_EMAIL", payload:"smartido@uoc.edu"}); 
    }); 
 
    it('check reducer: test updateEmail', () => { 
      let state = {email: "hola@uoc.edu"} 
      state = users(state, {type:"UPDATE_EMAIL", payload: "smartidoa@uoc.edu"}); 
      expect(state).toEqual({email: "smartidoa@uoc.edu"}); 
    }); 
}); 
 
Figura 26. Fragment de codi dels tests unitaris del component “Login”. 
 
4.7.2 Test de snapshot 
 
Una altra tècnica emprada per realitzar tests sobre React Native, consisteix a realitzar 
un snapshot de la renderització d’un component. És a dir, representar el seu aspecte 
visual en un fitxer amb JSX. La primera vegada que s’executa el test, es crea aquest 
fitxer i, a partir de llavors, cada cop que s’executa comprova que el snapshot resultant 
coincideix amb el del fitxer. 
 
Aquest tipus de probes permeten alertar si un component ha canviat inesperadament 
d’aspecte. Quan el canvi sigui intencionat, caldrà que actualitzem el snapshot que hi 
ha en el fitxer. En el següent fragment de codi es mostra com exemple el test per 
capturar el snapshot de la vista d’inici de sessió de l’aplicació: 
 
    it('capturing Snapshot of Login', () => { 
      const tree =  renderer.create(<Login store={store}/>).toJSON() 
      expect(tree).toMatchSnapshot(); 
    }); 
 











Dur a terme aquest treball ha sigut motivador pel fet que, personalment, he tingut 
l’oportunitat de participar en ell des de diferents punts de vista. Així doncs, he 
començant actuant com stakeholder, alhora de definir els requeriments de l’aplicació, i 
també com a desenvolupadora, implementant el producte en sí mateix, i com a cap de 
projectes, marcant els terminis de la planificació i definint els llindars del producte final. 
 
Així doncs, durant aquest TFG he pogut aplicar els coneixements que he adquirit al 
llarg de les diferents assignatures del grau, però sobretot m’ha permès adquirir-ne de 
nous, no només a nivell teòric sinó especialment pràctic. Convé destacar que tot i que 
React i Redux no eren unes llibreries noves per mi, ja que m’he pogut familiaritzar amb 
elles desenvolupant la meva activitat professional, sí ho eren tant React Native com 
Firebase. En aquest sentit, voldria subratllar la gran quantitat d’hores que m’ha 
comportat endinsar-me tecnologies que resultaven noves per mi, doncs no és tan 
senzill com pot semblar a primer cop d’ull.  
 
Un dels majors temors que tenia al començament era que no coneixia les possibilitats 
de React Native amb Expo. Al tractar-se d’un framework nou per mi, pensava que 
podria no tenir tot el suport que sí podrien tenir altres marcs, així que desconeixia si 
em seria possible realitzar tot allò què havia planejat. He tingut alguns problemes 
alhora de desenvolupar, trobant-me repetits crashes, que bàsicament consistien en 
què l’aplicació es tancava de forma inesperada. La complicació que ha existit respecte 
aquest punt era que aquests crashes sovint eren estranys i reproduïbles, és a dir, no 
era senzilla la seva detecció i per conseqüència, la seva correcció. 
 
En relació a la part més tècnica del projecte, he hagut d’aprendre necessàriament a 
trobar respostes i solucions alternatives a les plantejades a l’inici per poder cobrir els 
requeriments definits. A tall d’exemple, inicialment tenia la idea que els usuaris 
administradors poguessin registrar treballadors. No obstant, això no ha estat viable, ja 
que cada vegada que l’administrador crea un nou usuari, Firebase automàticament 
tanca la sessió que havia inicial el primer i inicia sessió del segon. De manera que, cap 
usuari podia crear altres usuaris sense sortir de l’aplicació i tornant a iniciar sessió. Així 
doncs, trobant impossible la forma de resoldre aquest error, he acabat modificant la 
idea inicial, canviant que siguin els propis treballadors els que es registrin a l’aplicació 
i, posteriorment, l’administrador els hi concedeixi permisos d’ús.  
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Referent al mètode de treball, només dir que el fet de dividir les tasques 
d’implementació del producte en subtasques més petites m’ha permès visionar de 
forma global els objectius específics i, alhora, controlar els temps dedicats a cada 
subtasca. Tot i que he pogut mantenir la planificació establerta, m’agradaria fer notar 
que han aparegut imprevistos d’última hora, com en tot projecte real. 
 
Per concloure només manca per afegir que resulta obvi que el producte resultant té 
certes limitacions, que es podrien arrodonir en un futur, però que quedaven fora de 
l’abast del producte per aquest cas. La més important seria que degut a que hem 
treballat amb el sistema operatiu Windows 10, només hem pogut empaquetar 
l’aplicació per Android, tot i que també estigui preparada per iOS. Per poder 
empaquetar l’aplicació per iOS seria necessari l’ús d’un ordinador amb sistema 
operatiu macOS. 
 
Posteriorment, s’ha analitzant el fet que realitzar consultes de manera continuada a la 
base de dades al núvol alenteix significativament la fluïdesa de l’aplicació, motiu pel 
qual hauríem de tenir una base de dades local per emmagatzemar la major part de les 
dades o, com a mínim, la informació la mida de la qual no és realment extensa. Això 
ens permetria consultar no només dades mensuals, sinó sense cap restricció, i 
incloure més opcions en l’apartat d’estadístiques (com per exemple, no només 
consultar estadístiques individualitzades per cada empleat, sinó també incloure 
estadístiques globals de tots els empleats). 
 
Per últim, cal destacar que de cara al futur, seria interessant incloure altres perfils 
d’usuari (com per exemple, el seu càrrec o el seu equip dins de l’empresa), així com 
més estats i més causes. Fins i tot, aquests podrien ser personalitzables per part dels 
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Captura 1. Iniciar sessió. Captura 2. Restabliment de la contrasenya. 
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Captura 5. Desplegable d’opcions comú. Captura 6. Tancar sessió. 
  
Captura 7. Inici. Captura 8. Empleats. 
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Captura 9. Empleats amb opció a vista 
detallada (usuari no administrador). 
Captura 10. Vista detallada d’empleats 
(usuari no administrador). 
  
Captura 11. Empleats amb opció a vista 
detallada (usuari administrador). 




Captura 13. Empleats (usuari administrador). Captura 14. Entrades (fase 1). 
 
 




Captura 17. Estadístiques. Captura 18. Estadístiques. 
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Captura 19.  Captura 20. Calendari 
 
 
Captura 21. Calendari.  
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import * as React from 'react'; 
import {Text, View, StyleSheet, FlatList, TouchableOpacity, Modal, Alert, Switch, ActivityIndicator} from 'r
eact-native'; 
import {Avatar, SearchBar, Card} from 'react-native-elements'; 
import Swipeout from 'react-native-swipeout'; 
import * as Animatable from 'react-native-animatable'; 
import Colors from '../API/Colors'; 
import {searchAcronym}  from '../API/helpers'; 
import {Ionicons} from '@expo/vector-icons'; 
import Firebase, {db} from '../Firebase.js'; 
import {bindActionCreators} from 'redux'; 
import {connect} from 'react-redux'; 
import {fetchUser, fetchEmployees} from '../redux/ActionCreators'; 
 
const mapDispatchToProps = dispatch => { 
  return bindActionCreators({ fetchUser, fetchEmployees }, dispatch) 
} 
 
const mapStateToProps = state => { 
  return { 
    currentUser: state.currentUser, 
    employees: state.employees 
  } 
} 
 
class EmployeesScreen extends React.Component { 
  constructor(props){ 
    super(props); 
    this.state = { 
      employeeSearch: [], 
      showModal: false, 
      search: "", 
      employeeId: "", 
      employeeUsername: "", 
      employeeEmail: "", 
      employeeCompanyName: "",  
      employeeIsAdmin: false, 
      employeeHasPermission: false 
    } 
  } 
 
  componentDidMount() {  
    const uid = Firebase.auth().currentUser.uid; 
    if(uid) { 
      this.props.fetchUser(uid); 
      this.props.fetchEmployees(this.props.currentUser.user.companyName, uid); 
    } 
  } 
 
  searchFilterFunction(text) { 
    const newData = this.props.employees.employees.filter(function(item) { 
      const itemData = item.username ? item.username.toUpperCase() : ''.toUpperCase(); 
      const textData = text.toUpperCase(); 
      return itemData.indexOf(textData) > -1; 
    }); 
    this.setState({employeeSearch: newData, search: text}); 
  } 
 
  renderCurrentUser() { 
    return( 
      <Card containerStyle={styles.userCard}> 
        <View style={styles.employeeContainer}> 
            <Avatar  
              size="small" 
              rounded  
              title={searchAcronym(this.props.currentUser.user.username)}  
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              overlayContainerStyle={{ backgroundColor: Colors.yellow }} 
            /> 
            <Text style={styles.name}>{this.props.currentUser.user.username}</Text>      
          </View> 
      </Card> 
    ); 
  } 
 
  toggleModal(item = null) { 
    this.setState({ showModal: !this.state.showModal }); 
    if(item != null) { 
      this.setState({ 
        employeeId: item.id, 
        employeeUsername: item.username, 
        employeeEmail: item.email, 
        employeeCompanyName: item.companyName, 
        employeeIsAdmin: item.isAdmin, 
        employeeHasPermission: item.hasPermission 
      }); 
    } 
  } 
 
  updatePermission(id) { 
    db.collection('users').doc(id).update({hasPermission: !this.state.employeeHasPermission}); 
  } 
 
  showAlert(email) { 
    Alert.alert( 
      'Estàs segur?', 
      'Vols esborrar aquest treballador de la llista?', 
      [{text: 'Cancelar', style: 'cancel'}, 
        {text: 'OK', onPress: () => this.deleteItemByEmail(email)}] 
    ); 
  } 
 
  deleteItemByEmail(email) { 
    db.collection('users').onSnapshot((querySnapshot) => { 
      querySnapshot.forEach(doc => { 
        if(doc.data().email == email)  
          db.collection('users').doc(doc.id).delete(); 
      }); 
    }); 
  } 
 
  toggleSwitch = value => { 
    this.updatePermission(this.state.employeeId); 
    this.setState({employeeHasPermission: value}); 
  }; 
 
  renderModal() { 
    return( 
      <Modal 
        animationType='slide' 
        visible={this.state.showModal} 
        onDismiss={() => this.toggleModal()} 
        onRequestClose={() => this.toggleModal()} 
      > 
        <View style={styles.modalContainer}> 
          <TouchableOpacity style={styles.close} onPress={() => this.toggleModal()}> 
            <Ionicons 
              name='ios-close' 
              size={35} 
              style={{ marginLeft: 10 }} 
              color={Colors.darkGray} 
            /> 
          </TouchableOpacity> 
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          <Card containerStyle={styles.modalCard}> 
            <Text style={styles.modalName}>{this.state.employeeUsername}</Text> 
            <Text style={styles.modalSection}>Treball</Text> 
            <Text style={styles.modalSubtitle}>Manager</Text> 
            <Text style={styles.modalText}>{this.state.employeeIsAdmin ? "Administrador" : "Empleat"}</Text> 
            <Text style={styles.modalSubtitle}>Correu electrònic</Text> 
            <Text style={styles.modalText}>{this.state.employeeEmail}</Text> 
            <Text style={styles.modalSubtitle}>Empresa</Text> 
            <Text style={styles.modalText}>{this.state.employeeCompanyName}</Text> 
            <Text style={styles.modalSection}>Permisos</Text> 
            { !this.props.currentUser.user.isAdmin ? null :   
              <View style={styles.switch}> 
                <Text>Té permisos?</Text> 
                <Switch 
                  style={{ transform: [{ scaleX: 1.0 }, { scaleY: 1.0 }] }} 
                  onValueChange={this.toggleSwitch} 
                  value={this.state.employeeHasPermission} 
                  trackColor={{true: '#000', false: Colors.lightGray}} 
                  thumbColor={Colors.lightGray} 
                /> 
              </View> } 
          </Card> 
        </View> 
      </Modal> 
    ); 
  } 
 
  renderEmployee(item) { 
    if(this.props.currentUser.user.isAdmin) { 
      return( 
        <Swipeout  
          autoClose={true}  
          backgroundColor="transparent"  
          right={[{  
            text: <Ionicons name='ios-arrow-round-forward' size={35} color={Colors.darkGray} />, 
            backgroundColor: Colors.white, 
            onPress: () => this.toggleModal(item) 
          }, { 
            text: <Ionicons name='ios-trash' size={25} color={Colors.white} />, 
            backgroundColor: Colors.red, 
            onPress: () => this.showAlert(item.email) 
          }]}  
          style={styles.swipeout} 
        > 
          <View style={styles.employeeContainer}> 
            <Avatar  
              size="small" 
              rounded  
              title={searchAcronym(item.username)}  
              overlayContainerStyle={{ backgroundColor: Colors.yellow }} 
            /> 
            <Text style={item.hasPermission ? styles.name : styles.nameDisabled}>{item.username}</Text> 
            { item.hasPermission ? null :  
              <TouchableOpacity onPress={() => this.updatePermission(item.id)}> 
                <Text style={styles.accept}>{" Acceptar"}</Text> 
              </TouchableOpacity> 
            } 
          </View> 
        </Swipeout> 
      ); 
    } else { 
      return( 
        <Swipeout  
          autoClose={true}  
          backgroundColor="transparent"  
          right={[{  
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            text: <Ionicons name='ios-arrow-round-forward' size={35} color={Colors.darkGray} />, 
            backgroundColor: Colors.white, 
            onPress: () => this.toggleModal(item) 
          }]}  
          style={styles.swipeout} 
        > 
          <View style={styles.employeeContainer}> 
            <Avatar  
              size="small" 
              rounded  
              title={searchAcronym(item.username)}  
              overlayContainerStyle={{ backgroundColor: Colors.yellow }} 
            /> 
            <Text style={item.hasPermission ? styles.name : styles.nameDisabled}>{item.username}</Text> 
          </View> 
        </Swipeout> 
      ); 
    } 
  } 
   
  renderEmployeesList() { 
    if(this.props.employees.employees.length > 0) { 
      return( 
        <Card containerStyle={styles.card}> 
          {this.renderModal()} 
          <FlatList  
            data={this.state.employeeSearch.length == 0 ? this.props.employees.employees : this.state.employ
eeSearch} 
            keyExtractor={(item) => item.id} 
            renderItem={({ item }) => (this.renderEmployee(item))} 
          /> 
        </Card>  
      ); 
    } else { 
      return ( 
        <View style={{width: '100%'}}> 
          <Text style={styles.emptyEmployees}>No hi ha cap treballador registrat</Text> 
        </View> 
      ); 
    } 
  } 
 
  render() { 
    if(this.props.currentUser.isLoading || this.props.employees.isLoading) { 
      return( 
        <View style={styles.container}> 
          <ActivityIndicator size="large" color={Colors.darkGray} /> 
        </View> 
      );  
    } else { 
      return( 
        <View style={styles.container}> 
          <View style={styles.header}> 
            <SearchBar 
              inputContainerStyle={styles.searchBarInput} 
              containerStyle={styles.searchBarContainer} 
              searchIcon={{ size: 24 }} 
              onChangeText={text => this.searchFilterFunction(text)} 
              onClear={text => this.searchFilterFunction('')} 
              placeholder="Cerca" 
              value={this.state.search} 
            /> 
          </View> 
          <Animatable.View style={styles.body} animation="fadeIn" duration={1000} delay={1000}> 
            {this.renderCurrentUser()} 
            {this.renderEmployeesList()} 
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          </Animatable.View> 
        </View> 
      ); 
    } 
  } 
} 
 
EmployeesScreen.navigationOptions = { 
  title: 'Empleats', 
  headerStyle: { backgroundColor: Colors.yellow, elevation: 0 }, 
  headerTintColor: Colors.white 
}; 
 
const styles = StyleSheet.create({ 
  container: { 
    flex: 1, 
    backgroundColor: Colors.lightGray, 
    justifyContent: 'center' 
  }, 
  header: { 
    height: '20%', 
    width: '100%', 
    backgroundColor: Colors.yellow, 
    alignItems: 'center' 
  }, 
  body: { 
    height: '80%', 
    width: '100%', 
    backgroundColor: Colors.lightGray, 
    alignItems: 'center' 
  }, 
  userCard: { 
    padding: 0, 
    paddingTop: 10, 
    paddingBottom: 10, 
    width: '90%',  
    borderWidth: 0, 
    borderRadius: 8, 
    elevation: 5, 
    marginBottom: 15, 
    top: -50,  
    position: 'absolute' 
  }, 
  card: {  
    padding: 0, 
    width: '90%', 
    borderWidth: 0, 
    borderRadius: 8, 
    elevation: 5, 
    marginBottom: 15, 
    top: 40, 
    bottom: 0, 
    position: 'absolute' 
  }, 
  searchBarContainer: { 
    backgroundColor: Colors.yellow,  
    borderBottomColor: 'transparent',  
    borderTopColor: 'transparent',  
    width: '95%' 
  }, 
  searchBarInput: { 
    backgroundColor: 'white',  
    borderBottomColor: 'transparent',  
    borderTopColor: 'transparent' 
  }, 
  swipeout: { 
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    borderBottomWidth: 1, 
    borderColor: Colors.lightGray 
  }, 
  employeeContainer: { 
    flexDirection: 'row', 
    alignItems: 'center', 
    padding: 10 
  }, 
  name: { 
    marginLeft: 15, 
    fontSize: 16, 
    width: '60%'   
  }, 
  nameDisabled: { 
    marginLeft: 15, 
    fontSize: 16, 
    opacity: 0.2 
  }, 
  accept: { 
    color: Colors.green 
  }, 
  modalContainer: { 
    flex: 1, 
    backgroundColor: Colors.lightGray, 
    alignItems: 'center', 
    paddingTop: 60, 
  }, 
  close: { 
    position: 'absolute', 
    left: 10, 
    paddingTop: 30, 
  }, 
  modalCard: { 
    padding: 0, 
    width: '90%', 
    borderWidth: 0, 
    borderRadius: 8, 
    elevation: 5 
  }, 
  modalName: { 
    justifyContent: 'center', 
    alignItems: 'center', 
    textAlign: 'center', 
    fontSize: 22, 
    paddingTop: 60, 
    paddingBottom: 20 
  }, 
  modalSection: { 
    backgroundColor: Colors.lightGray, 
    color: Colors.darkGray, 
    textTransform: 'uppercase', 
    letterSpacing: 1.5, 
    fontWeight: 'bold', 
    padding: 10, 
    paddingLeft: 15, 
    paddingRight: 15 
  }, 
  modalSubtitle: { 
    color: Colors.darkGray, 
    paddingLeft: 15, 
    paddingRight: 15, 
    marginTop: 15, 
  }, 
  modalText: { 
    paddingLeft: 15, 
    paddingRight: 15, 
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    marginBottom: 15, 
  }, 
  switch: { 
    flexDirection: 'row', 
    padding: 15 
  } 
}); 
 
export default connect(mapStateToProps, mapDispatchToProps)(EmployeesScreen); 
 
