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Arlian Gutama, Pengembangan Kakas Bantu Pembangkitan Kasus Uji pada 
Model-Based Testing Berdasarkan Activity Diagram   
Pembimbing: Achmad Arwan, S.Kom., M.Kom. dan Lutfi Fanani, S.Kom., M.T., 
M.Sc. 
Pengujian merupakan salah satu tahap yang paling krusial dalam 
pengembangan perangkat lunak. Kompleksitas dalam pengujian sistem 
menyebabkan kebutuhan akan kakas bantu yang dapat menentukan kasus uji 
secara otomatis. Activity diagram merupakan salah satu UML behavioural model 
yang cocok untuk pengujian sistem, karena activity diagram dapat 
menggambarkan alur dari sebuah sistem secara keseluruhan. Oleh karena itu 
penelitian ini dimaksudkan untuk mengambangkan suatu kakas bantu 
pembangkitan yang dapat menentukan kasus uji pada model based testing 
berdasarkan activity diagram secara otomatis . Teknik yang dipakai dalam 
pembangkitan kasus uji dengan membangun sebuah dependency flow tree (DFT) 
yang menampung informasi dari file activity diagram ArgoUML melalui bantuan 
sebuah parser. Kemudian DFT tersebut diproses dengan sebuah algoritme depth 
first search (DFS) yang sudah dimodifikasi untuk menelusuri setiap jalur dari kasus 
uji. Dalam pengembangan kakas bantu penulis menggunakan software 
development life cycle (SDLC) waterfall model. Seluruh kebutuhan dari kakas 
bantu merupakan hasil elisitasi kebutuhan pada kajian pustaka pada penelitian 
terkait dan observasi pada beberapa website kakas bantu perangkat lunak. 
Selanjutnya penulis melakukan perancangan yang terdiri dari perancangan 
arsitektur, perancangan algoritme dan perancangan antar muka. Implementasi 
kakas bantu menggunakan bahasa PHP dengan framework laravel versi 5.8. Kakas 
bantu ini telah diuji melalui beberapa tahapan. Pengujian unit menggunakan 
metode white box dengan teknik basis path testing. Pengujian integrasi antar unit 
menggunakan pendekatan big-bang. Pengujian validasi dengan metode black-box. 
Kasus uji yang dihasilkan memiliki tingkat akurasi 100%. 
Kata kunci: Kakas bantu, pembangkitan kasus uji, activity diagram, DFT, DFS 
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ABSTRACT 
Arlian Gutama, Pengembangan Kakas Bantu Pembangkitan Kasus Uji pada 
Model-Based Testing Berdasarkan Activity Diagram    
Supervisors: Achmad Arwan, S.Kom., M.Kom. dan Lutfi Fanani, S.Kom., M.T., 
M.Sc. 
Testing is one of the most important step in software development. The 
complexity of system testing leads to the need for help tools that can determine 
automatic trial cases. The activity diagram is one of the UML behavior models that 
is suitable for system testing, because the activity diagram can evaluate the flow 
of the complete system. Therefore this study proposes to develop a reversal tool 
that can determine test cases based on automatic activity diagrams for model-
based testing. The technique used in generating test cases is by building a flow 
dependency tree (DFT) that collects information from the ArgoUML file activity 
diagram through the help of a parser. Then the DFT processes using the depth first 
search algorithm (DFS) which is ready to be used for each path of the test case. In 
the development of tools, the authors use software development life cycle (SDLC) 
waterfall model. All requirements for tool are the result of elicitation in related 
research and observations on a number of software support websites. At design 
stage consists of architectural design, algorithm design and interface design. The 
implementation of the tool helps to use the PHP language with framework Laravel 
version 5.8. This toolkit has proven through unit testing with the white box basis 
path testing technique, integration testing with big-bang approach. validation 
testing with black box testing techniques. Test cases generated by this tool have an 
accurate rate of 100%. 
Keyword : tool, test case generation, activity diagram, DFT, DFS 
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BAB 1 PENDAHULUAN 
1.1 Latar Belakang  
Pengujian merupakan salah satu tahap yang paling krusial pada proses 
pengembangan perangkat lunak. Pengujian mempunyai peran yang sangat 
penting dalam menentukan keandalan dan kualitas dari sebuah perangkat lunak. 
Lebih dari separuh waktu dan biaya dari pengembangan perangkat lunak 
dihabiskan untuk pengujian (Jena, et al., 2014).  
Pengujian adalah proses menguji perangkat lunak yang bertujuan untuk 
mencari sebuah kesalahan. Hal dasar dari proses menguji perangkat lunak adalah 
membuat sebuah kasus uji. Pembuatan kasus uji adalah tahap yang paling sulit 
dalam menguji perangkat lunak (Jena, et al., 2014). Kompleksitas yang terkait 
dengan pengujian sistem telah menyebabkan kebutuhan untuk pembuatan kasus 
uji otomatis. Hal ini disebabkan pengujian sistem dengan kebutuhan yang skalanya 
besar secara manual menjadi tugas yang rumit, melelahkan dan memakan waktu 
(Oluwagbemi & Asmuni, 2015). Pembangkitan kasus uji adalah dasar dari setiap 
pelaksanaan untuk menghasilkan kasus uji otomatis. Kasus uji yang dihasilkan 
dengan benar tidak hanya mendeteksi kesalahan dalam sistem perangkat lunak, 
tetapi juga meminimalkan biaya tinggi dan waktu yang terkait dengan pengujian 
perangkat lunak  (Li dan Lam, 2004).  
Pengembangan perangkat lunak yang menggunakan pendekatan 
berorientasi pada objek, memanfaatkan bahasa pemodelan unified modeling 
language (Kurniawan, 2018). Unified modeling language (UML) merupakan 
standar de-facto yang digunakan untuk menganalisis dan memodelkan kebutuhan 
pengguna atau dikenal sebagai artefak desain. Dengan UML, pengembang 
perangkat lunak dapat dengan mudah menganalisis dan memvisualisasikan 
berbagai rancangan dari suatu sistem. UML memiliki berbagai macam diagram 
yang dapat digunakan untuk menjelaskan sebuah sistem (OMG, 2017).  
Model-based testing (MBT) merupakan pendekatan pengujian 
berdasarkan pada model dari rancangan yang telah dibuat (Li, et al., 2017).  Pada 
beberapa kasus model-based testing menggunakan UML behavioral model 
sebagai dasar pembuatan rancangan dari kasus uji (Pressman, 2010). Salah satu 
behavioral model yang menggambarkan aktivitas pada sistem adalah activity 
diagram. Activity diagram cocok untuk pengujian sistem karena mempunyai 
kapabilitas mendeskripsikan perilaku sistem yang dikembangkan secara efektif 
(Oluwagbemi & Asmuni, 2015). 
Pada penelitian sebelumnya oleh Oluwagbemi dan Asmuni pada tahun 
2015 dengan judul “Automatic Generation Of Test Cases From Activity diagrams 
For UML Based Testing (UBT)” ditemukan kerangka kerja untuk menghasilkan 
kasus uji secara otomatis dari activity diagram dengan membangun sebuah 
dependency flow tree (DFT) yang menyimpan semua informasi dari file model 
activity diagram melalui bantuan sebuah parser.  Kemudian diterapkan sebuah 
algoritme untuk menghasilkan kasus uji dari DFT yang telah dibangun. Kasus uji 
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yang dibuat mempertimbangkan empat kriteria cakupan utama yaitu all-paths, 
basis pair paths, conditions and branches coverage criteria.    
Berdasarkan permasalahan yang telah diuraikan, penulis akan melakukan 
penelitian dengan judul “Pengembangan Kakas Bantu Pembangkitan Kasus Uji 
pada Model-Based Testing Berdasarkan Activity Diagram”. Dengan adanya kakas 
bantu ini, diharapkan para pengembang perangkat lunak dapat dengan lebih 
mudah untuk mengetahui kasus uji dalam proses pengujian. 
1.2 Rumusan Masalah 
1. Bagaimana hasil analisis kebutuhan pada pengembangan kakas bantu 
pembangkitan kasus uji pada model-based testing berdasarkan activity 
diagram? 
2. Bagaimana hasil perancangan dan implementasi pengembangan kakas bantu 
pembangkitan kasus uji pada model-based testing berdasarkan activity 
diagram? 
3. Bagaimanakah hasil pengujian pada kakas bantu pembangkitan kasus uji pada 
model-based testing berdasarkan activity diagram? 
1.3 Tujuan 
Untuk mengembangkan sebuah kakas bantu pembangkitan kasus uji pada 
model-based testing berdasarkan activity diagram. 
1.4 Manfaat 
Penulis berharap kakas bantu yang dikembangkan dapat bermanfaat untuk 
memudahkan para pengembang dalam menentukan kasus uji pada model-based 
testing.  
1.5 Batasan Masalah 
Terdapat beberapa batasan masalah dalam pengembangan kakas bantu 
pada penelitian ini, sebagai berikut:  
1. Teknik pembangkitan kasus uji yang digunakan pada penelitian ini merujuk 
pada penelitian sebelumnya yang berjudul “Automatic Generation Of Test 
Cases From Activity Diagrams For UML Based Testing (UBT)” oleh 
Oluwagbemi dan Asmuni pada tahun 2015. 
2. Format file XMI activity diagram yang digunakan merupakan hasil export 
dari kakas bantu ArgoUML 
3. Dalam penelitian ini fork dianggap sebagai cabang sama bukan sebagai 
proses paralel, sama halnya seperti decision. 
4. Kasus uji yang dihasilkan kakas bantu menampilkan jalur dan nilai atau 
kondisi dari setiap percabangan. 
5. Implementasi menggunakan bahasa  Hypertext Preprocessor (PHP). 
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1.6 Sistematika Pembahasan 
Berikut merupakan bab – bab sistematika pembahasan yang dipakai dalam 
melakukan penelitian :  
BAB 1   PENDAHULUAN 
Dalam bab pendahuluan terdapat hal yang melatar 
belakangi penelitian, rumusan masalah dari penelitian, 
tujuan, manfaat yang didapatkan dari penelitian, batasan  
BAB 2   LANDASAN KEPUSTAKAAN 
Dalam bab landasan kepustakaan memaparkan kajian 
pustaka pada penelitian terkait dan dasar - dasar teori yang 
digunakan dalam penelitian.  
BAB 3    METODOLOGI PENELITIAN 
Dalam bab metodologi penelitian terdapat tahapan atau 
proses yang dipakai dalam melakukan penelitian. 
BAB 4    ANALISIS KEBUTUHAN 
Dalam bab analisis kebutuhan memaparkan tentang 
bagaimana kebutuhan diperoleh dan apa saja kebutuhan 
dari kakas bantu yang dikembangkan.  
BAB 5    PERANCANGAN DAN IMPLEMENTASI 
Dalam bab perancangan dan implementasi memarkan 
berbagai rancangan – rancangan  yang dilakukan serta 
menampilkan hasil implementasi. 
BAB 6.    PENGUJIAN 
Dalam bab pengujian memaparkan hasil pengujian pada 
kakas bantu yang dikembangkan. 
BAB 7    PENUTUP 
Dalam bab penutup terdapat kesimpulan yang didapatkan 
dari pengembangan  beserta pengujian kakas bantu. 
Diakhiri dengan saran terhadap penelitian selanjutnya.   
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BAB 2 LANDASAN KEPUSTAKAAN 
2.1 Kajian Pustaka 
Setelah melakukan penelusuran pustaka, peneliti menemukan sejumlah 
penelitian ilmiah sebelumnya mengenai pembangkitan kasus uji dari activity 
diagram. Kemudian penulis memilih salah satu penelitian untuk 
diimplementasikan. Sementara penelitian yang lain dijadikan data dan referensi 
pendukung dalam pengerjaan penelitian ini. 
Pertama, penelitian yang ditulis oleh Oluwagbemi dan Asmuni pada tahun 
2015 pada tahun 2015 dengan judul “Automatic Generation of Test Cases From 
Activity diagrams for UML Based Testing (UBT)”. Pada penelitian tersebut 
ditemukan kerangka kerja untuk pembakitan kasus uji dari activity diagram. 
Activity diagram dibuat menggunakan kakas bantu ArgoUML. Terdapat beberapa 
kriteria dalam pembangkitan kasus uji antara lain : 
a. All path, memastikan bahwa semua jalur pada kasus uji dilalui tepat satu kali. 
Selain itu dapat menghasilkan jalur dari activity diagram yang terdapat proses 
perulangan. 
b. Pair path, memastikan bahwa dapat menghasilkan jalur dari activity diagram 
yang terdapat aktivitas paralel. 
c. decision and condition, memastikan bahwa semua jalur pada kasus uji sudah 
mewakili semua kondisi pada activity diagram. 
Teknik yang digunakan untuk pembangkitan kasus uji dengan membangun 
sebuah graph dependency flow tree (DFT) yang menyimpan semua informasi pada 
activity diagram dengan bantuan sebuah parser. Kemudian dependency flow tree 
(DFT) diproses dengan algoritme depth first search (DFS) yang telah dimodifikasi 
sehingga dapat menghasilkan kasus uji . Penulis memilih penelitian ini untuk 
diimplementasikan dengan alasan penelitian ini merupakan penelitian mengenai 
pembangkitan kasus uji dari activity diagram yang tergolong terbaru serta 
mempunyai tingkat akurasi sebesar 100% pada activity diagram ATM. Selain itu 
terdapat contoh prototype yang dapat memudahkan dalam pembuatan kakas 
bantu. 
Kedua, penelitian oleh Kim dkk pada tahun 2007 yang berjudul “Test Cases 
Generation from UML Activity Diagrams”. Pada penelitian tersebut menciptakan 
sebuah metode untuk meminimalkan kasus uji. Metode yang digunakan dengan 
membuat sebuah I/O explicit activity dari activity diagram kemudian diubah 
menjadi directed graph.  
Ketiga, penelitian yang dilakukan oleh Li dkk pada tahun 2013 dengan judul 
Extenics-based Test case Generation for UML Activity diagram. Pada penelitian 
tersebut, pembangkitan kasus uji mempunyai kriteria basis path coverage. Activity 
diagram menggunakan standar dari kakas bantu Rational Rose. Pengujian 
pembangkitan kasus uji menggunakan activity diagram pada sistem ATM. 
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Keempat, penelitian oleh Patel dan Patil tahun 2013 dengan judul “Test 
cases Formation Using UML Activity diagram”. Pada penelitian tersebut, 
pembangkitan kasus uji mempunyai kriteria basis, simple dan activity path criteria. 
Activity diagram menggunakan standar UML 2.0. Pengujian pembangkitan kasus 
uji menggunakan activity diagram pada sistem ATM. 
Kelima, penelitian yang dilakukan oleh Jena, Swain dan Mohapatra pada 
tahun 2014 dengan judul “A Novel Approach For Test case Generation From UML 
Activity diagram”. Pada penelitian tersebut, pembangkitan kasus uji mempunyai 
kriteria activity coverage criteria. Activity diagram menggunakan standar UML 2.0. 
Pengujian pembangkitan kasus uji menggunakan activity diagram pada sistem 
ATM. 
2.2 Teori Pembangkitan Kasus Uji pada Model-Based Testing 
Pada bagian ini akan membahas teori pada penelitian rujukan utama 
peneliti yang ditulis oleh Oluwagbemi dan Asmuni pada tahun 2015 dengan judul 
“Automatic Generation of Test Cases From Activity diagrams for UML Based 
Testing (UBT)”.  
2.2.1 Activity Diagram 
Activity diagram adalah diagram perilaku dalam diagram UML untuk 
menggambarkan aspek dinamis dari sistem. Activity diagram pada dasarnya 
adalah digunakan untuk memodelkan aliran dari satu aktivitas ke aktivitas lain. 
Activity diagram terdiri dari 9 elemen utama yaitu ininsialisas (mulai), swimlanes, 
activity, branch, guard, fork, join, merge dan end (selesai). Semua elemen tersebut 
dapat diintegrasikan ke dalam node dan edge. Node mewakili proses activity, 
decision, swimlanes, fork, merge, join (Oluwagbemi dan Asmuni, 2015). Untuk 
menganalisa secara otomatis sebuah ekstraksi activity diagram, konsep activity 
diagram didefinisikan sebagai berikut (Oluwagbemi dan Asmuni, 2015) :  
1. Sebuah activity diagram merupakan sebuah tuple D = {A,T,F,C,aI,af} dimana 
A={a1, a2, ... , an} sebuah kumpulan dari activity state; T={t1,t2,..,tn} merupakan 
sebuah kumpulan transition state; C = {c1,c2,..,cn} merupakan sebuah kondisi 
atau guard. F merupakan aliran hubungan antaran activity dan transisi. aI 
meupakan initial activity state. Sementara af final activity state.  
2. Sebuah kasus uji (KU) digenerasi dari activity diagram (AD), merupakan 
transversal dari urutan activity  {a1, a2, ... , an}, dimana a1 merupakan awal 
node dan an akhir node, sementara diantara a1 dan an merupakan branch, fork, 
join, action, decision atau merge. 
3. Sebuah curent state (CS) untuk setiap transisi *t, *t merepresentasikan pre-
set dan post-set dari masing-masing t. Sebuah CS mewakili set transisi  terkait 
dengan semu aliran keluar sebuah edge. 
4. Dependency flow tree (DFT) adalah sebuah graph berarah yang berisi node 
dan edge dimana setiap node dan edge dalam grafik aktivitas memuat semua 
informasi yang telah diekstrak dari node model activity diagram. Node 
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mewakili proses yang meliputi keadaan action, activity, decision, fork,  join, 
objek, dll. sedangkan edge mewakili urutan proses pada activity diagram. 
2.2.2 Teknik Pembangkitan Kasus Uji 
Awal dari sebuah UML-based testing atau model-based testing adalah 
melakukan ekstraksi sebuah artefak yang terkandung dalam model yang 
menggambarkan perilaku dari suatu sistem yang akan diuji. Model yang dibuat 
kemudian ditransformasikan ke dalam representasi teks dengan format tertentu 
(biasanya format XMI). Teknik pembangkitan kasus uji dapat dilihat pada Gambar 
2.1. 
 
Gambar 2.1 Teknik Pembangkitan Kasus Uji 
Sumber: Oluwagbemi dan Asmuni (2015) 
 Setelah file XMI diproses dengan element mapper untuk mengecek apakah 
format FileXMI sudah sesuai, kemudian file XMI akan diproses dengan sebuah 
Ekstraktor atau Parser yang akan menghasilkan sebuah parsed artefact dalam 
format array. Selanjutnya akan diproses DFT Generator yang akan menghasilkan 
sebuah struktur data graph dependency flow tree yang merepresentasikan sebuah 
activity diagram. Setelah itu akan diproses dengan Test case generator untuk 
menelusuri setiap test case pada DFT dan menghasilkan sebuah concrete test case 
yang berisi semua kemungkinan kasus uji dalam format variabel array. Selanjutnya 
diproses oleh Test procedure generator sehingga menghasilkan sebuah best test 




Parser berurusan dengan proses penggalian artefak menjadi kasus uji  
konkret yang cocok untuk pelaksanaan pengujian. Untuk menghasilkan kasus uji 
komprehensif, penting untuk mengembangkan strategi ekstraksi artefak yang kuat 
yang mampu mendukung pembangunan artefak uji dari model UML untuk 
menghasilkan kasus uji pada model-based testing. Parser menggunakan 
serangkaian langkah korelasi selama proses ekstraksi untuk memastikan 
kesesuaian artefak dengan isi model UML dan elemen pada model. Hasil dari 
parser adalah sebuah variabel array yang akan diproses oleh DFT Generator  
(Oluwagbemi dan Asmuni, 2015). 
2.2.4 DFT Generator 
Generator dependency flow tree (DFT) yang bertujuan untuk menyimpan 
semua artefak yang diekstraksi sebelum dilakukan proses pembangkitan kasus uji. 
Elemen XMI berisi nama atribut dan variabel yang berguna untuk pembuatan 
kasus uji akan disimpan dalam DFT. DFT Generator bertanggung jawab untuk 
membangun DFT berdasarkan artefak yang diekstraksi. DFT dibangun berdasarkan 
jumlah node dan edge yang terkandung dalam file XMI. Hasil dari DFT generator 
adalah sebuah struktur data depency flow graph yang merepresentasikan dari 
suatu activity diagram. 
2.2.5 Test Case Generator 
Test case generator bertugas memroses DFT yang telah dibuat oleh DFT 
generator dan menghasilkan suatu kasus uji. Kasus uji dihasilkan berdasarkan 
kriteria cakupan menggunakan algoritme hasil modifikasi depth first search. Pada 
Tabel 2.2 ditampilkan pseudocode dari algoritme test case generator. 
Tabel 2.1 Algoritme test case generation 
Algoritme test case generator 
for all nodes of DFT do 
 while DFT.node==expextedOutput.node do 
   userObjecteStack.push(child node of DFT.node) 
  end while 
end for 
 
for all elements of userObjectStack do 
repeat 
 if elementStack[top] ≠ alt.node ||loop.node|| par.node|| break.node 
||DFT.EndNode then 
   resultStack.push(elementStack.pop) == {push elementStack top 
element in resultStack and pop the top element from elementStack} 
   re 
   sultStack.push(child node of resultStack[top] in DFT) {push 
child node of resultStack top element into resultStack.} 
  else if elementStack.[top] == DFT.EndNode then 
   Mark the last decision node in resultStack as visited 
   while resultStack[top] ≠ decisionStack[top] do 
    resultStack.pop {pop the top element from 
resultStack.} 
   end while 
   decisionStack.pop {Pop the top element from decisionStack.} 
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  else if elementStack[top] == ||alt.node|| break.node || loop.node 
then 
   decisionStack.push(elementStack.pop) {pop top element of 
elementStack and push it into decisionStack and resultStack.} 
   for all Child nodes of resultStack[top] in DFT do 
    if Child node is not Marked Visited then 
     elementStack.push(Child Node) {push all child 
nodes of resultstack[top] in DFT, if marked as visited and insert into 
elementStack} 
    end if 
   end for 
  else if elementStack[top] == par.node then 
   resultStack.push(resultStack[top] and all its child nodes in 
DFT 
   runningStack.push(child nodes of resultStack[top] in DFT) 
 else if elementStack.top == UserObjectStack.CurrentNode then 
   resultStack.push(elementStack.pop) {Pop the top element from 
elementStack and push it into resultStack.} 
   Print resultStack 
  if decisionStack ≠ Ø then 
   while resultStack[top] ≠ decisionStack[top] do 
    resultStack.pop {pop the top element from 
resultStack.} 
   end while 
  end if 
 if decisionStack ≠ Ø then 
Sumber: diadaptasi dari Oluwagbemi dan Asmuni (2015) 
2.2.6 Hasil Kasus Uji 
Pada Gambar 2.2 merupakan contoh hasil kasus uji pada program sistem 
ATM yang dihasilkan oleh prototype pada penelitian rujukan utama. Pada contoh 
tersebut menampilkan semua kemungkinan kasus uji dan kasus uji uji terbaik. 
Kasus uji terbaik merupakan kasus uji yang menampilkan jalur independen dan 




Gambar 2.2 Hasil Kasus Uji 
Sumber: Oluwagbemi dan Asmuni (2015) 
2.3 Model-Based Testing 
Model-based testing (MBT) merupakan sebuah teknik pengujian black-box 
yang menggunakan informasi yang terkandung dalam model kebutuhan sebagai 
dasar pembangkitan kasus uji. Pada beberapa kasus model-based testing 
menggunakan UML behavioral model sebagai dasar pembuatan racangan dari 
kasus uji. Teknik MBT terdapat 5 tahap sebagai berikut (Pressman, 2010) : 
1. Melakukan analisa pada behavioral model dalam suatu perangkat lunak. 
2. Menelusuri behavioral model dan menentukan input yang akan membuat 
perangkat lunak melakukan transisi dari satu state ke state lainnya. Masukan 
akan memicu event yang akan menyebabkan transisi terjadi. 
3. Meninjau behavioral model dan catat output yang diharapkan saat perangkat 
lunak melakukan transisi dari suatu state ke state lainnya. Setiap transisi 
sebuah state dipicu oleh suatu peristiwa dan bahwa sebagai konsekuensi dari 
transisi, beberapa fungsi dipanggil dan output dibuat. Untuk setiap rangkaian 
input (kasus uji) yang ditentukan dalam langkah 2. 
4. Eksekusi kasus uji. Pengujian dapat dieksekusi secara manual atau dengan 
menggunakan kakas bantu pengujian. 
5. Bandingkan hasil sebenarnya dengan hasil yang diharapkan dan mengambil 
tindakan korektif sesuai kebutuhan. 
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2.4 Software Development Life Cycle 
Menurut Dennis, Wixom dan Roth pada tahun 2012, Software 
Development Life Cycle merupakan sebuah siklus yang bertujuan mengetahui 
sebuah sistem informasi mendukung kebutuhan bisnis, melakukan perancangan 
sistem, mengembangkan sistem dan menyediakannya untuk digunakan oleh user. 
Software Development Life cycle memiliki beberapa macam metodologi. Setiap 
model tersebut memiliki siklus hidup tersendiri untuk memastikan proses 
pengembangan lunak (Dora dan Dubey, 2013).   
2.4.1 Waterfall Model 
 
Gambar 2.3 Diagram Waterfall Model 
Sumber: Bassil (2012) 
Waterfall model merupakan proses pengembangan perangkat lunak yang 
progresnya menurun dari fase satu ke fase lainnya sama seperti air terjun. Pada 
prinsipnya salah satu tahapan harus diselesaikan terlebih dahulu sebelum lanjut 
ke tahap berikutnya. Dalam waterfall model terdapat beberapa fase sebagai 
berikut (Bassil, 2012): 
1. Requirement Analysis 
Pada tahap analisis kebutuhan dijelaskan secara lengkap dan 
komprehensif tentang sistem yang akan dikembangkan. Dalam tahap ini 
melibatkan analisis sistem dan bisnis untuk menentukan ruang lingkup, 
karakteristik pengguna, kebutuhan fungsional dan non fungsional. Biasanya 
kebutuhan fungsional dimodelkan dengan use case yang menggambarkan 
interaksi pengguna dengan perangkat lunak. Sementara kebutuhan non 
fungsional merujuk pada berbagai aspek seperti kriteria, kendala dan batasan 
dalam pengoperasian perangkat lunak. 
2. Design 
Pada tahap perancangan terdapat perencanaan dan pemecahan masalah 
untuk solusi dari perangkat lunak. Dalam tahap pengembang membuat 
rancangan yang meliputi rancangan arsitektur, rancangan algoritme, 




Selama tahap implementasi, rancangan perangkat lunak direalisasikan 
menjadi suatu program yang dapat dieksekusi. Dengan kata lain, fase ini 
merupakan proses mengonversi seluruh kebutuhan dan rancangan ke dalam 
lingkungan produksi.  
4. Testing 
Tahap pengujian dikenal sebagai verifikasi dan validasi untuk memeriksa 
apakah suatu solusi perangkat lunak telah memenuhi spesifikasi kebutuhan 
yang ditentukan. 
5. Maintenance 
Pada tahap ini terdapat proses memodifikasi perangkat lunak untuk 
memperbaiki kesalahan dan meningkatkan kinerja dan kualitas. Selain itu juga 
dapat melakukan adaptasi perangkat lunak dengan lingkungan dan 
mengakomodasi kebutuhan perangkat lunak baru dan meningkatkan 
keandalan perangkat lunak. 
2.5 Unified Modeling Language 
Pada tahun 1997, bahasa pemodelan perangkat lunak atau dikenal dengan  
unified modeling language (UML) pertama kali diperkenalkan (Larman, 2005). Saat 
ini UML telah berkembang menjadi sebuah bahasa pemodelan yang baku (de 
facto) dalam sebuah pengembangan perangkat lunak berorientasi pada objek (Xu, 
Miao dan Philbert, 2009). UML banyak sekali menyediakan diagram yang dapat 
dimanfaatkan untuk pemodelan perangkat lunak (OMG, 2017). Abstraksi konsep 
dasar UML yang terdiri jenis. Pertama structural classification, kemudian dynamic 
behavior, dan model management (Dharwiyanti dan Satria Wahono, 2003). 
2.5.1 Use Case Diagram 
Kegunaan dari use case diagram adalah untuk memodelkan kebutuhan 
fungsional pada suatu sistem. Penekanan pada pembuatan use case terletak pada 
apa yang dapat dilakukan oleh sebuah perangkat lunak, dan bukan bagaimana. 
Use case diagram menggambarkan interaksi antara aktor dengan sistem yang 
akan dibangun (Dharwiyanti dan Satria Wahono, 2003). Contoh Gambar use case 
diagram bisa dilihat pada Gambar 2.4. 
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Gambar 2.4 Contoh use case diagram 
Sumber : Dharwiyanti dan Satria Wahono (2003) 
 Pada Tabel 2.2 dijelaskan mengenai deskripsi atau kegunaan dari beberapa 
notasi pada use case diagram.  
Tabel 2.2 Notasi use case diagram 
Notasi  Fungsi  
 Use case. 
 
 
Digunakan untuk menggambarkan 
kebutuhan fungsional dari suatu sistem 
Aktor.  
 
Digunakan untuk menggambarkan 
orang yang berinteraksi dengan sistem 
Asosiasi.  
 
Digunakan untuk menggambarkan 





tambahan dari use case ke sebuah 
use case baru dimana suatu use case 
dapat berdiri sendiri tanpa adanya 
use case tambahan.  
Generalisasi  Mempresentasikan interaksi umum-
khusus antara aktor dimana salah 
satu aktor mempunyai fungsional 
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tambahan dari use case ke sebuah 
use case baru dimana suatu use case 
tidak dapat berdiri sendiri tanpa 
adanya use case tambahan. Use case 
tambahan mempunyai  
Sumber : diadaptasi dari Dharwiyanti dan Satria Wahono (2003) 
2.5.1.1 Use Case Scenario 
Use case scenario digunakan untuk menjelaskan alur pada use case secara 
tertulis. Biasanya use case scenario ditampilkan dalam format Tabel. Terdapat 
beberapa bagian dalam use case scenario antara lain aktor, prakondisi, alur utama, 
alur alternatif dan kondisi akhir (Kurniawan, 2018). 
1. Aktor primer, yaitu aktor yang menginisiasi layanan sistem untuk mencapai 
tujuan dari aktor tersebut. Jumlah aktor primer dimungkinkan lebih dari 1.  
2. Prakondisi, yaitu kondisi spesifik yang harus terpenuhi sebelum sebuah UC 
bisa diinisiasi atau dieksekusi oleh aktor primer. Jumlah prakondisi bisa lebih 
dari 1 keadaan.  
3. Alur utama, yaitu jalur interaksi yang mengarahkan pada skenario yang 
berhasil sehingga tujuan aktor bisa terpenuhi. Jalur ini hanya terdiri dari 1 
jalur saja.  
4. Alur alternatif, yaitu jalur alternatif dari interaksi yang terjadi antar aktor 
dengan sistem yang mencakup pencabangan (pilihan) maupun skenario yang 
gagal sehingga tujuan aktor tidak terpenuhi. Jalur ini bisa terdiri dari lebih dari 
1 jalur kemungkinan.  
5. Kondisi akhir, yaitu kondisi spesifik yang harus terjadi ketika UC berhasil 
dijalankan atau dieksekusi secara lengkap, sebagai representasi dari tujuan 
yang ingin dicapai 
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2.5.2 Sequence Diagram 
 
Gambar 2.5 Sequence diagram 
Sumber : Sommerville (2011) 
Kegunaan sequence diagram untuk menggambarkan interaksi aktor dengan 
sistem dan interaksi antar komponen sistem pada suatu use case (Sommerville, 
2011). Pada Tabel 2.3 dijelaskan mengenai deskripsi atau kegunaan dari beberapa 
notasi pada sequence diagram. 




Digunakan untuk menggambarkan 
orang yang akan berinteraksi dengan 
sistem 
Entity Class.  
 
Digunakan untuk menggambarkan 
bagian sistem yang memroses sebuah 
data. 
Boundary Class.  
 
 
Digunakan untuk menggambarkan 
bagian sistem yang berinteraksi 
dengan aktor. 
Control Class. Digunakan untuk menggambarkan 
bagian sistem yang mengontrol alur 
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data. Menjembatani antara boundary 
class dan entity class 
Message.  
 
Digunakan untuk menggambarkan 
proses interaksi pada sequence 




Digunakan untuk menggambarkan 
proses pengembalian data atau 
status. 
Life Line . 
 
Digunakan untuk menggambarkan 
durasi sebuah proses 
Fragment.  
 
Digunakan untuk menggambarkan 
alur alternatif pada suatu sistem. Jenis 
fragment ada bermacam – macam. 
Seperti loop, alt, break, opt dan lain 
lain. 
Sumber : diadaptasi dari Sommerville (2011) 
2.5.3 Class Diagram 
 Class diagram digunakan untuk menggambarkan struktur sistem dalam 
bentuk kelas - kelas beserta relasi antar kelas. Pada Tabel 2.4 menjelaskan 
deskripsi atau fungsi dari komponen kelas diagram.  
Tabel 2.4 Notasi class diagram 
Notasi  Fungsi 
Class . 
 
Digunakan untuk menggambarkan 
suatu kelas. Terdiri dari tiga bagian 




Digunakan untuk menggambarkan 




Digunakan untuk menggambarkan 
relasi sebuah pewarisan pada suatu 
kelas. 
Sumber: diadaptasi dari Pressman (2010) 
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2.6 Pengujian Perangkat Lunak 
Pengujian adalah kegiatan menguji sistem dengan tujuan untuk mencari 
sebuah error. Selama proses pengembangan perangkat lunak terdapat beberapa 
pengujian yaitu pengujian unit untuk menguji tiap fungsi atau method  pada suatu 
sistem. Kemudian terdapat pengujian validasi untuk menguji kebutuhan 
fungsional selain itu juga terdapat pengujian pada kebutuhan fungsional dan 
pengujian akurasi. Hal dasar dari proses pengujian adalah membuat kasus uji. 
Pembuatan kasus uji adalah tahap yang paling sulit dalam proses menguji 
perangkat lunak (Jena, Swain dan Mohapatra, 2014). 
2.6.1 Kasus Uji 
Kasus uji merupakan sebuah prosedur yang terdapat spesifikasi input, 
kondisi pelaksanaan, prosedur pengujian, dan hasil yang diharapkan. Kasus uji 
dibuat untuk menentukan suatu proses pengujian untuk mencapai tujuan pada 
pengujian perangkat lunak tertentu, seperti untuk menjalankan jalur program 
tertentu atau untuk memverifikasi kesesuaian dengan spesifikasi kebutuhan (IEEE, 
2010). 
2.6.2 Pembangkitan Kasus Uji 
Pembangkitan kasus uji merupakan sebuah metode untuk menghasilkan 
kasus uji secara otomatis dalam pengujian perangkat lunak. Kompleksitas yang 
terkait dengan pengujian sistem telah menyebabkan kebutuhan untuk pembuatan 
kasus uji otomatis. Hal ini disebabkan pengujian sistem dengan kebutuhan yang 
skalanya besar secara manual menjadi tugas yang rumit, melelahkan dan 
memakan waktu (Oluwagbemi & Asmuni, 2015). Pembangkitan kasus uji adalah 
dasar dari setiap pelaksanaan untuk menghasilkan kasus uji secara otomatis. Kasus 
uji yang dihasilkan dengan benar tidak hanya mendeteksi kesalahan dalam sistem 
perangkat lunak, tetapi juga meminimalkan biaya tinggi dan waktu yang terkait 
dengan pengujian perangkat lunak  (Li & Lam, 2007). 
2.6.3 Metode Pengujian Perangkat Lunak 
Berdasarkan dari sumber data yang dipakai dalam membuat suatu kasus 
uji, Metode menguji perangkat lunak dibedakan menjadi 2 jenis. Yaitu metode 
kotak putih (white box testing) dan metode kotak hitam (black box testing) 
(Kurniawan, 2007). 
2.6.3.1 White Box Testing 
White box testing atau pengujian struktural adalah metode menguji 
perangkat lunak yang mana penentuan kasus ujinya berdasarkan melihat struktur 
program pada perangkat lunak. Unit testing adalah proses menguji perangkat 
lunak yang dilakukan pada method atau fungsi. White box testing memiliki 




1. Basis Path Testing 
Langkah - langkah dalam melakukan basis path testing adalah (Kurniawan, 2007) : 
1. Mengubah alur program pada kode sumber menjadi Gambar flow graph. 
2. Setelah flow graph dibuat, selanjutnya menghitung cyclomatic complexity. 
3. Menelusuri setiap jalur independen 
4. Membuat kasus uji berdasarkan jalur independen. 
Flow graph merupakan notasi untuk menggambarkan alur dari suatu 
struktur program. Pada Gambar 2.6 menampilkan jenis - jenis notasi pada flow 
graph. 
 
Gambar 2.6 Notasi flow graph 
Sumber: Pressman (2010) 
Anak panah dinamai dengan sisi (edge, E), digunakan untuk 
menggambarkan alur dari proses satu ke proses lainnya. lingkaran dinamai dengan 
(node, N), digunakan untuk menggambarkan sebuah proses biasa. Bagian yang 
dikelilingi oleh node dan edge dinamai area (region, R). Kemudian jika sebuah 
simpul memiliki keputusan seleksi kondisi dinamai sebagai predicate node 
(predicate, P) digunakan untuk menggambarkan proses yang memiliki keputusan 
seperti if, while, dan sebagainya (Kurniawan, 2007). 
Cyclomatic complexity, V(G) merupakan sebuah nilai tingkat kompleksitas 
suatu struktur dari sebuah unit perangkat lunak.  Rumus untuk menentukan V(G) 
sebagai berikut (Pressman, 2010) : 
V(G) = jumlah area (R) 
V(G) = E – N + 2 
V(G) = P + 1 
Dalam pengujian unit terdapat penentuan jalur dasar atau jalur 
independen. Suatu jalur dapat dinyatakan sebagai jalur independen bila jalur itu 
mempunyai setidaknya satu buah node yang belum pernah dikunjungi oleh jalur 
yang telah ditemukan sebelumnya (Kurniawan, 2007). 
2.6.3.2 Black Box Testing 
Metode Black-box testing adalah cara menguji perangkat lunak yang mana 
penentuan kasus ujinya tanpa melihat struktur atau program (Nidhra, 2012). 
Metode black box testing sering diterapkan pada pengujian fungsional atau 
pengujian validasi (Nidhra, 2012). Metode pengujian black box  memiliki teknik 
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bermacam - macam dalam menentukan kasus uji, salah satunya adalah use case 
testing. Kasus uji pada use case testing ditentukan berdasarkan use case scenario 
(Pressman, 2010). 
2.6.4 Tingkatan Pengujian 
Dalam pengujian perangkat lunak terdapat hierarki pengujian yang 
dibangun dari bawah ke atas. Setiap level pengujian mempunyai lingkup masing-
masing. Tingkatan pengujian dalam perangkat lunak sebagai berikut (Pressman, 
2010): 
1. Pengujian Unit 
Pengujian unit atau pengujian komponen merupakan tingkat pengujian 
pertama. Dalam pengujian unit yang diuji adalah suatu unit terkecil dari suatu 
program.  
2. Pengujian Integrasi 
Setelah pengujian unit selanjutnya adalah pengujian integrasi. Tujuan dari 
pengujian integrasi adalah menemukan kesalahan yang terjadi pada interaksi 
antar unit. Beberapa jenis pendekatan pengujian integrasi antara lain adalah 
big-bang, top-down dan bottom-up. Pendekantan Big-bang merupakan 
pendekatan pengujian integrasi di mana seluruh unit yang terintegrasi diuji 
sekaligus. Pendekatan big-bang sangat menghemat waktu dalam pengujian 
integrasi. 
3. Pengujian Sistem 
Setelah semua unit telah terintegrasi selanjutnya adalah pengujian sistem. 
Pengujian level validasi atau sistem untuk memastikan bahwa seluruh 
kebutuhan pada sistem telah tercapai. 
4. Pengujian Penerimaan 
Pengujian penerimaan melibatkan pengguna dalam pengujian dalam 
upaya memastikan apakah perangkat lunak sudah dapat diterima pengguna 
atau belum. 
2.7 Graph 
Munir (2005) menerangkan graph adalah kumpulan beberapa vertex 
terhubung satu sama lain dengan bantuan edge. Sebuah graph G terbentuk dari 
himpunan vertex dan himpunan edge. Vertex merupakan sebuah bagian dalam 
graf yang dapat digambarkan dengan lingkaran. Sementara edge merupakan 
sebuah bagian dari graf yang digambarkan dengan garis. 
2.8 Algoritme Depth First Search 
Algoritme Depth First Search atau disingkat DFS adalah algoritme 
pencarian untuk menemukan node atau simpul yang belum dikunjungi dengan 
cara menelusuri node secara mendalam terlebih dahulu. Algoritme DFS 
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menggunakan bantuan struktur data Stack yang berfungsi untuk menyimpan nilai 
dalam algoritme mencapai titik tertentu. Pada Gambar 2.7 menunjukkan ilustrasi 
penelusuran node dengan algoritme DFS. 
 
Gambar 2.7 Pseudocode algoritme DFS 
Sumber : Heap (2002) 
2.9 XML Metadata Interchange (XMI) 
XMI adalah kerangka kerja integrasi berbasis XML untuk pertukaran model, 
dan, lebih umum, segala jenis data XML. XMI digunakan dalam integrasi antar tool, 
repository, aplikasi, dan warehouse. Kerangka kerja XMI mendefinisikan aturan 
untuk menghasilkan skema XML dari metamodel berdasarkan Meta object Facility 
(MOF). Dengan format XMI, informasi dari rancangan UML yang dibuat oleh tool 
perancangan kita dapat dimengerti oleh tool perancangan lainnya (OMG, 2017). 
2.10 Hypertext Preprocessor (PHP) 
 Bahasa PHP merupakan bahasa pemrograman dengan tujuan untuk open 
source. Sangat cocok untuk membangun suatu website. Dikarenakan PHP dapat 
disematkan ke dalam HTML. Perbedaan pada PHP dan JavaScript yaitu javascript 
dieksekusi ketika program berjalan di sisi klien sedangkan PHP dieksekusi saat 
program berjalan di server. Pada PHP terdapat berbagai opsi untuk menggunakan 
prosedural programming maupun object oriented programming (OOP) atau 
campuran keduanya (php.net, 2018). 
2.11 Laravel 
Laravel merupakan framework web PHP. Dibuat oleh Taylor Otwell dengan 
lisensi MIT. Pengembangan aplikasi web pada laravel mengikuti pola perancangan 
model-view-controller (MVC) dan berdasarkan Symfony. Beberapa fitur Laravel 
adalah sistem pengemasan modular dengan manajer ketergantungan khusus. 
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2.12 Compatibility 
Compatibility antar dua komponen ditentukan oleh perilaku masing-masing 
antar muka. Layanan yang diminta oleh komponen satu, harus disediakan oleh 
komponen lainnya (Craig, 2007). Perbedaan hardware dan software yang 
digunakan untuk mengakses aplikasi berbasis web menghasilkan compatibility 
yang berbeda pada setiap perangkat.  
2.13 Wireframe 
Wireframe adalah kerangka atau coretan kasar untuk penataan item-item 
pada halaman website sebelum proses desain sesungguhnya dimulai. Contoh 
item-item yang bisa ditata diantaranya banner, header, content, footer, link, form 
input, dll. Secara visual wireframe hanya berupa garis dan kotak yang mengatur 
tata letak elemen-elemen pada website (Codepolitan). 
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BAB 3 METODOLOGI PENELITIAN 
 Dalam bab metodologi penelitian dijelaskan terkait langkah - langkah yang 
hendak dilakukan dalam penelitian ini. Langkah – langkah dalam penelitian 
pengembangan kakas bantu ini, mengadopsi metode SDLC waterfall model. Hal ini 
dikarenakan penelitian ini merupakan implementasi dari penelitian sebelumnya. 
Kebutuhan sudah jelas dan jumlahnya tidak terlalu banyak. Sehingga tidak akan 
mengalami perubahan yang signifikan pada kebutuhan. Pada Gambar 3.1 
menunjukkan alur pada metodologi penelitian ini. 
 
Gambar 3.1 Alur Metodologi Penelitian 
3.1 Studi Kepustakaan 
Dalam tahapan studi kepustakaan peneliti melakukan penelusuran 
kepustakaan yang dijadikan penunjang dalam penelitian yang dilakukan. Teori 
pembangkitan kasus uji merujuk pada penelitian sebelumnya yang berjudul 
“Automatic Generation Of Test Cases From Activity Diagrams For UML Based 
Testing (UBT)” oleh Oluwagbemi dan Asmuni pada tahun 2015. Selain itu 
kepustakaan lainnya yang dipelajari oleh penulis antara lain penelitian terkait 
dengan pembangkitan kasus uji, software development life cycle (SDLC)., rekayasa 
perangkat lunak,  waterfall model, unified modeling language (UML), software 
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testing atau pengujian perangkat lunak, graph, algoritma depth first search (DFS), 
bahasa PHP dan framework Laravel.  
3.2 Analisis Kebutuhan 
Pada tahap analisis kebutuhan penulis melakukan beberapa hal antara lain 
mendeskripsikan kakas bantu secara umum, melakukan elisitasi kebutuhan, 
membuat kebutuhan kakas bantu dan melakukan pemodelan pada kebutuhan 
kakas bantu. Pemodelan pada kebutuhan menggunakan pendekatan object 
oriented. 
3.2.1 Elisitasi Kebutuhan 
Tahapan elisitasi kebutuhan bertujuan untuk menggali informasi dari 
sumber -  sumber terkait untuk menghasilkan kebutuhan pada kakas bantu 
pembangkitan kasus uji. Pada proses elisitasi penulis memakai dua sumber 
informasi antara lain : 
1. Penelitian Rujukan Utama 
Penelitian yang dilakukan penulis merupakan penelitian yang bersifat 
implementasi dari penelitian sebelumnya. Oleh karena itu, sumber kebutuhan 
utama dari kakas bantu berasal dari penelitian rujukan utama yang berjudul 
“Automatic Generation Of Test Cases From Activity Diagrams For UML Based 
Testing (UBT)” oleh Oluwagbemi dan Asmuni pada tahun 2015. 
2. Website Kakas Bantu Lain 
Dikarenakan kakas bantu yang dikembangkan peneliti berbasis website maka 
penulis juga melakukan observasi pada website kakas bantu lain untuk 
menghasilkan kebutuhan pada perangkat lunak. Website yang digunakan 
sebagai sumber informasi elisitasi kebutuhan adalah draw.io dan 
creately.com. 
3.2.2 Identifikasi Pengguna dan Kebutuhan Kakas Bantu 
Setelah proses elisitasi kebutuhan selesai maka peneliti dapat 
mengidentifikasi siapa saja pengguna – pengguna kakas bantu beserta 
karakteristiknya. Setelah itu peneliti membuat daftar kebutuhan pada kakas 
bantu. Kebutuhan pada kakas bantu terdapat dua jenis yaitu kebutuhan fungsional 
dan kebutuhan non fungsional. Pada kebutuhan fungsional dijelaskan mengenai 
deskripsi kebutuhan, siapa aktornya dan spesifikasi kebutuhan. Spesifikasi 
kebutuhan menjelaskan lebih detail setiap fungsional pada kakas bantu. 
3.2.3 Pemodelan Kebutuhan 
 Untuk dapat memetakan fungsionalitas pada sistem dan siapa saja aktor 
yang dapat melakukan fungsionalitas tersebut, maka diperlukan suatu model yang 
dapat menggambarkan interaksi antara aktor dengan fungsionalitas sistem. Pada 
kalimat kebutuhan fungsional telah terdapat pengelompokan fungsionalitas 
berdasarkan aktor yang terlibat pada suatu fungsionalitas. Fungsionalitas-
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fungsionalitas tersebut perlu diperjelas lagi tahapan-tahapan dalam sebuah alur, 
baik dalam alur utama maupun alur alternatif. 
Peneliti menggunakan standar Unifed Modeling Language (UML) dalam 
memodelkan interaksi antara aktor dengan fungsionalitas pada sistem, maka 
model kebutuhan dibuat dengan menggunakan Use Case Diagram. Setelah itu 
setiap Use Case dijelaskan alurnya lebih detail secara tertulis dalam Use Case 
Scenario. 
3.3 Perancangan 
Dari kebutuhan yang telah didapatkan pada tahap sebelumnya, 
selanjutnya penulis akan melakukan perancangan pada tahap ini. Pada tahap 
perancangan peneliti melakukan berbagai perancangan antara lain perancangan 
arsitektur, perancangan data dan perancangan komponen. 
3.3.1 Perancangan Arsitektur 
Hasil pemodelan kebutuhan(Use Case Scenario) kemudian digunakan 
sebagai dasar dalam mengidentifikasi objek-objek(boundary, controller, entity) 
berserta atribut dan perilakunya. Tahapan interaksi antar objek yang tergambar 
dalam use case scenario akan digunakan dalam merancang diagram yang 
menggambarkan interaksi antar objek dalam urutan waktu. Diagram ini kemudian 
dimodelkan dalam bentuk Sequence Diagram.  
Objek – objek yang tergambar dalam sequence diagram, kemudian akan 
diidentifikasi apakah mereka memiliki kesamaan karakteristik (atribut dan 
perilaku) atau tidak. Selain itu, juga diidentifikasi hubungan yang terjadi antar 
objek. Objek-objek yang memiliki kesamaan karakteristik kemudian dijadikan 
menjadi sebuah kelas. Hubungan antar objek akan menjadi hubungan antar 
kelas(asosiasi, generalisasi, komposisi, agregasi). Hasil dari identifikasi class dan 
hubungan antar class dimodelkan dalam class diagram. 
3.3.2 Perancangan Data 
Pada tahap perancangan data peneliti menjelaskan lebih detail data – data 
yang diperlukan kakas bantu. Setiap kelas entity pada class diagram yang telah 
dibuat, akan dijadikan sebagai acuan dalam melakukan perancangan data.   
3.3.3 Perancangan Komponen 
Pada tahap perancangan komponen, peneliti melakukan dua jenis 
perancangan yaitu perancangan algoritme dan perancangan antarmuka. 
1. Perancangan Algoritme 
Rancangan algoritme dibuat untuk menjelaskan alur logika program pada 
suatu method. Rancangan algoritme dibuat dalam format pseudocode. 
Dengan menggunakan format pseudocode, peneliti akan lebih mudah dalam 
menjelaskan dan memahami alur program karena bahasa pseudocode yang 
mudah dipahami manusia. 
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2. Perancangan Antarmuka 
Pada tahap perancangan antarmuka, penulis membuat ilustrasi suatu 
antarmuka dalam bentuk mockup. Mockup tersebut akan digunakan sebagai 
dasar implementasi antarmuka. Rancangan antarmuka dibuat untuk 
memudahkan peneliti dalam melakukan implementasi antarmuka pada kakas 
bantu.  
3.4 Implementasi 
Setelah perancangan selesai, selanjutnya penulis melakukan 
implementasi. Implementasi dilakukan menggunakan pemrograman berorientasi 
pada objek. Tahap implementasi merupakan sebuah proses yang merealisasikan 
sebuah rancangan menjadi program yang dapat dieksekusi. Pada tahap 
implementasi, peneliti melakukan berbagai hal sebagai berikut. 
1. Implementasi antarmuka yang dibangun dengan bahasa PHP framework 
Laravel 5.8, HTML 5, CSS 3 dan Javascript. 
2. Implementasi method dalam bentuk source code. Source code dibuat 
menggunakan bahasa PHP dengan framework Laravel 5.8. Implementasi 
database menggunakan DBMS MYSQL server. 
3.5 Pengujian 
Pada tahap pengujian, peneliti melakukan sekumpulan pengujian untuk 
menemukan kesalahan pada kakas bantu. Terdapat tiga tahap pengujian yang 
dilakukan peneliti yaitu pengujian unit, pengujian integrasi dan pengujian validasi.  
3.5.1 Perancangan Unit 
Pengujian unit  merupakan tingkat pengujian pertama yang dilakukan. 
Pada pengujian unit peneliti menguji setiap method pada kakas bantu. Dalam 
menentukan kasus uji peneliti menggunakan teknik basis path testing. Setelah 
kasus uji telah dibuat kemudian peneliti menjalankan kelas pengujian unit untuk 
memanggil method yang akan diuji. Kemudian melakukan pengecekan apakah 
expectation result sesuai dengan actual result. 
3.5.2 Pengujian Integrasi 
Setelah semua unit telah diuji selanjutnya peneliti melakukan pengujian 
integrasi. Pengujian integrasi dilakukan untuk menemukan kesalahan pada 
interaksi antar unit. Peneliti menggunakan pendekatan big-bang dalam menguji 
integrasi antar unit. Pendekatan big–bang  dilakukan dengan cara menguji seluruh 
unit yang terintegrasi dalam sekali uji. Setelah kasus uji telah dibuat kemudian 
peneliti menjalankan kelas pengujian integrasi untuk memanggil method - method 
yang akan diuji. Kemudian melakukan pengecekan apakah expectation result 
sesuai dengan actual result. 
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3.5.3 Pengujian Validasi 
Pengujian validasi dilakukan untuk menguji seluruh kebutuhan baik 
kebutuhan fungsional maupun non fungsional. Penulis menentukan kasus uji pada 
pengujian validasi kebutuhan fungsional berdasarkan alur pada Use Case Scenario. 
Salah satu prinsip pengujian adalah pengujian dapat diulang dimanapun. Maka 
untuk memudahkan perekaman data pengujian memerlukan suatu tool yang 
dapat menyimpan proses pengujian. Tool yang digunakan peneliti untuk merekam 
pengujian adalah Katalon Recorder. 
Karena kakas bantu ini dijalankan melalui sebuah browser, maka perlu 
dilakukan pengujian compability. Untuk pengujian validasi kebutuhan non 
fungsional compatibillity dilakukan dengan cara menjalankan setiap fungsional 
pada beberapa browser. Sementara kebutuhan non fungsional lain, yaitu akurasi, 
diuji dengan menggunakan beberapa sampel activity diagram. Hasil kasus uji dari 
kakas bantu kemudian dibandingkan dengan perhitungan manual.  
3.6 Pemberian Kesimpulan dan Saran 
Tahap pemberian kesimpulan dan saran merupakan tahap terakhir pada 
penelitian ini. Pemberian kesimpulan dilakukan sebagai jawaban dari rumusan 
masalah yang dijelaskan di awal. Kemudian peneliti juga memberikan saran yang 
berisi masukan – masukan untuk penelitian selanjutnya yang  menggunakan 
penelitian ini sebagai rujukan. 
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BAB 4 ANALISIS KEBUTUHAN 
Dalam tahap analisis kebutuhan, peneliti akan melakukan analisis dan 
melakukan identifikasi siapa saja pengguna dan kebutuhan apa saja yang harus 
dimiliki kakas bantu pembangkitan kasus uji pada model-based testing 
berdasarkan activity diagram kemudian dilakukan pemodelan sistem sesuai 
dengan hasil analisis kebutuhan. 
4.1 Deskripsi Umum Kakas Bantu 
Kakas bantu pembangkitan kasus uji berdasarkan activity diagram pada 
model-based testing atau bisa disingkat KUAD merupakan aplikasi yang dapat 
membangkitkan kasus uji secara otomatis pada model-based testing. Untuk 
menggunakan kakas bantu ini pengguna terlebih dahulu mengunggah file XMI 
activity diagram kemudian file XMI tersebut ditransformasikan ke dalam variabel 
array melalui sebuah parser. Setelah itu dibentuk dependency flow tree (DFT) dari 
variabel array hasil transformasi, kemudian DFT tersebut diproses oleh test case 
generator sehingga dapat menghasilkan kasus uji secara otomatis. kakas bantu 
pembangkitan kasus uji pada model based testing berdasarkan activity diagram 
merupakan aplikasi berbasis web yang dibangun menggunakan bahasa 
pemrograman PHP.    
 
Gambar 4.1 Ilustrasi Sistem yang Dikembangkan 
4.2 Elisitasi Kebutuhan 
Bagian ini memberitahukan dari mana kebutuhan dari perangkat lunak 
digali. Kebutuhan sistem didapatkan dari penjelasan dari paper berjudul 
“Automatic Generation Of Test Cases From Activity diagrams For UML Based 
Testing (UBT)”. Pada penelitian tersebut ditemukan kerangka kerja untuk 
pembakitan kasus uji dari activity diagram. Activity diagram dibuat menggunakan 
kakas bantu ArgoUML. Terdapat beberapa kriteria dalam pembangkitan kasus uji 
antara lain : 
a. All path, memastikan bahwa semua jalur pada kasus uji dilalui tepat 
satu kali. Selain itu dapat menghasilkan jalur dari activity diagram yang 
terdapat proses perulangan. 
b. Pair path, memastikan bahwa dapat menghasilkan jalur dari activity 
diagram yang terdapat aktivitas paralel. 
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c. decision and condition, memastikan bahwa semua jalur pada kasus uji 
sudah mewakili semua kondisi pada activity diagram. 
Teknik yang digunakan untuk pembangkitan kasus uji dengan membangun 
sebuah graph dependency flow tree (DFT) yang menyimpan semua informasi pada 
activity diagram dengan bantuan sebuah parser. Kemudian Dependency flow tree 
(DFT) diproses dengan algoritme depth first search (DFS) yang telah dimodifikasi 
sehingga dapat menghasilkan kasus uji . Selain itu terdapat contoh prototype yang 
dapat memudahkan dalam membantu menelusuri kebutuhan. Kemudian untuk 
kebutuhan lainnya diperoleh dengan melakukan observasi pada kakas bantu 
pengembangan perangkat lunak yang berbasis website seperti draw.io dan 
creately.com. 
4.3 Karakteristik Pengguna 
Berdasarkan elisitasi kebutuhan yang telah dilakukan penulis pada website 
kakas bantu lain, penulis dapat mengidentifikasi beberapa pengguna untuk 
website kakas bantu yang dikembangkan penulis. Pertama yaitu pengguna yang 
tidak mempunyai akun tapi dapat mengakses kakas bantu dinamai sebagai guest. 
Kemudian pengguna kakas bantu yang mempunyai akun dengan mempunyai 
akses login ke dalam sistem serta dapat mengakses beberapa fungsi tambahan 
dinamai sebagai member. Penjelasan tentang karakteristik pengguna pada kakas 
bantu dapat dilihat dalam Tabel 4.1. 
 Tabel 4.1 Karakteristik Pengguna 
No. Pengguna Keterangan 
1 Guest Pengguna tidak dalam keadaan login. Dapat 
melakukan upload file XMI activity diagram, 
melihat dependency flow tree, melihat 
kasus uji, login dan register. 
2. Member Pengguna yang sudah terdaftar. Pengguna 
dapat melakukan upload file XMI activity 
diagram, melihat dependency flow tree, 
melihat kasus uji, menyimpan file, 
download file dan menghapus file.   
4.4 Kebutuhan Fungsional 
Dalam Tabel 4.2 di bawah terdapat pemaparan mengenai apa saja 
kebutuhan fungsional yang dimiliki kakas bantu beserta deskripsi dan aktornya. 
Tabel 4.2 Kebutuhan fungsional 
No. Kode Nama Deskripsi Aktor 
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1 KUAD_F_001 Buat kasus 
uji 
Sistem harus bisa membuat kasus 
uji dari file xmi activity diagram 
yang telah diunggah. 
Spesifikasi Kebutuhan: 
1. Terdapat button untuk 
menampilkan dialog file upload. 
2. Sistem hanya dapat melakukan 
parsing pada file xmi activity 
diagram hasil export dari 
ArgoUML. 
3. Sistem harus dapat menyimpan 
file activity diagram 
4. Sistem dapat membangun 
dependency flow tree (DFT) 
yang menampung informasi 
acivity diagram. 
5. Sistem dapat menentukan jalur 
dan membuat kasus uji dari DFT 
yang telah dibangun. 
6. Sistem dapat menampilkan 
Tabel yang berisi jalur 
independen pada activity 
diagram. 
7. Sistem dapat menampilkan 
Tabel yang berisi kasus uji. 
Guest, 
Member 
2 KUAD_F_002 Lihat hasil 
pada 
riwayat 
Sistem dapat menampilkan hasil 
kasus uji dari riwayat unggah file. 
Spesifikasi Kebutuhan: 
1. Sistem dapat menyediakan  
Tabel riwayat file yang telah 
diunggah. Tabel riwayat berisi 
6 kolom yaitu nomor, nama, 
tanggal upload, tombol lihat 
hasil, download, dan hapus. 
Member 
3 KUAD_F_003 Register Sistem dapat melayani proses 
pendaftaran oleh aktor guest. 
Spesifikasi Kebutuhan: 
1. Sistem mampu menyediakan 
form yang terdapat input 
Nama, email, password dan 
ulangi password. 
2. Sistem dapat memunculkan 
notifikasi kesalahan jika format 




3. Sistem mampu memunculkan 
notifikasi kesalahan jika email 
yang didaftarkan sudah 
dipakai. 
4. Sistem mampu memunculkan 
notifikasi kesalahan jika 
password kurang dari 6 
karakter. 
5. Sistem dapat memunculkan 
notifikasi kesalahan jika 
password tidak sama dengan 
ulangi password. 
6. Sistem dapat mengirim link 
konfirmasi ke email yang telah 
didaftarkan 
4 KUAD_F_004 Login Sistem dapat melayani proses 
pendaftaran oleh aktor guest. 
Spesifikasi Kebutuhan: 
1. Terdapat form yang 
mempunyai input email dan 
password pada sistem. 
2. Sistem mampu memunculkan 
notifikasi kesalahan jika email 
dan password tidak cocok. 
3. Sistem mampu memunculkan 
notifikasi kesalahan jika email 




5 KUAD_F_005 Logout Sistem dapat melayani proses 
keluar dari sistem oleh aktor 
member 
Spesifikasi Kebutuhan: 
1. Sistem dapat menyediakan 
tombol untuk logout 
2. Sistem dapat mengubah status 
member menjadi guest 
Member 
6 KUAD_F_006 Download 
file 
Sistem dapat melayani proses 
unduh file XMI yang telah diunggah 
oleh aktor member. 
Spesifikasi Kebutuhan: 
1. Sistem dapat menyediakan  
Tabel riwayat file yang telah 
diunggah. Tabel riwayat berisi 
6 kolom yaitu nomor, nama, 
Member 
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tanggal upload, tombol lihat 
hasil, download, dan hapus. 
7 KUAD_F_007 Hapus file Sistem dapat melayani proses 
hapus file XMI yang telah diunggah 
oleh aktor member. 
Spesifikasi Kebutuhan: 
1. Sistem dapat menyediakan  
Tabel riwayat file yang telah 
diunggah. Tabel riwayat berisi 
6 kolom yaitu nomor, nama, 
tanggal upload, tombol lihat 
hasil, download, dan hapus. 
2. Sistem dapat memunculkan 




8 KUAD_F_008 Simpan file Sistem dapat menyimpan file XMI 
yang diunggah aktor member  
Member 
4.5 Kebutuhan Non Fungsional 
Kakas bantu yang dikembangkan penulis berbasis website. Suatu website 
tentu dapat diakses dari berbagai macam browser. Untuk memastikan bahwa 
website kakas bantu kompatibel dengan berbagai jenis browser pada umumnya, 
maka compatibility menjadi kebutuhan fungsional pada kakas bantu yang 
dikembangkan oleh penulis. Selain itu suatu kasus uji yang dihasilkan kakas bantu 
harus memiliki akurasi yang tinggi karena kasus uji merupakan hal yang sangat 
penting dalam proses pengujian. Pada Tabel 4.3 terdapat pemaparan mengenai 
apa kebutuhan non fungsional beserta penjelasan pada kakas bantu. 
Tabel 4.3 Kebutuhan Non Fungsional 
No  Kode Parameter Keterangan 
1  KUAD_NF_001 Compatibility Fungsionalitas pada website kakas 
bantu dapat dijalankan pada 
mozilla firefox, google chrome dan 
opera 
2 KUAD_NF_002 Akurasi Kasus uji yang dihasilkan kakas 
bantu harus memiliki tingkat 
akurasi sebesar 100% 
4.6 Pemodelan Kebutuhan 
Dalam tahap pemodelan, peneliti membuat model dari kebutuhan 
fungsional yang didefinisikan sebelumnya. Pembuatan model menggunakan 
standar UML. 
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4.6.1 Use Case Diagram 
  
Gambar 4.2 Use case diagram kakas bantu KUAD 
Gambar 4.3 merupakan use case diagram yang menggambarkan interaksi 
aktor guest maupun member dengan use case pada kakas bantu. Terdapat 8 use 
case dalam usecase diagram di atas, antara lain :  
1. KUAD_F_001 Buat Kasus Uji 
2. KUAD_F_002 Lihat Hasil Pada Riwayat 
3. KUAD_F_003 Register 
4. KUAD_F_004 Login 
5. KUAD_F_005 Logout 
6. KUAD_F_006 Download File 
7. KUAD_F_007 Hapus File 
8. KUAD_F_008 Simpan File XMI 
4.6.2 Use Case Scenario 
Dalam tabel use case scenario dijelaskan dengan rinci alur dari tiap – tiap 
use case pada. Adapun use case scenario pada kakas bantu sebagai berikut: 
a. Use case scenario Buat Kasus Uji 
Dalam Tabel 4.4 terpadat pemaparan scenario secara detail dari use case 
buat kasus uji. 
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Tabel 4.4 Use case scenario Buat Kasus Uji 
Buat Kasus Uji 
Objektif Menghasilkan kasus uji 
Aktor Guest 
Prasyarat Aktor guest berada dalam halaman home.    
Alur Utama 
1. Aktor menekan tombol upload. 
2. Kakas bantu memunculkan dialog pilih file  
3. Aktor memilih file xmi activity diagram. 
4. Aktor menekan tombol untuk memilih. 
5. Sistem melakukan parsing pada file XMI activity 
diagram. 
6. Sistem  membuat DFT yang berisi sekumpulan node-
node yang berelasi. 
7. Sistem melakukan pencarian setiap jalur pada DFT 
8. Sistem menyeleksi jalur independen 
9. Sistem menampilkan flowchart representasi dari 
activity diagram beserta kasus uji. 
Alur Alternatif 
Alternatif 1 : 
5a. Jika file tidak sesuai format maka sistem  akan 
memunculkan notifikasi kesalahan. 
Kondisi 
Sesudah 
Sistem menampilkan flowchart representasi dari activity 
diagram beserta kasus uji. 
 
b. Use case scenario Lihat hasil pada riwayat 
Dalam Tabel 4.4 terpadat pemaparan scenario secara detail dari use case 
buat lihat hasil pada riwayat. 
Tabel 4.5 Use case scenario lihat hasil pada riwayat 
Unggah File XMI 
Objektif Pengguna melihat hasil pada riwayat berupa kasus uji dan dependency flow tree 
Aktor Member 
Prasyarat Aktor sudah mengunggah file XMI activity diagram. 
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Alur Utama 
1. Aktor menekan tombol lihat hasil pada riwayat pada 
riwayat 
2. Sistem melakukan parsing pada file XMI activity 
diagram. 
3. Sistem  membuat dependency flow tree (DFT) 
4. Sistem melakukan inisialisasi pada DFT 
5. Sistem melakukan penelusuran setiap jalur pada DFT 
6. Sistem menyeleksi jalur independen 
7. Sistem menampilkan flowchart representasi dari 
activity diagram beserta kasus uji.  
Alur Alternatif - 
Kondisi 
Sesudah 
Sistem menampilkan flowchart representasi dari activity 
diagram beserta kasus uji. 
   
c. Use case scenario register 
Dalam Tabel 4.6 terpadat pemaparan scenario secara detail scenario dari 
use case register. 
Tabel 4.6 Use case scenario Register 
Register 
Objektif Guest mendaftarkan akun ke sistem 
Aktor Guest 
Prasyarat Aktor sudah berada dalam halaman register dan tidak dalam keadaan login. 
Alur Utama 
1. Aktor melakukan pengisian data pada field nama, 
email, password dan ulangi password pada form 
Register. 
2. Aktor menekan tombol pendaftaran.  
3. Kakas bantu mengecek setiap masukan dari Aktor. 
4. Sistem menyimpan data pendaftaran. 
5. Kakas bantu mengirimkan tautan konfirmasi ke email 
aktor. 
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6. Aktor menekan tautan konfirmasi pendaftaran. 
7. Kakas bantu mengubah status pendaftaran menjadi 
sudah dikonfirmasi. 
8. Kakas bantu menampilkan halaman login 
Alur Alternatif 
Alternatif 1 : 
1. Bila terdapat field yang kosong atau tidak seperti yang 
diminta, maka ada pemberitahuan error. 
Alternatif 2 : 
1. Bila email yang didaftarkan sudah ada yang 
mendaftarkan terlebih dulu, maka akan ada 
pemberitahuan bahwa email sudah dipakai. 
Kondisi 
Sesudah 
Aktor telah berhasil membuat akun dan dapat masuk ke 
dalam sistem. 
 
d. Use case scenario Login 
Dalam Tabel 4.7 terpadat pemaparan scenario secara detail dari use case 
login. 
Tabel 4.7 Use case scenario Login 
Login 
Objektif Guest dapat masuk ke dalam sistem 
Aktor Guest 
Prasyarat Aktor sudah berada di halaman login. 
Alur Utama 
1. Guest melakukan pengisian data pada field email dan 
password 
2. Kakas bantu melakukan proses autentikasi. 
3. Kakas bantu menampilkan halaman home. 
Alur Alternatif 
Alternatif 1 : 
1. Bila status akun dalam keadaan belum dikonfirmasi 




1. Bila field email dan password  tidak sesuai,  ada 
pemberitahuan kesalahan. 
Kondisi 
Sesudah Aktor berubah menjadi pengguna. 
 
e. Use case scenario Logout 
Dalam Tabel 4.8 terpadat pemaparan scenario secara detail dari use case 
login.  
Tabel 4.8 Use case scenario Logout 
Logout 
Objektif Member keluar dari sistem 
Aktor Member 
Prasyarat Aktor sudah berada dalam keadaan login. 
Alur Utama 
1. Member menekan tombol logout. 
2. Kakas bantu melakukan penghapusan pada session 
login. 
3. Kakas bantu menampilkan halaman utama. 
Alur Alternatif  - 
Kondisi 
Sesudah Aktor berubah menjadi Guest. 
 
f. Use case scenario Download file 
Dalam Tabel 4.9 terpadat pemaparan scenario secara detail dari use case 
download file. 
Tabel 4.9 Use case scenario Download File 
Download File 
Objektif Aktor mengunduh file xmi yang telah diunggah. 
Aktor Member 
Prasyarat Aktor sudah berada dalam keadaan login. 
Alur Utama 
1. Member menekan button download. 
2. Kakas bantu mentransfer file ke perangkat pengguna  
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Alur Alternatif  - 
Kondisi 
Sesudah Aktor berhasil mengunduh file. 
 
g. Use case scenario Hapus File  
Dalam Tabel 4.10 terpadat pemaparan skenario secara detail dari use case 
hapus file.  
Tabel 4.10 Use case scenario Hapus File 
Hapus File 
Objektif Aktor menghapus file xmi yang telah diunggah. 
Aktor Member 
Prasyarat Aktor sudah berada dalam keadaan login. 
Alur Utama 
1. Member menekan tombol hapus. 
2. Kakas bantu memunculkan dialog konfirmasi ya atau 
tidak. 
3. Member menekan tombol ya 
4. Kakas bantu melakukan penghapusan informasi file 
pada database beserta file tersebut 
5. Kakas bantu memunculkan pesan bahwa file berhasil 
dihapus. 
Alur Alternatif Bila member menekan tombol tidak, file tidak dihapus. 
Kondisi 
Sesudah File berhasil dihapus. 
 
i. Use case scenario Simpan File XMI  
Dalam Tabel 4.11 terpadat pemaparan skenario secara detail dari use case 
hapus file.  
Tabel 4.11 Use case scenario Simpan File XMI 
Simpan File XMI 
Objektif Sistem menyimpan file xmi activity diagram yang diunggah pengguna. 
Aktor Member 
Prasyarat Aktor sudah melakukan upload file XMI. 
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Alur Utama 
1. Menjalankan use case Buat Kasus Uji 
2. Sistem menyimpan file xmi activity diagram 
Alur Alternatif - 
Kondisi 





BAB 5 PERANCANGAN DAN IMPLEMENTASI 
Dalam bab perancangan dan implementasi, pertama peneliti akan 
membahas beberapa hal seperti perancangan arsitektur sequence diagram 
beserta class diagram.  Pada bagian perancangan juga terdapat perancangan data, 
algoritme serta perancangan antarmuka pengguna. Kemudian dalam bagian 
implementasi penulis memaparkan beberapa hal seperti spesifikasi lingkungan 
saat mengembangkan sistem, implementasi kode sumber beserta hasil 
implementasi.  
5.1 Perancangan Arsitektur Sequence diagram 
Penulis memilih 3  rancangan sequence diagram untuk ditampilkan yaitu 
Buat Kasus Uji, Download File dan Hapus File.  
5.1.1 Sequence Diagram Buat Kasus Uji 
 
Gambar 5.1 Sequence diagram Buat Kasus Uji 
 Pada sequence diagram Buat Kasus Uji diawali dengan upload file XMI 
kemudian, kemudian file diproses oleh method parseXMI() dan menghasilkan 
sebuah variabel array yang menampung informasi dari file XMI, setelah itu file 
akan disimpan. jika file yang diunggah tidak sesuai dengan format maka muncul 
pesan error peringatan bahwa file yang diunggah memiliki formatnya yang tidak 
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sesuai. Setelah method parseXMI menghasilkan variabel yang menampung 
informasi dari file XMI kemudian variabel tersebut menjadi parameter dalam 
pemanggilan method buatDFT(). Setelah itu dipanggil method konstruktor pada 
kelas Node untuk membuat object node. Saat semua node sudah dibuat kemudian 
node - node tersebut dihubungkan sesuai dengan activity diagram melalui method 
link_to(). Setelah method buatDFT menghasilkan object node yang menampung 
informasi activity diagram, object node akan menjadi parameter dalam 
pemanggilan method buatKasusUji(). Setelah itu akan menghasilkan sebuah 
variabel array yang berisi sekumpulan kasus uji. 
5.1.2 Sequence Diagram Download File  
 
Gambar 5.2 Sequence diagram Download File 
 Pada sequence diagram Download File diawali menekan tombol download 
pada salah satu riwayat file. Kemudian memanggil method download($id) pada 
kelas KasusUjiController. Selanjutnya memanggil method find($id) pada kelas 
FileXMI untuk mencari informasi tentang file yang akan diunduh. Kemudian 
mengembalikan pesan berupa informasi data file. Setelah mendapatkan informasi 
tentang file, server melakukan transfer file pada perangkat pengguna.  
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5.1.3 Sequence Diagram Hapus File 
 
Gambar 5.3 Sequence diagram hapus file 
Pada sequence diagram Hapus File diawali menekan button delete  pada 
riwayat file yang dipilih. Kemudian memanggil method hapus($id) pada kelas 
KasusUjiController. Selanjutnya memanggil method find($id) pada kelas FileXMI 
untuk mencari informasi tentang file yang akan diunduh. Kemudian 
mengembalikan pesan berupa informasi data file. Setelah mendapatkan informasi 
memanggil method delete() pada FileXMI dan mendapat pesan berupa status. 











5.2 Perancangan Arsitektur Class diagram   
Berikut pada Gambar 5.4 merupakan hasil rancangan diagram kelas dari 
kakas bantu yang dikembangkan oleh peneliti. 
 
Gambar 5.4 Class diagram kakas bantu KUAD 
Pada Gambar 5.4 merupakan class diagram pada kakas bantu yang 
kembangkan. Penjelasan dari tiap-tiap kelas sebagai berikut : 
1. Kelas Controller merupakan kelas bawaan dari kerangka kerja Laravel. 
Memiliki method – method yang tidak penulis cantumkan pada kelas diagram 
di atas. Seluruh method pada kelas Controller dapat dilihat dalam file 
Controller.php pada direktori instalasi Laravel Illuminate\Routing\Controller. 
2. Kelas Model merupakan kelas entitas bawaan dari kerangka kerja Laravel. 
Memiliki banyak sekali method – method yang terkait dengan manajemen 
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database yang tidak penulis cantumkan semua pada kelas diagram di atas. 
Seluruh method – method yang terdapat pada kelas model dapat dilihat dalam 
file Model.php pada direktori instalasi Laravel Illuminate\Database\Eloquent\ 
Model. 
3. Kelas KasusUjiController merupakan kelas yang difungsikan untuk proses yang 
berkaitan dengan kasus uji. Kelas ini merupakan subclass dari kelas Controller. 
Kelas KasusUjiController mewarisi method – method pada kelas Controller. 
Pada kelas Kasus uji terdapat berbagai method antara lain parseXMI untuk 
melakukan proses parsing,  buatDFT untuk membuat dependency flow tree, 
buatKasusUji untuk membuat kasus uji, download, hapus, dan 
lihatHasilPadaHistori. 
4. Kelas Node merupakan kelas entitas yang merepresentasikan sebuah node 
pada dependency flow graph. Atribut pada kelas Node terdiri dari name, jenis, 
linked, visited, id dan from. Penjelasan masing-masing atribut akan dijelaskan 
pada perancangan data. method pada kelas Node antara lain __contruct 
sebagai kontruktor, method link_to untuk menghubung node satu dengan 
node lainnya, method linked untuk mengetahui apa sebuah node sudah 
terhubung. 
5. Kelas FileXMI merupakan kelas entitas yang berfungsi untuk memanajemen 
file XMI yang diunggah oleh pengguna. Kelas file merupakan subclass dari 
kelas Model sehingga kelas FileXMI mewarisi seluruh method - method 
manajemen data yang berada pada kelas Model bawaan Laravel. Atribut yang 
terdapat pada kelas FileXMI antara lain id, id_user, nama file, created_at, 
updated_at dan path. Penjelasan dari masing-masing atribut akan dijelaskan 
pada perancangan data. 
6. Kelas UserController merupakan kelas yang memiliki method yang berkaitan 
dengan proses manajemen pengguna. Kelas ini merupakan subclass dari kelas 
Controller sehingga mewari setiap method pada kelas tersebut. method – 
method yang terdapat pada kelas UserController antara lain login untuk 
proses masuk pengguna ke dalam sistem. method register untuk pendaftaran 
pengguna, method logout untuk proses keluar dari sistem dan method 
confrimEmail untuk proses konfirmasi oleh user. 
7. Kelas User merupakan kelas entitas yang berfungsi untuk manajemen data 
dari pengguna. Kelas User merupakan subclass dari kelas Model sehingga 
kelas User mewarisi seluruh method - method manajemen data yang berada 
pada kelas Model bawaan Laravel. Atribut yang terdapat pada kelas User 
antara lain id, nama, email, password, created_at, updated_at dan status. 
Penjelasan dari masing-masing atribut akan dijelaskan pada perancangan 
data. 
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5.3 Perancangan Data 
Berdasarkan rancangan class diagram, terdapat tiga entitas pada kakas 
bantu yaitu Node, User dan File. Berikut merupakan rancangan data dari setiap 
entitas pada kakas bantu. 
5.3.1 Perancangan Data Entitas User 
User merupakan entitas yang menyimpan semua data dari pengguna.  
Pada Tabel 5.1 terdapat penjelasan mengenai data – data dari entitas User. 
Tabel 5.1 Data  pada entitas user 
No. Nama Data Tipe Data Keterangan 
1. Id Integer Untuk menyimpan id unik dari setiap 
pengguna 
2. Name String Untuk menyimpan nama dari pengguna 
3. Email String Untuk menyimpan email dari pengguna 
4. Password String Untuk menyimpan data password pengguna 
yang sudah dilakukan proses hashing 
5. created_at Date Untuk menyimpan tanggal dan waktu saat 
user membuat akun 
6. updated_at Date Untuk menyimpan tanggal dan waktu saat 
user memperbarui data akun 
7.  Status String Untuk menyimpan status akun dari pengguna 
5.3.2 Perancangan Data Entitas Node 
Node merupakan entitas yang menyimpan informasi dari sebuah 
dependency flow tree.  Pada Tabel nomor 5.2 terdapat penjelasan mengenai data 
– data pada entitas Node. 
Tabel 5.2 Data pada entitas Node 
No. Nama Data Tipe Data Keterangan 
1. Id Integer Untuk menyimpan id unik dari setiap node 
2. Name String Untuk menyimpan nama dari node 
3. Jenis String Untuk menyimpan jenis dari node 
3. Linked Array Untuk menyimpan data node yang menjadi 
cabang 
4. Visited Boolean Untuk menyimpan status apakah node sudah 
dikunjungi 
6. From String Untuk menyimpan data nama node induk 
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5.3.3 Perancangan Data Entitas FileXMI 
FileXMI merupakan entitas yang menyimpan informasi dari sebuah file XMI 
yang telah diupload oleh member. Pada Tabel nomor 5.3 terdapat penjelasan 
mengenai data – data pada entitas File.  
Tabel 5.3 Data pada entitas FileXMI 
No. Nama Data Tipe Data Keterangan 
1. Id Integer Untuk menyimpan id unik dari setiap file XMI 
2. Id_user Integer Untuk menyimpan id user yang telah 
mengupload file XMI 
3. nama_file String Untuk menyimpan nama dari file XMI 
4. Path String Untuk menyimpan path lokasi file XMI 
5. created_at Date Untuk menyimpan tanggal dan waktu saat file 
diunggah 
6.  updated_at Date Untuk menyimpan tanggal dan waktu pada 
saat data file berubah 
5.4 Perancangan Komponen 
Dalam perancangan komponen peneliti akan melakukan perancangan 
Algoritme yang menghasilkan pseudocode dari fungsi-fungsi utama. Setelah itu 
penulis juga melakukan perancangan antarmuka yang menghasilkan rancangan 
dari halaman pada website kakas bantu.  
5.4.1 Perancangan Algoritme 
Pada perancangan algoritme, penulis membuat sebuah rancangan 
algoritme program dalam bentuk pseudocode. Penulis menampilkan tiga 
rancangan algoritme yaitu parsing XMI, buat DFT dan buat Kasus Uji. Algoritme - 
algoritme tersebut merupakan hasil adaptasi dari paper rujukan utama. 
1. Algoritme Parsing XMI 
Algoritme parsingXMI berfungsi untuk melakukan proses parsing pada XMI 
dan mengonversi komponen - komponen pada activity diagram ke dalam bentuk 
variabel – variabel array. Berikut pada Tabel 5.4 merupakan hasil rancangan 
algoritme dari method parsingXMI pada kelas KasusUjiController. 
Tabel 5.4 Algoritme parsing XMI 
 READ file xmi yang diupload 
 IF file xmi tidak sesuai format THEN 
  SHOW pesan error file tidak sesuai format 
            Break; 
 END IF 
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      IF status pengguna adalah Member 
            Save file XMI 
      END IF 
 FOR setiap state pada activity diagram 
  ADD state to variabel array state 
 END FOR 
 FOR setiap state pada transition diagram 
  ADD transition variabel array transition 
 END FOR 
      CALL method buatDFT      
2. Algoritme BuatDFT 
Algoritme buatDFT merupakan algoritme yang berfungsi untuk melakukan 
proses pembuatan dependency flow tree.  Berikut pada Tabel 5.5 merupakan 
pseudocode hasil rancangan algoritme method buatDFT pada kelas 
KasusUjiController. 
Tabel 5.5 Algoritme buatDFT 
INIT object node, variabel i; 
FOR setiap variabel array state 
 Add state to object node 
 SET id node to i 
 INCREMENT i; 
END FOR 
FOR setiap variabel array state 
 IF cabang array state > 1 THEN 
  FOR each node cabang 
   SET node link to cabang node 
  END for 
 ELSE 
  SET node link to cabang node 
 END IF 
END FOR 
CALL function BuatKasusUji 
3. Algoritme Buat Kasus Uji 
Algoritme buatKasusUji merupakan sebuah algoritme yang berfungsi 
untuk menelusuri setiap jalur kasus uji pada activity diagram. Berikut pada Tabel 
5.6 merupakan pseudocode pada algoritme buatKasusUji pada kelas 
KasusUjiController. 
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Tabel 5.6 Algoritme buatKasusUji 
INIT elementStack[], decisionStack[], resultStack[], 
result[],testCase[], popElement 
ADD node root to elementStack[] 
WHILE elementStack[] tidak kosong 
 CALL function pop of elementStack[] 
 SET popElement to pop of elementStack[] 
 Add popElement to result 
 Add result to resultStack[] 
 IF popElement belum dikunjungi 
  FOR each cabang node 
   CALL function push cabang to elementStack[] 
  END FOR 
 ELSE 
  FOR each cabang node 
   IF cabang node tidak ada pada result 
    CALL function push cabang to 
elementStack[] 
   END IF 
  END FOR 
 END IF 
 IF popElement bercabang dan belum dikunjungi 
  SET visited true 
  CALL function push popElement to decisionStack[] 
 END IF  
 IF popELement tidak memiliki cabang 
  Add result to testCase 
  WHILE end result != end decision stack 
   CALL function dequeue result  
  END WHILE 
 END IF 
END WHILE 
SHOW halaman hasil kasus uji 
5.4.2 Perancangan Antarmuka 
Dalam bagian ini peneliti membuat rancangan interface atau mockup 
wireframe untuk kakas bantu yang akan dibangun. Penulis memilih 3 rancangan 
antarmuka untuk ditampilkan yaitu tampilan halaman utama, halaman hasil kasus 





1. Perancangan Antarmuka Halaman Utama 
 
Gambar 5.5 Rancangan antarmuka halaman utama 
Pada Gambar 5.5 merupakan Gambar rancangan antarmuka untuk 
halaman utama. Tersusun dari 8 bagian, pada nomor 1 adalah logo. Nomor 2 
adalah tombol register untuk menuju ke halaman pendaftaran. Bagian nomor 3 
merupakan tombol login untuk menuju halaman login. Bagian nomor 4 
merupakan teks yang memuat judul dari kakas bantu. Bagian nomor 5 merupakan 
sub judul yang menjelaskan secara singkat deskripsi dari kakas bantu.  Pada bagian 
nomor 6 merupakan teks petunjuk untuk upload file. Bagian nomor 7 merupakan 
tombol untuk menampilkan dialog file upload. Bagian nomor 8 merupakan footer 











2. Perancangan Antarmuka Halaman Home 
 
Gambar 5.6 Rancangan antarmuka halaman home 
Pada Gambar 5.6 merupakan Gambar rancangan antarmuka halaman 
home. Rancangan antarmuka halaman utama tersusun dari 13 bagian. Bagian 
pada nomor 1 merupakan logo. Bagian nomor 2 adalah tombol nama user untuk 
menuju ke halaman home. Bagian nomor 3 merupakan tombol logout. Nomor 4 
adalah teks yang memuat judul dari kakas bantu. Bagian nomor 5 merupakan sub 
judul yang menjelaskan secara singkat deskripsi dari kakas bantu.  Pada bagian 
nomor 6 merupakan teks petunjuk untuk upload file. Bagian nomor 7 merupakan 
tombol untuk menampilkan dialog file upload. Bagian nomor 8 merupakan teks 
judul Tabel riwayat unggah. Bagian nomor 9 merupakan Tabel yang menampilkan 
daftar riwayat file yang telah diunggah oleh member. Bagian nomor 10 merupakan 
tombol lihat hasil pada riwayat untuk melihat hasil pada riwayat kasus uji. Bagian 
nomor 11 merupakan tombol download untuk mengunduh file. Bagian nomor 12 
merupakan tombol delete untuk menghapus file. Bagian nomor 13 adalah footer 










3. Antarmuka halaman hasil kasus uji 
 
Gambar 5.7 Rancangan Antarmuka halaman hasil kasus uji 
Pada Gambar 5.5 adalah hasil rancangan antarmuka halaman hasil kasus 
uji. Rancangan antarmuka halaman utama tersusun dari 8 bagian. Bagian pada 
nomor 1 merupakan logo. Bagian nomor 2 adalah tombol register untuk menuju 
ke halaman pendaftaran. Bagian nomor 3 merupakan tombol login untuk menuju 
halaman login. Bagian nomor 4 merupakan teks yang memuat judul dari kakas 
bantu. Bagian nomor 5 merupakan sub judul yang menjelaskan secara singkat 
deskripsi dari kakas bantu.  Pada bagian nomor 6 merupakan Gambar flowchart 
yang merepresentasikan activity diagram. Bagian nomor 7 merupakan teks judul 
Tabel yang menampilkan jalur independen. Bagian nomor 8 merupakan Tabel 
yang menampilkan jalur independen yang ditemukan. Bagian nomor 9 merupakan 
teks judul dari Tabel kasus uji. Bagian nomor 10 merupakan Tabel yang 
menampilkan kasus uji. Bagian nomor 11 merupakan footer yang menampilkan 
credit text. 
5.5 Implementasi 
Pada bagian implementasi akan membahas beberapa antara lain 
spesifikasi lingkungan pada saat mengembangkan kakas bantu. Kemudian 
menampilkan implementasi berupa kode sumber dan screenshot dari tampilan 
antarmuka kakas bantu. 
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5.5.1 Perangkat Pendukung Implementasi 
Dalam spesifikasi perangkat pendukung akan dilakukan pemaparan 
lingkungan sistem yang mendukung selama pengembangkan kakas bantu baik dari 
segi perangkat lunak maupun perangkat keras. 
1. Spesifikasi Lingkungan Perangkat Lunak 
Dalam Tabel 5.7 ditunjukkan apa saja perangkat lunak yang digunakan 
dalam mengembangkan kakas bantu. 
Tabel 5.7 Lingkungan Perangkat Keras 
Sistem Operasi Windows 10 Pro 
Bahasa Pemrograman  PHP 7.1.3 
Framework PHP Laravel 5.8 
XMI Generator  ArgoUML 
LocalHost XAMPP 
Browser Chrome, Firefox dan Opera 
DBMS MySQL 
Web Host 000webhost.com 
Editor Microsoft Visual Studio Code 
 
2. Spesifikasi Lingkungan Perangkat Keras 
Dalam Tabel 5.8 ditunjukkan apa saja perangkat lunak yang digunakan 
dalam mengembangkan kakas bantu. 
Tabel 5.8 Lingkungan Perangkat Lunak 
Device Asus 455LF 
Prosesor Intel(R) Core(TM) i5 
Size RAM 8 Gigabytes 
Size Hardisk 1 Terabytes 
5.5.2 Implementasi Method Utama 
 method utama pada kakas bantu diimplementasikan menjadi kode 
sumber.  Penulis memilih 3 method untuk ditampilkan kode sumbernya, yaitu 
PasingXMI, BuatDFT, BuatKasusUji.   
5.5.2.1 Kode Sumber Method ParsingXMI() 
Dalam Tabel 5.9 ditampilkan hasil implementasi kode sumber untuk 
method parsing XMI. 
Tabel 5.9 Kode sumber parsingXMI() 
public function parsingXMI($file) { 
$FileXMI = $request->file('FileXMI'); 
$info = pathinfo($FileXMI->getClientOriginalName()); 
if ($info["extension"] != "xmi") { 
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    dd("format salah"); 
} 
$xmi = file_get_contents($FileXMI); 
$xmi = preg_replace("/(<\/?)(\w+):([^>]*>)/", "$1$2$3", $xmi); 
$xmi = simplexml_load_string($xmi); 
$arrayData = json_encode($xmi); 
$arrayData2 = json_decode($arrayData, true); 
if (!isset($arrayData2["XMI.header"]["XMI.documentation"])) { 












foreach ($file["UMLPseudostate"] as $key => $value) { 
    $pseudoState[$value["@attributes"]["xmi.id"]] = $value; 
    if ($value["@attributes"]["kind"] == "fork") { 
        $infork[] = $key; 
    } 
} 
foreach ($file["UMLActionState"] as $key => $value) { 
    $actionState[$value["@attributes"]["xmi.id"]] = $value; 
} 
foreach ($file["UMLFinalState"] as $key => $value) { 
    if (isset($value["@attributes"])) { 
        $finalState[$value["@attributes"]["xmi.id"]] = $value; 
    } else { 
        $finalState[$file["UMLFinalSt ate"]["@attributes"]["xmi.id"]] = 
$file["UMLFinalState"]; 
    } 
} 
foreach ($edge_sementara as $key => $value) { 
    $edge_fix[$value["@attributes"]["xmi.id"]] = $value; 
} 
$root; 
foreach ($pseudoState as $key => $value) { 
    if ($value["@attributes"]["kind"] == "initial") { 
        $root = $key; 
    } 
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} 
return $this->DFTGeneratorUnit2($root, $pseudoState, $actionState, $finalState, 
$edge_fix); 
5.5.2.2 Kode Sumber Method BuatDFT()  
Dalam Tabel 5.10 ditampilkan hasil implementasi kode sumber untuk 
method buatDFT. 
Tabel 5.10 Kode sumber method buatDFT()  
public function buatDFT($array) { 
$file; 
foreach ($pseudoState as $key => $value) { 
    $file[$key] = new File($value["@attributes"]["name"],  
$value["@attributes"]["kind"]); 
} 
foreach ($actionState as $key => $value) { 




foreach ($finalState as $key => $value) { 
    $file[$key] = new File($value["@attributes"]["name"], "end"); 
} 
foreach ($edge_fix as $key => $value) { 
    if (isset($value["UMLTransition.guard"])) { 
        $file[$key] = new 
File($value["UMLTransition.guard"]["UMLGuard"]["UMLGuard.expression"]["UMLBooleanExpres
sion"]["@attributes"]["body"], "guard"); 
    } 
}         
foreach ($actionState as $key => $value) { 
    $transitionNext = 
$value["UMLStateVertex.outgoing"]["UMLTransition"]["@attributes"]["xmi.idref"]; 
    if (isset($edge_fix[$transitionNext]["UMLTransition.target"]["UMLPseudostate"])) { 
        //jika menuju pseudo state 
        $keyPseudoNext = 
$edge_fix[$transitionNext]["UMLTransition.target"]["UMLPseudostate"]["@attributes"]["xm
i.idref"]; 
        $file[$key]->link_to($file[$keyPseudoNext]); 
    } elseif 
(isset($edge_fix[$transitionNext]["UMLTransition.target"]["UMLActionState"])) { 
        //jika menuju action state 
        $keyActionNext = 
$edge_fix[$transitionNext]["UMLTransition.target"]["UMLActionState"]["@attributes"]["xm
i.idref"]; 
        $file[$key]->link_to($file[$keyActionNext]); 
    } else { 




        $file[$key]->link_to($file[$keyFinalNext]); 
        //jika menuju finalState 
    } 
} 
foreach ($pseudoState as $key => $value) { 
    if (isset($value["UMLStateVertex.outgoing"]["UMLTransition"]["@attributes"])) { 
        //jika tidak bercabang 
        $transitionNext = 
$value["UMLStateVertex.outgoing"]["UMLTransition"]["@attributes"]["xmi.idref"]; 
        if(isset($edge_fix[$transitionNext]["UMLTransition.target"]["UMLPseudostate"])) 
{ 
            //jika menuju pseudo state 
            $keyPseudoNext = 
$edge_fix[$transitionNext]["UMLTransition.target"]["UMLPseudostate"]["@attributes"]["xm
i.idref"]; 
            $file[$key]->link_to($file[$keyPseudoNext]); 
        } elseif 
(isset($edge_fix[$transitionNext]["UMLTransition.target"]["UMLActionState"])) { 
            //jika menuju action state 
            $keyActionNext = 
$edge_fix[$transitionNext]["UMLTransition.target"]["UMLActionState"]["@attributes"]["xm
i.idref"]; 
            $file[$key]->link_to($file[$keyActionNext]); 
        } else { 
            $keyFinalNext = 
$edge_fix[$transitionNext]["UMLTransition.target"]["UMLFinalState"]["@attributes"]["xmi
.idref"]; 
            $file[$key]->link_to($file[$keyFinalNext]); 
            //jika menuju finalState 
        } 
    } else { 
        //jika bercabang 
        if ($value["@attributes"]["kind"] == "junction") { //jika menuju decision 
            foreach ($value["UMLStateVertex.outgoing"]["UMLTransition"] as $keyTran => 
$valueTansition) { 
                $transitionNext = $valueTansition["@attributes"]["xmi.idref"]; 
                if 
(isset($edge_fix[$transitionNext]["UMLTransition.target"]["UMLPseudostate"])) { //jika 
menuju pseudo state 
                    $keyPseudoNext = 
$edge_fix[$transitionNext]["UMLTransition.target"]["UMLPseudostate"]["@attributes"]["xm
i.idref"]; 
                    $file[$key]->link_to($file[$transitionNext]); 
                    $file[$transitionNext]->link_to($file[$keyPseudoNext]); 
                } elseif 
(isset($edge_fix[$transitionNext]["UMLTransition.target"]["UMLActionState"])) { 
                    //jika menuju action state 
                    $keyActionNext = 
$edge_fix[$transitionNext]["UMLTransition.target"]["UMLActionState"]["@attributes"]["xm
i.idref"]; 
                    $file[$key]->link_to($file[$transitionNext]); 
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                    $file[$transitionNext]->link_to($file[$keyActionNext]); 
                } else {  //jika menuju finalState 
                    $keyFinalNext = 
$edge_fix[$transitionNext]["UMLTransition.target"]["UMLFinalState"]["@attributes"]["xmi
.idref"]; 
                    $file[$key]->link_to($file[$keyFinalNext]); 
                } 
            } 
        } 
        else { 
            foreach ($value["UMLStateVertex.outgoing"]["UMLTransition"] as $keyTran => 
$valueTansition) { 
                $transitionNext = $valueTansition["@attributes"]["xmi.idref"]; 
                if 
(isset($edge_fix[$transitionNext]["UMLTransition.target"]["UMLPseudostate"])) { //jika 
menuju pseudo state 
                    $keyPseudoNext = 
$edge_fix[$transitionNext]["UMLTransition.target"]["UMLPseudostate"]["@attributes"]["xm
i.idref"]; 
                    $file[$key]->link_to($file[$keyPseudoNext]); 
                } elseif 
(isset($edge_fix[$transitionNext]["UMLTransition.target"]["UMLActionState"])) { 
                    //jika menuju action state 
                    $keyActionNext = 
$edge_fix[$transitionNext]["UMLTransition.target"]["UMLActionState"]["@attributes"]["xm
i.idref"]; 
                    $file[$key]->link_to($file[$keyActionNext]); 
                } else { 
                    $keyFinalNext = 
$edge_fix[$transitionNext]["UMLTransition.target"]["UMLFinalState"]["@attributes"]["xmi
.idref"]; 
                    $file[$key]->link_to($file[$keyFinalNext]); 
                    //jika menuju finalState 
                } 
            } 
        } 
    } 
} 
return $this->DFSWithStack($file[$root]); 
5.5.2.3 Kode Sumber Method buatKasusUji() 
Dalam Tabel 5.8 ditampilkan hasil implementasi kode sumber untuk 
method parsing XMI. 
Tabel 5.11 Kode sumber method buatKasusUji() 
$elementStack = []; 
$decisionStack = []; 
$resultStack = []; 
$result = []; 
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$testcCase = []; 
$forkStack = []; 
array_push($elementStack, $file); 
$loopStack; 
$decision = []; 
 
//Loop selama elemenStack tidak kosong 
while (!empty($elementStack)) { 
    $popElement = array_pop($elementStack); 
    $last_result = $result; 
    array_push($result, $popElement); 
    $resultStack[] = $result; 
    //jika belum dikunjungi 
    if ($popElement->visited != true) { 
        foreach ($popElement->linked as $key => $v) { 
            array_push($elementStack, $v); 
        } 
    } 
    //jika cabang sudah dikunjungi 
    else { 
        $i = 0; 
        foreach ($popElement->linked as $key => $v) { 
            if (!in_array($v, $result)) { 
                array_push($elementStack, $v); 
                $i++; 
                break; 
            } 
        // jika nested loop 
    } 
    //jika bercabang dan belum dikunjungi 
    if (count($popElement->linked) > 1 && $popElement->visited != true) { 
        $popElement->visited = true; 
        if ($popElement->jenis == 'junction') { 
            $popResult = array_pop($last_result); 
            $popElement->from = $popResult->name; 
            $decision[] = $popElement; 
        } 
        array_push($decisionStack, $popElement); 
    //Jika tidak memiliki cabgng 
    } else if (empty($popElement->linked)) { 
        $testCase[] = $result; 
        //Jika decision stack tidak kosong 
        if (!empty($decisionStack)) { 
            foreach ($result as $key => $x) { 
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                if ( $x->id == end($decisionStack)->id) { 
                    $result = array_slice($result, 0, $key+1, true); 
                    break; 
                } 
            } 
            array_pop($decisionStack); 
        } 
    } 
} 
 
usort($testCase, array($this, 'cmp')); 
$datafc = $dataflowhart; 
return view('hasil', compact('testCase', 'resultStack', 'datafc', 'decision')); 
5.5.3 Hasil Implementasi Antarmuka 
Penulis memilih 3 halaman hasil implementasi kakas bantu yaitu halaman 
utama, halaman home dan halaman hasil kasus uji. 
 












Gambar 5.10  Antarmuka menampilkan halaman home 
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BAB 6 PENGUJIAN DAN ANALISIS 
Dalam bab pengujian dan analisis, peneliti akan memaparkan proses 
menguji pada kakas bantu yang dikembangkan. Pada penelitian ini terdapat 5 
macam pengujian. Pertama pengujian unit. Kemudian terdapat pengujian 
integrasi dan pengujian validasi. 
6.1 Pengujian Unit 
Pada tahap pengujian ini diambil tiga buah method yaitu parsing XMI, buat 
DFT dan buat kasus uji. Pengujian menerapkan metode  kotak putih dengan teknik 
pengujian jalur dasar. Pertama melakukan pengecekan terhadap struktur kode 
sistem, kemudian membuat sebuah flowgraph. Selanjutnya menghitung 
cyclomatic complexity  serta menentukan independent path nya. Setelah itu 
menguji setiap jalur independen yang telah ditemukan.  
6.1.1 Pengujian Unit Method Parsing XMI 
Dalam Tabel 6.1, peneliti mengidentifikasi struktur pada pseudocode 
method parsingXMI dari kelas KasusUjiController. 
Tabel 6.1 Penomoran node pada pseudocode parsing XMI 




















 READ file xmi yang diupload 
 IF file xmi tidak sesuai format THEN 
  SHOW pesan peringatan 
            Break; 
 END IF 
      IF status pengguna adalah Member 
            Save file XMI 
      END IF 
 FOR setiap state pada activity diagram 
  ADD state to variabel array state 
 END FOR 
 FOR setiap state pada transition diagram 
  ADD transition variabel array transition 
 END FOR 
 SHOW variabel array state dan array transition 

















Gambar 6.1 di bawah adalah flow graph method parsing XMI hasil 
identifikasi struktur dari Tabel 6.1.  
 
Gambar 6.1 Flow graph parsing XMI 
Berdasarkan perhitungan cyclomatic complexity pada method parsingXMI 
diperoleh nilai : 
1. V(G) = 14E – 11N + 2 = 5  
2. V(G) = 4p + 1 = 3 
3. V(G) = 5 regions  
Dari hasil penelusuran jalur, Berikut merupakan jalur - jalur independen 







Dalam Tabel 6.2 di bawah terdapat pemaparan secara detail mengenai test 
case pada method parsingXMI. 
Tabel 6.2 Pengujian unit parsing XMI 











































































































file activity tidak 
disimpan. 
Passed 
6.1.2 Pengujian Unit Method Buat DFT 
Dalam Tabel 6.3, peneliti mengidentifikasi struktur pada pseudocode 
method buatDFT dari kelas KasusUjiController. 
Tabel 6.3 Penomoran node pada pseudocode buat DFT 



















 INIT object node, variabel i; 
 FOR setiap variabel array state 
  Add state to object node 
  SET object id node to i 
  INCREMENT i; 
 END FOR 
 FOR setiap variabel array state 
  IF Bercabang THEN 
   FOR each cabang 
    SET cabang to tujuan edge 
   END for 
  ELSE 
   SET cabang to tujuan edge 
  END IF 
 END FOR 
 CALL function BuatKasusUji 
Gambar 6.2 di bawah adalah flow graph method buatDFT hasil identifikasi 













Gambar 6.2 Flow graph buat DFT 
Berdasarkan perhitungan cyclomatic complexity pada method buatDFT 
diperoleh nilai : 
1. V(G) = 12E – 9N + 2 = 2  
2. V(G) = 4p + 1 = 5  
3. V(G) = 5 regions  
 
Dari hasil penelusuran jalur, Berikut merupakan jalur - jalur independen 






Dalam Tabel 6.4 di bawah terdapat pemaparan secara detail mengenai test 
case pada method buatDFT. 
Tabel 6.4 Pengujian unit buat DFT 








graph DFT berhasil 
dibuat Passed 
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graph DFT berhasil 
dibangun Passed 
6.1.3 Pengujian Unit Method Buat Kasus Uji 
Dalam Tabel 6.5, peneliti mengidentifikasi struktur struktur pada 
pseudocode method buatKasusUji dari kelas KasusUjiController. 
Tabel 6.5 Penomoran node pada  psedocode buatKasusUji 





 INIT elementStack[], decisionStack[], resultStack[],  
      result[], bestPath[], popElement 
 ADD node root to elementStack[] 




































  CALL function pop of elementStack[] 
  SET popElement to pop of elementStack[] 
  Add popElement to result 
  Add result to resultStack[] 
  IF popElement belum dikunjungi 
   FOR each cabang node 
    CALL function push cabang to                    
                        elementStack[] 
   END FOR 
  ELSE 
   FOR each cabang node 
    IF cabang node tidak ada pada reslt 
     CALL function push cabang to 
                              elementStack[] and break 1 
    END IF 
   END FOR 
  END IF 
  IF popElement bercabang dan belum dikunjungi 
   SET visited true 
   CALL function push popElement to     
                  decisionStack[] 
  END IF  
  IF popELement tidak memiliki cabang 
   Add result to bestPath 
   WHILE end result != end decision stack 
    CALL function dequeue result 
   END WHILE 
                  Pop decision stack     
  END IF 
 END WHILE 
 RETURN view hasil 
 
Gambar 6.3 di bawah adalah flow graph method buatKasusUji hasil 



















Gambar 6.3 Flow graph buat kasus uji 
Berdasarkan perhitungan cyclomatic complexity pada method 
buatKasusUji diperoleh nilai : 
1. V(G) = 8p + 1 = 9 
2. V(G) = 25 – 18N + 2 = 9 
3. V(G) = 9 regions  
Dari hasil penelusuran jalur, Berikut merupakan jalur - jalur independen 











Dalam Tabel 6.6 di bawah terdapat pemaparan secara detail mengenai test 
case pada method buatKasusUji. 
Tabel 6.6 Pengujian unit buatKasusUji 














data uji  
$node = new Node 
('node1', 'decision'); 
$node2 = new Node 
('node2', 'activity'); 






$ElementStack = [$node]  
$bestPath = { 





$bestPath = { 











$node = new Node 
('node1', 'activity'); 
$node2 = new Node 
('node2', 'activity'); 
$node->visited =false; 
$bestPath = { 
0 => [file, 
node2], 
} 
$bestPath = { 













$node3 = new Node 
('node3', 'decision'); 
$node4 = new Node 
('node4', 'activity'); 
$node5 = new 
Node('node5', 'activity'); 







$bestPath = { 





$bestPath = { 










data uji  
$node = new Node 
('node1', 'activity'); 
$node2 = new Node 
('node2', 'decision'); 
$node3 = new 
Node('node3', 'activity'); 







$bestPath = { 






$bestPath = { 













data uji  
$node3 = new Node 
('node3', 'decision'); 
$node4 = new Node 
('node4', 'activity'); 
$node5 = new 
Node('node5', 'activity'); 





$decisionStack : {} 
$ElementStack = {$node}  
$bestPath = { 





$bestPath = { 











$node = new Node 
('node1', 'decision'); 
$node2 = new Node 
('node2', 'activity'); 
$node3 = new 
Node('node3', 'activity'); 








$ElementStack = {$node}  
$bestPath = { 






$bestPath = { 












data uji  
$node = new Node 
('node1', 'activity'); 
$node2 = new Node 
('node2', 'decision'); 
$node3 = new 
Node('node3', 'activity'); 







$ElementStack = {$node}  
$bestPath = { 






$bestPath = { 











data uji  
$node3 = new Node 
('node3', 'decision'); 
$node4 = new Node 
('node4', 'activity'); 
$node5 = new 
Node('node5', 'activity'); 





$decisionStack : {} 
$ElementStack = {$node}  
$bestPath = { 





$bestPath = { 







6.2 Pengujian Integrasi 
Pengujian integrasi dimaksudkan untuk menguji integrasi antar unit. 
Pengujian integrasi menggunakan pendekatan big-bang. Pengujian integrasi 
dengan pendekatan big-bang dilakukan dengan cara menguji seluruh unit yang 
terintegrasi sekaligus. Integrasi antar unit pada pengujian integrasi dapat dilihat 
pada Gambar 6.4.  
 
Gambar 6.4 Hirarki pengujian integrasi 
 Dari integrasi antar unit yang didefinisikan pada Gambar 6.4 diperoleh 
kasus uji yang ditunjukkan pada Tabel 6.7. 
Tabel 6.7 Kasus uji pengujian integrasi  


















6.3 Pengujian Validasi 
Dalam tahapan pengujian validasi, terdapat 2 jenis pengujian yaitu 
pengujian validasi terhadap kebutuhan fungsional dan pengujian validasi pada 
kebutuhan non fungsional. 
6.3.1 Pengujian Validasi Fungsional 
Pengujian validasi pada kebutuhan fungsional menggunakan teknik use 
case testing. Use case testing merupakan teknik menentukan kasus uji 
berdasarkan use case scenario. 
6.3.1.1 Pengujian Validasi Buat Kasus Uji 
Berdasarkan identifikasi dari use case scenario buat kasus uji, maka 
diperoleh kasus uji seperti dalam Tabel 6.8. 
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Tabel 6.8 Pengujian Validasi Buat Kasus Uji 



































































file xmi tidak 
sesuai format 











6.3.1.2 Pengujian Validasi Lihat hasil pada riwayat 
Berdasarkan identifikasi dari use case scenario, maka diperoleh kasus uji 
seperti dalam Tabel 6.9. 
Tabel 6.9 Pengujian Validasi Lihat hasil pada riwayat 
















hasil kasus uji 
Sistem berhasil 
menampilkan 
hasil kasus uji 
Passed  
6.3.1.3 Pengujian Validasi Register 
Berdasarkan identifikasi dari use case scenario register, maka didapatkan 
kasus uji seperti dalam Tabel 6.10. 
Tabel 6.10 Pengujian Validasi Register 




































































Nama :  
Email :  

















































































6.3.1.4 Pengujian Validasi Login 
Berdasarkan identifikasi dari use case scenario login, maka diperoleh test 
case seperti pada Tabel 6.11. 
Tabel 6.11 Pengujian Validasi Login 

































































Email :  















































6.3.1.5 Pengujian Validasi Logout 
Berdasarkan identifikasi dari use case scenario logout, maka diperoleh 
kasus uji seperti pada Tabel 6.12. 
Tabel 6.12 Pengujian Validasi Logout 



















6.3.1.6 Pengujian Validasi Download File 
Berdasarkan identifikasi dari use case scenario download file, maka 
diperoleh kasus uji seperti dalam Tabel 6.13. 
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Tabel 6.13 Pengujian Validasi Download File 









- File berhasil diunduh 
File berhasil 
diunduh Passed  
6.3.1.7 Pengujian Validasi Hapus File 
Berdasarkan identifikasi dari use case scenario hapus file, maka diperoleh 
kasus uji seperti pada Tabel 6.14. 
Tabel 6.14 Pengujian Validasi Hapus File 






Guest memilih tombol 
deleh pada riwayat dan 
memilih tombol ya dalam 
dialog konfirmasi 






Guest memilih tombol 
hapus pada riwayat dan 
menekan tombol tidak 
dalam dialog konfirmasi 
- File tidak dihapus 
File tidak 
dihapus Passed  
6.3.1.8 Pengujian Validasi Simpan File XMI 
Berdasarkan identifikasi dari use case scenario simpan file XMI, maka 
diperoleh kasus uji seperti pada Tabel 6.15. 
Tabel 6.15 Pengujian Validasi Simpan File XMI 












disimpan Passed  
6.3.2 Pengujian Validasi Non Fungsional 
Pada bagian ini peneliti akan melakukan pengujian terhadap dua 
kebutuhan non fungsional yaitu pengujian compatibility dan pengujian akurasi.  
6.3.2.1 Pengujian Validasi Compatibility 
Pengujian dilakukan dengan cara menjalankan fungsionalitas dari kakas 
bantu pada beberapa browser yaitu Google Chrome, Firefox dan Opera. Kasus uji 
pada pengujian compatibility diidentifikasi ditampilkan dalam Tabel 6.16. 
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Tabel 6.16 Kasus uji pengujian compatibility  












“Passed” “Passed” “Passed” 
2 Lihat hasil pada 
riwayat 
“Passed” “Passed” “Passed” 
3 Register “Passed” “Passed” “Passed” 
4 Login “Passed” “Passed” “Passed” 
5 Logout “Passed” “Passed” “Passed” 
6 Download file “Passed” “Passed” “Passed” 
7 Hapus file “Passed” “Passed” “Passed” 
6.3.2.2 Pengujian Akurasi Kasus Uji 
Perhitungan akurasi bertujuan untuk mengukur keakuratan kasus uji yang 
dihasilkan oleh kakas bantu. Pengujian akurasi dilakukan dengan menguji dengan 
beberapa data uji kemudian peneliti mengecek kebenaran kasus uji yang 
dihasilkan. 
1. Pengujian Akurasi pada Activity Diagram Sistem ATM 
Berikut pada Gambar 6.5 merupakan Activity Diagram Sistem ATM 




Sumber: diadaptasi dari Oluwagbemi dan Asmuni(2015) 
Gambar 6.5 Activity diagram sistem ATM 
Berdasarkan perhitungan jumlah region pada activity diagram ATM, maka 
seharusnya memiliki 4 jalur independen. Setelah melakukan pengujian kakas 
bantu pada activity diagram ATM diperoleh hasil jalur independen dan test case 
seperti dalam Gambar 6.6. 
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Gambar 6.6 Kasus uji activity diagram ATM 
 Pada Gambar 6.6 menunjukkan bahwa jalur independen yang dihasilkan 
oleh kakas berjumlah 4 buah dan sudah melewati semua jalur. Dengan kata lain 
pengujian akurasi pada activity diagram ATM memiliki nilai tingkat akurasi 100%. 
2. Pengujian Akurasi pada Activity Diagram kakas bantu KUAD 
Berikut pada Gambar 6.7 merupakan Activity Diagram dari kakas bantu 
KUAD yang dijadikan sebagai data uji pada pengujian akurasi. 
 
Gambar 6.7 Activity diagram kakas bantu KUAD 
Berdasarkan perhitungan jumlah region pada activity diagram kakas bantu 
KUAD, maka seharusnya memiliki 2 jalur independen. Setelah melakukan 
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pengujian kakas bantu pada activity diagram kakas bantu KUAD diperoleh hasil 
jalur independen dan kasus uji tertera dalam Gambar 6.8. 
 
Gambar 6.8 Kasus uji activity diagram ATM 
 Pada Gambar 6.8 telah ditunjukkan bahwa jalur independen yang 
dihasilkan oleh kakas berjumlah 2 buah dan sudah melewati semua jalur dengan 
urutan yang benar. Dengan kata lain pengujian akurasi pada activity diagram kakas 
bantu KUAD memiliki nilai tingkat akurasi 100%. 
3. Pengujian Akurasi pada Activity Diagram Scan Asset 
Berikut pada Gambar 6.9 merupakan Activity Diagram dari proses scan 
aset yang dijadikan sebagai data uji pada pengujian akurasi. 
 
Gambar 6.9 Activity diagram sistem scan asset 
Berdasarkan perhitungan jumlah region pada activity diagram kakas bantu 
KUAD, maka seharusnya memiliki 2 jalur independen. Setelah melakukan 
pengujian kakas bantu pada activity diagram kakas bantu KUAD diperoleh hasil 
jalur independen dan test case tertera dalam Gambar 6.10. 
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Gambar 6.10 Kasus uji activity diagram scan asset 
 Dalam Gambar 6.10 telah ditunjukkan bahwa jalur independen yang 
dihasilkan oleh kakas berjumlah 2 buah dan sudah melewati semua jalur dengan 
urutan yang benar. Dengan kata lain pengujian akurasi pada activity diagram kakas 
program segitiga memiliki nilai tingkat akurasi 100%. 
4. Rekapitulasi Akurasi Kasus Uji 
Perhitungan akurasi kasus uji dilakukan dengan membandingkan jumlah 
jalur kasus uji yang benar dari kakas bantu dengan jumlah jalur kasus uji 
berdasarkan perhitungan manual. Hasil perhitungan akurasi dapat dilihat pada 
tabel 6.17. 
 Tabel 6.17 Hasil Pengujian Akurasi 
No. Data Uji Jumlah jalur 
berdasarkan 
perhitungan manual 
















2 2 100 % 
Rata – rata akurasi kasus uji 100 % 
 Sementara untuk kasus uji pada pengujian non fungsional akurasi dapat 





Tabel 6.18 Kasus Uji Pengujian Akurasi 























kasus uji dengan 
sampel activity 
diagram KUAD 












kasus uji dengan 
sampel activity 
diagram Scan Aset 











6.4 Analisis Hasil Pengujian 
Dari hasil pengujian yang dilakukan sebelumnya, diperoleh persentase 
passed sebagai berikut : 
1. Pengujian unit   : 100% 
2. Pengujian Integrasi  : 100% 
3. Pengujian validasi   : 100% 
Dengan hasil tersebut dapat dikatakan bahwa kakas bantu yang 
dikembangkan sudah memenuhi kebutuhan fungsional dan non fungsional. 
82 
BAB 7 PENUTUP 
7.1 Kesimpulan 
Dari proses dan hasil pengembangan kakas bantu pembangkitan kasus uji 
pada model-based testing berdasarkan activity diagram didapatkan berbagai 
kesimpulan antara lain : 
1. Analisis kebutuhan dilakukan dengan mempelajari penelitian serupa yang 
sudah ada sebelumnya tentang pembangkitan kasus uji pada model-based 
testing berdasarkan activity diagram dan melakukan observasi pada website 
kakas bantu  pengembangan perangkat lunak yang sudah ada sebelumnya. 
Pada tahap karakteristik pengguna, 8 buah fungsionalitas yang dimodelkan 
dengan use case diagram dan 2 kebutuhan non fungsionalitas yaitu 
compatibility dan akurasi. 
2. Dalam bab perancangan terdapat perancangan arsitektur yang menghasilkan 
sequence diagram serta class diagram. Selain itu juga terdapat perancangan 
lainya seperti perancangan data yang menghasilkan rancangan struktur data 
dalam kakas bantu. Perancangan algoritma menghasilkan pseudocode dari 
setiap method. Perancangan antarmuka menghasilkan rancangan berupa 
mockup. Dalam implementasi kakas bantu pembangkitan kasus uji 
berdasarkan activity diagram menggunakan bahasa pemrograman PHP. Selain 
itu juga memanfaatkan kerangka kerja Laravel versi 5.8. Tahap implementasi 
menghasilkan tampilan antarmuka dan kode program pada fungsi utama. 
3. Pada tahap pengujian terdapat 3 tahapan, yaitu pengujian unit, pengujian 
integrasi dan pengujian validasi. Proses menguji pada pengujian unit 
menerapkan teknik white box testing. Selanjutnya proses pengujian integrasi 
menggunakan pendekatan big-bang. Kemudian pada pengujian validasi 
berhasil menguji semua kebutuhan fungsional dan non fungsional. Dari 
pengujian unit, integrasi dan validasi menghasilkan 100% passed.  
7.2 Saran 
Kakas bantu yang dikembangkan penulis saat ini hanya mampu melakukan 
proses pembangkitan kasus uji pada file xmi activity diagram dari tool ArgoUML 
saja. Untuk meningkatkan tingkat kefleksibelan dari kakas bantu penulis 
menyarankan pada peneliti selanjutnya untuk melakukan penyesuaian kakas 
bantu terhadap file activity diagram dari tools lainya atau mungkin dapat juga 
dengan menambahkan fungsi untuk perancangan activity diagram sendiri pada 
website kakas bantu. 
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