The advent of smart sensors, single system-on-chip computing devices, Internet of Things (IoT), and cloud computing is facilitating the design and development of smart devices and services. These include smart meters, smart street lightings, smart gas stations, smart parking lots, and smart bus stops. Countries in the Gulf region have hot and humid weather around 6-7 months of the year, which might lead to uncomfortable conditions for public commuters. Transportation authorities have made some major enhancements to existing bus stops by installing air-conditioning units, but without any remote monitoring and control features. This paper proposes a smart IoT-based environmentally -friendly enhanced design for existing bus stop services in the United Arab Emirates. The objective of the proposed design was to optimize energy consumption through estimating bus stop occupancy, remotely monitor air conditioning and lights, automatically report utility breakdowns, and measure the air pollution around the area. In order to accomplish this, bus stops will be equipped with a WiFi-Based standalone microcontroller connected to sensors and actuators. The microcontroller transmits the sensor readings to a real-time database hosted in the cloud and incorporates a mobile app that notifies operators or maintenance personnel in the case of abnormal readings or breakdowns. The mobile app encompasses a map interface enabling operators to remotely monitor the conditions of bus stops such as the temperature, humidity, estimated occupancy, and air pollution levels. In addition to presenting the system's architecture and detailed design, a system prototype is built to test and validate the proposed solution.
Introduction
This paper proposes an Internet of Things (IoT) based solution to improve the services of smart bus stop operations and maintenance in the United Arab Emirates (UAE). In recent years, the transport authority of Dubai has built around 100 air-conditioned smart bus-shelters [1] ; however, the "smart" aspect of these bus stops does not provide a means of remotely monitoring bus stop utilities and malfunctions. Authorized operators periodically check the bus stop's status as well as ask bus stop users to report faulty air conditioners (ACs) by calling a helpline [2] . An ideal solution is to minimize response time by automatically detecting malfunctions and instantly reporting them to the authorities. Additionally, officials recognized the need for energy-efficient bus stops and planned to install solar panels to power them.
It would be ideal to utilize smart technology to contribute to this initiative of conserving energy by regulating the ACs and the lights' energy consumption based on real-time decisions made by analyzing the readings acquired from status and environmental monitoring sensors.
In an attempt to enhance existing bus stops, our proposed system's objective was to develop an efficient sensor array unit to collect, process, and distribute data related to the bus stop operational and
Literature Review
A smart community architecture platform utilizing the IoT concept was proposed to provide neighborhood watch and pervasive healthcare as well as some additional added values such as smart metering management and social network applications [5] . Recently, IoT applications have been extended to smart city services. Smart transportation is a pillar in smart city applications. In the literature, an IoT-based school bus tracking with arrival time prediction was reported in [6] . The bus was equipped with a microcontroller, Radio Frequency Identification (RFID), and Global Positioning System (GPS) locators, Global System for Mobile (GSM) and General Packet Radio Services (GPRS) for communications. Another IoT-based school bus monitoring system was reported in [7] , where the system integrated speed sensors, GSM/GPRS/GPS/RFID technologies, and a single chip microcontroller. The system had a lightweight machine-to-machine communication protocol that utilized the publish-subscribe message queuing telemetry transport (MQTT) connectivity protocol. Messages were used to allow parents, schools, and other authorized entities to track and locate the bus location and obtain an estimated arrival time to school or home. Another RFID smart application is a parking management system [8] . This system was designed to improve energy consumption and operational efficiency. A recent vehicle wireless monitoring and tracking system based on Bluetooth was deployed in fixed road stations along the road for the collection of data [9] . Vehicle start and end stations, real-time location, and delays were transmitted via the on-vehicle Bluetooth to the stations along the road. A traffic analysis was then performed in urban areas to predict the arrival time based on the real-time traffic flow.
In addition to monitoring and tracking, some transportation vehicles are utilized to monitor air pollution. In [10] , a system that integrates a single-chip microcontroller, several air pollution sensors (CO, NO 2 , SO 2 ), GPRS-Modem, and a GPSmodule was proposed. The system utilizes the wireless mobile public networks and integrates a mobile and wireless data acquisition unit that can be placed on top of any public transportation vehicle. The NO 2 and CO detection sensors provide good relative readings to determine air quality. In [11] , a wireless sensor system was developed for real-time monitoring of toxic environmental volatile organic compounds. Another wireless sensor network system was developed in [12] to monitor indoor air quality, while in [13] , an outdoor air pollution monitoring system was developed using ZigBee networks for ubiquitous-cities. This outdoor air pollution monitoring system assimilated a wireless sensor board that consisted of temperature, humidity, CO 2 , and dust sensors. In [14] and [15] , IoT-Bluetooth based vehicle tracking, road monitoring, and air pollution systems were proposed. The system's on-board controller collected and stored the vehicle speed and location, exhaust pipe emission gas, and wind velocity. At a traffic light, the stored data are downloaded to a fixed computing platform via Bluetooth for further processing.
Vision-based systems have also been used in smart traffic applications, for instance [16, 17] described camera-based vehicle collisions avoidance systems based on cameras and signal processing algorithms.
Most of the above systems are used to monitor and track buses and mobile air pollution using a sensing unit installed on top of the bus or along the road side to measure air pollutants. However, none of the above systems considered monitoring and enhancing the condition of the bus stops by using the recent advances in technologies. Recent attempts in smart cities, as evident in Dubai, U.A.E., have resulted in constructing smart bus stops equipped with air-conditioned shelters with comfortable seating arrangements and time schedules showing the approximate bus arrival time.
This proposed work presents an enhanced bus stop monitoring and operation system. It is designed to optimize energy consumption through estimating bus stop occupancy, remotely monitor air conditioning and lights, automatically report utility breakdowns, and measure the air pollution around the area. In order to accomplish this, bus stops will be equipped with Internet enabled standalone microcontrollers connected to sensors and actuators. The microcontrollers transmit sensor readings to a real-time database hosted in the cloud. A mobile app then notifies operators or maintenance personnel in the case of breakdowns. The mobile app encompasses a map interface enabling operators to remotely monitor the bus stop conditions such as the temperature, humidity, estimated occupancy, and air pollution levels in and around bus stops. In addition to presenting the system's architecture and detailed design, a system prototype was built to test and validate the proposed design.
It is worth highlighting that the major contribution and novelty of this system is that none of the existing works have monitored the status of bus stops in terms of the number of occupants, air conditioning, lighting, and air pollutant levels.
Proposed System Hardware Architecture
The objective of the proposed IoT-based bus stop was to capture the bus stop operational and surrounding environment parameters using a set of sensors that interfaced with a microcontroller. The microcontroller continuously reads and transmits the most recent sensor values to the remote database. In turn, a remote database pushes the most recent values to a mobile app available to the operators or maintenance personnel. Notifications are generated as soon as a utility abnormality or breakdown is detected at a bus stop.
For example, a temperature of above 23 degrees Celsius with an occupancy > 0 is considered "abnormal". CO levels above 70 ppm and LPG levels above 1000 ppm are considered abnormal. Additionally, a light is considered as "not working" if it is dark while there are people at the bus stop, and so forth.
In order to satisfy such requirements, the hardware architectural model chosen for the proposed IoT-based bus stop was a three-layered architecture as illustrated in Figure 1 . The layers consist of the edge device layer, cloud layer, and the application layer. Vision-based systems have also been used in smart traffic applications, for instance [16, 17] described camera-based vehicle collisions avoidance systems based on cameras and signal processing algorithms.
In order to satisfy such requirements, the hardware architectural model chosen for the proposed IoT-based bus stop was a three-layered architecture as illustrated in Figure 1 . The layers consist of the edge device layer, cloud layer, and the application layer.
The edge device layer consists of a set of sensors, single board microcomputer with WiFi access point, and a set of relays. The sensors are temperature, humidity, light, motion, and air pollution sensors. The sensors communicate with the controller using the inter-integrated circuit communication protocol (I2C). The edge device layer consists of a set of sensors, single board microcomputer with WiFi access point, and a set of relays. The sensors are temperature, humidity, light, motion, and air pollution sensors. The sensors communicate with the controller using the inter-integrated circuit communication protocol (I2C).
The relays are used to interface the lights, the air-conditioner, and non-smoking sign to the RPi output ports. Two different single-board edge device alternatives are compared in Table 1 . The comparison is based on several criteria such as cost, wireless remote access, I/O pin availability, power consumption, built-in memory size, clock speed, weight, and size. In Table 1 , the Cost factor was allocated as 15% as the implementation costs of large-scale systems of distributed smart bus stops must be kept to a minimum. The Memory factor, which refers to the static and dynamic RAMs of the microcontroller was allocated 7%. The Remote Access factor was allocated 15%. This factor refers to the Internet connection services that a microcontroller provides. The I/O Pin Availability factor was allocated 16% as the number of sensors and actuators that can be interfaced to the microcontroller board needs to be considered. A shortage of I/O pins at the microcontroller would restrict the application of the system. The Power Consumption factor was allocated 18% as the system aims to be environmentally friendly, and therefore, the power consumption must be kept to a minimum. The Clock Speed factor was allocated 10% as the microcontroller processing speed will affect the response time of the entire system. Finally, the Weight and Size factor was allocated 15% as portability needed to be considered.
Based on the comparison, the RPi outperformed Arduino in many aspects including the built-in wireless access point, speed, I/Os, and memory size. Additionally, the RPi can be configured as a standalone server and therefore in conclusion, the RPi was selected as the physical layer computing platform in this work.
The second layer is the cloud layer, which is used to store the collected bus stop status data. In this layer, the data are stored in JSON format in a Firebase real-time NoSQL database, which is cloud-hosted.
The third and last layer is the application layer. In this layer, the mobile phones of the operators and users are used to access physical edge devices through the cloud layer.
Proposed System Software Architecture
The system's software architecture is divided into three layers: data acquisition and processing layer, storage layer, and mobile app layer.
As shown in Figure 1 , the data acquisition and processing layer is responsible for acquiring the real-time data from sensors that reflect the status of the bus stop, which is installed in a RPi at the bus stop. The RPi reads the status and values of a bus stop light sensor, temperature sensor, humidity sensor, motion sensor, smoke sensor, and air pollution sensor. The program was developed using Python and is divided into several functions. At the start of the program, a function is called to configure the I/O ports of the RPi. The program then returns the temperature and humidity sensor values in • C and RH%, respectively. It communicates with the light sensor to read a value relative to the light intensity in the surroundings. It detects the motion of commuters entering and existing at a bus stop. It also outputs a value relative to the levels of smoke in the vicinity of the sensor and communicates with the air pollution sensors to read air pollutant levels.
The program reads light levels reported by the light sensor and compares them to a threshold value to determine if the indoor bus stop lights need to be turned on. It also compares the temperature to a threshold value to determine if the air conditioning needs to be adjusted. Finally, the program transmits data collected from all sensors to the remote database, which is the storage layer.
The flowchart of the data acquisition and processing layer is shown in Figure 2 . configure the I/O ports of the RPi. The program then returns the temperature and humidity sensor values in °C and RH%, respectively. It communicates with the light sensor to read a value relative to the light intensity in the surroundings. It detects the motion of commuters entering and existing at a bus stop. It also outputs a value relative to the levels of smoke in the vicinity of the sensor and communicates with the air pollution sensors to read air pollutant levels.
The flowchart of the data acquisition and processing layer is shown in Figure 2 . The second software layer is the data storage layer. This layer consists of a cloud hosted remote database called Firebase. The Firebase platform provides a real-time database that we used to store the bus stop sensor data. Data are stored in JSON format in the Firebase real-time NoSQL database. When Firebase detects a change or insertion of new data in the database, it triggers an event that pushes the most recent values to the third layer, which is the mobile app layer.
The third and final layer is the mobile app layer, which is the top most layer that the end-user interacts with. It is responsible for enabling the visualization of information to the mobile app users (i.e., the bus stop maintenance personnel) and runs a background service for notifications. In addition The second software layer is the data storage layer. This layer consists of a cloud hosted remote database called Firebase. The Firebase platform provides a real-time database that we used to store the bus stop sensor data. Data are stored in JSON format in the Firebase real-time NoSQL database. When Firebase detects a change or insertion of new data in the database, it triggers an event that pushes the most recent values to the third layer, which is the mobile app layer. The third and final layer is the mobile app layer, which is the top most layer that the end-user interacts with. It is responsible for enabling the visualization of information to the mobile app users (i.e., the bus stop maintenance personnel) and runs a background service for notifications. In addition to Firebase, the mobile app uses an SQLite database local to the device to store daily and monthly averages of temperature and pollution levels. This allows the app users to view the statistics for each bus stop. The software of this layer was developed using the Android Studio IDE.
The app's implementation consists of Graphical User Interfaces (GUI) for signing in, viewing the map, and for viewing the bus stop status and statistical graphs. The app runs a background service to receive sensor readings from Firebase and to send notifications to the app users.
The mobile app is not concerned with the processing logic used at the data acquisition and processing layer. This provides for system scalability, where the processing can happen on distributed nodes, then pass the information to the remote database. Consequently, the app can communicate with the database to retrieve the desired values. The summary of the averages of the daily parameters for bus stops are saved locally on the operators' mobile devices for faster access to the daily statistics. This is to avoid storing history on the Firebase real-time database due to the costs associated with large amounts of data storage. Having a separate layer for data storage can also allow for future scaling of the system, where the database is implemented in a distributed architecture, allowing for the storage of big data generated by the proposed IoT system.
The proposed system layers communicate with each other using interfaces. The data acquisition and processing layer communicates using an interface between Python and Firebase. It enables values to be posted directly to the Firebase real-time database. The application layer is interfaced to Firebase through the Firebase database interface. This allows the end-users to view current bus stop conditions. The deployment diagram of the system is shown in Figure 3 . to Firebase, the mobile app uses an SQLite database local to the device to store daily and monthly averages of temperature and pollution levels. This allows the app users to view the statistics for each bus stop. The software of this layer was developed using the Android Studio IDE. The app's implementation consists of Graphical User Interfaces (GUI) for signing in, viewing the map, and for viewing the bus stop status and statistical graphs. The app runs a background service to receive sensor readings from Firebase and to send notifications to the app users.
The proposed system layers communicate with each other using interfaces. The data acquisition and processing layer communicates using an interface between Python and Firebase. It enables values to be posted directly to the Firebase real-time database. The application layer is interfaced to Firebase through the Firebase database interface. This allows the end-users to view current bus stop conditions. The deployment diagram of the system is shown in Figure 3 . 
System Prototype Implementation and Testing
In light of the aforementioned hardware and software architectures, the objective of the design proposed was to optimize energy consumption through estimating the bus stop occupancy, remotely monitoring, and automatically controlling the air conditioning and lights. The system also reports utility breakdowns and measures the air pollution around the area.
As such, the outcome should be a standalone remote monitoring and control unit that can be installed in existing bus stops to enhance their operation in terms of efficient energy consumption and user satisfaction.
To validate the proposed system's hardware and software architectures, a prototype was built and tested. The prototype is shown in Figure 4 . 
To validate the proposed system's hardware and software architectures, a prototype was built and tested. The prototype is shown in Figure 4 . The sensors used were DHT22 for temperature and humidity, TSL2561 for light, MQ7 for carbon monoxide, MQ6 for LPG, and MQ135 for smoke detection. Table 2 shows the specifications of the used sensors. Verification of our system included tests that enabled us to check if the code and procedures executed by the hardware and software were correct. Test cases were developed based on certain use cases and tested to verify if they matched the expected output. According to the proposed system's requirements, the marker attribute on the app's map must turn green if all the following conditions are met: the bus stop is not empty, the temperature is less than or equal to 23 °C , the LPG is less than or equal to 65 ppm, the CO is less than or equal to 39 ppm, and the lights are working.
The marker attribute on the application's map must turn red if any of the following conditions are met. The bus stop is not empty, the temperature is greater than 23 °C, the LPG is greater than 65 ppm, the CO greater than 39 ppm, or the lights are not working.
The thresholds used for CO and LPG were reduced for testing purposes as it was not possible to obtain hazardous CO and LPG levels.
The test conditions above were used to check the correctness of the hardware for controlling the lights and the air-conditioning and report them as broken if needed. This was achieved by adjusting the temperature, occupancy, LPG, and light levels. The actual outcomes were the same as the expected output for all of the above test cases. For example, in test case 3, the AC was turned ON as expected because the bus stop occupancy was 1 and the temperature was 24 °C (map indicator was green, as shown in Figure 6a ). On the other hand, in test case 6, the AC did not work although the temperature was 27 °C with an occupancy of 5 (map indicator was red, as shown in Figure 6b ). This indicates that the AC was malfunctioning, which confirms that the system was able to detect such abnormality. More test cases results are tabulated in Table 3 . The sensors used were DHT22 for temperature and humidity, TSL2561 for light, MQ7 for carbon monoxide, MQ6 for LPG, and MQ135 for smoke detection. Table 2 shows the specifications of the used sensors. Verification of our system included tests that enabled us to check if the code and procedures executed by the hardware and software were correct. Test cases were developed based on certain use cases and tested to verify if they matched the expected output. According to the proposed system's requirements, the marker attribute on the app's map must turn green if all the following conditions are met: the bus stop is not empty, the temperature is less than or equal to 23 • C, the LPG is less than or equal to 65 ppm, the CO is less than or equal to 39 ppm, and the lights are working.
The marker attribute on the application's map must turn red if any of the following conditions are met. The bus stop is not empty, the temperature is greater than 23 • C, the LPG is greater than 65 ppm, the CO greater than 39 ppm, or the lights are not working.
The test conditions above were used to check the correctness of the hardware for controlling the lights and the air-conditioning and report them as broken if needed. This was achieved by adjusting the temperature, occupancy, LPG, and light levels. The actual outcomes were the same as the expected output for all of the above test cases. For example, in test case 3, the AC was turned ON as expected because the bus stop occupancy was 1 and the temperature was 24 • C (map indicator was green, as shown in Figure 5a ). On the other hand, in test case 6, the AC did not work although the temperature was 27 • C with an occupancy of 5 (map indicator was red, as shown in Figure 5b ). This indicates that the AC was malfunctioning, which confirms that the system was able to detect such abnormality. More test cases results are tabulated in Table 3 . Occupancy 0, CO 40 ppm CO level high at bus stop. Figure 6 shows the transmitted data frame format that contains the bus stop real-time status. Figure 5 shows some screenshots from the mobile app. The scalability of the system was tested by simulating over 90 bus stops and adding them to the Firebase database, as shown in Figure 7 . The app was able to correctly show the bus stop conditions and had a quick response time of less than three seconds in reporting any malfunctioning utilities at the bus stop. It is worth noting that we were limited in this testing as the free Firebase Realtime Database plan used in our prototype is limited to 100 database instances.
The system hardware cost is $100 for the Raspberry Pi and Sensors. It was assumed that the central server could host up to 50 bus stops. The server cost is about $1500 and can be divided between the 50 bus stops (i.e., $30 per bus top, which added up to $130 per bus stop). The Internet service provider charge is about $20 per month. Figure 6 shows the transmitted data frame format that contains the bus stop real-time status. Figure 5 shows some screenshots from the mobile app. Occupancy 0, CO 40 ppm CO level high at bus stop. Figure 5 shows the transmitted data frame format that contains the bus stop real-time status. Figure 6 shows some screenshots from the mobile app. The scalability of the system was tested by simulating over 90 bus stops and adding them to the Firebase database, as shown in Figure 7 . The app was able to correctly show the bus stop conditions and had a quick response time of less than three seconds in reporting any malfunctioning utilities at the bus stop. It is worth noting that we were limited in this testing as the free Firebase Realtime Database plan used in our prototype is limited to 100 database instances.
The system hardware cost is $100 for the Raspberry Pi and Sensors. It was assumed that the central server could host up to 50 bus stops. The server cost is about $1500 and can be divided between the 50 bus stops (i.e., $30 per bus top, which added up to $130 per bus stop). The Internet service provider charge is about $20 per month. Future Internet 2019, 11, x FOR PEER REVIEW 10 of 11 
Conclusions
This paper introduced a novel IoT-based bus stop that provided smart monitoring and maintenance solutions to reduce energy consumption and increase the satisfaction of commuters. The system consisted of layers corresponding to data acquisition, processing, storage, and presentation. The system monitored the bus stop's occupancy and sensors so that based on the sensor readings, the lights and air-conditioning could operate more efficiently. The air pollution in and around the bus stop vicinity was also monitored. The bus stop operation status and air pollution levels were then sent to a cloud-based server. A mobile app was developed to enable operation engineers to monitor the air conditioning and lights remotely. Utilizing Google Maps, a bus stop operation status was displayed using different colored attributes. In order to meet the system objectives, test cases were conducted to ensure that the system performance was aligned with the goals. The results were conclusive to determine that this project can be scaled to multiple bus stops. The proposed system cuts down on power consumption by controlling the bus stop's utilities based on its occupancy. By keeping constant track of the bus stop's occupancy, the system can control the lights and the air conditioning. This helps save energy, as compared to traditional bus stops where the utilities remain running even during hours of no occupancy, leading to a waste of resources. The exact amount of saved energy will be reported in future work as we plan to add a solar energy system to supply power to the bus stop. Another aspect than can be addressed in the future is the communication between the vehicle and the infrastructure (Bus Stop). Additionally, the versatility of the system can also expand its application to various settings such as schools, weather stations, hospitals, and the like. 
This paper introduced a novel IoT-based bus stop that provided smart monitoring and maintenance solutions to reduce energy consumption and increase the satisfaction of commuters. The system consisted of layers corresponding to data acquisition, processing, storage, and presentation. The system monitored the bus stop's occupancy and sensors so that based on the sensor readings, the lights and air-conditioning could operate more efficiently. The air pollution in and around the bus stop vicinity was also monitored. The bus stop operation status and air pollution levels were then sent to a cloud-based server. A mobile app was developed to enable operation engineers to monitor the air conditioning and lights remotely. Utilizing Google Maps, a bus stop operation status was displayed using different colored attributes. In order to meet the system objectives, test cases were conducted to ensure that the system performance was aligned with the goals. The results were conclusive to determine that this project can be scaled to multiple bus stops. The proposed system cuts down on power consumption by controlling the bus stop's utilities based on its occupancy. By keeping constant track of the bus stop's occupancy, the system can control the lights and the air conditioning. This helps save energy, as compared to traditional bus stops where the utilities remain running even during hours of no occupancy, leading to a waste of resources. The exact amount of saved energy will be reported in future work as we plan to add a solar energy system to supply power to the bus stop. Another aspect than can be addressed in the future is the communication between the vehicle and the infrastructure (Bus Stop). Additionally, the versatility of the system can also expand its application to various settings such as schools, weather stations, hospitals, and the like.
