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Resumen 
 
Este proyecto parte de la idea de ayudar a las personas con discapacidades, 
de forma que personas con movilidad reducida puedan llegar a controlar un 
hogar sensorizado con tan solo un dispositivo, gracias al uso de los sensores 
como red domótica. Se supondrá un habitáculo en el que hay varios 
dispositivos que actuarán en modo de sensor y un único dispositivo que será 
el controlador. Ambos podrán comunicarse vía infrarrojos siguiendo el 
protocolo RC5 o bien vía radiofrecuencia siguiendo el estándar 802.15.4. 
 
El objetivo principal de este Trabajo Final de Carrera (TFC) es poder 
configurar uno de los dispositivos como sensor y el otro como controlador, y 
conseguir realizar una tarea tras la correcta configuración de ambos 
dispositivos. 
 
El dispositivo utilizado como base es el CC2431 comercializado por Texas 
Instruments. Deberá programarse, además, usando la pila de software TIMAC 
proporcionada por el fabricante. 
 
Para poder utilizar los infrarrojos como medio de comunicación ha sido 
necesaria la implementación de un emisor y un receptor. Posteriormente se ha 
tenido que adaptar y configurar correctamente dichos circuitos para que 
funcionasen en los dispositivos. Finalmente, se ha recreado un escenario con 
un controlador y un sensor. El sensor ha sido configurado mediante el 
controlador de forma correcta, y el sensor ha respondido acorde a lo esperado. 
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Overview 
 
 
This project departs from the idea of helping people with disabilities, so that 
persons with limited mobility could manage to control a sensorized home with 
only one device, using the sensors as home automated network. There will be 
supposed a cockpit where there are several devices that will act in the way of a 
sensor and a unique device that will be the controller. Both will be able to 
communicate to each other by using infrared interface following the protocol 
RC5 or a radio interface following the standard 802.15.4. 
 
The principal aim of this project is to be able to form one of the devices as a 
sensor and other one as a controller, and manage to realize a task after the 
correct configuration of both devices. 
 
The device used as base is the CC2431 commercialized by Texas Instruments. 
It will have to be programmed, in addition, using the software stack TIMAC 
provided by the manufacturer. 
 
To be able to use the infrared interface as way of communication has been 
necessary the implementation of a transmitter and a receiver. Later it has had 
to be adapted and formed correctly the circuits in order that it were working in 
the devices. Finally, a scene has been reproduced with a controller and a 
sensor. The sensor has been configured by the controller in the correct way, 
and the sensor has answered as desired. 
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INTRODUCCIÓN 
 
 
Gracias a la buena aceptación que están teniendo las redes inalámbricas en la 
sociedad, se ha dado pie a que tanto la industria como la comunidad científica 
se sientan atraídas por las posibilidades que éstas pueden llegar a ofrecer. Un 
ejemplo lo tenemos en las redes de sensores sin hilos. La industria introduce 
en el mercado día a día nuevos dispositivos con nuevas funcionalidades, 
tamaños cada vez más reducidos y un menor consumo.  
 
Con ello se abren nuevas posibilidades de aplicación, como por ejemplo la 
monitorización de un espacio natural mediante sensores que tomen datos 
como la temperatura, la humedad o la velocidad del viento y que estos datos 
sean procesados posteriormente para determinar el peligro de incendio. O 
controlar un sistema de riego en función de la humedad del terreno. O también 
ayudar a personas con discapacidades, de forma que personas con movilidad 
reducida puedan llegar a controlar un hogar sensorizado con tan sólo un 
dispositivo.  
 
Este proyecto parte de esta última idea, la utilización de los sensores como red 
domótica, con el objetivo de hacer la vida del ser humano más cómoda y 
confortable. Se supondrá un habitáculo en el que hay varios dispositivos que 
actuarán en modo de sensor y un único dispositivo que será el controlador. El 
dispositivo controlador podrá dar una orden determinada de manera que todos 
aquellos dispositivos configurados con esa orden deberán ejecutarla. 
 
Un dispositivo sensor podría ser perfectamente la luz de la cocina o del salón. 
Mientras que un dispositivo controlador podría ser un mando a distancia 
parecido al control remoto del televisor pero que además estaría dotado de 
tecnología radio. El uso de la radiofrecuencia se debe a que así es posible que 
el  controlador interactúe con sensores que no están en visión directa. Esto se 
puede conseguir utilizando un sistema de difusión que utilice el resto de 
sensores de la red a modo de repetidores. 
 
Uno de los aspectos más problemáticos de las soluciones domóticas 
comerciales es su configuración, concretamente, la identificación de sus nodos 
para su posterior interacción. Se trata de un proceso que normalmente necesita 
de la participación de un técnico. Aquí se pretende resolver este problema con 
la incorporación de una interfaz de infrarrojos en los nodos que ha de permitir al 
usuario interaccionar con un sensor e identificarlo de manera simple.  
 
A continuación se observa un esquema del ejemplo explicado. A la izquierda se 
representa un controlador interaccionando por infrarrojos con un sensor para 
identificarlo y a la derecha un controlador que interacciona con un sensor 
gracias al uso de otros sensores como repetidores. 
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Fig A. Representación del escenario. 
 
El objetivo principal de este Trabajo Final de Carrera (TFC) es poder configurar 
uno de los dispositivos como sensor y el otro como controlador, y conseguir 
realizar una tarea tras la correcta configuración de ambos dispositivos. Para 
ello se deberá añadir a los dispositivos un interfaz de comunicación por 
infrarrojos. Al controlador se le adaptará un emisor mientras que al sensor un 
receptor. Esta comunicación deberá seguir el estándar marcado por el 
protocolo RC5. 
 
Tanto controlador como sensor harán uso de la tecnología radio IEEE 802.15.4 
para la transmisión de mensajes con el objetivo de configurar correctamente el 
sensor, a partir de una interacción previa realizada por infrarrojos, y poder 
llegar a implementar un sistema de difusión óptimo que permita interaccionar 
con sensores que no están en el radio de acción del controlador. 
 
El dispositivo utilizado como base de este TFC es el CC2431 comercializado 
por Texas Instruments. Deberá programarse, además, usando la pila de 
software TIMAC proporcionada por el fabricante. 
 
Este documento se dividirá en cinco apartados diferentes. Primero se 
estudiarán los estándares que se utilizarán a lo largo del proyecto como son el 
IEEE 802.15.4 y el RC5. Seguidamente, en el capítulo 2 se analizarán los 
componentes del kit de desarrollo utilizado para la realización de este proyecto. 
Acto seguido, se presentará el entorno de programación utilizado y se explicará 
la estructura que sigue la pila de software TIMAC. A continuación, en el 
capítulo 4, se realizarán los dos circuitos electrónicos para dotar a los 
dispositivos de transmisor y receptor de infrarrojos. Y, por último, se realizará 
una aplicación que pone en práctica los objetivos expuestos en este trabajo.  El 
documento se completa con un apartado de conclusiones y líneas futuras de 
trabajo. 
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1. CAPÍTULO 1. TECNOLOGÍA RADIO E INFRARROJOS 
 
En este capítulo se hará una breve introducción sobre la tecnología radio 
utilizada en este proyecto, el estándar IEEE 802.15.4, así como del protocolo 
de infrarrojos utilizado, el RC5. 
 
1.1. Tecnología Radio IEEE 802.15.4 
 
Históricamente la mayoría de los esfuerzos en el momento de la creación de 
estándares ha sido la de buscar el máximo alcance posible ofreciendo la 
máxima tasa de transferencia de datos sin preocuparse lo suficiente del 
consumo de energía. 
 
No obstante, un  gran sector de les telecomunicaciones se basa en el campo 
de los sensores, donde la cantidad de información generada es bastante 
inferior en relación a otros dispositivos que se basan en otros protocolos como 
el 802.11 (Wi-Fi) o el 802.15.1 (Bluetooth). 
 
Frente a esta necesidad, los fabricantes de los dispositivos comenzaron a crear 
soluciones propietarias, lo que llevó a problemas de interoperabilidad entre los 
diversos fabricantes. 
 
De manera que se vio necesaria la creación de un estándar que definiera las 
principales características de una red basada en sensores como son una tasa 
de transferencia baja, un alcance no muy grande y, lo más importante, un 
consumo de batería mínimo. 
 
El estándar IEEE 802.15.4[1] nace en Octubre del 2003 gracias al grupo de 
investigadores IEEE 80215 WPAN Task Group 4. Éste definiría las capas más 
bajas como son la capa física y la capa de control de acceso al medio, 
centrándose en todo momento en las redes LR-WPAN (Low Rate – Wireless 
Personal Area Network). Seis meses después una agrupación de compañías 
denominada ZigBee Alliance y enfocadas al desarrollo de este tipo de redes 
publica la especificación ZigBee v1.0. Esta nueva especificación se basaría en 
las capas del 802.15.4 (PHY y MAC) sobre las que define sus propias capas 
superiores como son la capa de aplicación, de red y los servicios de seguridad. 
1.1.1. Dispositivos y Topología  
1.1.1.1. Dispositivos 
En el estándar se definen dos tipos de dispositivos diferentes en función del 
funcionamiento que realicen dentro de la red. Así pues distinguimos: 
• FFD (Full Function Device): se trata de dispositivos totalmente 
funcionales. Son capaces de organizar y coordinar el acceso al medio de 
otros dispositivos de la misma red. Debido a sus prestaciones suelen 
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requerir un consumo de energía superior y por ello suelen estar 
conectados a la red eléctrica. 
• RDF (Reduced Function Device): son dispositivos muy simples y con 
menos funciones con respecto a los FFD. Tienen un consumo bajo de 
energía y un coste de fabricación bajo. 
1.1.1.2. Topología 
En función de la aplicación que se desarrolle, se configurará el sistema con una 
topología de red determinada. Distinguimos dos tipologías principales: 
• Estrella: se compone de un solo nodo principal con características FFD y 
rodeado del resto de dispositivos RFD. El nodo coordinador determina la 
transmisión de los demás nodos y controla el acceso de nuevos 
dispositivos a la red. 
• Peer to peer o mesh: existe un coordinador general de la red que 
determina las direcciones de red de los dispositivos. En esta topología, 
cualquier dispositivo puede comunicarse con cualquier otro mientras 
ambos estén dentro del rango de cobertura o bien utilizando otros nodos 
para llegar al dispositivo final. Este tipo de redes requiere de protocolos 
de enrutamiento para que el mensaje llegue correctamente a su destino. 
En este proyecto se ha usado esta topología. 
1.1.2. PHY  
 
El estándar IEEE 802.15.4 define a nivel físico un total de 27 canales que se 
reparten en 3 rangos de frecuencias diferentes dentro de la banda ISM1. Para 
todas ellas se utiliza DSSS (Direct Sequence Spread Spectrum). 
 
A continuación se muestra la tabla 1.1 con diferentes parámetros como son los 
rangos de frecuencia, las modulaciones que utilizan y las velocidades que se 
pueden llegar a conseguir entre otros. 
 
Tabla 1.1. Parámetros básicos de las bandas de frecuencias. 
PHY 
(MHz) 
Banda Frec 
(MHz) 
Parámetros de Spread Parámetros de Datos 
Tasa de 
chips 
(kchips/s) 
Modulación 
Tasa de 
bits 
(Kbps) 
Tasa de 
símbolos 
(ksímbolos/
s) 
Símbolos 
686/915 
868-868.6 300 BPSK 20 20 Binari 
902-928 600 BPSK 40 40 Binari 
2450 2400-2483.5 2000 O-QPSK 250 62.5 
16-ari 
Ortogonal 
 
 
                                            
1 ISM (Industrial, Scientific and Medical): son bandas reservadas internacionalmente para uso 
no comercial de radiofrecuencia electromagnética en áreas industrial, científica y médica. En la 
actualidad estas bandas han sido popularizadas por su uso en comunicaciones WLAN (e.g. Wi-
Fi) o WPAN (e.g. Bluetooth). 
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En este proyecto se utilizará la banda de 2.4GHz que consta de 16 canales con 
ancho de banda de 2MHz y una separación entre canales de 5MHz con tal de 
evitar las interferencias al canal adyacente. En la siguiente figura (Fig 1.1) se 
muestra el espectro frecuencial de esta banda. 
 
 
Fig 1.1. Espectro frecuencial en la banda de 2.4GHz. 
 
Las principales características que proporciona la capa física son el control del 
transceptor radio activándolo y desactivándolo cuando es necesario, la 
detección de energía, el indicador de calidad del enlace LQI (Link Quality 
Indicator), la selección del canal, la detección de portadora CCA (Carrier 
Channel Assessment) y la transmisión y recepción de paquetes vía la interfaz 
radio. 
1.1.3. MAC  
 
La capa MAC proporciona herramientas para poder gestionar: 
• Generación de redes con señales baliza (beacons) si el dispositivo es un 
coordinador. 
• Sincronización con los beacons. 
• Acceso a los canales. 
• Asociación a redes y disociación. 
• Gestión de GTS (Guaranteed Time Slots). 
• Envío de tramas de reconocimiento ACK (Acknowledgement). 
 
A continuación se analizarán las estructuras de tramas más utilizadas en este 
proyecto: la trama de datos y de reconocimiento. 
1.1.3.1. Trama de datos 
La siguiente figura muestra la estructura de la trama de datos. 
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Fig 1.2. Estructura de la trama de datos. 
Los datos a transmitir (Data Payload) son enviados a la capa MAC bajo el 
nombre de MSDU (MAC Service Data Unit). Al MSDU le precede una serie de 
bits de cabecera y le siguen unos bits de cola. En la cabecera MHR (MAC 
Header) se añade el control de trama, el número de secuencia y la información 
de los campos de dirección. En la cola MFR (MAC Footer) se añaden 16 bits de 
FCS (Frame Check Sequence) para hacer más robusta la transmisión. 
 
La conjunción de MHR, MSDU y MFR forma el MPDU (MAC Packet Data Unit). 
Este paquete es enviado a la capa PHY bajo el nombre de PSDU (PHY Service 
Data Unit). Este paquete irá precedido por SHR (Synchronization Header) y 
PHR (PHY Header). En el prefijo SHR se le añaden 4 bytes de preámbulo de 
secuencia y un byte de delimitación del inicio de la trama. En el PHR se indica 
el tamaño total de la trama. 
 
La estructura del paquete ilustrada en la parte inferior de la capa PHY 
representa los bits que se transmiten por el medio físico. 
 
1.1.3.2. Trama de reconocimiento ACK 
 
Fig 1.3. Estructura de la trama de datos. 
 
La trama de reconocimiento o ACK está formada por una cabecera y una cola. 
La cabecera MHR contiene 2 bytes de control de trama y 1 byte del número de 
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secuencia. La cola por su parte tiene un total de 16 bits de FCS. De la misma 
forma que en la trama anterior, esta información es añadida seguidamente en 
la capa Física (PHY) bajo al referencia PSDU y añadiéndole posteriormente 
sus cabeceras.  
 
1.1.4. Funcionamiento 
Las redes basadas en este estándar tienen dos modos de funcionamiento, red 
beacon y beaconless (sin beacons). 
 
La red beacon es aquella en la que existe un coordinador el cual establece una 
sincronización con el resto de dispositivos mediante unas señales de baliza o 
beacons. Este sistema permite que los dispositivos se mantengan con mínimo 
consumo ya que el dispositivo transmitirá solo cuando reciba un beacon del 
coordinador. Se utiliza CSMA-CA ranurado para el acceso al medio. 
 
Una red beaconless, sin embargo, no dispone de este sistema. De manera que 
cada dispositivo puede transmitir si el canal está libre, sin necesidad de ningún 
coordinador. Este modo es adecuado para redes en las que no existe ningún 
coordinador, como podría ser una red mesh o peer to peer. Para este caso se 
utiliza CSMA-CA no ranurado. 
 
 
1.2. Infrarrojos 
 
La radiación infrarroja es un tipo de radiación electromagnética de longitud de 
onda mayor a la de la luz visible y menor que la de las microondas. En el 
siguiente gráfico se puede percibir la situación de los infrarrojos en el espectro 
electromagnético: 
 
Fig 1.4. Espectro electromagnético. 
 
 
Dentro del sector de las telecomunicaciones, este medio se ha utilizado 
comúnmente en la comunicación a corta distancia entre dos dispositivos. El 
ejemplo más común es el del mando a distancia del televisor. 
 
Este método de transmisión tiene sus inconvenientes, como por ejemplo el 
hecho de que otras emisiones de infrarrojos pueden interferir en la señal, o que 
se requiera una visión directa (o por rebote) entre emisor-receptor sin ningún 
obstáculo ya que sus ondas no atraviesan los objetos. 
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Para transmitir la información se usa un diodo emisor de infrarrojos que emite 
de forma intermitente a una frecuencia determinada. Esta frecuencia la marca 
el protocolo usado, en este caso es el RC5. 
1.2.1. RC5  
El protocolo RC5[2] fue diseñado por Philips, la primera empresa que empezó a 
incorporar los mandos a distancia en los televisores. 
 
Gracias a su fácil implementación, este protocolo ha sido adaptado en muchos 
transceptores. 
 
1.2.1.1. Características 
• Dirección de 5 bits y comandos de 6 bits. 
• Codificación bifase (Manchester). 
• Frecuencia de portadora de 36kHz. 
• Tiempo de bit constante de 1.778 ms (64 ciclos de 36kHz). 
1.2.1.2. Modulación 
 
El RC5 utiliza una codificación Manchester de doble fase, en la que cada pulso 
tiene una longitud de 889us con una portadora de frecuencia de 36kHz. 
 
Un “0” lógico se transmite mediante dos pulsos, primero una ráfaga de pulsos 
de duración de 889µs y seguidamente un espacio vacío de la misma duración. 
Un “1” lógico es el caso inverso, en el que primero hay el espacio y luego la 
ráfaga. 
 
 
 
Fig 1.5. “0” y “1” lógicos con el protocolo RC5. 
 
La relación existente entre pulso y pausa en la señal portadora de 36kHz es del 
33%, de manera que se reduce el consumo de energía. 
1.2.1.3. Protocolo 
El protocolo consta de: 
• 2 bits de inicio (S1 y S2 en Fig1.5), cuyo valor es siempre 1. Hay que 
tener en cuenta que transcurre medio tiempo de bit hasta que el receptor 
percibe el inicio de la recepción del mensaje. 
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• 1 bit de conmutación o Toggle (T en Fig1.5), este bit se invierte cada vez 
que un botón es pulsado. Permite identificar si el usuario está 
manteniendo pulsado el botón o bien está pulsándolo repetidas veces. 
• 5 bits de dirección de destino, permite que el receptor se sienta 
identificado cuando reciba la señal. De esta forma, se puede distinguir 
entre varios equipos (TV, VCR, DVD, etc) cuando estén cerca. 
• 6 bits de comando con la instrucción a ser ejecutada en el receptor. En 
el caso de un televisor podría ser cambiar de canal o controlar el 
volumen. 
 
Existe un protocolo avanzado (RC-5X) que utiliza tan solo un bit de inicio, por lo 
que el segundo bit (S2 en la figura) se convierte en otro bit de comando, 
ofreciendo un total de 7 bits.  
 
 
Fig 1.6. Ejemplo de transmisión con el protocolo RC5. 
 
En el ejemplo (Fig 1.6) se observa la transmisión del comando 0x35 al 
dispositivo con dirección 0x05. 
 
Una transmisión de 14 bits siguiendo este protocolo, requiere un total de 25ms. 
Si el usuario mantiene pulsado el botón, el mensaje a enviar se repetirá cada 
114ms y el bit de conmutación mantendrá el mismo nivel lógico durante toda la 
transmisión. 
 
A continuación se muestran tres ejemplos de este protocolo: 
 
Subir volumen de una TV: 110-0000-010000 
Subir un programa de TV: 110-0000-100000 
Encender o apagar una TV: 110-0000-001100 
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2. CAPÍTULO 2. KIT DE DESARROLLO CC2431 
 
Este proyecto se ha realizado mediante el kit de desarrollo CC2431 de Texas 
Instruments. A continuación se explicará detalladamente aquellos componentes 
que son de especial relevancia. 
 
2.1. Contenido del Kit de desarrollo 
Este kit contiene: 
• 2 SmartRF04EB 
• 2 CC2430EM 
• 2 SOC_DEM 
• 12 antenas 
• 10 SOC_BB 
• 10 CC2431EM 
• 2 cables USB 
• 1 cable RS232 
 
 
2.2. CC2431EM (Evaluation Module) 
El CC2431[3] (Fig. 2.1) es un sistema integrado en un chip (System-On-Chip) 
adaptado específicamente para poder ser usado con el estándar IEEE 802.15.4 
ZigBee y sus aplicaciones. Permite la construcción de nodos a un precio muy 
razonable gracias a su bajo coste de fabricación. 
 
Este chip en concreto combina características de dos de sus antecesores, el 
CC2420 y el CC2430. Respecto al CC2420 se ha mejorado con un 
microcontrolador 8051 MCU (Micro Controller Unit), una memoria flash de 
32/64/128KB (en función del dispositivo) y una memoria RAM de 8KB. 
Respecto al CC2430, es idéntico excepto por el hecho de añadir un sistema de 
localización que calcula la posición en función del resto de nodos de la red. 
 
El fabricante recomienda el CC2431 para sistemas donde el consumo 
requerido sea realmente bajo, objetivo que se consigue mediante los diferentes 
modos de consumo que veremos más adelante. 
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Fig. 2.1 CC2431EM acoplado al SOC_BB 
 
2.2.1. Características generales 
A continuación se verán las diversas características principales que tiene este 
chip: 
• Microcontrolador 8051: ofrece un alto rendimiento con un bajo consumo, 
permite además la posibilidad de depurar el código mediante el software 
IAR Embedded Workbench del cual hablaremos más adelante. 
• Memoria: Dispone de hasta 128KB de memoria de programa no volátil y 
hasta 2x4KB de memoria de datos. En el peor de los casos ha soportado 
un total de 1000 ciclos de escritura / borrado. Permite también poder 
bloquear partes de un código para poder ser leído pero no escrito. 
Dispone de 4096 bytes de SRAM interna con retención de datos en 
todos los modos de energía, y aumenta 4096 bytes más en los modos 
de energía 0 y 1. 
• Encriptación: coprocesador con soporte de encriptación y 
desencriptación AES (Advanced Encryption Standard). 
• Periféricos:  
o Controlador DMA (Direct Memory Access). 
o 8 Canales ADC (Analogic Digital Converter) de entre 8 y 14 bits 
de resolución. 
o Temporizador watchdog programable. Un temporizador watchdog 
es aquel que reinicia el dispositivo cuando detecta un 
malfuncionamiento en el software, como puede ser una acción 
imprevista o bien un cuelgue en el sistema. 
o Oscilador de cristal operando a una frecuencia de 32.768 kHz. 
o 4 temporizadores (Timers). Uno de 16 bits, dos de 8 bits y otro 
que utiliza la capa MAC también de 16 bits. 
o Dos USARTs (Universal Synchronous Asynchronous Receiver-
Transmitter) programables para ser utilizado como 
maestro/esclavo SPI (Serial Peripheral Interface) o UART 
(Universal Asynchronous Receiver-Transmitter) 
o 21 pins configurables para uso general de entrada/salida. 
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o Generador de números aleatorios. 
• Bajo consumo: dispone de un total de 4 modos de consumo reducido. 
Tiene la posibilidad de despertar del modo sleep de ahorro de energía 
mediante una interrupción externa o mediante el contador de un timer 
interno. 
• 802.15.4 MAC soporte de hardware: cumple todas las características del 
estándar entre las que destacan la detección de energía, el indicador de 
la calidad del enlace y el coprocesador CSMA/CA. 
• Radio digital DSSS integrada: transceptor que trabaja a la frecuencia de 
2.4GHz. Sensibilidad de recepción de -90dBm, potencia de transmisión 
máxima de 0dBm. Tasa de velocidad de 250kbps de datos y 2 MChips 
de tasa de chips. 
 
 
2.2.2. Especificaciones 
Para obtener un detalle más extenso de las especificaciones del CC2431 
dirigirse al datasheet del CC2430, ya que el fabricante los considera iguales 
excepto por el sistema de localización comentado en el apartado 2.1. En este 
apartado solamente se hablará sobre aquellos aspectos más relevantes para 
este proyecto. 
2.2.2.1. Especificaciones eléctricas 
 
El CC2431 se caracteriza, como ya se ha comentado en apartados anteriores, 
por tener un consumo de energía reducido. Se alimenta con 3V y su consumo 
de energía dependerá de las tareas que realice. 
 
Así pues, si lo tenemos encendido con el MCU (Micro Controller Unit) 
funcionando a máxima velocidad con XOSC (Crystal Oscillator) a 32MHz, 
consumirá 7mA, si además está transmitiendo a 0dBm por la interfaz radio este 
valor asciende hasta los 24.7mA, y si se está recibiendo 27mA. Pero, si lo 
dejamos en modo sleep consumirá tan solo 0.6uA. 
 
En la siguiente tabla se muestra los diferentes modos de funcionamiento y su 
consumo típico. 
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Tabla 2.1. Especificaciones eléctricas del MCU y los modos de energía. 
 
 
 
Los periféricos son otro punto a tener en cuenta, ya que de ellos también 
depende el consumo final de la batería. En la siguiente tabla se aprecia el 
consumo de cada uno de ellos.  
Tabla 2.2. Especificaciones eléctricas de los periféricos 
 
 
2.2.2.2. Especificaciones electromagnéticas 
En cuanto a las especificaciones de radiofrecuencia, el CC2431 es apto para 
trabajar dentro del rango de frecuencias comprendidas entre 2.400MHz y 
2483.5MHz tal y como se establece en el IEEE 802.15.4. 
 
La potencia en transmisión varía entre 8 niveles aprox. de -24dBm a 0dBm y la 
sensibilidad en recepción es de -90dBm. 
 
 
IMPLEMENTACION DE UNA SOLUCION DOMOTICA BASADA EN SENSORES   15 
Tabla 2.3. Especificaciones electromagnéticas del emisor y receptor. 
 
 
 
 
 
2.2.3. Modos de Energía 
 
El CC2431 tiene 4 modos de energía denominados PM0, PM1, PM2 y PM3: 
a) PM0: Modo totalmente funcional utilizado para operar de forma normal, 
se mantiene activo todo: la CPU, los periféricos, el transceptor RF y el 
regulador de voltaje. 
b) PM1: Modo parcialmente funcional utilizado cuando se requiere reactivar 
el dispositivo en un tiempo corto ya que su despertar es más rápido que 
el de los demás modos. En este modo se desactivan los osciladores de 
máxima velocidad y se mantienen encendidos los osciladores de 
32.768kHz y el regulador de voltaje. 
c) PM2: Modo que consume menos que el anterior, suele ser utilizado para 
ser despertado mediante el sleep timer. En este modo se mantienen 
encendidos los osciladores de 32.768kHz pero se desactiva el regulador 
de voltaje. 
d) PM3: Modo que consume menor energía, este modo se utiliza cuando lo 
que se requiere es ser despertado por un evento externo. Todo se 
mantiene desactivado dejando solo la posibilidad de despertar el 
dispositivo mediante un reset o bien mediante una interrupción externa. 
 
En la siguiente tabla se observan los tiempos que requiere cada modo para 
pasar a su estado totalmente funcional (PM0) y su consumo de energía: 
 
 
Tabla 2.4. Tiempo de cambio a modo funcional y consumo de los modos de 
energía. 
 
Modo de energía Tiempo (us) Consumo (uA) 
PM1 2 296 
PM2 54 0.9 
PM3 54 0.6 
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2.3. SmartRF04EB 
El SmartRF04EB[4] (Fig. 1.2) es el puente de comunicación entre el ordenador 
y el CC2431, en adelante SoC. Gracias a él podemos comprobar el buen 
funcionamiento del SoC, depurando el código paso a paso y usando los 
diversos periféricos que se encuentran conectados. 
El modo de conexión es simple: se acopla el SoC al SmartRF04EB y se 
conecta éste último mediante USB al ordenador. El puerto USB proporciona al 
circuito 3.3V tras pasar por el regulador de tensión. 
 
  
Fig. 2.2 SmartRF04EB con CC2431 acoplado 
 
Los periféricos que pueden ser utilizados son: 
• Conector jack de CC. 
• Pantalla LCD. 
• Conector RS232. 
• Conectores SMA. 
• Potenciómetro. 
• Salida de audio. 
• Entrada de audio. 
• Control de volumen. 
• Conectores de I/O. 
• 4 LED’s. 
• 2 Pulsadores. 
• 1 Joystick con 5 posiciones: arriba, abajo, izquierda, derecha, centro. 
 
Sin embargo, no todos estos periféricos pueden ser implementados por el 
CC2431. Por ejemplo, de los 4 LEDs sólo son funcionales el primero y el 
tercero. 
 
También cabe destacar que muchas de las conexiones de los periféricos están 
conectadas con algunos de los 40 pins de I/O. En la siguiente tabla se muestra 
la relación de estas conexiones: 
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Tabla 2.5. Relación de conexiones entre los pins del SoC y la placa 
SmartRF04EB. 
 
 
 
 
2.4. SOC_BB 
La funcionalidad del SOC_BB (Battery Board) (Fig 2.3) es la de alimentar el 
SOC para que funcione sin necesidad de estar conectado a ningún ordenador. 
Tiene 2 pilas AA de 1.5V que lo alimentan, y sus funcionalidades son reducidas 
respecto al SmartRF04EB, ya que solo dispone de un botón y un LED, además 
del interruptor de encendido/apagado. 
 
 
Fig. 2.3 SOC_BB con CC2431 acoplado 
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2.5. SOC_DEM 
El SOC_DEM es un adaptador para poder acoplar al SmartRF04EB un 
SOC_BB. De esta forma se puede programar o bien depurar directamente 
desde el SOC_BB. 
 
Esta placa es útil ya que la configuración del SOC_BB difiere de la del 
SmartRF04EB con lo que en ocasiones se produce un malfuncionamiento del 
SoC cuando se cambia de una interfaz a otra. Gracias al SOC_DEM se puede 
comprobar el correcto funcionamiento del sistema. 
 
 
 
 
Fig. 2.4 Modo de conexión para poder usar el SOC_DEM 
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3. CAPÍTULO 3. ENTORNO DE PROGRAMACIÓN 
 
En este capítulo se tratará todo lo relacionado con el entorno de programación. 
Se hablará del programa utilizado para la realización de este proyecto (IAR 
Embedded Workbench) y de la pila de software utilizada (TIMAC). 
 
3.1. IAR Embedded Workbench 
IAR Systems es una compañía con sede en Uppsala (Suecia) que provee de 
utilidades de software para la programación de aplicaciones en sistemas 
empotrados. 
 
Entre todos los programas que hay disponibles, el que se ha utilizado para la 
realización del proyecto es IAR Embedded Workbench 7.50A. 
El lenguaje de programación usado es C, ya que el programa es capaz de 
compilarlo y ensamblarlo posteriormente a lenguaje ensamblador. Este 
programa tiene además una interfaz sencilla e intuitiva si el usuario ya ha 
tenido algún contacto anterior con programas de desarrollo.  
 
Hay dos modos de uso de este programa, el modo de programación y el de 
depuración. 
 
Fig. 3.1 Pantalla principal de programación 
A 
B C 
D 
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En caso de estar programando podemos distinguir 4 áreas diferentes, 
marcadas en la imagen (Fig 3.1) con las letras A, B, C y D: 
• A: en esta área, como en la mayoría de los programas, podemos 
navegar por los diferentes menús para cambiar las configuraciones 
necesarias o bien para crear proyectos, abrirlos, guardarlos… Además 
dispone en la parte inferior de una serie de accesos directos a las 
opciones del menú. 
• B: aquí encontramos el área de trabajo. Mediante este espacio podemos 
acceder a los archivos que se encuentran ordenados en las diferentes 
carpetas del proyecto. 
• C: es aquí donde se escribe el código de programación, en la parte 
superior se observa una serie de pestañas que ayuda a la facilidad de 
navegación entre varios archivos en caso de tenerlos abiertos. 
• D: es la ventana de errores, en caso de compilar el proyecto los errores 
son mostrados en esta pantalla. Si aparece algún error, basta con hacer 
doble clic para ir directo a la línea de código afectada. 
 
En el caso de estar depurando el código, podemos abrir varios paneles en 
función de la información que queramos obtener. En la siguiente imagen (Fig 
3.2) se muestran los paneles más usados durante el desarrollo de este 
proyecto. 
 
Fig. 3.2 Pantalla principal de depuración 
 
• A: La función sigue siendo la misma que en el modo anterior. La 
diferencia radica en los botones que sirven para gestionar el modo de 
depuración. Permite hacer paradas, ejecutar paso a paso, ejecutar el 
programa libremente o parar la depuración. 
A 
B C E 
D 
F G 
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• B: Este panel no cambia con respecto al anterior modo. 
• C: Se sigue mostrando el código del programa. En verde se marcará la 
siguiente función que se ejecutará. 
• D: Del mismo modo que antes se mostraba información con respecto a 
los errores, ahora se le ha añadido la opción de poder ver en qué 
posiciones se han puesto los puntos de parada.  
• E: Permite ver las ejecuciones de las instrucciones en código 
ensamblador.  
• F: Muestra información de los valores de los registros. 
• G: Muestra los valores de las variables que deseemos. 
 
 
3.2. TIMAC 
Las siglas TIMAC corresponden a Texas Instruments Medium Access Control. 
TIMAC es una pila de software que puede ser usada en dispositivos de Texas 
Instruments bajo la estandarización del IEEE 802.15.4. 
En este proyecto se ha utilizado esta pila para poder controlar el sistema 
integrado CC2431. 
 
Una pila de software está compuesta por diferentes capas integradas que 
permiten tener una aplicación funcional de forma totalmente organizada. 
Cada capa le corresponde una acción determinada del dispositivo. 
 
Se observan 5 capas diferentes en el TIMAC: 
 
1. MAC: controla el medio físico del SoC. Esta capa está muy protegida por 
Texas Instruments, de forma que como mucho se pueden ver las 
cabeceras de las funciones, pero no el funcionamiento en sí de cada una 
de ellas. 
2. HAL (Hardware Abstract Layer): como su nombre indica, la capa HAL es 
una abstracción del hardware. Es decir, permite controlar el hardware de 
forma mucho más funcional sin tener que configurar para cada pin unas 
tensiones necesarias. Por ejemplo, para encender un Led no es 
necesario saber qué pins o registros hay que modificar ni tampoco saber 
a qué tensión se le ha de alimentar, basta con hacer HalLedSet(2, 
HAL_LED_MODE_ON) para indicarle que encienda el segundo2 led. 
Además de los leds, con esta capa se puede controlar: conversor A/D, 
pantalla LCD, teclas (botones y joystick), modos de energía, 
temporizadores y controlador UART.  
3. OSAL (Operating System Abstraction Layer): esta capa se encarga de 
priorizar y organizar las diferentes tareas para hacer el sistema lo más 
eficiente posible. Es un pequeño sistema operativo que permite la 
posibilidad de realizar tareas de forma simultánea. Así pues, es capaz 
de transmitir y recibir vía RF al mismo tiempo.  
                                            
2 TIMAC tiene implementados solo dos leds. El 1 se corresponde con el primero del 
SmartRF04EB, mientras que el 2 se corresponde con el tercero. 
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4. Application: es la capa más alta de todas, la que utiliza todas las que 
tiene por debajo de ella. Aquí es donde la mayoría del código del 
programa se escribe. La utilidad de esta capa, como su nombre indica, 
es la de gestionar la aplicación a la que estará destinado nuestro 
dispositivo. Lo programaremos para que cumpla con su finalidad. 
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4. CAPÍTULO 4. HARDWARE DESARROLLADO 
 
El objetivo principal de este capítulo es el de mostrar al lector los circuitos 
electrónicos implementados tanto del equipo emisor como del receptor. Estos 
circuitos dotan a los dispositivos de una interfaz de infrarrojos totalmente 
compatible con el protocolo RC5. 
 
4.1. Emisor de Infrarrojos 
4.1.1. Circuito 
El dispositivo emisor CC2431 obtiene a la salida de uno de los pins la señal de 
pulsos de 1 y 0 siguiendo el patrón de la codificación Manchester. Por lo que en 
cada tiempo de bit se envía tanto un valor alto como un valor bajo. 
El tiempo entre pulsaciones es de 889us, tal y como ya se ha comentado en el 
apartado 1.2.1.2. 
Por tanto, para poder transmitir la señal solo hace falta modularla con un tren 
de pulsos de 36kHz y enviar la señal cuando la pulsación sea de nivel alto. 
Para ello, se realiza el siguiente circuito basado en la configuración de un 
TLC555[6] en modo multivibración astable: 
 
 
 
Fig. 4.1 Esquema circuito transmisor 
 
 
El modo astable permite que en la salida del circuito se obtenga una serie de 
pulsos que oscilan a una frecuencia y ciclo de trabajo configurables mediante 
las resistencias y condensadores del circuito. 
La salida del CC2431 se conecta al pin de reset del 555 para excitar el circuito 
sólo cuando la pulsación esté en valor alto. 
 
4.1.2. Cálculos 
Según las especificaciones del RC5 el ciclo de trabajo de la señal portadora de 
36kHz debería ser aproximadamente del 33%. 
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Para poder obtener un ciclo de trabajo inferior al 50% se ha tenido que añadir 
al circuito el diodo D1 mostrado en el esquema. Este diodo permite que la 
carga del condensador C1 se haga a través de la resistencia R1 y la descarga 
a través de R2. 
 
Por ello, las fórmulas que se muestran en el datasheet se han modificado de 
acuerdo a las características de este circuito. 
 
La frecuencia de salida se obtiene a partir de las siguientes formulas: 
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Se considera un condensador de valor 1nF para C1. 
Se sabe que durante 1/3 del tiempo se estará en valor alto, mientras que 
durante 2/3 del tiempo se estará en valor bajo. Por tanto: 
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Si se aproximan los valores teóricos a los valores comerciales se obtiene que 
las nuevas resistencias son: 
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Junto con los valores reales escogidos, se obtiene una frecuencia y un ciclo de 
trabajo de: 
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El error es despreciable, puesto que los receptores toleran una cierta variación 
de la señal portadora. 
 
El resto de componentes electrónicos son: el condensador de desacoplo C3 
que ayuda a estabilizar la tensión de alimentación, R3 que limita la corriente 
que pasará por el diodo emisor de infrarrojos D2 y, por último, C2 que viene 
especificado directamente por el datasheet en el caso de usar el 555 en modo 
astable. 
 
En la siguiente figura se observa el circuito una vez montado en una placa 
protoboard: 
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Fig. 4.2 Fotografía del circuito emisor montado 
 
 
4.2. Receptor de Infrarrojos 
4.2.1. Circuito 
El circuito para la recepción de infrarrojos es más simple que el anterior. El 
esquema se puede observar en la siguiente figura. 
 
 
 
Fig. 4.3 Esquema circuito receptor 
 
 
El TSOP1836[7] es un módulo receptor-demodulador de infrarrojos. Por sí solo 
se encarga de extraer la portadora para poder entregar directamente por el pin 
OUT la señal con los pulsos en código Manchester. 
Su circuito interno es el siguiente: 
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Fig. 4.4 Esquema interno del TSOP 1836 
 
 
Como se observa en el esquema interno del dispositivo, la salida del 
demodulador está conectada al transistor. De manera que en caso de no recibir 
nada, la salida del TSOP tiene siempre el valor de Vs3 y en caso de que se 
reciba algo por infrarrojos, la salida del demodulador activará el transistor 
poniendo la salida del TSOP a tierra. 
En la siguiente figura se observa una representación gráfica de la señal 
recibida por los infrarrojos y la señal que se obtiene a la salida del TSOP: 
 
 
 
Fig. 4.5 Gráfica de  recepción vía IR y la salida del TSOP 
 
 
4.2.2. Cálculos 
Dado que el TSOP se encuentra alimentado a una tensión Vs=5v y que el 
CC2431 está alimentado a 3.3v (aptdo. 2.3), es conveniente adaptar la señal 
de salida para una tensión máxima de 3.3v. R1 forma parte de este divisor de 
tensión cuyo valor se obtiene del siguiente cálculo: 
 
 78 ! 9,:)9, 7; (4.3) 
 
                                            
3 Tensión de alimentación del TSOP1836. El datasheet del fabricante especifica que el valor 
debe estar entre 4.5V y 5.5V. En este proyecto se ha alimentado a 5V. 
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Donde Vo=3.3v y Vs=5v. Por lo que R1 teóricamente es 58.235kΩ, sin 
embargo, el valor comercial que más se aproxima es 56kΩ. Aunque sea un 
valor inferior al calculado, es muy adecuado ya que la tensión máxima que nos 
ofrecerá si lo calculamos otra vez será de 3.25V protegiendo de esta forma el 
dispositivo de tensiones elevadas. 
 
Finalmente se puede observar el circuito receptor montado en una placa 
protoboard: 
 
 
Fig. 4.6 Fotografía del circuito receptor montado 
 
 
4.3. Test del Hardware 
Para comprobar el correcto funcionamiento de ambos dispositivos se han 
realizado dos pruebas distintas. 
 
Se ha situado el emisor a diferentes distancias enfrente de un televisor Philips y 
se ha comprobado que los comandos eran correctamente interpretados por el 
televisor. Así pues, el alcance máximo conseguido con el transmisor ha sido de 
140cm. 
 
En cuanto al receptor, se ha procedido a realizar un test similar. Se ha situado 
el control remoto del televisor a diferentes distancias del receptor, y se ha 
comprobado que éste último era capaz de decodificar bien los comandos. El 
alcance máximo obtenido era similar al que tiene el mando a distancia cuando 
se enfoca al televisor: unos 3.5m aproximadamente. 
 
28 CAPITULO 5. SOFTWARE DESARROLADO Y TEST DE LA RED DOMÓTICA 
 
5. CAPÍTULO 5. SOFTWARE DESARROLLADO PARA 
LA CONFIGURACIÓN Y TEST DE LA RED DOMÓTICA 
 
En este capítulo se estudiará el software que se ha desarrollado para la 
correcta configuración de una red domótica basada en este tipo de dispositivos. 
Se presentará primero un escenario con una serie de condiciones que deberán 
cumplir ambos dispositivos. Posteriormente, se procederá a analizar el código 
desarrollado. 
 
5.1. Escenario 
El escenario que se plantea consta de dos dispositivos diferentes. Por un lado 
se encuentran todos los sensores dotados con una interfaz de recepción de 
infrarrojos y por el otro se encuentra un controlador dotado con un transmisor 
de infrarrojos. 
 
Los sensores permanecerán fijos en algún lugar del hogar mientras que el 
controlador será totalmente móvil. El usuario podrá configurar en una primera 
instancia todos los dispositivos uno a uno con comunicación de visión directa. 
Sin embargo, una vez todo esté bien configurado, para obligar a un sensor a 
actuar mediante un comando enviado por el usuario no será necesaria una 
visión directa gracias a que el envío de información se hará mediante la interfaz 
radio. 
 
El dispositivo controlador tendrá dos modos de funcionamiento distintos: modo 
de configuración y modo normal o running. 
 
Entrando en modo configuración, el controlador despertará la radio del sensor 
mediante un comando de infrarrojos determinado. Éste se asociará a la red 
creada por el controlador y generará un paquete de datos con el objetivo de 
esperar la asignación de un identificador. Seguidamente, el controlador deberá 
escoger un identificador y enviárselo para que quede guardado. 
 
Una vez esta asignación se haya realizado correctamente, el controlador podrá 
salir del modo de configuración para entrar en modo normal. 
 
Los sensores por su parte permanecerán en estado dormido o sleep, con su 
interfaz radio desconectada, a la espera de ser despertados y configurados 
para pasar a modo normal o running. 
 
Como interfaces de usuario el controlador hará uso del joystick y el botón de la 
placa SmartRF04EB juntamente con los circuitos anteriormente mostrados en 
el capítulo 4. Seguidamente se muestra la localización de estos dos periféricos 
así como también la numeración lógica que siguen en el código de la 
aplicación: 
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Fig. 5.1 Localización del joystick y el botón del SmartRF04EB 
 
En el sensor se realizará una aplicación cuyo objetivo será la de generar un 
evento si el sensor se ha configurado correctamente.  
 
En modo normal, se podrán generar mensajes con ciertos identificadores. Si un 
sensor recibe un mensaje cuyo identificador corresponde con el que tiene 
asignado, éste deberá actuar de una forma determinada. En este proyecto el 
evento generado es el de encender el tercer LED de la placa SmartRF04EB. 
 
A continuación, se muestra un diagrama de flujo representativo de la operativa 
descrita hasta este punto: 
 
 
Fig. 5.2 Diagrama de flujo del escenario 
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5.2. Formato de los mensajes 
Durante las siguientes páginas se hará mención a diferentes tipos de 
mensajes, dividiéndolos en una primera instancia entre los que se enviarán vía 
infrarrojos y los que se enviaran por radiofrecuencia. 
 
5.2.1. Infrarrojos 
El formato utilizado para los infrarrojos es exactamente el mismo que propone 
el protocolo RC5. 
 
 
 
Fig. 5.3 Formato de mensaje IR usando protocolo RC5 
 
La numeración de la parte superior de la figura simboliza la situación de los 
campos en posiciones de bit dentro del mensaje total. 
Todos los sensores están configurados con la dirección 0x00. El controlador 
enviará un mensaje por infrarrojos a esa dirección con el comando 0x0C para 
despertar al sensor del modo sleep y pasar a modo normal. En ese momento, 
el sensor encenderá la radio y la comunicación se hará únicamente vía 
radiofrecuencia. 
5.2.2. Radiofrecuencia 
En cuanto a los mensajes enviados mediante esta interfaz, se hará mención a 
cuatro tipos diferentes. Estos mensajes siguen el formato representado en la 
Fig. 5.4: 
 
 
Fig. 5.4 Formato de un mensaje de datos. 
 
Cada número de la parte superior de la figura indica la posición que ocupa 
cada campo en número de bytes dentro del mensaje total recibido. 
El tipo de datos ayuda a interpretar de una forma correcta el campo de datos 
que viene a continuación. 
 
 
IMPLEMENTACION DE UNA SOLUCION DOMOTICA BASADA EN SENSORES   31 
 
Distinguimos cuatro tipos de datos: 
 
• Waiting Id (0x01): indica que el sensor está a la espera de la asignación 
de un identificador. Dentro del campo de datos, el sensor introduce el 
valor 0xFF para indicar que actualmente no dispone de ningún 
identificador. 
 
• Assign Id (0x02): asigna al sensor un identificador determinado. En este 
caso, dentro del campo de datos se le añade el identificador que tendrá 
que ser guardado en el sensor. 
 
• Command (0x04): mensaje dirigido a los sensores con el identificador 
contenido en el campo de datos. Les obliga a realizar la acción. En este 
proyecto sólo se ha definido un comando porque sólo se contempla una 
acción (encender un led). Para soportar más acciones bastaría con 
asignar más códigos asociados a nuevos comandos. 
 
• ACK (0x08): indica que un mensaje se ha recibido correctamente. En 
este caso se emplea para dar a conocer al controlador que la asignación 
del identificador se ha realizado correctamente. Para ello el sensor utiliza 
esta cabecera e introduce en el campo de datos el valor del tipo de dato 
Assign Id, es decir, el valor 0x02. 
 
La pila de software TIMAC obliga a enviar un mensaje con un tamaño entre 4 y 
102 bytes. Por ello se le añade a la trama 2 bytes de relleno que ayudan a 
cumplir esta limitación. 
 
A continuación, para estudiar mejor el escenario, se procederá a hacer dos 
secciones distintas. Una para el dispositivo controlador y otra para el sensor, 
dividiéndolas a su vez en otras dos secciones: infrarrojos y radiofrecuencia. 
 
5.3. Controlador 
El controlador se encargará, por un lado, de generar el mensaje de infrarrojos 
que despertará al sensor y por otro lado, se encargará de crear una red, 
gestionar las nuevas incorporaciones y hacer uso de los identificadores. 
 
Para inicializar un dispositivo como controlador, basta con definir en el 
preprocesador4 la variable CONTROLLER y asignarle valor verdadero. 
5.3.1. Infrarrojos 
La finalidad del emisor de infrarrojos en el CC2431 es la de generar los pulsos 
bajo codificación Manchester en el tiempo de pulsación requerido. 
 
                                            
4 El preprocesador es una opción disponible del software IAR Embedded Workbench que da la 
posibilidad de definir variables de modo global. 
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Una primera idea sería la de configurar un temporizador para que cada 889us 
cambie el estado de salida de uno de los pins. Sin embargo, esta opción no es 
la más adecuada. Puesto que las pequeñas variaciones de tiempo o jitters 
existentes entre interrupciones del propio temporizador5 pueden afectar más 
adelante a la decodificación de la señal. 
 
Por ello, se ha optado por la implementación de una interfaz SPI (Serial 
Peripheral Interface). Esta interfaz no se encuentra dentro de la capa HAL de la 
pila de software TIMAC. 
No obstante, el fabricante pone a disposición de sus usuarios un documento[5] 
en su página web con instrucciones a seguir en caso de querer implementar 
esta interfaz. 
 
El SPI es un estándar de comunicaciones para controlar casi cualquier 
electrónica digital que acepte un flujo de serie de bits regulados por un reloj. 
Consta de 4 conexiones como son: una línea de reloj, una de dato entrante, 
otra de dato saliente y otra de chip select cuya finalidad es la de conectar o 
desconectar el dispositivo con el que se está comunicando. 
Se definen dos tipos de dispositivos cuando se configura la interfaz SPI. Por un 
lado está el dispositivo Master y por el otro el Slave. 
El Master se encarga de proporcionar la señal de reloj y determina mediante el 
chip select el dispositivo con el que se quiere comunicar, conectándolo o 
desconectándolo según convenga, acto seguido envía por la línea MOSI 
(Master Output Slave Input) los bytes con la información. 
El Slave se sincroniza con la señal de reloj recibida por el Master y lee los 
datos que le llegan por la línea MOSI. 
 
En este proyecto tan sólo se ha usado el dispositivo Master, puesto que el 
receptor lee la información de una forma distinta, dada la imposibilidad de 
transmitir por infrarrojos la señal de datos y de reloj simultáneamente.  
En el código se deja la posibilidad de configurar un dispositivo como Master y 
otro como Slave puesto que se estuvieron haciendo pruebas para comprobar el 
correcto funcionamiento del sistema. 
 
De este modo, quedan descartadas todas las líneas del SPI excepto la de 
MOSI que será la que se utilice para controlar el tren de pulsos generado en el 
TLC555 (ver 4.1.1). 
 
La ventaja de usar esta interfaz en el CC2431 es la gran precisión en el ajuste 
de tiempo que consigue, puesto que los datos se envían en bytes, formando 
agrupaciones de 8 pulsos. De manera que en vez de hacer una interrupción por 
cada pulsación (caso de usar un temporizador), se emplea un bucle que se 
centra en el envío de datos, de modo que se reduce considerablemente el jitter 
total. 
 
 
 
 
                                            
5 Existe un pequeño lapso de tiempo desde que el temporizador genera el flag de overflow 
hasta que se ejecuta la rutina de interrupción. 
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5.3.1.1. Código 
Se usarán los diferentes botones del SmartRF04EB para poder interactuar con 
el CC2431. 
 
En una primera instancia, se requiere incluir  al proyecto los archivos hal_spi.h 
y hal_spi.c y a continuación seguir las instrucciones descritas en la cabecera 
del fichero hal_spi.h. 
 
Es necesario especificar la velocidad de escritura en el buffer de salida de cada 
pulsación. Esto se consigue estableciendo correctamente los registros 
U1BAUD y U1GCR en la función HalSPIOpen() de hal_ir.c. Para ello 
calculamos primero qué velocidad requiere cada pulso: 
 
 %<=-;8 ! 	&>?@AB !
	
CC=; ! D01 (5.1) 
 
Seguidamente se calcula el valor de los registros, siguiendo la fórmula 
expuesta en el documento proporcionado por el fabricante: 
 
 %<=-;8 !
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Donde F es la velocidad del reloj general del CC2431. En este caso F es 
32MHz. Suponemos un valor de U1BAUD de 39. Aislamos U1GCR: 
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A continuación se observa la configuración establecida en el código: 
 
void HalSPIOpen(){   
#if HAL_USART_SPI 
  //Frecuencia de 1.124 kHz 
  U1BAUD = 0x27; //Dec = 39 
  U1GCR |= 0x05; //Dec = 5 
 
  //Negative clock polarity, data centered on second edge of SCK 
  //transfer MSB bit first 
  U1GCR &= ~0xC0; // CPOL = CPHA = 0 
  U1GCR |= 0x20; // ORDER = 1 
#endif 
} 
 
Una vez el dispositivo esté correctamente configurado como Master se procede 
a programar la capa de aplicación. 
Se configurará el joystick para que cuando sea pulsado envíe un total de 10 
tramas iguales. Para ello, se añade el siguiente código en MSA_HandleKeys() 
de msa.c: 
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void MSA_HandleKeys(uint8 keys, uint8 shift) 
{ 
 [...] 
  if ( keys & HAL_KEY_SW_5 ) 
  { 
    if(CONTROLLER) //Tan solo envía el controlador 
    { 
      IRcounter = 0x00; //se inicializa el contador de tramas enviadas 
      IRcountermax = 10; //número máximo de tramas a enviar 
      osal_start_timerEx ( MSA_TaskId, MSA_IR_TX_EVENT, 111); 
       ToggleBit = !ToggleBit; //cambiamos el bit de toggle para la próxima 
transmisión 
    } 
  } 
} 
 
Acto seguido se llama a un temporizador que se activa cada 111ms6. 
Cuando este tiempo ha pasado, se llama a la función MSA_ProcessEvent() de 
msa.c enviándole el identificador de evento MSA_IR_TX_EVENT. 
Una vez allí se comprueba que el evento efectivamente coincide y se procede a 
enviar la trama vía SPI, tal y como se muestra seguidamente: 
 
uint16 MSA_ProcessEvent(uint8 taskId, uint16 events) 
{ 
  […] 
  if (events & MSA_IR_TX_EVENT) 
  { 
    if(IRcounter < IRcountermax) //si no se han transmitido todos los paquetes 
    { 
      HalSPISend(ToggleBit, 0x00, 0x10); //enviamos por SPI 
      IRcounter++; //incrementamos el valor de tramas enviadas 
      osal_start_timerEx ( MSA_TaskId, MSA_IR_TX_EVENT, 111); //generamos otro 
evento 
    } 
    return events ^  MSA_IR_TX_EVENT; 
  } 
} 
 
HalSPISend() se encuentra en hal_spi.c y es la que se encarga estrictamente 
de generar en el formato correcto los datos que se enviarán a través de la línea 
MOSI. Esta función requiere de 3 parámetros básicos en una comunicación 
usando RC5: el bit de toggle, la dirección de destino del dispositivo y el 
comando. Se obvian los 2 bits de inicio ya que siempre serán de valor alto. Se 
observa a continuación la implementación de dicha función: 
 
void HalSPISend (bool toggle, uint8 Address, uint8 Command){ 
  FillVector(toggle, Address, Command); //preparación del vector de salida 
  for (int i = 0; i <= N; i++) 
  { 
    SSN = LOW; 
    U1DBUF = txBufferMaster[i]; // U1ACTIVE is asserted 
                                            
6 114ms es el tiempo entre tramas determinado por el protocolo RC5. Se establece cada 
111ms puesto que se añaden 4 pulsaciones de valor 0 (3ms) en el último byte de cada trama. 
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    while (U1ACTIVE); // Wait for U1ACTIVE to be de-asserted 
    SSN = HIGH; 
  } 
 
Lo primero y más importante es generar los datos mediante agrupaciones de 8 
pulsaciones. Por ello la función FillVector() de hal_spi.c se encarga de codificar 
en modo Manchester los 14 bits y posteriormente agruparlos en el orden 
correcto. 
Aquí tan solo se expone una representación gráfica de lo que realiza esta 
función dada la longitud de la misma: 
 
 
 
Fig. 5.4 Representación del objetivo de FillVector() 
 
 
Una vez los 4 bytes son guardados en su respectivo orden en el vector 
txBufferMaster. Se ejecuta la rutina de escritura en el buffer de salida y, por 
tanto, en la línea MOSI. Los bytes se irán enviando sucesivamente conforme la 
línea esté libre. 
 
5.3.2. Radiofrecuencia 
Se establecen dos modos de funcionamiento distintos. 
En el modo de configuración, el controlador se encargará de crear una red, 
gestionará los sensores que se incorporen a la misma y asignará los 
identificadores. 
En modo normal se hará uso de estos identificadores para que los sensores 
realicen la acción que tengan asignada. 
 
5.3.2.1. Creación de la red 
Al inicializar el dispositivo en modo CONTROLLER, éste crea la red de manera 
automática. 
Para conseguir esta automatización, basta con introducir en la función main() 
de msa_Main.c el código siguiente: 
 
int main(void) 
{ 
  […] 
  else if(CONTROLLER) //si se trata de un dispositivo Controlador 
  { 
    HalLcdWriteScreen("System On","CONTROLLER MODE"); 
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    MSA_InicioEnRed(); //Creación de la red 
  } 
  […] 
} 
 
La función MSA_InicioEnRed() hace uso de un código ya implementado en un 
ejemplo de la pila de software TIMAC. 
Esta función se encarga de establecer el modo de funcionamiento de la red. Da 
la posibilidad de activar el uso de beacons en una red aunque en este proyecto 
se haya usado el modo beaconless. 
 
Una vez se configuran estos parámetros, la función realiza un escaneo de la 
red mediante MSA_ScanReq(), situada en msa.c, que busca la posible 
existencia de redes ya creadas en la misma frecuencia. El resultado de esta 
función generará el evento MAC_MLME_SCAN_CNF en el procesador de 
eventos de la capa de aplicación (en adelante MSA_ProcessEvent() y situada 
en msa.c) que determinará si es necesario crear una red o bien unirse a una.  
 
El controlador, al ser el primer dispositivo en busca de una red, será quien la 
cree. De modo que se inicializará como coordinador entrando en la función 
MSA_CoordinatorStartup() de msa.c. 
Esta función se encargará de definir algunos parámetros como por ejemplo el 
número de identificador de red PAN, el canal de frecuencia y los beacons (si 
estuvieran activados). 
 
El proceso realizado hasta ahora será el mismo que seguiría un dispositivo 
sensor, salvo por el hecho de que al realizar un escaneo de la red, encontraría 
la que ha creado el controlador y se asociaría a ella. 
 
5.3.2.2. Asociación de un nuevo dispositivo a la red 
La recepción de una solicitud de ingreso en la red  genera, en 
MSA_ProcessEvent(), un evento bajo el nombre de 
MAC_MLME_ASSOCIATE_IND. 
Este evento realiza una llamada a otra función que se encarga de memorizar la 
dirección de origen del nuevo inquilino en un vector cuya finalidad es tener un 
control de todos los dispositivos. Acto seguido confirma la asociación mediante 
la asignación de una dirección de destino corta de 16 bits. 
 
5.3.2.3. Asignación de identificador 
Al recibir un mensaje de datos se genera el evento MAC_MCPS_DATA_IND en 
MSA_ProcessEvent(). 
 
Dentro del evento se analiza el tipo de datos y si corresponde con el tipo 
Waiting Id, se activa una variable llamada SensorWaiting y memoriza en una 
variable temporal la dirección del dispositivo que solicita identificador. 
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A continuación el usuario deberá realizar algún movimiento con el joystick. Este 
movimiento será capturado en MSA_HandleKeys() en msa.c y se autogenerará 
un evento en MSA_ProcessEvent() bajo el nombre de 
MSA_SEND_COMMAND, tal y como se puede ver a continuación: 
 
void MSA_HandleKeys(uint8 keys, uint8 shift) 
  { 
   if ( keys & HAL_KEY_SW_1 ) 
    { 
      Identificador = keys; //guardamos valor del botón pulsado 
      osal_start_timerEx ( MSA_TaskId, MSA_SEND_COMMAND, 100); //hacemos 
saltar el evento 
    } 
  } 
 
Al tener la variable SensorWaiting activada, dentro de este nuevo evento se 
generará un mensaje que será transmitido al sensor, con el tipo de datos 
Waiting Id, y con el movimiento capturado por el joystick a modo de 
identificador. A continuación se muestra el evento MSA_SEND_COMMAND 
para asignar un identificador: 
 
uint16 MSA_ProcessEvent(uint8 taskId, uint16 events) 
{ 
  msa_Data1[2] = Relleno; //Paquete de trasnmisión 
  msa_Data1[3] = Relleno; //Introducimos bytes de relleno 
[…] 
if (events & MSA_SEND_COMMAND) 
  { 
      msa_Data1[1] = Identificador; //Generamos paquete a enviar 
       
    if(ConfigMode && SensorWaiting) //Le asignamos al Sensor el comando que 
esperaba 
    { 
      msa_Data1[0] = ASSIGN_ID;  
      MSA_McpsDataReq((uint8*)msa_Data1, 
                      MSA_PACKET_LENGTH, 
                      TRUE, 
                      AddressSensor ); 
    } 
 […] 
} 
 
La función MSA_McpsDataReq() será la encargada de hacer efectivo el envío 
del mensaje. Para ello se le introducen los datos, el tamaño de los mismos, se 
especifica si es un mensaje directo y se introduce el destino del mensaje. 
 
5.3.2.4. Envío de comandos 
Para realizar el envío de comandos es necesario salir del modo de 
configuración. Para ello bastará con pulsar el botón 6 situado en la parte 
inferior derecha de la placa SmartRF04EB. Luego solo se tendrá mover el 
joystick en cualquier dirección. 
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Al mover el joystick se realiza una captura del movimiento y se realiza un 
evento igual al del apartado anterior (MSA_SEND_COMMAND). 
 
Esta vez, sin embargo, al no estar en modo configuración ni estar pendiente de 
ninguna asignación, el controlador  enviará un paquete a todos y cada uno de 
los dispositivos que tiene anotados de asociaciones previas. 
Este mensaje tendrá Command como tipo de datos, y dentro del campo de 
datos se encontrará el identificador correspondiente, es decir, el movimiento del 
joystick que ha realizado el usuario. 
A continuación se muestra la continuación del código del apartado anterior: 
 
    if(!ConfigMode) //Llamamos a todos aquellos con este Identificador que se 
activen 
    { 
      msa_Data1[0] = COMMAND; 
      for(index=0; index<msa_NumOfDevices;index++) //enviamos a todos los 
dispositivos 
      { 
        MSA_McpsDataReq((uint8*)msa_Data1, 
                        MSA_PACKET_LENGTH, 
                        TRUE, 
                        msa_DeviceRecord[index].devShortAddr ); 
      } 
    } 
 
5.4. Sensor 
El sensor, al igual que el controlador, tendrá dos modos de funcionamiento 
distintos. En modo sleep, el dispositivo tendrá la interfaz radio apagada con el 
objetivo de reducir el consumo de energía y tendrá tan solo activado el receptor 
de infrarrojos. En caso de que se reciba vía esta interfaz un mensaje con el 
comando 0x0C, el sensor deberá encender la radio y pasar del modo sleep al 
modo normal o running. 
 
Una vez pase al modo normal, deberá ser capaz de asociarse a la red creada 
por el controlador, realizar una petición de asignación de identificador y de 
realizar una acción determinada si se recibe un mensaje cuyos datos son 
iguales a los del identificador memorizado. 
 
Para inicializar un dispositivo como sensor, se deberá definir en el 
preprocesador la variable SENSOR y asignarle valor verdadero. 
 
5.4.1. Infrarrojos 
El sensor tiene que ser capaz de poder recibir y decodificar una señal de 
infrarrojos que siga el estándar marcado por el RC5. 
Así pues también debe interpretar la señal recibida y poder evitar varios 
factores como podrían ser una interferencia, un mensaje destinado a otro 
dispositivo, o la repetición de un mismo mensaje. 
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De forma breve se podría describir el funcionamiento del receptor de la 
siguiente manera: 
El circuito del TSOP genera una interrupción en el dispositivo al llegar un 
mensaje entrante. Éste empieza a muestrear la línea de entrada cada cierto 
tiempo y guarda los valores en un vector. A continuación se examinan las 
muestras obtenidas para obtener los pulsos y después se decodifican. Por 
último solo queda interpretar los datos recibidos y decidir qué hacer con ellos. 
 
5.4.1.1. Código 
A diferencia del emisor, en este caso no se requiere pulsar ningún botón. Será 
necesario añadir al proyecto los ficheros hal_ir.h y hal_ir.c y seguir las 
indicaciones de la cabecera del fichero hal_ir.h. 
 
Una forma clara de ver los saltos que hace el programa es con la siguiente 
figura: 
 
  
Fig. 5.5 Esquema funcionamiento del receptor 
 
Para inicializar el sistema, se llama a la función HalIRInit() de hal_ir.c cuya 
función es configurar la entrada de datos y la interrupción externa en P0_3 
(puerto 0, pin 3). Configura también el temporizador que será utilizado para 
muestrear la señal y la función de callback de la capa de aplicación que se 
llamará cuando todo el proceso esté finalizado. 
 
void HalIrInit(halIRCBack_t cback) 
{ 
  //registramos el callback de la función de IR 
  pHalIRProcessFunction = cback; 
   
  //Configuración del Timer de muestreo de la señal 
  HalTimerConfig (HAL_TIMER_0,                       // 8bit timer0 (HWTimer3) 
                  HAL_TIMER_MODE_CTC,                // Clear Timer on Compare 
                  HAL_TIMER_CHANNEL_A,               // Channel A 
                  HAL_TIMER_CH_MODE_OVERFLOW,        // Overflow Mode 
                  TRUE,                              // Interrupciones 
habilitadas 
                  Hal_IRCallback);           // Callback a 
MSA_Main_TimerCallBack() 
     
  //Habilitación de Interrupción del Pin de entrada IR P0_3 
  P0DIR = 0x00; //Todos los pins del puerto 0 como entradas 
  P0INP &= ~0x08; //Interrupción salta a nivel bajo 
  P0IFG &= 0x00; // clear interrupt flag 
  PICTL |= 0x08; // enable interrupt on P0_0 to P0_3 
  PICTL |= 0x01; // falling edge 
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  P0IFG = 0x00; // clear interrupt flag 
  IEN1 |= 0x20; // enable PO interrupt 
  EA = 1; // global interrupt enable  
} 
 
A continuación hay que configurar la rutina de interrupción que será lo primero 
que se ejecute en caso de que se reciba algo por IR. Esta rutina ya viene 
implementada por la capa TIMAC en el fichero hal_drivers.c por lo que solo se 
tendrá que añadir dentro de ella: 
 
HAL_ISR_FUNCTION( halKeyPort0Isr, P0INT_VECTOR ) 
{ 
  if (P0IFG & 0x08) //Si la interrupcion es causada por P0_3 
  { 
    HalIrSet(P0_3); //Guardamos el valor que obtenemos de la línea 
    HalTimerStart(HAL_TIMER_0,400); //Comenzamos el muestreo 
  } 
  […] 
} 
 
HalIrSet() situada en hal_ir.c, es llamada únicamente por la rutina de 
interrupción y su función es guardar el estado de la línea P0_3 en la posición 0 
del vector de muestras “Infra”. 
A continuación se inicia el periodo de muestreo, de modo que cada 400us se 
llamará al Callback7 del temporizador HAL_TIMER_0 situado también en 
hal_ir.c: 
 
void Hal_IRCallback(uint8 timerId, uint8 channel, uint8 channelMode) 
{ 
  if ((timerId == HAL_TIMER_0) && (channelMode == HAL_TIMER_CH_MODE_OVERFLOW)) 
  { 
    if(FirstTime) //si es la primera vez que se ejecuta el callback (recien 
activado por la interrupción) 
    { 
      PICTL &= ~0x08;            //deshabilitamos interrupciones P0_3 
      FirstTime = FALSE;         //desactivamos el bool que detetecta la 
primera vez 
      cont=1;                    //inicializamos contador a 1, ya que el 0 se 
establece en la interrupción 
    } 
     
    Infra[cont++] = !P0_3; //Obtenemos el valor de la línea P0_3 invertida, ya 
que el TSOP invierte la señal. 
     
    if (cont==max_rx)        //Miramos si hemos llegado al valor máximo de 
muestras 
    { 
      HalTimerStop(HAL_TIMER_0); //Paramos el Timer 
      cont=0;              //Reset del contador 
       
      osal_set_event(Hal_TaskID, HAL_IR_RX_EVENT); //Lanzamos la tarea de 
tratar la señal recibida 
                                            
7 Rutina que se ejecuta cuando una tarea ha finalizado. 
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      FirstTime=TRUE; 
      T3CTL |= 0x04;    //Clear Timer 
      PICTL |= 0x08;    // Habilitar Interrupción P0_3 
      P0IFG = 0x00;     // clear interrupt flag       
    } 
  } 
} 
 
Cuando se consiguen todas las muestras necesarias, se para el temporizador, 
se reinician el contador de muestras y el valor interno del temporizador, se 
habilitan las interrupciones y se llama a la función osal_set_event() de OSAL.c. 
Esta función permite que la OSAL sea la que establezca la prioridad a la hora 
de interpretar la señal recibida. 
De manera que cuando el dispositivo está capacitado para ejecutar la tarea 
propuesta se ejecuta el procesador de eventos de la capa HAL: 
 
uint16 Hal_ProcessEvent( uint8 task_id, uint16 events ) 
{ 
 […] 
#if (defined HAL_IR) && (HAL_IR==TRUE) 
  if (events & HAL_IR_RX_EVENT ) 
  { 
    Interpretar(); //Interpretamos la señal recibida 
    return events ^  HAL_IR_RX_EVENT; 
  } 
#endif 
} 
 
Es importante que las tareas que requieran de cierto tiempo de ejecución sean 
gestionadas por la capa OSAL. Por ello se definen los eventos y las tareas. En 
este caso, la tarea que ejecuta es la llamada Interpretar() y se halla en hal_ir.c. 
 
void Interpretar() 
{ 
  Decodificar(); //Decodifica la señal 
   
  if(IrOK()) //Comprueba que siga el protocolo RC5, que el mensaje vaya 
destinado al dispositivo y que no se trate de un mensaje repetido 
    (pHalIRProcessFunction) (ir_command); //Se avisa a la capa de App de que 
hay un mensaje y se le pasa el comando 
recibido. 
} 
 
La función de Decodificar() de hal_ir.c dada su longitud no se expondrá en el 
cuerpo de la memoria. No obstante, a continuación se explicará el proceso que 
sigue esta función. 
 
Al muestrear la señal de entrada cada 400us se obtienen una serie de 
muestras. Por cada pulsación se obtienen entre 2 y 3 muestras. 
Decodificar() lo que hace es primeramente analizar la señal y establecer en un 
vector diferente un pulso cada 2 o 3 muestras. Acto seguido decodifica la señal 
42 CAPITULO 5. SOFTWARE DESARROLADO Y TEST DE LA RED DOMÓTICA 
 
cogiendo las pulsaciones pares, que serán las que tengan la señal ya 
decodificada. 
Un ejemplo visual se puede ver en la siguiente figura: 
 
 
 
Fig. 5.6 Ejemplo de decodificación 
 
El vector “Decod” que contiene la señal ya decodificada no es lo 
suficientemente útil, ya que si se quiere comprobar qué comando se tiene que 
interpretar, es necesario hacerlo bit a bit. Por ello, Decodificar() a su vez 
permite guardar en 4 variables distintas los valores de los bits de inicio, el bit de 
toggle, la dirección de destino del mensaje y el comando, haciendo mucho más 
fácil el uso de estos datos más adelante. 
 
Tras decodificar la señal, falta comprobar que esa señal sea correcta. Por ello 
se ejecuta IrOK(): 
 
bool IrOK(void) 
{ 
  if (start_bits == START_BITS) 
      if (!MensajeRepetido() && (ir_address == IR_ADDRESS)) 
        return TRUE; 
  return FALSE; 
} 
 
Primero comprueba que los bits de inicio sean correctos (los dos en valor alto). 
A continuación comprueba que el mensaje no esté repetido, es decir, que el 
usuario no esté pulsando el botón de forma constante. 
Esta comprobación es fácil de realizar mirando el bit de toggle y el comando. Si 
estos valores coinciden con el mensaje recibido anteriormente quiere decir que 
el mensaje es repetido. 
Por último se comprueba que el destino del mensaje sea correcto, comparando 
las dos direcciones: la dirección “ir_address” recibida por infrarrojos y la 
dirección “IR_ADDRESS” especificada en el dispositivo. 
 
Si todo esto se cumple, se ejecuta el comando de Callback que deja en manos 
de la capa de aplicación (msa.c) qué hacer con ese comando. 
 
void MSA_HandleIR (uint8 command) 
{ 
 
    switch (command) 
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    { 
    case 0x0C: 
      macRxOn(); //encendemos la radio 
      SleepMode = FALSE; //Salimos del modo sleep 
      MSA_InicioEnRed(); //lo introducimos en la red 
      break; 
       
    default: 
      break; 
    } 
} 
 
En este caso al recibir el comando 0x0C se procede a encender la interfaz 
radio y a asociar el sensor a la red creada por el controlador. El sensor se 
despertará y pasará a estar en modo normal. 
 
5.4.2. Radiofrecuencia 
El sensor deberá tener un identificador asignado que conseguirá una vez se 
asocie a una red existente. 
También deberá poder realizar una acción determinada en caso de que reciba 
un mensaje con el identificador que se le ha asignado. 
5.4.2.1. Asociándose a una red 
Al salir del modo sleep  lo primero que realiza el sensor es asociarse a la red 
existente. El proceso que sigue es, como ya se ha comentado en el apartado 
5.3.2.1, prácticamente idéntico. 
 
Del resultado de la asociación, el receptor recibirá una dirección asignada por 
el controlador que deberá guardar para futuras referencias en el envío de  
mensajes dentro de la red. 
5.4.2.2. Asignación del identificador y generación del ACK 
Al asociarse a una red, el sensor realizará una petición de forma automática de 
asignación de identificador. 
Esto lo consigue mediante el evento MSA_WAITING_ID generado justo 
después de asociarse. El evento es recogido por MSA_ProcessEvent() y 
construye un mensaje con el tipo de datos WAITING_ID y como datos el valor 
0xFF que simboliza la inexistencia de identificador. A continuación se observa 
la generación de este mensaje: 
 
if (events & MSA_WAITING_ID) //Enviamos a Controlador diciendole que esperamos 
un id 
  { 
    if(SENSOR) 
    { 
      msa_Data1[0] = WAITING_ID; 
      msa_Data1[1] = 0xFF; //sin id 
       
      MSA_McpsDataReq((uint8*)msa_Data1, 
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                      MSA_PACKET_LENGTH, 
                      TRUE, 
                      msa_CoordShortAddr ); 
    } 
    return events ^  MSA_WAITING_ID; 
 
El controlador, como hemos visto en el apartado 5.3.2.3, responde con el 
identificador seleccionado generando con la llegada del mensaje el evento 
MAC_MCPS_DATA_IND en el sensor. 
 
Se analizan los datos y se memoriza el valor del identificador. Acto seguido se 
procede a la generación del mensaje de reconocimiento o ACK tal y como se 
puede ver seguidamente: 
 
case MAC_MCPS_DATA_IND: //Recibimos Datos 
  pData = (macCbackEvent_t*)pMsg; 
           
  msa_Data2[0] = pData->dataInd.msdu.p[0]; //Guardamos los datos en msa_Data2 
  msa_Data2[1] = pData->dataInd.msdu.p[1]; 
 
   if (SENSOR)  
   { 
    switch (msa_Data2[0]) //Cabecera de datos 
    {    
        case ASSIGN_ID: //Se asigna al sensor un comando 
        SensorIdentificador = msa_Data2[1]; //GUARDAMOS el identificador 
        //Enviamos el ACK: 
        msa_Data1[0] = ACK; 
        msa_Data1[1] = ASSIGN_ID; 
               
        MSA_McpsDataReq((uint8*)msa_Data1, 
                        MSA_PACKET_LENGTH, 
                        TRUE, 
                        msa_CoordShortAddr); 
        break; 
    […] 
    } 
   } 
5.4.2.3. Recepción de un comando 
Al recibir un comando se genera el evento MAC_MCPS_DATA_IND. 
Se comprueba que el tipo de datos recibido es el que le corresponde 
(Command) y si el campo de datos coincide con el identificador guardado en el 
sensor, se realizará la tarea determinada. En este caso el encendido y apagado 
de un led del SmartRF04EB. 
 
El código que sigue es la continuación del anterior y el que determina si el 
comando recibido es correcto: 
 
  case COMMAND: //Nos envían un comando 
    if(msa_Data2[1] == SensorIdentificador) //comprobamos 
       HalLedSet(2,HAL_LED_MODE_TOGGLE); //realizamos la actividad propuesta 
    Break; 
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CONCLUSIONES 
 
 
A lo largo de este proyecto se han estudiado diferentes protocolos de envío de 
información en función del medio utilizado como el IEEE 802.15.4 para 
comunicaciones por radiofrecuencia, y el RC5 para infrarrojos. Estos protocolos 
se han utilizado en el sistema integrado CC2431 proporcionado por Texas 
Instruments. 
 
Para poder utilizar los infrarrojos como medio de comunicación ha sido 
necesaria la implementación de un emisor y un receptor. Posteriormente se ha 
tenido que adaptar y configurar correctamente dichos circuitos para que 
funcionasen en los dispositivos. Finalmente, se ha recreado un escenario con 
un controlador y un sensor. El sensor ha sido configurado mediante el 
controlador de forma correcta, y el sensor ha respondido acorde a lo esperado. 
 
Gracias a todo esto ha sido posible realizar un primer paso en la creación de 
una red domótica basada en sensores.  
 
Respecto a los objetivos iniciales debe indicarse que debido a los problemas 
que han surgido con la implementación del emisor y del receptor de infrarrojos 
no se ha podido realizar la parte relativa a la difusión de los mensajes del 
controlador por toda la red de sensores. Es decir, en este momento el 
controlador sólo puede interaccionar directamente con un sensor pero no a 
través de otros que actúen como repetidores.  
 
 
En un futuro, para poder llegar a comercializar el sistema, se tendrían que 
soldar los circuitos aquí expuestos en placas de cobre e integrarlas en un 
dispositivo más adaptado al usuario básico. También se podría llegar a 
implementar el sistema multisalto y conseguir una funcionalidad total de la red 
domótica. 
Una mejora podría ser aumentar el alcance de transmisión de los infrarrojos 
para hacerlo comparable al alcance de un control remoto convencional. 
 
Otra funcionalidad que se le podría añadir es el de la localización del 
controlador en función de los sensores. Es decir, el CC2431 tiene la posibilidad 
de implementar un sistema que localiza a un dispositivo en función del resto de 
dispositivos de la red. En este caso, se podría localizar al controlador y realizar 
ciertas actividades conforme se acerca al sensor. Por ejemplo, se podrían 
encender las luces de las habitaciones conforme nos vamos acercando a ellas, 
y apagándose conforme nos alejamos. 
 
 
Respecto a la ambientalización, en pleno siglo XXI, el desarrollo sostenible es 
un factor a tener muy en cuenta. Por ello, toda solución tecnológica debe de 
preocuparse por este factor. 
 
En cuanto a este proyecto, los dispositivos utilizados están ideados para 
trabajar en condiciones de bajo consumo ya que, como se ha observado en el 
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apartado 2.2.3, se dispone de varios modos de consumo energético. Hay que 
tener en cuenta que un sensor tiene la finalidad de realizar una  o más 
funciones y que sea casi totalmente autónomo, es decir, que sus baterías 
puedan durar lo máximo posible. 
 
Además, todos los dispositivos utilizan el estándar IEEE802.15.4 cuyo objetivo 
principal es el de reducir el consumo energético en  las redes de sensores. 
 
Otra cuestión a tener en cuenta es que las soluciones a las que se puede 
destinar un sistema basado en redes de sensores sea el de reducir el consumo 
energético. Por ejemplo permitiendo a un usuario apagar todas las luces de su 
casa mediante un botón de su controlador. 
 
  
IMPLEMENTACION DE UNA SOLUCION DOMOTICA BASADA EN SENSORES   47 
BIBLIOGRAFÍA Y REFERENCIAS 
 
 
[1] Estándar IEEE 802.15.4:  
http://standards.ieee.org/getieee802/download/802.15.4a-2007.pdf 
 
[2] Protocolo RC5: http://www.sbprojects.com/knowledge/ir/rc5.htm 
 
[3] CC2431: http://focus.ti.com/docs/prod/folders/print/cc2431.html 
 
[4] SmartRF04EB aparece en CC2431DK: http://www.ti.com/litv/pdf/swru133 
 
[5] Design Note DN113: http://focus.ti.com/lit/an/swra223/swra223.pdf 
 
[6] TLC555: http://focus.ti.com/docs/prod/folders/print/tlc555.html 
 
[7] TSOP1836: 
    http://www.alldatasheet.com/datasheet-pdf/pdf/26603/VISAY/TSOP1836.html 
 
  
