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Abstrakt 
Videokonference je moderní způsob komunikace, při kterém se mezi účastníky 
přenáší obraz i zvuk a během přenosu se mohou vyměňovat také různá data. Cílem této 
práce je vytvořit aplikaci pro spojení až osmi účastníků do videokonference a vytvořit 
webové rozhraní pro usnadnění konfigurace této aplikace. Nejprve jsou popsány typy 
videokonferencí a možnosti realizace videokonferencí. Dále je popsán signalizační pro-
tokol SIP, který je používán pro sestavování multimediálních relací. Pro realizaci vi-
deokonferenční aplikace byl vybrán systém IVP od firmy RADVISION. IVP je kom-
plexní systém pro provozování videokonferencí, který umožňuje realizovat a provozo-
vat různé druhy služeb. Tento systém se svými základními komponentami je popsán 
v další části práce. Dále je popsáno rozhraní pro tvorbu aplikací, které IVP programáto-
rům nabízí. Hlavní částí práce je návrh a realizace videokonferenční aplikace, která je 
realizována jako služba IVP. Je popsán postup realizace a testování aplikace. Pro 
usnadnění konfigurace videokonferenční aplikace bylo navrženo a realizováno webové 
rozhraní. Toto rozhraní také umožňuje provozovateli služby spravovat uživatelské účty.  





Videokonference, SIP, IVP, V2XML, Java Servlet, JSP. 
  
Abstract 
Videoconferencing is a modern way of communication, in which the participants 
carry picture and sound and during transmission can also exchange various data. The 
aim of this work is to create an application for the connection of up to eight participants 
to videoconferencing and create a web interface to facilitate configuration of this appli-
cation.  Videoconferences types and the feasibility are described in the first part of this 
work. Furthermore, the SIP (Session Initiation Protocol) protocol used to production of 
multimedia sessions is described. RADVISION IVP system was selected to the imple-
mentation of videoconferencing application. IVP is a complex system for the operation 
of videoconferencing, which allows implementing and operating various types of ser-
vices. Basic components of system are described in next section of this work. Second 
part of this work describes interface for applications creating that IVP offers to pro-
grammers. The main part of this work is the design and implementation of video confe-
rencing application that is realized as an IVP service. There is described the implemen-
tation and testing. A web interface to facilitate the configuration of video conferencing 
applications has been designed and implemented. This interface also allows the service 
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Úvod 
Videokonference je moderní způsob komunikace, který se dá využít v mnoha obo-
rech lidské činnosti. Přenáší se při něm obraz i zvuk, účastníci si během přenosu mohou 
vyměňovat také různá data. Videokonference se uplatňují při poradách managementu 
podniků, státních organizací, slouží také při kontrolní činnosti atd. Pravidelně se užívají 
v medicíně, kdy například speciální operaci mohou sledovat lékaři po celém světě a 
přispívat svými zkušenostmi. Uplatnit se mohou při marketingových, propagačních i 
kulturních akcích, při firemních školeních, výuce ve školách a jinde. Mezi hlavní výho-
dy využívání videokonferencí patří úspora finančních i časových nákladů, větší opera-
tivnost a v neposlední řadě lepší kontakt mezi komunikujícími účastníky než při použití 
klasických telefonů. Stručný úvod do problematiky videokonferencí poskytuje první 
kapitola. 
Pro připojení účastníků do videokonference je nejprve potřeba vytvořit spojení 
mezi koncovým zařízením a videokonferenčním serverem (nebo mezi dvěma koncový-
mi zařízeními), toto spojení řídit a také ukončit. K tomu se využívá tzv. signalizačních 
protokolů. V současnosti se využívají dva, protokol SIP (Session Initiation Protocol) a 
H.323 (resp. dílčí protokol H.225 pro paketově orientované sítě). Protokol H.323 je ro-
bustní, binárně orientovaný protokol zastřešující multimediální komunikaci v sítích, 
které nenabízejí potřebnou garanci kvality služeb. Protokol SIP je proti H.323 jednoduš-
ší, textově orientovaný a navazuje pouze tzv. relaci mezi dvěma koncovými body. Sa-
motné dohodnutí parametrů komunikace musí řešit jiný protokol, např. SDP (Session 
Description Protocol). Ve druhé kapitole jsou popsány základní prvky protokolu SIP. 
V další části práce je popsána IVP (Interactive Video Platform). Je to komplexní 
systém pro provozování videokonferenčních služeb, který umožňuje propojit do video-
konference účastníky využívající různé přístupové sítě (např. ISDN (Integrated Services 
Digital Network), 3G (third generation) mobilní sítě, IP (Internet Protokol) sítě). Na 
tomto systému může být provozováno mnoho různých služeb. Služby jsou naprogramo-
vány v jazyce V2XML (Voice & Video XML), což je jazyk navržený pro snadné řízení a 
upravování audiovizuálních toků.  
V jazyce V2XML je navržena a realizována aplikace pro spojení až osmi účastní-
ků do videokonference. Hlavní výhodou videokonferenční aplikace běžící jako služba 
na IVP je, že systém IVP transformuje audiovizuální toky od jednotlivých uživatelů do 
jednoho toku, který poté posílá uživatelům zpět. Tím se značně snižuje potřebná šířka 
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pásma přenosové sítě, než kdyby jednotlivá videa zpracovávala až klientská stanice. 
Návrh aplikace spolu s popisem jednotlivých částí a praktické ověření pomocí programu 
X-Lite je popsán v další části práce. 
Nevýhodou navržené videokonferenční aplikace je složitá konfigurace adres ko-
munikujících uživatelů. Konfigurace musí být prováděna editací zdrojového souboru 
aplikace, což je pro běžné uživatele nevhodné. Proto je videokonferenční aplikace rozší-
řena o webové rozhraní, které její konfiguraci značně usnadňuje. Rozhraní také umož-
ňuje registraci a autorizaci uživatelů, kteří chtějí videokonferenční aplikaci využívat. 
Rozhraní je realizováno jako webová aplikace na platformě Java EE (Java Enterprise 
Edition) s využitím technologií Java Servlet a JSP (JavaServer Pages). Popis těchto 
technologií, realizace a testování webového rozhraní se nachází v poslední části práce. 
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1 Videokonference 
Videokonference se v současné době spolu s VoIP (Voice over IP) stávají hlavním 
trendem v komunikaci a spolupráci lidí na dálku. Stále se vyvíjejí nové technologie pro 
videokonference provozované přes IP sítě, které jsou navrženy spíše pro přenos dat, než 
pro přenos hlasu a videa v reálném čase. Nové, rychlejší digitální signálové procesory 
umožnily moderním koncovým zařízením používat pokročilejší kompresní algoritmy, 
jejichž výhodou je lepší kvalita zvuku a videa při stejných přenosových rychlostech. 
Tyto technologie spolu s moderními webovými aplikacemi umožňují například učiteli 
ukazovat svoji prezentaci nebo PC plochu svým žákům, kteří mohou být kdekoliv na 
světě, pouze s využitím svého internetového prohlížeče. Účastníci videokonference si 
také mohou vyměňovat své zkušenosti a poznámky textovou formou. 
1.1 Typy videokonferencí  
Existují tři hlavní typy videokonferencí [3]: 
• Ad hoc konference – je nejjednodušší model konferencí a má nejméně možnos-
tí nastavení, ale pro uživatele je jednoduchý na vytvoření. Jeden účastník jedno-
duše vytočí číslo druhého účastníka. V průběhu hovoru mohou přizvat dalšího 
účastníka. 
• Konference bez rezervace – tento typ je alternativou k plánovaným konferen-
cím, používá se, když organizátor potřebuje rychle vytvořit konferenci bez udá-
vání počtu účastníků a trvání konference. Organizátor pouze zadá název a identi-
fikátor konference, a ta je okamžitě vytvořena. Dalším typem konference bez re-
zervace je neomezená nebo nepřetržitá konference, ta je vždy aktivní a uživatelé 
se k ní mohou kdykoliv připojit. 
• Plánovaná konference – je komplexnější a má širší možnosti nastavení. Je vlo-
žena do systémového kalendáře ve stanovený den a čas. Organizátor musí speci-
fikovat více údajů než u předchozích, například počet účastníků a trvání. Se-
znam naplánovaných konferencí může být umístěn na webové stránky, aby moh-
li uživatelé vyhledávat a připojovat se k nim.  
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U nejjednodušších videokonferencí typu ad hoc je zapotřebí pouze s koncových 
zařízení, které se mezi sebou dokážou přímo spojit. U videokonferencí s více účastníky 
je již spojení vícebodové a musí se využít videokonferenční server. Jeho hlavní úlohou 
je propojit jednotlivé audiovizuální toky mezi sebou (například vysílat audio a video od 
právě mluvícího účastníka k ostatním). Další funkcí bývá možnost přidat do jednotli-
vých videí nějaký titulek (např. jméno účastníka na videu), nebo překódovat data do 
jiných formátů, což se ale musí dít v co nejkratším čase. Hlavní součástí videokonfe-
renční sítě je jednotka MCU (Multipoint Conferencing Unit). Její úlohou je řídit a smě-
rovat jednotlivé audiovizuální toky a pomocí dalších komponent provádět výše zmíněné 
operace. Videokonferenční server umožňuje propojit i účastníky používající různé pří-
stupové sítě pomocí bran, jak je vidět na obrázku 1.1. Pro sestavení spojení s jednotli-
vými účastníků se používají signalizační protokoly, například SIP  nebo H.323. 
 
Obr. 1.1: Propojení účastníků s využitím videokonferenčního serveru 
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2 Signalizační protokol SIP 
SIP je signalizační protokol definovaný v RFC 3261 [10] pro sestavení a řízení 
multimediálních relací ve videokonferencích, ve VoIP, a dalších multimediálních i tex-
tových aplikacích provozovaných přes IP sítě. Tento protokol je textově orientovaný, 
založený na HTTP (Hypertext Transfer Protocol) [6] a SMTP (Simple Mail Transfer 
Protocol) [6], takže používá zprávy typu žádost a odpověď. Je nezávislý na transport-
ním protokolu, ale v běžných IP sítích využívá většinou protokol TCP (Transmission 
Control Protocol) nebo UDP (User Datagram Protocol). Protokol SIP zajišťuje pět 
základních činností [11]: 
• nalezení účastníka – nalezení spojení s koncovou stanicí, 
• určení schopností účastníka – použité kodeky, přenosové rychlosti aj., 
• určení dostupnosti účastníka – jestli má obsazeno, přesměrováno aj., 
• sestavení relace – vlastní navázání spojení s využitím protokolu SDP, 
• změny během relace – změny vlastností v průběhu relace, ukončování relace. 
2.1 Komponenty definované pro SIP 
V síti, kde se využívá protokol SIP, se mohou objevit tyto základní prvky [11]: 
• UA (User Agent) – existují dva typy UA. UA klient generuje SIP žádosti a při-
jímá SIP odpovědi a UA server naopak přijímá žádosti a generuje odpovědi. SIP 
koncová zařízení obsahují oba typy UA. Při navazování spojení se jeden chová 
jako klient a druhý jako server (Obr. 2.1). 
 
Obr. 2.1: User Agent 
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• Proxy server – přijímá SIP žádosti, rozhoduje kam je poslat a přeposílá je 
k dalšímu serveru (další server může být UA). Proxy server může poskytovat 
funkce autentizace, autorizace, zabezpečení aj. Komunikace mezi dvěma UA 
přes proxy server je znázorněna na obrázku 2.2. 
 
Obr. 2.2: Proxy server 
• Redirect server – přijímá SIP žádosti a informuje volajícího na jakou adresu má 
žádost poslat - provádí tak směrování (Obr. 2.3). 
 
Obr. 2.3: Redirect server 
• Registrar – zpracovává požadavky na registraci od UA klientů. Registrační žá-
dosti obsahují aktuální umístění (typicky IP adresu) UA. Registrar ve své data-
  17 
 
bázi přiřadí k URI (Uniform Resource Identifier) daného UA informaci o jeho IP 
adrese (Obr. 2.4). Většinou bývá svázaný s proxy serverem. 
 
Obr. 2.4: Registrar 
Každý prvek vykonává určitou funkci a je nezávislý na ostatních. Jednotlivé prv-
ky se adresují pomocí URI a mohou být umístěny na jednom serveru, nebo rozmístěny 
v síti. Adresa URI je podobná e-mailové adrese a má tvar sip:uživatel@doména:port 
(port je nepovinný, standardně 5060). 
2.2 Zprávy SIP 
Signalizace pomocí SIP se uskutečňuje pomocí žádostí (tzv. metod) a odpovědí. 
Žádosti se skládají z názvu metody spolu s požadovaným URI a verzí SIP, několika polí 
hlavičky a volitelného těla zprávy. Odpovědi obsahují stavový řádek, kde je verze SIP 
spolu s kódem odpovědi a textovým popisem a opět pole hlavičky a volitelné tělo. 
2.2.1 Žádosti SIP 
Existuje několik typů žádostí, mezi nejčastěji používané patří tyto: 
• INVITE – vytvoření spojení, 
• BYE – ukončení navázaného spojení, 
• OPTIONS – vyžádání schopností koncového bodu, 
• ACK – potvrzení, že UA dostal finální odpověď na INVITE, 
• REGISTER – registrace umístění UA (nejčastěji přiřazení IP adresy k URI), 
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• CANCEL – ukončuje spojení ještě před vyřízením žádosti. 
Příklad žádosti SIP INVITE (tělo zprávy obsahuje zprávu protokolu SDP popisující 
sestavovanou relaci) [3]: 
INVITE sip:meetingplace@172.27.14.53 SIP/2.0 










o=Sam 1549546120 0 IN IP4 10.10.10.26 
s=- 
c=IN IP4 10.10.10.26 
t=0 0 
m=audio 49220 RTP/AVP 0 
a=rtpmap:0 PCMU/8000 
 
2.2.2 Odpovědi SIP 
Odpovědi jsou číslovány čísly 100 až 699 a dají se rozdělit do skupin po stovkách 
(1xx, 2xx, 3xx, 4xx, 5xx, 6xx), přičemž každá skupina vyjadřuje jeden typ odpovědi 
[10]. Další dvě čísla označují konkrétní odpověď (např. 200 OK). Skupina 1xx jsou 
dočasné odpovědí, ostatní skupiny jsou odpovědi finální. 
• 1xx – žádost ještě není vyřízena, ale je zpracovávána. Tato odpověď má infor-
mativní charakter, příkladem může být 180 Ringing, 100 Trying. 
• 2xx – označuje úspěšně vyřízenou žádost (např. 200 OK). 
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• 3xx – přesměrování. Posílá informaci o novém umístění uživatele (např. 301 
Moved Permanently) nebo o alternativní službě, která by měla být schopna 
uskutečnit hovor. 
• 4xx – indikuje chybu a znamená, že příjemce nemohl žádost zpracovat (např. 
400 Bad Request). 
• 5xx – indikuje chybu na serveru (např. 500 Internal Server Error). 
• 6xx – příjemce nemohl být z nějakého důvodu kontaktován, například je zane-
prázdněn (600 Busy Everywhere). 
Příklad SIP odpovědi 200 OK [3]: 





Date: Fri, 01 Mar 2002 00:15:28 GMT 
Call-ID: 11021984836447@172.27.14.4 
Server: Cisco-conferenceserver 
CSeq: 1 INVITE 
Allow: INVITE, OPTIONS, BYE, CANCEL, ACK, PRACK, UPDATE, 
REFER, SUBSCRIBE, NOTIFY, INFO, 
REGISTER, PUBLISH 
Contact: <sip:meetingplace@172.27.14.53:5060> 
Reason: Q.850; cause=47 
Content-Length: 0 
Žádost, ke které odpověď patří, je identifikována parametrem CSeq v hlavičce. Tento 
parametr obsahuje pořadové číslo a metodu příslušné žádosti. 
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3 Interactive video platform 
IVP je konkrétním příkladem komplexního systému pro provozování videokonfe-
rencí od firmy RADVISION. Je to platforma určená pro mobilní i pevné operátory a 
poskytovatele služeb, kteří provozují hlasové a video služby, jako například video call 
centra, chat místnosti s živým videem, videokonference, systémy pro střežení objektů 
aj. IVP může být také vyžívána jako Media Resource Function neboli jako zdroj médií 
v IMS (IP Multimedia Subsystem) síti, v takovém případě je řízena SIP aplikačním ser-
verem a vykonává všechny funkce spojené se zpracováním médií. 
IVP poskytuje rozhraní pro programování aplikací (API - Application program-
ming Interface). API využívá HTTP protokol a je založeno na proprietárním jazyku 
V2XML, který vychází z XML (Extensible Markup Language). Je to událostmi řízený 
programovací jazyk, který je zaměřený hlavně na ovládání audia a videa a umožňuje tak 
jednoduše realizovat spoustu odlišných služeb. IVP aplikace mohou být umístěny na 
standardním webovém serveru.  
3.1 Hlavní funkce IVP 
Hlavní funkce jsou poskytovány s využitím V2XML API a patří mezi ně hlavně [4]: 
• přijímat příchozí audiovizuální hovory a řídit je pomocí obslužné aplikace, 
• inicializovat odchozí audiovizuální hovory, 
• přenášet k uživatelům živý nebo uložený audiovizuální obsah, 
• spojení více uživatelů do jednoho sezení, uživatelé mohou používat protokol SIP 
nebo H.323, a nebo i mobilní telefon s podporou UMTS (Universal Mobile Te-
lecommunications System), 
• nahrávání audiovizuálních toků, 
• možnost reagovat na řadu událostí, například DTMF (Dual Tone Multi Frequen-
cy) tóny, konec videa, odpojení uživatele atd., 
• řízení rozvržení obrazovky dovoluje vytvářet zobrazení jako dělená obrazovka, 
obraz v obraze aj., 
• přidávat text do videa, 
• nastavovat časovače a reagovat na jejich vypršení, 
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• vytvářet sdílená média, která umožňují přístup k zařízení, které nepodporuje při-
pojení více uživatelů a video z něho rozesílat více uživatelům. 
3.2 Vnitřní komponenty IVP 
Ve většině případů IVP obsahuje tyto součásti [5]: 
• Multipoint Conferencing Unit (MCU), 
• Multimedia Streaming Proxy server (MSP), 
• Back-to-Back User Agent (B2BUA), 
• Enhanced Communication Server (ECS), 
• Interactive Video Platform kontrolér, 
• Interactive Video Platform manažer. 
Jejich propojení a komunikace s okolím je naznačena na obrázku 3.1 [5]. 
 
Obr. 3.1: Struktura IVP 
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3.2.1 Multipoint conferencing unit 
MCU je součást, která je schopná přijímat volání ze SIP nebo H.323 audio-
vizuálních terminálu a připojit je k existujícímu sezení nebo mu umožnit přístup 
k živému či uloženému mediálnímu obsahu. Má také široké možnosti zpracování audia 
a videa, takže umožňuje plnou kontrolu nad tím, co uživatel vidí a slyší. MCU umí pro-
pojit současně několik audiovizuálních toků a poskytuje celou škálu rozložení zobrazení 
(tzv. layoutů, například split-screen, picture-in-picture), umožňuje vkládat text do videa 
atd. V systému může být i několik jednotek MCU pro zvýšení výkonnosti. MCU je ří-
zen IVP kontrolérem a vybaven nejméně jedním MVP (Multipoint Video Processor). 
MVP je hardwarová součást vybavená digitálními signálovými procesory, která zajišťu-
je veškeré zpracování videa (například vkládání textu, skládání výsledného videa 
z několika zdrojů, překódování videa). 
3.2.2 Multimedia streaming proxy 
Je softwarová součást běžící na operačním systému Linux. Používá se k přístupu 
k audio a video obsahu a pro přehrávání a nahrávání. Umí přistupovat ke streamovacím 
serverům pomocí RTSP (Real-Time Streaming Protocol) [1] protokolu a také 
k lokálním a síťovým úložným zařízením. 
3.2.3 Back-to-back user agent 
 Je softwarová součást běžící na operačním systému Linux. Zajišťuje propojení 
příchozího SIP hovoru k MCU, pro uživatele plní funkci přístupového bodu SIP. Je ří-
zen IVP kontrolérem, který rozhoduje o směrování hovorů k MCU na základě dostup-
ných prostředků. Většinou komunikuje s externím SIP serverem, protože neposkytuje 
všechny potřebné funkce (např. registrace uživatele). 
3.2.4 Enhanced communication server 
Je to volitelná součást IVP běžící jako služba na operačním systému Microsoft 
Windows. Má obdobné vlastnosti jako B2BUA, ale slouží k propojení účastníků využí-
vajících protokol H.323. Může sloužit jako tzv. gatekeeper pro registraci IVP příslušen-
ství, koncových bodů nebo bran do jiných sítí.  
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3.2.5 Interactive video platform kontrolér 
Řídí a komunikuje se všemi součástmi IVP. Je zodpovědný za komunikaci 
s aplikacemi přes HTTP protokol, přijímá V2XML stránky a vykonává je. Jeden IVP 
systém může podporovat mnoho služeb, které jsou od sebe odlišeny číslem, které uživa-
tel pro přístup k dané službě musí volat. V závislosti na volaném čísle IVP kontrolér 
spustí příslušnou službu a začne vykonávat příkazy na V2XML stránce, která je defino-
vána danou službu. 
3.2.6 Interactive video platform manažer 
Slouží pro centrální správu celého IVP systému. Poskytuje grafické uživatelské 
rozhraní pomocí internetového prohlížeče, kde mohou být všechny komponenty moni-
torovány a spravovány. Využívá protokol SNMP (Simple Network Management Proto-
col) pro shromažďování informací od jednotlivých komponent a potom je přeposílá do 
centrály správy SNMP. Je realizován jako softwarová komponenta, která běží na ope-
račním systému Linux a využívá webového serveru Apache Tomcat a databáze 
MySQL. 
4 Rozhraní pro tvorbu aplikací v IVP 
IVP nabízí programátorům rozhraní pro tvorbu aplikací (API) [4]. Toto rozhraní 
je založeno na komunikaci mezi IVP a webovým serverem, na kterém jsou aplikace 
umístěné. Komunikace probíhá pomocí posílání HTTP žádostí a odpovědí na ně. IVP 
většinou funguje jako HTTP klient a webový server s aplikací jako server, jak ukazuje 
obrázek 4.1. Typická komunikace probíhá tak, že IVP přijme hovor (např. ze SIP tele-
fonu), zjistí, jakou službu uživatel volá, vytvoří novou relaci příslušné aplikace a pošle 
žádost HTTP se všemi potřebnými údaji řídící aplikaci na webový server. Tato aplikace 
pošle odpověď HTTP spolu s V2XML stránkou obsahující příkazy, podle kterých IVP 
s hovorem zachází. Průběh komunikace je znázorněn v první části obrázku 4.2 . 
API obsahuje řadu příkazů, které umožňují programátorovi připojovat IVP 
k různým druhům audio a video zdrojů (např. ke kamerám, k uživatelům pomocí proto-
kolů SIP nebo H.323), řídit rozmístění jednotlivých videí ve výsledném, při spojování 
více zdrojů do jednoho (řídit tzv. layout), nahrávat audio a video nebo ho streamovat 
pomocí RTSP na streamovací server, odkud si ho mohou prohlížet další uživatelé atd. 
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Obr. 4.1: Komunikace mezi IVP a webovým serverem 
4.1 Struktura žádostí a odpovědí HTTP 
Žádost vyslaná IVP je obyčejná HTTP žádost obsahující název požadované strán-
ky a doplňkové informace uvnitř HTTP hlavičky. Obsah takové žádosti může vypadat 
takto [4]: 
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Vysvětlení jednotlivých položek v hlavičce: 
Accept – udává typ odpovědi, která může být text/xml nebo application/xml, 
User-Agent – označuje IVP a jeho verzi, 
X-CallerId – telefonní číslo volajícího, 
X-DisplayName – jméno volajícího, které se má zobrazit, 
X-SessionId – jedinečný identifikátor relace, která se volajícímu vytvořila. Tento iden-
tifikátor může být například použit při spojování dvou relací, 
X-MediaType – udává typ média, který uživatel posílá (AudioOnly nebo RichMedia), 
X-Protocol – udává typ použitého signalizačního protokolu (H.323 nebo SIP), 
X-CallerPartyNumber – číslo, které uživatel vytočil, 
X-Presentation – udává, jestli bude vidět callerId volajícího (allowed nebo restricted), 
X-ProductId – identifikátor připojeného terminálu. 
Odpověď z řídící aplikace je HTTP odpověď typu text/xml nebo application/xml, 
a ve svém obsahu má požadovanou V2XML stránku. 
4.2 Žádost inicializovaná aplikací 
V některých případech potřebuje sama aplikace inicializovat nějakou akci, napří-
klad vytvořit novou relaci nějaké aplikace (normálně se nová relace vytvoří, když uživa-
tel zavolá na číslo příslušné aplikace). O takovou akci musí aplikace požádat IVP. Ko-
munikace opět probíhá na základě žádostí a odpovědí HTTP s tím rozdílem, že aplikace 
teď funguje v roli klienta a IVP jako server. Aplikace může vyvolat dva typy akcí, buď 
vytvoření nové relace aplikace, nebo poslat nějakou událost, která se v aplikaci projeví 
vyvoláním akce <onEvent>. Aplikace na ni může reagovat V2XML operací stejně 
jako u ostatních událostí vyvolaných IVP (například operací <go>, kterou požádá o 
novou V2XML stránku, jak je znázorněno ve druhé části obrázku 4.2  [4]). 
4.2.1 Posílání událostí 
Když chce aplikace poslat událost do IVP, musí poslat HTTP žádost na IP adresu 
IVP na port 1500, na kterém naslouchá služba sendevent. Žádost obsahuje následující 
položky: 
• sessionId – identifikátor relace, které se má událost poslat. Místo tohoto para-
metru může být parametr callerId, 
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• callerId – telefonní číslo volajícího. Místo tohoto parametru může být parametr 
sessionId, 
• eventId – řetězec (nesmí obsahovat mezery a speciální znaky), který identifikuje 
posílanou událost. Tento řetězec je potom používán v elementu <onEvent> na 
V2XML stránce k identifikaci této události. 
Poslání události s názvem TEST do relace s číslem 4287603616 vypadá takto: 
http://147.229.149.26:1500/sendevent?sessionId=4287603616&eventId=TEST 
Odpovědí na takovou žádost může být HTTP 200 (OK) při úspěšném splnění žá-
dosti nebo některá z chybových odpovědí obsahující popis chyby. 
4.2.2 Vytvoření relace 
Vytvoření nové relace některé aplikace probíhá podobně jako posílání událostí. 
Služba, které musíme žádost poslat, se jmenuje createsession a žádost musí obsahovat 
tyto parametry: 
• app – jméno aplikace, pro kterou vytváříme novou relaci, 
• cookie – unikátní řetězec reprezentující žádost. 
Vytvoření nové relace aplikace s názvem test provedeme například takto: 
http://147.229.149.26:1500/createsession?app=test&cookie=1234 
Odpovědi na žádost jsou obdobné jako při posílání události.  
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Obr. 4.2: Průběh hovoru 
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5 Vytváření IVP aplikací 
Při vytváření aplikací pro IVP musíme jednak vytvořit řídící aplikaci, která se 
musí nahrát do IVP a obsahuje základní parametry vytvářené služby, a také vlastní 
V2XML stránku. Ta obsahuje příkazy, pomocí kterých vytváříme vlastní funkčnost 
služby, tj. například co a za jakých podmínek uživatel uvidí. K tomu využíváme mož-
nost reagovat na různé události (např. DTMF) a na základě nich se přepínat mezi něko-
lika stavy – aplikace funguje jako stavový automat. Službou se zde tedy myslí spojení 
řídící aplikace a k ní příslušné V2XML stránky. 
Každá vytvářená služba má svoje přístupové číslo (nebo několik), které musí uži-
vatel vytočit na svém telefonu pro přístup k dané službě. Každá služba má také defino-
vánu výchozí V2XML stránku, která se začne vykonávat ihned poté, co uživatel tuto 
službu zavolá. Během hovoru se tato stránka může nahradit jinou jako reakce na udá-
lost. 
5.1 Definice řídící aplikace 
Řídící aplikace se definuje pomocí značek XML jazyka a obsahuje popis vytváře-
né služby. Jako základní parametry obsahuje název služby, její popis, přístupové číslo, 
cestu k výchozí V2XML stránce a kvalitu videa. Další parametry mohou být tón při stis-
ku tlačítka, minimální a maximální číslo portu, které může služba využívat, čímž mů-
žeme omezit počet uživatelů služby a další. Aplikaci můžeme definovat pomocí webo-
vého rozhraní IVP manažeru nebo zápisem do souboru s příponou *.app, jehož obsah 
ukazuje následující příklad [4]: 
<?xml version="1.0"?> 
<application> 
  <name>Menu aplikace</name> 
  <description>Aplikace s jednoduchym menu</description> 
  <accessNumber>7777101</accessNumber> 
  <accessNumber>101</accessNumber> 
  <initialDocument> 
    applications/menuAplikace.v2xml 
  </initialDocument> 
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  <dtmfToneUrl>4.wav</dtmfToneUrl> 
  <minumberOfPorts>3</minNumberOfPorts> 
  <maxNumberOfPorts>10</maxNumberOfPorts> 
  <resourceType>IVP-3G-Mobile-Video</resourceType> 
</application> 
5.2 Struktura V2XML dokumentu 
Příkazy na V2XML stránce mohou být všechny zapsány v souboru 
s příponou *.v2xml, nebo dynamicky generovány pomocí některého ze skriptovacích 
jazyků (ASP, JSP, PHP, Perl atd.). Dynamicky generovaných stránek využijeme u složi-
tějších aplikací, kdy například pomocí uživatelova callerId můžeme provést jeho autori-
zaci k dané službě. 
Všechny V2XML stránky jsou v principu dokumenty v jazyce XML 1.0, jejichž 
základní struktura je pevně daná [4]: 
<?xml version="1.0"?> 
<v2xml version="1.0"> 
  <head> 
    <!-- Deklarace --> 
  </head> 
  <body> 
    <!-- Řídící instrukce --> 
  </body> 
</v2xml> 
Popis jednotlivých tagů (značek): 
<xml> a <v2xml> – jsou názvy použitých jazyků spolu s jejich verzemi. 
<head> – hlavička musí obsahovat název výchozího stavu a může obsahovat deklarace 
zdrojů medií, časovačů, čítačů, proměnných. 
<body> – obsahuje definice jednotlivých stavů. V každém stavu může být několik re-
akcí na události (např. <onEnter>, <onStart>, <onDtmf> ) a v každé z nich ně-
kolik operací (např. <Start>, <Stop>, <changeState>). 
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6 Návrh a realizace videokonferenční aplikace 
 Cílem bylo navrhnout aplikaci pro spojení až osmi účastníků do videokonference. 
Tato aplikace je realizována jako služba běžící na IVP a je naprogramována v jazyce 
V2XML. Tento jazyk je založený na XML, a proto také využívá stejný princip progra-
mování pomocí značek (tzv. tagů). Všechny značky musí být párové. To znamená, že 
pro počáteční značku <značka> musí vždy existovat i ukončovací značka 
</značka>. Výjimku tvoří prázdné elementy, které nemají žádný obsah. Takové 
značky mají tvar <značka/>. Značka může také obsahovat několik parametrů. Tako-
vá značka může mít tvar <značka parametr1="hodnota" parame-
tr2="hodnota"> další kód </značka>. 
Programování v tomto jazyce je událostmi řízené programování. Programuje se 
vlastně stavový automat, který se mezi stavy přepíná na základě událostí. Každý stav je 
definován mezi značkami <state> </state> a je označen svým jedinečným iden-
tifikátorem. IVP API poskytuje možnost reakce na mnoho různých událostí [4], ty jsou 
ve V2XML reprezentovány značkami <onXxxx> (např. <onStart>). Mezi těmito 
značkami jsou instrukce, pomocí kterých můžeme reagovat na nastalou událost (např. 
<start>). 
6.1 Realizace služby 
Prvním krokem při realizaci služby videokonference bylo (jako u jakékoliv jiné 
služby) vytvořit řídící aplikaci. Tento kód je umístěn v souboru Videokonference.app v 
příloze B a zde jsou popsány použité příkazy: 
<application> - značí, že budeme definovat řídící aplikaci, 
<name> - název aplikace, 
<description> - popis definované služby, 
<accesNumber> - přístupové číslo ke službě (číslo, které uživatel volá), 
<initialDocument> - cesta k souboru s definicí služby v jazyce V2XML, 
<dtmfToneUrl> - definice zvuku, který se uživateli ozve při stisknutí tlačítka, 
<shutdownWarningUrl> - zvuk, který se uživateli ozve, když systém příjme poža-
davek na restart, 
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<shutdownAlarmUrl> - zvuk, který se uživateli ozve před vypnutím systému, 
<minNumberOfPorts> - minimální počet portů, které se rezervují při vytvoření no-
vé relace aplikace, 
<maxNumberOfPorts> - maximální počet portů, které může jedna relace využít, 
<resourceType> - kvalita videa, kterou bude aplikace používat, 
Dále bylo nutné naprogramovat vlastní funkčnost služby pomocí jazyka V2XML. 
Služba funguje tak, že po zavolání na číslo definované výše je spuštěno úvodní video 
spolu s výzvou na stisk libovolného tlačítka pro zahájení videokonference. Toto video 
se opakuje, dokud uživatel nestiskne některé z tlačítek na svém telefonu. Po volbě tla-
čítka úvodní video skončí a obrazovka se rozdělí na několik části – v každé bude video 
od jednoho účastníka. Aplikace umístí video od účastníka, který videokonferenci inicia-
lizoval do pravého horního rohu, a zároveň inicializuje hovor k ostatním účastníkům 
definovaným v hlavičce V2XML stránky. Po přijetí volání ostatními účastníky aplikace 
umístí jejich videa do zbylých pozic na obrazovce. Vlastní kód řídící tuto službu je 
umístěn v souboru Videokonference.v2xml v příloze B a zde jsou popsány použité pří-
kazy: 
Sekce <head>: 
<media> - deklaruje multimediální soubor, který lze spouštět/zastavovat. Tento soubor 
může být spouštěn z lokálního serveru nebo ze vzdáleného serveru pomocí 
protokolu RTSP. Značka <media> musí obsahovat parametr id, pomocí 
kterého se na tento soubor odkazuje a parametr url, který definuje cestu 
k souboru. Pomocí loop lze zajistit opakování přehrávání média ve smyč-
ce. 
<call> - deklaruje příchozí/odchozí hovor. Musí obsahovat parametr id pro odkazo-
vání na tento hovor. Parametr dialStr, což je vlastně URI daného účastníka 
a protokol, který definuje použitý signalizační protokol. 
<view> - deklaruje nastavení vzhledu, resp. nastavení rozložení zobrazení (layoutu). 
IVP API definuje několik možných typů zobrazení [4], které se zapisují 
v podobě čísel (v tomto případě 10 – jedno video přes celou obrazovku, 40 – 
čtyři videa v rozložení 2x2). Povinnými parametry jsou id a initial-
Layout (výchozí rozložení). 
<initialState> - výchozí stav, do kterého se přejde po spuštění služby 





<onEnter> - reakce na událost vstoupení do daného stavu. 
<start> - spustí zdroj definovaný parametrem sourceId. 
<onDtmf> - reakce na stisknutí tlačítka uživatelem. Bez parametrů reaguje na stisk 
jakéhokoliv tlačítka.  Parametrem digit je možné reagovat na stisk kon-
krétního tlačítka a  parametrem sourceId na stisk tlačítka od konkrétní-
ho účastníka. 
<stop> - zastaví přehrávání média definovaného parametrem sourceId. 
<setLayout> - umožňuje změnit rozložení zobrazení. Parametr viewId určuje, u 
kterého zobrazení chceme rozložení změnit. Parametr layout určuje 
novou hodnotu. 
<setInView> - definuje, do kterého zobrazení se spouštěné video umístí (viewId) a 
do jaké pozice (region – číslo od 0 do 15.  Nula značí levý horní roh a 
pokračuje se po směru hodinový ručiček). 
<onStart> - reakce na zahájení přehrávání videa (např. čekáme až volaný účastník 
příjme hovor). 
<setSoundLevel> - určuje hlasitost (parametr level s číslem od 0 do 100) zdroje 
určené parametrem sourceId. Parametr direction určuje 
směr zvukového kanálu. 
<setVideoChannel> - spouští/zastavuje (parametr mode) přenos videa kanálem ve 
směru určeném parametrem direction od/ke zdroji určeného 
parametrem sourceId 
6.2 Spuštění služby v IVP 
Pro provozování služby v IVP je nejprve třeba nahrát řídící aplikaci do IVP po-
mocí IVP manažeru. Ke grafickému rozhraní IVP manažeru se lze dostat pomocí inter-
netového prohlížeče po vyplnění přihlašovacích údajů. Pro účely testování bylo použito  
IVP nainstalované na serveru s IP adresou 147.229.149.26. Na pravé straně je zobrazen 
strom všech komponent připojených k IVP. Hlavní sekce s názvem IVP slouží pro glo-
bální nastavení IVP. Mimo jiných obsahuje kartu Applications, která umožňuje prová-
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dět všechny potřebné operace s řídícími aplikacemi (vytvářet, upravovat, aktivo-
vat/deaktivovat, mazat). Nahrání řídící aplikace definované v souboru Videokonferen-
ce.app do IVP je znázorněno na obrázku 6.1. 
Dále je třeba umístit soubor Videokonference.v2xml na server kde je nainstalová-
no IVP a popřípadě upravit cestu k tomuto souboru v řídící aplikaci. Tím je vše připra-
veno pro provozování služby. 
 
Obr. 6.1: Nahrání nové řídící aplikace do IVP pomocí IVP manažeru 
6.3 Praktické ověření funkčnosti služby 
Funkčnost služby byla ověřena pomocí programu X-Lite, což je softwarový vi-
deotelefon, který používá signalizační protokol SIP. Tento klient byl vybrán mimo jiné 
proto, že používá pro kódování videa kodek H.263 a pro kódování audia lze vybrat ko-
dek G.711. IVP podporuje pro kódování videa kodeky H.263 a H.264 a veškeré audio 
toky vnitřně kóduje do G.711, proto je spolupráce s klientem X-Lite bezproblémová. 
Vytvořená služba pracuje s kvalitou označenou STANDARD-RATE-VIDEO, která 
podle specifikací firmy RADVISION [5] vyžaduje šířku pásma až 384kb/s. 
 V programech bylo potřeba nastavit základní parametry protokolu SIP (Menu → 
SIP Account Settings), zejména User name a Domain (bylo použito 147.229.149.26). 
V programech, které budou přijímat volání z IVP, je potřeba nastavit rozsah používa-
ných portů pro SIP. Bez tohoto nastavení program X-Lite neindikuje příchozí hovor. 
Nastavení se provede v Menu → SIP Account Settings → Proporties → Topology → 
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Manually specify range nastavením 5060 až 5061. Po nastavení všech potřebných pa-
rametrů bylo z jednoho programu zavoláno na číslo služby (v tomto případě 108) a po 
stisknutí libovolného tlačítka služba inicializovala hovor k ostatním nadefinovaným 
účastníkům. Obrázek z jednoho z programů po spojení všech účastníků je na obrázku 
6.2 a 6.3. 
 
Obr. 6.2: Hlavní okno programu X-Lite při navázaném spojení s vytvořenou aplikací 
 
Obr. 6.3: Okno program X-Lite s přijímaným (nahoře) a odesílaným (dole) videem 
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7 Návrh a realizace webového rozhraní 
Úkolem navrženého webového rozhraní je rozšířit využití videokonferenční apli-
kace navržené v předchozí kapitole. Rozhraní umožňuje registraci a přihlašování uživa-
telů, kteří si poté mohou jednoduše nakonfigurovat a spustit svoji videokonferenční 
aplikaci. Konfigurací se rozumí zvolení počtu účastníků, pro které bude videokonferen-
ce spuštěna a vyplnění příslušných URI. Po zadání těchto údajů se automaticky vygene-
ruje soubor s vlastní aplikací. Kliknutím na příslušný odkaz se spustí softwarový SIP 
videotelefon a zavoláním na číslo aplikace se videokonference spustí. 
Webové rozhraní bylo realizováno pomocí programovacího jazyku Java na vývo-
jové platformě Java EE [8]. Jazyk Java vyvinutý firmou Sun Microsystems byl rozdělen 
do několika částí podle účelů jejich použití. Jednou z těchto částí je Java EE. Jde o celý 
balík technologií pro tvorbu rozsáhlých podnikových a informačních systémů nebo 
webových aplikací, z nichž bylo pro tvorbu tohoto webového rozhraní použito jenom 
několik technologií, zejména Java Servlet a JavaServer Pages [9]. 
Použité technologie budou stručně popsány v následujících kapitolách. Dále bude 
popsán postup při vytváření jednotlivých částí webového rozhraní. 
7.1 Java Servlety 
Servlet je program napsaný v jazyce Java běžící na straně serveru, který umí ob-
sluhovat žádosti a odpovědi protokolu HTTP a umožňuje tak vytvářet dynamické 
webové stránky. Obecně lze říci, že můžeme obsluhovat libovolný protokol založený na 
posílání žádostí a odpovědí, ale protokol HTTP je podporovaný nejvíce kvůli jeho ma-
sovému rozšíření.  
Servlety jsou obdobou CGI (Common Gateway Interface) skriptů, ale odbourávají 
některé jejich nevýhody, například instance servletu je spuštěna pouze jednou při prv-
ním požadavku a poté zůstává v paměti a všechny požadavky obsluhuje pomocí vláken. 
To umožňuje používat sdílené informace mezi všemi požadavky na rozdíl od CGI skrip-
tů, kde se pro každý požadavek spouští samostatný proces.  
Servlet, jako jakýkoliv program v Javě, je kompilací přeložen do tzv. bytekódu a 
poté musí být spuštěn uvnitř běhového prostředí, které také obstarává obsluhu HTTP 
protokolu. Těmto běhovým prostředím se říká servletový kontejner nebo webový kon-
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tejner. Webový kontejner může být součástí aplikačního serveru - např. GlassFish nebo 
může být nainstalován samostatně – např. Apache Tomcat. 
Servletem se nazývá každá Java třída, která implementuje rozhraní  
javax.servlet.Servlet. Webové aplikace ale většinou implementují rozhraní 
javax.servlet.http.HttpServlet, které je rozšířením rozhraní obecného 
právě pro protokol HTTP. Nejčastější akcí bývá předefinování metod doGet() a 
doPost(), které reprezentují HTTP požadavky GET a POST. Požadavky GET jsou 
standardním typem požadavku prohlížeče například při požadavku na určitou stránku. 
Jejich charakteristickým znakem je, že přidávají dodatečně posílaná data (např. data z 
formuláře) jako součást URL (Uniform Resource Locator), což ale není vhodné 
například při posílání citlivých údajů. Proto existuje druhá metoda POST, která přidává 
dodatečná data do těla požadavku, takže nejsou v URL vidět a navíc mohou mít 
libovolnou délku. Obě metody doGet() a doPost() přebírají dva parametry 
HttpServletRequest a HttpServletResponse. První z nich reprezentuje 
veškerá data poslaná prohlížečem na server. Druhý naopak veškerá data posílaná ze 
serveru do prohlížeče [2]. 
Použití servletů není nijak omezené, ale většinou se používají pro: 
• zpracování dat z formulářů, 
• generování dynamického obsahu, například načtení dat z databáze na 
základě údajů poskytnutých uživatelem, 
• manipulace se soubory na serveru, 
• práce se stavovými informacemi nad bezestavovým protokolem HTTP 
(např. udržování rozdílných informací pro každého uživatele). 
Servlety jsou primárně určeny k programování aplikační logiky webové aplikace, 
ale poněkud těžkopádně se pomocí nich vytváří samotný výstup v podobě složitější 
html stránky. To byl důvod pro vytvoření JSP, které umožňují jednoduše kombinovat 
statické html stránky spolu s dynamickým obsahem. 
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7.2 JavaServer Pages 
JSP jsou nadstavbou nad Java Servlety a byly navrženy tak, aby maximálně zjed-
nodušily vkládání dynamického obsahu do převážně statické stránky. Často totiž potře-
bujeme mít převážnou část stránky napsanou v HTML a do ní vkládat úseky, které ge-
nerují dynamický obsah. JSP soubory jsou vlastně HTML stránky, do kterých jsou vlo-
ženy speciální tagy obsahující zdrojový kód v jazyce Java. Těmto úsekům kódu se říká 
skriptlety. Dynamický obsah se dá také vložit pomocí knihovny značek JSTL (JavaSer-
ver Pages Standard Tag Library), která bude popsána níže. 
Ze souborů JSP se při prvním požadavku vytvoří zdrojový kód servletu, ten se 
zkompiluje a spustí. Struktura takto vytvořeného servletu může být značně složitá, pro-
tože všechen text a HTML kód se musí předat metodě write(), která zajistí vypsání 
tohoto textu do odpovědi ze serveru. V tom je největší výhoda JSP, protože programátor 
napíše svůj kód do JSP stránky a o všechno ostatní se postará tzv. servlet engine. Při 
dalším požadavku se již volá zkompilovaná verze, takže zpomalení je patrné pouze při 
prvním spuštění. Při změně souboru JSP je tato změna rozpoznána a automaticky do-
chází k nové kompilaci. Programátor se o toto nemusí starat jako v případě servletů. 
7.2.1 JavaServer Pages Standard Tag Library 
JSTL je kolekce jednoduchých značek, které zapouzdřují funkce běžné pro větši-
nu webových aplikací. JSTL výrazně zjednodušuje např. práci s datovými strukturami, 
XML dokumenty nebo relačními databázemi. V této práci byla nejčastěji použita kni-
hovnou JSTL core, která umožňuje práci s datovými strukturami. Zejména umožňuje 
používat proměnné, cykly a větvení v podobě značek <set>, <forEach>, <if>, 
<choose>, <when>. Pro práci s touto knihovnou je nutné zavést tzv. prefix vložením 
řádku:  
<%@ taglib prefix="c" uri="http://java.sun.com/jsp/jstl/core" %>. 
Pomocí prefixu (v tomto případě c) budeme poté na stránce deklarovat, že chceme pra-
covat se značkou právě z této knihovny – např. <c:if>. Dále byly použity značky 
z knihovny SQL, která umožňuje snadnou práci s relačními databázemi. Prefix pro tuto 
knihovnu se deklaruje:  
<%@ taglib prefix="sql" uri="http://java.sun.com/jsp/jstl/sql" %>. 
Než je možné s databází pracovat, musí se deklarovat připojení k této databázi. To se 
provádí pomocí značky <sql:setDataSource>. Pomocí jejich atributů se definuje 
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použitý JDBC (The Java Database Connectivity) ovladač, URL a port na kterém na-
slouchá SQL server a jméno a heslo pro přístup k databázi. Poté je možné pomocí znač-
ky <sql:query> posílat požadavky na výpis informací z databáze a pomocí značky 
<sql:update> ukládat data do databáze. 
JSTL využívá hojně jazyk EL (Expression Language), který umožňuje snadný 
přístup k datům, uloženým jako atributy stránky, požadavku, sezení nebo aplika-
ce. Výrazy jazyka EL jsou označeny konstrukcí ${ }. Mohou se vyskytovat kdekoliv v 
JSP stránce. Jsou vyhodnoceny servletovým kontejnerem a pokud jsou použity jako 
hodnota atributu nějaké značky, výsledná hodnota je předána implementaci značky. 
7.3 Realizace webového rozhraní 
K tvorbě webového rozhraní bylo použito vývojové prostředí NetBeans 
IDE 6.8 [7]. Toto vývojové prostředí je primárně navrženo pro tvorbu v programovacím 
jazyce Java, ale umožňuje i programování např. v jazyce C a C++, PHP nebo HTML. 
Při stažení verze „all“ se spolu s vývojovým prostředím nainstaluje i aplikační server 
Sun GlassFish Enterprise Server a webový kontejner Apache Tomcat.  
Spojením prostředí NetBeans a webového kontejneru Apache Tomcat je velice 
usnadněn vývoj webových aplikací, zejména nahrávání a spouštění aplikací. Všechny 
potřebné činnosti se vykonají po stisknutí tlačítka Run Main Project (nebo klávesa F6) a 
zároveň se aplikace spustí ve výchozím internetovém prohlížeči. Prostředí NetBeans 
také umožňuje ladění webových aplikací, což je jinak velice obtížné. 
Pro ukládání údajů o uživatelích byla vybrána relační databáze MySQL. Tato da-
tabáze je velice rozšířená, je k ní poskytnuta kvalitní dokumentace, a také JDBC ovla-
dač, který umožňuje připojit se k této databázi z aplikací vytvořených v jazyce Java. 
7.3.1 Vytvoření databáze 
Pro účely této aplikace byla vytvořena databáze s názvem videokonference. 
V této databázi jsou k dispozici tři tabulky: uzivatele, prirazeni a skupiny.  
Tabulka uzivatele obsahuje sedm sloupců reprezentujících základní údaje o 
uživatelích: login, heslo, jmeno, prijmeni, mail, uri, telefon. Sloupci 
login je přiřazen primární klíč. To znamená, že údaje v tomto sloupci musí být v celé 
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tabulce unikátní. Všechny sloupce jsou typu VARCHAR, takže slouží k ukládání texto-
vých řetězců. 
V tabulce s názvem prirazeni jsou uloženy informace o příslušnosti uživatelů 
k jednotlivým skupinám. Každý uživatel může být členem v několika skupinách, a proto 
musí být použita tato tabulka, kde každý řádek přiřazuje uživatele do jedné skupiny. 
Tabulka má dva sloupce s názvy uzivatel a skupina. Sloupec uzivatel je typu 
VARCHAR a obsahuje login uživatele. Sloupec skupina je typu INT a je v něm ulo-
ženo ID skupiny, ke které je uživatel přiřazen. 
V tabulce skupiny je uložen seznam všech existujících skupin spolu s identifi-
kátorem této skupiny. Tabulka obsahuje sloupec s názvem nazev typu VARCHAR, ve 
kterém je uloženo jméno skupiny. Dále sloupec ID typu INT, který uchovává identifi-
kátor skupiny. Tento sloupec je nastaven na AUTO_INCREMENT, to zajistí, že nový 
záznam může obsahovat jenom název skupiny a identifikátor přiřadí MySQL server 
automaticky. 
7.3.2 Založení nového projektu 
Před vytvářením jakékoliv aplikace v prostředí NetBeans je potřeba vytvořit pro-
jekt, který usnadňuje základní nastavení podle typu vytvářené aplikace. Nový projekt se 
vytvoří v nabídce File → New Project. Ve spuštěné nabídce v levém sloupci s názvem 
Categories klikneme na Java Web a následně v pravém na Web Application [7]. Po 
kliknutí na tlačítko Next se dostaneme na další stránku, kde se zadává název aplikace a 
její umístění. Také se zde vybírá, jestli má být tento projekt nastaven jako hlavní (za-
škrtnutím položky Set as Main Project). 
 
Obr. 7.1: Struktura složek nového projektu 
  40 
 
Stiskem tlačítka Next se dostaneme na stránku Server and Settings, kde se vybírá, na 
jakém serveru bude aplikace spouštěna, jaká verze Java EE bude použita, a také pod 
jakým názvem se bude k této aplikaci přistupovat z internetového prohlížeče (položka 
Context Path). Na této stránce již můžeme stisknout tlačítko Finish, čímž se projekt vy-
tvoří. Vytvoří se také základní struktura složek a soubor web.xml (slouží pro nastavo-
vání celé aplikace) a soubor index.jsp (výchozí soubor, který se zobrazí uživateli). Tato 
struktura je vidět na obrázku 7.1. V souboru index.jsp se vygeneruje i základní struktura  
JSP stránky: 
<%--  
 Document   : index 
 Created on : 1.5.2010, 11:14:13 
 Author     : Pavel Jandera 
--%> 
<%@page contentType="text/html" pageEncoding="UTF-8"%> 




  <meta http-equiv="Content-Type" content="text/html; char-set=UTF-8"> 
   <title>JSP Page</title> 
 </head> 
 <body> 
  <h1>Hello World!</h1> 
 </body> 
</html> 
Důležitá je direktiva @page. Direktivy JSP ovlivňují celkovou strukturu servletu, který 
vznikne ze stránky JSP. V tomto případě se deklaruje, že se bude vytvářet stránka typu 
text/html a stránka bude v kódování UTF-8. Zbytek souboru je základní kostra html 
stránky spolu s předem vyplněnými značkami. 
7.3.3 Struktura a umístění souborů na serveru 
Soubory, ze kterých se webové rozhraní skládá, jsou uloženy ve webovém kontej-
neru v adresáři WebVideokonference. Je to kořenový adresář celé aplikace a pod tímto 
názvem je rozhraní standardně přístupné z internetového prohlížeče (lze změnit editací 
souboru sun-web.xml). Kořenový adresář musí obsahovat podadresář WEB-INF a 
v něm adresáře classes a lib. Adresář classes obsahuje soubory s příponami .class, jde 
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tedy o zkompilované třídy Javy (v tomto případě třídy servletů). Soubory jsou uloženy 
v adresářové struktuře odpovídající názvu balíčku, ve kterém se daná třída nachází. Ve 
vytvořené aplikaci se třídy servletů nachází v balíčku com.videokonference.servlets. 
Adresář lib obsahuje soubory s balíčky, které jsou nutné pro běh dané aplikace, ale 
nejsou součástí standardní instalace JDK (Java Development Kit). Adresář WEB-INF 
ještě obsahuje soubory sun-web.xml a web.xml. Jsou to konfigurační soubory celé apli-
kace. V souboru sun-web.xml se například nastavuje, pod jakým názvem bude aplikace 
Obr. 7.2: Struktura složek a umístění souborů 
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přístupná z internetového prohlížeče. Soubor web.xml slouží hlavně ke konfiguraci ser-
vletů a JSP stránek. 
Kořenový adresář obsahuje také podadresář pictures, ve kterém jsou uložena gra-
fická data. Dále soubory s JSP stránkami, soubor style.css (obsahuje definice kaskádo-
vých stylů) a functions.js (používané funkce naprogramované v jazyce Java Script). 
7.3.4 Popis souborů 
Webové rozhraní je tvořeno vzájemným propojením několika JSP souborů a ser-
vletů. Struktura propojení těchto souborů je znázorněna na obrázku v příloze A. Zde je 
popsána činnost a realizace jednotlivých souborů: 
• RequestData.java – RequestData je jednoduchá třída uložená v balíčku 
com.videokonference.bean, která má prázdný konstruktor, obsahuje proměnné a 
k nim příslušné metody getXxx a setXxx. Takovéto třídě se v prostředí 
webových aplikací říká Java Bean a v této aplikaci je použita pro uchovávání 
uživatelských dat v rámci jednoho sezení (session). 
• index.jsp – Úvodní stránka, která se uživateli zobrazí po zadání adresy webové 
aplikace. Obsahuje formulář (Obr. 7.3) pro přihlášení do videokonferenčního 
systému v případě, že uživatel má již vytvořený profil. Také umožňuje registraci 
nového uživatel po kliknutí na odkaz „Registrovat“. 
• register.jsp – Stránka slouží k registraci nových uživatelů. Uživatel se na ni do-
stane z výchozí stránky index.jsp po kliknutí na odkaz „Registrovat“. Stránka 
obsahuje formulář pro vyplnění základních údajů o novém uživateli – Login, 
Heslo, Heslo znovu, Jméno, Příjmení, E-mail, URI a Telefonní číslo (Obr. 7.4). 
Všechny položky jsou při odeslání kontrolovány pomocí Java Scriptu, jestli ne-
zůstaly nevyplněné nebo neobsahují příliš dlouhé řetězce, které by se nevešly do 
Obr. 7.3: Přihlášení do systému 
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příslušných sloupců v databázi. U položek „heslo“ a „heslo znovu“ je kontrolo-
váno, zda obsahují shodné řetězce. Po úspěšném ověření pomocí Java Scriptu je 
formulář odeslán na zpracování servletem Register. Pokud proběhne regis-
trace v pořádku, je uživatel přesměrován na stránku pro přihlášení, kde se objeví 
oznámení „Registrace proběhla úspěšně. Můžete se přihlásit.“. V případě neú-
spěšné registrace (například vyplněný login již v databázi existuje) je uživatel 
přesměrován zpět na stránku s registračním formulářem. Na této stránce se ve 
všech položkách objeví údaje, které uživatel vyplnil a v položce Login se objeví 
oznámení „Zadaný login již existuje“. Uživatel musí zvolit jiný login a celý pro-
ces se opakuje. 
• Register.java – Obsahuje třídu servletu s názvem Register, který zpracovává 
data z formuláře na stránce register.jsp. Servlet nejprve vytvoří novou instanci 
třídy RequestData s názvem data a do ní uloží data z registračního formu-
láře. Poté servlet zkusí v bloku try{} uložit uživatelská data do databáze. 
V databázi je sloupec login označen jako primární klíč, což znamená, že musí 
být v rámci tabulky unikátní. Při pokusu o uložení již existujícího loginu se vy-
volá výjimka SQLException, která se odchytí v obloku catch{} a proměn-
ná login objektu data se naplní řetězcem „Zadaný login již existuje“. Objekt 
data je poté vložen jako atribut objektu session a přesměruje se na stránku 
register.jsp, kde se do formuláře vloží údaje poskytnuté uživatelem a v položce 
Obr. 7.4: Registrace nového uživatele 
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„Login“ se objeví hláška o již existujícím loginu. V případě vložení unikátního 
loginu se data uloží do databáze a přesměruje se na přihlašovací stránku, kde se 
objeví hláška o úspěšné registraci a uživatel se může přihlásit. 
• Login.java – Obsahuje třídu servletu Login sloužící k ověřování uživatelem 
zadaného loginu a hesla. Servlet načte uživatele z databáze a potom se v nich 
pokusí nalézt údaje poskytnuté uživatelem. Pokud uživatel zadal správný login a 
heslo, uloží se údaje o tomto uživateli do instance třídy RequestData. Poté se 
tento objekt uloží jako atribut objektu session a přesměruje se na stránku pro-
file.jsp. Pokud zadaný login neexistuje nebo heslo neodpovídá zadanému loginu, 
je uživatel přesměrován zpět na přihlašovací stránku, kde se objeví hláška „Ne-
správné jméno nebo heslo“. 
• profile.jsp – Tato stránka se zobrazí uživateli po úspěšném přihlášení do systé-
mu. Obsahuje základní údaje o uživateli, a také odkazy, pomocí kterých uživatel 
může založit novou videokonferenci, upravit své osobní údaje, nebo se odhlásit 
(Obr. 7.5). Pokud je uživatel označen jako administrátor ve své skupině, může 
pomocí odkazu „Administrace“ provádět potřebné administrační úkony. Údaje o 
uživateli se načtou z objektu třídy RequestData, který je uložen jako atribut 
objektu session. Zobrazí se také, kterých skupin je uživatel členem. Členství 
ve skupinách si nevybírá uživatel sám, ale do skupin ho může přidělit pouze 
administrátor. Výchozí skupina po registraci nového uživatele je „nezařazení“. 
Uživatelé v této skupině nemohou vytvářet videokonference, a proto na stránce 
s profilem chybí příslušný odkaz.  
Obr. 7.5: Osobní profil uživatele 
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• edit.jsp – Stránka se uživateli zobrazí, pokud klikne na odkaz „Upravit osobní 
informace“ na stránce se svým profilem. Stránka obsahuje odkazy „Zpět na pro-
fil“ a „Odhlásit“, a také formulář, ve kterém jsou vyplněny osobní údaje uživate-
le (Obr. 7.6). Uživatel může tyto údaje pozměnit a kliknutím na tlačítko „Ode-
slat“ se změněné údaje předají servletu Edit, který se postará o jejich uložení. 
• Edit.java – Servlet Edit má za úkol uložit údaje, které uživatel změnil pomocí 
formuláře na stránce edit.jsp. Údaje se musí uložit jednak do databáze, a také do 
objektu třídy RequestData, aby se tyto nové informace objevily na stránce s 
profilem uživatele. Poté je přesměrováno na stránku profile.jsp. 
• configApp.jsp – Na tuto stránku je uživatel přesměrován po kliknutí na odkaz 
„Videokonference“ ve svém profilu a umožňuje konfiguraci videokonferenční 
Obr. 7.7: Konfigurace videokonferenční aplikace 
Obr. 7.6: Úpravy osobních informací 
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aplikace. Na levé straně stránky si uživatel vybírá, pro kolik účastníků chce vi-
deokonferenci vytvořit. Podle této volby se pomocí Java Scriptu vygeneruje po-
třebný počet vstupních textových elementů. Vedle každého elementu je červený 
křížek, který umožňuje dané pole smazat. Uživatel do těchto políček vyplní URI 
uživatelů, se kterými chce ve videokonferenci spojit. URI může také vyplnit 
kliknutím na něj u vybraného uživatele, jejichž seznam se vygeneruje v pravé 
části stránky (Obr. 7.7). Uživateli se vypíše seznam jenom těch uživatelů, kteří 
jsou s ním ve skupině (skupinách). Po kliknutí na tlačítko „Pokračovat“ se vypl-
něná data odešlou na zpracování servletu GenerateV2XML. Stránka také ob-
sahuje odkazy „Zpět na profil“ a „Odhlásit“. 
• GenerateV2XML.java – Obsahuje třídu servletu GenerateV2XML, který 
slouží k vygenerování souboru s aplikací popsanou v kapitole 6. Struktura apli-
kace se mění podle údajů vyplněných uživatelem na stránce configApp.jsp. Při 
vytváření souboru s aplikací byla využita knihovna JDOM, která zjednodušuje 
prací s XML soubory v jazyce Java. Funkce z této knihovny umožňují převést 
celý XML dokument pomocí tzv. XML parseru na hierarchii objektů, čímž se 
značně zjednoduší „programová“ manipulace s tímto dokumentem. Tak je mož-
né pracovat s elementy například v cyklech, větvit program na základě obsahu 
nebo atributů elementů atd. Servlet nejprve načte základní strukturu aplikace, 
která je uložena v souboru template_videokonf.v2xml (Příloha B). K této struk-
tuře se přidají potřebné elementy na základě požadavků uživatele. Výsledná hie-
rarchie objektů se převede zpět do podoby XML souboru, který má název vi-
deokonference.v2xml. Po úspěšném vytvoření souboru je přesměrováno na 
stránku result.jsp. 
• result.jsp – Slouží pro kontrolu a spuštění videokonferenční aplikace. Uživateli 
se na ni vypíše seznam uživatelů, které do videokonference přidal a odkaz, po-
mocí kterého může spustit svého klienta SIP (Obr. 7.8). Tato funkce je odzkou-
Obr. 7.8: Přehled o vytvořené videokonferenci 
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šena pouze s klientem X-Lite, který se po klinutí na tento odkaz spustí a po 
spuštění zavolá na přístupové číslo videokonferenční aplikace. Uživatel má také 
možnost přejít pomocí odkazů na stránku svého profilu, nakonfigurovat novou 
videokonferenci nebo se odhlásit. 
• superAdmin.jsp – Pokud se uživatel přihlásí jako hlavní administrátor (tzv. su-
peradmin), je přesměrován na tuto stránku. Zde může přidávat/mazat skupiny, 
zobrazovat uživatele ve skupinách nebo hledat uživatele podle jména a příjmení. 
U nalezených uživatelů je zobrazeno jméno a příjmení a to ve formě odkazu 
(Obr. 7.9). Po kliknutí na odkaz je přesměrováno na editační stránku superAd-
minEditUser.jsp. Ve výběru pro smazání skupiny se nezobrazuje výchozí skupi-
na „nezařazení“, protože ta je aplikací pevně nastavena a přiřazuje se nově regis-
trovaným uživatelům. Součástí stránky je také odkaz „Odhlásit“. 
• superAdminEditUser.jsp – Na tuto stránku se hlavní administrátor dostane po 
kliknutí na odkaz na stránce superAdmin.jsp se jménem uživatele, kterého chce 
editovat. Stránka obsahuje formulář (Obr. 7.10), kde jsou vyplněny údaje o uži-
vateli a seznam všech vytvořených skupin spolu se zatrhávacími políčky (chec-
Obr. 7.9: Administrace uživatelů a skupin 
Obr. 7.10: Úpravy uživatele prováděné administrátorem 
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kbox). Pomocí zatrhávacího políčka „Administrátor“ může být uživateli přiřaze-
na úloha administrátora v rámci skupiny. Údaje o uživateli a skupinách může 
administrátor měnit a po kliknutí na tlačítko „Uložit změny“ se provedené změ-
ny uloží a je přesměrováno na stránku superAdmin.jsp. Stránka také obsahuje 
tlačítko pro smazání vybraného uživatele. Smazání uživatele vyžaduje potvrzení 
v dialogu (pomocí Java Sriptu), který se objeví. Na stránce je rovněž odkaz pro 
odhlášení. 
• admin.jsp, adminEditUser.jsp – Mají obdobnou funkci jako předchozí dvě 
stránky, ale jsou určeny pro administrátory v rámci skupin, kteří mají některá 
omezení. Nemohou vytvářet ani mazat skupiny uživatelů. Uživatele mohou při-
řazovat pouze do skupin, ve kterých jsou sami členy. Nemohou pověřovat admi-
nistrací jiné uživatele. 
• logout.jsp – Stránka slouží k odhlášení uživatele ze systému. Obsahuje pouze 
volání metody session.invalidate(). Metoda zajistí smazání všech in-
formací o uživateli v rámci sezení – smaže objekt session. Smaže se tedy i in-
formace o tom, že je uživatel přihlášen a po přesměrování na přihlašovací strán-
ku jsou znovu požadovány přihlašovací údaje. 
Na všech stránkách se kontroluje, zda je uživatel skutečně přihlášen, aby nebylo možné 
na tyto stránky přistoupit pomocí zadání celé cesty k dané stránce nebo z historie pro-
hlížeče. Pokud není uživatel přihlášen, je přesměrován na stránku index.jsp, kde je po 
něm vyžádáno přihlášení. 
7.3.5 Spuštění a testování webového rozhraní 
Aplikace představující webové rozhraní byla v průběhu vývoje testována lokálně 
na počítači s operačním systémem Windows 7, kde vývoj probíhal. Na tomto počítači 
bylo nainstalováno vývojové prostředí NetBeans 6.8, jehož součástí je i webový kontej-
ner Apache Tomcat 6.0.20. Dále program XAMPP, který v sobě sdružuje několik typů 
serverů (webový, FTP, Mysql aj.), a několik internetových prohlížečů – Google Chrome 
4.0, Mozilla Firefox 3.6.3 a Internet Explorer 8. Aplikace byla úspěšně otestována se 
všemi uvedenými prohlížeči. Poté byla aplikace přenesena na server s operačním sys-
témem Linux, kde je rovněž nainstalován webový kontejner Apache Tomcat 6.0.20 a 
Mysql server verze 5. Aplikace je na tomto serveru dostupná po zadání adresy: 
147.229.149.26:8080/WebVideokonference. 
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8 Závěr 
Cílem této práce bylo vytvořit aplikaci pro spojení čtyř účastníků do videokonfe-
rence. Videokonference se v současné době stávají velice perspektivní službou zejména 
pro firmy, kterým využívání této služby dokáže ušetřit náklady spojené s cestováním. 
Stručný úvod do problematiky videokonferencí poskytuje první kapitola.  
Videokonferenční aplikace byla realizována jako služba běžící na platformě od 
firmy RADVISION – IVP. Tento systém je sestaven z několika komponent, jejichž 
propojení a popis jednotlivých bloků je ve třetí kapitole. Účastníci se mohou k IVP při-
pojovat pomocí signalizačního protokolu H.323 nebo SIP. V této práci byl zvolen pro-
tokol SIP, protože se jeví jako perspektivnější. IVP poskytuje programátorům rozhraní 
pro tvorbu aplikací, které je založeno na komunikaci mezi IVP a webovým serverem, na 
kterém jsou umístěné aplikace, pomocí protokolu HTTP. Služby pro tuto platformu se 
programují v proprietárním jazyce V2XML. Tento jazyk je založený na jazyce XML a 
je speciálně navržen pro efektivní ovládání audiovizuálních toků. V jazyce V2XML byla 
naprogramována aplikace pro spojení až osmi účastníků do videokonference. Aplikace 
funguje tak, že jeden z účastníků zavolá na přístupové číslo aplikace a ta poté zavolá 
ostatním účastníkům a propojí všechny mezi sebou. Praktické ověření funkčnosti apli-
kace bylo provedeno pomocí softwarového videotelefonu X-Lite. 
K vytvořené aplikaci bylo navrženo a realizováno webové rozhraní, které usnad-
ňuje konfiguraci a spuštění videokonferenční aplikace běžným uživatelům. Rozhraní 
umožňuje registraci a autorizaci uživatelů. Registrovaní uživatelé jsou zařazeni ve sku-
pinách, což usnadňuje jejich logické členění i při větším počtu. Autorizovaní uživatelé 
mohou vytvářet videokonference až s osmi dalšími uživateli, jejichž počet a příslušná 
URI se zadávají do webového formuláře. Zadávání URI uživatelů ze stejné skupiny je 
usnadněno jejich výpisem na konfigurační stránce ve formě aktivních odkazů. Na zá-
kladě vyplněných údajů je vygenerován soubor s aplikací v jazyce V2XML. Webové 
rozhraní bylo realizováno na platformě Java EE s využitím technologií JSP a Java Ser-
vlet a bylo úspěšně testováno s internetovými prohlížeči Google Chrome 4.0, Mozilla 
Firefox 3.6.3 a Internet Explorer 8.  
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Příloha A 
Struktura a vzájemné propojení souborů, ze kterých se skládá vytvořené webové 
rozhraní. 
 




WebVideokonference – Adresář, který obsahuje všechny soubory projektu vytvořeném 
v IDE NetBeans 6.8. Podadresáře src a web obsahují zdrojové kódy. Podadresář build 
zkompilovanou aplikaci. 
template_videokonf.v2xml – Soubor, který tvoří kostru dynamicky konfigurované apli-
kace z webového rozhraní. 
Videokonference.app – Soubor s řídící aplikací vytvořené videokonferenční služby. 
Videokonference.v2xml – Soubor s definicí služby v jazyce V2XML. 
Videokonferenční aplikace.pdf – soubor obsahující bakalářskou práci. 
