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Ra´dbychna tomtomı´steˇ podeˇkoval vsˇem, kterˇı´mi spracı´ pomohli, hlavneˇ pakvedoucı´mu
pra´ce, ktery´ byl zdrojem uzˇitecˇny´ch rad prˇi psanı´ a take´ me´ mu´ze, ktera´ mi pomohla s
vytycˇenı´m bodu˚ pro nerusˇene´ psanı´ te´to diplomove´ pra´ce.
Abstrakt
Cı´lem pra´ce je reimplementace komponenty konzolove´ho serveru a s nı´m souvisejı´cı´ kli-
entske´ aplikace pro rˇı´zeny´ vzda´leny´ prˇı´stup k management rozhranı´m prvku˚ Virtlabu.
Oproti sta´vajı´cı´mu rˇesˇenı´ bude nove´ jednodusˇsˇı´ o syste´m zaka´zany´ch prˇı´kazu˚ na straneˇ
serveru. Naopak rozsˇı´rˇenı´ zaznamena´ klientska´ strana, kde vznikne plnohodnotna´ mul-
tiplatformnı´ aplikace s upraveny´m komunikacˇnı´m protokolem pro jednoduchou a bez-
pecˇnou autentizaci uzˇivatele a rˇı´zenı´ prˇı´stupu k prvku˚m rezervacı´. Sta´vajı´cı´ rˇesˇenı´ webo-
ve´ho appletu bude i nada´le serverem podporova´no.
Klı´cˇova´ slova: C++, virtlab, qt, databa´ze diplomova´ pra´ce
Abstract
Main goal of this thesis is reimplementation of console server a with that creation of client
application for remote access to management of Vitlab devices interfaces. New solution
will be easier for system of forbidden commands in server. Client site will be richer of
newmultiplatform applicationwithmodified communication protocol for easier and safe
authentication of user and controling access to devices.
Keywords: c++, virtlab, qt, databse, master thesis
Seznam pouzˇity´ch zkratek a symbolu˚
API – Application Programming Interface
ASSSK – Automatizovany´ syste´m spra´vy sı´t’ovy´ch konfiguracı´
BASH – Bourne again shell
GUI – Graphical user interface
IP – Internet protocol
LDAP – Lightweight Directory Access Protocol
OSI – Open Systems Interconnection
PHP – Professional home pages
SHA – Secure hash algorythm
SSL – Socket secure layer
SQL – Structured query language
TCP – Transmission control protocol
VLAN – Virtual local area network
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41 U´vod
Virtua´lnı´ laboratorˇ pocˇı´tacˇovy´ch sı´tı´ (zkra´ceneˇ Virtlab) je projekt slouzˇı´cı´ k tomu, aby bylo
mozˇno prˇistupovat k prvku˚m prˇedem nastavene´ sı´t’ove´ topologie, ktery´mi laboratorˇ dis-
ponuje, skrze Internet. Celou topologii je mozˇne´ si rezervovat prˇes webovy´ porta´l, kde je
mozˇno si zvolit jak cˇas, tak i spolupracovnı´ky na projektu. Virtlab slouzˇil k vy´uce zejme´na
pocˇı´tacˇovy´ch sı´tı´. K prˇı´stupu ke vlastnı´m sı´t’ovy´m prvku˚m topologie, at’uzˇ jde o smeˇro-
vacˇe, prˇepı´nacˇe cˇi pracovnı´ stanice, slouzˇı´ konzolovy´ server. Tento konzolovy´ server je
sluzˇbou, ktera´ slouzˇı´ jako mezivrstva mezi prˇı´stupem k samotny´m konfiguracˇnı´m roz-
hranı´m dany´ch zarˇı´zenı´, at’uzˇ jde o konzoli zarˇı´zenı´ nebo unixovy´ shell. Reimplementace
tohoto serveru je cı´lem te´to diplomove´ pra´ce.
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2.1 Vznik projektu
Projekt Virtlab byl prvneˇ iniciova´n v roce 2005 v diplomove´ pra´cı´ Pavla Neˇmce, jehozˇ
na´plnı´ bylo rˇesˇenı´ proble´mu zprˇı´stupneˇnı´ sı´t’ovy´ch prvku˚ pro studenty CNAP (Cisco
Networking Academy), do jehozˇ programu se nasˇe fakulta zacˇlenila v roce 1999. Tato va-
rianta vsˇak jesˇteˇ neumozˇnovala dynamicke´ propojova´nı´ topologiı´. Toho bylo docı´leno azˇ
na´vrhem ASSSK(Automatizovany´ Syste´m pro Spra´vu Sı´t’ovy´ch Konfiguracı´), neoficia´lneˇ
pojmenovany´ TataBazmek nebo Bazmek, ing. Davidem Saidelem v jeho diplomove´ pra´ci.
Od jeho prvnı´ho pouzˇitı´ jizˇ byl mnohokra´t upraven a existuje soucˇasneˇ ve verzi 2+, ktera´
byla naposledy upravena Petrem Havlı´cˇkem. Kdyzˇ v roce 2005 Virtlab vznikl, existovala
pouze jeho nedistriubovatelna´ varianta. To se zmeˇnilo v roce 2007, kdy byla v diplomove´
pra´ci Jana Vavrˇı´cka a Toma´sˇe Hraba´lka popsa´na jejı´ distribuovatelna´ varianta. Jedna´ se o
mysˇlenku vı´ce virtua´lnı´ch lokalit, logicky spojeny´ch v sı´ti Internet a navza´jem si poskytu-
jı´cı´ zarˇı´zenı´, jejizˇ porˇı´zenı´ by mohlo by´t pro jednotlive´ lokality na´kladne´. Samotny´ Virtlab
byl mnohokra´t vylepsˇen a upraven v mnoha diplomovy´ch cˇi bakala´rˇsky´ch pracı´ch, naprˇ.
Automatizace hodnocenı´ konfiguracı´ od Zdenˇka Filipce nebo Distribuovane´ spojovacı´
pole od Va´clava Bortlı´ka, jejizˇ cely´ seznam mu˚zˇe by´t nalezen na wiki stra´nce projektu
Virtlab.
2.2 Architektura distribuovane´ verze projektu Virtlab
Jak uzˇ bylo rˇecˇeno, distribuovana´ verze projektu Virtlab se skla´da´ z tzv. lokalit. Loka-
lita je struktura, skla´dajı´cı´ se z softwarovy´ch a jiny´ch hardwarovy´ch prostrˇedku˚. Kazˇda´
takova´to struktura mu˚zˇe komunikovat s jiny´mi strukturami za u´cˇelem sdı´lenı´ vlastnı´ch
fyzicky´ch zarˇı´zenı´. Lokalita je tvorˇena trˇemi prvky:
• Rˇı´dı´cı´ webova´ aplikace - webova´ aplikace napsana´ v php, prˇes kterou je vedena
administrace syste´muaprˇes kterou jeumozˇneˇno jednotlivy´muzˇivatelu˚mvytvorˇenı´,
editace cˇi jina´ pra´ce s rezervacemi a spra´va vlastnı´ho u´cˇtu.
• Serverova´ cˇa´st - mezivrstva mezi webovou aplikacı´ a vlastnı´mi zarˇı´zenı´mi. Jejı´m
u´cˇelem je umozˇneˇnı´ samotne´ komunikace mezi uzˇivatelem a zarˇı´zenı´m. Da´le spra-
vujedatauzˇivatelu˚ vdataba´zi a spravuje apu˚jcˇuje zarˇı´zenı´ pro rezervace.Konzolova´
cˇa´st bude blı´zˇe popsa´na v kapitole 4.
• Zarˇı´zenı´ - jedna´ se o fyzicke´ sı´t’ove´ prvky nutne´ pro beˇhVirtlabu.Naprˇı´klad zarˇı´zenı´
ASSSK nebo MOXA karty.
Na obra´zku 1 je zakresleno sche´ma takove´to distribuovane´ varianty. Z obra´zku je
jasneˇ videˇt, zˇe mu˚zˇe obsahovat neˇkolik lokalit, kdy kazˇda´ z lokalit ma´ vlastnı´ server,
jakousi cˇa´st propojujı´cı´ jednotliva´ zarˇı´zenı´ a vsˇechny tyto lokality jsou spolu propojeny
tunelovacı´m serverem.
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2.3 Konzolova´ cˇa´st Virtlabu
Konzolova´ cˇa´st virtlabu je jednou ze soucˇa´stı´ serverove´ cˇa´sti. V soucˇasne´ verzi je prˇı´stupna´
pro uzˇivatele bud’ prˇes webovy´ java applet nebo prˇes sluzˇbu telnet, kdy se je na´slednou
nutnostı´ kopı´rova´nı´ poskytnuty´ch textovy´ch rˇeteˇzcu˚. Samotnou fukncı´ konzolove´ho ser-
veru jsou na´sledujı´cı´ veˇci:
• Spojenı´ uzˇivatele se zarˇı´zenı´m - za´kladnı´ komunikace zarˇı´zenı´ - uzˇivatel. Nutno
autentizace uzˇivatele.
• Spojenı´ dvou konzolovy´ch serveru˚ - prˇenost datmezi lokalitami prˇes jizˇ vytvorˇeny´
tunel. Autentizaci prova´dı´ loka´lnı´ konzolovy´ server (ten, ke ktere´mu se prˇipojil
uzˇivatel).
• Administrace spojenı´ - nutna´ mozˇnost administra´tora nahlı´zˇet do logu˚, zobrazit
seznam aktivnı´ch spojenı´ a prˇı´padneˇ i mozˇnost jejich terminace.
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3.1 IP protokol
Internetovy´ protokol je jednou ze sady protokolu˚ pracujı´cı´ch na trˇetı´ (sı´t’ove´) vrstveˇ mo-
delu vrstvene´ sı´t’ove´ architektury ISO/OSI pouzˇı´vany´ch v pocˇı´tacˇovy´ch sı´tı´ch a internetu.
Slouzˇı´ k zası´la´nı´ datagramu˚ skrze hranice loka´lnı´ch sı´tı´. Jejı´ na´vrh umozˇnˇuje propojova´nı´
teˇchto pocˇı´tacˇovy´ch sı´tı´ a v podstateˇ je za´kladnı´m kamenem Internetu. IP ma´ za u´kol
dorucˇova´nı´ paketu˚ ze zdrojove´ho sı´tove´ho rozhranı´ k cı´love´mu vy´hradneˇ na za´kladeˇ
IP adresy. Dı´ky tomu IP definuje datagramove´ struktury, ktere´ zapouzdrˇujı´ cı´lova´ data.
Definuje take´ metody adresace teˇchto datagramu se zdrojovou a cı´lovou adresou. Prvnı´
velkou verzı´ IP protokolu je Internet protokol verze 4 (IPv4), ktery´ je dodnes dominantnı´m
protokolem v Internetu. Jejı´m na´slednı´kem je Internet protokol verze 6 (IPv6).
3.1.1 Konstrukce IP datagramu
IP datagram je tvorˇen dveˇmi cˇa´stmi: hlavicˇkou a vlastnı´m teˇlem (daty). Hlavicˇka obsahuje
zdrojovou a cı´lovou IP adresu, cozˇ je unika´tnı´ identifika´tor kazˇde´ho rozhranı´ prˇı´mo prˇi-
pojene´ho k sı´ti internet. Velikost adresy se lisˇı´ podle verze dane´ho IP protokolu. Pro IPv4
je to 32 bitu˚ a pro IPv6 je to 128 bitu˚. Da´le jsou v hlavicˇce obsazˇena metadata, oznacˇujı´cı´
verzi protokolu dane´ hlavicˇky a ru˚zne´ informace o datech a o chova´nı´ datagramu v sı´ti.
Teˇlo je tvorˇeno vlastnı´mi daty, ktere´ se prˇeposı´lajı´. Tato metoda prˇida´nı´ hlavicˇky k datu˚m
se nazy´va´ zapouzdrˇenı´. Uka´zka hlavicˇky je na obra´zku 2.
3.1.2 Spolehlivost IP
Na´vrh IP prˇedpokla´da´, zˇe sı´t’ova´ infrastruktura je nespolehliva´ a neusta´le se v nı´ meˇnı´
propojenı´ uzlu˚. V za´jmu˚ snı´zˇenı´ slozˇitosti sı´teˇ se vyuzˇı´va´ princip konec-konec. Proto je
tedy vesˇkera´ logika prova´deˇna jen na koncı´ch prˇenosu nebo co nejblı´zˇe cı´li. Jako du˚sle-
dek tohoto na´vrhu, IP protokol poskytuje jen prˇenos a obecneˇ je charakterizova´n jako
nespolehlivy´. Je tedy oznacˇen za bezespojovy´ protokol narozdı´l od protokolu˚ spojoveˇ-
orientovany´ch. Prˇi prˇenosu mu˚zˇe nastat ztra´ta datagramu, posˇkozenı´ prˇena´sˇeny´ch dat,
neˇkolikana´sobne´ dorucˇenı´ cˇi dorucˇenı´ v ru˚zne´m porˇadı´. IPv4 zajisˇt’uje za´kladnı´ ochranu
hlavicˇek, kdy kazˇda´ hlavicˇka v sobeˇ obsahuje kontrolnı´ soucˇet dat v hlavicˇce a pokud
neˇktery´ z uzlu˚ detekuje rozdı´l mezi hlavicˇkou a jejı´m kontrolnı´m soucˇtem, automaticky
data zahodı´.
3.2 TCP
Transmition Control Protokol je jednı´m ze dvou za´kladnı´ch protokolu˚ sady IP a je tak za´-
sadnı´, zˇe cela´ sada se nazy´va´ TCP/IP. TCP zajisˇt’uje spolehlivy´, usporˇa´dany´ a bezchybny´
tok datmezi rozhranı´mı´, prˇipojeny´ch k pocˇı´tacˇove´ sı´ti. Aplikace, ktere´ nevyzˇadujı´ spoleh-
livost mohloumı´sto TCP pouzˇı´t protokol UDP (user datagram protocol), ktery´ je narozdı´l
od TCP bezespojovy´, ale jeho vy´hodou je rychlejsˇı´ odezva. Oba protokoly jsou v modelu
OSI na transportnı´ vrstveˇ.
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3.2.1 Funkce
TCPzajisˇt’uje komunikacˇnı´ sluzˇbumezi aplikacemi a internetovy´mprotokolem, tedy kdy-
koliv si aplikace prˇeje poslat data prˇes internet pouzˇitı´m IP, mu˚zˇe software zazˇa´dat o TCP
spojenı´ a nechat TCP zacha´zet s detaily IP, namı´sto rozlozˇenı´ dat na mensˇı´ cˇa´sti a zasla´nı´
rˇady mensˇı´ch IP zˇa´dostı´. Z du˚vodu˚ popsany´ch v kapitole 3.1.2, je nutnost zabra´nit ztra´teˇ
IP datagramu˚ prˇi cesteˇ. TCP detekuje tyto proble´my, vyzˇa´da´ si znovuzasla´nı´ ztraceny´ch
dat, prˇetrˇı´dı´ data, ktera´ prˇisˇla mimo porˇadı´ a dokonce poma´ha´ minimalizovat zahlcenı´
na sı´ti. Jakmile TCP obdrzˇı´ znovusestavenou sekvenci dat, prˇeposı´la´ ji aplikacı´m. Proto
je TCP abstrakcı´ komunikace aplikacı´ se sı´t’ovy´mi prostrˇedky.
3.2.2 TCP segment
TCP prˇijı´ma´ data z aplikacˇnı´ vrstvy, rozdeˇlı´ je na mensˇı´ cˇa´sti a na konci procesu prˇida´
TCP hlavicˇky. Tı´mto vytvorˇı´ tcp segment. TCP segment je na´sledneˇ zapouzdrˇen do IP
datagramu. TCP segment se tedy skla´da´ z hlavicˇky a vlastnı´ch dat. TCP hlavicˇka obsahuje
deset povinny´ch polı´ a da´le pole pro nepovinne´ rozsˇı´rˇenı´. Pole hlavicˇky jsou uka´za´ny na
obra´zku 4. Povinne´ pole jsou na´sledujı´cı´:
• zdrojovy´ port - 16bit zdrojovy´ identifika´tor
• cı´lovy´ port - 16bit cı´lovy´ identifika´tor
• porˇadove´ cˇı´slo odesı´lane´ho bajtu - sekvencˇnı´ cˇı´slo, porˇadove´ cˇı´slo prvnı´ho bajtu
TCP-segmentu v toku dat (32 bitu˚), cˇı´slova´nı´ zacˇı´na´ od na´hodneˇ zvolene´ho cˇı´sla
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• porˇadove´ cˇı´slo prˇijate´ho bajtu - cˇı´slo na´sledujı´cı´ho bajtu, ktery´ je prˇı´jemce prˇipra-
ven prˇijmout, prˇı´jemce potvrzuje, zˇe prˇijal vsˇe do tohoto bajtu
• de´lka za´hlavı´ - vyjadrˇuje se v na´sobcı´ch 32 bitu˚
• de´lka okna - prˇı´ru˚stek porˇadove´ho cˇı´sla bajtu, ktery´ bude jesˇteˇ prˇı´jemcem akcepto-
va´n
• Prˇı´znaky - kontrolnı´ bity slouzˇı´cı´ k rˇı´zenı´:
– URG - prˇı´znak nale´havy´ch dat
– ACK - prˇı´znak platne´ho porˇadove´ho cˇı´sla prˇijate´ho bytu
– PSH - prˇı´znak prˇeda´nı´ dat aplikaci
– RST - reset spojenı´
– SYN - odesı´latel zacˇı´na´ s novou sekvencı´ cˇı´slova´nı´, TCP-segment nese porˇa-
dove´ cˇı´slo prvnı´ho odesı´lane´ho bajtu
– FIN - konec prˇenosu, ukoncˇenı´ spojenı´
• Kontrolnı´ soucˇet - kontrolnı´ soucˇet segmentu, vypocˇı´tany´ z prˇena´sˇeny´ch dat a dat
obsazˇeny´ch v hlavicˇce
• Ukazatel nale´havy´ch dat - je-li nastaven URG prˇı´znak, pak toto pole ukazuje na
poslednı´ zaslany´ urgentnı´ byte, jehozˇ pozice je pocˇı´ta´na z porˇadove´ho cˇı´sla odesı´-
lane´ho bytu
• rezervova´no - pole volny´ch bitu˚ pro budoucı´ vyuzˇitı´
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3.2.3 Operace protokolu
TCP protokol mu˚zˇe by´t rozdeˇlen do trˇı´ fa´zı´. Spojenı´ se musı´ nava´zat neˇkolika krokovy´m
procesem prˇedtı´m, nezˇ se mohou zası´lat vlastnı´ data. Po zasla´nı´ dat (druha´ fa´ze) se
musı´ spojenı´ uzavrˇı´t a na´sledneˇ se pak mohou uvolnit vsˇechny prostrˇedky sva´zane´ s
prˇenosem (pameˇt’, atd.). TCP spojenı´ je navazovane´ v operacˇnı´ch syste´mech pomocı´
socketu, programovatelne´ho rozhranı´, ktere´ reprezentuje loka´lnı´ bod pro komunikaci.
Beˇhem existence TCP spojenı´, toto rozhranı´ musı´ projı´t jednotlivy´mi stavy:
• listen - reprezentuje cˇeka´nı´ severu na zˇa´dost od klienta
• syn-sent - byla zasla´na zˇa´dost na spojenı´ od klienta
• syn-recieved - server prˇijal od klienta prvnı´ TCP segment - segment s prˇı´znakem
SYN
• estabilished - spojenı´ nava´za´no, v tomto stavumohou oba konce soucˇasneˇ prˇena´sˇet
data (duplexnı´ spoj)
• fin-wait-1 - cˇeka´nı´ na ukoncˇenı´ spojenı´, aktivnı´ uzavrˇenı´ spojenı´
• fin-wait-2 - cˇeka´nı´ na ukoncˇenı´ spojenı´
• close-wait - prˇechod do pasivnı´ho uzavrˇenı´ spojenı´
• last-ack - druha´ strana odeslala vsˇechna data a signalizuje ukoncˇenı´ spojenı´ seg-
mentem
• time-wait - vsˇechna data byla jizˇ obeˇma smeˇry prˇeda´na. Je nutne´ pouze potvrdit
u´plne´ uzavrˇenı´ spojenı´.
• closed - spojenı´ ukoncˇeno, uvolnˇujı´ se hw prostrˇedky
3.2.4 Zajisˇteˇnı´ spojenı´
K zajisˇteˇnı´ spojenı´ vyuzˇı´va´ TCP proces zvany´ Three-way handshake. Prˇedtı´m, nezˇ se
klient pokusı´ prˇipojit k serveru, musı´ by´t server prˇipraven a naslouchat na dane´m portu
k otevrˇenı´ spojenı´ (pasivnı´ spojenı´). Jakmilie je nava´za´no pasivnı´ spojenı´, klient mu˚zˇe
zacˇı´t s aktivnı´m otevrˇenı´m. K zajisˇteˇnı´ spojenı´ je potrˇeba prove´st trˇi kroky.
1. SYN Aktivnı´ spojenı´ je vyzˇa´da´no klientem pozˇadavkem SYN na server. Klient
nastavı´ sekvencˇnı´ cˇı´slo na na´hodnou hodnotu A.
2. SYN-ACK Na odpoveˇd odesˇle server zpra´vu SYN-ACK. Porˇadove´ cˇı´slo prˇijate´ho
bytu (acknowledge number) na nastaveno o jedna veˇtsˇı´ (A+1) nezˇ hodnota cˇı´sla
poslane´ho krokem SYN a sekvencˇnı´ cˇı´slo je nastaveno na novou na´hodnou hodnotu
B.
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3. ACK Nakonec klient posˇle ACK zpeˇt na server. Sekvencˇnı´ cˇı´slo je nastaveno na
hodnotu A+1 a porˇadove´ cˇı´slo prˇijate´ho bytu je nastaveno na hodnotu B+1.
Od tohoto bodu si obeˇ strany, tedy jak klient tak i server, vymeˇnili informace o spojenı´.
Da´le je zajisˇteˇna plneˇ duplexnı´ komunikace. Stav spojenı´ je ve stavu estabilished.
3.2.5 Ukoncˇenı´ spojenı´
Ukoncˇenı´ spojenı´ zpravidla zahajuje klient, ale spojenı´ mu˚zˇe ukoncˇit jaka´koliv strana.
Spojenı´ se ukoncˇuje metodou zvanou Four-way handshake. Kdykoliv si jedna ze stran
prˇeje ukoncˇit spojenı´, zasˇle FIN zpra´vu druhe´ straneˇ, ktera´ odpovı´ s ACK zpra´vou a
na´sleduje stejny´ postup akora´t s prohozenı´m stran. Strana, ktera´ zaha´jila ukoncˇenı´ FIN
zpra´vou musı´ cˇekat, nezˇ ji prˇijde zpra´va z druhe´ strany nebo vyprsˇı´ hodnota nastavena´ v
cˇasovacˇi. Po tuto dobu je port nedostupny´ pro nove´ spojenı´. Spojenı´ mu˚zˇe by´t napu˚l ote-
vrˇene´, tzn. zˇe jedna strana ukoncˇuje spojenı´, ale druha´ nikoliv. Strana, ktera´ ho ukoncˇuje
jizˇ nemu˚zˇe zası´lat data, ale druha´ strana mu˚zˇe, proto ukoncˇujı´cı´ strana by meˇla pokra-
cˇovat ve cˇtenı´ dat, dokud druha´ strana neukoncˇı´ spojenı´ take´. Cely´ proces ukoncˇova´nı´
spojenı´ je zakreslen na obra´zku 5.
3.3 Sockety
Socket (v oblasti pocˇı´tacˇovy´ch sı´tı´) je abstraktnı´ rozhranı´ - koncovy´ bod komunikacˇnı´ho
toku v pocˇı´tacˇove´ sı´ti. Dnes je veˇtsˇina komunikace na sı´ti zalozˇena na protokolu IP a proto
je veˇtsˇina sı´t’ovy´ch socketu˚ nazy´va´na Internetovy´mi sockety. API socketu je rozhranı´,
obvykle poskytova´no operacˇnı´m syste´mem, ktere´ umozˇnı´ aplikacı´m pouzˇı´vat a ovla´dat
sockety. Dnesˇnı´ API socketu˚ je obvykle zalozˇene´ na standatdu BSD socketu˚. Adresa
12
Obra´zek 5: Four way handshake
socketu je obvykle tvorˇena kombinacı´ IP adresy a cˇı´sla portu, stejneˇ jako je telefonnı´ cˇı´slo
tvorˇeno vlastnı´m cˇı´slem a telefonnı´ prˇedvolbou.
3.3.1 Prˇehled
Internetovy´ socket je charakterizova´n unika´tnı´ kombinacı´ na´sledujı´cı´ho:
• Loka´lnı´ adresou socketu: loka´lnı´ IP adresa a cˇı´slo portu
• Adresou vzda´lene´ho socketu: IP adresa, pouze pro TCP sockety, ktere´ jsou ve stavu
ESTABILISHED
• Protokolem: protokol transportnı´ vrstvy (TCP, UDP, . . . )
Uvnitrˇ operacˇnı´ho syste´mu nebo aplikace, ktera´ socket vytvorˇila, je socket identifiko-
va´n unika´tnı´ hodnotou typu integer nazy´vanou socket identifier, socket number nebo
socket deskriptor (framework Qt). Operacˇnı´ syste´m prˇeda´va´ data prˇı´chozı´ho IP packetu
k prˇı´slusˇne´ aplikaci vyextrahova´nı´m informacı´ k socketu z hlavicˇky a oddeˇlenı´m hlavicˇky
od aplikacˇnı´ch dat.
3.3.2 Typy socketu˚
Internetove´ sockety mohou by´t rozdeˇleny do neˇkolika typu˚:
• Datagramove´ sockety - take´ zna´me´ jako bezespojove´ sockety, ktere´ pouzˇı´vajı´ pro-
tokol UDP
13
• Stream sockety - zna´me´ jako spojove´ sockety, pouzˇı´vajı´cı´ TCP protokol.
• Raw sockety - typicky dostupne´ ve smeˇrovacˇı´ch a jine´m sı´t’ove´mvybavenı´. u nich se
obcha´zı´ transportnı´ vrstva a aplikace mu˚zˇe prˇı´mo pracovat se surovy´m L2 ra´mcem.
Existujı´ take´ jine´ sockety nezˇ internetove´, implementovane´ na jine´m transportnı´m proto-
kolu jako je naprˇ. System networks architecture (SNA).
3.3.3 Rozhranı´ BSD sockets
Rozhranı´ BSD sockets poskytuje aplikacı´m prˇı´stup k transportnı´ a nizˇsˇı´m vrstva´m pro-
tokolove´ho za´sobnı´ku. Poprve´ se objevilo v operacˇnı´m syste´mu BSD Unix 4.1, ktery´ byl
vyvinut na University of California, Berckley. Od te´ doby se stalo natolik oblı´beny´m a
zazˇity´m, zˇe se stalo standardnı´m aplikacˇnı´m rozhranı´m k protokolu˚m rodiny TCP/IP.
Koncept tohoto rozhranı´ byl pozdeˇji prˇejat i jiny´mi platformami, zejme´na ve sveˇteˇ PC.
Rozhranı´ Sockets je navrzˇeno, aby se jevilo jako rozsˇı´rˇenı´ Unixove´ho souborove´ho sys-
te´mu. Tı´mto je mozˇno pracovat se stejny´mi funkcemi jak pro pra´ci se soubory, tak i pro
sı´t’ovou komunikaci. Ale protozˇe je sı´t’ova´ komunikace znacˇneˇ slozˇiteˇjsˇı´, nezˇ pra´ce se
soubory, obsahuje rozhranı´ Sockets mnoho dalsˇı´ch podpu˚rny´ch funkcı´, ktere´ nejsou pro
beˇzˇnou pra´ci se soubory zapotrˇebı´. Pro prˇı´stup k vrstva´m protokolove´ho stacku rozhranı´
Sockets vybrali autorˇi pomeˇrneˇ vysoky´ stupenˇ abstrakce. Je proto pouzˇitelne´ nejen pro
protokoly rodiny TCP/IP, ale i pro protokoly zcela odlisˇne´. Toho vyuzˇili naprˇı´klad tvu˚rci
rozhranı´ Windows Sockets pro operacˇnı´ syste´m Windows NT, kde jsou mimo jine´ pod-
porova´ny protokoly IPX/SPX a je mozˇne´ mozˇne´ doplnˇova´nı´ dalsˇı´ch rodin protokolu˚.
Bohuzˇel, je dı´ky tomu nutno prˇi vola´nı´ jednotlivy´ch funkcı´ rozhranı´ specifikovat veˇtsˇı´
pocˇet parametru˚.
3.3.4 Rezˇimy pra´ce socketu˚
Z hlediska funkce otevı´ra´nı´ spojenı´ rozlisˇujeme dva typy socketu˚ - aktivnı´ a pasivnı´.
Jejich na´zvy odpovı´dajı´ na´zvu˚m pouzˇity´m v RFC793 - zpu˚sob otevrˇenı´ TCP spojenı´.
Pasivnı´ socket je socket, ktery´ sleduje zˇa´dosti o nava´za´nı´ spojenı´ a odpovı´da´ na neˇ.
Do sledovacı´ho stavu se prˇeva´dı´ funkcı´ listen(). Aktivnı´ socket je tı´m, ktery´ zˇa´dost o
nava´za´nı´ spojenı´ iniciuje, cozˇ ve TCP protokolu prˇedstavuje vysla´nı´ prvnı´ SYN zˇa´dosti
na adresu pasivnı´ho socketu. Kazˇdy´ socket se mu˚zˇe nacha´zet v jednom ze dvou mo´du˚
- blokujı´cı´m cˇi neblokujı´cı´m. Tento mo´d pak na´sledneˇ ovlivnˇuje chova´nı´ funkcı´, ktere´
nad tı´mto socketem pracujı´. Jejich vy´znam spocˇı´va´ v tom, zˇe ne vsˇechny funkce rozhranı´
mohou by´t provedeny okamzˇiteˇ a ihned pokracˇovat v beˇhu aplikace. Naprˇı´klad beˇh
funkce pro nava´za´nı´ spojenı´ pouzˇit v sı´ti s velmi vysokou odezvou, mu˚zˇe trvat znacˇneˇ
dlouhou dobu, v neˇktery´ch krajnı´ch prˇı´padech azˇ desı´tky sekund. Je to da´no proto, zˇe
nava´za´nı´ spojenı´ je prakticky vy´meˇna neˇkolika packetu˚ mezi inicia´torem a naslouchacˇem
a v pomaly´ch sı´tı´ch tato vy´meˇna trva´ neˇjaky´ cˇas. Nebo take´ naslouchajı´cı´ je soucˇasneˇ
zahlcen neˇkolika pozˇadavky a nemu˚zˇe odpoveˇdeˇt ihned. V neˇktery´ch prˇı´padech toto
nemı´sı´ by´t zˇa´doucı´ a proto je mozˇnost neblokujı´cı´ho spojenı´. V praxi to pak znamena´
vyuzˇitı´ uda´lostı´, ktere´ nastanou, jakmile je neˇktera´ z funkcı´ ukoncˇena a aplikace na
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to mu˚zˇe zareagovat. Typicke´ pouzˇitı´ pro neblokujı´cı´ sockety jsou aplikace zalozˇeny na
prˇı´stupu vı´ce navazovany´ch spojenı´.
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4 Analy´za
4.1 Pozˇadavky
Jak jizˇ vyply´va´ ze zada´nı´, je pozˇadavkemnavypracova´nı´ diplomove´ pra´ce vytvorˇit novou
verzi konzolove´ho serveru, ktera´ by meˇla by´t jednodusˇsˇı´ nezˇ sta´vajı´cı´ verze, ale na dru-
hou stranu by meˇla mı´t mozˇnost sna´ze doimplementovat nove´ funkcionality. Take´ bylo
dohodnuto, zˇe bude obsahovat jiny´ syste´m autentizace uzˇivatele. Analy´za autentizace je
popsa´na v kapitole 4.2.
4.2 Autentizace uzˇivatele
4.2.1 Pu˚vodnı´ syste´m autentizace
Pu˚vodnı´ syste´m autentizace byl za´visly´ na webove´m prostrˇedı´. Po prˇihla´sˇenı´ na u´vodnı´
stra´nce se vytvorˇı´ identifika´tor relace (session ID), ktery´ da´le identifikuje autentizovane´
uzˇivatele. Konzolovy´ server tedy neoveˇrˇuje samotne´ uzˇivatele, ale pouze existenci tohoto
identifika´toru. Na tento identifika´tor da´le navazujı´ dalsˇı´ oveˇrˇovacı´ mechanismy, jako je
oveˇrˇenı´, zda je prˇipojovane´ zarˇı´zenı´ v rezervaci uzˇivatele.
4.2.2 Navrhovany´ syste´m autentizace
Hlavnı´ vy´hodou nove´ho syste´mu autentizace by meˇla by´t neza´vislost na webove´m pro-
strˇedı´. Prˇihlasˇovanı´ bude probı´hat na vyzˇa´da´nı´ ze strany serveru a vy´meˇnou prˇihlasˇova-
cı´ch u´daju˚ v textove´ formeˇ. Oveˇrˇenı´ zadane´ho hesla bude vyzˇadovat prˇipojenı´ k databa´zi,
ktera´ obsahuje uzˇivatelska´ data. Pro tuto databa´zi byla vybra´na databa´ze, kterou pou-
zˇı´va´ webovy´ server. Vı´ce o databa´zi je popsa´no v kapitole 4.3. Diagram zna´zornˇujı´cı´ cely´
pru˚beˇh oveˇrˇenı´ hesla je na obra´zku 6.
4.3 Databa´ze
Tabulky obsazˇene´ v databa´zi virtlabu jsou na´sledujı´cı´:
• files - soubory pouzˇive´ v u´loha´ch a rezervacı´ch, obra´zky topologiı´, uka´zky konfi-
guracı´ nebo popis zada´nı´
• languages - seznam jazyku˚
• localization - prˇeklad na´zvu˚ v databa´zi
• mail - komunikace mezi uzˇivateli v syste´mu
• motd - tzv. Zpra´vy dne (Message of the Day)
• reservation remote users - spolupracovnı´ci z ru˚zny´ch lokalit
• reservation users - spolupracovnı´ci na rezervaci
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• reservations - rezervace na dany´ cˇas
• reserved devices - zarˇı´zenı´ potrˇebna´ pro rezervace
• task categories - kategorie pro u´lohy
• task classes - trˇı´dy u´loh
• tasks - u´lohy
• tasks categories - prˇirˇazenı´ u´loh do kategoriı´
• tasks specifikations - specifikace u´loh dle jazyka
• user group - uzˇivatelske´ skupiny
• user in group - prˇirˇazenı´ uzˇivatelu˚ do skupin
• users - uzˇivatele´, pra´va a uzˇivatelska´ data
ER diagram popisujı´cı´ databa´zi virtlabu je videˇt na obra´zku 7.
4.3.1 Tabulka users
Tato tabulka obsahuje informace o vsˇech uzˇivatelı´ch, kterˇı´ pracujı´ s virtlabem. Nejdu˚lezˇi-
teˇjsˇı´ sloupce te´to tabulky jsou:
• id - identifika´tor uzˇivatele, pod ktery´m se prˇihlasˇuje do syste´mu. V lokaliteˇ VSˇB
je to standartneˇ trˇı´pı´smenna´ zkratka odvozena´ z prˇijimenı´ plus dveˇ azˇ trˇi cˇı´slice
uda´vajı´cı´ porˇadı´ cˇı´slic v syste´mu (naprˇ. ABC123).
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• passwd - Mu˚zˇe obsahovat dvojı´ informace a to:
– otisk hesla (hash) uzˇivatele vytvorˇeny´ algorytmem SHA-1
– rˇeteˇzec ’–LDAP–’ znacˇı´cı´, zˇe heslo se oveˇrˇuje na skolnı´ch LDAP serverech.
• first name - jme´no uzˇivatele
• surname - prˇijı´menı´ uzˇivatele
• group admin - bool hodnota znacˇı´cı´, zda je uzˇivatel administra´torem.
4.3.2 Tabulky rezervacı´
Pro zjisˇteˇnı´ aktua´lneˇ dostupny´ch rezervovany´ch zarˇı´zenı´ a umozˇneˇnı´ prˇipojenı´ k teˇmto
zarˇı´zenı´m jsou nutne´ tyto tabulky:
• users - popsa´na v kap. 4.3.1. obsahuje id uzˇivatele.
• reservation users - vazebnı´ tabulka umozˇnˇujı´cı´ mı´t pro jednoho uzˇivatele vı´ce re-
zervacı´ a k rezervaci prˇipojit vı´ce uzˇivatelu˚ (spolupracovnı´ku˚).
• reservations - steˇzˇejnı´ tabulka rezervacı´, obsahujı´cı´ identifika´tor, id uzˇivatele, ktery´
rezervaci vytvorˇil a hlavneˇ cˇas platnosti dane´ rezervace. Proti tomuto cˇasu se bude
muset oveˇrˇovat aktua´lnı´ cˇas na konzolove´m serveru, aby mohl vypsat aktua´lnı´
seznam rezervovany´ch zarˇı´zenı´.
• reserved devices - tabulka zarˇı´zenı´ pro jednotlive´ rezervace. Opeˇt vı´ce zarˇı´zenı´
mu˚zˇe pripadat na jednu rezervaci a vice versa.
Samotna´ tabulka reserved devices je tvorˇena na´sledujı´cı´mı´ sloupci:
• resID - cizı´ klı´cˇ na tabulku reservations
• device - na´zev zarˇı´zenı´, ktere´ je pouzˇito ve sche´matu zapojenı´ konkre´tnı´ topologie
• vertex - unika´tnı´ na´zev zarˇı´zenı´, ktery´ je ve formeˇ idzarizeni@lokalita. Pomocı´
tohoto identifika´toru se vybı´ra´, na ktere´ zarˇı´zenı´ se uzˇivatel bude prˇipojovat.
• device type - typ zarˇı´zenı´ (router, switch, pc...)
4.4 Vzda´lena´ lokalita
4.4.1 Popis
Jak jizˇ bylo popsa´no v kapitole 2 syste´m Virtlab je distrubuovany´, cˇili existuje vı´ce lokalit
se svy´mi prvky, databa´zı´ a vebovy´m serverem. Take´ kazˇda´ lokalita obsahuje svou vlastnı´
instanci konzolove´ho serveru. A jelikozˇ majı´ by´t dostupne´ prvky i mezi lokalitami, je
nutne´ mezi teˇmito konzolovy´mi servery zajistit prostrˇedky pro komunikace, autentizaci
a prˇenos dat. Situaci zna´zornˇuje sche´ma na obr. 8
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Obra´zek 8: Autentikace uzˇivatele
4.4.2 Tunelova´nı´ mezi lokalitami
Pro zajisˇteˇnı´ propojenı´ mezi ru˚zny´mi VLAN v jednotlivy´ch instancı´ch virtlabu a take´ pro-
pojenı´ do jednoho ethernetove´ho segmentu je pouzˇita komponenta tunelovacı´ho serveru.
Hardwarove´ zarˇı´zenı´, na ktere´m beˇzˇı´ instance tunelovacı´ho serveru, musı´ obsahovat
dveˇ rozhranı´ typu ethernet. Jedno z nich je prˇipojeno k sı´ti Internet a druhe´ je spojeno
rozhranı´m trunk (802.1q) k propojovacı´mu prvku VLMUX. V dobeˇ, kdy je aktivova´na
rezervace, se nakonfiguruje tabulka (tabulka prˇesmeˇrova´nı´), ve ktere´ jsou uvedeny vzˇdy:
VLAN ID ra´mce z loka´lnı´ sı´teˇ, VLAN ID sı´teˇ, do ktere´ bude ra´mec zasla´n a IP adresa
vzda´lene´ho cˇi loka´lnı´ho tunelovacı´ho serveru. Tunelovacı´ server na straneˇ, na ktere´ je
zapojena trunk linka, zachycuje ethernetove´ ra´mce (s VLAN za´znamem) a kontroluje,
zda jsou obsazˇeny v tabulce prˇesmeˇrova´nı´ a podle nı´ je prˇetaguje a posˇle zpeˇt s jinou
hodnotou VLAN ID nebo prˇes Internet na danou IP adresu tunelovacı´ho serveru. Tı´mto
zpu˚sobem dojde k propojenı´ (virtua´lnı´) ethernetu skrze ethernetovy´ tunel.
4.4.3 Komunikace konzolove´ho serveru mezi lokalitami
Kdykoli se uzˇivatel bude chtı´t prˇipojit k zarˇı´zenı´ na jine´ lokaliteˇ, musı´ komunikace pro-
bı´hat prˇes dva konzolove´ servery. Sekvencˇnı´ diagram popisujı´cı´ tuto komunikaci je zob-
razen na obra´zku 9. Samotna´ komunikace probı´ha´ v teˇchto krocı´ch: Prvneˇ je zasla´n kon-
zolove´mu serveru pozˇadavek na spojenı´ se zarˇı´zenı´m. Jako argument je posla´n unika´tnı´
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Obra´zek 9: Prˇipojenı´ k vzda´lene´mu konzolove´mu serveru
identifika´tor zarˇı´zenı´. Server si z konfiguracˇnı´ch dat zjistı´, zda je zarˇı´zenı´ loka´lnı´ cˇi vzda´-
lene´(tzn. umı´steˇno v lokaliteˇ serveru cˇi je v jine´ lokaliteˇ). Da´le vytvorˇı´ novy´ socket a spojı´
se na IP adrese a portu takove´m, jake´ vycˇetl z konfiguracˇnı´ho souboru. Je-li zarˇı´zenı´ vzda´-
lene´, nastavı´ se pevny´ port komunikace, mezi vzda´leny´mi servery. Prˇi loka´lnı´m zarˇı´zenı´
jizˇ pak norma´lneˇ probı´ha´ komunikace. Spojenı´ na server se nastavı´ do rezˇimu prˇeposı´la´nı´
dat a jizˇ se hlı´da´ jen vy´skyt kontrolnı´ho znaku ukoncˇenı´ komunikace se zarˇı´zenı´m. Prˇi
vzda´lene´m zarˇı´zenı´ se vytvorˇı´ nove´ spojenı´ na pevne´m portu, ktery´ znacˇı´, zˇe se jedna´
prˇesneˇ o tento typ komunikace (spojenı´ dvou konzolovy´ch serveru˚). Po vytvorˇenı´ spojenı´
vzda´leny´ server cˇeka´ na prˇijetı´ unika´tnı´ho identifika´toru zarˇı´zenı´. Po prˇijetı´ tohoto rˇeteˇzce
je na vzda´lene´m serveru vytvorˇeno spojenı´ se zarˇı´zenı´m dle informacı´, nacha´zejı´cı´ se ve
vlastnı´m konfiguracˇnı´m souboru. Po vytvorˇenı´ tohoto spojenı´ posˇle potvrzujı´cı´ informaci
zpeˇt pu˚vodnı´mu serveru, ktery´ informuje uzˇivatele a nastavı´ se do rezˇimu prˇeposı´la´nı´
dat.
Samotna´ autentizace nava´za´nı´ spojenı´ mezi instancemi konzolove´ho serveru je na
za´kladeˇ dvou u´daju˚. Jednı´m z nich je seznam zna´my´ch konzolovy´ch serveru˚ a jejich IP
adres u kazˇde´ instance. Druhy´m je identifikace prˇı´slusˇne´ho portu na ktere´m konzolove´
servery mezi sebou komunikujı´ (je unika´tnı´).
4.5 Prˇı´stupy
4.5.1 Beˇzˇny´ uzˇivatel
U beˇzˇne´ho uzˇivatele je prˇedstava beˇzˇne´ pra´ce se zarˇı´zenı´mi. Hlavnı´ sluzˇbou poskyto-
vanou uzˇivateli je prˇipojenı´ k zarˇı´zenı´ a to bud’ v ra´mci dane´ lokality nebo v v lokaliteˇ
jine´. Chova´nı´ serveru pro prˇipojenı´ k zarˇı´zenı´ v lokaliteˇ jine´ nezˇ je lokalita uzˇivatele je
samozrˇejmeˇ odlisˇne´. Vı´ce je popsa´no v kapitole 4.4.3. Mimo prˇipojenı´ k zarˇı´zenı´ jsou
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prˇı´kaz parametr popis
connect devID prˇipojenı´ k dane´mu zarˇı´zenı´
exit - ukoncˇı´ prˇipojenı´ ke konzolove´mu serveru
help - zobrazı´ na´poveˇdu s vy´pisem vsˇech dostupny´ch
prˇı´kazu˚
list - prˇipojı´ se k databa´zi a zjistı´ seznam vsˇech za-
rˇı´zenı´, ktere´ jsou dostupne´ v pra´veˇ probı´hajı´cı´
rezervaci
ostatnı´ - vypı´sˇe chybovou hla´sˇku - nerozpoznany´ prˇı´kaz
Tabulka 1: Tabulka prˇı´kazu˚ administra´tora
prˇı´kaz parametr popis
connectionlist - zobrazı´ vsˇechna spojenı´ od uzˇivatelu˚
terminate connectionID terminuje spojenı´ s unika´tnı´m connectionID
Tabulka 2: Tabulka prˇı´kazu˚ administra´tora
na konzolove´m serveru dostupne´ i jine´ prˇı´kazy. Kompletnı´ seznam prˇı´kazu˚ je popsa´n v
tabulce 1.
4.5.2 Administra´tor
Narozdı´l od beˇzˇne´ho uzˇivatele by meˇl administra´tor mı´t k dispozici i prˇı´kazy pro ovla´-
da´nı´ vsˇech spojenı´, ktera´ jsou na konzolove´m serveru k dispozici. Konkre´tneˇ by meˇlo jı´t o
prˇı´kazy, ktera´ zobrazı´ soucˇasne´ spojenı´ od uzˇivatele (socket s prˇipojenı´m ke vzda´lene´mu
serveru nebo socket spojenı´ se zarˇı´zenı´m se ve vy´pisu neuka´zˇe) a mozˇnosti terminace
tohoto spojenı´. Kazˇde´ spojenı´ by tedy meˇlo mı´t jednoznacˇny´ identifika´tor, ktera´ se v
jednom vy´pisu zobrazı´ a na druhou stranu i pouzˇı´t jako argument pro terminaci spo-
jenı´. Prˇi terminaci se automaticky odpojı´ vesˇkere´ ostatnı´ sockety. Administra´tor se bude
moci identifikovat prˇihla´sˇenı´m prˇes zvla´sˇtnı´ port, nastaveny´ v konfiguracˇnı´m rezˇimu
nebo by meˇla by´t aplikace konzolove´ho serveru schopna oveˇrˇit uzˇivatelsky´ za´znam v
databa´zi (sloupec group admin popsany´ v kapitole 4.3.1). Vy´pis unika´tnı´ch prˇı´kazu˚ pro
administra´tora je vypsa´n v tabulce 2.
4.6 Zpeˇtna´ vazba komunikace
Jaka´koliv komunikace uzˇivatele s jiny´m prvkem musı´ obsahovat zpeˇtnou vazbu. Tato
zpeˇtna´ vazba zobrazuje pra´ci uzˇivatele s prvkem a reaguje na uzˇivatelovy akce. Je to
tedy prezentace vstupu na neˇjaky´ vy´stup, obvykle obrazovku. Prˇı´kladem je pra´ce v
termina´lu pro komunikaci s pocˇı´tacˇem. Uzˇivatel zada´vajı´cı´ prˇı´kazy na kla´vesnici ocˇeka´va´
zobrazenı´ tohoto vstupu na obrazovce pocˇı´tacˇe, se kterou termina´l pracuje. Obra´zek
ukazujı´cı´ komunikaci je na obra´zku 10. Existujı´ dva typy zpeˇtne´ vazby prˇi komunikaci
se zarˇı´zenı´m - loka´lnı´ a vzda´lena´. Loka´lnı´ zpeˇtna´ vazba (local echo) je prˇı´padem zpeˇtne´
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Obra´zek 10: Komunikace se zpeˇtnou vazbou
Obra´zek 11: Loka´lnı´ a vzda´lena´ zpeˇtna´ vazba
vazby, kdy zada´vane´ znaky posı´la´ k zobrazenı´ strana, ktera´ znaky zada´va´. Tedy ma´me-
li, neˇjakou aplikaci, ktera´ vycˇı´ta´ text a na´sledneˇ ho posı´la´ ke zpracova´nı´, tak aplikace
zobrazuje text jesˇteˇ prˇed zasla´nı´m.Narozdı´l od toho vzda´lena´ zpeˇtna´ vazba (remote echo)
je typem zpeˇtne´ vazby, kde vlastnı´ text k zobrazenı´ posı´la´ strana, ke ktere´ se navazuje
komunikace. Prˇı´padem jsou zarˇı´zenı´ firmy Cisco prˇipojene´ na konzolove´m portu. Kazˇdy´
znak zadany´ na straneˇ uzˇivatele je posla´n k zarˇı´zenı´, ktere´ ho zpracuje a prˇeda´ textovy´
vy´stup zpa´tky ke stanici uzˇivatele, ktera´ ho teprve pote´ zobrazı´. S tı´mto je nutne´ pocˇı´tat
prˇi na´vrhu aplikacı´ pro komunikaci s teˇmito zarˇı´zenı´mi. Jak vzda´lena´ tak loka´lnı´ zpeˇtna´
vazba jsou zakreslene´ na obra´zku 11.
4.7 Vı´cena´sobne´ prˇı´stupy k zarˇı´zenı´m
Kazˇda´ rezervace prvku˚ obsahuje seznam uzˇivatelu˚, kterˇı´ se k teˇmto prvku˚m mohou
prˇipojovat, tak seznam samotny´ch prvku˚. Z tohoto du˚vodu je tedy jasne´, zˇe se dosta´va´me
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k tomu, zˇe na jeden prvek se tedy prakticky mu˚zˇe prˇipojit vı´ce uzˇivatelu˚. Existujı´ mozˇne´
zpu˚soby jak tohle rˇesˇit a ty jsou na´sledujı´cı´:
• Omezit prˇı´stup k zarˇı´zenı´ pouze na jednoho uzˇivatele.
• Umozˇnit prˇı´stup k zarˇı´zenı´ vsˇem uzˇivatelu˚m, kde pouze jeden bude moct zası´lat
prˇı´kazy na zarˇı´zenı´.
• Povolit prˇı´stup k zarˇı´zenı´ vsˇem uzˇivatelu˚m bez omezenı´.
Poslednı´ mozˇnost byla ihned vyloucˇena a da´le se uvazˇovalo o prvnı´ch dvoumozˇnostech.
Prvnı´ mozˇnost je velice jednoducha´ na implementaci, ale prˇesto byla nakonec vybra´na
mozˇnost druha´ s ohledy na spolupracujı´cı´ uzˇivatele. Prˇi implementaci bude nutne´ pocˇı´tat
tedy s na´sledujı´cı´m:
• Pouze jeden socket na odchozı´ spojenı´. Bude tedy nutne´ kontrolovat stav socketu
v jake´m se nacha´zı´ prˇed spojenı´m a pokud uzˇ je spojenı´ vytvorˇeno, pak se na neˇj
pouze napojit. V opacˇne´m prˇı´padeˇ musı´ aplikace nava´zat spojenı´ se zarˇı´zenı´m.
• Umozˇnit za´pis pouze prvnı´mu uzˇivateli. Prˇı´chozı´ data ostatnı´ch uzˇivatelu˚ budou
ignorova´ny.
• Udrzˇovat frontu vsˇech uzˇivatelu˚, kterˇı´ se chteˇjı´ prˇipojit k zarˇı´zenı´. Du˚vod je prosty´.
Odpojı´-li se prvnı´ prˇipojeny´ uzˇivatel, neˇktery´ z ostatnı´ch uzˇivatelu˚ by meˇl prˇevzı´t
jeho pra´va za´pisu na zarˇı´zenı´. Tedy prˇi odhla´sˇenı´ uzˇivatele s pra´vem za´pisu dojde
k tomu, zˇe uzˇivatel bude odebra´n z fronty a vysˇle se informace uzˇivateli, ktery´
je na vrcholu. Ten na´sledneˇ nastavı´ pra´va za´pisu na kladnou hodnotu. Sekvencˇnı´
diagram je zakreslen na obra´zku .
4.8 Klientska´ aplikace
Vnove´mna´vrhukonzolove´ho serverupro virtlab bylo pocˇı´ta´no i s tı´m, zˇe bude kdispozici
prˇehledna´ klientska´ aplikace s GUI rozhranı´m. Toto GUI by meˇlo by´t pro uzˇivatele co
nejsnadneˇjsˇı´ pro obsluhu a meˇlo by poskytovat jednoduchou mozˇnost ovla´da´nı´ prvku˚.
Samotna´ implementace by meˇla co nejvı´ce odpovı´dat na´vrhu aplikace, ktery´ obsahuje
jednoduche´ menu s na´strojovou lisˇtou a syste´m za´lozˇek reprezentujı´cı´ komunikaci mezi
uzˇivatelem a zarˇı´zenı´m..
24
5 Implementace
5.1 Vy´beˇr frameworku
Vzhledem k tomu, zˇe klientska´ aplikace obsahuje graficke´ rozhranı´, je nutne´ vybrat
sadu knihoven pro pra´ci s tı´mto prostrˇedı´. Pozˇadavkem na klientskou aplikace je take´
multiplatformnost, tzn. mozˇnost spousˇteˇt aplikaci na ru˚zny´ch operacˇnı´ch syste´mech,
abychom neomezovali uzˇivatele. Hlavnı´ platformy dnesˇka jsou:
• Microsoft Windows
• Linux - linuxove´ distribuce, dnes nejzna´meˇjsˇı´ asi Ubuntu
• Mac OS X
Pro kazˇdou tuto platformu bude vzhledem k zada´nı´ vytvorˇena verze klientske´ aplikace.
Aby bylo mozˇne´ vytvorˇit aplikaci na vı´ce nezˇ jedne´ platformeˇ, mu˚zˇeme postupovat
dveˇma zpu˚soby:
• Vytvorˇit aplikaci pro kazˇdou platformu zvla´sˇt’ s prˇihle´dnutı´m ke specifika´m dane´
platformy
• Pouzˇı´t sadu multiplatformnı´ch knihoven
Jelikozˇ je vytvorˇenı´ aplikace na kazˇde´ platformeˇ cˇasoveˇ na´rocˇne´ a vyzˇaduje podrobnou
znalost kazˇde´ho prostrˇenı´, bylo prˇistoupeno ke kroku vybrat ke tvorbeˇ aplikace neˇktere´
ze sady multiplatformnı´ch knihoven. Takovy´chto knihoven existuje cela´ rˇada a proto
vypı´sˇi jen ty nejzna´meˇjsˇı´. Jsou to:
• GTK+ - pu˚vodneˇ vznikla pro potrˇeby graficke´ho rastrove´ho editoru GIMP a pote´
byla pouzˇita pro prostrˇedı´ GNOME (Ubuntu)
• Qt - jedna zedvounejpopula´rneˇjsˇı´ch knihovenprovytva´rˇenı´ aplikacı´ sGUI.Vyvinut
spolecˇnostı´ Trolltech, ktera´ jej prodala spolecˇnosti Nokia.
• Swing - velice popula´rnı´ knihovna fungujı´cı´ na platformeˇ Java. Vyvinut firmou Sun
a po odkoupenı´ ve vy´voji spolecˇnostı´ Oracle.
• wxWidgets - jedna z nejstarsˇı´ch knihoven
Vzhledem ke znalostem nativnı´ch jazyku˚, ktere´ knihovny vyuzˇı´vajı´ a vzhledem k jejich
rozsˇı´rˇenosti a na´sledne´ podpory, bylo vybı´ra´no ze dvou knihoven - Qt a Swing. Kazˇda´ z
knihoven ma´ sve´ vy´hody a nevy´hody.
Swing:
• Vy´hody
– Dostupna´ s jakoukoliv Java instalacı´. Nepotrˇebuje zˇa´dne´ dodatecˇne´ knihovny
prˇipojene´ k programu˚m.
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– Vlastnı´ prvky psane´ v Javeˇ.
• Nevy´hody
– Swing je zastaraly´. Poslednı´ aktualizace ja´dra byla jizˇ prˇed slouhoudobou nove´
aktualizace se nechystajı´.
– Obtı´zˇny´ na pochopenı´, obzvla´sˇteˇ pro programa´tory UI na operacˇnı´m syste´mu
Microsoft Windows.
– Nedostatecˇneˇ prˇizpu˚sobitelne´ prvky obsazˇene´ v ja´dru frameworku.
– Pro dobry´ vzhled aplikacı´ jsou potrˇeba extra knihovny.
Qt:
• Vy´hody
– Komplexnı´ sada prˇizpu˚sobitelny´ch prvku˚
– Snadny´ na naucˇenı´ a pouzˇitı´
– Dobra´ dokumentace
– Dobra´ podpora
– Sta´le probı´hajı´cı´ vy´voj.
– Pouzˇı´va´ nativnı´ prvky a prˇirˇazuje je do beˇzˇny´ch API prˇes vsˇechny platformy.
• Nevy´hody
– S aplikacı´ je potrˇeba dodat i moduly, ktere´ jsou potrˇebne´ pro beˇh.
S prˇihle´dnutı´m k vy´chozı´mu programovacı´mu jazyku, ktere´ kazˇda´ z knihoven pouzˇı´va´,
C++ pro Qt a Java pro Swing, a vzhledem k prˇeva´zˇenı´ vy´hod bylo pro pouzˇitı´ aplikace
vybra´na sada knihoven Qt.
Komponenta konzolove´ho serveru neobsahuje zˇa´dne´ GUI prvky (jedna´ se o sluzˇbu),
ale prˇesto bude pouzˇı´vat knihovny ze sady produktuQt. Du˚vodem je to, zˇe Qt neobsahuje
jen sady pro pra´ci s graficky´m prostrˇedı´m, ale i sady knihoven pro pra´ci se sı´t’ovou
komunikacı´, knihovny pro pra´ci s databa´zemi a dalsˇı´. Jde o komplexnı´ produkt, ktery´ je
blı´zˇe popsa´n v kapitole 5.2.
5.2 Qt framework
Qt jemultiplatformı´ aplikacˇnı´ framework, ktery´ je sˇiroce vyuzˇit u aplikacı´, ktere´ vyuzˇı´vajı´
graficke´ prostrˇedı´ (kdy je pak Qt oznacˇova´no jako tzv. widget toolkit). Take´ je vyuzˇı´va´n
u aplikacı´ bez graficke´ho prostrˇedı´ jako jsou na´stroje pro prˇı´kazovou rˇa´dku a konzolove´
servery. Qt standardneˇ vyuzˇı´va´ jako programovacı´ jazyk C++, ale navı´c sˇiroce pouzˇı´va´
specia´lnı´ genera´tor ko´du (zvany´MetaObject Compiler nebomoc) spolu s neˇkolikamakry
k obohacenı´ jazyka. Qt mu˚zˇe by´t pouzˇito i s jiny´mi programovacı´mi jazyky dı´ky pouzˇitı´
vlastnı´ch zkompilovany´ch ko´du. Beˇzˇı´ na vsˇech hlavnı´ch desktopovy´ch platforma´ch a i
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na neˇktery´ch mobilnı´ch. Obsahuje podporu pro rozsˇı´rˇenou mozˇnost prˇekladu aplikacı´,
prˇı´stupy do SQL databa´zı´, XML parsova´nı´, podporu spra´vy vla´ken, sı´t’ovou podporu a
sjednocene´ multiplatformnı´ API pro pra´ci se soubory.
Qt je dostupno pod komercˇnı´ licencı´, GPL v3 a LGPL v2 licencı´. Vsˇechny verze pod-
porujı´ mnoho kompila´toru˚ vcˇetneˇ GCC C++ kompila´toru a i kompila´toru Visual Studia.
Qt je v soucˇasnosti vyvı´jen spojecˇnostı´ Digia, ktera´ vlastnı´ technologie a obchodnı´
znacˇku. Qt Project je dalsˇı´ strana vy´voje, sjednocujı´cı´ neza´visle´ vy´voja´rˇe a spolecˇnosti,
ktere´ se snazˇı´ o vylepsˇenı´ Qt. Prˇed spusˇteˇnı´m Qt Project byl Qt vyvı´jen oddeˇlenı´m pro
vy´vojQt spolecˇnostı´Nokia, ktera´ totooddeˇlenı´ vytvorˇila poodkoupenı´ norske´ spolecˇnosti
Trolltech, ktera´ je pu˚vodnı´m tvu˚rcem Qt.
V soucˇasnosti je nejnoveˇjsˇı´ verzı´ verze 5.1 vydana´ v dubnu roku 2013. Verze noveˇ
obsahuje experimenta´lnı´ moduly pro vy´voj na mobilnı´ch platforma´ch Google Android
a Apple iOS. Celkoveˇ se vsˇak neusta´le pracuje na vylepsˇova´nı´ vy´konu a stability vsˇech
prvku˚, ktere´ framework poskytuje.
Inovace Qt od doby prvnı´ho vyda´nı´ spocˇı´va´ v neˇkolika klı´cˇovy´ch konceptech:
• Na´stroje
– Qt Creator jako multiplatformnı´ IDE pro C++ a QML (programovacı´ jazyk
zalozˇen na javascriptu)
– qmake - na´stroj, ktery´ generuje Makefile pro vy´voj na ru˚zny´ch platforma´ch
• Uzˇitı´ nativnı´ch vzhledu˚ API - Qt se snazˇı´ emulovat vzhled na pla´novane´ platformeˇ,
cozˇ obcˇas vede k nesrovnalostem vzhledu. Na neˇktery´ch platforma´ch (naprˇı´klad
KDE nebo MeeGo) je Qt nativnı´m API.
• Kompila´tor metaojektu˚ - interpretuje ru˚zna´ makra z C++ ko´du jako anotace a pou-
zˇı´va´ je ke generova´nı´ prˇidany´ch C++ ko´du˚ s meta informacemi o trˇı´da´ch, pouzˇity´ch
v programu. Tyto meta informace jsou pak pouzˇity k poskytnutı´ vlastnostı´, ktere´
nejsou prˇı´mo v C++. Jsou to naprˇı´klad signa´l/slot syste´m, nahle´dnutı´ do objektu˚ a
asynchronnı´ vola´nı´ funkcı´.
• Napojenı´ - Qt ma´ sˇirokou sˇka´lu jazyku˚, se ktery´mi jde pouzˇı´t. Pro neˇktere´ jazyky
vsˇak nenı´ poskytova´na plna´ podpora vsˇech modulu˚. Mezi podporovany´mi jazyky
jsou naprˇı´klad: C#, Java, Pascal, Perl, PHP, Python, Ruby a dalsˇı´.
5.3 Implementace Konzolove´ho serveru
Jak bylo zmı´neˇno v kapitole 5.1 k implementaci konzolove´ho serveru je pouzˇito fra-
meworku Qt od spolecˇnosti Digia. Jako programovacı´ jazyk byl vybra´n jazyk C++, ktery´
je objektoveˇ orientovany´ a k tomu se samozrˇejmeˇ va´zˇe i rozdeˇlenı´ do trˇı´d. V samotne´
aplikaci jsou tyto trˇı´dy:
• Virtlab
• Server
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• ClientSocket
• Config
• Communication
• CCommand
• Database
• ConnectionManager
• LocalOutput
Mimo tyto trˇı´dy existujı´ v aplikaci i trˇı´dy dalsˇı´, ale ty se va´zˇou k trˇı´da´m zde vypsany´m a
budou popsa´ny v konkre´tnı´ch kapitola´ch.
5.3.1 Trˇı´da Virtlab
Trˇı´da Virtlab je jakousi spousˇteˇcı´ trˇı´dou cele´ aplikace. Kromeˇ konstruktoru obsahuje
jedinou metodu a tou je metoda run, ktera´ nedeˇla´ nic jine´ho nezˇ zˇe spustı´ nasloucha´nı´
serveru˚ na dany´ch portech. Jak je videˇt na obra´zku 12 tak trˇı´da mimo to obsahuje i trˇi
instance trˇı´dy Server. Tyto instance reprezentujı´ trˇi porty, na ktery´ch aplikace nasloucha´.
Jsou to:
• Port, na ktere´m iniciuje komunikaci beˇzˇny´ uzˇivatel
• Port, na ktere´m iniciuje komunikaci administra´tor.
• Port, na ktere´m probı´ha´ komunikace mezi jednotlivy´mi lokalitami.
Jaka´koliv chyba, ktera´ vznikne ve chvı´li, kdy by meˇl server zacˇı´t naslouchat se automa-
ticky ukla´da´ do logu. Nenı´-li v nastavenı´ specifikova´na vy´chozı´ IP adresa, automaticky se
vybere adresa z dostupny´ch zarˇı´zenı´. Pokud ani tu nenalezne, pak je jako vy´chozı´ adresa
pouzˇita IPv4 adresa localhostu (127.0.0.1).
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5.3.2 Trˇı´da Server
Tato trˇı´da deˇdı´ ze trˇı´dy QTcpServer, ktera´ je jednou ze trˇı´d sady QNetwork. Z te´to trˇı´dy
reimplementuje metodu incomingConnection (obra´zek 13), ktera´ ma´ jako parametr iden-
tifika´tor socketu (popsa´no v kapitole 3.3.1). Dı´ky tomuto deskriptoru vytvorˇı´ novou
instanci trˇı´dy ClientSocket a prˇeda´ ji spra´vci spojenı´. Da´le jesˇteˇ nava´zˇe metodu remove-
Socket na signa´l te´to instance, ktery´ se vyvola´ v prˇı´padeˇ, zˇe dosˇlo k odpojenı´ nava´zane´ho
spojenı´ (jak nuceneˇ tak ze strany uzˇivatele).
5.3.3 Trˇı´da ClientSocket
Pravdeˇpodobneˇ nejdu˚lezˇiteˇjsˇı´ trˇı´da reprezentujı´cı´ spojenı´ bud’ od uzˇivatele nebo od ji-
ne´ho konzolove´ho serveru. Podobneˇ jako trˇı´da Server deˇdı´ ze trˇı´dy QTcpServer, tak trˇı´da
ClientSocket deˇdı´ ze trˇı´dy QTcpSocket. Ma´ neˇkolik metod, dı´ky ktery´m mu˚zˇe probı´hat
komunikace s uzˇivatelem, ale vlastnı´ oveˇrˇova´nı´ probı´ha´ ve trˇı´deˇ Communication. Ko-
munikace s druhou stranou, tj. vlastnı´ zarˇı´zenı´ cˇi jiny´ konzolovy´ server, je reprezentova´n
instancı´ trˇı´dyLocalOutput, kterouprˇebı´ra´ od trˇı´dyConfigvmetodeˇ connectToDevice. Vy´-
beˇr probı´ha´ podle parametru, ktery´m je unika´tnı´ identifika´tor zarˇı´zenı´. Ukoncˇenı´ spojenı´
s uzˇivatelem v te´to trˇı´deˇ je mozˇne´ trˇemi zpu˚soby - klasicke´ ukoncˇenı´, ktere´ zahajuje uzˇi-
vatel, vynucene´ ukoncˇenı´, ktere´ si mu˚zˇe vyzˇa´dat administra´tor nebo vynucene´ ukoncˇenı´,
ktere´ se deˇje automaticky (ztra´ta spojenı´, neaktivita).
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Trˇı´da Communication je cˇa´stı´, ktera´ definuje a zpracova´va´ akce uzˇivatele. Jak je videˇt na
obra´zku 15 obsahuje i vlastnı´ uzˇivatelske´ data (uzˇivatelske´ jme´no a heslo). Tyto data si
postupneˇ ukla´da´ a na´sledneˇ v metodeˇ isAuthenticate vytvorˇı´ ze zadane´ho hesla SHA-1
hash, dota´zˇe se prˇes mezivrstvu na databa´zi o hash ulozˇene´ho hesla a porovna´ jejich
shodu. Jsou-li shodne´ tak je uzˇivatel autentizova´n. Nenı´-li shoda, tak se prˇistupuje k
vy´zveˇ zada´nı´ nove´ho hesla. Da´le trˇı´da obsahuje neˇkolik stavu˚:
• UnLogged - u´vodnı´ stav, ktery´ je iniciova´n v konstruktoru trˇı´dyClientSocket. Znacˇı´,
zˇe uzˇivatel se pra´veˇ prˇipojil k serveru.
• Logged - stav, ve ktere´m uzˇivatel zadal prˇihlasˇovacı´ jme´no a cˇeka´ se na zada´nı´ hesla
• SuccessAuth - jme´no a heslo bylo zada´no a autorizace probeˇhla u´speˇsˇneˇ. Uzˇivateli
se vra´tı´ text znacˇı´cı´ u´speˇsˇne´ prˇihla´sˇenı´.
• FailedAuth - autorizace se nezdarˇila a beˇzˇı´ pocˇitadlo pokusu˚ na u´speˇsˇne´ zada´nı´
hesla
• CommandEntered - stav, vektere´mse zada´vajı´ prˇı´kazy jakpronorma´lnı´houzˇivatele
tak i pro administra´tora.
• Connecting - stav, ve ktere´m se nacha´zı´ trˇı´da jen pokud se uzˇivatel prˇihlasˇuje ke
vzda´lene´mu zarˇı´zenı´. Znacˇı´, zˇe spojenı´ se serverem bylo nava´za´no, ale cˇeka´ se na
odpoveˇd’na nava´za´nı´ na konkre´tnı´ zarˇı´zenı´.
• Connected - bylo nava´za´no spojenı´ se zarˇı´zenı´m a mu˚zˇe probı´hat komunikace.
Cokoliv je prˇijato ke cˇtenı´, tak se odesˇle na vy´stupnı´ zarˇı´zenı´.
• Exit - spojenı´ s uzˇivatelem je ukoncˇeno. Neprobı´ha´ komunikace a uvolnˇujı´ se pro-
strˇedky.
Tyto stavy popisujı´ soucˇasne´ chova´nı´ odpoveˇdı´ serveru na reakce od uzˇivatele. Nastavujı´
se bud’ v trˇı´deˇ Communication nebo v jeho rodicˇi, trˇı´deˇ ClientSocket (inicializace nebo
stavy pro spojenı´ s odchozı´mi zarˇı´zenı´mi).
5.3.5 Trˇı´da CCommand
Jedna´ se o na´vrhovy´ vzor Abstract Factory, ktera´ se vyuzˇı´va´ tehdy, kdyzˇ ma´me skupinu
objektu˚ se spolecˇny´m te´matem, v tomto prˇı´padeˇ kazˇda´ definuje jeden prˇı´kaz zadany´ na
konzoli. Prakticky vsˇe funguje tak, zˇe ve trˇı´deˇ CCommand je definovana´ metoda create,
ktera´ slouzˇı´ k vytvorˇenı´ konkre´tnı´ instance trˇı´dy, kterou je prˇı´kaz reprezentova´n. Do te´to
metody je posla´n rˇeteˇzec, ktery´ se rozdeˇlı´ a prvnı´ cˇa´st se otestuje. Je-li shoda s neˇktery´m
s prˇı´kazu˚, vytvorˇı´ se jeho instance a vra´tı´ se jako na´vratova´ hodnota metody. Execute je
druhou metodou, tentokra´t virtua´lnı´ a je implementova´na v konkre´tnı´ch reprezentacı´ch.
Ty vsˇechny implementujı´ ze trˇı´dy CCommand. Jejich seznam je na´sledujı´cı´:
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• CList - zobrazı´ seznamvsˇech dostupny´ch zarˇı´zenı´, konkre´tneˇ zavola´metodu getDe-
viceList, ktere´ prˇeda´ uzˇivatelske´ jme´no rodicˇe(ukazatel na trˇı´du Communication,
ktery´ instanci vytvorˇilo).
• CHelp - vypı´sˇe seznam vsˇech pouzˇity´ch prˇı´kazu˚.
• CError - vypı´sˇe chybovou hla´sˇku (”Prˇı´kaz nebyl rozezna´n!”)
• CExit - nastavı´ stav rodicˇe na Exit a vyvola´ ukoncˇenı´ spojenı´
• CConnect - zavola´ metodu connectToDevice a posˇle ji argument prˇı´kazu
• CConnList - ze trˇı´dy spra´vy spojenı´ si vyzˇa´da´ seznam spojenı´ a vypı´sˇe jej.
• CConnTerminate - posˇle argument prˇı´kazu (unika´tnı´ cˇı´slo spojenı´) do instance trˇı´dy
ConnectionManager a tı´m vyvola´ ukoncˇenı´ spojenı´
Prˇida´nı´ nove´ho prˇı´kazu se skla´da´ ze dvou kroku˚: vytvorˇenı´ nove´ trˇı´dy, ktera´ bude deˇdit
ze trˇı´dy CCommand a tı´m i implementace metody execute. Druhy´m krokem je prˇida´nı´
rozezna´nı´ prˇı´kazu do metody Create, ktera´ je rozdeˇlena na dveˇ cˇa´sti a to uzˇivatelska´ a
administra´torska´ (porovna´nı´ prˇı´znaku isAdmin u rodicˇe). Pokud bude shoda tak vra´tı´ in-
stanci noveˇ vytvorˇene´ trˇı´dy. Trˇı´da CCommnad a deˇdicˇnost navazujı´cı´ch trˇı´d je zakreslena
na diagramu na obra´zku 16.
5.3.6 Trˇı´da Config
Jedna´ se o sigleton, ktery´ reprezentuje konfiguracˇnı´ hodnoty v aplikaci. Singleton je na´zev
pro jeden z na´vrhovy´ch vzoru˚. Vyuzˇı´va´ se tehdy, kdy je potrˇeba, aby v aplikaci byla jen
jedna instance dane´ trˇı´dy. Z toho vznikl i samotny´ na´zev tohoto na´vrhove´ho vzoru (sin-
gleton = jedina´cˇek). Samotna´ instance je tedy obsazˇena v te´to trˇı´deˇ jako staticka´ priva´tnı´
promeˇnna´. Da´ se k nı´ samozrˇejmeˇ prˇistupovat, ale pouze prˇes metodu getInstance, ktera´
pokud je instance pra´zdna´ (hodnota NULL) zavola´ konstruktor trˇı´dy. Tento konstruktor
je podle na´vrhove´ho vzoru take´ priva´tnı´. Volba na´vrhove´ho vzoru sigleton vysˇla z toho,
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zˇe konfigurace je ulozˇena v textovy´ch souborech a jejich vycˇtenı´ probı´ha´ v konstruk-
toru. Bylo by tedy znacˇneˇ neefektivnı´ bud’ prˇeda´vat pokazˇde´ ukazatel na jednu instanci
nebo pokazˇde´ prˇi vytvorˇenı´ nove´ instance znova vycˇı´tat informace ze souboru. Samotna´
konfigurace se da´ rozdeˇlit do cˇtyrˇ hlavnı´ch bodu˚:
• Konfigurace aplikace - soubor config.conf
• Konfigurace databa´ze - soubor databaze.conf
• Seznam vzda´leny´ch konzolovy´ch serveru˚ - soubor conf-servers.conf
• Seznam zarˇı´zenı´ - conf-devices.conf
Prvnı´ cˇa´st, konfigurace aplikace se skla´da´ z nastavenı´ portu˚ aplikace. Je to port pro prˇı´stup
standardnı´ho uzˇivatele, port pro prˇı´stup uzˇivatele s administra´torsky´mi pra´vy a nakonec
port pro komunikaci mezi jednotlivy´mi konzolovy´mi servery. Poslednı´ cˇa´stı´ je nastavenı´
loggovacı´ u´rovneˇ, podle ktere´ se bude zapisovat do log souboru.
Druhou cˇa´stı´ je soubor s konfiguracı´ pro prˇı´stup k databa´zi virtlabu. Obsahuje prˇı´stu-
pova´ data (uzˇivatelske´ jme´no aheslo), da´le rˇeteˇzec s na´zvemvlastnı´ databa´ze a typpouzˇite´
databa´ze. Tento typ se musı´ shodovat s rˇeteˇzci, pouzˇı´vany´mi frameworkem Qt pro pra´ci
s databa´zı´. V soucˇasne´ dobeˇ pouzˇı´va´ virtlab databa´zi MySql a rˇeteˇzec pro identifikaci te´to
databa´ze je MYSQL.
Dalsˇı´ cˇa´stı´ je seznam vzda´leny´ch serveru˚. Tento seznam slouzˇı´ jen pro prˇı´pad, kdy se
uzˇivatel prˇipojuje k zarˇı´zenı´, ktere´ se nacha´zı´ v jine´ lokaliteˇ. V tom prˇı´padeˇ vybere rˇeteˇzec
z na´zvu zarˇı´zenı´ identifikujı´cı´ lokalitu a podle nı´ si vyhleda´ ip adresu te´to lokality. Pro
servery byla vytvorˇena specia´lnı´ trˇı´da RemoteServer, ktera´ uchova´va´ jme´no a ip adresu
lokality. Vsˇechny instance te´to trˇı´dy jsou pak uchova´va´ny v kolekci typu QList s na´zevem
remoteServerList v trˇı´deˇ Config.
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Poslednı´ cˇa´stı´ je seznam loka´lnı´ch zarˇı´zenı´. Kazˇde´ loka´lnı´ zarˇı´zenı´ je ukazatel na jednu
instanci trˇı´dy LocalOutput, ktera´ bude da´le popsa´na v kapitole 5.3.9. Samotny´ seznam je
stejneˇ jako u prˇedchozı´ho prˇı´padu kolekce typu QList tentokra´t zvana´ localOutputList.
5.3.7 Trˇı´da Database
Jedna´ se o trˇı´du, ktera´ uchova´va´ vsˇechny informace potrˇebne´ k tomu. Tyto informace
jsou prˇihlasˇovacı´ jme´no a heslo k databa´zi, na´zev databa´ze, typ databa´ze a IP adresa
umı´steˇnı´ databa´ze, stejneˇ jako je zakresleno na obra´zku 18. Da´le jsou ve trˇı´deˇ trˇi metody,
ktere´ vsˇechny vracejı´ datovy´ typ bool. V tom je obsazˇena informace, zda vsˇe probeˇhlo v
porˇa´dku cˇi nikoli. Proble´mumohou nastat bud’v samotne´m otevrˇenı´ komunikacˇnı´ho ka-
na´lu (metoda open) nebo v samotne´m zpracova´nı´ dotazu, naprˇı´klad neexistujı´cı´ tabulky.
Jsou da´le k dispozici dveˇ metody. Prvnı´ z nich, metoda getDatabaseHash, se dota´zˇe
databa´ze na hash hesla konkre´tnı´ho uzˇivatele. Samotny´ hash pak vracı´ jako ukazatel na
argumentmetody. Druhoumetodou je vypsa´nı´ vsˇech zarˇı´zenı´ v konkre´tnı´ rezervaci. Opeˇt
podobneˇ jako v prˇedchozı´ metodeˇ vracı´ odpoveˇd’ jako ukazatel na rˇeteˇzec argumentu
metody.
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5.3.8 Trˇı´da ConnectionManager
Jedna´ se o druhy´ sigleton pouzˇity´ v aplikaci. Zde je pouzˇitı´ sigletonu jedina´ mozˇnost,
jak mohou by´t sdı´leny vsˇechny spojenı´ v cele´ aplikaci (prˇı´chozı´ spojenı´ pro standardnı´
uzˇivatele a uzˇivatele s pra´vy administra´tora je azˇ prˇı´lisˇ programoveˇ oddeˇlena). Stejneˇ
jako v prˇedchozı´m prˇı´padeˇ tu ma´me instanci i konstruktor v priva´tnı´ cˇa´sti a metoda
getInstance je ve verˇejne´.
Du˚lezˇity´ je seznam vsˇech spojenı´, ktery´ je kolekcı´ vsˇech instancı´ ve trˇı´dy Client-
Socket, ktere´ se vytva´rˇejı´ prˇi zˇa´dosti o nove´ spojenı´. Do te´to kolekce se prˇida´vajı´ metodou
addSocket, ve ktere´ se jı´ take´ prˇideˇlı´ identifika´tor, ktery´ je odvozen od hodnoty lastID, tj.
naposledy pouzˇite´mu identifika´toru. Pro odebra´nı´ socketu z kolekce slouzˇı´ metoda remo-
veSocket, ktera´ se vyvola´ vzˇdy, kdyzˇ instance trˇı´dy ClientSocket vyvola´ signa´l exitSocket,
ktera´ znacˇı´ zrusˇenı´ dane´ instance. Da´le se porovna´ pocˇet vsˇech spojenı´ a je-li rovno nule,
tak se nastavı´ lastID take´ na nulu. To je k dosazˇenı´ toho, aby cˇasem tento identifika´tor
poslednı´ho spojenı´ neprˇetekl prˇes sve´ maximum a nezpu˚sobil chybu v aplikaci. Je k tomu
i prˇipocˇten lidsky´ faktor ktery´ prˇedpokla´da´, zˇe nastane doba, kdy k serveru nebudou
prˇipojeni zˇa´dnı´ uzˇivatele´ (nocˇnı´ hodiny).
Nakonec jsou tu metody getConnectedList a terminateSocket, ktere´ obeˇ slouzˇı´ pro
prˇı´kazy, ke ktery´m ma´ prˇı´stup administra´tor. Prvnı´ z nich vypı´sˇe vsˇechna spojenı´ tı´m, zˇe
z kazˇde´ instance si vyzˇa´da´ jejı´ popis prˇes metodu getDescription. Ty spojı´ dohromady a
na´sledneˇ je posˇle zpeˇt jako na´vratovou hodnotu. Druhou metodou je terminateSocket. Ta
otestuje ve identifika´tory vsˇech spojenı´ a je-li shoda, pak u te´to instance zavola´ metodu
terminate. Trˇı´da je zakreslena na obra´zku 19.
5.3.9 Trˇı´da LocalOutput
Trˇı´da reprezentujı´cı´ spojenı´ k odchozı´mu zarˇı´zenı´ cˇi konzolove´mu serveru v jine´ lokaliteˇ.
Vzhledem k tomu, zˇe kazˇde´ zarˇı´zenı´ mu˚zˇe obsluhovat vı´ce uzˇivatelu˚ (vı´ce spolupra-
covnı´ku˚ v jedne´ rezervaci), ale ke kazˇde´mu zarˇı´zenı´ mu˚zˇe ve´st pouze jedno spojenı´, je
nutne´ aby komunikaci se zarˇı´zenı´m obsahovala tato trˇı´da. Jak je uka´za´no na obra´zku 20
obsahuje objekt typu QTcpSocket, ktery´ je spojenı´ se zarˇı´zenı´m. Nenı´-li zˇa´dny´ uzˇivatel,
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pozˇadujı´cı´ spojenı´ se zarˇı´zenı´m, je hodnota ukazatele na tento objekt NULL. Objekt se
instanciuje pouze v prˇı´padeˇ, zˇe je pozˇadova´no spojenı´ se zarˇı´zenı´m.
Da´le je potrˇeba instanci objektu neˇjak obsluhovat. K tomu slouzˇı´ metody connected,
readyReadSocket, disconnected a signa´l dataToRead. Tyto metody komunikujı´ se vsˇemi
instancemi trˇı´dy ClientSocket, ktere´ si komunikaci propojily. Metoda connected sdeˇluje,
zˇe odchozı´ spojenı´ je prˇipraveno ke komunikaci a je na rˇı´dı´cı´ch parametrech, aby bud’
zacˇala posı´lat data od uzˇivatele (prˇipojenı´ k loka´lnı´mu zarˇı´zeni) nebo da´le cˇekat (na
odpoveˇd’ od vzda´lene´ho konzolove´ho serveru, ktery´ musı´ sa´m nava´zat komunikaci se
zarˇı´zenı´m).Metodadisconnect pouze nastavı´ outputSocket naNULLavypra´zdnı´ seznam
identifika´toru˚ vsˇech spojenı´. Metoda readyReadSocket se vyvola´ tehdy, kdyzˇ jsou na
bufferu socketu prˇipraveny data ke cˇtenı´. Ty se argumentem signa´lu dataToRead posˇlou
vsˇem prˇipojeny´m objektu˚m a na´sledneˇ zpracujı´ (odesˇlou prˇı´slusˇny´m uzˇivatelu˚m).
Dı´ky omezenı´ zası´la´nı´ dat na zarˇı´zenı´ jen jednomu uzˇivateli, existuje ve trˇı´deˇ kolekce
connectors, ktera´ obsahuje seznam identifika´toru˚ vsˇech prˇipojeny´ch instancı´ trˇı´dy Client-
Socket. K pra´ci s touto kolekcı´ existujı´ trˇi metody: addConnectedID, removeConnectedID
a metoda isWritable. Prvnı´ jednodusˇe do kolekce prˇida´ novy´ identifika´tor, ktery´ prˇijde v
argumentu metody. Druha´ metoda pak tento identifika´tor odebere, ale navı´c pokud jizˇ
je kolekce pra´zdna´ tak se provede odpojenı´ spojenı´ s druhou stranou. Poslednı´ metodou
je metoda isWritable, ktera´ jen identifika´tor argumentu porovna´ s vrcholem kolekce (v
tomto prˇı´padeˇ typu FIFO) a vra´tı´ true pokud jsou shodne´. Cˇili zapisovat na zarˇı´zenı´ mu˚zˇe
jen prvnı´ uzˇivatel, ktery´ zazˇa´dal o prˇipojenı´ nebo v prˇı´padeˇ, zˇe se jizˇ odpojil tak uzˇivatel,
ktery´ se prˇipojil dalsˇı´ v porˇadı´.
5.4 Implementace klientske´ aplikace
Klientska´ aplikace je druha´ cˇa´st programovacı´ cˇa´sti te´to diplomove´ pra´ce. Jejı´ existence
by meˇla usnadnit prˇı´stup k zarˇı´zenı´m a jejich na´slednou konfiguraci. Samotna´ aplikace je
35
napsa´na ve frameworku Qt, cozˇ umozˇnˇuje kompilaci pod vsˇemi hlavnı´mi platformami.
Samotna´ aplikace je rozdeˇlena na tyto cˇa´sti:
• Hlavnı´ okno
• Dialogove´ okno pro nove´ spojenı´
• Dialogove´ okno pro vy´beˇr zarˇı´zenı´
• Konkre´tnı´ za´lozˇka komunikace se zarˇı´zenı´m
Hlavnı´ dialogove´ okno je tvorˇeno trˇı´douMainWindow. Jejı´m u´cˇelemvaplikaci je udrzˇovat
si vsˇechnydalsˇı´ graficke´ i konfiguracˇnı´ prvky.Obsahuje trˇi hlavnı´ cˇa´sti:menu, na´strojovou
lisˇtu a centra´lnı´ prvek. Menu je tvorˇeno odkazy na dialogove´ prvky aplikace stejneˇ jako
na´strojova´ lisˇta, ktera´ umozˇnˇuje snadneˇjsˇı´ prˇı´stup k teˇmto prvku˚m. Centra´lnı´ prvek je
tabularizovane´ (tvorˇene´ za´lozˇkami), ktery´ je tvorˇen prvkem QTabWidget.
V dialogove´m okneˇ pro nove´ spojenı´ se zada´vajı´ informace pro prˇipojenı´ ke konzo-
love´ aplikaci. Zada´va´ se jen uzˇivatelske´ jme´no, heslo a adresa serveru. Samotne´ oveˇrˇenı´
spra´vnosti probı´ha´ ve trˇı´deˇ MainWindow, kdy se kontroluje jak vlastnı´ mozˇnost prˇipo-
jenı´ k serveru (nespra´vneˇ zadana´ adresa nebo nedostupnost konzolove´ho serveru) tak
i spra´vnost zadane´ho hesla (kontrola podle hodnoty, kterou prˇijme z konzolove´ho ser-
veru). Vsˇechny u´daje se ukla´dajı´ a nacˇı´tajı´ z/do souboru, takzˇe vsˇechny u´daje je nutne´
zadat pouze jednou. Tı´m se zrychlı´ prˇı´stup k hlavnı´mu pouzˇitı´ aplikace (komunikace se
zarˇı´zenı´mi).
Prˇi kliknutı´ na tlacˇı´tko Prˇipojenı´ k zarˇı´zenı´ se nejprve posˇle prˇı´kaz ’list’ do jizˇ ote-
vrˇene´ho a oveˇrˇene´ho spojenı´ s konzolovy´m serverem. To vra´tı´ seznam vsˇech mozˇny´ch
zarˇı´zenı´, ke ktere´mu semu˚zˇe uzˇivatel prˇipojit. Tento seznam se da´le posˇle do dialogove´ho
okna, ve ktere´m se zpracuje a zobrazı´ se ve vı´cevy´beˇrove´m seznamu. Kazˇdy´ prvek se zob-
razı´ pod svy´m na´zvem a identifika´torem (prˇı´klad R1 - r1@vsb-advanced.cz). Seznam je
vı´cevy´beˇrovy´ cozˇ znamena´, zˇe je mozˇno vybrat najednou vı´ce prvku˚ a po kliknutı´ na tla-
cˇı´tko ok se vsˇechny otevrˇou. Da´le prˇi dvojkliknutı´ na prvek se k jizˇ otevrˇeny´m za´lozˇka´m
prˇida´ nova´ s vybrany´m prvkem. Za´lozˇky jsou pojmenovane´ podle na´zvu prvku.
Poslednı´ cˇa´stı´ je za´lozˇka s konkre´tnı´m zarˇı´zenı´. Kazˇda´ za´lozˇka je tvorˇena instancı´ trˇı´dy
TabWidget, ktera´ v sobeˇ obsahuje socket. Do konstuktoru je posla´na instance nastavenı´,
ze ktere´ se vyberou u´daje, ktere´ byly pouzˇity prˇi prvnı´m spojenı´ a socket s pomocı´
teˇchto u´daju˚ nava´zˇe komunikaci s konzolovy´m serverem.Da´le po autentizaci posˇle prˇı´kaz
’connect’ s parametremunika´tnı´ho identifika´toru zarˇı´zenı´ a cˇeka´ na odpoveˇd’. Prˇijde-limu
rˇeteˇzec ’ok’ pak povolı´ interakci s textovy´m editorem, ktery´ slouzˇı´ jako vstupneˇ/vy´stupnı´
zarˇı´zenı´ pro zada´va´nı´ prˇı´kazu˚. Samotne´ spojenı´ s klientem je neblokujı´cı´, ale na´sledne´
zada´va´nı´ uzˇivatelsky´ch dat je kvu˚li jednoduchosti zada´va´no v blokujı´cı´m rezˇimu, takzˇe
se mu˚zˇe sta´t, zˇe aplikace mu˚zˇe neˇjakou chvı´li cˇekat, nezˇ ji prˇijde odpoveˇd’.
Komunikace cele´ aplikace je zakreslena na sekvencˇnı´m diagramu na obra´zku 21.
Vlastnı´ aplikace pod prostrˇedı´m Microsoft Windows je na obra´zku 22.
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Obra´zek 21: Komunikace klientske´ aplikace
Obra´zek 22: Uka´zka klientske´ aplikace v prostrˇedı´ Windows
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5.4.1 Chova´nı´ textove´ho editoru
Jelikozˇ textovy´ editor se chova´ odlisˇneˇji nezˇ konzole, bylo potrˇeba jeho chova´nı´ upravit,
aby ji co nejvı´ce prˇipomı´nala. Odlisˇnosti a specifika konzole jsou na´sledujı´cı´:
• Sˇipky doleva a doprava - v konzoli se pohybujı´ jen v oblasti jednoho rˇa´dku a to
jen za promptem (vy´zvou). V textove´m editoru umozˇnˇuje pohyb od zacˇa´tku azˇ do
konce.
• Sˇipky nahoru a dolu˚ - v konzoli slouzˇı´ k zobrazenı´ prˇedchozı´ch prˇı´kazu˚, v editoru
k posunu kurzoru mezi rˇa´dky
• Ctrl - v konzoli slouzˇı´ jako kontrolnı´ tlacˇı´tko pro zvla´sˇtnı´ prˇı´kazy. V editoru nema´
zvla´sˇtnı´ vy´znam
• Tab - v konzoli slozˇı´ jako nasˇepta´vacˇ pro pra´veˇ psane´ prˇı´kazy. V editoru jen jako
odsazenı´ textu.
• Enter - v konzoli funguje jako signa´l pro zpracova´nı´ prˇı´kazu. V editoru jako odrˇa´d-
kova´nı´.
Vsˇechny tyto odlisˇnosti musely by´t bra´ny v potaz prˇi zpracova´nı´ aplikace. Nejjedno-
dusˇsˇı´m zpu˚sobem, jak je zpracovat bylo vytvorˇenı´ nove´ trˇı´dy MyTextEdit, ktera´ deˇdila
ze trˇı´dy QTextEdit, ale redefinovala dveˇ metody: keyPressEvent a keyReleaseEvent. Jak
na´zev napovı´da´, jsou to metody zodpoveˇdne´ za zpracova´nı´ stisknuty´ch znaku˚ na kla´ves-
nici.
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6 Testova´nı´
Vzhledem k tomu, zˇe aplikace nesmı´ obsahovat zˇa´dne´ chyby, bylo potrˇeba ji rˇa´dneˇ otes-
tovat. Rˇa´dne´ otestova´nı´ bylo i jednı´m z bodu˚ zada´nı´ diplomove´ pra´ce. Cele´ testova´nı´ se
da´ rozdeˇlit do neˇkolika fa´zı´. Jsou to:
• Fa´ze 1 - testova´nı´ samotne´ komunikace, fungova´nı´ metod frameworku, funkce
reakcı´ na zmeˇny v socketu apod.
• Fa´ze 2 - testova´nı´ spra´vne´ho chodu jednotlivy´ch funkcı´ syste´mu (oveˇrˇenı´ identity,
reakce na prˇı´kazy)
• Fa´ze 3 - testova´nı´ komunikace multiplatformnı´ho klienta s konzolovou aplikacı´
• Fa´ze 4 - testova´nı´ odezvy, stability aplikace konzolove´ho serveru a obecne´ ujisˇteˇnı´
o spra´vnosti funkce.
Tyto fa´ze prˇicha´zely postupneˇ se samotny´m vy´vojem cele´ aplikace. Dalo by se rˇı´ci, zˇe pro
vy´voj byl pouzˇit alesponˇ cˇa´stecˇneˇ vodopa´dovy´ model vy´voje, jelikozˇ prˇed kazˇdou im-
plementacı´ nove´ funkcionality probı´hala analy´za a po implementaci probı´halo na´sledne´
testova´nı´.
V prvnı´ fa´zi se rˇesˇila samostatna´ komunikace s konzolovy´m serverem. V za´kladu byla
postavena jednoducha´ aplikace, ktera´ pouze naslouchala a vypisovala staticky´ text po
prˇijetı´ jaky´chkoliv dat. Vy´voj probı´hal na operacˇnı´m syste´mu Kubuntu 12.10. Pro samot-
nou komunikaci s konzolovou aplikacı´ bylo potrˇeba jednoduche´ho klienta, postacˇujı´cı´
byl jaky´koliv klient pro sı´t’ovou komunikaci s textovy´m vy´stupem. Pro potrˇeby byl tedy
vybra´n pocˇı´tacˇovy´ program s na´zvem netcat, ktery´ jizˇ byl v operacˇnı´m syste´mu Kubuntu
obsazˇen a bylo jednoduche´ ho pouzˇı´t. Samotne´ nava´za´nı´ komunikace s konzolovy´m
prˇı´kazem pak probı´halo na´sledujı´cı´m prˇı´kazem:
nc localhost [cˇı´slo portu]
Vpu˚vodnı´mpla´nu bylo prˇedpokla´da´no s pouzˇitı´m vla´ken, se ktery´mi byla i tato jednodu-
cha´ aplikace (konzolovy´ server ve fa´zi 1) napsa´na. Bohuzˇel, se prˇi pouzˇitı´ vla´ken vyskytly
chyby, ktere´ nebylomozˇno odstranit. Jednalo se o podivne´ reakce na prˇı´chozı´ zpra´vy, kdy
prˇi zasla´nı´ dat aplikace nereagovala tradicˇnı´m vyvola´nı´m signa´lu readyRead, nebo se prˇi
zası´la´nı´ dat data poslala jednou, dvakra´t nebo dokonce vu˚bec. Cela´ tato komunikace byla
pro svoji zvla´sˇtnost neusta´le zachycova´na v aplikaci Wireshark (popula´rnı´ protokolovy´
analyze´r a paketovy´ sniffer), aby se otestovalo, zda se data vu˚bec zası´lajı´ (a tı´m vyloucˇit
chybu programu Netcat). Bohuzˇel se chyba aplikace Netcat vyloucˇila a bylo rozhodnuto
upustit od prˇı´stupu s vla´kny, cozˇ ve vy´sledku znamenalo zlehcˇenı´ pra´ce prˇi programo-
va´nı´ dalsˇı´ch cˇa´stı´ ko´du (potencia´lnı´ nutnosti zamyka´nı´ apod.). Pro dalsˇı´ implementaci
bylo tedy vybra´na obycˇejna´ asynchronnı´ komunikace se sokety.
Ve druhe´ fa´zi se testovala prvotnı´ komunikace s aplikacı´ v ra´mci jejı´ funkce. Ze vsˇeho
nejdrˇı´v pak autentizace uzˇivatele a jeho reakce na prˇı´kazy. Hned v autentizaci, kdy se
prˇistupovalo kdataba´zi virtlabubyla nalezenanemozˇnost prˇipojenı´ se k beˇzˇı´cı´ instanci. Po
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Obra´zek 23: Komunikace s unixovy´m shellem jako zarˇı´zenı´
testova´nı´ bylo zjisˇteˇno, zˇe aktua´lnı´ nastavenı´ databa´ze neumozˇnˇovala vzda´leny´ prˇı´stup,
a tak pro potrˇeby testova´nı´ bylo toto upraveno v konfiguracˇnı´m souboru databa´ze mysql
a po restartu databa´ze jizˇ komunikace probı´hala. Da´le v te´to fa´zi probı´halo testova´nı´
jednotlivy´ch prˇı´kazu˚ a tedy jizˇ prakticky cela´ za´kladnı´ funkcˇnost aplikace. Pro potrˇeby
testova´nı´ prˇipojenı´ se k zarˇı´zenı´ bylo pouzˇito testova´nı´ na loka´lnı´m zarˇı´zenı´ bez pou-
zˇitı´ fyzicky´ch prvku˚. K tomu bylo vyuzˇito prˇesmeˇrova´nı´ loka´lnı´ho unixove´ho shellu na
nasloucha´nı´ vybrane´ho portu. Prakticky se to docı´lilo na´sledujı´cı´mi prˇı´kazy:
mkfifo /tmp/mypipe
cat /tmp/mypipe|/bin/bash 2>&1|nc -l 6000 >/tmp/mypipe
Dı´ky teˇmtoprˇı´kazu˚m seunixova´ konzola zobrazı´ vsˇemuzˇivatelu˚m, kterˇı´ se prˇipojı´ na port
6000 (naslouchajı´cı´ port se nastavı´ za argumentem -l). Da´le bylo vytvorˇeno nove´ zarˇı´zenı´
v konfiguracˇnı´m souboru se zarˇı´zenı´mi, byl mu da´n zvoleny´ port a jako IP adresa mu
byla da´na adresa localhostu (127.0.0.1). Komunikace pak probı´hala, jak je zakresleno na
obra´zku 23. V te´to fa´zi se objevilo nejvı´ce chyb a nejvı´ce chyb bylo osˇetrˇeno.
Ve trˇetı´ fa´zi byla hotova´ multiplatformnı´ aplikace a bylo potrˇeba otestovat jejı´ komu-
nikaci s konzolovou cˇa´stı´. Hlavneˇ pak bylo potrˇeba vyrˇesˇit proble´m vı´ceuzˇivatelske´ho
prˇı´stupu k jednomu zarˇı´zenı´, cozˇ bylo potrˇeba vyrˇesˇeno sdı´lenou komunikacı´ mezi vlast-
nı´m zarˇı´zenı´m a konzolovy´m serverem. Samotna´multiplatformnı´ aplikacemusela komu-
nikovat s konzolovou aplikacı´ nejen pro napojenı´ k zarˇı´zenı´m, ale i k zı´ska´nı´ informacı´
o dostupny´ch zarˇı´zenı´ch a mozˇnost autorizovat uzˇivatele, ktery´ aplikaci pouzˇı´va´. Prˇi
samotne´ komunikaci nebyl veˇtsˇı´ proble´m, pouze se muselo pouzˇı´t cˇeka´nı´ na prˇı´chozı´
data, prˇed odesı´la´nı´m dat, ktere´ jsme chteˇli na server zaslat. Avsˇak dosˇlo ke stavu, kdy
ukoncˇenı´ aplikace zpu˚sobilo pa´d samotne´ konzolove´ strany, cozˇ rozhodneˇ nebyl stav,
ktere´ho by se meˇlo dosa´hnout. Proto bylo vsˇe pecˇliveˇ odladeˇno a chyba osˇetrˇena.
V poslednı´ fa´zi se da´ rˇı´ci, zˇe cela´ aplikace je hotova. Je pouze potrˇeba osˇetrˇit krizove´
stavy a otestovat jejı´ celkovou stabilitu. Pro tuto fa´zi bylo provedeno zapojenı´, ktere´ je
zakreslene´ na obra´zku 24. Jesˇteˇ prˇed samotny´m testova´nı´m bylo doprogramova´no do
aplikace uvolnˇova´nı´ pameˇti, at’nedojde k zahlcenı´ fyzicky´ch prostrˇedku˚ (v prˇedchozı´ch
fa´zı´ch toto nebylo potrˇeba, aplikace nikdy nebeˇzˇela dost dlouho na to, aby zabrala v
pameˇti prˇı´lisˇ mı´sta). Byla take´ relativneˇ testova´na doba odezvy jednotlivy´ch prvku˚, aby
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Obra´zek 24: Testova´nı´ ve fa´zi 4
se vyloucˇilo prˇı´lisˇ velke´ zpozˇdeˇnı´ od zasla´nı´ prˇı´kazu po dobu prˇijetı´ odpoveˇdi, jejı´ho
na´sledne´ho zpracova´nı´ a vykreslenı´ na graficky´ cˇi textovy´ vy´stup. Nasˇteˇstı´ aplikace pra-
covala svizˇneˇ (v relativnı´m pojetı´). Da´le se testovaly reakce aplikace v prˇı´padech ztra´ty
spojenı´ z du˚vodu˚ nefunkcˇnosti fyzicke´ho spojenı´. Bylo take´ doda´no zpracova´nı´ prˇı´kazu˚,
ktere´ vyzˇadujı´ neˇktere´ prvky pro jejich jednodusˇsˇı´ ovla´da´nı´.
V kazˇde´ fa´zi byly nalezeny chyby cˇi vy´jimky, ktere´ bylo nutne´ osˇetrˇit cˇi zpracovat.
V neˇktery´ch prˇı´padech dosˇlo i k prˇepsa´nı´ velke´ cˇa´sti zdrojove´ho ko´du tak, aby aplikace
byla co nejvı´ce stabilnı´ a pouzˇitelna´ v rea´lne´mprovozu.Nevylucˇuji vsˇakmozˇnost vy´skytu
chyby prˇi podmı´nka´ch, ktere´ se nedajı´ snadno otestovat (extre´mnı´ za´teˇzˇ serveru, zatı´zˇenı´
linky, velky´ jitter u spojenı´ apod.).
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7 Prˇipravenı´ aplikacı´ k pouzˇitı´
Spusˇteˇnı´ aplikace jako takove´ je pro fina´lnı´ nasazenı´ nedostatecˇne´. Aby bylo mozˇno
hotovou aplikaci da´t k dispozici jsou potrˇeba dva kroky:
1. Zkompilova´nı´ aplikace v release mo´du, kdy se do ko´du dostanou jiste´ optimalizace
a naopak se odstranı´ cˇa´sti, ktere´ jsou nutne´ k debuggova´nı´.
2. Doda´nı´ externı´ch knihoven
Vzhledem k tomu, zˇe Qt nenı´ syste´mova´ knihovna, je potrˇeba aby byla redistribuova´na
spolecˇneˇ s aplikacı´. Pro distribuci je postacˇujı´cı´ prˇibalit knihovny, ktere´ aplikace potrˇebuje
do adresa´rˇe, kde se spustitelny´ soubor nacha´zı´ (na platformeˇ Microsoft Windows). Tyto
knihovny jsou specifikova´ny uvnitrˇ projektove´ho souboru a pro klientskou aplikaci jsou
potrˇeba na´sledujı´cı´ knihovny:
• QtGui
• QtCore
• QtNetwork
Vzhledem k tomu, zˇe konzolova´ aplikace ma´ beˇzˇet na operacˇnı´m syste´mu Debian, nebo
syste´mu z neˇho vycha´zejı´cı´ho, je mozˇno vyuzˇı´t jejı´ho balı´cˇkove´ho syste´mu (tj. filosofie, zˇe
kazˇdy´ program ma´ svu˚j balı´cˇek, ktery´ se da´ prˇedstavit jako archı´v). Tedy je mozˇne´ dodat
do syste´mu balı´cˇek obsahujı´cı´ tyto knihovny do syste´mu drˇı´ve, nezˇ se spustı´ samotna´
instance konzolove´ho serveru. To se da´ prove´st naprˇı´klad tı´mto prˇı´kazem:
apt-get install libqt4
Nebo je mozˇno vytvorˇit samostatny´ balı´cˇek, ktery´ vesˇkere´ knihovny bude obsahovat a
ktery´ je prˇi spusˇteˇnı´ automaticky nahraje do syste´mu.
Tento syste´m, kdy se knihovny nacˇı´ta´ dynamicky, poskytuje vy´hodunaprˇı´klad snı´zˇenı´
na´roku˚ na pameˇt’, sˇetrˇenı´ prostoru, jednodusˇsˇı´ aktualizace (s novou verzı´ knihoven se
nemusı´ prˇekompilovat vlastnı´ aplikace). Proto byloprˇistoupenok tomuto syste´muvyda´nı´
programove´ cˇa´sti hotove´ diplomove´ pra´ce.
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8 Za´veˇr
Cı´lem pra´ce bylo vytvorˇit novou formu konzolove´ho serveru tak, aby se sta´vajı´cı´m rˇesˇe-
nı´m bylo v za´kladnı´ funkcˇnosti stejne´, tj. aby doka´zalo bezproble´moveˇ spojovat uzˇivatele
se zarˇı´zenı´, a navı´c, aby obsahovalo jakousi formu zjednodusˇenı´ prˇı´stupu na toto nove´
rˇesˇenı´. Da´le vzhledem k pouzˇite´mu objektove´mu prˇı´stupu prˇi psanı´ ko´du samotne´ apli-
kace byl dba´n du˚raz na to, aby mohla by´t aplikace snadno rozsˇı´rˇena, pokud budeˇ neˇkdy
v budoucnu pozˇadavek na novou funkcionalitu cˇi vylepsˇenı´ nove´ho rˇesˇenı´.
Da´le pra´ce poskytla za´kladnı´ na´hled do distribuovany´ch a nedistribuovany´ch verzı´
virtua´lnı´ laboratorˇe, ktera´ slouzˇila studentu˚m k plneˇnı´ studijnı´ch projektu˚ v ra´mci vy´uky
nejen v ra´mci Cisco vzdeˇla´vacı´ch programu˚, ale i k vy´uce pocˇı´tacˇovy´ch sı´tı´ na Vysoke´
sˇkole ba´nˇske´ a i na jiny´ch univerzita´ch, ktere´ se na projektu podı´lely. Byly strucˇneˇ popsa´ny
jednotlive´ prvky distribuovane´ verze a da´le jako jejı´ soucˇa´st i konzolovy´ server, ktery´
samotny´ byl cı´lem pra´ce.
Veˇtsˇı´ cˇa´st pra´ce byla veˇnova´na rozboru sı´t’ove´ komunikace, vzhledem k tomu, zˇe se
jedna´ o neˇco, na co je v prakticke´ (programovacı´) cˇa´sti pra´ce da´va´n velky´ du˚raz a je
pro pochopenı´ samotne´ho programu nezbytne´ mı´t znalosti i z te´to oblasti. Byl popsa´n
za´kladnı´ ka´men komunikace v pocˇı´tacˇovy´ch sı´tı´ch, lehce naznacˇen vrstvovy´ model a
nejveˇtsˇı´ du˚raz te´to sekce byl da´n na navazova´nı´ spojenı´ a s nı´ spojene´ dalsˇı´ veˇci, ktere´
se da´le pouzˇily do vlastnı´ pra´ce. Nakonec byl rozepsa´no o pouzˇitı´ teˇchto zpu˚sobu˚ sı´t’ove´
komunikace na softwarove´ u´rovni ve formeˇ programovacı´ho API zvane´ sockety.
Jak bylo specifikova´no i v zada´nı´ pra´ce, byla potrˇeba podrobna´ analy´za dane´ proble-
matiky. To znamena´, zˇe bylo nutne´ se sezna´mit nejen se sta´vajı´cı´m rˇesˇenı´m komponenty
konzolove´ho serveru, ale i dalsˇı´ch komponent distribuovane´ virtua´lnı´ laboratorˇe. Cˇa´st
te´to sekce byla veˇnova´na databa´zi, ktera´ je postavena na varianteˇ MySQL. Byl proveden
rozbor jednotlivy´ch tabulek, ktere´ se v samotne´ aplikace dajı´ pouzˇı´t nebo bylo prˇedpokla´-
da´no jejich pouzˇitı´. Analy´za pak navı´c obsahuje jesˇteˇ popisy komunikacemezi uzˇivatelem
a samotnou aplikacı´, kdy bylo potrˇeba vybrat vsˇechny uzˇitecˇne´ funkcionality pro uzˇiva-
tele a navrhnout syste´m autentizace tak, aby byl co nejme´neˇ rusˇivy´ pro externı´ pouzˇitı´
(tj. skrze externı´ho klienta). Nakonec se tato sekce analy´zy veˇnovala prˇı´stupu k zarˇı´ze-
nı´m a vybra´nı´ nejoptima´lneˇjsˇı´ varianty prˇı´stupu vı´ce uzˇivatelu˚, kdy byl vybra´n prˇı´stup,
ktery´ omezuje vsˇechny azˇ na jednoho uzˇivatele jen rezˇimem cˇtenı´ zaslany´ch dat. Vybrany´
uzˇivatel ma´ pak jako jediny´ pra´vo za´pisu.
Nejdu˚lezˇiteˇjsˇı´ cˇa´stı´ byla samotna´ implementace. Byly popsa´ny jednotlive´ mozˇnosti
prˇi vy´beˇru prostrˇedı´, ve ktere´m bude psa´n ko´d a zdu˚vodneˇnı´ vy´beˇru frameworku Qt.
Da´le byla celkem podrobneˇ popsa´na implementace samotne´ konzolove´ cˇa´sti s pecˇliveˇ
vypsany´mi vztahy, mezi jednotlivy´mi cˇa´stmi. Byla take´ naznacˇena implementace klient-
ske´ cˇa´sti, ktera´ byla dalsˇı´m bodem zada´nı´ diplomove´ pra´ce. Jednı´m z pozˇadavku˚ byla
jejı´ multiplatformnost, cˇehozˇ bylo nakonec docı´leno vytvorˇenı´m nativnı´ch aplikacı´ pro
platformy Microsoft Windows, Linux a Mac OS X.
Nakonec neme´neˇ du˚lezˇitou cˇa´stı´ a poslednı´m bodem zada´nı´ bylo otestova´nı´ aplikace.
Bylo popsa´no kladenı´ du˚razu na neusta´le testova´nı´ funkcˇnosti, vy´sledne´ testova´nı´ sta-
bility a rozdeˇlenı´ do neˇkolika testovacı´ch fa´zı´. Byly poskytnuty sche´mata, na ktery´ch se
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testovalo. Navı´c bylo popsa´no i samotne´ vyda´nı´ aplikace, co vsˇemusı´ aplikace obsahovat,
aby byla na samotny´ch platforma´ch spusˇteˇna.
Vy´sledne´ rˇesˇenı´ bylo pecˇliveˇ otestova´no a osˇetrˇeno na prˇı´padne´ chyby, ktere´ se v
pru˚beˇhu vy´voje mnohokra´t objevili. Nenı´ vsˇak vyloucˇena existence chyby, protozˇe doko-
nale´ testova´nı´ nenı´ mozˇne´ a dalsˇı´ vyloucˇenı´ chyb je nutne´ zjisti v ostre´m provozu.
Mateˇj Deˇcky´
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