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Lyhenteet 
ANR Application Not Responding. Android-järjestelmän tuoma dialogi, jos UI-
säie ei vastaa viiteen sekuntiin. 
CI Continuous Integration. Automaattiset koontityökalut. 
CPA Cost Per Action. Mainostamiseen liittyvästä tapahtumasta maksettava 
summa. 
CPI Cost Per Impression. Mainoksen näyttämisestä maksettava summa. 
CSS Cascading Style Sheets. Tyyliohjeet WWW-dokumenteille. Määrittävät 
verkkosivuston ulkoasun. 
DVCS Decentralized Version Control System. Hajautettu 
versionhallintajärjestelmä, joka mahdollistaa useamman kehittäjän 
työskentelyn samassa projektissa. 
HTML Hypertext Markup Language. Standardoitu merkintäkieli websivustojen 
tuottamiseen. 
HTML5 HTML-merkintäkielen seuraava kehitysversio. Myös yleisnimitys web-
tekniikoille, joita käytetään niin sivustojen kuin myös web-sovellusten 
tuotantoon. 
IDE Integrated Development Environment. Ohjelmointiympäristö 
ohjelmistotuotantoa varten. 
ITS Issue tracking system. Ohjelmisto ongelmien tai bugien raporttien 
listaukseen ja ylläpitoon. 
jQT Avoimen lähdekoodin liitännäinen jQuery JavaScript-kirjastolle web-
sovellusten tuotantoon. Sisältää mm. natiiveja animaatioita ja teemoja. 
jQuery Avoimen lähdekoodin JavaScript-kirjasto. Yksinkertaistaa web-sivustojen 
ja -sovellusten tuotantoa. 
   
JSON JavaScript Object Notation. Avoimen standardin alla oleva 
tiedonsiirtomuoto, jonka avulla välitetään tietoa avain-arvo pareina. 
LDAP Lightweight Directory Access Protocol. Verkkoprotokolla 
hakemistopalvelujen käyttöön. Käytetään mm. käyttöoikeuksien 
tarkistamiseen. 
NDK Native Development Kit. Rajapinnat ja työkalut natiivien sovellusten 
tuottamiseen Android-mobiilikäyttöjärjestelmälle C- tai C++-
ohjelmointikielillä. 
PPC Pay Per Click. Mainosten napsauttamisesta maksettava summa. 
SCM Software Configuration Management. Käytännöt ohjelmistojen tiedostojen 
ja muutosten hallitsemiseksi. 
SPA Single-page application. Yhden sivun web-sovellus, joka ladataan 
asiakaspäätteelle kokonaan yhdellä kertaa tai dynaamisesti käyttäjän 
valintojen perusteella. 
SVN Subversion. Keskitetty versionhallintajärjestelmä. 
URI Uniform Resource Identifier. Merkkijono, joka määrittää tiedon osoitteen, 
nimen tai molemmat. 
VC Virtual Currency. Peleissä käytettävä valuutta, jota myydään pelien 
sisäisinä ostoksina. 
VCS Version Control System. Versionhallintajärjestelmä. 
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1 Johdanto 
Mobiilialan, -laitteiden ja -sovellusten kehitys on ollut erittäin nopeaa viime vuosina. 
Kehitysmenetelmät ja välineet kehittyvät ja muuttuvat nopeasti. Mobiiliohjelmistoissa, -
työkaluissa ja -palveluissa  on otettu merkittäviä harppauksia. Älypuhelinten, tablettien 
ja kosketusnäytöllisten ultrabook-kannettavien suosio on räjähtänyt, ja niitä löytyykin 
lähes jokaisesta kodista. 
Erilaisten tekniikoiden ja välineiden suuri määrä tarjoaa paljon vaihtoehtoja ja 
mahdollisuuksia  ohjelmistotuotannossa niin sovelluskehityksessä kuin myös 
pelikehityksessä. Tarjonnan suuri määrä myös vaikeuttaa omiin käyttötarkoituksiin 
parhaiten sopivien ohjelmistojen ja tekniikoiden valitsemista. 
Tämän insinöörityön tavoitteena on tutustua erilaisten mobiilisovellusten kehittämiseen 
Androidille useilla eri tekniikoilla ja eri lähtökohdista. Työssä esitellään, vertaillaan ja 
tutkitaan sovelluskehityksen tekniikoita ja menetelmiä sekä toteutetaan kaksi pientä 
esimerkkisovellusta sekä kaksi yksinkertaista peliä. 
Aluksi perehdytään sovelluskehitysympäristön pystyttämiseen. Aloitetaan asentamalla 
VMware-virtuaalikone, jolle asennetaan Linux ja GitLab-versionhallinta 
sovelluskehityksen versionhallintaa varten. Seuraavaksi esitellään ja asennetaan muita 
tarpeellisia työkaluja ohjelmistotuotantoa varten. Tämän jälkeen esitellään 
mobiilikäyttöjärjestelmät, Android-kehitysympäristö, virtuaalilaitteet sekä Intelin 
virtuaalitekniikoiden käyttöönotto, joilla pystytään nopeuttamaan sovelluskehityksessä 
käytettäviä virtuaalilaitteita. Samassa yhteydessä vertaillaan natiivia sovelluskehitystä, 
alustariippumatonta sovelluskehitystä sekä hybridisovelluksia. Ohjelmistotuotannon  
tekniikoiden ja kehitysympäristöjen esittelyn jälkeen tutustutaan pelikehitykseen ja  
muihin työkaluihin kuten Unity3D ja libGDX sekä Blender-grafiikkaohjelmistoon.  
Työssä luodaan natiivi Android-sovellus, alustariippumaton HTML5-sovellus ja kaksi 
yksinkertaista peliprototyyppiä. Android-sovellus on ajanhallintaa varten toteutettu 
Work Cycle Timer -niminen sovellus, joka käyttää hyväkseen androidin 
palvelukomponenttia, notification- sekä AlarmManager-palveluita. 
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HTML5-sovelluksella on tarkoitus syventyä alustariippumattomaan kehitykseen. 
Sovellus tulee olemaan pieni SPA-tyylinen To-do list -tehtävälistasovellus, joka toimii 
mobiililaitteilla ja tietokoneen selaimilla. Työssä verrataan siis natiivia sovelluskehitystä 
alustariippumattomaan HTML5-kehitykseen. Pelinkehityksessä vertaillaan libGDX- ja 
Unity-pelituotantoja ja pelejä varten toteutetaan yksinkertaiset grafiikat, joissa esitellään 
mobiililaitteiden rajoitteita grafiikantuottamiseen verrattuna pc-tietokoneeseen. 
Tämä työ pyrkii olemaan monialainen, laaja katsaus erilaisiin 
ohjelmistotuotantomenetelmiin, sovelluksiin ja tekniikoihin ohjelmistotuotantoon 
mobiililaitteille. Työn tavoite on vertailla ilmaisia avoimen lähdekoodin ohjelmistoja 
maksullisiin suljetun lähdekoodin ohjelmistoihin ohjelmistotuotannossa niin 
kustannustehokkuuden kuin myös soveltuvuuden kannalta. 
Toteutetuilla sovelluksilla pystytään esittelemään Android-sovelluskehitystä ja 
mobiilisovelluskehitystä laajasti ja kattamaan muita yleispäteviä ohjelmistokehityksessä 
tarvittavia tekniikoita, työkaluja ja laitteita. Sovellukset tarjoavat pohjan, jota pystytään 
tulevaisuudessa laajentamaan ja mahdollisesti tekemään kaupallisia tuotteita suoraan 
sovelluksista taikka käyttämään sovellusten komponentteja. 
2 Kehitysympäristö 
2.1 Versionhallinta 
Ohjelmistotuotannossa ohjelmistojen lähdekoodit, dokumentit ja muut tiedot muuttuvat 
nopeaan tahtiin, ja tiedon määrä kasvaa nopeasti suureksi. Tämän takia eräs 
ohjelmistotuotannon tärkeimpiä asioita on tiedostojen versionhallinta. Versionhallinnalla 
pidetään kirjaa lähdekoodeihin ja dokumentteihin tapahtuvista muutoksista. 
Muutoksista tallennetaan jäädytettyjä aika-alkioita, joihin voidaan tarvittaessa palata 
milloin tahansa. 
Versionhallinta on osa SCM-järjestelmiä. SCM eli ohjelmiston konfiguraatiohallinta 
sisältää ne käytännöt ja menetelmät, joilla hallitaan ja organisoidaan muutosta. [1.] 
Versionhallintajärjestelmä (VCS) jakaa muutokset versioihin, joita tyypillisesti merkitään 
kasvavalla versionumerolla ja hash-tunnisteilla. Tiedostot ja niihin kohdistuneet 
muutokset tallennetaan tietovarastoon (repository) aikaleiman sekä muokkaajatiedon 
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kanssa. Versionhallintajärjestelmä mahdollistaa konfiguraatioiden valinnan eli 
esimerkiksi ohjelmiston vanhemman version hakemisen, useiden käyttäjien 
samanaikaisen kehitystyön maantieteellisestä sijainnista riippumatta ja 
koontijärjestelmien liittämisen järjestelmään ohjelmistojen versioiden automaattiseen 
koontiin. 
Nykyisin suosituimmat versionhallintajärjestelmät ovat Git ja Apache Subversion 
(SVN). Versionhallintajärjestelmät jaetaan pääasiassa kahteen ryhmään: keskitettyihin 
ja hajautettuihin versionhallintajärjestelmiin [2]. Git on hajautettu 
versionhallintajärjestelmä [3], kun taas SVN kuuluu keskitettyihin 
versionhallintajärjestelmiin [4]. 
2.1.1 Hajautetun ja keskitetyn versiohallinnan erot 
Keskitetyssä versionhallintajärjestelmässä on nimensä mukaisesti yksi keskitetty 
tietovarasto palvelimella, jonne kaikki kehittäjät tallentavat tekemänsä muutokset ja 
lisäykset. Keskitetyt versionhallintajärjestelmät perustuvat tietoliikennejärjestelmien 
asiakas-palvelin-arkkitehtuuriin (kuva 1). [5.] 
 
Kuva 1. Asiakas-palvelin-arkkitehtuuri keskitetyssä versiohallintajärjestelmässä [5]. 
Keskitetyn mallin suurimpia etuja on helpompi hallittavuus. Järjestelmän ylläpitäjillä on 
mahdollisuus hienosäätää käyttöoikeuksia ja muita järjestelmän asetuksia. Tämä on 
vaikeampaa hajautetussa mallissa, jossa asiakkailla on omat paikalliset kopionsa. 
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Hajautetussa versionhallintajärjestelmässä (DVCS) käytetään vertaisverkkoa 
keskitetyn tietovaraston sijaan. Jokaisella kehittäjällä on oma paikallinen kopio 
tietovarastosta, joka sisältää koko tietovaraston historioineen. Tätä paikallista kopioita 
synkronoidaan muiden kehittäjien kanssa. Tällöin jokainen paikallinen kopio toimii 
samalla varmuuskopiona tietovarastosta ja tietojen menettäminen tai 
peruuttamattomien muutosten aiheuttaminen vahingossa on epätodennäköistä. 
Kuitenkin omistamalla hajautetulle järjestelmälle oman palvelimen voidaan paremmin 
hallita käyttöoikeuksia ja esimerkiksi tarjoamalla helpon pääsyn tietovarastoon 
internetsivuston avulla. [6.] 
Järjestelmän hajautettu luonne tuo kuitenkin lukuisia etuja keskitettyyn järjestelmään 
verrattuna. Merkittävin hyöty on kehittäjien mahdollisuus työskennellä missä ja milloin 
tahansa ilman internetyhteyttä. Työskentely paikallisen tietovaraston kanssa on nopeaa 
ja tehokasta. Hajautus pienentää riskejä tietojen menettämiseen ja töiden 
keskeytymiseen, jotka olisivat huomattavasti suurempi riski keskeisten järjestelmien 
kaatuessa keskitetyssä mallissa. Muutosten tallentaminen tietovarastoon 
etäpalvelimelle verkon ylitse on aina hitaampaa kuin muutosten tallentaminen 
paikallisesti. Tämä luo selvän edun hajautetuille järjestelmille muutosten tallentamisen 
nopeudessa. Kommunikointi muiden kehittäjien kanssa on tarpeen vasta muutoksia 
jaettaessa. 
2.1.2 Subversion 
Subversion on avoimen lähdekoodin versionhallintajärjestelmä (VCS). Subversion ei 
ole aikaisemmin mainittu SCM-järjestelmä, joka keskittyy ohjelmistotuotannon 
tarpeisiin, vaan sen sijaan Subversion on järjestelmä, jolla hallitaan minkälaisia 
tiedostokokoelmia tahansa. Tiedostot voivat olla mitä tahansa aina lähdekoodista 
musiikkikirjastoihin [5]. 
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Kuva 2. Subversionin arkkitehtuuri [5]. 
Kuvassa 2 nähdään Subversionin keskitetyn versionhallinnan arkkitehtuuri. Alhaalla 
kuvassa on Subversion-tietovarasto, jonne ylhäällä oleville asiakasohjelmille tarjotaan 
pääsy Repository Access -kerroksen (RA) kautta. RA tarjoaa pääsyn asiakasohjelmille 
joko tietoliikenneverkon kautta tai ohittaen koko verkon tarjoten suoran pääsyn 
tietovarastoon. [5.] 
2.1.3 Git 
Git on ilmainen avoimen lähdekoodin hajautettu versionhallintajärjestelmä. Git on 
suunniteltu erityisesti nopeus, tehokkuus ja skaalautuvuus mielessä. Alun perin Gitin 
kehitys aloitettiin Linus Torvaldsin toimesta Linuxin ytimen kehitystyötä varten 
korvaamaan BitKeeper-ohjelmisto, kun BitKeeper siirtyi ilmaisesta maksulliseksi. [3.] 
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Gitissä muutokset ja lisäykset tehdään omaan paikalliseen kopioon tietovarastosta, 
joka lopulta liitetään pääasialliseen kehityshaaraan. Gitin hajautettu mallin ansioista 
voidaan käyttää useita erilaisia työnkulkuja, mikä ei ole keskitetyissä järjestelmissä 
mahdollista [7]. 
Gitillä on mahdollista työskennellä SVN:stä tutun keskitetyn mallin mukaan, jossa 
jokainen kehittäjä vie muutokset versionhallintaan. [7.] 
Toinen työnkulku tapa on ”Integration Manager Workflow”, jossa ainoastaan yksi 
henkilö, manageri, vie muutokset pääasialliseen versionhallintaan. Muut kehittäjät 
hakevat pääasiallisesta kehityshaarasta muutokset ja vievät omat muutoksensa omiin 
kehityshaaroihinsa, joista manageri hakee muutokset. [7.] 
Kolmas työnkulku tapa on ”Dictator and Lieutenants Workflow”, jossa ”luutnantit” ovat 
vastuussa projektin osa-järjestelmistä. Luutnantit liittävät osa-järjestelmän muutokset, 
ja ”diktaattori” lopulta liittää osajärjestelmän muutokset pääkehityshaaraan. Muut 
kehittäjät hakevat muutokset pääkehityshaarasta. Tämä sopii erityisesti suuriin 
projekteihin kuten Linux-ytimen kehitystyöhön. [7.] 
Gitiä voidaan käyttää myös yhdessä SVN:än tietovaraston kanssa asiakasohjelmana. 
Tämä mahdollistaa Gitin kaikkien paikallisten ominaisuuksien käyttämisen ja 
muutosten viemisen Subversion-palvelimella olevaan tietovarastoon. Gitissä on 
komento git svn, joka siltaa komentoja Gitin ja SVN:n välillä.  [8.] 
2.1.4 Gitin ja SVN:n vertailu 
Git ja SVN eroavat toisistaan keskitettyjen sekä hajautettujen 
versionhallintajärjestelmien erojen osalta, mutta järjestelmissä on eroja myös mm. 
suorituskyvyssä, tehokkuudessa, käytettävyydessä ja ominaisuuksissa. 
Gitin ja SVN:än eroja ovat mm: 
 Git on nopeampi kuin SVN. 
 SVN:llä voidaan luoda paikallinen kopio tietovaraston osasta, mutta Gitillä 
kopioidaan koko tietovarasto historioineen, josta luodaan paikallinen 
kopio. 
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 Gitin tietovarastot ovat kooltaan SVN:n tietovarastoja pienempiä. 
 Gitin hajautettu versionhallinta antaa kehittäjälle täydet oikeudet koko 
tietovaraston paikalliseen kopioon. 
 Gitin kehityshaarat vievät vähemmän resursseja ja niiden mukana on 
kehityshaaran koko historia. 
 Gitillä pystytään paremmin hallitsemaan kehityshaarojen tapahtumia. 
 Gitin tietovaraston käyttämät tiedostomuodot ovat yksinkertaisia, joten 
tiedostojen korruptoituminen on harvinaista ja virheistä palautuminen on 
helpompaa. 
 SVN:llä tietovaraston varmuuskopioita on helpompi hallita. 
 Gitin tietovaraston paikalliset kopiot toimivat samalla varmuuskopioina 
tietovarastosta. 
 SVN:n käyttöliittymä on Gitin käyttöliittymää kehittyneempi. 
 SVN käyttää peräkkäisiä numeroita jäädytettyjen hallinta-alkioiden 
(revisio) merkitsemiseen, kun taas Git käyttää SHA-1 tiivisteitä. [9.] 
2.1.5 Asiakasohjelmat versionhallintajärjestelmille 
Subversion- ja Git-versionhallintajärjestelmiä voidaan käyttää suoraan 
komentokehotteelta, mutta on myös olemassa työskentelyä helpottavia graafisia 
käyttöliittymiä.  
 
Kuva 3. TortoiseSVN ja TortoiseGit integroituna Windowsin Shelliin. 
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Windowsin Shelliin integroituvat liitännäiset TortoiseGit ja TortoiseSVN tarjoavat 
tehokkaan ja nopean tavan työskennellä versionhallintajärjestelmien kanssa (kuva 3). 
Vaihtoehtoisesti voidaan käyttää IDE:n liitännäistä. Esimerkiksi Eclipse-
ohjelmointiympäristöön on olemassa EGit-liitännäinen, jota käytetään tämän 
insinöörityön projektien versionhallinnassa. 
 
Kuva 4. EGit-liitännäisen asennus 
Eclipsessä EGit-liitännäinen asennetaan Eclipsen oman liitännäisten hallinnan kautta 
EGitin päivityssivuston osoitteella, josta ohjelmisto noutaa EGitin asennustiedostot ja 
asentaa liitännäisen tai päivittää olemassa olevan version (kuva 4). JGit puolestaan on 
Java-toteutus Git:stä. EGitin työkalut toimivat JGitin päällä ja tarvitsevat siis JGitin 
ohjelmakirjastot toimiakseen. 
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Kuva 5. EGit-liitännäisen tietovarastojen näkymä Eclipse-ohjelmointiympäristössä. 
Kuvassa 5 nähdään EGitin tietovarastonäkymässä natiivin Android-sovelluksen 
projekti. Branches-valikko listaa projektin etä- ja paikalliset kehityshaarat. Kehityshaara 
valikossa voidaan selata, lisätä, poistaa ja hakea paikallisia ja etäkehityshaaroja. 
Molemmissa valikoissa voidaan liittää ja synkronoida kehityshaaroja tai tageja 
nykyiseen kehityshaaraan. [10.] Tageilla merkataan kehityshaaran historian tärkeitä 
versioita. Yleensä Tageina käytetään ohjelmiston versionumeroa [11]. 
 
Kuva 6. Muutosten vieminen tietovarastoon EGit-liitännäisen velholla. 
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Ensimmäinen vaihe muutosten viemisessä tietovarastoon EGit-liitännäisellä (kuva 6) 
on paikallisen tai etätietovaraston URI:n syöttäminen, joka automaattisesti päivittää 
seuraavat kentät vastaamaan URI:n rakennetta. Yhteystyypin ja tunnistautumistietojen 
syötön jälkeen siirrytään määrittämään kehityshaarojen yhdistämisen asetukset. [10.] 
 
Kuva 7. Muutosten tallentamisen asetukset ja kehityshaarojen yhdistämisen määritykset.  
Kun muutokset viedään tietovarastoon täytyy määrittää etä- ja paikallisen tietovaraston 
kehityshaarojen yhdistämisen määritykset (kuva 7). Näitä määrityksiä käytetään 
tietovaraston hakujen ja muutosten tallentamisen yhteydessä. Määritykset kertovat, 
kuinka paikalliset kehityshaarat ja tagit yhdistetään etäkehityshaaroihin. 
2.2 GitLab 
GitLab (kuva 8) on avoimen lähdekoodin Git-versionhallintajärjestelmän tietovarastojen 
hallintajärjestelmä. GitLab sopii erityisesti yrityksille, jotka haluavat pitää tuotteidensa 
lähdekoodit yksityisenä. [12.] GitLabista on tarjolla ilmainen GitLab CE (Community 
Edition), GitLab EE (Enterprise Edition), joka sisältää lisäominaisuuksia sekä GitLab CI 
(Continuous Integration) testien ja koontien automatisointiin. 
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Kuva 8. GitLab. 
GitLab sisältää gitin tietovaraston hallinnan, lähdekoodien selailun, ITS-järjestelmän eli 
ongelmien ja virheiden seurannan ja listauksen, tietovaraston muutosten ja 
tapahtumien selailun sekä projektikohtaisen wikin. [13.] 
GitLabin ominaisuuksia: 
 Gitin tietovarastojen hallinta ja pitäminen turvassa yksityisellä 
palvelimella. 
 Projektien, käyttäjien ja käyttöoikeuksien hallinta. Projektien ryhmittely ja 
käyttäjien jako ryhmiin. 
 Lähdekoodien tarkastelu ja kehityshaarojen liittämisten hallinta. 
 LDAP-verkkoprotokolla käyttäjien varmentamiseen. [14.] 
Taulukko 1. GitLabin CE- ja EE-versioiden ominaisuuksien vertailu [15]. 
Ominaisuudet Community Edition Enterprise Edition 
CE-version ominaisuudet Kyllä Kyllä 
Ryhmien ja nimiavaruuksien hallinta Kyllä Kyllä 
Toisen ryhmän jäsenten liittäminen 
projektiin 
Ei Kyllä 
LDAP-käyttäjien varmentaminen Kyllä Kyllä 
LDAP-ryhmien synkronointi Ei Kyllä 
Git hooks -säännöt Ei Kyllä 
Taulukossa 1 nähdään GitLabin CE- ja EE-versioiden eroavat ominaisuudet. GitLabin 
ilmaisesta CE-versiossa on rajoitettu käyttäjien hallinta ja puuttuu mm. Git hooks -
säännöt, joiden avulla voidaan automaattisesti ajaa komentosarjoja tiettyjen 
tapahtumien yhteydessä. Hookit on jaettu asiakas- ja palvelinpuoleen. Asiakaspuolen 
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hookit ovat yleisten toimintojen yhteydessä, kuten muutosten viemisessä 
tietovarastoon ja kehityshaarojen liitoksissa. Palvelinpuolen hookit suoritetaan ennen ja 
jälkeen muutosten viemisen tietovarastoon. 
2.3 Eclipse 
Eclipse on ohjelmointiympäristö (IDE), jonka kehityksen aloitti IBM, mutta julkaisi sen 
myöhemmin avoimen lähdekoodin lisenssillä. Nykyisin Eclipsen kehityksestä vastaa 
Eclipse Foundation. [16.] Eclipse on toteutettu lähinnä Java-ohjelmointikielellä 
käyttöliittymää lukuun ottamatta. Eclipse tukee kehitystä useilla erilaisilla kielillä kuten 
Java, Python, C, C++ ja JavaScript. [17.] 
Eclipsessä käytetään työtiloja (workspace) projektien hallintaan. Työtila kuvaa IDE:n 
tilaa tietyllä hetkellä  ja helpottaa erityisesti suurten monimutkaisten projektien hallintaa. 
Eclipsestä on saatavilla useita erilaisia  konfiguraatioita valmiina helpottamaan 
käyttöönottoa. Eclipsen toiminnallisuutta pystytään kuitenkin helposti laajentamaan 
lisäominaisuuksilla ja liitännäisillä. Myös Google tarjoaa omaa valmista ADT Bundle -
konfiguraatiota Android-kehitykseen, joka sisältää Eclipsen, ADT-liitännäisen, Android 
SDK-työkalut, uusimman Android-alustan ja työkalut sekä uusimman Android-
käyttöjärjestelmän näköistiedoston emulointia varten. 
2.4 Virtuaalikone 
Tietokoneiden suoritus- ja tallennuskapasiteetti voidaan virtualisoinnilla jakaa tai 
yhdistää loogisiksi resursseiksi, jotka mahdollistavat esimerkiksi usean 
käyttöjärjestelmän suorittamisen samalla laitteistolla samaan aikaan. Projektien 
versionhallinnassa käytettävä GitLab vaatii toimiakseen Linux-ympäristön. 
Kustannustehokkain ratkaisu oli ottaa käyttöön VMware Player -virtualisointiohjelmisto, 
jonka avulla voidaan luoda virtuaalikoneita ja suorittaa Ubuntu-käyttöjärjestelmää ja 
Linux-ohjelmistoja Windows-tietokoneella. Virtuaalikoneen ansiosta säästyttiin usean 
laitteiston hankinnalta ja ylläpidolta. Lisäksi virtuaalikone helpottaa järjestelmien 
varmuuskopioiden hallintaa ja voidaan luoda useita erilaisia laitekonfiguraatioita 
tarpeiden mukaan. 
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VMware Inc. on virtualisointiohjelmistoja kehittävä amerikkalainen yritys Intelin x86-
arkkitehtuurille. VMwaren valmistamia tuotteita ovat mm. VMware Player ja VMware 
Workstation. VMware Player on isäntäohjelmisto virtuaalikoneiden luontiin, 
suorittamiseen ja hallintaan. Se on ilmainen ei kaupalliseen käyttöön. WMware 
Workstation taas on maksullinen, joka sisältää kehittyneitä lisäominaisuuksia. 
Aikaisemmat VMware Player -versiot eivät pystyneet luomaan virtuaalikoneita, mutta 
version kolme myötä on virtuaalikoneiden luontikin mahdollista. [18.] 
 
Kuva 9. Ubuntu 13.10 -käyttöjärjestelmä VMware-virtuaalikoneessa. 
Projektien versionhallinnassa käytettävää GitLab-ohjelmistoa varten asennettiin 
VMware Player, jolla luotiin virtuaalikone ja johon asennettiin Ubuntu 13.10 Linux-
käyttöjärjestelmä (kuva 9). Ubuntuun asennettiin mm. GitLabin tarvitsemat Python, 
Ruby, MySQL, Nginx ja luotiin GitLabille käyttäjätili [19]. 
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Kuva 10. Bridged 
VMware mahdollistaa virtuaalikoneen yhdistämisen suoraan verkkoon käyttämällä 
isäntäkoneen fyysistä verkkokorttia sillan luomiseen verkon ja virtuaalikoneen välille 
(kuva 10). Tällöin virtuaalikoneeseen pystytään yhdistämään suoraan omalla IP-
osoitteella ja sitä voidaan käyttää palvelimena, joka näkyy myös paikallisen verkon 
ulkopuolelle. Siltaus mahdollisti etätyöskentelyn versionhallintajärjestelmän kanssa. 
3 Mobiilikehitys 
3.1 Mobiilikäyttöjärjestelmät 
Tässä luvussa esitellään mobiilikäyttöjärjestelmät, Androidin arkkitehtuuri ja Android-
sovelluskehityksen komponentit, luodaan natiivi- ja alustariippumaton HTML5-sovellus 
ja vertaillaan natiivia sekä alustariippumatonta sovelluskehitystä. Älypuhelimien 
suosituimpia mobiilikäyttöjärjestelmiä tänäpäivänä ovat Applen iOS, Googlen Android 
ja Microsoftin Windows Phone. Androidin markkinaosuus on 78,4 % iOS:n 15,6 %, ja 
Microsoftin mobiilikäyttöjärjestelmien 3,2 % [45]. Androidin suuren markkinaosuuden 
takia tässä insinöörityössä keskitytään mobiilikäyttöjärjestelmien esittelyiden jälkeen 
Android-käyttöjärjestelmään. 
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3.1.1 Android 
Android on avoimen lähdekoodin käyttöjärjestelmä mobiililaitteille. Android-
käyttöjärjestelmän kehitystä koordinoi Open Handset Alliance, joka on 84 
teknologiayrityksen yhteenliittymä. OHA:an kuuluu mm. Google, NVIDIA, HTC, 
Qualcomm ja Motorola [20]. Androidin ohjelmistokehitys on pääasiassa Googlen 
käsissä, mutta myös muut yritykset osallistuvat Androidin kehitykseen tavalla tai 
toisella.  
Android on mobiililaitteille optimoitu usean käyttäjän Linux-käyttöjärjestelmä. Android-
sovellukset ajetaan Googlen kehittämässä Dalvik-virtuaalikoneessa omassa 
hiekkalaatikossaan. Jokainen sovellus on käyttöjärjestelmän eri käyttäjä. Dalvik on 
avoimen lähdekoodin prosessivirtuaalikone, joka suorittaa Javalla kirjoitettuja Android-
sovelluksia. Android-sovellukset muutetaan tavukoodiksi kääntämisen yhteydessä. 
Dalvik poikkeaa mm. Java-virtuaalikoneesta arkkitehtuurinsa suhteen. Java-
virtuaalikone perustuu pinopohjaiseen arkkitehtuuriin, kun taas Dalvik-virtuaalikone on 
rekisteripohjainen. Android-sovelluksia voidaan ohjelmoida myös C ja C++-
ohjelmointikielillä kääntämällä ne NDK:n komentopohjaisilla työkaluilla. 
Merkittävään osaan Androidin-käyttöjärjestelmien yhteyteen on nidottu Googlen 
palvelut ja ohjelmistot osaksi käyttöjärjestelmää. Laitevalmistajat voivat kehittää 
Androidista omia variaatioitaan. Kovassa kasvussa oleva kiinalainen MIUI-variaatio 
Andoid-käyttöjärjestelmästä valtaa markkinoita. MIUI:sta on karsittu pois Googlen 
palvelut ja ohjelmat osittain Xiaomin pyrkimyksistä vallata markkinoita omalla 
ohjelmisto- ja palvelu-ekosysteemillään, mutta osittain myös Kiinan tiukentuneiden 
sensuurilakien vuoksi. 
3.1.2 iOS 
iOS on Applen kehittämä suljetun ja avoimen lähdekoodin mobiilikäyttöjärjestelmä 
Applen tuoteperheiden laitteille, kuten iPhone ja iPod touch. iOS on Unixin kaltainen 
käyttöjärjestelmä, joka pohjautuu Darwin-käyttöjärjestelmään. iOS-sovelluksia 
ohjelmoidaan C-, C++- ja Objective-C-ohjelmointikielillä. iOS:in selain tukee myös web-
sovelluksia. iOS pyörii 64- ja 32-bittisten ARM- ja Apple A-sarjan suoritinarkkitehtuurien 
päällä. 
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3.1.3 Windows Phone 
Windows Phone on Microsoftin kehittämä kaupallinen suljetun lähdekoodin 
mobiilikäyttöjärjestelmä. Windows Phone -käyttöjärjestelmää ajetaan Qualcommin 
Snapdragon alustalla, joka pohjautuu ARMv7-prosessoriarkkitehtuuriin. 
Käyttöjärjestelmän uusin versio Windows Phone 8.1 julkaistiin huhtikuussa 2014. 
Windows Phonen näkyvin ero kilpailijoihin on Metro-käyttöliittymäkehys. Luonnollisesti 
Windows Phone on nidottu Microsoftin Live-palveluiden kanssa yhteen. 
3.2 Android-sovelluskehitys 
Android-sovellukset muodostuvat neljästä erilaisesta komponentista. Aktiviteeteista 
(Activities), palveluista (Services), sisältöpalveluista (Content providers) ja järjestelmän 
tapahtumien kuuntelijoista (Broadcast recievers). Jokaisella komponentilla on oma 
tarkoituksena ja oma elämänkaarensa. [21.] 
Aktiviteetti on sovelluksen yksi näkymä. Aktiviteetti luodaan periyttämällä luokka 
Activity-kantaluokasta. Sovellukset muodostuvat aktiviteeteista, jotka on löyhästi sidottu 
toisiinsa.  
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Kuva 11. Androidin aktiviteetin elämänkaari [22]. 
Aktiviteetin elämänkaari (kuva 11) sisältää useita elämänkaaren aikana kutsuttavia 
metodeita. Metodeita kutsutaan järjestelmän toimesta erilaisten tilanmuutosten 
yhteydessä. Tällaisiä tilanmuutoksia ovat esimerkiksi aktiviteetin luominen ja 
tuhoaminen käyttäjän poistuessa aktiviteetista tai muistin vapauttamiseksi. Kun 
aktiviteetista poistutaan, ei voida olla varmoja, että aktiviteettiin palataan, joten 
onPause-metodin yhteydessä täytyisi ottaa kaikki tarpeellinen tieto talteen ja 
onStopissa vapauttaa varatut resurssit. Käytännössä kaikkia metodeita ei tarvitse 
implementoida aktiviteetissa, mutta tärkeimmät ovat onCreate- ja onPause-metodit. 
Aktiviteetit viestivät keskenään Intent-olioiden avulla, joilla voidaan käynnistää muita 
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komponentteja, kuten aktiviteetteja ja palveluita, tehdä järjestelmän laajuisia ilmoituksia 
ja välittää tietoa. 
Sen sijaan, että sovellus toteutetaan kokonaan aktiviteeteilla on suositeltavaa siirtyä 
käyttämään yhtä aktiviteettia useiden fragment-aliaktiviteettien kanssa. Sovellukset 
voidaan toki edelleen tehdä kokonaan aktiviteeteilla ilman fragmentteja, mutta 
fragmentit tuovat huomattavan suorituskyvyn kasvun. Siirryttäessä näkymästä toiseen 
ei tarvitse vaihtaa aktiviteettia vaan voidaan siirtyä fragmenttien välillä, mikä on 
nopeampaa. Fragmenteilla on oma elämänkaarensa, tila ja pino. Fragmentit esiteltiin 
API Level 11 yhteydessä, mutta myös vanhemmat Android-versiot tukevat fragmentteja 
android.suport.v4-kirjastojen avulla [23]. Android.support.v4-kirjastot tarjoavat tuen 
joillekin uusille ominaisuuksille Android API 4 -versiosta lähtien [24]. 
Palvelut ovat sovelluskomponentteja, joilla ei ole käyttöliittymää. Niiden avulla 
suoritetaan tehtäviä taustalla, vaikka käyttäjä olisi poistunut sovelluksesta kokonaan. 
Palvelut suoritetaan pääsäikeessä (tunnetaan myös nimellä UI-säie), joka täytyy ottaa 
huomioon raskaita operaatioita suoritettaessa. Jos palvelun toimenpide kestää liian 
pitkään, näyttää Android-järjestelmä ANR-dialogin, jolla käyttäjä voi pakottaa 
sovelluksen sulkemisen. Tämän takia on erityisen tärkeää, että raskaat operaatiot 
suoritetaan omissa säikeissään. Palvelu voi olla liittämätön (Started) tai liitetty (bound). 
Liittämätön palvelu ei ole riippuvainen sen aloittaneen sovelluskomponentin 
elämänkaaresta vaan sitä voidaan suorittaa taustalla äärettömästi. Palvelu voidaan 
liittää toiseen komponenttiin, mikä mahdollistaa IPC-kommunikoinnin 
sovelluskomponenttien välillä. Liitetty palvelu tuhotaan, kun kaikki siihen liitetyt 
komponentit ovat irtautuneet. Palvelu voi olla myös näiden kahden välimuoto. Se 
voidaan aloittaa startService-metodilla ja lisäksi tarjota mahdollisuus liittää 
sovelluskomponentteja palveluun. Tällöin palvelua ei lopeteta sovelluskomponenttien 
irtautuessa vaan se jää jatkamaan toimintaansa taustalla ja siihen voidaan liittää 
myöhemmin muita sovelluskomponentteja uudestaan. Liittämätön palvelu voidaan 
periyttää Service- tai IntentService-kantaluokista. Palvelu lopettaa toimintansa, jos 
järjestelmä lopettaa sen muistin puutteen vuoksi, mutta muutoin se täytyy pysäyttää 
erikseen liitettyä palvelua lukuun ottamatta, jota ei ole käynnistetty onStartCommand-
metodilla. [25.] 
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Sisältöpalvelujen komponentit mahdollistavat sovelluksen tietojen jakamisen muille 
sovelluksille ja prosesseille. Ne kapseloivat tiedon ja tarjoavat mekanismeja 
tiedonhallintaan. [26.] 
Järjestelmän tapahtumien kuuntelijat reagoivat järjestelmän tapahtumiin, kuten näytön 
tilan muutoksiin, akun virranhallinnan tapahtumiin ja saapuviin viesteihin ja puheluihin. 
Kuuntelijat eivät tarjoa käyttöliittymää, mutta voivat tehdä ilmoituksia Androidin 
tilarivillä. [26.] 
3.2.1 Androidin arkkitehtuuri 
Androidin ohjelmistopino (kuva 12) sisältää mobiililaitteille optimoidun Linuxin Kernelin, 
joka tarjoaa mm. laitteisto-ohjaimet, prosessien, muistin, äänen, virran ja 
tietoliikenneyhteyksien hallinnan. Android-sovellusten suoritusympäristö, kirjastot ja 
Dalvik-virtuaalikone toimivat Linuxin päällä. Sovellusrajapinta liittää suoritusympäristön 
ja järjestelmäkirjastot yhteen tarjoten sovelluskehittäjille yhtenäisen rajapinnan 
sovellusten tuotantoon. 
 
Kuva 12. Androidin arkkitehtuuri [27]. 
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3.2.2 Android SDK 
Android SDK tarjoaa kehittäjälle API-kirjastot ja työkalut sovellusten koontiin ja 
testaukseen. Android SDK sisältää dokumentaation, ohjeita, esimerkkejä ja Androidin 
eri versioiden levykuvat emulaattoria varten. 
Eclipseen asennettava ADT-liitännäinen laajentaa Eclipsen ominaisuuksia Android-
sovellusten tuotantoon sopivammaksi. ADT tarjoaa työkalut projektien helppoon 
luontiin, UI:n luomiseen, pakettienhallintaan, testaukseen ja sovelluksen koontiin ja 
digitaaliseen allekirjoittamiseen. 
Android SDK:ta hallitaan SDK Managerilla. Manageri listaa  Androidin eri alustat, 
työkalut, ohjelmakirjastoja ja ajureita. Dokumentaatiot, esimerkit ja levykuvat on jaoteltu 
alusta kohtaisesti. 
3.2.3 Emulaattori 
Emulaattorilla emuloidaan Android-käyttöjärjestelmää tietokoneilla, mikä mahdollistaa 
Android-sovellusten testaamisen ilman fyysistä Android-älypuhelinta. 
Android SDK tarjoaa AVD-managerin virtuaalisten Android-laitteiden hallintaan. AVD:llä 
voidaan luoda useita virtuaalilaitteita, määrittää Android-version, resoluution ja laitteen 
näytön koon, x86- tai ARM-prosessoriarkkitehtuurin, virtuaalisen näppäimistön 
emuloinnin, kameran, sisäisen muistin ja SD-kortin koon. Virtuaalilaitteet pystyvät 
käyttämään myös isäntäkoneen näytönohjainta laitteistokiihdytykseen. Emulaattori 
vaatii emuloitavan Android-version levykuvan, joka voidaan ladata ja liittää osaksi 
kehitysympäristöä Android SDK Managerilla. 
Androidin ongelmana oli pitkään emulaattorin hitaus ja koontiajat, jotka veivät paljon 
aikaa kehitystyössä. Nykyisin emulaattoria voidaan nopeuttaa Intelin HAXM (Linuxilla 
KVM) -virtuaalikoneella. HAXM vaatii Intelin suorittimen, joka tukee Intelin VT-x-
virtualisointitekniikkaa. HAXM voi nopeuttaa emulaattorin toimintaa jopa yli 
kaksinkertaiseksi. [28.] Emulaattorilla pystytään testaamaan, miltä sovellukset 
näyttävät erilaisilla laitteistokokoonpanoilla, mutta pelien testaaminen emulaattorilla voi 
olla haastavaa. On myös erityisen tärkeää, että sovellukset testataan fyysisellä 
laitteella. 
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3.2.4 Laitekanta 
Eräs suuri haaste Android-kehittäjille on pirstaloitunut laitekanta (taulukko 2). Laitteissa 
on vaihtelua ohjelmistossa eri Androidin-versioiden osalta, näytön koossa, 
ominaisuuksissa ja suorituskyvyssä. Google on kuitenkin tuonut asiaan helpotusta 
tarjoamalla support-kirjastoja, jotka yhtenäistävät kehitystyötä ja tuovat uusien Android-
versioiden ominaisuuksia vanhoille laitteille. 
Taulukko 2. Android-käyttöjärjestelmän versioiden jakautuminen huhtikuussa 2014 [29]. 
Androidin versio Nimi API Osuus 
2.2 Froyo 8 1,1% 
2.3.3 – 2.3.7 Gingerbread 10 17,8% 
3.2 Honeycomb 13 0,1% 
4.0.3 – 4.0.4 Ice Cream Sandwich 15 14,3% 
4.1.x Jelly Bean 16 34,4% 
4.2.x 17 18,1% 
4.3 18 8,9% 
4.4 KitKat 19 5.3% 
 
OpenGL ES on ohjelmointirajapinta sulautetuille järjestelmille 2D- ja 3D-grafiikan 
toteuttamiseen. Se on mobiililaitteille optimoitu pelkistetty versio OpenGL:stä. 
Taulukko 3. OpenGL ES versioiden jakautuminen Android-laitteilla [29].  
OpenGL ES Osuus 
1.1 ainoastaan 0,1% 
2.0 89,4% 
3.0 10,5% 
Taulukossa 3 nähdään eri OpenGL ES -versioiden jakautuminen Androidilaitteille. Se 
on taaksepäin yhteensopiva, eli uudemman version tuki tarkoittaa tukea myös 
aiemmille versioille. 
3.2.5 Projektin rakenne 
Kuvassa 13 on Android-projektin tyypillinen rakenne. Src-kansioon tulee sovelluksen 
lähdekoodit mm. aktiviteetti-luokat. Gen-kansio sisältää ADT-liitännäisen 
automaattisesti generoimat tiedostot, kuten R-luokan, jossa määritellään kaikkien 
resurssien tunnisteet. Assets-kansioon tulevat sovelluksen kaikki resurssit kuten kuva- 
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ja äänitiedostot. Ne paketoidaan sovelluksen apk-tiedostoon. Bin-kansioon luodaan 
koontitiedostot. Res-kansio sisältää sovelluksen käyttämät resurssit kuten xml-tiedostot 
käyttöliittymän, animaatioiden, värien, tyylien ja merkkijonojen määrityksiin. 
 
Kuva 13. Android-projektin rakenne. 
AndroidManifest.xml-tiedosto sisältää sovelluksen määritykset kaikille komponenteille, 
kuten aktiviteeteille ja palveluille. Komponenttien lisäksi määritetään sovelluksen 
vaatimat käyttöoikeudet, tuetut API-versiot ja vaadittavat laiteominaisuudet. 
3.3 Natiivi sovelluskehitys 
Natiivin sovelluskehityksen tavoitteena tutkia natiivia ohjelmistotuotantoa Androidille, 
jotta kehitystyötä voidaan verrata alustariippumattomaan HTML5-sovelluskehitykseen. 
Seuraavaksi määritellään natiivisovellus ja esitellään toteutus. 
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Natiivin sovelluskehityksen tavoitteena on luoda yksinkertainen ajanhallinnan työkalu 
mobiililaitteelle, joka vaihtelee kahden syklin: työn ja vapaa-ajan välillä. Syklit 
vaihtelevat käyttäjän määrittelemien aikojen perusteella. Sovellukseen  asetetaan aika, 
kuinka paljon käytetään työskentelyyn ja kuinka paljon vapaa-aikaan. Sovellus hälyttää 
käyttäjälle, kun ajanlaskenta on päättynyt, ja asetuksista riippuen, joko automaattisesti 
aloittaa seuraavan syklin ajanlaskun tai jää odottamaan, että käyttäjä aloittaa sen. 
Kun käyttäjä on määrittänyt syklien ajat ja määrittänyt onko syklien vaihtaminen 
automaattinen vai manuaalinen, käyttäjä käynnistää ajanlaskun painamalla Start-
painiketta. 
Sovelluksen näkymästä nähdään mikä sykli on menossa ja kuinka paljon aikaa on 
jäljellä  Vaikka käyttäjä sulkisi sovelluksen, jää ajanlaskenta pyörimään taustalle 
palveluna, ja sovellukseen palattaessa näytetään sen hetkinen tilanne 
ajanlaskennasta. 
Käyttäjä voi pysäyttää ajan Pause-painikkeelle, vaihtaa syklin heti toiseen Switch-
painikkeella tai Reset-painikkeelle palauttaa sovelluksen oletusarvot. Automaattiseen ja 
manuaaliseen syklin vaihtoon on oma painikkeensa. Ajan valinta tehdään kahdella 
liu’utusnäkymällä. 
Ajanlaskennan päätyttyä sovellus ilmoittaa ponnahdusnäkymällä ajan päättymisestä ja 
käyttäjän hyväksyessä hälytyksen painamalla ponnahdusnäkymässä OK-painiketta, 
lakkaa mobiililaite hälyttämästä. Jos syklin vaihtuminen on automaattinen, lakkaa 
hälytys soimasta joka tapauksessa 5 sekunnin jälkeen hälytyksen alkamisesta. 
Sovellus muodostuu kahdesta aktiviteetista ja palvelusta. Sovelluksen suoritus alkaa 
MainActivity-luokasta. MainActivity on aktiviteetti, joka tarjoaa sovelluksen 
päänäkymän. Aktiviteetissa asetetaan activity_main.xml layout-määritys aktiviteetin 
näkymäksi, lisätään painikkeille ja liu’utus-valikoille kuuntelijat, takaisinkutsumetodit, 
jotta palvelu pystyy päivittämään näkymää ja ServiceConnection-luokka ja 
doBindService- sekä doUnbindService-metodit TimerService-palvelun liittämiseksi 
aktiviteettiin. 
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Toinen aktiviteetti on DialogActivity, joka käynnistetään palvelusta, kun aika on 
päättynyt. DialogActivity näyttää käyttäjälle ilmoituksen hälytyksen päättymisestä ja 
valikon hälytyksen päättämiseksi. 
void doBindService() { 
bindService(new Intent(ctx, TimerService.class), 
mConnection, Context.BIND_AUTO_CREATE); 
} 
 
void doUnbindService() { 
if (mIsBound) { 
unbindService(mConnection); 
mIsBound = false; 
} 
} 
 
Esimerkkikoodi 1. Metodit palvelun liittämiseksi aktiviteettiin. 
Esimerkkikoodissa 1 on metodit palvelun liittämiseksi aktiviteettiin. 
 
public interface TimerUpdateListener { 
void updateTime(long millisUntilFinished); 
 void onFinish(); 
} 
Esimerkkikoodi 2. Rajapinta sovelluksen käyttöliittymän päivittämiseen. 
TimerUpdateListener-rajapinta sisältää metodien määritykset, joiden avulla palvelu voi 
päivittää käyttöliittymää, kun ajastimen aika vaihtuu. Rajapinta toteutetaan 
MainActivity-luokassa (esimerkkikoodi 2). 
public void registerTimerUpdateListener(TimerUpdateListener 
timerListener) { 
this.timerListener = timerListener; 
} 
Esimerkkikoodi 3. Metodi kuuntelijan rekisteröimiseksi palveluun. 
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Esimerkkikoodi 3:ssa nähdään pää-aktiviteetissa olevan kuuntelijan rekisteröiminen 
palveluun. Kuuntelijaa kutsutaan kun palvelussa aika vaihtuu ja aktiviteetti on 
aktiivinen. Tällöin käyttöliittymää voidaan päivittää. 
public class LocalBinder extends Binder { 
TimerService getService() { 
return TimerService.this; 
     } 
} 
Esimerkkikoodi 4. Palvelussa sijaitseva metodi, joka tarjoaa palvelun asiakkaalle keinon liittää 
palvelu aktiviteettiin. 
Esimerkkikoodissa 4 on palvelun metodi LocalBinder, joka tarjoaa mekanismin 
aktiviteettien ja palveluiden liittämiseksi toisiinsa. Palvelu suoritetaan samassa 
prosessissa, joten IPC-kommunikoinnin toteutusta ei tarvita. 
 
Kuva 14. Sovellus pyörimässä android-emulaattorissa. 
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Kuvassa 14 nähdään valmis natiivisovellus. Sovelluksen yläpalkissa oleva Work-teksti 
päivitetään Work ja Play-tilojen perusteella. Tämän alapuolella on nykyisen ajannäyttö. 
Liu’utus valikoilla säädetään ajat kummallekin Work- ja Play-syklille. Switch vaihtaa 
sykliä, Start aloittaa ajan laskennan, jonka painike muuttuu Pause-painikkeeksi ja 
ajanlaskenta voidaan pysäyttää. Reset palauttaa alkutilan. Auto Switch -asetus 
määrää, vaihdetaanko sykli automaattisesti vaiko manuaalisesti. 
3.4 Alustariippumaton sovelluskehitys 
Alustariippumaton sovelluskehitys pyrkii tuottamaan sovelluksen yhdellä kertaa 
mahdollisimman monelle alustalle ilman alustakohtaista ohjelmointia ja optimointia. 
Alustariippumattomalla sovelluksella tavoitetaan suurempi osa markkinoista, ja 
sovelluksen kehityskustannukset laskevat, kun jokaiselle alustalle ei tarvitse tuottaa 
omaa versiota sovelluksesta. 
HTML5-websovelluksilla tarkoitetaan avoimilla webtekniikoilla, kuten HTML, CSS ja 
JavaScriptillä toteutettuja websovelluksia. Uusi HTML5-merkintäkieli sisältää mm. 
uusia html-elementtejä ja elementtien attribuutteja, täyden tuen CSS3-tyyliohjeille, tuen 
videolle, äänelle ja 2D- sekä 3D-grafiikalle. Myös tiedon tallentaminen paikalliseen 
SQL-tietokantaan ilman keksejä on mahdollista.  
Tässä työssä tehdyn alustariippumattoman sovelluksen tavoitteena on olla 
yksinkertainen HTML5-mobiilisovellus, joka toimii niin mobiililaitteiden kuin myös 
tietokoneiden selaimilla. Sovelluksella on siis omat tyylimäärityksensä mobiililaitteille ja 
tietokoneiden selaimille, ja se mukautuu automaattisesti ikkunan koon perusteella 
vastaamaan tiettyä tyyliä. Tällaistä sovellusta kutsutaan responsiiviseksi sovellukseksi. 
Sovellus jäljittelee Android-sovellusten käyttöliittymän graafista ilmettä. Sovellus on 
yksinkertainen To-do-tehtävien listaus ja hallintasovellus, jolla pidetään kirjaa päivän 
jäljellä olevista tehtävistä. Sovellus sisältää näkymän tehtävien listaukseen ja tehtäviä 
voidaan lisätä ja poistaa nopeasti sekä helposti. Tehtävistä voidaan avata 
tehtäväkohtainen näkymä, jossa voidaan lisätä tarkempi kuvaus tehtävästä. 
Sovelluksen logiikka toteutetaan JavaScriptillä, näkymä CSS3-tyyliohjeilla ja rakenne 
HTML5-merkkauksella. Animaatioiden ja näkymien siirtymisessä käytetään jQuery- ja 
jQ Touch -JavaScript-kirjastoja. 
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Web-sovelluksen kehitystyötä varten otettiin käyttöön Windowsin IIS-palvelu, jolla 
voidaan helposti tehdä tietokoneesta web-palvelin ja testata web-sovellusta 
paikallisessa verkossa. 
Web-sovelluksessa luotiin pää-näkymälle oma html-tiedosto ja tyylimääritykset 
mobiililaitteille ja tietokoneiden selaimille. Päänäkymän määritykset ovat index.html-
tiedostossa. Mobiililaitteen tyylimääritykset android.css ja tietokoneen dekstop.css -
tiedostoissa. 
window.addEventListener('resize', function(event) { 
 console.log('Resize'); 
 
if(window.innerWidth > 480 || docu      
ment.getElementById("Menu")) { 
  return; 
 } 
  
 if(window.innerWidth && window.innerWidth <= 480) { 
  $('#topnav ul').addClass('hide'); 
$('#topnav').append('<div id="Menu" 
class="leftButton"onclick="toggleMenu()">Menu</di
v>'); 
 
  function toggleMenu() { 
  $('#topnav ul').toggleClass('hide'); 
  $('#topnav .leftButton').toggleClass('pressed'); 
  } 
 } 
}); 
Esimerkkikoodi 6. Tapahtumakuuntelija ikkunan koon muunnoksille. 
Esimerkkikoodi 6:ssa luodaan tapahtumakuuntelija, joka reagoi ikkunan koon 
muutoksiin. Tällöin kun sivulle navigoidaan, voidaan valita ikkunan leveyden 
perusteella joko mobiilikäyttöjärjestelmien tyyliohjeet tai tietokoneen selaimille tehty 
tyylimääritys. [30, s. 28.] 
<script type=”text/javascript” src=”jqtouch/jquery.js”></script> 
<script type=”text/javascript” src=”jqtouch/jqtouch.js”></script> 
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Esimerkkikoodi 7. JavaScript-kirjastojen liittäminen websovellukseen. 
Natiivin ulkoasun ja animaatioiden saamiseksi sovellukselle otetaan käyttöön jQuery ja 
jQ Touch -kirjastot sovelluksen index.html-tiedostossa (Esimerkkikoodi 7). 
3.5 Natiivin ja alustariippumattoman sovelluskehityksen vertailu 
Natiivisovelluksen etu alustariippumattomaan sovellukseen verrattuna on pääsy 
alustan kaikkiin ominaisuuksiin ja ohjelmistokirjastoihin. Natiivillasovelluksella on 
alustalle ominainen käyttöliittymä ja teema, jonka eteen joutuisi alustariippumattomalla 
sovelluksella näkemään enemmän vaivaa. 
Alustariippumaton sovelluksen etuja ovat mm. aikaisemmin mainitut suurempi 
markkinakattavuus ja pienemmät kehityskustannukset ainakin teoriassa. Sovellukseen 
tehdyt muutokset näkyvät kerralla kaikille käyttäjille eikä erillisiä päivitysoperaatioita 
vaadita. 
3.6 Hybridisovellukset 
Hybridisovellukset ovat natiivin ja web-sovelluksen yhdistelmä. Hybridisovelluksen etu 
on mahdollisuus liittää web-sovellukseen natiivinalustan ominaisuuksia ja palveluita. 
Web-sovellus voidaan kääriä natiiviksisovellukseksi ja julkaista natiivinalustan 
sovelluskaupassa. Tämä ei kuitenkaan yleensä ole suositeltavaa ilman minkäänlaista 
räätälöintiä, koska sovellus voi olla hitaampi ja raskaampi kuin natiivisovellus ja tarjoaa 
huonomman käyttökokemuksen käyttäjälle. 
Androidilla on oma <WebView> -elementti, joka näyttää web-sivuston tai web-
sovelluksen natiivissa sovelluksessa. Hybridisovelluksia voidaan siis kehittää suoraan 
Eclipsessä tutuilla työkaluilla. [31, s. 46.] 
<uses-permission android:name="android.permission.INTERNET" /> 
Esimerkkikoodi 8. Androidin Manifest-tiedostoon lisätty INTERNET-käyttöoikeus. 
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Hybridisovellus vaatii Androidilla INTERNET-käyttöoikeuden (esimerkkikoodi 8). 
Käyttöoikeus lisätään Androidin Manifest-tiedostoon. Tällöin WebView-elementissä 
voidaan näyttää internetsivuja ja web-sovelluksia. 
4 Pelikehitys 
Kahden Android-sovelluksen toteutuksen ja natiivin sekä alustariippumattoman 
sovelluskehityksen vertailun jälkeen on aika siirtyä tarkastelemaan ohjelmistotuotantoa 
pelikehityksen näkökulmasta. Tässä luvussa esitellään pelikehityksen osa-alueita, 
toteutetaan kahden pelin prototyypit Unity3D- ja LibGDX-alustoille ja vertaillaan 
Unity3D- ja LibGDX-ohjelmistoja. 
4.1 Unity3D 
Unity3D (kuva 15) on Unity Technologiesin kehittämä pelimoottori. Unitylla voidaan 
kehittää pelejä verkkoselaimille, Windows- ja Mac-tietokoneille, konsoleille ja 
mobiilikäyttöjärjestelmille. Unityn suurimpia etuja kilpailijoihin verrattuna onkin laaja 
monialustatuki. 
 
Kuva 15. Unity3D:n käyttöliittymä. 
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Unityn tukemat alustat: 
 Android 
 BlackBerry 10 
 iOS 
 Linux 
 Mac 
 PS3 
 Selaimet 
 Wii U 
 Windows 
 Windows Phone 8 
 Xbox 360 [32]. 
Unity sisältää renderöinti- ja fysiikkamoottorin niin 2D- kuin myös 3D-peleille. Unityn 
projektien keskeiset elementit jaetaan peliobjekteihin, Scene-tiedostoihin, Asseteihin, 
peliobjektien komponentteihin ja prefabeihin. Assetit ovat Unityyn tuotuja pelin 
komponentteja kuten 3D-malleja, tekstuureita ja ääniä. Prefabit ovat uudelleen 
käytettäviä peliobjekteja, joihin tehdyt muutokset näkyvät suoraan kaikissa prefabista 
luoduissa ilmentymissä. [33.] Unity on erityisen tunnettu sen tehokkaasta työnkulusta, 
pienestä oppimiskynnyksestä ja Mecanim-animaatiojärjestelmästä. Mecanimin avulla 
voidaan suhteellisen nopeasti liittää mallinnettuihin hahmoihin animaatiot ja muokata 
nopeasti animaatioiden välisiä siirtymiä. Assettien tuominen projektiin onnistuu 
perinteisellä drag-and-drop-menetelmällä. Haittapuolena on, että Unity vaatii siihen 
tuotujen tiedostojen käsittelyyn kolmansien osapuolien sovelluksia, jotta Unity pystyy 
avaamaan ne osana projektia. 
Unityssa Scene-tiedosto ajatellaan yleensä pelin yhdeksi osa-alueeksi kuten tasoksi tai 
valikoksi, ja jokainen pelitaso sijaitsee omassa Scene-tiedostossaan. On kuitenkin 
täysin mahdollista rakentaa kokonainen peli yhteen Scene-tiedostoon. 
Unitylla pelin elementit rakennetaan kenttäeditorissa lisäämällä pelimaailmaan 
peliobjekteja. Elementit ja niiden toiminnallisuus muodostuu peliobjektien 
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muodostamista vanhempi-lapsi-hierarkioista [34]. Peliobjektit muodostuvat 
komponenteista ja jokaisessa peliobjektissa on vähintään Transform-komponentti, joka 
kertoo peliobjektin sijainnin ja suunnan pelimaailmassa [35]. Muita komponentteja ovat 
esimerkiksi toiminnallisuutta lisäävät skriptikomponentit, renderöintikomponentit ja 
fysiikkakomponentit. Peliobjektit voivat muodostaa komponenteillaan esimerkiksi 3D-
malleja, valoja, ääniä, tapahtumienkuuntelijoita ja kameroita pelimaailmassa. 
 
Kuva 16. Unity3D:n versionhallinta-asetukset. 
Unityn versionhallinnan asetuksista (kuva 16) muutettiin Meta-tiedostot näkyviksi, 
jolloin Unity luo jokaiselle Assetille tekstitiedoston ylläpitämään Unityn tarvitsemia 
tietoja tiedostosta. Tämä mahdollistaa Unityn käytön ulkoisten 
versionhallintajärjestelmien, kuten GitLabin kanssa. ForceText-asetus mahdollistaa 
mm. Scene-tiedostojen liittämisen versionhallinnan kehityshaarojen välillä, mutta usean 
henkilön projekteissa Scene-tiedostojen liittäminen voi olla haastavaa ja onkin 
suositeltavaa käyttää vaihtoehtoisia menetelmiä. 
Unityn tukemat kielet skriptaukseen ovat C#, UnityScript ja Boo. UnityScript muistuttaa 
JavaScriptiä ja on ollut pitkään Unityn suosituin komentosarjakieli, mutta C# on kirinyt 
suosion kiinni. On suositeltavaa käyttää C#-ohjelmointikieltä. C#:n etuja verrattuna 
UnityScriptiin on mm. erittäin laaja dokumentaatio, koska kieltä käytetään lukuisissa 
muissa yhteyksissä, ja C# on joustavampi sekä vahvasti tyypitetty ohjelmointikieli, joka 
vähentää virheitä [36, s 10-11]. Unityn skriptimoottori pohjautuu avoimen lähdekoodin 
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Mono NET-kehitysalustaan. Oletuksena Unityn skriptaukseen tarjotaan MonoDevelop 
IDE:tä, mutta se voidaan vaihtaa kolmansien osapuolien ohjelmistoihin. 
4.2 LibGDX 
LibGDX on avoimen lähdekoodin  Javaan pohjautuva pelienkehitysrajapinta. LibGDX 
on Mario Zechnerin aloittama projekti, jonka tavoite on abstrahoida alustojen erot ja 
nopeuttaa pelien kehitysprosessia vähentämällä tarvetta testata sovellusta 
natiivillalaitteella vaan testaaminen onnistuu suoraan tietokoneella. Androidin 
tapauksessa emulaattori on nopeutunut virtualisointitekniikoiden myötä sen verran, 
ettei sen aiheuttama haitta ole enää yhtä merkittävä kuin LibGDX-projektin alkuaikoina. 
LibGDX tarjoama kehityskulun nopeutus ei enää ole yhtä merkittävä kuin aikaisemmin. 
LibGDX käyttää paljon kolmansien osapuolien kirjastoja. Tunnetuimpia kirjastoista 
lienevät mm. Box2D-fysiikkamoottori 2D-peleille, LWJGL-pelikirjasto, OpenAL-
ohjelmointirajapinta ääniohjelmointiin ja OpenGL-ohjelmointirajapinta grafiikan 
käsittelyyn. 
Unity3D:n tapaan LibGDX on monialustainen. LibGDX:n tukemat alustat: 
 Android 
 HTML5 
 iOS 
 Linux 
 Mac OS X 
 Windows. 
4.3 Grafiikka 
Prototyyppien grafiikat toteutettiin Blender 3D-grafiikan mallinnusohjelmalla ja Adoben 
Photoshop-kuvankäsittelyohjelmalla. 
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4.3.1 Blender 
Blender on ilmainen avoimen lähdekoodin 3D-grafiikan mallinnusohjelma, jolla 
tuotetaan animaatioita, 3D-malleja, efektejä ja taidetta. Blenderiä kehittää voittoa 
tavoittelematon Blender Foundation -järjestö. Blenderillä on mahdollista mm. mallintaa, 
rigata, avata polygoniverkko ja projisoida mallin pinnalle tekstuuri UV-koordinaatiston 
avulla sekä animoida ja simuloida näyttäviä neste ja savu-simulaatioita. Avaruuspeliin 
Blenderillä mallinnettiin 3D-planeettoja, meteoriitteja ja avaruusalus, sekä 
puolustuspelin prototyyppiin tykkitorni,  ja puolustettava seinä. 
4.3.2 Adobe Photoshop 
Adobe Photoshop on kaupallinen maailman johtava kuvakäsittelyohjelma. Photoshop 
tarjoaa tehokkaita työkaluja tekstuurien, taustagrafiikan ja efektien tekemiseen. Pelien 
taustagrafiikat toteutettiin photoshopilla ja vertailun vuoksi Blenderin kanssa 
Photoshopilla toteutettiin toinen planeetta avaruuspelin taustalle. 
4.3.3 Mobiililaitteiden tuomat rajoitukset grafiikalle 
Mobiililaitteiden suorituskyky on huomattavasti rajoittuneempi kuin pöytäkoneiden, 
jonka takia on ensisijaisen tärkeää suunnitella 3D-mallit pienille polygonimäärille ja 
tekstuureille. Polygonien määrää merkitsee enemmän tekstuurien tehokas käyttäminen 
ja jakaminen usean mallin kesken. 
4.4 Äänet ja musiikki 
Äänet ja musiikki ovat oleellinen osa mobiilisovelluksia ja peleissä pelimaailman 
immersion luontia. Suosittuja sovelluksia äänten ja musiikin tuottamiseen ovat 
esimerkiksi Audacity, REAPER ja As3fxr: Audacity on ilmainen avoimen lähdekoodin  
alustariippumaton sovellus äänien ja nauhoitusten muokkaamiseen. REAPER on DAW 
(Digital Audio Workstation), jolla on mahdollista käyttää virtuaalisia syntetisaattoreita ja 
efekti-liitännäisiä musiikin tuottamiseen. As3fxr sopii retro-pelien chiptune-efektien ja 
äänien tekoon. 
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4.5 Prototyypin toteutus Unity3D:llä 
Unity3D-peliprojektina toteutettiin avaruusammuskelupeli, jossa pelaaja puolustaa 
itseään vastaantulevilta meteoriiteilta ja vihollisilta ampumalla lasersäteitä tuhotakseen 
ne. Pelin taustalla liikkuu tähtiä, planeettoja ja kuita (kuva 17). Peli sisältää 3D- ja 2D-
elementtejä. Alukset ovat 3D-malleja, planeetat ovat 3D-malleista renderöityjä 2D-
kuvia, tähdet hiukkasmoottorin tuottamia valkoisia pisteitä ja ammukset 2D-kuvia. 
 
Kuva 17. Unity3D-prototyyppi. 
4.6 Prototyypin toteutus LibGDX:llä 
LibGDX-peliprototyyppinä toteutettiin puolustuspeli, jossa pelaaja puolustaa omaa 
muuriaan vihollisaalloilta tykillä.  
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Kuva 18. LibGDX-prototyyppi. 
Pelin valikkoa varten otettiin mallinnetusta tykistä, eri kuvakulmasta, toinen renderöinti, 
joka lisättiin valikkoon taustakuvaksi. Valikon painikkeista tehtiin räätälöidyt versiot, 
joissa fontteissa käytetään Distance Field Font -tekniikkaa, joka estää tekstin 
pikselöitymisen [37]. Painikkeiden reunat käyttävät NinePatch (9-patch) PNG-
kuvatiedostoja, joita voidaan venyttää rajattomasti ilman, että reunojen kuvanlaatu 
kärsii (kuva 18) [37]. 
 
Kuva 19. Pelaaja puolustaa muuriaan vihollisilta. 
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Tykki, tausta ja muuri ovat 3D-malleja, jotka mallinnettiin Blenderissä ja joista luotiin 
2D-renderöinnit. Pelissä peliobjektit ovat siis 2D-kuvia (kuva 19). Suun liekit on 
simuloitu niin ikään Blenderillä ja simulaatioista on muodostettu 2D-redneröinti. 
4.7 Unity3D:n ja LibGDX:n vertailu pelituotannossa 
Unity3D-pelimoottori on kokonaisempi ratkaisu pelituotantoon kuin LibGDX ja tarjoaa 
suuren osan tarpeellisista välineistä pelituotantoon. Unity3D:n 2D-ominaisuudet ovat 
aikaisemmin olleet heikkoja, mutta tilanne on mennyt parempaan suuntaan päivitysten 
myötä [38]. 
LibGDX tarjoaa kuitenkin varteenotettavan vaihtoehdon 2D-pelien tuottamiseen 
ominaisuuksiensa puolesta, mutta kehittäjä voi LibGDX:n avoimen lähdekoodin myötä 
lisäksi laajentaa tai muokata pelirajapintaa haluamallaan tavalla, mikä ei Unity3D:ssä 
ole mahdollista. Mukana ei tule kaikkia pelinkehityksessä tarvittavia työkaluja vaan 
LibGDX on enemmän pelinkehitysalusta eikä pelimoottori. Osan työkalujen 
toteuttamisesta jää kehittäjän tehtäväksi, mutta yhteisö on kasvanut nopeasti ja 
tarjoavat ohjelmistoja mm. kenttien muokkaukseen ja 2D-animaatioiden tekoon. 
Unity3D:stä kyseiset työkalut saattavat löytyä vakiona. Myös dokumentaation ja valmiin 
materiaalin määrä on Unity3D:llä huomattavasti suurempi. 
Molemmat ohelmat käyttävät fysiikan laskemisessa Box2d-fysiikkamoottoria. Unity3D 
käyttää lisäksi 3D-peleissä NVIDIA PhysX -fysiikkamoottoria. 
5 Julkaisu ja markkinointi 
Sovelluksen toteutuksen ja testauksen jälkeen siirrytään yleensä julkaisuun ja 
ylläpitoon. Tyypillisesti valmis mobiilisovellus julkaistaan sovelluskaupassa. Tälläisiä 
suosittuja digitaalisen sisällön jakelupalveluita ovat mm. App Store, Windows Phone 
Store, Google Play, SlideMe ja GetJar. 
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Taulukko 4. Sovelluskauppojen vertailu [39]. 
 Alusta Sovelluksia Latauksia Käyttäjäkunta Kustannukset 
Google Play Android 1 000 000 50 mrd. 500 milj. 25$, 30% 
App Store iOS 1 000 000 50 mrd. 500 milj. 99$/vuosi, 29-
44% 
Windows 
Phone Store 
Windows 
Phone 
245 000 4 mrd. 56 milj. yksityiset 19$, 
yritykset 99$, 
ilmainen 
opiskelijoille 
SlideMe Android 21 850 - - 2-20% 
maksutavasta 
riippuen 
GetJar Monialusta 257 000 2 mrd. - - 
Taulukossa 4 on vertailtavana erilaisia digitaalisen sisällön jakelupalveluita. 
Ylivoimaisesti suosituimmat palvelut ovat Google Play Androidille ja Applen App Store 
iOS-käyttöjärjestelmälle. Molemmissa palveluissa on saavutettu miljoonan sovelluksen 
rajapyykki ja latauksia on kertynyt huikeat 50 miljardia. Käyttäjäkunta eli myytyjen 
laitteiden lukumäärä, joilla on mahdollista palveluita käyttää, liikkuu molemmissa noin 
500 miljoonassa. Kustannukset sovelluksen julkaisijalle vaihtelevat palvelusta riippuen. 
Google Play -palvelussa on 25 dollarin rekisteröitymismaksu ja myydyn sovelluksen 
hinnasta 30 %. Applen App Storessa on vuotuinen 100 dollarin jäsenmaksu ja 
sovelluksen myyntihinnasta 29-44 %. Vähemmän tunnetummat palvelut ovat 
huomattavasti halvempia kuten SlideMe 2-20 % osuudella myyntihinnasta ilman 
rekisteröitymismaksuja. 
5.1 Google Play 
Googlen palvelut Android Market, Google Music ja eBookstore yhdistyivät vuonna 2012 
yhden brändin alle Google Play -palveluksi [40]. Google Play -palvelusta on 
mahdollista ostaa Android-sovelluksia mukaan lukien pelit, musiikkia, elokuvia, kirjoja 
ja lehtiä. Ostoksiin ja sovellusten latauksiin tarvitaan Google-tili ja Androidille asennettu 
Google Play -sovellus, joka on tyypillisesti esiasennettuna lähes kaikissa Android-
älypuhelimissa ja -tableteissa. 
Androidin avoimen luonteen vuoksi ja Googlen päätöksestä olla käyttämättä 
hyväksymisprosessia jättää haitallisten sovellusten havaitsemien Google Play -
yhteisön ja käyttäjien harteille. Hyväksymisprosessin pois jättämisen etuna on 
kehittäjien helpottunut julkaisuprosessi vähemmällä byrokratialla ja ilman pitkiä 
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odotusaikoja, mutta hyväksymisprosessin puuttuminen on tehnyt Androidista erään 
suurimmista tietoturvariskeistä ja F-Securen mukaan vuonna 2013 uusista havaituista 
haittaohjelmista jopa  97 % oli suunnattu Androidille [41, s. 22]. 
Käyttäjän asentaessa sovelluksen näytetään sovelluksen vaatimat käyttöoikeudet. 
Käyttäjä ei kuitenkaan välttämättä ymmärrä tai välitä kaikkia sovellukselle annettavia 
oikeuksia. Haittaohjelmat voivat jakaa käyttäjälle tärkeitä tietoja tai muiden tietoturva-
aukkojen kautta saada jopa täydet käyttöoikeudet järjestelmään. Google on kuitenkin 
parantanut sovellusten ennakkotarkistuksia, mikä on vähentänyt haittaohjelmien 
määrää Google Play-palvelussa. Google pystyy myös tarvittaessa poistamaan 
haitallisen Google Play -palvelun kautta asennetun sovelluksen kaikilta verkkoon 
kytketyiltä Android-laitteilta [42]. Tämä menetelmä ei kuitenkaan ole käytettävissä 
muilta kauppa-palveluista asennettuja haitallisiasovelluksia vastaan. 
Seuraavaksi esitellään Google Play -julkaisutyökalut, julkaisemisprosessi ja tarvittavat 
toimenpiteet ennen julkaisua sekä viimeiseksi esitellään kuinka julkaistaan natiivi 
Android-sovellus Google Play -palvelussa. 
5.1.1 Kehittäjän työkalut 
Julkaisuprosessin ensimmäinen vaihe on rekisteröityä Google Play -palveluun 
julkaisijaksi. Jos kehittäjä aikoo myydä sovellusta tai sovelluksen sisäisiä ostoksia, 
täytyy hänen myös luoda ilmainen Google Wallet -tili. Rekisteröitymismaksu 
julkaisijaksi on 25 dollaria. Rekisteröitymisen jälkeen kehittäjällä on pääsy Googlen 
kehittäjäpaneeliin ja mahdollisuus julkaista sovelluksia. [43.] 
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Kuva 20. Google Play -palvelun kehittäjäpaneeli. 
Google Play -palvelun kehittäjäpaneelissa (kuva 20) voidaan selata julkaistujen 
sovellusten tilastoja, arvosteluita, tuotetietoja tai julkaista uusia sovelluksia. Se antaa 
nopean kokonaiskuvan julkaistuista sovelluksista. 
Kehittäjäpaneelissa voidaan luoda useita käyttäjätilejä ryhmän jäsenille, joilla on rajatut 
oikeudet kehittäjäpaneelin eri osiin. Sovelluksen julkaisu voidaan rajoittaa koskemaan 
ainoastaan tiettyjä maita tai operaattoreita. Kehittäjäpaneeli listaa käyttäjien arvostelut, 
sovelluksen kaatumisilmoitukset ja ajonaikaisen pinon vikojen selvittämistä varten. Jos 
sovellus julkaistaan ilmaiseksi, täytyy sen myös pysyä ilmaisena. Jos taas sovellus 
julkaistaan maksullisena, voidaan siitä myöhemmin tehdä ilmainen. 
5.2 Toimenpiteet ennen julkaisua 
Rekisteröitymisen jälkeen on aika siirtyä sovelluksen julkaisemiseen. Sovelluksesta 
muodostettava APK-tiedosto täytyy allekirjoittaa. Ennen allekirjoitusta tulisi sovelluksen 
manifest-tiedostossa asettaa android:debuggable arvoksi false. Tarkistaa 
versionumerot ja minimi SDK:n sekä kohde SDK:n versiot. Asettaa sovelluksen 
suositeltu asennuskohde joko sisäinen, ulkoinen tai automaattinen. Asettaa 
sovelluksen vaatimat käyttöoikeudet. 
Ennen sovelluksen julkaisemista on tärkeää suorittaa sovellukselle kattava testaus 
huomioiden Androidin pirstaloitunut laitekanta. Luomalla useita emulaattoreita eri 
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kuvasuhteilla ja resoluutioilla sekä testata sovellus myös vähintään yhdellä fyysisellä 
laitteella, mielellään kuitenkin useammalla, pienentää riskejä vasta julkaisun 
yhteydessä havaituista virheistä. Google Playn kautta on myös mahdollista jakaa 
sovelluksen esiversiota pienelle rajoitetulle testiyleisölle ennen sovelluksen lopullista 
julkistamista.  
5.2.1 Lokalisointi 
Lokalisointi tarkoittaa sovelluksen muuntamista eri maiden kulttuureille ja kielille. 
Lokalisoinnin kannalta on tärkeää tunnistaa jo sovelluksen suunnitteluvaiheessa 
kohdealueet ja kielet, jolla sovellus aiotaan julkaista. Käyttöliittymässä täytyisi 
huomioida eri kielten sanojen pituuden vaihtelevuus ja ottaa se suunnittelussa 
huomioon esimerkiksi varaamalla käyttöliittymän elementteihin 30 % enemmän tyhjää 
tilaa. 
Androidissa voidaan helposti määrittää vaihtoehtoisia käyttöliittymiä tietyn lokaalin 
tarpeisiin. Huomioitavaa on myös lukusuunta oikealta vasemmalle, päivämäärät ja ajat, 
valuutat, merkkijonojen käsittely strings.xml-tiedostossa kovakoodaamisen sijaan, jotta 
tekstit ovat helposti vaihdettavissa ja voidaan merkitä, mitkä merkkijonot käännetään. 
5.2.2 Julkaisu 
Ennen sovelluksen julkaisua täytyy sovellus allekirjoittaa. Allekirjoituksella voidaan 
todentaa, kuka sovelluksen on tehnyt, ja näin varmistaa, kenellä on oikeus tehdä 
sovellukseen muutoksia. 
Sovellus allekirjoitetaan Eclipsessä Androidin työkalulla, joka luo allekirjoituksessa 
käytettävän avaimen ja suorittaa sovelluksen koonnin. Luotu avain tallennetaan 
salattuun tiedostoon, jota käytetään myöhemmin uudestaan esimerkiksi sovellusta 
päivitettäessä. 
Lopuksi muodostuu APK-tiedosto, joka julkaistaan kuvien ja kuvausten kera Google 
Play -palvelun kehittäjäpaneelin avulla. Sovellukselle täytyy määrittää mm. ikärajoitus 
ja että se on Google Play -palvelun käyttöehtojen sallimissa rajoissa. 
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5.3 Ansaintamallit 
Tässä luvussa käsitellään suosituimmat keinot ja strategiat valmiin sovelluksen 
lyömiseksi rahaksi (monetize). Kaupallista tuotetta suunniteltaessa tulisi tämä vaihe 
ottaa huomioon jo sovelluksen tai pelin suunnitteluvaiheessa. Sovelluksen 
toiminnallisuudella, pelimekaniikalla ja käyttöliittymän rakenteella voidaan merkittävästi 
vaikuttaa sovelluksen tuottavuuteen. 
5.3.1 Myynti 
Perinteisin menetelmä on julkaista sovellus sovelluskaupassa ja asettaa sovellukselle 
kiinteä hinta, jonka käyttäjä maksaa ennen sovelluksen käyttöönottoa. Sovelluksesta 
voidaan tarjota maksullisen version rinnalla ilmainen demo-versio (lite, free edition), 
joka on rajoitetumpi versio sovelluksesta. Ilmainen versio voi sisältää mainoksia jotka 
ajavat käyttäjää ostamaan koko version, josta mainokset on poistettu, mutta on 
kuitenkin olemassa parempiakin keinoja. 
5.3.2 Mainokset 
Eräs yleisimmistä ansaintamalleista on sovelluksissa näytettävät mainokset. Tyypillisiä 
mainostamisen muotoja ovat bannerimainokset, koko ruudun peittävät mainokset ja 
kolmansien osapuolten sovellusten suositteleminen. Mainokset ovat hyvin epävarma ja 
vaihteleva tulonlähde. Mainostulot voivat olla mitä tahansa aina muutamasta sentistä 
kuukaudessa useisiin tuhansiin euroihin. [44, s. 650] 
Mainoksista maksetaan rahaa tyypillisesti napsautuksista (PPC), näyttökerroista (CPI) 
ja onnistuneista transaktioista (CPA). Koko ruudun peittävät mainokset vaativat 
käyttäjältä enemmän huomioita, ja niiden runsas näyttäminen voi ajaa käyttäjää 
poistamaan sovelluksen. Tyypillisiä virheitä mainonnassa ovat käyttäjän ärsyttäminen 
pitämällä mainoksia koko ajan näkyvillä ja huijata käyttäjää napsauttamaan mainosta 
huonolla käyttöliittymällä tai asettelemalla mainokset painikkeiden viereen. 
Pahimmillaan tällainen huijaaminen voi johtaa esimerkiksi Googlen tapauksessa 
käyttäjätilin poistamiseen ja tilillä olevien varojen takavarikointiin, joka voi aiheuttaa 
myöhemmälle toiminnalle huomattavaa haittaa Googlen palvelujen monimuotoisuuden 
ja laajan levinneisyyden takia. 
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Käyttäjän ärsyttämisen tavoitteena on, että käyttäjä ostaisi sovelluksen kokoversion, 
mutta ärsyttäminen ei yleensä ole suositeltava menetelmä. Ärsyttämisestä 
seurauksena voi olla, että käyttäjä poistaa sovelluksen ja vaihtaa kilpailijan tuotteeseen 
ja antaa sovellukselle huonon arvostelun, joka voi vaikuttaa sovelluksen tuleviin 
latauksiin. 
Suositeltava ajankohta mainosten näyttämiselle esimerkiksi pelissä on pelitasojen 
välillä, tai kun käyttäjä on lopettamassa pelaamisen. Kun käyttäjä avaa sovelluksen, 
hänellä on tarkoitus tehdä sovelluksella jotakin. Mainoksen painaminen veisi käyttäjän 
pois sovelluksesta ja keskeyttäisi käyttäjän toiminnan ja sovelluksen käytön. Sen sijaan 
jos mainos näytetään, kun käyttäjä on poistumassa sovelluksesta, on tämä 
luontevampi hetki käyttäjälle napsauttaa mainosta. 
Yhdessä bannereiden ja kokoruutu mainonnan kanssa voidaan suositella kolmannen 
osapuolen sovelluksia. Pelien tapauksessa käyttäjää voidaan rohkaista asentamaan 
suositeltuja sovelluksia tarjoamalla esimerkiksi pelissä muutoin maksullista 
virtuaalirahaa. Tällöin sovelluksen kehittäjälle maksetaan onnistuneesta transaktioista 
ja mainostaja saa vastineeksi uuden käyttäjän. 
Edellä esiteltyjen keinojen onnistuminen mainostulojen muodostamisessa riippuu 
monista asioista ja parhaan yhdistelmän löytäminen vaatii kärsivällisyyttä ja kokeiluja. 
Merkittävä tekijä mainonnan onnistumisessa on sovelluksen kohdeyleisön ja 
mainonnan täsmääminen kohdeyleisön mielenkiinnon kohteisiin. Tähän voidaan 
vaikuttaa määrittelemällä mainospalvelussa mitä aihealueita mainoksissa näytetään. 
Eräs strategia on tarjota käyttäjille sovelluksia ilmaiseksi ja suositella sovelluksissa 
kolmansien osapuolien sovellusten sijaan omia maksullisia sovelluksia. Ilmainen 
sovellus kerää helpommin käyttäjäkuntaa ja ärsyttävän mainonnan puute ja toimiva 
sovellus saa käyttäjät myös pitämään ja käyttämään sovellusta. Tällöin muodostuu 
oma mainoskanava omien sovellusten markkinointiin ja tätä kautta saadaan 
sovelluksille näkyvyyttä. 
Tunnettuja mainosalustoja ovat mm. 
 AdMob (Google osti vuonna 2009) 
 Byyd (aikaisemmin Adfonic) 
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 Chartboost 
 Greystripe 
 Millenial Media 
 Tapjoy. 
AdMob on suosituimpia mainosalustoja nykyään ja tarjoaa mm. perinteistä 
bannerimainostamista. Merkittävin etu on AdMobin SDK ja sen tarjoama liitettävyys 
sovelluksiin ja alustoihin. 
Chartboost on erikoistunut pelimainontaan, ja tarjonta täsmää paremmin pelaajien 
mielenkiinnon kohteita. 
Tapjoy tarjoaa aikaisemmin mainittua kolmannen osapuolen sovellusten suosituksia, 
missä pelaajat ansaitsevat esimerkiksi virtuaalirahaa asentamalla suositeltuja 
sovelluksia. 
Lisäksi on olemassa palveluita, jotka etsivät kehittäjän puolesta parasta tuottoa 
tarjoavan mainosalustan  
Tälläisiä palveluita ovat mm. 
 AdWhirl 
 Inneractive 
 Mobclix 
 MoPub [44, s. 651]. 
5.3.3 Yhteisöpalvelut ja sosiaalinen media 
Yhteisöpalvelut Facebook, Google+ ja Twitter tarjoavat ilmaisen ja tehokkaan 
markkinointikanavan suurella käyttäjämäärällä. Tarjoamalla käyttäjille esimerkiksi 
virtuaalista rahaa pelin tai sovelluksen tykkäyksestä tai mainitsemisesta twiiteissä, 
jolloin sovellus saa ilmaista mainosta käyttäjien jakaessa sitä. Muita keinoja erityisesti 
peleissä, on tarjota pelaajalle mahdollisuus jakaa pelin viiteavaimia,  joilla toinen 
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pelaaja voi avata peliin uusia ominaisuuksia, kykyjä tai virtuaalirahaa ja samalla 
ensimmäinen pelaaja palkitaan, kun toinen pelaaja on syöttänyt avaimen. 
5.3.4 Sovellusten sisäiset ostokset 
Sovellusten sisäiset ostokset ovat tuottavimpia tulonlähteitä. Usein käytetty strategia on 
tarjota peli ilmaisena latauksena, tällöin pelaajan kynnys kokeilla peliä on 
huomattavasti matalampi kuin maksullisen version ostaminen ja myydä sovelluksen 
sisällä virtuaalista rahaa (VC), aseita, lisäkykyjä tai uusia pelitasoja. Virtuaalinen raha 
on täysin kehittäjän päätettävissä ja voi olla esimerkiksi kultaa, jalokiviä tai kolikoita. 
Pelaajat tyypillisesti ostavat pelin sisäisiä ostoksia nopeuttaakseen pelissä edistymistä 
tai räätälöidäkseen peliä mieleisekseen. Pelaajalle voidaan tarjota virtuaalista rahaa, 
kun pelaaja saavuttaa pelin tavoitteita näin rohkaisten pelaajaa jatkamaan pelaamista 
ja pyrkimään pelin tavoitteisiin. 
5.3.5 Lisensointi 
Sovelluksen tai pelin lisensointi laitevalmistajille tai operaattoreille. Yritys, jolle sovellus 
lisensioidaan, maksaa oikeudesta levittää sovellusta. Esimerkiksi laitevalmistajat 
asentavat sovelluksen suoraan tehtaalla mobiililaitteisiin.  
6 Yhteenveto 
Ohjelmistotuotantomobiililaitteille on suositumpaa kuin koskaan aiemmin. Tässä 
insinöörityössä tutkittiin ja vertailtiin ohjelmistotuotannon työkaluja mobiilikehityksessä 
kuin myös pelikehityksessä. Ilmaiset avoimen lähdekoodin ohjelmat osoittivat kykynsä 
ohjelmistotuotannossa tuottaa laadukkaita kaupallisia sovelluksia. 
Mobiilikehityksessä toteutettiin kaksi mobiilisovellusta. Ensimmäinen sovellus oli natiivi 
ajastinsovellus Android-laitteille ja toinen sovellus alustariippumaton To-do list HTML5-
sovellus. Sovellusten valmistuttua vertailtiin natiivia sovelluskehitystä ja 
alustariippumatonta sovelluskehitystä toisiinsa. Web-sovellukset kehittyvät huimaa 
vauhtia ja kelpaavat erinomaisesti tietynlaisiin sovelluksiin, mutta eivät pysty 
vastaamaan natiivien sovellusten mahdollisuuksiin. 
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Pelikehityksessä toteutettiin kaksi peliä. Ensimmäinen Unity3D-pelimoottorilla ja toinen 
LibGDX-pelinkehitysrajapinnalla. Pelikehityksen jälkeen sovelluksia vertailtiin 
keskenään. Unity3D tarjoaa valmiimman kokonaisuuden pelituotantoon, kun taas 
LibGDX on enemmän pelinkehitysrajapinta kuin pelimoottori. LibGDX sopii paremmin 
2D-pelien tuotantoon ja osittain jopa päihittää Unity3D:n antamalla kehittäjällä täysin 
vapaat kädet toteuttaa pelejä. Unity3D:hen on kuitenkin uusimmissa versiossa kehitetty 
2D-ominaisuuksia ja sopii nykyisellään erinomaisesti myös 2D-pelien tuotantoon. 
Android johtaa selvästi markkinoita 78 % osuudellaan jättäen taakseen iOS:n ja 
Windows Phonen [45]. Mutta ainakin toistaiseksi iOS:lla tuotot sovelluksista ovat 
suuremmat kuin Androidilla. Android nojaa enemmän ilmaiseen jakeluun, freemium-
malliin, mainoksiin ja sovellusten sisäisiin ostoksiin, kun taas iOS:lla myös perinteinen 
sovellusten myyminen tuottaa paremmin, mutta myös iOS:lla ilmaiset sovellukset ovat 
yleistymässä. Markkinointimenetelmistä parhaimmaksi todettiin sosiaalisen median 
kautta tapahtuva markkinointi ja ansaintamalleista sovellusten sisäiset ostokset. 
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Game Design Document 1 
Otto Lindholm 
Platform:  Mobile / PC 
Target Group: Males, ages 10-30 
Genre:  Shoot ‘em up 
Monetization: Freemium 
Reference Games: FTL, Space Shooter 
 
Pitch 
Player advances through space while defending himself from enemies and meteorites. 
Objective 
Player must survive until the end of the level. 
Mechanics 
Player can only move vertically on a fixed horizontal lane. Player advances automatically for-
ward and is able to shoot projectiles against enemies and meteorites, which advance from oppo-
site direction. Player will lose if hit by enemy or meteorite. Player will start to shoot projectiles 
when screen is touched or mouse is pressed. 
Unique Selling Points 
Detailed objects such as: planets, moons and effects. 
Features 
Content: one spaceship, three planets, one moon, one enemy, one projectile and particle system, 
shooting sound and background music. 
Synopsis 
Aliens. 
Look & Feel 
Game has dark background representing outer space. White dots spawned by particle system 
represent stars. Planets and moons float through the scene past the player. 
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Game Design Document 2 
Otto Lindholm 
Platform:  Mobile / PC 
Target Group: Males, ages 10-30 
Genre:  Tower Defense 
Monetization: Freemium 
Reference Games: Defender 
 
Pitch 
Player defends himself from waves of enemies. 
Objective 
Main objective of the game is to survive as long as possible from the enemy waves as difficulty constantly 
increases. 
Mechanics 
Player is stationed on a fixed position far left side. Player is able to shoot projectiles. Enemies spawn from 
opposite direction and try to reach player’s position.   
Unique Selling Points 
Unique visual style. 
Features 
Content: one rotatable cannon, wall, green grassy background, one enemy and one projectile, s hooting 
sound, menu button sound, background music, menu button and menu background. 
Synopsis 
Dark forest awakes as result of player actions and spawns evil monsters. 
Look & Feel 
Game has green grassy background. Defensive tower is turret with red glowing parts. Enemies are dark evil 
creatures. 
 
 
