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Introduccio´
1.1 Introduccio´
Els jocs sempre han format una part molt important de la histo`ria i la cultura de
la humanitat. En l’antiguitat, les persones jugaven a jocs amb simples pals, pedres
o cordes. De mica en mica han anat evolucionant, fins que avui en dia tenim els
videojocs.
I e´s en aquests u´ltims on la demanda e´s cada vegada major. Actualment, la
indu´stria dels videojocs e´s econo`micament molt activa, i en els u´ltims anys han sorgit
moltes plataformes que els suporten, com per exemple ordinadors, consoles, mo`bils,
sales de realitat virtual, etc. Per aquest motiu hi estan implicades grans empreses:
Nintendo, Sony, Microsoft, Valve, Ubisoft, Square Enix, etc. i disposen d’eines molt
potents que han anat millorant durant anys per desenvolupar videojocs.
Tot i aix´ı, les petites empreses emergents no disposen d’aquestes eines. E´s per aixo`
que en aquest treball es creara` un editor i motor de videojocs 3D com-
pletament lliure, per poder crear videojocs per a Linux. La intencio´ e´s que
serveixi de base per poder crear qualsevol tipus de videojoc, o fins i tot que serveixi
com punt de partida perque` cada estudi independent pugui millorar-lo i adaptar-lo a
les seves necessitats.
Aquest document intentara` explicar les parts me´s importants del desenvolupament
d’aquest motor i editor, aix´ı com el perque` de les decisions preses a cada moment.
1.2 Abast de la memo`ria
Aquesta memo`ria prete´n explicar per sobre les funcionalitats implementades a l’Engine
i Editor, aix´ı com els mecanismes i l’arquitectura dels diferents sistemes que els con-
trolen. Tot i aix´ı no prete´n explicar en profunditat tots els components, donat que
aquest escrit seria massa extens. Per tant, nome´s s’aprofundeix en els aspectes que
es consideren me´s interessants des d’un punt de vista te`cnic.
1.3 Estructura del document
A aquest document s’intentara` explicar el treball partint dels trets me´s generals i
anant aprofundint de mica en mica en els me´s espec´ıfics (top-down). Aquests so´n els
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cap´ıtols i seccions que seguira` el document:
• Engine: a aquest cap´ıtol s’explica tot el relacionat amb el motor del projecte,
que e´s una de les parts me´s importants.
– Arquitectura entitat-component: s’explica l’arquitectura usada per
l’Engine i quin impacte te´ al projecte.
– Escena, GameObjects i Components: s’expliquen els elements me´s
importants de l’arquitectura.
– Assets: s’introdueix el concepte d’Asset, que` significa pel motor i com es
gestiona.
– Components Overview: s’analitzen els Component’s me´s importants
del motor, i quin paper juguen al sistema.
– GraphicPipeline: donat que e´s una part important del treball, la pipeline
gra`fica s’explica en un cap´ıtol a part. Aqu´ı s’inclou el camı´ per renderitzar,
l’explicacio´ de Deferred Shading, el format del GBuffer, etc.
– UI: el sistema de User Interface (UI) e´s suficientment complex com per
explicar-lo en una seccio´ a part. Aqu´ı s’explica el funcionament dels Rect-
Transforms, les Fonts, el renderitzat del text, etc.
– Audio: s’expliquen els components implicats en el pipeline d’Audio 3D i
la seva integracio´ en el motor.
• Editor: e´s un cap´ıtol molt gran, on s’explica tot l’Editor, els seus elements
(Inspector, Jerarquia, etc.) i la interaccio´ entre ells.
• Altres sistemes: en aquest cap´ıtol s’analitzen altres sistemes que no pertanyen
exclusivament a l’Editor ni a l’Engine, pero` que so´n importants i interessants
de cone`ixer.
– Sistema de seguiment d’arxius: en aquest apartat s’explica com es fa
la reca`rrega automa`tica de fitxers modificats a fora de l’Editor.
– Sistema de Behaviours: aquesta seccio´ s’encarrega d’analitzar tot el
sistema de Behaviours (scripts C++). Cobreix la compilacio´, la reflexio´,
el linkatge i la ca`rrega dina`mica de la llibreria.
– Creacio´ de l’executable del joc: s’explica el sistema de creacio´ de
l’executable del joc a partir del projecte.
• Web de l’Engine: s’explica quin rol te´ la web a aquest projecte i quines
seccions te´.
• Organitzacio´ del Projecte: aqu´ı s’expliquen diferents elements relacionats
amb l’organitzacio´ del projecte.
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– Taula de Classes: s’estableix la relacio´ entre les classes del codi i els
elements amb els que interactuen a l’Engine/Editor.
– El projecte en nu´meros: es donen una se`rie de mesures que permeten
tenir una idea de la magnitud d’aquest projecte.
– Depende`ncies: es llisten les diferents depende`ncies de l’Engine i l’Editor
i en quines parts s’utilitza cadascuna d’elles.
– Organitzacio´ del projecte: s’expliquen les eines usades per organitzar
el projecte i agilitzar el seu desenvolupament.
– Treball Futur: s’indiquen una se`rie de caracter´ıstiques que es comenc¸aran
a implementar una vegada s’acabi aquest treball de fi de grau.
• Gestio´ del projecte: a partir d’aquest punt, s’explica tot el relacionat amb la
gestio´ econo`mica i temporal del projecte.
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Engine

Engine
L’Engine e´s el motor de videojocs en s´ı i e´s, per tant, el nucli del treball. E´s
l’encarregat de controlar tots els elements que participen a la execucio´ del videojoc,
entre els que es troben:
• Renderitzacio´ de gra`fics
• Audio
• Lo`gica
• Control de l’input
• Gestio´ de recursos
La creacio´ de l’Engine e´s una tasca molt complexa, donat que tots aquests elements
s’intercomuniquen entre ells, i cal abstraure molt be´ cadascun. E´s per aixo` que cal
mantenir des del principi una arquitectura definida que ajudi a fer un codi entenedor
i fa`cilment extenible.
2.1 Arquitectura entitat-component
A l’hora de desenvolupar el projecte, s’ha escollit una arquitectura entitat-component.
E´s un patro´ molt utilitzat a la creacio´ de motors de videojocs, i engines com Unity o
Unreal Engine 4 l’utilitzen.
2.1.1 Que` e´s?
L’arquitectura entitat-component e´s un me`tode d’abstraccio´ i organitzacio´ del codi
que te´ com a objectiu facil·litar la creacio´ de programes molt complexos. Concreta-
ment, aquesta arquitectura es basa en la distincio´ entre dos elements ba`sics:
• Entitat: e´s un objecte de propo`sit general. Normalment e´s un objecte molt
simple, sense funcionalitat per si mateix.
• Component: e´s un mo`dul que es pot acoblar i desacoblar a les entitats. Cada
component te´ una funcionalitat espec´ıfica, i per tant al ser acoblat a una entitat
li proporciona alguna caracter´ıstica o habilitat. Els components comparteixen
normalment una interf´ıcie bastant simple.
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2.1.2 Petit exemple usant arquitectura entitat-component
Amb un exemple e´s veura` clarament el funcionament de l’arquitectura. Imaginem
que tenim un videojoc de lluita. Podr´ıem tenir 5 components diferents:
Component Funcionalitat
A proporciona i controla una barra vida.
B detecta col·lisions.
C fa que una entitat es mogui, gra`cies a un input.
D proporciona input provinent del teclat i ratol´ı.
E proporciona input provinent d’intel·lige`ncia artificial.
Nome´s havent definint aquestes entitats i components, podem crear una gran
diversitat d’actors pel nostre videojoc. Per exemple:
• Personatge principal: volem que tingui una barra de vida, i que es mogui
control·lat pel jugador, i es xoqui per l’escenari. Per tant, creem una entitat
amb els components A,B,C,D.
• Enemics: semblant al personatge principal, pero` volem control·lar-los amb IA.
Seran entitats amb els components A,B,C,E.
• Edificis destructibles: no es mouran, pero` tindran barra de vida i seran
col·lisionables. Seran entitats amb els components A i B.
• Edificis indestructibles: es crearan entitats amb nome´s el component B.
Nome´s definint 5 components, hem creat bona part del videojoc (encara es podr´ıen
crear molts me´s actors). Com es pot veure, aquest sistema proporciona una modu-
laritat i flexibilitat molt adient pel desenvolupament de videojocs. E´s per aixo` que
s’ha escollit com una de les arquitectures principals que utilitzara` el motor.
2.1.3 Avantatges
A continuacio´ s’analitzaran les avantatges d’aquests tipus de sistemes:
• Modularitat: el fet de poder assignar a cada component una funcionalitat
espec´ıfica i poder afegir i treure els components de cada entitat, proporciona
una gran flexibilitat. Aquesta modularitat abstrau molt la programacio´ i permet
aprofitar cada component per entitats que en principi poden semblar totalment
diferents. Aixo` esdeve´ clau al desenvolupament d’un videojoc, i proporciona
molta agilitat al programar-lo.
• Fa`cil administracio´ de depende`ncies: precisament gra`cies a aquesta mod-
ularitat, no hem de administrar arbres de depende`ncia gegants. Cada entitat
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s’encarrega simplement d’iterar pels components i cridar als me`todes de la in-
terf´ıcie. Els components simplement han d’executar la seva funcionalitat, i cada
component mira si l’entitat a la que pertany conte´ o no els altres components
que necessita (si e´s que en necessita).
Seguint l’exemple anterior, els components D i E necessiten un component C
per ser u´tils, donat que D i E proporcionen input al moviment. En cas que la
entitat contingui el component C, llavors D i E apliquen la seva lo`gica. En cas
que no el tingui, llavors D i E simplement no faran res.
2.2 Escena, GameObjects i Components
Uns dels conceptes me´s importants de l’Engine so´n les Escenes, els GameObjects i els
Components. A continuacio´ s’explicara` que` e´s cadascun, i quin rol prenen al motor.
2.2.1 Escena
La classe Scene representa precisament una Escena del videojoc. Es pot entendre
com l’escena d’una pel·l´ıcula: e´s quelcom que conte´ molts actors, i que dura un temps
determinat. Es podria dir que e´s un contenidor d’entitats que es carrega a memo`ria
al iniciar-se, i es descarrega al desapare`ixer. Per exemple, a un videojoc podr´ıem
tenir les segu¨ents escenes: una pel menu´ principal, una per cada nivell, una altra pels
cre`dits, etc.
A me´s a me´s, a una escena es produeixen diferents events que cal que cada enti-
tat i component gestioni convenientment. Per aixo` s’ha creat una interf´ıcie que els
agrupa tots: el ISceneEventListener.
2.2.2 ISceneEventListener
La interf´ıcie ISceneEventListener especifica els diferents events que poden sorgir
a l’escena. Concretament, els events que proporciona so´n:
• OnStart: e´s cridat quan el GameObject e´s creat.
• OnUpdate: e´s cridat una vegada per fotograma.
• OnDestroy: e´s cridat just abans de destruir-se.
Tot objecte que vulgui rebre aquests events, ha d’implementar aquesta interf´ıcie. Els
GameObjects i Components, dels que es parlara` a continuacio´, la implementen per
poder respondre a cadascun dels 3 events.
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2.2.3 GameObjects
Un GameObject e´s tot aquell objecte present en el joc. E´s l’Entitat del
motor. Per tant, un GameObject pot ser, per exemple: un personatge, un arbre, una
llum, un comptador de puntuacio´, etc. Pero` un GameObject per s´ı mateix e´s inu´til:
nome´s e´s un contenidor buit! Tot i aix´ı, una vegada es comenc¸a a omplir esdeve´ en
l’element clau de l’Engine! Un GameObject pot contenir:
• Components, que proporcionen al GameObject funcionalitats diverses.
• GameObjects fills.
La missio´ me´s important d’un GameObject e´s propagar els diferents events de l’escena
cap a tots els seus fills i Components. Com ja s’ha dit, un GameObject implementa la
interf´ıcie ISceneEventListener, i a cadascun dels callbacks informa recursivament
dels events rebuts als fills i Components.
2.2.4 Components
Un Component e´s un mo`dul que es pot acoblar i desacoblar a un GameOb-
ject, proporcionant-li una o me´s funcionalitats. Un Component desenvolupa
les seves tasques als diferents events de l’escena (tambe´ implementa ISceneEventLis-
tener).
Proporcionen un mecanisme mitjanc¸ant el qual es pot extendre fa`cilment el motor o
un videojoc. Concretament, l’Engine en do´na alguns per defecte (que tambe´ utilitza
internament). Per veure un resum dels diferents Components per defecte, anar a la
seccio´ Components Overview.
2.3 Assets
Un Asset e´s tot aquell recurs extern utilitzat a un videojoc. Alguns exemples
d’Asset serien: imatges, sons, arxius de text, codi de l’usuari, etc.
Pero` tot i aquesta definicio´ general, a l’Engine, el concepte d’Asset s’utilitza
per refererir-se a wrappers d’un recurs extern. E´s a dir, un Asset e´s un
arxiu que ens proporciona informacio´ extra sobre un arxiu/recurs extern
que conte´ dades crues. Aquest concepte s’entendra` molt millor mirant els tipus
d’Assets a la segu¨ent seccio´, que exemplifiquen la definicio´.
2.3.1 Tipus d’Assets
Al motor es distingeixen 5 tipus d’Assets diferents:
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2.3.1.1 Texture2D
Una Texture2D e´s un Asset que fa wrap d’una determinada imatge. Concretament,
una Texture2D te´ les segu¨ents propietats:
• ImageFilepath: el path de la imatge a la que fa refere`ncia.
• FilterMode: el tipus de filtrat de la textura: Nearest, Linear o Trilinear.
• AlphaCuttoff : un valor tal que tot texel amb una alpha menor que ell e´s
descartat.
Com es pot veure, una Texture2D e´s l’encarregada de proporcionar al motor infor-
macio´ de com renderitzar la imatge associada.
2.3.1.2 Material
Un Material e´s un Asset que conte´ una se`rie de propietats que indican al motor com
renderitzar una certa malla o primitiva. Un Material conte´ les propietats:
• DiffuseColor: e´s el color difu´s del material, basant-se en el model de Phong.
Ba`sicament, indica el color del material.
• Shininess: e´s la especularitat del material, basant-se en el model de Phong. Per
exemple, si volem que el material sembli pla`stic posarem una shininess bastant
elevada (100 o 120).
• ReceivesLighting: indica si volem que aquest material es vegi afectat per la
llum o no. E´s un boolea`.
• Texture: indica la Texture2D que volem que es renderitzi amb el material (en
cas que hi volem).
• UvMultiply: e´s un vector 2D que indica per X i Y, el tiling que es produeix
en la Texture aplicada. Per exemple, si volem que una textura es repeteixi 2
vegades en X, llavors UvMultiply=2,1.
• VertexShader: el path del Vertex Shader que utilitza aquest material.
• FragmentShader: el path del Fragment Shader que utilitza aquest material.
Ha de ser compatible amb el Vertex Shader (in/outs).
2.3.1.3 AudioClip
Un AudioClip s’encarrega de fer wrap de un arxiu de so. En aquest cas, no existeixen
propietats, ja que simplement conte´ el path a l’arxiu de so. Tot i aix´ı, s’utilitza un
Asset per poder gestionar-lo de manera uniforme i per possibles futures extensions.
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2.3.1.4 Prefab
Un Prefab e´s la representacio´ d’un GameObject en un fitxer. Serveix per crear
insta`ncies del GameObject en temps d’execucio´.
2.3.1.5 Font
Una Font e´s un Asset que representa un arxiu ttf (TrueTypeFont).
2.3.2 AssetManager
Donat que carregar un Asset a memo`ria e´s molt lent i pot ocupar molt, al motor
s’utilitza un sistema que gestiona la ca`rrega i desca`rrega d’Assets: l’AssetManager.
L’AssetManager e´s un Singleton que s’encarrega de rebre les demandes de ca`rrega
d’un Asset i processar-les com calgui:
• Si l’Asset no esta` carregat a memo`ria, llavors s’encarrega de llegir-lo, assignar-li
una id i guardar una refere`ncia.
• Si l’Asset s´ı esta` carregat a memo`ria per una peticio´ anterior, llavors simplement
proporciona l’Asset ja carregat.
E´s a dir, l’AssetManager conte´ una mena de cache´ totalment transparent als usuaris
de la classe, i d’aquesta manera s’aconsegueix una gestio´ senzilla i o`ptima de tots els
Assets. Concretament, aquesta cache´ esta` implementada de manera molt senzilla,
utilitzant un Map<Path, Asset*>, que relaciona el path de l’Asset amb el punter al
mateix.
Finalment, tambe´ proporciona funcions per descarregar i invalidar els Assets. La in-
validacio´ d’Assets esdeve´ important amb el sistema de reca`rrega automa`tica d’Assets
(veure Sistema de seguiment d’arxius).
2.3.3 Serialitzacio´
La serialitzacio´ e´s el proce´s de traduir estructures de dades o estats d’objectes en un
format que pugui ser emmagatzemat. En el motor, s’utilitza la serialitzacio´ per di-
verses tasques, entre les que es troba la creacio´ d’arxius per emmagatzemar els Assets.
2.3.3.1 BangXML
El BangXML e´s un llenguatge de serialitzacio´ creat per aquest motor. Recorda al ja
conegut llenguatge XML, pero` te´ construccions diferents que s’ajusten perfectament
a les necessitats de l’Engine. A continuacio´ s’exposa un petit exemple del XML per
guardar un Asset Material:
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<Material DiffuseColor:Color="(0.75 ,␣0.75,␣0.75,␣1)"{}
Shininess:Float="20"{}
ReceivesLighting:Bool ="true"{}
UvMultiply:Vector2="(20,␣20)"{}
Texture:File="Textures/TileTexture.btex2d"{}
VShader:File="Shaders/G_Default.vert_g"{IsEngineFile}
FShader:File="Shaders/G_Default.frag_g"{IsEngineFile}
>
</Material >
Com es pot veure, el llenguatge es composa de tags com els de XML. Els tags
tenen un inici (<Material ... >) i un final (</Material>).
Dintre de cada tag d’inici, es poden incloure una se`rie d’Attributes, que serveixen
per enumerar les caracter´ıstiques del tag. A me´s, cada Attribute pot tenir una se`rie
de Properties, que caracteritzen a l’Attribute al que pertanyen.
El format d’un Attribute e´s:
Nom_Attribute : Tipus_Attribute = "Valor_Attribute" {Properties_List}
Per exemple, a la l´ınia:
VShader:File="Shaders/G_Default.vert_g"{IsEngineFile}
El nom de l’atribut e´s VertexShader, el tipus de l’atribut e´s File, el valor e´s
"Shaders/G Default.vert g" i finalment te´ una sola propietat que e´s IsEngineFile.
Finalment, conve´ comentar que els possibles tipus d’un Attribute so´n: Bool, Int,
String, Float, Vector2, Vector3, Vector4, Color, Quaternion, Rect, File,
Enum, Button.
2.4 Components Overview
L’Engine proporciona una se`rie de Components per defecte que so´n essencials per la
majoria de videojocs. A continuacio´ es fara` un petit resum de cadascun d’aquests.
2.4.1 Audio
L’Engine proporciona els Components AudioListener i AudioSource per reproduir
sons en 3D. L’AudioListener e´s el receptor del so i els AudioSource’s s’encarreguen
d’emetre els diferents sons. Esta` explicat en detall a l’apartat Audio.
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2.4.2 Behaviour
Compila i proporciona al GameObject el comportament programat a un script C++
per l’usuari. Explicat en detall a l’apartat de Sistema de Behaviours.
2.4.3 Camera
El component Camera proporciona a un GameObject l’habilitat de convertir-se en
una ca`mera des de la qual renderitzar l’escena. Aquestes so´n algunes de les propietats
del component Camera:
• ClearColor: e´s el color amb que s’esborra la pantalla.
• ProjectionMode: especifica el mode de projeccio´ de la ca`mera (Perspectiva o
Ortogonal).
• FOVDegrees: en Perspectiva, indica l’angle d’obertura del FOV, en graus.
• zNear, zFar: especifiquen els dos plans de retall del frustum de la ca`mera.
A me´s, proporciona me`todes per transformar entre espais, i obtenir la matriu View i
Projection.
2.4.4 Light
Es proporcionen els Components DirectionalLight i PointLight per poder il·luminar
l’escena. A l’hora d’aplicar una o l’altre, s’utilitza un Shader diferent per cadascuna.
Per una banda, el component DirectionalLight representa una llum direccional, e´s
a dir, una llum infinitament allunyada en que tots els rajos de llum so´n paral·lels
(similar a la llum que pot emetre el sol per exemple). Es pot controlar la seva inten-
sitat i color.
Per altra banda, la PointLight representa una llum puntual, semblant a la d’una bom-
beta. Es pot controlar el seu rang, intensitat i color.
2.4.5 PostProcessEffect
Compila i inclou a la pipeline gra`fica un Shader de post-proce´s per afegir efectes espe-
cials al videojoc. Aquest component e´s molt divertit, doncs permet afegir efectes de
post-proce´s en espai de pantalla, que milloren drama`ticament la qualitat de l’escena.
Aqu´ı es posa un exemple d’una escena sense i amb efectes de post-proce´s:
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Figure 2.1: Sense PostProcess
Figure 2.2: Amb FXAA, Cartoon i Outline
Si l’usuari vol implementar els seus efectes de post-proce´s e´s tant senzill com
fer el Shader, i afegir-lo al component, i tot es compila en runtime i s’aplica
directament. Tot i aix´ı, es proporcionen alguns efectes ja fets:
• FXAA: anti-aliasing en screen space. Per eliminar vores que es veuen massa
dures.
• Cartoon: do´na a l’escena colors semblants al d’un dibuix animat.
• Outline: ressegueix els models amb una l´ınia exterior, com si fos un dibuix
animat.
• Blur: desenfoca l’escena.
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• Gray: converteix l’escena a escala de grisos.
A me´s a me´s, aquest component permet especificar si volem que l’efecte s’apliqui
abans o despre´s de dibuixar la UI.
2.4.6 RectTransform
El component RectTransform gestiona la transformacio´ d’un GameObject, orientant-
se totalment al posicionament d’elements per la UI. Esta` explicat en detall a l’apartat
UI.
2.4.7 Renderer
Un Renderer s’encarrega d’emmagatzemar i portar a terme tot allo` requerit per ren-
deritzar el GameObject a la pantalla. Els proporcionats per l’Engine so´n:
• LineRenderer: serveix per renderitzar l´ınies 3D consecutives o separades.
• CircleRenderer: serveix per renderitzar un cercle posicionat en 3D.
• MeshRenderer: serveix per renderitzar una malla 3D.
• UIText: serveix per renderitzar text 2D a sobre de la pantalla.
• UIImage: serveix per renderitzar una imatge 2D a sobre de la pantalla.
Un Renderer, per tant, fa d’interf´ıcie de tots aquests tipus me´s espec´ıfics, per
tal que la GraphicPipeline pugui dibuixar-los tractant-los uniformement. Entre les
propietats d’aquesta interf´ıcie, es troben les segu¨ents:
• Material: indica quin material utilitzara` el Renderer per pintar.
• DrawWireframe: especifica si el model es pintara` nome´s amb les l´ınies dels
pol´ıgons.
• CullMode: indica quin tipus de face culling es fa (back, front, none o both).
• RenderMode: especifica quin tipus de primitives ha d’usar OpenGL per
renderitzar-lo (triangles, quads, lines, etc.).
2.4.8 Transform
Representa la transformacio´ d’un GameObject a l’espai 3D. Conte´ les dades que
representen els segu¨ents elements:
• Posicio´: e´s un vector 3D que representa la posicio´ a l’espai de coordenades
del pare del GameObject.
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• Rotacio´: e´s un quaternion que representa l’orientacio´ del GameObject a
l’espai de coordenades del pare.
• Escala: e´s un vector 3D que representa l’escala (dimensions) del GameObject
a l’espai de coordenades del pare.
A me´s, proporciona moltes funcions u´tils per modificar la transformacio´ i canviar
d’espais de coordenades, entre les que es troben:
• LookAt, LookInDirection: per fer mirar al GameObject cap a un punt o
direccio´ determinada.
• ParentToLocal, LocalToParent: conjunt de funcions que permeten trans-
formar un punt, vector o direccio´ entre l’espai de coordenades local i el del
pare.
• LocalToWorld, WorldToLocal: conjunt de funcions que permeten transfor-
mar un punt, vector o direccio´ entre l’espai de coordenades local i el del mo´n.
• GetForward, GetRight...: permet obtenir el vector en world space d’on mira
el GameObject (forward), de la seva la dreta (right), etc. Per exemple, el
forward e´s molt u´til, per moure el personatge cap on esta` mirant, per tirar
projectils en la direccio´ de l’arma, etc.
2.5 Graphic Pipeline
2.5.1 Que` e´s?
La GraphicPipeline e´s la pipeline que s’encarrega de renderitzar una escena a la
pantalla del videojoc. Cal un apartat sencer per ella, donat que e´s suficientment
interessant i complexa com per veure-la en detall.
2.5.2 Deferred Shading
Abans de comenc¸ar a explicar com funciona exactament la pipeline gra`fica, cal en-
tendre la te`cnica que s’utilitza per renderitzar els diferents elements.
2.5.2.1 Shading tradicional
Tradicionalment, per renderitzar una escena, es segueix un algorisme de l’estil:
Per cada objecte o:
Renderitzar l’objecte o amb color so`lid.
Per cada llum l:
Aplicar llum l sobre l’objecte o.
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E´s a dir, objecte rere objecte, la imatge final va rebent el color definitiu de cada
objecte, i es va acumulant un a un. Finalment, aquesta imatge es dibuixa a la
pantalla. E´s a dir, en tot moment nome´s escrivim a un buffer de color.
2.5.2.2 Deferred Shading
El Deferred Shading[14] e´s una te`cnica que permet il·luminar l’escena amb un
temps independent de la seva complexitat, i fa que aplicar la il·luminacio´ de
les PointLight sigui molt poc costo´s.
A difere`ncia del Shading tradicional, que nome´s utilitza un buffer de color, el
Deferred Shading utilitza diversos buffers que emmagatzemen informacio´
geome`trica en comptes de color. Aquest conjunt de buffers geome`trics se sol anom-
enar GBuffer (veure seccio´ GBuffer, una mica me´s endavant). En un GBuffer, es
pot guardar molta informacio´ segons les necessitats espec´ıfiques de cada aplicacio´,
pero` per usar la te`cnica me´s ba`sica del deferred shading s’ha de guardar el color base
i les normals. Tambe´ es pot guardar la depth en cas que s’utilitzin PointLights per
recuperar la posicio´ en world space.
A continuacio´ es posa un exemple d’una implementacio´ d’un GBuffer sense com-
primir, en el que es veu millor (no e´s d’aquest motor):
Figure 2.3: Exemple d’un GBuffer. En ordre: color base, normals, depth i color final.
El que s’aconsegueix amb aquesta separacio´ d’informacio´ geome`trica als diferents
buffers e´s tenir, per a cada p´ıxel, el color i la normal per separat. Gra`cies a aixo`, es
pot endarrerir (defer) la il·luminacio´ al final, en comptes de haver d’il·luminar
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un objecte immediatament despre´s de dibuixar-lo, com es fa tradicionalment. Com es
pot endarrerir? Doncs, una vegada tots els objectes han estat renderitzats al GBuffer,
es fa una passada addicional per, a cada p´ıxel, computar la il·luminacio´ final.
Aquesta il·luminacio´ final es pot computar perque` per cada p´ıxel tenim, al GBuffer,
la informacio´ geome`trica de color i normals! D’aquesta manera, en aquesta u´ltima
passada, s’escriu a la textura de color final l’escena ja il·luminada.
L’algorisme de Deferred Shading seria semblant a:
Per cada objecte o:
Renderitzar l’objecte o amb color so`lid.
(Al renderitzar es guarda color i normal).
Per cada llum l:
Aplicar llum l sobre TOTS els objectes a la vegada.
I quines so´n les avantatges d’usar aquesta te`cnica?
• Rendiment: usant aquesta te`cnica el cost d’aplicar cada llum e´s propor-
cional nome´s al nombre de p´ıxels de l’escena. E´s a dir, e´s independent
de la complexitat de l’escena.
• No il·luminem de me´s: tambe´ relacionat amb el rendiment, ens estalviem
il·luminar p´ıxels ocults. Per exemple, si primer es dibuixa un edifici llunya`
que despre´s estara` completament tapat per objectes en primer pla, al shad-
ing tradicional hauria d’il·luminar aquest edifici inu´tilment, mentre que al De-
ferred Shading no caldra`, donat que al moment final que il·luminem, nome´s
s’il·luminaran els p´ıxels finals me´s propers a la ca`mera.
• PointLights molt barates d’aplicar: donat que il·luminem en screen space,
les PointLights so´n molt barates d’aplicar a la escena, doncs podem per exem-
ple calcular el bounding rectangle de la PointLight i nome´s processar aquest
rectangle, que per llums petites seran molt pocs p´ıxels!
Tot i aix´ı, hi ha algun desavantatge, com per exemple que els objectes transparents
s’han de tractar a part, donat que ens interessa il·luminar-los immediatament
despre´s de renderitzar-los, perque` altrament si un objecte transparent oclueix a un
altre transparent, l’efecte resultant amb Deferred Shading seria incorrecte, ja que
l’objecte me´s llunya` no estaria il·luminat, pero` es veuria perque` l’objecte que oclueix
e´s transparent.
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2.5.3 GBuffer
Com ja s’ha explicat a dalt, s’anomena GBuffer al conjunt de buffers que emma-
gatzemen la informacio´ geome`trica de l’escena. Aquest e´s molt important, doncs
constitueix el nucli de la te`cnica usada per renderitzar, i te´ un impacte directe en
l’estructura del codi i el rendiment del videojoc.
2.5.3.1 Format del GBuffer usat pel motor
Hi ha infinitud de formats pel GBuffer: me´s o menys buffers, amb o sense compressio´,
usant una o altra informacio´, etc. En el cas d’aquest motor, s’ha comprimit molt la
informacio´ geome`trica de l’escena, per tal de reduir el nombre de textures i la seva
mida. En particular, s’ha escollit el segu¨ent format pel GBuffer:
Figure 2.4: Format del GBuffer.
Una de les me`triques me´s importants a l’hora de construir un GBuffer e´s l’espai
que ocupa cadascun dels buffers. Conve´ que el nombre total de bits per p´ıxel
del GBuffer sigui molt baix, perque` un dels problemes cr´ıtics de rendiment de les
GPU’s d’avui en dia e´s el bandwidth. Quant me´s petit sigui el nombre de bits per
p´ıxel, major rendiment tindra` l’aplicacio´, en general.
Si fem el ca`lcul, el nombre de bits per p´ıxel (bpp) del GBuffer usat pel motor e´s:
GBuffer bpp = 32 + 64 + 32 + 32 = 160 bits/pixel
El valor de 160bpp e´s bastant bo, donat que la mida del GBuffer me´s comprimit de
Unity (un dels engines me´s utilitzats i moderns actualment) e´s tambe´ 160bpp.
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A me´s a me´s, encara hi ha espais al GBuffer per si algun usuari avanc¸at vol utilitzar-
los per implementar algun efecte (motion blur per exemple).
2.5.3.2 Rendiment del GBuffer
2.5.3.2.1 Bits per p´ıxel
Tot i que ara mateix s’utilitzen 160bpp, al principi del desenvolupament es va comenc¸ar
utilitzant 640bpp (5 buffers de 32 bits per cada component RGBA). S’ha fet un ex-
periment amb les diferents mides del GBuffer, per demostrar que els esforc¸os posats
en comprimir i reduir la mida del GBuffer valen la pena. Per fer-lo, s’ha modificat
el GBuffer de l’aplicacio´, i s’ha mesurat el rendiment amb una escena amb bastants
pol´ıgons (200k) i il·luminacio´ (unes 100 PointLights i una DirectionalLight). Aqu´ı la
gra`fica:
Figure 2.5: Gra`fica de speedup de FPS vs. bits per p´ıxel del GBuffer.
Com es pot veure, la depende`ncia de rendiment amb la mida del GBuffer
e´s ba`sicament lineal. E´s a dir, que si no es posa cura a la mida dels buffers del
GBuffer, i decidim utilitzar-los amb la ma`xima precisio´ possible (640bpp), ens trobem
que el nostre videojoc anira` 4.5 vegades me´s lent que si ajustem les mides per util-
itzar nome´s 160bpp.
Com s’ha dit abans, aixo` e´s perque` un dels bottlenecks de les GPU’s d’avui en dia e´s
el bandwidth, que en aquest cas ve directament determinat per la mida del GBuffer.
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2.5.3.2.2 Nombre de PointLights
Com s’ha dit abans, una de les avantatges del Deferred Shading e´s que escala molt
be´ amb el nu´mero de llums, i que el rendiment de la il·luminacio´ e´s independent de la
complexitat geome`trica de l’escena. S’ha estudiat com evoluciona el temps per frame
segons el nombre de PointLights, per escenes de diferent complexitat.
Figure 2.6: Gra`fica de Temps per Frame (segons) vs. Nombre de PointLights.
Com es pot veure, s’han mesurat els temps per frame d’escenes amb 12, 600,000
i 1,200,000 triangles. Es pot veure clarament que la complexitat de la geometria
de l’escena no influeix en el cost d’il·luminar l’escena. Aixo` es pot deduir de
la gra`fica perque` cadascun dels 3 temps difereix nome´s en un offset constant de
temps, que e´s justament el temps que es triga en omplir el GBuffer amb la geometria.
Quants me´s triangles te´ l’escena, me´s trigara` a omplir el GBuffer i per tant major
sera` aquest offset, pero` com es pot veure, la il·luminacio´ de despre´s triga sempre el
mateix sense importar quants triangles hi hagi.
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2.5.3.3 Diferents buffers usats pel motor
A continuacio´ s’analitzara` cada buffer del GBuffer i es justificara` el per que` de la seva
configuracio´.
2.5.3.3.1 Diffuse Buffer
Figure 2.7: Captura d’un fotograma del Diffuse Buffer.
Aquest buffer e´s el me´s senzill. Simplement, aqu´ı es guarda el color difu´s. Ens
permetem utilitzar un format de 8 bits per component, donat que visualment l’ull no
nota tant aquesta falta de precisio´ en el color, i es tradueix directament en un guany
de rendiment.
2.5.3.3.2 NormalDepth Buffer
El NormalDepth buffer e´s una textura del GBuffer que guarda dues informacions
diferents. Utilitza 16 bits per component (tipus float).
Per una part, guarda les normals comprimides. Aquestes s’utilitzen per la il·luminacio´
deferred, i cal que tinguin una precisio´ acceptable. Per aquest motiu, s’utilitzen 16
bits per component (i float perque` el signe es guardi be´).
Per altra part, es guarda la depth, separada en 2 parts (high i low). La depth
la necessitem, entre d’altres, per poder recuperar la posicio´ en world space d’un p´ıxel.
A me´s a me´s, es descompon en 2 parts perque` amb depth de 16 bits no tenim suficient
precisio´, aix´ı que usem 32.
Compressio´ i descompressio´ de les normals
Al NormalDepth, les normals es guarden comprimides[12]. Donat que podem suposar
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que una normal esta` normalitzada, nome´s ens cal guardar les components X i Y de la
normal. La component Z per tant es pot calcular a partir de X i Y quan el necessitem:
x2 + y2 + z2 = 1⇒ z =
√
1− x2 + y2
Tot i aix´ı, el signe de la Z al obtenir-la pot ser positiu o negatiu. Per saber aixo`, el
signe de la Z el guardem com el signe de la part alta de la Depth, i d’aqu´ı el podem
recuperar. Guardar el signe a la Depth no ens afecta, donat que la Depth sempre e´s
positiva.
Compressio´ i descompressio´ de la depth
Figure 2.8: Captura del Component A (LowDepth) del NormalDepth Buffer. El patro´
de ratlles, e´s pel fet que emmagatzema les parts fraccionals de la Depth escalada.
Per guardar la Depth, s’utilitzen les components B i A del buffer NormalDepth.
Recordem que la Depth e´s un valor que va de 0.0 a 1.0. A l’hora de codificar-lo, per
tant, es guarda com:
float HighDepth = NormalDepth.B = floor(depth * 1024);
float LowDepth = NormalDepth.A = fract(depth * 1024);
El 1024 e´s un valor que es pot ajustar, pero` ba`sicament e´s per tal d’aconseguir
que la part entera (high) i la fraccional(low) estiguin equilibrades en la informacio´
que contenen, i aix´ı es perdi la mı´nima precisio´ possible[13].
I a l’hora de descodificar-lo, podem recuperar el valor fent:
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float Depth = (depthHigh + depthLow) / 1024;
Recuperacio´ de la posicio´ usant la depth
Una de les funcions me´s importants de la depth a la te`cnica del Deferred Shading,
e´s usar-la per calcular la posicio´ en coordenades de mo´n d’un p´ıxel donat. Aixo`
e´s possible perque` disposem en tot moment de les matrius que s’han utilitzar per
projectar la posicio´ del p´ıxel cap a la pantalla. Per tant, el que hem de fer primer e´s
obtenir les coordenades del p´ıxel en la pantalla (incloent-hi la depth):
SSPoint = (ScreenUv.xy,Depth) · 2− 1;
Aixo` e´s senzillament un remap del [0,1] al [-1,1]. I finalment es desprojecta el punt:
WorldPosition = V iewInv · ((ProjectionInv · (SSPoint.xyz, 1))/SSPoint.w);
On ScreenUv e´s un vector 2D que conte´ les coordenades xy del p´ıxel en la pantalla,
i ViewInv i ProjectionInv so´n les inverses de les matrius de view (ca`mera) i de
projeccio´ respectivament.
En concret, la funcio´ glsl usada al motor per recuperar la posicio´ a partir de la
depth e´s:
vec3 B_ComputeWorldPosition(float depth)
{
float x = B_ScreenUv.x * 2.0 - 1.0;
float y = B_ScreenUv.y * 2.0 - 1.0;
float z = depth * 2.0 - 1.0;
vec4 projectedPos = vec4(x, y, z, 1);
vec4 worldPos = (B_ProjectionInv * projectedPos );
worldPos = (B_ViewInv * (worldPos/worldPos.w));
return worldPos.xyz;
}
2.5.3.3.3 Misc Buffer
El buffer Misc s’utilitza per guardar informacio´ molt diversa. Concretament, em-
magatzema algunes flags i la shininess de cada p´ıxel. Podem usar 8 bits per cada
component donat que les flags usen molt pocs valors, i la shininess esta` en el rang de
[0,255].
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2.5.3.3.4 FinalColor Buffer
Figure 2.9: Captura del color final del GBuffer.
L’u´ltim buffer e´s on es va acumulant el color final a mesura que es van renderitzant
els GameObjects. Per tant, aqu´ı s’acumula tota la il·luminacio´ i finalment s’apliquen
els efectes de post-proce´s.
De nou, ana`logament al Diffuse Buffer, podem usar nome´s 8 bits per component
donat que la difere`ncia visual no e´s gaire notable, i el guany en rendiment e´s bastant
elevat.
2.6 UI
El sistema d’UI del motor, e´s l’encarregat de renderitzar la interf´ıcie d’usuari del
videojoc, e´s a dir el text i les imatges de l’escena. A aquest sistema hi intervenen
diversos elements, que s’analitzaran a continuacio´.
2.6.1 RectTransform
El RectTransform e´s un component que representa el posicionament i compor-
tament d’un element de la UI a la pantalla. E´s important entendre el seu
funcionament, doncs juga un paper molt important a l’hora de dissenyar la interf´ıcie
gra`fica d’un videojoc. Es composa de dos elements: anchors i margins.
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2.6.1.1 Anchors
Un RectTransform te´ 4 anchors que formen un rectangle i especifiquen com es
redimensiona i posiciona un element UI respecte la mida de la pantalla.
Es posaran diversos exemples per entendre com funciona. Suposem que el quadrat
negre es la pantalla, i que cadascun dels triangles vermells e´s una de les anchors.
Figure 2.10: Escala amb tota la pantalla.
Figure 2.11: No escala. Es queda anclat a la part superior esquerra, sense importar
la mida de la pantalla.
Figure 2.12: Escala nome´s en vertical, pero` no en horitzontal.
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Figure 2.13: Escala nome´s en horitzontal, pero` no en vertical.
Com es pot veure, les anchors proporcionen una gran flexibilitat per composar
la UI. Per exemple, per una imatge de fons, ens interessarien les anchors del primer
exemple: que escali amb tota la pantalla. Tot i aix´ı, si volem fer un boto´ a sota
de la pantalla, potser ens interessa que les anchors estiguin com a l’u´ltim exemple,
donat que no volem que escali verticalment, pero` si que cobreixi tota la pantalla
horitzontalment.
2.6.1.2 Margins
Els Margins indiquen marges (en p´ıxels) al voltant del rectangle definit per les anchors.
Posicionant els Anchors i aplicant els Margins, es defineix el rectangle definitiu on es
posicionara` l’element UI.
2.6.1.3 Exemple de menu´ amb RectTransforms
A continuacio´ es posa un exemple de menu´ amb RectTransforms, i com responen al
canvi de mida de la pantalla, seguint les normes dictades pels Anchors i Margins.
Figure 2.14: Exemple de menu´ amb pantalla petita.
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Figure 2.15: Exemple de menu´ amb pantalla gran i amb aspect ratio me´s ample.
Com es pot veure, la imatge de la serp esta` anclada a sota a l’esquerra, i no es
redimensiona. Tambe´ es pot veure com la barra de a dalt on diu “You Lose”, escala
al ma`xim en horitzontal, pero` molt poquet en vertical.
2.6.2 UIText
El UIText e´s una classe derivada de UIRenderer, i s’encarrega de renderitzar el text.
Les propietats que te´ so´n:
• Font: e´s el path a l’arxiu que conte´ la font (extensio´ ttf ).
• Content: e´s el string que s’ha de representar en text, e´s a dir, el contingut del
text.
• Color: e´s el color del text.
• TextSize: e´s el tamany del text.
• HSpacing: especifica l’espaiat horitzontal entre cara`cters. Per defecte e´s 0.
• Kerning: indica si es vol utilitzar el Kerning que ofereix la font (si en te´).
• VerticalAlign: especifica l’alineacio´ vertical. Pot ser Bot(a sota), Center(al
mig) o Top(a dalt).
• HorizontalAlign: especifica l’alineacio´ horitzontal. Pot ser Left(esquerra),
Center(al mig) o Right(a la dreta).
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2.6.2.1 Ca`rrega de la Font
Una Font es representa en un arxiu ttf (TrueType), que e´s un format que defineix els
cara`cters vectorialment perque` puguin rasteritzar-se a mides arbitra`ries. Precisament,
la llibreria FreeType e´s usada per l’Engine per rasteritzar els cara`cters, e´s a dir,
obtenir el bitmap d’un cara`cter a partir de la seva representacio´ vectorial. A me´s a
me´s, tambe´ s’obtenen les me`triques d’una font, per saber com s’han de posicionar els
cara`cters en un text.
Figure 2.16: Me`triques d’un cara`cter, per una Font determinada
El proce´s de ca`rrega de la font, consisteix per tant en:
• Ca`rrega de bitmaps: per cada cara`cter, s’obte´ el seu bitmap (a una mida
predefinida suficientment gran).
• Ca`rrega de me`triques: per cada cara`cter, s’obtenen les seves me`triques, i es
guarden a un Map, pel seu posterior u´s.
• Creacio´ de la FontSheet: despre´s de carregar bitmaps i me`triques, es pro-
cedeix a la creacio´ d’un FontSheet. Anomeno FontSheet a una sola imatge on hi
ha tots els cara`cters de la font. Aixo` es fa per eficie`ncia a l’hora de renderitzar
el text, donat que fent-ho aix´ı no hem d’anar posant i traient una textura per
cada cara`cter (molt overhead). Per contra, amb una FontSheet nome´s es posa
i treu una textura, i es pot usar per tots els cara`cters.
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Figure 2.17: Exemple de FontSheet creada per l’Engine.
2.6.2.2 Renderitzat del Text
Per renderitzar text, l’UIText s’encarrega de crear un VAO amb tants quads com
cara`cters tingui el Content (un quad per cara`cter). Aquest quad te´ la mida del
cara`cter que representa, i per posicionar-lo respecte la baseline del text s’utilitzen les
me`triques proporcionades per la Font.
Donat que cada cara`cter e´s una part del FontSheet, el que es fa e´s renderitzar un
quad amb les UVs, i despre´s es fa el sampling de la textura usant aquests UVs. Per
tant, el VAO conte´ un conjunt de quads, cadascun amb els UVs corresponents pel seu
cara`cter. Per exemple:
Figure 2.18: Exemple de quads de text renderitzat amb les UVs de cada cara`cter.
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Despre´s d’aixo`, nome´s cal que el shader sampleji a cada quad la sub-regio´ de la
FontSheet que correspon al cara`cter, i el resultat e´s el segu¨ent:
Figure 2.19: Exemple de diversos UITexts amb diferents fonts, mides, s´ımbols i colors.
2.6.3 UIImage
La UIImage e´s un component de UI que renderitza una imatge. E´s molt senzill, donat
que simplement utilitza un quad amb la textura de la imatge aplicada. A me´s, permet
aplicar-li un tint de color a la imatge (multiplicatiu).
2.7 Audio
El sistema d’Audio del motor utilitza la interf´ıcie OpenAL per poder reproduir
sons en 3D. Els components que composen el sistema d’Audio del motor so´n el
AudioListener i el AudioSource.
2.7.1 AudioListener
L’AudioListener e´s el component que s’encarrega de rebre tots els sons de
l’escena. Un AudioListener es pot entendre com “la o¨ıda” del videojoc, i per tant
nome´s pot haver-hi un AudioListener a tota l’escena. De fet, el que me´s sentit te´ e´s
posar l’AudioListener a la ca`mera, donat que e´s el me´s natural pel jugador.
2.7.2 AudioSource
L’AudioSource e´s un component que permet emetre un so des d’un GameOb-
ject. Un GameObject pot tenir un o me´s AudioSource’s. Un AudioSource te´ les
segu¨ents propietats:
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• AudioClip: e´s l’Asset que conte´ l’arxiu de so que es vol reproduir des d’aquest
AudioSource.
• Volume: permet ajustar el volum del so eme`s.
• Range: especifica com de lluny arriba el so. Concretament, e´s el radi de l’esfera
a on arriba el so, amb ma`xima atenuacio´ a la superf´ıcie de la mateixa.
• Pitch: permet ajustar la velocitat i el to (me´s agut/greu) del so eme`s.
• Looping: si esta` actiu, el so es repeteix automa`ticament al acabar.
• PlayOnStart: si esta` actiu, el so es reproduira` automa`ticament al iniciar-se el
component, sense necessitat de explicitar-lo des de codi.
2.7.3 AudioManager
La classe AudioManager s’encarrega de gestionar la reproduccio´ dels AudioSources.
Compleix va`ries funcions:
2.7.3.1 Wrapping d’OpenAL
Una de les funcionalitats del AudioManager e´s fer wrapper de la interf´ıcie OpenAL.
Per exemple:
• Carrega els arxius de so.
• Crea els buffers d’OpenAL.
• Crea els objectes d’OpenAL, i especifica les seves propietats (AL GAIN, AL PITCH,
AL POSITION, etc.).
• Proporciona funcions per reproduir, pausar i parar els sons.
2.7.3.2 Gestio´ de threads de sons
Una altra funcionalitat molt important e´s gestionar el ThreadPool de sons. Cada
so s’ha de reproduir a un thread diferent. L’AudioManager s’encarrega de
gestionar fins a 256 threads que es van ocupant a mesura que es van necessitant i
despre´s s’alliberen. Tambe´ controla els accessos concurrents a les seves estructures de
dades usant mutexs.
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Editor

Editor
S’anomena Editor al conjunt de finestres i interf´ıcies gra`fiques usades pel
motor. Proporcionen a l’usuari mecanismes senzills i ra`pids per interactuar amb
l’Engine, crear i editar projectes.
L’editor es composa de 5 elements ba`sics:
• Vista d’escena i joc: vista de l’escena i joc per editar i jugar.
• Explorador: e´s un explorador d’arxius que permet crear, manipular, editar i
eliminar els Assets i altres arxius del projecte.
• Consola: vista on veure i filtrar els missatges del joc i/o l’Editor.
• Inspector: permet la inspeccio´ i edicio´ en temps real de les propietats dels
GameObjects, Components, Assets, etc.
• Jerarquia: proporciona una visualitzacio´ de la jerarquia del graf d’escena i
permet visualitzar-la i editar-la en temps real.
Figure 3.1: Captura de l’Editor.
A aquesta imatge es veu el layout per defecte dels diferents components, tot i que
es poden moure i escalar al gust de l’usuari.
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3.1 Vista d’escena i joc
La vista d’escena i la vista de joc so´n dos components de l’Editor diferents, pero` en
el fons molt semblants.
3.1.1 Vista d’escena
Figure 3.2: Vista d’escena.
La vista d’escena e´s un widget on es renderitza l’escena que s’esta` editant actualment.
Tot l’editor gira al voltant d’aquesta vista, donat que l’usuari e´s on veu reflectits els
canvis i pot interactuar directament amb els objectes.
3.1.2 Toolbar
A continuacio´ es mostra la toolbar, que permet seleccionar diferents estris per con-
trolar o modificar la vista o els GameObjects.
Figure 3.3: Toolbar de la vista d’escena.
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D’esquerra a dreta tenim els segu¨ents estris:
• 3D: aquest boto´ permet canviar entre la projeccio´ usada per la ca`mera de
l’Editor. Pot ser Perspectiva (3D) o Ortogonal (no 3D). Per fer aixo`, simplement
es canvia la matriu de projeccio´ de la ca`mera (i s’intenta que la vista sigui
semblant a la de la projeccio´ abans de canviar).
• Transformation buttons:
Figure 3.4: Modes de transformacio´. D’esquerra a dreta: Translate, Rotate, Scale.
– Translate: aquest boto´ activa el mode de transformacio´ Translate, que
permet moure els GameObjects de l’escena.
– Rotate: aquest boto´ activa el mode de transformacio´ Rotate, que permet
rotar els GameObjects de l’escena.
– Scale: aquest boto´ activa el mode de transformacio´ Scale, que permet
escalar els GameObjects de l’escena.
– RectTransform: boto´ especial per transformar elements de la UI. En
detall a l’apartat de UI.
• Global/Local: permet canviar els eixos entre coordenades globals, o coorde-
nades locals del GameObject seleccionat.
• Gizmos: permet activar o desactivar els Gizmos.
• Vista de Buffer: permet veure alguns dels buffers del GBuffer. U´til per
debugar.
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3.1.3 Interaccio´ amb l’escena
Per interactuar amb l’escena, s’ha de saber que` esta` seleccionant exactament l’usuari
quan fa un click sobre l’escena. Per fer aixo`, s’utilitza un buffer especial de se-
leccio´: el SelectionFramebuffer.
El SelectionFramebuffer, e´s un Framebuffer (tal i com ho e´s el GBuffer), pero` amb
nome´s un buffer de color. Una vegada s’ha renderitzat l’escena al GBuffer normal,
es fa una passada extra renderitzant tots els objectes al SelectionFramebuffer. Pero`
aquesta passada e´s especial: cada objecte es pinta amb un color u´nic! El color
u´nic de cada objecte, es pot interpretar com una ID que representa l’objecte.
D’aquesta manera, es pot saber quin objecte s’ha seleccionat, mirant de quin color
e´s el p´ıxel que l’usuari ha premut, i obtenint l’objecte que te´ assignada aquest color-ID.
A continuacio´ es posa una captura del SelectionFramebuffer, per entendre millor la
te`cnica:
Figure 3.5: Captura del SelectionFramebuffer.
La conversio´ de ID u´nica a color, e´s una transformacio´ ben senzilla. Donat que els
colors del SelectionBuffer so´n de 8 bits, per cada component RGBA tenim un rang
de [0,255]. Aquestes so´n les funcions de conversio´ usades.
Color color = (ID%C, (ID/C)%C, ((ID/C)/C)%C, (((ID/C)/C)/C)%C);
unsigned int ID = (R*C, G*Cˆ2, B*Cˆ3, A*Cˆ4);
Per a C = 256, aixo` vol dir que amb aquesta te`cnica es disposa de 2564 ID’s
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u´niques, i per tant so´n me´s que suficients.
Finalment, comentar que al seleccionar un GameObject a l’escena, se li aplica un
efecte que ajuda molt a l’usuari:
Figure 3.6: Efecte aplicat a la seleccio´.
Si ens hi fixem, les parts ocultes es mostren d’un color me´s transparent, i aixo`
ajuda molt visualment, per exemple al posicionar objectes al terra, ja que altrament
hauries d’anar movent la ca`mera per saber exactament on e´s la base de l’objecte.
Aquest efecte s’aplica usant un efecte de post-proce´s, ajudant-se de flags de seleccio´
al buffer Misc i de la Depth per determinar l’oclusio´.
3.1.4 Ca`mera de navegacio´
Una altra part molt important de la vista d’escena e´s la ca`mera de navegacio´ que
proporciona l’editor per moure’s per la mateixa. Aquesta Ca`mera e´s en realitat un
GameObject que s’afegeix a l’escena de manera oculta quan s’esta` editant.
La ca`mera de navegacio´ suporta les segu¨ents funcions:
• Zoom: el zoom permet apropar-nos o allunyar-nos dels objectes. Estrictament
no e´s un zoom, sino´ que la ca`mera avanc¸a o retrocedeix en la direccio´ en la que
mira. S’utilitza usant la fent scroll amb la rodeta del ratol´ı.
• Panning: el panning e´s un moviment en els eixos XY coplanars al pla perpen-
dicular a la direccio´ on mira la ca`mera. Aquest s’utilitza prement la rodeta
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del ratol´ı (o alternativament els dos botons del ratol´ı a l’hora).
• LookAround: el lookAround e´s una funcionalitat que permet mirar al voltant
de la ca`mera, en totes les direccions de l’esfera. S’utilitza mantenint premut
el click dret i movent el ratol´ı.
• Focus: el focus e´s una funcio´ especial que ens apropa, orienta i centra la
ca`mera a un determinat objecte. Per utilitzar-lo s’ha de fer doble click so-
bre l’objecte a la jerarquia. Quan fem doble click, per no ser bruscos, es
fa una interpolacio´ sinusoidal de la posicio´, i una interpolacio´ lineal esfe`rica del
quaternion que representa la orientacio´ de la ca`mera. Aix´ı s’aconsegueix una
transicio´ ra`pida pero` suau.
3.1.5 Gizmos
Figure 3.7: Exemple de Gizmos.
Finalment, un altre element clau
de la vista d’escena so´n els Giz-
mos. Un Gizmo s’utilitza per
fer debug visual o ajudar
a l’usuari a editar una es-
cena. Un exemple de Gizmo
seria el de la imatge. Com
es pot veureimatge, la mesh de
la ca`mera 3D indica la seva
posicio´, mentre que les l´ınies
vermelles representen el seu con
de visio´. Aquests elements
realment no formen part de
l’escena. So´n afegits que ajuden
a l’usuari a posicionar els ob-
jectes a l’escena. Altres exemples de Gizmo so´n: el rang de l’audio als AudioSources,
el rang i direccio´ de les llums, els handles per fer les transformacions Translate/Ro-
tate/Scale, etc.
Aquests es tornen especialment u´tils si, per exemple, un programador i un dis-
senyador de nivells treballen al mateix projecte. Un cas d’u´s seria el fet que el de-
senvolupador estigui fent un enemic que tira foc. Llavors podria dibuixar un gizmo
que indiqui fins on arriba el foc per cada enemic, i aix´ı el dissenyador dels nivells pot
agilitzar molt el proce´s de creacio´, en comptes d’haver de provar constantment el joc
per saber quin e´s el rang del foc.
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Per aquest motiu, la API per dibuixar Gizmos e´s pu´blica: existeix la funcio´ On-
DrawGizmos(), que el programador pot sobreescriure als seus GameObjects i/o
Components, per que aix´ı es dibuixi el que vol. A me´s, es proporciona una classe
Gizmos, que te´ funcions per dibuixar primitives, canviar el color, transformar-les, etc.
Tornant a l’exemple anterior, si el programador dels enemics que tiren foc vol
afegir el Gizmo per indicar el seu rang, seria tant senzill com afegir al Component de
tirar foc el segu¨ent codi:
void OnDrawGizmos () override
{
Component :: OnDrawGizmos ();
const Vector3 pos = transform ->GetPosition ();
const AABox fireBox( pos - fireRadius ,
pos + transform ->GetForward ()
* fireRange + fireRadius );
Gizmos :: SetColor( Color::Red );
Gizmos :: RenderSimpleBox( fireBox ); // Dibuixa la caixa del foc!
}
Amb aquest simple codi, aconseguirem que els enemics que tenen aquest Com-
ponent, surtin a l’escena amb una caixa vermella, indicant el rang al que arriba el
foc.
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3.2 Vista de joc
La vista de joc e´s la finestra on l’usuari pot provar el joc des de l’Editor. E´s molt u´til
pels desenvolupadors, donat que en tot moment poden inspeccionar l’escena, canviar
valors, etc. mentre el joc s’esta` jugant.
Figure 3.8: Vista de joc.
Un dels punts forts de poder jugar el joc en l’Editor, a part de poder veure els
valors dels diferents components dels GameObjects, e´s que es pot controlar el flow
d’execucio´ del videojoc. Es proporcionen 4 botons per controlar-lo:
Figure 3.9: Botons per controlar el flow d’execucio´ del joc.
D’esquerra a dreta, els botons so´n:
• Play: aquest boto´ permet iniciar el joc, o despausar-lo. A l’iniciar el joc, es fa
una co`pia de l’escena anterior, i s’utilitza aquesta co`pia per jugar. Altrament,
els canvis que es produeixen al jugar destrossarien l’escena que s’esta` editant.
• Pause: aquest boto´ permet pausar i despausar el videojoc. E´s molt u´til per
tenir temps d’inspeccionar els valors de les propietats dels components que
poden estar donant problemes.
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• FrameStep: aquest boto´ permet avanc¸ar a la segu¨ent frame del joc. E´s molt
convenient per debugar, doncs seria l’ana`leg al “anar a la segu¨ent instruccio´”
d’un debugger convencional.
• Stop: para el joc i torna al mode edicio´ (recuperant l’escena que s’estava editant
originalment).
3.3 Explorador
L’explorador e´s la part de l’Editor que permet veure gestionar els arxius i di-
rectoris del projecte.
Figure 3.10: Captura de l’Explorador.
La imatge servira` per explicar el funcionament del mateix. A l’esquerra es pot
veure una llista de nome´s directoris, que serveix per navegar ra`pidament d’un directori
a l’altre. A la dreta es pot veure la vista principal de l’Explorador. A aquesta vista
principal, cada arxiu i directori es mostra colorejat segons quin tipus d’Asset sigui,
perque` sigui me´s co`mode per l’usuari. Fent doble click es poden obrir els arxius (si
e´s se sap com obrir-lo), i si e´s un directori, s’entra en ell.
3.3.1 Botons i funcionalitats ba`siques
Es proporcionen diversos botons per agilitzar l’u´s de l’explorador:
• Pujar directori: el boto´ de la fletxa verda permet pujar un directori.
• Mode visualitzacio´: el boto´ de l’ull permet canviar entre mode de visual-
itzacio´ de icones (per defecte) o llista.
• Slider mida: el slider de a sota a la dreta permet canviar la mida dels elements
de l’Explorador, per poder veure’ls me´s grans o poder veure me´s en menys espai.
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A me´s a me´s es proporcionen funcionalitats ba`siques per:
• Eliminar arxius i directoris.
• Duplicar arxius i directoris.
• Renombrar / moure arxius i directoris actualitzant tot el projecte, arx-
ius i objectes a memo`ria per tal que tot segueixi funcionant (veure
Sistema de seguiment d’arxius)
3.3.2 Administrador d’icones
Com es pot veure, les diferents icones de l’Explorador ajuden molt a identificar els
Assets. Un explorador sense icones seria innavegable. Pero` donat que la gestio´ de les
icones e´s dif´ıcil i ha de ser eficient, s’ha creat un mo`dul a part que les administra:
l’IconManager.
L’IconManager s’encarrega de, donat un arxiu, carregar la icona corresponent. E´s
important per dos motius:
• Eficie`ncia: l’IconManager utilitza una cache´ per no haver de recarregar cada
icona cada vegada que s’obre un directori. Aixo` es nota per exemple a l’obrir un
directori ple de textures, on la primera vegada triga alguns segons, pero` despre´s
e´s instantani.
• Composicio´ d’icones: hi ha icones me´s complexes, que l’IconManager s’encarrega
de crear. Per exemple, a tots els Assets els afegeix el logo de l’Engine, per
distingir-los d’arxius ordinaris.
A me´s a me´s, hi ha icones com les dels materials, en les que es combinen textures
i colors, per que l’usuari pugui identificar-los fa`cilment:
Figure 3.11: Exemple de dues icones de materials. Al de l’esquerra es pot veure la
combinacio´ de color i textura.
3.3.3 Obertura de scripts
Una altre funcionalitat important de l’Explorador e´s poder obrir els scripts d’usuari
amb una IDE amb la funcio´ d’auto-completar. Si l’usuari els obr´ıs amb la seva IDE,
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el problema e´s que no estaria vinculat als headers de Bang, i per tant seria molt
dif´ıcil programar: no tindria highlighting ni suggere`ncies (al utilitzar una API aque-
stes u´ltimes so´n casi essencials).
Per aquest motiu, els scripts s’obren amb la IDE QtCreator (si esta` disponible).
Aquest proporciona un mecanisme per definir projectes des de codi. Aquest mecan-
isme consisteix en crear una se`rie d’arxius ocults, que li serveixen a QtCreator per
establir les depende`ncies i els fitxers del projecte. Per aquest motiu, l’Engine, al crear
un projecte, crea tambe´ el projecte de Qt al directori Project. Aquest conte´:
• .files: aquest arxiu indica els arxius que volem incloure al projecte. Aqu´ı
s’afegeixen tots els scripts de l’usuari presents a la carpeta Assets.
• .includes: aqu´ı s’especifiquen tots els directoris d’include. Per tant, s’afegeixen
els directoris d’include de Bang, i tots els subdirectoris del directori Assets.
D’aquesta manera, quan s’obre un script des de l’Explorador, s’aconsegueix tenir
auto-completat i colorejat del codi, que acaba sent molt u´til.
3.3.4 Creacio´ d’Assets
Finalment, l’Explorador proporciona opcions per crear Assets. Es proporciona un
menu´ contextual per crear Assets buits. A me´s a me´s, tambe´ es proporcionen
alguns shortcuts per crear Assets a partir d’altres Assets o arxius, com per exemple
crear un Material des d’una imatge, o un AudioClip des d’un arxiu de so.
3.4 Consola
Figure 3.12: Captura de la Consola.
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La Consola e´s un component de l’Editor que s’encarrega de mostrar els diferents
missatges de l’Editor i del videojoc. Es distingeixen tres tipus de missatges:
Log, Warning i Error.
3.4.1 Creacio´ de missatges
L’Engine proporciona una se`rie de macros per poder crear missatges (que l’usuari pot
usar als seus scripts): Debug Log, Debug Warn i Debug Error. Aquests utilitzen un
format convenient: reben un stream (creat usant l’operador <<). Un exemple d’u´s
seria:
List < Map <GameObject*, Path > > complexStructure;
complexStructure.Add( ... );
Debug_Warn( "My␣complex␣structure:␣" << complexStructure );
if (complexStructure.IsEmpty ())
{
Debug_Error( "ComplexStructure␣is␣empty!");
}
L’u´s d’estructures complexes e´s possible, perque` qualsevol objecte que sobrecar-
regui l’operador << o implementi la interf´ıcie del motor IToString es pot printar
correctament.
A me´s, cal dir que s’utilitza una macro perque` aix´ı es pot accedir al nu´mero de
l´ınia i l’arxiu des del qual s’ha cridat (usant LINE i FILE ).
3.4.2 Funcionalitats de la consola:
Es proporcionen diverses funcionalitats per poder llegir millor els diferents missatges:
• Clear: neteja la consola, deixant-la buida.
• Clear On Play: si esta` activat, la consola es neteja automa`ticament al comenc¸ar
a jugar a l’Editor. Activat per defecte, donat que normalment e´s molt desitjable.
• Collapse: la funcio´ de collapse junta tots els missatges iguals a un mateix espai
a la consola. Quan els junta, t’indica quants hi ha a aquest espai al camp Count.
Aixo` e´s molt u´til donat que moltes vegades s’escriu el mateix missatge des de
l’OnUpdate, i si no es col·lapsen la consola es torna inusable.
• Filtre per tipus: es poden filtrar els missatges segons si so´n de tipus Log,
Warn o Error.
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• Detall del missatge: si el missatge e´s molt gran, e´s probable que no ca`piga a
un espai de la Consola. Per aquest motiu, si es selecciona, es pot veure el detall
del missatge a un panell a sota al que es pot fer scroll.
3.5 Inspector
Figure 3.13: Inspector.
L’inspector e´s una de les parts me´s complexes de
l’Editor. S’encarrega de mostrar la informacio´ en
temps real dels GameObjects seleccionats, els
arxius, etc. i permet modificar-los.
3.5.1 Llenguatge de comunicacio´
Donat que l’Inspector pot representar objectes de ti-
pus tant diferents, s’utilitza el BangXML (llenguatge
de serialitzacio´) per comunicar-se amb ell. D’aquesta
manera, l’Inspector s’abstrau del que ha de represen-
tar, i nome´s ha de llegir BangXML. A me´s, pot re-
bre un listener per anar-li notificant dels canvis que
l’usuari fa a l’inspector, perque` l’objecte representat
pugui actualitzar-se com calgui.
3.5.2 Inspectables
Un Inspectable e´s qualsevol objecte que es pugui
representar a l’Inspector. E´s una classe derivada de
SerializableObject, i per tant implementa els me`todes
d’escriptura i de lectura, per poder comunicar-se amb
l’Inspector mitjanc¸ant el BangXML. A me´s, la classe
Inspectable te´ altres funcions com per exemple per
indicar el t´ıtol de l’objecte a l’inspector, si necessita una checkbox d’enable, etc.
3.5.3 InspectorWidget
Un InspectorWidget e´s un widget que representa un element de l’inspector. Cada
tag trobat al BangXML, es substitueix per un InspectorWidget. Per exemple, quan
s’inspecciona un GameObject, tindrem un InspectorWidget per cada Component.
3.5.4 AttrWidgets
Cada InspectorWidget esta` composat per mu´ltiples AttrWidgets (Attribute Wid-
gets). Cada atribut trobat al BangXML, es tradueix a un AttrWidget a l’Inspector.
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Per exemple, donat un material:
<Material DiffuseColor:Color="(1,␣1,␣1,␣1)"{}
Shininess:Float="60"{}
ReceivesLighting:Bool ="true"{}
UvMultiply:Vector2="(1,␣1)"{}
Texture:File="Textures/cartoonBox.btex2d"{}
VShader:File="Shaders/G_Default.vert_g"{IsEngineFile}
FShader:File="Shaders/G_Default.frag_g"{IsEngineFile}
>
</Material >
Cada l´ınia del BangXML representant al Material e´s un atribut. Llavors l’inspector,
trobara` el tag Material, i creara` un InspectorWidget. Seguidament, iterara` pels
atributs del Material (DiffuseColor, Shininess, etc.), i segons el tipus d’atribut creara`
un tipus d’AttrWidget o un altre, i l’omplira` amb el valor corresponent. L’Inspector
quedara` de la segu¨ent manera:
Figure 3.14: Exemple de Material representat a l’Inspector a partir de BangXML.
Com es pot veure a la imatge, cada widget es correspon amb cada atribut del
BangXML.
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Hi ha els segu¨ents tipus d’AttrWidgets:
Bool
Serveixen per representar i modificar booleans.
VectorFloat/Int
Serveixen per representar i modificar vectors de float
o ints.
String
Serveixen per representar i modificar strings.
Color
Serveixen per representar i modificar colors.
Enum
Serveixen per representar i modificar enumeracions
(enum).
Button
Serveixen per afegir botons, i notificar al Listener
especificat perque` passi quelcom.
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File
Serveixen per representar i modificar arxius.
Aquests u´ltims (File) so´n una mica me´s complexos. Per una part, ofereixen un
thumbnail de l’arxiu a l’esquerra del widget. Per altra part, quan es vol modificar
l’arxiu, no s’ofereix el t´ıpic dia`leg de seleccio´ d’arxiu, sino´ que s’obre un dia`leg molt
me´s apropiat. El dia`leg usat per canviar d’arxiu e´s molt me´s directe, donat que surten
directament tots els arxius de les extensions va`lides per aquell atribut, tots d’un cop
d’ull. Per exemple, si volem canviar un arxiu de tipus material, es crea el segu¨ent
dia`leg:
Figure 3.15: Exemple de cerca d’Asset per Material.
El que es fa e´s una cerca per tots els subdirectoris de la carpeta Assets, i es mostren
tots aquells de la/les extensions permeses pel tipus d’arxiu cercat. A me´s, es poden
seleccionar tant arxius de Projecte (Project tab), com arxius del motor (Engine tab).
3.5.5 Altres funcionalitats suportades per l’Inspector
A continuacio´ es mencionen altres funcionalitats suportades per l’Inspector (quan es
mostren GameObjects):
• Crear nous components: els components es poden crear directament des de
l’Inspector, actualitzant l’escena consequ¨entment.
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• Moure components: els components es poden moure cap a dalt o cap abaix,
actualitzant l’escena i el GameObject.
• Eliminar components: els components es poden eliminar des de l’Inspector,
actualitzant l’escena consequ¨entment.
• Copiar i enganxar components: els components es poden copiar i enganxar
a el mateix o altres GameObjects.
• Copiar i enganxar valors: al enganxar un component, es pot crear un de
nou, o simplement enganxar a sobre d’un existent els valors que hi ha copiats
al clipboard.
• Collapse de components: cada InspectorWidget te´ un boto´ per col·lapsar
i des-col·lapsar els Components. Aixo` e´s u´til si un GameObject conte´ molts
components i no ens interessa veure’ls tots a la vegada.
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3.6 Jerarquia
Figure 3.16: Jerarquia.
La Jerarquia (Hierarchy) e´s la representacio´ de
l’arbre de l’escena que s’esta` editant. S’anomena
arbre d’escena a tota l’estructura de GameObjects
amb els seus fills, que composen una escena.
3.6.0.1 Funcionalitats de la Hierarchy
• Creacio´ de GameObjects: des de la jerarquia
es poden crear nous GameObjects. Es poden
crear GameObjects buits, copiar, enganxar i du-
plicar GameObjects existents. Tambe´ es pro-
porcionen una se`rie de GameObjects predefinits
que es poden inserir usant el menu´ principal.
• Renaming de GameObjects: per reanome-
nar un GameObject, s’utilitza el shortcut F2. El
GameObject que ha canviat el nom e´s notificat
just despre´s. Cal dir que el nom dels GameOb-
jects no e´s una clau prima`ria, i per tant diversos
GameObjects poden tenir el mateix nom.
• L’Eliminacio´ de GameObjects: per elimi-
nar GameObjects es pot utilitzar el menu´ con-
textual o el shortcut Supr. Si s’esborra un
GameObject amb fills, tots els seus fills so´n es-
borrats recursivament.
• Reparentitzacio´ de GameObjects: la repar-
entitzacio´ de GameObjects consisteix a moure
un GameObject a la jerarquia per inserir-lo o
treure’l d’un pare. Aixo` te´ un impacte directe en com s’apliquen les transfor-
macions a la jerarquia. Tot i aix´ı, al reparentitzar, es fa una transformacio´
per neutralitzar aquest canvi d’espai de coordenades, i aconseguir que la seva
transformacio´ es mantingui en espai de mo´n.
3.6.0.2 Sincronitzacio´ de la Hierarchy amb l’escena
La jerarquia no nome´s ha d’actualitzar l’escena. Sino´ que els canvis que es produeixin
mentre es juga, tambe´ afecten a la jerarquia. Per exemple, si s’esborra un GameOb-
ject, es reanomena, o es canvia de pare des del propi videojoc mentre s’esta` jugant,
la jerarquia ha de reflectir aquest canvi correctament.
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La primera aproximacio´ va ser recarregar tota l’escena cada N mil·lisegons. Tot i
aix´ı, aixo` resultava molt lent, degut al sistema d’actualitzacio´ de Widgets de Qt. Per
aquest motiu, es va haver de canviar el me`tode. Per sincronitzar la jerarquia a partir
de l’escena, el que es fa e´s comparar l’arbre actual de l’escena, amb l’arbre actual de
la jerarquia. Llavors, es detecten els possibles canvis:
• Apareix un fill nou (potser s’ha creat, o potser s’ha mogut). S’ha d’afegir un
nou ı´tem a la jerarquia.
• L’ordre dels fills canvia (s’ha mogut un o me´s fills). Per tant, s’han de reordenar
els ı´tems de la jerarquia.
• Desapareix un fill existent (potser s’ha eliminat, o potser s’ha mogut). S’ha de
treure el ı´tem corresponent a la jerarquia, i tots els seus fills.
• S’ha renombrat un fill. Es tracta com si hague´s desaparegut i hague´s aparegut
un nou.
• Es canvia d’escena. Es recarrega tota la jerarquia des de zero.
Per mantenir aquesta corresponde`ncia entre ı´tem de jerarquia i GameObject, s’utilitza
un Map bidireccional que e´s actualitzat a cada canvi.
3.7 Drag and Drop
S’han implementat una se`rie d’interaccions entre els diferents components de l’Editor,
perque` sigui molt me´s senzill passar informacio´ entre ells. Es basen en el Drag and
Drop (arrossegar i deixar anar). A continuacio´ es mencionen les me´s importants:
3.7.1 Arxiu d’Explorer a Inspector
L’Inspector disposa dels AttrWidgetFile, que so´n widgets d’aquells atributs que con-
tenen el path a un arxiu. L’Inspector accepta arrossegar arxius des de l’Explorador. A
me´s, marca de color verd aquells camps on es pot arrossegar l’arxiu (mirant l’extensio´),
i de vermell aquells camps que permeten arxius pero` no de l’extensio´ arrossegada.
Aqu´ı es deixa una imatge del proce´s:
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Figure 3.17: Exemple de Drag&Drop de l’Explorer a l’Inspector.
3.7.2 GameObject de Jerarquia a Explorer
Si s’arrossega un GameObject (amb o sense fills) des de la Jerarquia fins l’Explorador,
es crea automa`ticament un Prefab amb el nom del GameObject arrossegat.
3.7.3 Prefab i Material d’Explorer a Escena
Es pot arrossegar un arxiu de Prefab a l’Escena, per instanciar-lo alla` on estigui apun-
tant el cursor. Per saber a quina profunditat esta` apuntant el cursor en el moment
del Drop (per saber on va el nou GameObject), s’utilitza un buffer de posicions en
WorldSpace.
A me´s a me´s, tambe´ es pot arrossegar un arxiu de Material cap a l’escena, per aplicar
el material instanta`niament a sobre el GameObject. Per saber sobre quin GameOb-
ject s’esta` fent el Drop, s’utilitza el SelectionFramebuffer. I per aplicar el Material,
es modifica la propietat Material de tots els Renderers trobats al GameObject en
qu¨estio´.
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Altres Sistemes

Altres Sistemes
4.1 Sistema de seguiment d’arxius
S’ha implementat un sistema de seguiment dels arxius modificats externament, perque`
l’Editor pugui actuar consequ¨entment. Gra`cies a aquest sistema, es recarreguen no
nome´s les imatges, sons, malles 3D, etc. si no que tambe´ es poden recarregar els
Shaders i scripts d’usuari en temps d’execucio´.
4.1.1 Seguiment de modificacions d’Assets
Els Assets utilitzats a un videojoc, en ocasions so´n modificats per programes externs
(per exemple, editar una textura a un programa d’edicio´ d’imatges).
Al principi, si es canviava un arxiu des d’un programa extern, s’havia de tancar i
tornar a obrir tot l’Editor perque` actualitze´s els canvis. Seria molt millor si que
l’Editor detecte´s aquests canvis, i llavors actualitze´s els objectes a memo`ria segons
calgue´s. Per aquest motiu, despre´s de detectar aquest problema, es va implementar
un sistema de seguiment de les modificacions externes.
El sistema e´s ben senzill: en intervals regulars de temps, es comprova si algun
dels Assets continguts al directori Assets ha canviat, i per cada Asset que
ha canviat, l’actualitza a memo`ria.
Comprovar si un Asset ha canviat s’utilitza la seva u´ltima data de modificacio´,
aix´ı no cal mirar els continguts de l’arxiu.
4.1.1.1 Actualitzacio´ d’objecte a memo`ria
Actualitzar la memo`ria perque` reflecteixi el canvi d’un arxiu des d’un programa ex-
tern e´s una mica me´s complicat pero`. Aixo` e´s perque` els Assets tenen depende`ncies
entre ells. Per exemple, un Material M depe`n de una Texture2D T, i a la vegada T
depe`n d’una imatge I. Per tant, si es modifica externament I, he d’actualitzar T, i
consequ¨entment M.
Per tenir en compte aixo`, es crea un arbre de depende`ncies (no hi ha cicles) in-
speccionant els diferents Assets.
Per saber les depende`ncies d’un Asset en determinat, es llegeix el BangXML que
el representa i es registra com a depende`ncia tot aquell atribut XML tal que el seu
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tipus e´s File.
Una vegada sabem quines depende`ncies te´ cada Asset, e´s me´s senzill actualitzar la
memo`ria. Primer s’actualitza l’Asset del qual s’ha canviat l’arxiu (invalidant les re-
fere`ncies a l’AssetManager i a l’IconManager). Despre´s, es propaga la invalidacio´
tenint en compte l’arbre de depende`ncies.
4.1.2 Seguiment de modificacions de scripts
Donat que un script e´s C++ i no BangXML, el sistema de seguiment funciona lleuger-
ament diferent. El que es fa e´s preprocessar el codi (fent els includes recur-
sivament). Una vegada es te´ el codi preprocessat, es crea un hash SHA-1 del
contingut. Sabem que un script ha canviat quan aquest hash ha canviat. Al fer-lo
d’aquesta manera, si canvia un header, s’actualitzen tots els scripts als que esta
inclo`s (a nivell d’include 1 o me´s).
4.2 Sistema de Behaviours
4.2.1 Behaviours
Un Behaviour e´s un component que permet afegir codi d’usuari al videojoc.
Aquest e´s una de les bases de l’Engine, donat que e´s l’eina que utilitzara` l’usuari per
programar tot el que necessita al seu videojoc.
Els scripts d’usuari so´n en C++, i es comuniquen amb el fluxe d’execucio´ del
videojoc mitjanc¸ant funcions de callback com OnStart, OnUpdate, OnDestroy,
OnDrawGizmos, etc. Al afegir un Behaviour a un GameObject, estem proveint-li
de les funcionalitats que els usuaris han programat al seu script.
A continuacio´ es mostra un exemple:
Com veiem, s’utilitza la funcio´ OnStart, que s’executa quan es crea el GameOb-
ject, i la funcio´ OnUpdate, que s’executa una vegada per fotograma.
Si afegim aquest Behaviour a un GameObject, passara` a tenir les segu¨ents fun-
cionalitats:
• Al crear-se, el seu color canviara` a vermell (degut al OnStart).
• Quan estiguem apretant la tecla W, es moura` cap endavant (degut al OnUp-
date).
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class SimpleBehaviour : public Behaviour
{
OBJECT(SimpleBehaviour)
public:
float movSpeed = 10.0f;
Color newColor = Color ::Red;
void OnStart () override
{
Renderer *r = GetComponentInChildren <MeshRenderer >();
r->GetMaterial()-> SetDiffuseColor(newColor ); // Canvia color
}
void OnUpdate () override
{
if ( Input:: GetKey(Input::Key::W) ) // Si [W]
{
transform ->Translate(Vector3 :: Forward * movSpeed ); // Camina
}
}
};
BANG_BEHAVIOUR_CLASS(SimpleBehaviour );
4.2.2 Reflexio´ als Behaviours
Una caracter´ıstica que ha costat molt implementar pero` que resulta molt u´til e´s la
Reflection amb C++ als Behaviours, e´s a dir, la capacitat d’introspeccio´ de
l’estructura de les classes C++.
Per implementar la reflexio´, s’han definit una se`rie d’anotacions als headers
dels Behaviours que l’usuari pot utilitzar, i que abans de compilar-los es prepro-
cessen, emmagatzemant la informacio´ necessa`ria a un membre esta`tic de
la mateixa classe.
Evidentment, aixo` pot servir per saber el nom de la classe, quines variables conte´,
els seus noms, valors d’inicialitzacio´, etc. Pero` aquesta no e´s la utilitat principal...sino´
que aquest sistema s’ha creat perque` l’usuari pugui editar i veure els valors
dels membres dels seus Behaviours en temps d’execucio´ a l’Inspector!!! A
continuacio´ es mostra l’exemple anterior anotat, amb el que s’entendra` tot millor:
Amb aquestes anotacions (BP REFLECT ...), s’informa al BangPreprocessor
de quines variables volem exposar a l’inspector, i es crea un header ocult que im-
plementa una se`rie de me`todes per tenir aquesta informacio´ en temps d’execucio´.
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BP_REFLECT_CLASS(Simple)
class SimpleBehaviour : public Behaviour
{
OBJECT(SimpleBehaviour)
public:
BP_REFLECT_VARIABLE(MovementSpeed)
float movSpeed = 10.0f;
BP_REFLECT_VARIABLE(InitColor)
Color newColor = Color ::Red;
void OnStart () override { ... }
void OnUpdate () override { ... }
BP_REFLECT_DEFINITIONS(SimpleBehaviour)
};
BANG_BEHAVIOUR_CLASS(SimpleBehaviour );
Llavors, si afegim aquestes anotacions, a l’Inspector podrem veure el segu¨ent:
Figure 4.1: Que` es veu a l’Inspector si anotem un Behaviour aix´ı?
Com es pot veure, surten les variables anotades MovementSpeed i InitColor. I
el millor e´s que podrem veure i modificar les variables mentre el joc esta`
corrent!!! D’aquesta manera, s’estalvia molt de temps, i per exemple un dissenyador
de nivells no necessita tocar cap mena de codi si vol ajustar aquests valors. Cal
recordar que aquestes anotacions es poden canviar en temps d’execucio´ de l’Editor, i
l’Inspector s’actualitzara` automa`ticament.
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4.2.3 Reca`rrega de Behaviours
L’Engine te´ un sistema de reca`rrega dina`mica de Behaviours que s’encarrega de, en
temps d’execucio´, detectar els canvis als scripts d’usuari, compilar-los i crear
una shared library, de manera que l’Editor pugui crear insta`ncies d’aquests
Behaviours mitjanc¸ant els me`todes virtuals exposats a aquesta shared library.
Aquest e´s un dels sistemes que ha donat me´s problemes, pero` tot i aix´ı val molt
la pena. A continuacio´ s’explicara` detalladament cada pas del proce´s, des de que un
script es canvia, fins que es crea un Component totalment funcional que usa aquest
codi, sense haver de tancar i obrir l’Editor.
4.2.3.1 Deteccio´ de modificacions a un script
El primer pas d’aquest proce´s consisteix a detectar les modificacions als scripts de
l’usuari. Per fer aixo`, s’utilitza el sistema de seguiment de modificacions de scripts
explicat anteriorment.
4.2.3.2 Compilacio´ de scripts
Per compilar els scripts s’utilitza g++. Per cridar a g++, s’utilitza un proce´s as´ıncron
que conte´ tots els paths a les llibreries i els directoris d’include necessaris. De fet, el
sistema de compilacio´ utilitza N threads per compilar a la vegada els behaviours (per
defecte N=3). Quan g++ acaba pot passar que:
• Compila correctament: es mostren a la Consola els warnings (si en te´).
• Error de compilacio´: es mostren a la Consola els errors i warnings de compilacio´,
i es marca el parell script-hash com erroni, per evitar que es torni a compilar
(fins que l’usuari faci un canvi).
En cas que hagi compilat correctament, s’emmagatzema l’arxiu objecte generat
al directori Libraries.
4.2.3.3 Creacio´ del de la shared library
La shared library es crea una vegada tots els Behaviours s’han compilat correctament.
De nou, per fusionar tots els arxius objecte en un shared object, es fa una
crida a g++. L’avantatge de tenir cada script separat en un arxiu objecte, e´s que si
canvia un script, nome´s s’ha de recompilar aquest script i fusionar de nou el shared
object, en comptes d’haver de recompilar-los tots de nou.
La shared library es crea a Libraries/Behaviours.so. A me´s, s’afegeix com a versio´
de la shared library el timestamp en epoch time, per evitar que el sistema operatiu
reutilitzi l’antiga llibreria si en te´ alguna anterior carregada.
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4.2.3.4 Creacio´ del Behaviour a partir de la shared library
Una vegada creada la shared library Behaviours.so, ja es pot carregar en temps
d’execucio´ i obtenir els punters a les funcions desitjades. En concret, per cada
Behaviour, nome´s voldrem accedir a dues funcions: la de crear-lo i la de destruir-
lo. E´s moment de veure com e´s un script d’usuari, i analitzar-ne els components.
S’utilitzara` un exemple minimalista d’un Behaviour anomenat Food:
Food.h: Food.cpp:
#ifndef Food_H
#define Food_H
#include "Bang/Behaviour.h"
class Food : public Behaviour
{
OBJECT(Food)
public:
void OnStart () override;
void OnUpdate () override;
};
#endif // Food_H
BANG_BEHAVIOUR_CLASS(Food);
#include "Food.h"
void Food:: OnStart ()
{
}
void Food:: OnUpdate ()
{
}
BANG_BEHAVIOUR_CLASS_IMPL(Food);
La part interessant de l’exemple es troba a les crides de macro BANG BEHAVIOUR CLASS
i BANG BEHAVIOUR CLASS IMPL. Aquestes dues macros estan definides com:
#define BANG_BEHAVIOUR_CLASS(CLASS_NAME) \
extern "C" Behaviour *CreateDynamically_ ## CLASS_NAME (\
SingletonManager *mainBinarySingletonManager ); \
extern "C" void DeleteDynamically_ ## CLASS_NAME(Behaviour *b);
#define BANG_BEHAVIOUR_CLASS_IMPL(CLASS_NAME) \
extern "C" Behaviour *CreateDynamically_ ## CLASS_NAME (\
SingletonManager *mainBinarySingletonManager) {
SingletonManager :: SetSingletonManagerInstanceFromBehaviourLibrary (\
mainBinarySingletonManager ); \
return new CLASS_NAME (); \
} \
extern "C" void DeleteDynamically_ ## CLASS_NAME(Behaviour *b) {
delete b; \
}
Si ens hi fixem, aquestes macros declaren i defineixen dues funcions. Pel Behaviour
Food aquestes funcions serien: CreateDynamically Food i DeleteDynamically Food.
Aquestes funcions, tal i com indiquen els seus noms, creen i destrueixen un objecte
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de la classe Food, respectivament.
Llavors, quan es vulgui crear un Behaviour Food, es carregara` la funcio´ ”Creat-
eDynamically Food” de la llibreria Behaviours.so que s’ha compilat pre`viament, i
s’executara`.
A me´s a me´s, la funcio´ per crear el Behaviour rep un punter a un objecte de la
classe SingletonManager. La classe SingletonManager s’encarrega de gestionar
tots els Singleton’s del binari principal. S’utilitza per poder referenciar als objectes
del binari principal des dels Behaviours dina`micament creats. Es podria interpretar
com si s’estigue´s passant al me`tode una llista de punters a objectes globals.
D’aquesta manera, es pot fer plug-in dels objectes creats des de Behaviours.so al bi-
nari principal, i poden comunicar-se en les dues direccions. Donat que els Behaviours
deriven de la classe Behaviour, i fan override dels me`todes virtuals OnStart, OnUp-
date, etc. la comunicacio´ amb aquests acaba sent totalment transparent a trave´s de
punters a objectes Behaviour.
4.3 Creacio´ de l’executable del joc
Una vegada estem satisfets amb el resultat del nostre joc a l’Editor, podem fer Build
per crear l’executable del videojoc i poder distribuir-lo. A continuacio´ s’explicaran
els passos que segueix la creacio´ de l’executable del joc.
4.3.0.1 Compilacio´ dels Behaviours
El primer que es fa al exportar el videojoc e´s assegurar-se de que tots els Behaviours
usats per l’usuari compilen correctament. En cas que no, s’avorta automa`ticament el
proce´s de creacio´, i es demana expl´ıcitament a l’usuari que els arregli perque` puguin
compilar.
Quan tots compilen correctament, es fa el merge de tots els arxius objectes a la
shared library Behaviours.so, que despre´s s’utilitzara` per carregar els Behaviours en
temps d’execucio´.
4.3.0.2 Compilacio´ de l’executable
Una vegada esta` creada la shared library dels Behaviours, es procedeix a compilar
el joc en s´ı. Per compilar el joc en s´ı, es compila tot l’Engine sense el de-
fine BANG EDITOR. El fet de treure el define BANG EDITOR implica ignorar
tota funcionalitat relacionada amb l’Editor, i canviar el fluxe d’execucio´ en parts
espec´ıfiques de l’Engine per compilar correctament pel videojoc. Per exemple, el
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GameObject notifica en unes poques funcions a la jerarquia de diferents events, pero`
aquestes notificacions estan envoltades per un ifdef de BANG EDITOR. Per tant,
quan traiem el define, aquesta comunicacio´ desapareix (de fet, si es deixa alla` do´na
error de compilacio´, perque` la jerarquia ni es compila).
El proce´s de compilacio´ de tot l’Editor, nome´s s’ha de fer la primera vegada que
s’exporta un videojoc. De fet, a les instruccions de instal·lacio´ del motor, s’indica que
es compili la base del joc (l’Editor sense BANG EDITOR), per no haver ni d’esperar
la primera vegada que s’exporta el videojoc.
4.3.0.3 Co`pia dels Assets
Perque` el joc funcioni al treure’l de l’ordinador des del que s’exporta, s’han de copiar
els Assets a un directori adient. En aquest cas, el directori on es copien tots els
Assets es diu GameData. Dintre de GameData es copiaran:
• Els Assets de l’usuari (tot el que hi ha dins la carpeta Assets).
• Els Assets de l’Engine, donat que tambe´ s’utilitzen (malles de cubs, materials
per defecte, shaders, etc.).
Aquest e´s un proce´s normalment ra`pid, pero` que realment depe`n de la quantitat i la
mida dels Assets utilitzats per l’usuari.
4.3.0.4 Final del proce´s: arxius resultants
Una vegada s’ha finalitzat el proce´s, tindrem dos arxius resultants:
• Joc.exe: e´s l’executable del videojoc.
• GameData: e´s el directori on estan tots els Assets necessaris.
E´s molt important que aquests dos elements estiguin sempre junts al mateix
directori. Altrament, Joc.exe no trobara` els Assets que necessita, i per tant no
executara`. L’u´nic que queda llavors e´s distribuir l’executable amb els Assets i gaudir
del joc!!!
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Web de l’Engine

Web de l’Engine
La web de l’Engine serveix per fer publicitat i captar usuaris del motor. Esta` allotjada
a un repositori de github a l’adrec¸a: https://bang3dengine.github.io/
5.1 Inici
Figure 5.1: Pa`gina d’inici de la web.
La pa`gina d’inici ofereix una vista general de l’Engine i enllac¸a a la resta de pa`gines.
5.2 Instruccions de desca`rrega i instal·lacio´
Aquesta e´s la pa`gina me´s important, donat que la majoria de gent que entri a la
pa`gina web del motor sera` per descarregar-lo. En particular, aquesta seccio´ de la web
s’encarrega d’especificar a l’usuari com instal·lar l’Engine a la seva ma`quina:
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Figure 5.2: Pa`gina d’instruccions de desca`rrega i instal·lacio´.
• Primer s’indica com instal·lar les depende`ncies de l’Engine.
• Despre´s s’indica com instal·lar l’Engine i l’Editor (compilar-los).
• Finalment, es donen instruccions de com executar-lo.
5.3 Altres
5.3.1 Repositori de Github
Es proporciona un link al repositori de Github.
5.3.2 FAQ
Aquesta seccio´ e´s la FAQ (Frequent Answered Questions). A aquesta pa`gina hi haura`
totes les preguntes t´ıpiques que es fan pero` que ja estan respostes. D’aquesta manera,
molts usuaris s’estalvien el temps de preguntar els dubtes, i els desenvolupadors el
temps de contestar-los.
5.3.3 Contacte
Finalment, es proporciona una pa`gina de Contacte, per si algu´ te´ altres dubtes que
no estiguin resolts a la pa`gina de FAQ.
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Organitzacio´ del Projecte
6.1 Taula de Classes
A la segu¨ent taula es mostren alguns dels elements de l’Engine i Editor i les classes
que hi estan relacionades. S’han escollit els elements que estan me´s dispersos i els
me´s generals. Estan aqu´ı com a petita guia per si algu´ vol comenc¸ar a mirar el codi
del projecte:
Element Classes Relacionades
Estructures de Dades
String, Collection, Array, List, Map, UMap, Set, Color, Vector2,
Vector3, Vector4, Quaternion, Matrix4, Color, Sphere, AABox,
Rect, TypeMap, NamedEnum
Serialitzacio´ i Assets
XMLParser, XMLNode, XMLAttribute, XMLProperty, Serial-
izableObject, File, Path, Asset, AssetsManager, FileReferences-
Manager, FileTracker, Object, IReflectable, ICloneable
Audio AudioListener, AudioSource, AnonymousAudioPlayer, Audio-PlayerRunnable, AudioManager
Inspector
Inspector, InspectorContextMenu, InspectorWidget, Compo-
nentWidget, AttributeWidget, AttrWidgetBool, AttrWidget-
String, AttrWidgetVectorInt, AttrWidgetVectorFloat, AttrWid-
getColor, AttrWidgetEnum, AttrWidgetFile, AttrWidgetButton,
IInspectable, *Inspectable, GameObjectClipboard, Component-
Clipboard
Hierarchy Hierarchy, HierarchyItem, HierarchyContextMenu, Hierarchy-DragDropManager
Explorer Explorer, ExplorerContextMenu, ExplorerDirTree, File, *File
Game Building GameBuilder, GameBuildDialog, GameBuildingJob
Graphic Pipeline
GraphicPipeline, GPPass, GPPass*, TextureUnitManager,
Framebuffer, GBuffer, SelectionFramebuffer, GLObject, Shader,
ShaderProgram, ShaderManager, ShaderPreprocessor, GL,
GLContext, VAO, VBO, Texture, RenderTexture, Texture2D
Administracio´ Behaviours
Behaviour, BehaviourManager, BehaviourManagerStatus,
BehaviourMergeObjectsRunnable, BehaviourObjectCom-
pileRunnable, BehavioursRefresherTimerBangPreprocessor,
CodePreprocessor, BangPreprocessor, BPReflectedStruct, BPRe-
flectedVariable
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6.2 El projecte en nu´meros
A continuacio´ s’ofereix una taula amb els nu´meros del projecte, perque` es pugui veure
la magnitud del mateix:
Nombre total de classes 212
Nombre de l´ınies 41,551
Nombre de commits 890
Nombre de issues 194
Nombre d’icones usades a l’Editor 47
Nombre de shaders usats per l’Editor 33
6.3 Depende`ncies
En aquesta seccio´ s’enumeraran les depende`ncies del motor i editor, i quin paper te´
cadascuna en el seu funcionament.
6.3.1 Qt5
Figure 6.1: Logo Qt5.
Qt e´s una llibreria molt gran, que es centra en la creacio´ de interf´ıcies gra`fiques
multi-plataforma. Tot i aix´ı, inclou moltes me´s funcionalitats, de les quals al projecte
s’utilitzen:
• Interf´ıcie gra`fica: el paper me´s important de Qt5 al motor e´s el de crear i
administrar les finestres de l’Editor.
• Threading: s’utilitza Qt5 per administrar els Threads i crear pools de threads
(per l’audio o per compilar Behaviours simulta`niament per exemple).
• Hashing: la llibreria Qt ofereix funcions per fer SHA-1 de dades. S’utilitza per
fer hash dels Behaviours, per saber si han canviat o no.
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• Llibreries: Qt proporciona una interf´ıcie per carregar llibreries i funcions
de manera transparent al sistema operatiu al que s’esta` executant l’Editor.
S’utilitza per carregar en temps d’execucio´ la llibreria dels Behaviours.
• Gestio´ d’arxius: gestionar els arxius i obtenir informacio´ d’ells depe`n de la
plataforma. Tot i aix´ı, Qt permet manipular i obtenir meta-informacio´ dels
arxius i directoris sense haver de fer codi dependent per cada plataforma.
• Lectura i escriptura d’imatges: donat que Qt suporta una gran varietat de
formats d’imatges, de moment s’esta` utilitzant per la lectura i escriptura de les
mateixes.
Cal dir que Qt, s’esta` usant amb llice`ncia GNU/GPL.
6.3.2 OpenGL
Figure 6.2: Logo OpenGL.
OpenGL e´s una especificacio´ esta`ndard multi-plataforma que defineix una API per
produir gra`fics 2D i 3D. A l’Engine, per tant, OpenGL s’utilitza per comunicar-se amb
la GPU per poder dibuixar sobre la pantalla. En concret, serveix per reservar memo`ria
a la GPU per textures, framebuffers, compilar els shaders, etc. i amb refere`ncies a
aquests “objectes” especificar com i amb que` pintar la pantalla.
6.3.3 GLEW
Figure 6.3: Logo OpenGL.
GLEW e´s una llibreria multi-plataforma que serveix per carregar extensions d’OpenGL.
Proporciona mecanismes en temps d’execucio´ per determinar quines extensions d’OpenGL
so´n suportades a la plataforma usada. Te´ llice`ncia GNU/GPL.
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6.3.4 OpenAL
Figure 6.4: Logo OpenAL.
Ana`logament a OpenGL, OpenAL e´s una especificacio´ esta`ndard multi-plataforma
que defineix una API per reproduir sons en 2D i 3D. A l’Engine s’utilitza OpenAL
per crear els buffers de so i reproduir-los. El threading pero` s’ha de gestionar a
part.
6.3.5 ALUT
ALUT e´s l’ana`leg de GLUT per OpenGL. Proporciona algunes funcions d’utilitat per
complementar OpenAL. A l’Engine nome´s s’utilitza per llegir arxius de so i passar-los
a un buffer d’OpenAL.
6.3.6 Assimp
Figure 6.5: Logo Assimp.
Assimp e´s una llibreria per carregar models 3D sense haver de fer un lector espec´ıfic
per cada format. Ara mateix, Assimp nome´s s’utilitza a l’hora de carregar els Models
en 3D, unificant totes les possibles parts del Model una malla u´nica. Evidentment,
tambe´ s’utilitza per obtenir les coordenades de textura, les normals i triangular el
model o generar les normals si cal. Te´ llice`ncia BSD.
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6.3.7 FreeType
Figure 6.6: Logo FreeType.
FreeType e´s una llibreria per llegir arxius de fonts vectorials amb format ttf. S’utilitza
u´nicament per obtenir el bitmap d’un cara`cter a una resolucio´ determinada. Despre´s
a partir dels bitmaps s’utilitza Qt per escriure la imatge que conte´ tots els cara`cters.
Te´ llice`ncia BSD.
6.3.8 glm
Figure 6.7: Logo glm.
La llibreria glm proporciona una se`rie d’estructures i funcions matema`tiques espe-
cialment orientades per l’u´s de gra`fics, i me´s concretament per OpenGL. S’utilitza
aquesta llibreria per gestionar els quaternions i les operacions amb ells.
6.4 Eines externes
Donat que aquest projecte e´s molt gran, s’ha hagut de mantenir rigor a l’hora
d’organitzar-se i s’han utilitzat eines que ajuden a controlar i mantenir la base de
codi.
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6.4.1 Github
Figure 6.8: Captura de la pa`gina de Github de Bang (aquest motor).
Github e´s una plataforma online que permet l’allotjament de repositoris Git. El
repositori d’aquest projecte e´s a: https://github.com/Bang3DEngine/Bang.
6.4.1.1 Github com a sistema de versions
Github utilitza Git, que e´s un conegut sistema de control de versions per a projectes
de programacio´. La principal rao´ per la que s’ha utilitzat Github e´s precisament
aquesta, per poder moure’s fa`cilment entre les diferents versions. Aixo` e´s de gran
utilitat per debugar, donat que, navegant entre les versions, es pot veure a partir
de quin moment ha comenc¸at a fallar una funcionalitat, i quines l´ınies poden ser les
culpables.
6.4.1.2 Github com a sistema de issues
Github proporciona un sistema de issues, e´s a dir, un mecanisme per anotar els pos-
sibles problemes del codi, propers objectius, bugs, etc. Aquest sistema de issues s’ha
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utilitzat des del principi del treball. Ha perme`s anotar els bugs i les caracter´ıstiques
me´s importants que quedaven per fer. A me´s a me´s, gra`cies al sistema d’etiquetat
d’issues, permetia gestionar-les me´s co`modament.
Figure 6.9: Captura del sistema de issues per aquest motor.
6.4.1.3 Github com a sistema per compartir codi
Github e´s mot usat per la comunitat open-source per compartir el codi i treballar
col·laborativament. Donat que aquest motor e´s free i open-source, es va comenc¸ar a
usar Github perque` quan el codi estigui preparat en un futur, es pugui oferir a la gent
que hi col·labori al projecte. La plataforma de Github proporciona mecanismes com
el sistema de issues, els pull requests, etc. per fer molt me´s amigable la programacio´
col·laborativa.
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6.4.2 Travis CI
Figure 6.10: Logo TravisCI.
Travis e´s una eina o servei distribu¨ıt d’integracio´ continua utilitzat per compilar i fer
tests de projectes que usen Github de forma automa`tica. E´s molt utilitzat per
projectes open-source com eina de manteniment.
Aquest motor utilitza Travis, perque` donat que te´ dos modes de compilacio´ (Ed-
itor i Game), a vegades si es canvien coses de l’Editor, cal modificar lleugerament
el codi perque` tambe´ funcioni per Game. Amb Travis s’automatitza la compilacio´,
perque` a cada push es compili el projecte en tots els modes possibles. Si hi ha algun
error, et notifica per tal que puguis corregir-lo.
A me´s a me´s, sera` u´til per quan en un futur es cre¨ın tests de robustesa, ja que
tambe´ podra` llenc¸ar-los automa`ticament.
6.4.3 Coverity
Figure 6.11: Logo Coverity.
Coverity e´s una eina online d’ana`lisi esta`tic de codi de projectes grans (u´nicament
open-source). Molts projectes open-source l’utilitzen com per exemple Python, Aircrack-
Ng, etc.
Aquest projecte utilitza Coverity perque` proporciona una manera senzilla de trobar
possibles fonts d’errors en el codi i tractar-les a temps. A me´s, tambe´ proporciona
consells d’estil, que en el cas d’un projecte open-source so´n importants, donat que no
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nome´s llegeix el codi una persona.
A me´s a me´s, fa me`triques del codi com el nu´mero de l´ınies, defectes, la densitat
d’errors, etc.
6.5 Treball futur
A continuacio´ s’explica el roadmap pels segu¨ents mesos del projecte, donat que es
continuara` me´s enlla` de l’a`mbit del TFG.
6.5.1 Tests automa`tics
Una de les funcionalitats que me´s necessita ara mateix el motor so´n els tests au-
toma`tics. La idea e´s fer un videojoc que sigui en realitat una se`rie de tests, que
comprovin si tot segueix veient-se i funcionant com abans. Per comprovar que els fo-
togrames es corresponen amb versions anteriors, es crearien captures del Framebuffer
(aquesta funcionalitat ja esta` suportada), i simplement es faria un diff amb la versio´
anterior.
A me´s, donat que s’esta` utilitzant Travis CI, tots aquests tests es podran automatitzar,
i en cas d’error obtenir una notificacio´ automa`tica.
6.5.2 Profiling i millores de rendiment
Un motor de videojocs ha de ser eficient en temps i memo`ria. Hi ha zones on encara es
pot millorar molt el rendiment. Per detectar-les i millorar-les, s’utilitzara` un profiler
de CPU i un altre de GPU.
6.5.3 Tutorials
Una vegada l’Engine sigui molt estable i presentable al pu´blic, es faran una se`rie de
tutorials, seguint l’exemple de Unity. A aquests tutorials seran v´ıdeos on es crearan
una se`rie de videojocs per ensenyar les diferents possibilitats i components de l’Engine.
Fins que no es comencin a publicar aquests tutorials, e´s molt probable que ningu´
utilitzi l’Engine, perque` no sa`pigui ni per on comenc¸ar.
6.5.4 F´ısiques
El segu¨ent pas quan tot estigui ben lligat i estiguin fets els tutorials, seria afegir
f´ısiques a l’Engine, ja que acaben sent essencials en molts videojocs (tot i que nome´s
sigui per detectar col·lisions, o fer raycasting).
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Gestio´ temporal i econo`mica
7.1 Context
7.1.1 Introduccio´
Aquest document intenta descriure l’abast del projecte, els objectius, el context i la
planificacio´ i metodologia del mateix.
7.1.2 Actors implicats
A continuacio´ es descriuran els actors implicats en el desenvolupament d’aquest pro-
jecte:
• Desenvolupador principal: jo sere´ l’encarregat d’implementar tot l’editor i
el motor de videojocs.
• Director del projecte: el paper del director sera` essencial per poder guiar el
treball, aconsellar-me i poder resoldre dubtes me´s te`cnics.
• Beta-testers: e´s molt important que persones que no participin en el desen-
volupament provin el motor per trobar bugs i/o problemes del disseny de la
interf´ıcie. Els beta-testers seran els alumnes d’un petit curs gratis que organ-
itzare´ quan el motor sigui usable, que donaran el feedback necessari.
• Usuaris/desenvolupadors: els usuaris principals del motor seran desenvolu-
padors i dissenyadors de videojocs.
• Beneficiats: les persones que surten beneficiades so´n dos grups. Per una part,
es beneficien les empreses/programadors que utilitzen el motor, ja que estalvien
recursos econo`mics. Per altra part, es beneficien tots els usuaris finals dels
videojocs creats utilitzant aquest motor.
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7.2 Formulacio´ del problema
7.2.1 Formulacio´ del problema
Avui en dia molts petits empresaris o estudis independents proven sort amb la indu´stria
del videojoc. Pero` en moltes ocasions es troben amb tota una se`rie de problemes[7]:
• Fer un videojoc requereix molta inversio´ econo`mica, de recursos humans
i de temps. Concretament, un dels problemes me´s notables a la hora de
comenc¸ar amb un petit estudi e´s la manca d’eines i recursos inicials. Aixo` e´s
perque` no te´ instruments que pugui re-aprofitar de creacions anteriors.
• La diversitat de plataformes fa dif´ıcil poder fer un joc que funcioni en
mu´ltiples dispositius. I limitar-lo a nome´s una plataforma en espec´ıfic e´s
tancar portes a molts potencials clients.
• Comercialitzar un videojoc i fer que sigui visible dins un mercat tant gran
e´s molt dif´ıcil. Normalment suposa una gran despesa inicial en tots els aspectes,
i l’e`xit no esta` gens garantit.
Aquest treball tractara` el problema de la manca d’eines i recursos inicials
a l’hora de comenc¸ar a fer un videojoc modern. Aquest problema e´s un dels me´s
importants, doncs te´ un impacte directe en el temps i recursos humans requerits per
realitzar un projecte d’aquest tipus, i consequ¨entment en la inversio´ econo`mica inicial.
Finalment, tambe´ es donara` solucio´ al problema de que els desenvolupadors hagin
de dedicar molt me´s temps a detalls te`cnics i d’implementacio´ que al joc en s´ı. E´s
a dir, la solucio´ permetra` als desenvolupadors centrar-se molt me´s en la
lo`gica del joc, abstraient-se dels detalls d’ implementacio´.
7.2.2 Solucio´ proposada
La solucio´ proposada per aquests problemes e´s desenvolupar un editor i motor
de videojocs 3D. Un motor de videojocs e´s un programa o una llibreria que pro-
porciona una se`rie de funcionalitats que permet als desenvolupadors agilitzar el seu
desenvolupament.
Per tant, aquest treball intentara` donar solucio´ a aquests problemes proporcionant
una base so`lida i estable amb la que es puguin crear videojocs de manera ra`pida i
eficient.
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7.3 Abast del projecte
Un motor de videojocs pot anar des d’un senzill framework1 fins a un complex editor
multi-plataforma. Per aquest motiu, cal acotar l’abast del treball, donat que es
disposa de recursos limitats. En aquest cas, el motor de videojocs consistira` de:
• Editor per crear projectes, poder visualitzar i modificar escenes, ges-
tionar els Assets2, executar el videojoc, i exportar-lo quan estigui llest.
• Sistema de scripts en C++ per poder afegir funcionalitat als objectes del
videojoc.
• Framework del motor que els usuaris podran utilitzar als seus scripts. Aque-
sta contindra`:
– Graf d’escena per composar escenes amb jerarquies complexes.
– Funcionalitats per renderitzar gra`fics 3D i reproduir sons 3D.
– Funcionalitats per importar, exportar i gestionar Assets.
– Funcionalitats per poder fer debug visual i/o per consola.
Donat que el temps e´s molt limitat per a un projecte d’aquesta mida, e´s important
tambe´ que quedi clar que` no cobrira` aquest treball:
• No permetra` exportar a diverses plataformes. Nome´s es podra` exportar a Linux.
• No contindra` sistema d’animacions ni 3D ni 2D.
• No integrara` cap motor de f´ısiques ni de part´ıcules.
En resum, sera` un motor i editor senzill que permeti implementar videojocs no gaire
complexos, donat que no disposara` de motor d’animacions, f´ısiques ni part´ıcules.
1Un framework e´s un conjunt de llibreries i mo`duls de codi que donen una base so`lida amb la
que comenc¸ar un projecte.
2Un Asset e´s qualsevol recurs extern que es pot utilitzar a un joc (una imatge, un so, un arxiu
de text, etc.)
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7.4 Metodologia i rigor
7.4.1 Me`tode de treball
El projecte utilitzara` un desenvolupament guiat per casos d’u´s. E´s a dir, cada vegada
que es trobi una caracter´ıstica no implementada o que esta` fallant, s’afegira` a una
llista de ı´tems. De tots aquests ı´tems, s’agafara` la me´s important, i es solucionara`.
Segons les necessitats, s’anira` reestructurant i netejant el codi.
Concretament s’intentara` usar la metodologia/filosofia que e´s coneguda com Red/-
Green/Refactor.
Aquesta es divideix en tres etapes c´ıcliques que li donen nom:
• Red: e´s l’etapa en la que quelcom no funciona, ja sigui per un bug o perque`
esta` planificat implementar una nova caracter´ıstica.
Durant aquesta etapa es desenvolupara` el me´s ra`pidament la caracter´ıstica o
s’arreglara` el bug, simplement preocupant-nos perque` funcioni.
• Green: e´s el moment del proce´s c´ıclic en que el problema s’ha solucionat. El
proce´s c´ıclic pot acabar aqu´ı o be´ avanc¸ar a la segu¨ent fase. Si la qualitat del
codi no s’ajusta al nivell esperat, llavors s’avanc¸a a la segu¨ent fase. Altrament,
s’acaba el proce´s c´ıclic.
• Refactor: Aquesta fase e´s l’encarregada de millorar la qualitat del codi. Per
tant, consisteix en canviar el codi fins que ens sembli que e´s molt me´s net.
Evidentment, al modificar el codi potser deixa de funcionar, i per tant tornem
al principi del cicle, estant en Red.
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7.4.2 Eines de seguiment i me`todes d’avaluacio´
A l’hora de desenvolupar aquest projecte, caldra` fer un seguiment constant, aix´ı com
anar avaluant cada pas.
Per fer el seguiment s’utilitzaran les segu¨ents eines:
• Git: e´s un sistema de control que ajudara` a gestionar cada versio´ diferent del
projecte, i fer o desfer canvis segons convingui.
• Issues de Git: e´s un sistema de tickets en que es poden afegir ı´tems que cal
fer, etiquetar-los, assignar-los una deadline, etc. Servira` per poder organitzar
be´ les diferents fites del projecte
Finalment, per anar avaluant cada versio´ del projecte, s’utilitzaran tests conven-
cionals. A me´s a me´s, es tindran una se`rie de videojocs fets amb el motor, que proven
cadascuna de les caracter´ıstiques. Cada vegada que es faci un avenc¸, es provaran tots
els jocs, per comprovar que totes les caracter´ıstiques segueixen funcionant correcta-
ment.
7.4.3 Eines per al desenvolupament
Les eines utilitzades pel desenvolupament seran:
• QtCreator com a entorn de desenvolupament.
• g++ com a compilador de C++.
7.4.4 Llibreries externes utilitzades
El projecte no partira` des de zero completament. Utilitzara` les segu¨ents llibreries:
• Qt com gestor de finestres i eina per comunicar-se amb el sistema operatiu.
• OpenGL per poder dibuixar a la finestra a baix nivell.
• OpenAL per poder reproduir sons en 3D a baix nivell.
• Freetype per poder llegir arxius de fonts.
• glm per gestionar nome´s alguns tipus matema`tics com els quaternions.
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7.5 Estat de l’art
7.5.1 Motors de videojocs actuals
En l’actualitat existeixen molt´ıssims motors o frameworks de videojocs. Hi ha de
diferents tipus i mides.
Per una part, hi ha els me´s simples, que es composen d’un conjunt de classes que
serveixen com a base a l’hora de programar. Proporcionen funcionalitats per ges-
tionar gra`fics, audio, networking, etc. Alguns exemples en so´n Ogre3D[5] o Cocos2D.
Cal dir que molts d’aquests s’utilitzen de punt de partida per crear motors me´s elab-
orats.
Els motors me´s complexos disposen d’editor, llenguatges de scripting propis, IDE’s,
etc. Aquests fan molt me´s fa`cils la majoria de tasques, pero` en ocasions abstrauen
massa i es fa dif´ıcil implementar caracter´ıstiques me´s espec´ıfiques o te`cniques. Alguns
exemples so´n Unity[1], Unreal Engine 4[3] o Source 2.
7.5.2 Per que` cal dissenyar una nova solucio´
Per explicar per que` cal dissenyar un nou motor de videojocs, s’utilitzara` una taula
comparativa amb els motors me´s utilitzats dels u´ltims anys. Aixo` ens permetra` anal-
itzar els punts forts i les care`ncies de cadascun:
Ogre3D[5] Unity[1]
Unreal
Engine
4 [3]
Godot
Engine[4]
Te´ editor No S´ı S´ı S´ı
C++ com a
llenguatge de
”scripting”
Usa C++,
pero` no
scripts.
No S´ı No
Es pot estendre
el motor S´ı No S´ı S´ı
Dificultat
d’aprenentatge
Mitjana /
Dif´ıcil Fa`cil
Mitjana /
Dif´ıcil
Mitjana
Disponibilitat a
Linux S´ı
S´ı, pero`
problema`tic. S´ı S´ı
Table 7.1: Comparativa motors de videojocs.
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Aquesta taula e´s important, doncs el meu motor agafara` els punts forts de cadas-
cun dels engines analitzats. A continuacio´ s’intentara` raonar perque` e´s important
cadascuna d’aquestes caracter´ıstiques i quina decisio´ es prendra` a aquest projecte:
• Editor: l’editor e´s una gran avantatge, ja que permet editar escenes, assets, i
fins i tot e´s una eina de debug molt potent. Per aquest motiu, el meu motor
disposara` d’un editor. S’inspirara` en el de Unity, donat que e´s molt intu¨ıtiu.
• C++ per scripts: utilitzar C++ com llenguatge de scripting te´ pros i contres.
Tot i aix´ı, pel desenvolupament de videojocs e´s bo utilitzar un llenguatge que
sigui eficient i permeti gestionar be´ la memo`ria. La majoria d’engines utilitzen
llenguatges amb Garbage Collection. Amb C++ es dona la oportunitat al de-
senvolupador total control, per aixo` s’utilitzara` C++ com llenguatge per
crear scripts. En aquest cas, prendra` de model Unreal Engine 4 [3] i el seu
sistema de compilacio´.
• Extensio´ del motor: a vegades al desenvolupar videojocs cal crear solucions
molt espec´ıfiques. Per aixo` e´s important permetre estendre el motor. El meu
engine intentara` ser fa`cilment extensible, a me´s de ser open-source. Motors
com Unreal Engine 4 es poden estendre, pero` e´s complicat ja que consta de
milions de l´ınies de codi.
• Disponibilitat a Linux: avui en dia, molts motors s’orienten a Windows, i
en ocasions deixen el suport per a Linux totalment descuidat (per exemple a
Unity[1]). En aquest treball, l’editor sera` espec´ıfic per a Linux, donat que
e´s un sistema operatiu molt amigable pels desenvolupadors.
1Demanen un cert tant per cent, a partir d’uns certs ingressos.
91
7.6 Planificacio´ temporal
El projecte te´ una durada de quatre mesos i mig (uns 130 dies). Aquest comenc¸a a
inicis de febrer i finalitza a mitjans de juny.
7.6.1 Descripcio´ de les tasques
Donat que el temps e´s limitat, e´s important organitzar be´ les tasques.
7.6.1.1 Ana`lisi de viabilitat
Aquesta etapa va ser la primera a fer. Va servir per analitzar si el projecte era possible
realitzar-lo, si donaria temps, i si seria viable.
La idea inicial era desenvolupar un motor de videojocs amb un petit editor.
Per una banda es va analitzar la viabilitat del motor en s´ı, sense l’editor. Es va
veure que e´s una tasca complexa i que porta moltes hores de treball, pero` tot i aix´ı
es pot acabar en el temps proporcionat.
Per altra banda, es va valorar si calia l’editor, i si es podia finalitzar en el temps
disponible. Aix´ı que es va escollir una llibreria per fer algunes proves.
Finalment es va determinar que tant el motor com l’editor eren viables, tot i que
caldria molta dedicacio´.
7.6.1.2 Planificacio´ del projecte
Aquesta segona etapa e´s l’actual. Serveix per definir:
• Estat de l’art: Per posar el treball en un context te`cnic i analitzar l’estat actual
de treballs relacionats.
• L’abast del projecte: Molt important per acotar el treball a fer i perque` el
resultat no sigui producte defectuo´s.
• Planificacio´ temporal: Per determinar els terminis a complir i tenir una guia en
tot moment.
• Sostenibilitat i gestio´ econo`mica: Per analitzar els recursos necessaris i com de
sostenible e´s el projecte.
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7.6.1.3 Desenvolupament del projecte
Aquesta e´s la fase principal del treball. En aquesta e´s posara` en pra`ctica tota la
planificacio´ del projecte, i per tant es comenc¸aran a fer les tasques en l’ordre previst.
Caldra` seguir una metodologia eficient i fer reunions sovint amb el director del pro-
jecte, per assegurar que el desenvolupament principal del projecte esta` ben enfocat i
segueix els plans previstos.
E´s evident que la planificacio´ temporal e´s molt dif´ıcil seguir-la estrictament, donat que
poden sorgir molts obstacles. Per aquest motiu, qualsevol inconvenient o imprevist
esta` contemplat al pla d’accio´.
7.6.1.4 Comprovacio´ i documentacio´
En aquesta fase nome´s queda comprovar que tot estigui correctament finalitzat, re-
tocar alguns detalls, i acabar de documentar el codi o aquest mateix document.
7.6.1.5 Presentacio´ final
Finalment es preparara` la presentacio´ que s’ha de fer al final del treball, preparant
els suports i recursos necessaris per poder mostrar de manera eficient i concisa tot el
treball realitzat durant aquests 4 mesos.
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7.6.3 Riscos al diagrama de Gantt
Al diagrama de Gantt s’han especificat els riscos amb el segu¨ent codi de color:
• Verd: poc risc. La tasca e´s ra`pida i els problemes que pot ocasionar so´n molt
fa`cils de solucionar.
• Taronja: risc mitja`. No e´s una tasca ni molt problema`tica, ni molt dif´ıcil. Tot
i aix´ı, cal anar amb compte, doncs pot sorgir algun problema que retrasi tota
la planificacio´.
• Vermell: molt risc. Hi ha la probabilitat gens menyspreable de que no es pugui
acabar aquesta tasca, ja sigui per temps o pels problemes que pugui portar.
Aquest codi de color tambe´ s’utilitzara` als segu¨ents apartats.
7.6.4 Fites al diagrama de Gantt
Al diagrama de Gantt s’han especificat tres fites base que divideixen les tres grans
fases del projecte:
• Motor acabat (20/04/2017): a aquesta fita s’ha d’arribar amb el motor
acabat. Te´ un risc mitja` donat que en cas que no es pugui arribar a temps, es
pot escurc¸ar una mica la segona fase, donat que aquesta primera fase sera` molt
important acabar-la be´, tot depe`n d’ella.
• Editor acabat (30/05/2017): aquesta fita marca el moment en que hauria
d’estar acabat l’editor. E´s d’un risc alt perque` per una part la fase del motor pot
haver-li tret temps, i per altra part no pot robar-li temps de desenvolupament
a la web, que te´ un plac¸ molt acotat.
• Web acabada (21/06/2017): aquesta e´s la fita final, on haura` d’estar tot
acabat. Si s’han respectat les fites anteriors, no hauria de representar cap
problema arribar a aquesta en el plac¸ establert.
7.6.5 Rols al diagrama de Gantt
Al diagrama de Gantt s’han especificat els diferents rols que assumeix cada tasca.
So´n quatre:
• Programador motor: e´s l’encarregat de desenvolupar tota la part me´s te`cnica
i del motor. Pren importa`ncia al inici i la segona fase.
• Programador UI: e´s l’encarregat de desenvolupar tota la part d’interaccio´
amb l’usuari i interf´ıcie gra`fica. E´s important a la segona fase.
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• Programador web: e´s l’encarregat de desenvolupar i mantenir la web. Pren
protagonisme al final del projecte.
Tots tres rols han d’estar ben comunicats, donat que han d’integrar els seus treballs
i ajudar-se per completar correctament totes les tasques.
A me´s a me´s, altres rols que no s’han especificat al diagrama de Gantt pero` seran
importants so´n:
• Director: esta` present a totes les fases de desenvolupament i avaluacio´. E´s
l’encarregat d’organitzar el treball i repartir be´ els recursos.
• Beta tester: sera` importants a partir de la segona fase. E´s un rol que te´
l’objectiu de provar cada caracter´ıstica i donar feedback als desenvolupadors i
director per poder redirigir la implementacio´.
• Usuaris: e´s un dels rols me´s importants. E´s a qui va dirigit el producte, i per
tant so´n ells qui determinaran la qualitat final del producte i suggeriran tota
mena de canvis i ajustaments.
7.6.6 Fases de desenvolupament
A continuacio´ es donara` una explicacio´ me´s detallada de cadascuna de les fases
mostrades al diagrama de Gantt. El risc de cadascuna esta` especificat seguint de
nou el codi de color.
• Desenvolupament del motor: Aquesta fase e´s la primera, donat que e´s la
base del projecte. En aquesta es desenvolupara` el nucli del motor.
– Pipeline gra`fica: E´s la me´s important i una de les me´s dif´ıcils, per aixo`
durara` 4 setmanes. Servira` per abstraure OpenGL i codificar la gestio´
eficient dels recursos gra`fics.
– Graf d’escena: S’implementara` tot el sistema de jerarquia entre objectes.
– Sistema de components: S’implementara` un sistema modular de com-
ponents per afegir funcionalitats als objectes del joc.
– Sistema de scripts dina`mic: S’implementara` un sistema de compilacio´,
ca`rrega i desca`rrega de scripts en C++ en runtime.
– Documentacio´ del codi: Es documentara` tot el codi que encara no
estigui documentat.
• Desenvolupament de l’editor:
– Jerarquia: Es creara` un arbre per veure el graf d’escena.
– Inspector: Es creara` un visualitzador dels components.
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– Explorador: Es creara` un explorador per gestionar els arxius.
– Vista d’escena: S’integrara` la vista de l’escena a la finestra.
– Vista de joc: S’integrara` la vista del runtime joc en a la finestra.
• Desenvolupament web:
– Portada i base: Es creara` la base de la web i la seva portada.
– Links de desca`rrega: S’afegiran els links de desca`rrega de manera ac-
cessible.
– Documentacio´: S’integrara` la documentacio´ del codi en la web, i a me´s
es fara` un petit manual.
97
7.6.7 Taules de temps
Aquesta taula servira` indicar el temps aproximat que es dedicara` a cada fase descrita
en la seccio´ pre`via. S’ha dividit en diverses taules perque` sigui me´s entenedor:
7.6.7.1 Desenvolupament del motor
A continuacio´ es mostra la taula de temps del desenvolupament del motor, que sera`
la fase me´s llarga:
Tasca Temps dedicat (en hores)
Pipeline gra`fica 240
Graf d’escena 80
Sistema de components 120
Sistema de scripts 70
Documentacio´ del codi 30
Total 540
7.6.7.2 Desenvolupament de l’editor
Despre´s de desenvolupar el motor, s’implementara` l’editor. Aqu´ı es mostra la seva
taula de temps:
Tasca Temps dedicat (en hores)
Jerarquia 60
Inspector 120
Explorador 60
Vista d’escena 70
Vista de joc 30
Total 340
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7.6.7.3 Desenvolupament de la web
A continuacio´ es mostra la taula de temps del desenvolupament de la web, que sera`
la u´ltima fase de desenvolupament del projecte:
Tasca Temps dedicat (en hores)
Portada i base 60
Links de desca`rrega 10
Documentacio´ 60
Total 130
7.6.7.4 Projecte sencer
Finalment, es mostra la taula indicant els temps que s’invertiran en cada fase del
desenvolupament, i el temps total de tot el treball:
Tasca Temps dedicat (en hores)
Desenvolupament del motor 510
Desenvolupament de l’editor 340
Desenvolupament de la web 130
Total 980
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7.6.8 Valoracio´ d’alternatives i pla d’accio´
El desenvolupament d’un editor i motor de videojocs pot ser una tasca molt compli-
cada, i pel camı´ poden sorgir molts obstacles. A continuacio´ es descriuran una se`rie
de possibles obstacles que puguin sorgir durant el treball, i un petit pla d’accio´ per
cadascun:
• Problema: Dificultats te`cniques o teo`riques a l’hora de programar l’editor, els
gra`fics, el so, etc.
Solucio´: Consultar fonts externes com pa`gines webs o llibres, i en cas que aixo`
no ho solucioni, preguntar al director com abordar el problema, donat que ell
te´ molta experie`ncia i coneixements per saber com gestionar-lo.
• Problema: Qualsevol error en el codi o algun bug.
Solucio´: Primer de tot s’intentara` prevenir fent un desenvolupament incremen-
tal, i a cada pas comprovant que tot segueix funcionant be´. Tot i aix´ı, quan
sorgeixin els bugs, s’utilitzaran debuggers. A me´s a me´s, s’utilitzara` el sistema
de gestio´ de versions de Git, per poder mirar que` ha canviat d’una versio´ a
l’altra per tal de poder diagnosticar millor el problema.
• Problema: Incompatibilitat dels projectes entre diferents versions del motor.
Solucio´: Un motor de videojocs ha de ser molt estable i ha d’intentar que al fer
un canvi es perdi compatibilitat amb versions anteriors. Per assegurar-nos que
a cada pas del desenvolupament tot segueix funcionant com s’espera, es faran
una se`rie de projectes exhaustius que serviran com a tests per comprovar que
totes les caracter´ıstiques segueixen funcionant correctament.
• Problema: Falta de temps.
Solucio´: La falta de temps e´s un problema que es pot prevenir, donat que ja es
coneixen les dates d’entrega del treball. Per aquest motiu, es fara` un estudi molt
acurat del temps que pot portar fer cada tasca, i caldra` elaborar un calendari
molt prec´ıs i espec´ıfic.
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7.7 Gestio´ econo`mica i sostenibilitat
7.7.0.1 Consideracions
Tota la planificacio´ de tasques dels apartats anteriors suposen un cost econo`mic i de
recursos humans. En aquesta seccio´ es fara` una estimacio´ dels costos de tots aquests
elements. Concretament, e´s tindra` en compte el cost de:
• Cost del hardware.
• Cost del software.
• Cost dels recursos humans.
• Despeses indirectes.
Donat que aquest apartat ens permetra` preveure un pressupost pel projecte,
s’intentara` en tot moment del projecte ajustar-se al mateix, retallant d’alguns llocs
si cal. E´s per aquest motiu que, tot i ser una previsio´, la previsio´ del cost i temps del
projecte total sera` molt pro`xim al real del treball.
Per ser coherent, tots els ı´tems que es tenen en compte a l’hora de calcular els
preus esdevenen del diagrama de Gantt.
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7.7.0.2 Pressupost del hardware
En aquest projecte s’utilitzara` un porta`til per programar absolutament tot, i a me´s
a me´s un ordinador de taula per comprovar que el projecte funciona no nome´s en
el porta`til, sino´ que tambe´ funciona a altres ordinadors. Aqu´ı s’indica el cost de
cadascun:
Hardware Preu Unitats Vida u´til Amortitzacio´
Porta`til Toshiba Satellite 855 - C254 550e 1 6 anys 30.5e
Ordinador de taula 1,200e 1 10 anys 40e
Total 1,750e 70.5e
La tarifa del porta`til es pot veure aqu´ı: https://tiendas.mediamarkt.es/p/ ordenador-
portatil-toshiba-satellite-c855-2kp-rojo -8gb-750gb- disco-duro-1195317. El preu pot
variar lleugerament, donat que el preu especificat aqu´ı e´s de quan es va comprar fa 4
anys.
El cost de l’ordinador de taula, el composen molts components diferents, donat que
esta` fet per peces. E´s innecessari especificar cadascuna d’ells en detall i indicar el
preu i la web de cadascun d’aquests productes. A me´s, de nou, l’ordinador ja te´ 7
anys i tots els components o be´ tenen preus me´s baixos, o be´ ni tan sols estan a la
venta.
7.7.0.3 Pressupost del software
A continuacio´ es descriura` el cost de cada pec¸a de software o eines utilitzades en
aquest projecte, aix´ı com les llice`ncies dels mateixos.
Software/eines Preu Unitats Vida u´til Amortitzacio´ Comentaris
Linux (Ubuntu) 0e 1 —– 0e Sistema operatiu
QtCreator 0e 1 —– 0e IDE per programar
Kile 0e 1 —– 0e Per escriure Latex
Gimp 0e 1 —– 0e Per editar imatges
Blender 0e 1 —– 0e Per editar models 3D
Github 0e 1 —– 0e Per repositoris Git
git 0e 1 —– 0e Control de versions
g++, qmake, make 0e 1 —– 0e Per compilar c++
gdb, valgrind, bugle 0e 1 —– 0e Per fer debug
Total 0e 1 —– 0e —–
Com es pot veure, el cost del software e´s zero, donat que tots els programes i
serveis que utilitzem so´n gratu¨ıts. A me´s, totes les llibreries que s’utilitzen tambe´ so´n
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gratu¨ıtes.
Posar la font de la tarifa de cada element en aquest cas e´s inu´til i innecessari, donat
que ni tan sols apareix a les seves webs donat que el preu de totes les peces de software
e´s zero.
7.7.0.4 Pressupost dels recursos humans
Donat que aquest projecte nome´s el portara` nome´s una persona, aquesta s’haura`
d’encarregar de tots els rols.
A continuacio´ es detallen els diferents costos per cadascun dels rols. Es podria dir
que aquests no so´n costos, sino´ el valor econo`mic de les hores invertides fent cada
tasca, donat que en realitat ningu´ cobrara`.
Rol Hores Preu Cost
Director 30 h 40e/h 1,200e
Programador (motor, UI, web) 90 h 15e/h 1,350e
Beta testers 50 h 10e/h 500e
Total 980 h 3,050e
Els sous s’han determinat mirant els sous reals actuals a Espanya, i tenint en
compte el caire de projecte i el temps que cada rol estaria treballant.
7.7.0.5 Despeses indirectes
Les despeses indirectes d’aquest projecte e´s l’electricitat consumida pels ordinadors
utilitzats.
El nu´mero d’hores que es considerara` que s’han usat els ordinadors sera` 980 hores, tal
i com es va calcular a la planificacio´ temporal. El porta`til en qu¨estio´ te´ una pote`ncia
de 65W.
Producte Preu Quantitat Cost
Electricitat 0.14e/kWh 63.7kWh 9e
Total 0e 9e
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7.7.0.6 Pressupost total
Finalment, es presenta la taula amb el pressupost total del projecte.
Concepte Cost Amortitzacio´
Hardware 1,750e 110e
Software 0e 0e
Recursos humans 3,050e 3050e
Despeses indirectes 9e 9e
Total 4,809e 3169e
7.7.0.7 Viabilitat econo`mica
Com veiem, el cost del projecte no e´s molt elevat per 4 mesos de treball. En total,
sortiria cada mes a uns 800e. Per tant, la inversio´ inicial e´s viable.
A me´s a me´s, aquesta inversio´ inicial es podria recuperar me´s endavant mitjanc¸ant
les donacions dels usuaris del motor.
7.7.0.8 Relacio´ del pressupost amb el diagrama de Gantt
Cal relacionar expl´ıcitament els pressuposts donats amb el diagrama de Gantt. Per
cada una de les tres grans fases del projecte, es determinara` els pressupostos lligats
amb ells:
• Desenvolupament motor:
– Hardware: s’utilitzaran els dos ordinadors.
– Software: s’utilitzaran tots els programes pressupostats a software.
– Recursos Humans: s’haura` de pagar als rols de Director, Programador
de motor, i Beta-testers.
– Despeses indirectes: perque` es consumira` electricitat.
• Desenvolupament editor:
– Hardware: s’utilitzaran els dos ordinadors.
– Software: s’utilitzaran tots els programes pressupostats a software.
– Recursos Humans: s’haura` de pagar als rols de Director, Programador
de UI, i Beta-testers.
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– Despeses indirectes: es consumira` electricitat, per tant esta` relacionat
amb les despeses indirectes.
• Desenvolupament web:
– Hardware: s’utilitzaran els dos ordinadors (possiblement aqu´ı nome´s el
porta`til).
– Software: no s’utilitzaran tots els programes, nome´s Git en aquest cas.
– Recursos Humans: s’haura` de pagar als rols de Director i Programador
web.
– Despeses indirectes: es consumira` electricitat.
7.7.0.9 Control de desviacions
Donat que les taules mostrades a les seccions anteriors so´n una previsio´, poden sorgir
possibles imprevistos, aix´ı que caldria considerar una quantitat lleugerament superior
al pressupost previst.
Quan el projecte estigui acabat, es sabran els costos reals dels pressupostos que s’han
estimat. Quan arribi aquest moment, s’aplicaran les segu¨ents fo`rmules per poder
analitzar les diferents desviacions que hi ha hagut:
• Desviacio´ de ma` d’obra/hardware/despeses indirectes en preu:
(costEstimat− costReal) · consumHoresReal(en cost per tarifa)
• Desviacio´ de ma` d’obra/hardware/despeses indirectes en consum:
(consumHoresEstimat− costHoresReal) · costEstimat(en eficie`ncia)
• Desviacio´ total en ma` d’obra/hardware/despeses indirectes:
(costTotalEstimat− costTotalReal)
• Desviacio´ total en ma` d’obra/hardware/despeses indirectes:
(costTotalEstimat− costTotalReal)
• Desviacio´ total en costs fixos:
(costTotalEstimat− costTotalReal)
On el cost estimat per cadascun dels ı´tems (ma` d’obra, hardware i despeses indi-
rectes), e´s el especificat a les seccions anteriors de pressupostos estimats, i el cost real
e´s el cost registrat una vegada finalitzem el projecte.
Degut a aquestes possibles desviacions, cal establir un pla d’accio´ per ajustar-se el
millor possible al pressupost estimat en cadascun dels casos. Entre les possibles
desviacions i els seus plans d’accio´ estan:
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• Espatllament del hardware: Caldria reparar-lo o comprar-ne de nou. Si el
component espatllat e´s molt car, i consequ¨entment desviaria molt el pressupost,
sempre es pot deixar d’utilitzar aquest ordinador i seguint utilitzant l’altre, ja
que hi haura` dos ordinadors disponibles. D’aquesta manera el projecte es podra`
ajustar al pressupost adientment.
• Mort o dimissio´ d’algun recurs huma`: Caldria buscar un altre candidat
pel rol necessitat, i aixo` costaria temps i diners. Tot i aix´ı, si es perd un progra-
mador, es podria pagar una mica me´s als altres dos rols de programador(Motor,
UI, Web) perque` es cobreixi la vacant.
• Canvi de llice`ncia d’algun software o llibreria: Caldria buscar una altra
llibreria i readaptar el codi perque` funcioni de nou. Si aquest canvi es desvia
molt del pressupost, es pot buscar una alternativa de llibreria lliure/gratis.
• Tasca que dura me´s del planejat: Si la desviacio´ de la planificacio´ temporal
e´s petita, simplement caldria retallar temps en altres tasques per arribar al
deadline. Tot i aix´ı, si la desviacio´ te´ una durada molt llarga, s’haura` de pagar
a un altre programador per poder arribar a la data acordada amb l’abast del
projecte especificat.
Altres retalls per ajustar-se en cas d’emerge`ncia serien:
• Com que en aquest cas, el programador e´s el director, els costos del segon es
podrien ignorar.
• Els beta testers es poden aconseguir de manera gratu¨ıta, per exemple demanant-
li a amics i familiars.
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7.7.1 Sostenibilitat
7.7.1.1 Dimensio´ social
7.7.1.1.1 Sectors perjudicats
Els sectors perjudicats so´n els miners de pa¨ısos o continents subdesenvolupats. La
produccio´ massiva de bateries i components electro`nics te´ una part que tothom ignora
pero` que hi e´s present, i e´s la explotacio´ d’esclaus i miners a pa¨ısos com per exemple
el Congo. En aquest projecte, s’utilitza un porta`til amb una bateria de liti, per la
que cal cobalt, i se sap que l’origen de la major part d’aquest e´s e`ticament discutible.
7.7.1.1.2 Sectors beneficiats
Els sectors beneficiats amb aquest projecte so´n:
• Desenvolupadors: Poden utilitzar el motor per programar videojocs o construir-
ne un de me´s complex a sobre.
• Estudiants: Donat que e´s un projecte open-source, el codi esta` pu´blic i conte´
implementacions d’algorismes, estructures de dades o sistemes que els estudiants
poden usar per aprendre.
• Jugadors: Evidentment, el motor de videojocs servira` per fer jocs pel pu´blic
interessat. Per tant, els jugadors so´n els beneficiats i, en definitiva, la motivacio´
principal d’aquest projecte. Amb els jocs creats amb el motor podran passar-
s’ho be´ o fins i tot aprendre si el joc e´s dida`ctic.
A me´s, actualment a Espanya el desenvolupament de videojocs gratis per Linux no
esta` gaire actiu. Gra`cies al meu projecte aquest camp podria reactivar-se.
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7.7.1.2 Dimensio´ ambiental
L’impacte mediambiental que te´ aquest projecte es podria dividir en dos ı´tems.
Per una part, tenim el relacionat amb l’u´s de l’electricitat del porta`til. La petjada
mediambiental d’obtenir l’electricitat per desenvolupar aquest projecte e´s evident.
Aquest esta` analitzat a l’apartat de despeses indirectes de la gestio´ econo`mica.
A me´s, tambe´ es consumira` electricitat de manera indirecta quan els jugadors juguin
als videojocs creats amb el meu motor.
Per altra banda, la fabricacio´ del hardware tambe´ porta una petjada ecolo`gica
molt gran. La produccio´ massiva d’ordinadors comporta una explotacio´ del medi per
obtenir els materials necessaris, com per exemple minerals.
A me´s a me´s, els porta`tils utilitzen bateries de liti, que per fabricar-les cal explotar
encara me´s els recursos proporcionats pel nostre planeta...
7.7.1.3 Matriu de sostenibilitat
A continuacio´ es mostra la matriu de sostenibilitat, que deixa veure la petjada del
projecte en les dimensions econo`miques, socials i ambientals:
PPP Vida u´til Riscos
Ambiental 5 15 -5
Econo`mic 9 17 -5
Social 8 10 -2
Rang sostenibilitat 22 32 -12
Rang total 42
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