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 Abstrakt 
 
 
Tato bakalářská práce se zabývá úpravou části veřejně dostupné kryptografické knihovny 
LibTomCrypt takovým způsobem, aby byla použitelná na embedded platformě Rabbit 3000. 
Na tuto platformu byly úspěšně přenesené hašovací funkce MD5, SHA-1 a RIPEMD-128, 
šifra Blowfish a operační mód šifer CBC. U uvedených algoritmů se za pomocí měření doby 
výpočtu analyzuje jejich výpočetní náročnost, hlavně v závislosti na délce vstupních dat.  
U jmenovaných šifer byla zjištena nelineární závislost doby výpočtu na délce vstupních dat, 
jejichž grafem je schodovitá funkce. Závislost na hodnotě vstupních dat se nepotvrdila. 
Měřením u šifry Blowfish použité v operačním módu CBC bylo zjištěno, že inicializace šifry 
je časově náročná (na použitém hardware trvala téměř jednu sekundu) a že je nezávislá na 
délce klíče a délce vstupních dat. Samotné šifrování a dešifrování vykazuje lineární závislost 
na délce vstupu. 
V rámci práce byla taktéž ověřena funkčnost SSL/TLS knihovny od výrobce procesoru Rabbit 
vytvořením HTTPS serveru a ověřením zabezpečeného spojení s prohlížečem. Knihovna 
fungovala podle návodu bez závažných nedostatků.  
 
Klíčová slova: kryptografie, embedded platforma, výpočtová náročnost, kryptografická 
knihovna, MD5, SHA-1, RIPEMD-128, Blowfish, CBC operační mód šifry, Rabbit 3000, 
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Abstract 
 
 
This bachelor thesis deals with adjusting parts of the public domain cryptographic library 
LibTomCrypt so that it can be used on an embedded platform Rabbit 3000. The hash 
functions MD5, SHA-1 and RIPEMD-128, the Blowfish cipher and CBC block cipher mode 
have been successfully ported to this platform. These algorithms have been analysed by 
measuring of the exectution time for the computational power requirements, especially with 
regard to the length of the input data. 
The abovementioned hash functions showed non-linear relationship between the execution 
time and the length of input, the graph of which is like that of a step function. The non-
existence of the relationship to the data values was confirmed. 
The measurements with Blowfish cipher in CBC block cipher mode showed that inicialization 
of cipher is time consuming (it lasted almost one second on the hardware used) and that it 
does not depend on the keysize or length of input. The encryption and decryption itself 
showed a linear relationship to input data length. 
In the scope of this thesis there was also verification of correct function of SSL/TLS library 
from the producer of Rabbit microprocessor by creating a HTTPS server and verifying that 
secure connection with the web browser has been established. The library worked correctly 
according to manual without any significant problems. 
 
Keywords: cryptography, embedded platform, computational power requirements, 
cryptographic library, MD5, SHA-1, RIPEMD-128, Blowfish, CBC block cipher mode, 
Rabbit 3000, SSL/TLS 
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1. ÚVOD 
Cieľom tejto práce je analýza použitia kryptografie na embedded platforme. 
V praxi to znamená skúmanie problémov prípadne zvláštností, ktoré vyplývajú 
z toho, že kryptografické funkcie potrebujeme aplikovať na mikroprocesor alebo 
mikrokontrolér zabudovaný do nejakého konkrétneho zariadenia. Najprv by sme si 
ale mali ujasniť význam kryptografie. 
Kryptografia má za cieľ zaistiť bezpečnosť komunikácie a dát a súkromie 
užívateľov. [1] O dôležitosti týchto úloh asi nikto nemôže pochybovať. Ten, kto už 
v živote použil nejakú formu elektronickej komunikácie (instantné správy, email, 
atď.) už zažil alebo si vie predstaviť, aké nepríjemnosti spôsobí len strata nejakej 
správy bez toho, aby o tom jedna strana vedela. Pritom pri používaní informačných 
kanálov môže dôjsť aj k zámernému pozmeneniu správy treťou stranou, prípadne 
podvrhnutiu falošnej správy. Takisto fakt, že by niekto nepovolaný mohol mať 
prístup k citlivým dátam prenášaným elektronicky alebo mohol napríklad pri použití 
internetbankingu „ukradnúť“ identitu majiteľa účtu a iniciovať platobné operácie 
v jeho mene je pre praktické použitie mnohých systémov úplne neprijateľný. Ale 
prečo by sme mali používať kryptografiu na embedded platformách?  
Aj keď sa na prvý pohľad môže zdať, že používať kryptografiu na 
mikroprocesoroch vstavaných do zariadení nemá praktický význam, opak je pravdou. 
Moderné zabudované mikroprocesory a mikrokontroléry majú často možnosť 
pripojenia pomocou rôznych sietí k ostatným zariadeniam, či dokonca internetu.  
V riadiacich aplikáciách môžu mikroprocesory komunikovať s ostatnými 
súčasťami systému a zasielať im príkazy či dôležité dáta. Pomocou vzdialenej správy 
sú užívatelia systémov schopní sledovať stav procesov a takisto ovládať niektoré 
procesy. Pri zneužití týchto možností treťou stranou by mohlo veľmi ľahko prísť ku 
vzniku obrovských škôd na zariadení, prípadných výrobkoch alebo utajení dát. To 
všetko hrozí, ak komunikácia a dáta jednotlivých embedded zariadení nebudú 
chránené. A kryptografia ponúka nástroje určené presne na tieto úlohy. 
V rámci tejto práce by na platformu Rabbit 3000 mali byť prenesené 4 
kryptografické funkcie. Z nich sú dve blokové šifry (XTEA a AES-128) a zvyšné 
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dve hašovacie funkcie (MD5 a SHA). Vzhľadom na určité obmedzenia embedded 
platformy je možné, že niektorý z uvedených algoritmov nebude jednoducho 
prenositeľný. V tom prípade bude zvolená porovnateľná náhradná kryptografická 
funkcia.  
Ako základný zdroj uvedených algoritmov bude použitá kryptografická 
knižnica LibTomCrypt s voľne šíriteľnými zdrojovými textami, ktorá v sebe 
obsahuje všetky algoritmy požadované zadaním. 
Za podobu vhodnú pre použitie v aplikáciách bude považovaná možnosť 
spracovať zadávané údaje formou bežnou v originálnej knižnici. Keďže na embedded 
platforme nie je bežná existencia nejakého súborového systému, implementácia 
dodatočných funkcií na šifrovanie alebo hašovanie súborov nebude potrebná. 
Ak bude spôsob použitia prenesených častí knižnice odlišný od originálnej 
implementácie zdrojových textov, budú tieto rozdiely zdokumentované v návode na 
použitie, ktorý by sa mal stať súčasťou upravenej knižnice. 
Úsilie bude venované aj overeniu použiteľnosti SSL/TLS knižnice dodávanej 
samotným výrobcom procesorov. Pri overovaní sa pokúsim spustiť zabezpečený 
webový server podľa návodu ku tejto knižnici. Ako indikátor správnej funkčnosti 
bude považovaný stav, kedy webové prehliadače budú indikovať šifrované pripojenie 
ku vytvorenému serveru. Prípadné obmedzenia knižnice zistené v priebehu 
overovania funkčnosti budú zdokumentované. 
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2. ZÁKLADNÉ POJMY 
• Kryptografia  
- veda zaoberajúca sa prevedením zrozumiteľnej správy do 
nezrozumiteľnej podoby a späť (šifrovanie a dešifrovanie textu). [3] 
- disciplína, ktorá sa zaoberá princípmi, spôsobmi a metódami 
transformácie dát s cieľom skryť ich sémantický obsah, zabrániť ich 
neoprávnenému použitiu alebo zabrániť ich neodhalenej zmene [4] 
• Šifrovanie (encryption) - proces, pri ktorom prevedieme podľa určených pravidiel 
originálny (otvorený) text (plaintext) na šifrovaný text  (cipher text) [3] 
• Embedded platforma – „zapustený, včlenený systém“ [14]; v tomto prípade 
procesory určené pre vstavané aplikácie 
• Dešifrovanie (decryption) – inverzný proces k šifrovaniu [3] 
• Bloková šifra – kryptografická funkcia, ktorá zašifruje blok vstupných dát 
(presne stanovený počet bitov vstupných dát) pomocou kľúča a s nemennou 
transformáciou. U blokovej šifry musí byť dĺžka vstupného bloku dát rovnaká ako 
dĺžka výstupného bloku dát. [4] Na šifrovanie dlhších správ sa správa 
algoritmicky upravuje. [5] 
• Operačný mód blokovej šifry – spôsob použitia blokovej šifry na šifrovanie dát 
všobecnej dĺžky. Operačné módy napríklad definujú spôsob rozdelenia dlhých 
správ na bloky vhodnej dĺžky pre blokové šifry, úpravu posledného bloku na 
správnu dĺžku a spôsob šifrovania jednotlivých blokov tak, aby bola zašifrovaná 
správa kryptograficky bezpečná. 
• Vypĺňanie (padding) – doplnenie originálnej správy na dĺžku rovnú násobku 
bloku tak, aby bol proces vratný a bolo možné zistiť originálnu správu 
• Kľúč – hodnota, ktorá sa používa na riadenie šifrovacích operácii, ako napríklad 
šifrovanie, dešifrovanie, generovanie podpisu, verifikácia podpisu; môže byť 
rozdielny pre šifrovanie a dešifrovanie [3] 
• Hašovacia funkcia - funkcia, ktorá vyrobí vzorku (haš) akéhokoľvek textu [3] 
• Haš  - vzorka (hash, fingerprint, digitálny odtlačok) pevnej dĺžky, závislý na 
všetkých bitoch pôvodného textu [3] 
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• Kryptografická hašovacia funkcia – „v kryptografii hašovacia funkcia s istými 
ďalšími bezpečnostnými vlastnosťami“ (napríklad jednosmernosť, bezkolíznosť, 
atď), „ktoré ju robia vhodnou na použitie v rozličných aplikáciách informačnej 
bezpečnosti, akými sú napr. autentifikácia či integrita správ“. [2] 
• Testovací vektor – vstupné dáta pre rôzne kryptografické funkcie a k nim 
prislúchajúci známy správny výstup, používané na otestovanie správnej 
implementácie a funkcie kryptografických funkcií 
• Kryptografia s verejným kľúčom (Public Key Cryptography) – tiež nazývaná 
asymetrická. Používa páry kľúčov – verejný a matematicky príbuzný súkromný 
kľúč (private key). Z verejného kľúča nie je uskutočniteľné odvodenie 
súkromného kľúča. Privátny kľúč sa utajuje, kým verejný sa môže zdieľať. Správa 
zašifrovaná verejným kľúčom sa dá dešifrovať len so súkromným kľúčom. Správa 
sa môže digitálne podpísať pomocou súkromného kľúča a každý si môže podpis 
overiť pomocou verejného kľúča [4]. 
• SSL (Secure Sockets Layer) – bezpečnostný protokol používaný na zabezpečenie 
internetových transakcií. SSL mení TCP na bezpečný komunikačný kanál bez 
nutnosti výmeny kľúčov obomi komunikujúcimi stranami. Ciele SSL: zabezpečiť 
autentifikáciu, utajenie a integritu prenášaných dát [25]. SSL používa verejný 
kľúč na šifrovanie dát prenášaných SSL pripojením. Väčšina webových 
prehliadačov podporuje SSL a veľa webových stránok používa protokol na 
získavanie dôverných informácii ako napríklad čísla kreditných kariet. Podľa 
konvencie URL ktoré vyžadujú SSL spojenie začínajú „https:“ namiesto „http:“ 
[4].  
• TLS (Transport Layer Security) – Internetový štandard založený na SSL verzií 
3.0. Medzi SSL a TLS existujú len veľmi malé rozdiely [4].  
• Certifikačná autorita (Certification Authority, CA) – Dôveryhodná entita, ktorá 
vydáva a ruší certifikáty s verejným kľúčom (public key certificates) [4]. 
• Certifikát s verejným kľúčom (public key certificate) – Digitálny dokument 
vydaný a podpísaný privátnym kľúčom CA, ktorý viaže meno predplatiteľa ku 
verejnému kľúču. Certifikát indikuje, že predplatiteľ na certifikáte má výhradnú 
kontrolu a prístup ku privátnemu kľúču [4]. 
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3. POUŽITÁ PLATFORMA 
Na analýzu základných kryptografických funkcií bol po dohode s vedúcim 
bakalárskej práce z možných embedded platforiem vybratý procesor rady Rabbit 
3000 od výrobcu Rabbit Semiconductor.  
Rabbit 3000 je rada výkonných 8-bitových procesorov určených pre vstavané 
riadenie, komunikáciu a ethernetovú pripojiteľnosť. Tieto procesory môžu byť 
taktované až do 55,5 MHz, majú nízku elektromagnetickú interferenciu, hardvérovú 
a softvérovú podporu TCP/IP a množstvo výstupov. [6] 
Výhodou tohto procesora oproti ostatným platformám bola dostupnosť a 
možnosť zapožičania procesora tejto rady a jemu príslušný vývojový kit na fakulte. 
Toto mi umožnilo vyhnúť sa čakaniu na dodávku procesora, ktorý by sa musel 
objednať v prípade, že by bola zvolená iná embedded platforma. Okrem toho sú 
k tomuto procesoru dostupné implementácie niektorých kryptografických algoritmov 
priamo od výrobcu, ktoré by mohli byť porovnané s knižnicou LibTomCrypt, čo sa 
týka rýchlosti algoritmov.  
Pretože použitá kryptografická knižnica je napísaná v jazyku ANSI C, 
nevýhodou použitia procesorov Rabbit je, že sa programujú v prostredí Dynamic C 
na rozdiel od iných platforiem, ktorých kompilátory sú väčšinou schopné spracovať 
kód v štandardnom ANSI C. Prostredie Dynamic C je detailne popísané v kap. 3.2.  
3.1 POUŽITÝ HARDVÉR 
Všetky upravené zdrojové texty boli spúšťané, testované a analyzované 
z hľadiska výpočtovej náročnosti na jednodoskovom počítači BL2600. Tento počítač 
je postavený na module s procesorom RCM 3200, ktorý je taktovaný na 44,2 MHz. 
Počítač obsahuje 512 KB flash pamäte, 512 KB SRAM pamäte určenej pre 
program a 256 KB dátovej SRAM pamäte, ethernetový konektor, 36 digitálnych 
vstupov a výstupov, osem 11-bitových A/D a štyri 12-bitové D/A prevodníky. [7] 
Počítač BL2600 sa programuje pomocou programovacieho kábla 
spojeného rozhraním RS232 s PC, na ktorom musí byť nainštalované integrované 
vývojové prostredie Dynamic C, ktoré odošle pripravený kód do mikroprocesora.  
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3.2 VÝVOJOVÉ PROSTREDIE DYNAMIC C 
Dynamic C je integrované vývojové prostredie, ktoré v sebe zahŕňa 
kompilátor, editor, modul pre nahrávanie softvéru na cieľový hardvér a ladiaci 
program vyvinutý špecificky pre systémy založené na procesore Rabbit. 
Dynamic C je aj názov pre jazyk, ktorým sa tieto procesory programujú. Je 
založený na ANSI C, oproti ktorému sa ale v niektorých detailoch líši. Zmeny 
smerovali k zlepšeniam týkajúcich sa embedded aplikácií, multitaskingu a správy 
pamäte špecificky na procesoroch Rabbit. 
 
3.2.1 Zvláštnosti jazyka Dynamic C oproti ansi C 
Hlavné rozdiely medzi Dynamic C a ANSI C: 
- V Dynamic C nie je možnosť inicializovať premennú už pri deklarácii 
- Potreba použiť kľúčové slovo const pri deklarovaní premenných, ktoré sa 
nebudú meniť počas behu programu 
- Nepoužívanie argumentov pri deklarovaní ukazovateľov na funkcie 
- Nemožnosť použiť bitové polia 
- Nemožnosť kompilovať rôzne časti kódu samostatne 
- Rozdielny systém knižníc a vkladania zdrojových súborov 
 
Keďže jednou z hlavných úloh tohto projektu je upraviť zdrojové kódy 
kryptografickej knižnice tak, aby boli použiteľné na embedded platforme, bližšie 
opíšeme špecifikácie knižníc v Dynamic C.  
Namiesto direktívy #include používanej v ANSI C sa v Dynamic C používa 
direktíva #use. Okrem toho sa knižničné súbory delia, alebo môžu deliť, na moduly, 
ktoré musia obsahovať špeciálne hlavičky. V hlavičke musia byť uvedené prototypy 
všetkých funkcií a premenných, ktoré majú byť použité mimo knižnice. Je to tak, 
pretože prekladač najprv prehľadáva iba tieto hlavičky modulov a kompiluje modul 
iba v prípade, že sa v ňom nachádza premenná alebo funkcia volaná z kódu, ktorý 
použil direktívu #use. Tento proces umožňuje zmenšiť veľkosť kódu výslednej 
aplikácie nepoužitím nepotrebných modulov. 
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4. KNIŽNICA LIBTOMCRYPT 
Autor tejto knižnice [10], kanadský občan Tom St Denis, túto knižnicu 
popísal slovami: „LibTomCrypt is a public domain open source cryptographic toolkit 
written in portable C. The library supports a variety of cryptographic primitives 
including ciphers, hashes, random number generators, authentication schemes, and 
public key algorithms.“ [11] Voľne preložené: LibTomCrypt je verejný 
kryptografický nástroj s voľne šíriteľnými zdrojovými textami napísaný 
v prenositeľnom C. Knižnica podporuje rôzne základné kryptografické funkcie ako 
sú šifry, haše, generátory náhodných čísel, autentifikačné schémy a algoritmy 
s verejnými kľúčmi. 
LibTomCrypt je naozaj komplexná, pretože obsahuje veľké množstvo 
kryptografických funkcií a je napísaná tak, aby bola funkčná a podľa možností rýchla 
na rôznych platformách. Autor to dosiahol použitím veľkého množstva makier na 
aktiváciu/deaktiváciu rôznych verzií kódu, prípadne rôznych funkcií podľa toho, na 
akej platforme bude knižnica použitá a ktoré funkcie chce užívateľ použiť. Tento 
postup sa napríklad využíva v súbore tomcrypt_macros.h, kde sa podľa toho, či sú 
definované makrá ENDIAN_NEUTRAL, ENDIAN_LITTLE, alebo ENDIAN_BIG, 
aktivujú rôzne tvary makier pracujúcich s pamäťou. Napríklad pri použití hašovacích 
funkcií podľa toho, či užívateľ nastavil jedno alebo viac makier s menami hašovacích 
funkcií sa tieto v kóde aktivujú a budú preložené. 
Úprava knižnice do prostredia Dynamic C spočívala hlavne: 
- v použití len potrebných častí zdrojového kódu knižnice a jeho úprave 
tak, aby spôsobené zmeny neprodukovali chyby pri kompilácií 
- vo vytvorení popisov funkcií (Function Description headers) pre 
vstavanú nápovedu v prostredí Dynamic C, ktorá sa dá vyvolať 
klávesovou skratkou pomocou klávesovej skratky Ctrl+h 
- v úprave knižnice do tvaru používaného v Dynamic C – rozdelenie 
zdrojových súborov na moduly, vytvorenie hlavičiek modulov, zmena 
volacích direktív #include na #use,  
- úprava ukazovateľov na funkcie použitých v „cipher descriptors“ 
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4.1 NÁVOD NA POUŽITIE PRENESENÝCH ČASTÍ KNIŽNICE 
Keďže pri prenose zdrojových textov na platformu Rabbit došlo k redukcii 
funkčnosti oproti originálnej knižnici a zmene použitia niektorých častí knižnice, boli 
tieto zmeny zdokumentované a priložené ku zdrojovým textom upravenej knižnice.  
Z dôvodu minimálnych úprav aplikačného rozhrania a ľahšieho porovnania 
s možnosťami pôvodnej verzie knižnice dokument špecifikuje len zmeny oproti 
pôvodnému návodu LibTomCrypt Developer Manual.  
Pri tvorbe návodu bol ako jazyk dokumentu zvolený anglický jazyk. 
Dôvodom bol fakt, že všetky zdrojové texty ako aj originálny návod ku knižnici LTC 
sú v anglickom jazyku. Okrem toho je veľmi pravdepodobné, že prípadný softvérový 
vývojár používajúci prenesenú knižnicu bude rozumieť angličtine. Preto aby nebolo 
jej využitie obmedzené len pre ľudí znalých slovenského jazyka, bola zvolená 
uvedená varianta. 
Originálny návod aj s návodom pre prenesenú verziu knižnice sú uložené 
v súboroch crypt.pdf a crypt_Rabbit.pdf v adresári LTCrabbit/doc/ so zdrojovými 
textami knižnice (v prílohe na nosiči CD-ROM). Návod pre knižnicu pre platformu 
Rabbit je možné nájsť aj v Prílohe 2 tejto práce. 
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5. METÓDA MERANIA VÝPOČTOVEJ 
NÁROČNOSTI 
Na meranie výpočtovej náročnosti algoritmov je možné použiť viacero 
metód. Jednou z nich je meranie počtu taktov procesora, ktoré prešli počas behu 
programu. No procesory Rabbit okrem toho umožňujú veľmi jednoduché meranie 
času behu programu. 
Na tieto účely sú v prostredí Dynamic C definované globálne premenné 
SEC_TIMER, MS_TIMER a TICK_TIMER.Tieto premenné sú typu shared unsigned 
long a sú aktualizované pomocou periodického prerušenia každú sekundu, 
milisekundu respektíve 1024 krát za sekundu (čo je frekvencia pravidelného 
prerušenia). 
V meraniach na účely tejto bakalárskej práce bola použitá premenná 
MS_TIMER. Základný princíp spočíva v tom, že na začiatku merania dĺžky 
časového intervalu je aktuálna hodnota tejto premennej uložená do pomocnej 
premennej a na konci je od aktuálneho času táto hodnota odpočítaná, čím získame 
dĺžku časového intervalu v milisekundách. 
Táto metóda merania bola zvolená z dôvodu jednoduchosti a väčšej 
výpovednej hodnoty výsledku merania v dĺžke skutočného časového intervalu 
potrebného na výpočet algoritmu. Mala by byť výhodnejšia ako meranie počtu 
taktov, pretože údaj v tomto formáte je názornejší ako prepočet použitím počtu 
taktov a frekvencie, na ktorej pracuje procesor (v tomto prípade 44,2 MHz). 
Keďže milisekunda je na účely týchto meraní ešte relatívne veľká jednotka, 
na zvýšenie presnosti bol každý meraný algoritmus spustený tisíckrát v cykle 
a výsledná hodnota bola vydelená počtom prechodov cyklom (teda tisíckrát). Týmto 
bolo možné zvýšiť presnosť merania, ale vyžadovalo si to jednu úpravu. Aby 
potrebná réžia na prechod cyklom neovplyvnila výsledky meraní, na začiatku 
merania najprv zistíme dĺžku tisícnásobného prechodu prázdnym cyklom a túto 
hodnotu odpočítame od výsledku každého merania. Tento údaj ukladáme do 
premennej s názvom emptyloop v každom súbore, kde sa prevádza meranie (ich 
názvy začínajú reťazcom time_).  
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Hodnota premennej emptyloop počas meraní dosahovala buď jednej alebo 
dvoch mikrosekúnd. Pri pokuse o spresnenie tejto hodnoty som narazil na problém 
s tým, že premenná MS_TIMER je definovaná ako celočíselný typ (unsigned long). 
Z tohto dôvodu nebolo možné zvýšiť presnosť zvýšením počtu prechodov cyklom 
napríklad ešte tisícnásobne, lebo túto hodnotu nie je možné deliť a musel by byť 
zvýšený počet prechodov aj vo všetkých ďalších meraniach. No v konečnom 
dôsledku je presnosť vyhodnotenia plne postačujúca. Pre zaistenie presnosti bolo ešte 
nutné spraviť jeden krok. 
Vo funkciách, ktoré vykonávajú samotné meranie bolo nutné zabezpečiť, aby 
nebol použitý ladiaci režim. Vývojové prostredie Dynamic C totiž pri ladení 
programu komunikuje s procesorom, aby mohlo zobraziť aktuálny stav procesu 
a napríklad pozastaviť program pri použití nástroja s názvom breakpoint. Tento 
proces vytvára dodatočné nároky na procesor a preto ho bolo nutné vypnúť použitím 
kľúčového slova nodebug pri deklarácii funkcie. Keďže nameraná hodnota času 
výpočtu prázdneho cyklu pomocou premennej emptyloop pri rôznych kompiláciách 
oscilovala medzi dvomi hodnotami, bolo treba overiť, či sa výsledky nemenia 
s rôznymi kompiláciami. 
 Meraním sa zistilo, že náhodný vplyv konkrétnej kompilácie je 
zanedbateľný. Mohlo byť možné, že pri kompilácii trochu pozmeneného kódu by 
niektoré časti kódu mohli byť umiestnené na iných miestach vo fyzickej pamäti, čo 
by mohlo mať vplyv na rýchlosť výpočtu. To by vysvetľovalo rozdielne hodnoty 
namerané  pomocou premennej emptyloop. Preto bol pri meraní prvej funkcie (čo 
bolo meranie rýchlostí výpočtu funkcie MD5) zdrojový kód skompilovaný a  
hodnoty namerané až štyrikrát. Výsledky meraní je možné nájsť v Prílohe 1, kde je 
poradie kompilácie a merania indikované pomocou hodnoty v stĺpci Beh. č. No pre 
všetky namerané hodnoty boli rozdiely medzi rôznymi behmi maximálne 2 
mikrosekundy, čo je zanedbateľná hodnota v porovnaní s tým, že čas výpočtu 
algorimov sa pohybuje na úrovni milisekúnd. Preto pri ďalších meraniach bol pre 
zjednodušenie spracovania nameraných dát použitý iba jeden beh meracieho 
programu. 
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Pre kompletnosť je ešte nutné uviesť nastavenia prekladača, ktoré boli 
použité pri kompilovaní zdrojových textov merajúcich výpočtovú náročnosť. Tieto 
sú zobrazené na Obr. 5.1. 
 
 
Obr. 5.1: Použité nastavenia kompilátora 
 
Najväčší vplyv na namerané hodnoty by malo mať nastavenie optimalizácie. 
Počas všetkých meraní uvedených v tejto práci bolo nastavenie optimalizácie 
prekladu zamerané na rýchlosť a nie na veľkosť kódu. 
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6. SPRACOVANIE HAŠOVACÍCH FUNKCIÍ 
6.1 HAŠOVACIA FUNKCIA SHA-256 
Po skopírovaní zdrojového textu tejto funkcie a jeho následnom upravení do 
kompilovateľného stavu, funkcia vracala hodnoty pre použité testovacie vektory. No 
tieto boli, bohužiaľ, nesprávne. 
Pre kontrolu, či chyba nevznikla už pri implementácii zdrojového kódu 
autorom knižnice som využil internú testovaciu funkciu sha256_test(). Rovnako aj 
táto funkcia hlásila chybný výsledok. 
Jednou z možností nájdenia a opravenia jednej, prípadne viacerých chýb 
v kóde pre túto funkciu, bolo spustiť kód v kompilátore pre PC. Rovnaké správanie 
by znamenalo, že už použitý zdrojový kód knižnice mohol byť chybný. Prípadne, že 
nastala rovnaká chyba v prenose zdrojových textov do prostredia Dynamic C ako pri 
úprave kódu do spustiteľného stavu na kompilátore pre PC. 
Zdrojové kódy funkcie SHA-256 ako aj ďalšie potrebné časti knižnice som sa 
pokúsil skompilovať v prostredí Visual C++ 2008 Express Edition. Žiaľ tento proces 
nebol oveľa jednoduchší ako v prostredí Dynamic C, pretože bolo treba v kóde 
spraviť niekoľko zmien. Tieto zmeny spočívali v zmene volania niektorých súborov 
knižnice, keď neboli zahrnuté automaticky, a v definovaní niekoľkých makier, ktoré 
vykonávali potrebné nastavenia knižnice. 
Po spustení funkcie v prostredí Visual C++ s rovnakými testovacími vektormi 
ako na procesore Rabbit 3000 boli vrátené výsledky správne. Takisto interná funkcia 
sha256_test() hlásila správny výsledok pre svoje testovacie vektory. Z tohto dôvodu 
je jasné, že pôvodný zdrojový text knižnice je správny a funkčný. 
V ďalšom postupe som porovnával výstupy funkcií zároveň v oboch 
prostrediach, aby som lokalizoval časť kódu, kde vzniká chyba. Toto bol veľmi 
zdĺhavý proces, pretože prostredie Dynamic C umožňuje v ladiacom režime 
zobrazenie maximálne desiatich premenných. Tieto je navyše nutné pracne zadávať a 
vymazávať zo zoznamu sledovaných premenných po jednej. Okrem toho pri skoku 
programu do funkcie sa zmení menný priestor a prostredie nie je schopné zobraziť 
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hodnotu premenných ani z nadradeného priestoru. Preto bolo pre sledovanie 
premenných vo vnútri volanej funkcie nutné znovu zadať všetky premenné. 
Týmto postupom bola lokalizovaná funkcia, v ktorej chyba vzniká. Touto 
funkciou je sha256_compress() a je volaná ako funkciou sha256_process(), tak i 
sha256_done(). V mojom konkrétnom prípade bola chyba detekovateľná až na 
výstupe funkcie sha256_done(), keďže sha256_compress() sa vo funkcii 
sha256_process() nevolá vždy, ale iba pri učitej dĺžke vektoru vstupných dát. 
Konkrétnejšie miesto vzniku chyby nebolo možné v rozumnom čase zistiť, 
takže sa ani nepodarilo chybu odstrániť. Dôvodom je, že nebolo možné sledovať 
hodnotu premenných vo vnútri funkcie sha256_compress(). Prostredie Dynamic C 
z neznámych príčin hlásilo chybu s nesúvisiacim textom pri každom pokuse zadať 
sledovanú premennú (viď Obr. 6.1). Okrem toho táto funkcia používa veľký počet 
makier značnej zložitosti. Makrá nie je možné krokovať, takže aj prípadná možnosť 
sledovania premenných by nemusela viesť k úspechu. 
 
 
Obr. 6.1: Chybové hlásenie pri odlaďovaní funkcie SHA-256. 
 
S vedomím, že chyba v tejto funkcii mohla vzniknúť aj nechceným 
preklepom pri úprave kódu v prostredí Dynamic C som fungujúci kód funkcie ako aj 
všetkých používaných makier skopíroval a prilepil do kódu pre procesor Rabbit. No 
táto zmena zlepšenie výsledku nepriniesla. 
Z tohto dôvodu po vylúčení ďalších možných príčin predpokladám, že chyba 
mohla nastať rozdielnou interpretáciou nejakej časti zdrojového kódu funkcie 
sha256_compress() alebo použitých makier kompilátorom prostredia Dynamic C. 
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6.2 HAŠOVACIA FUNKCIA SHA-512 
Po získaní znalostí o spôsobe implementácie hašovacích funkcií v knižnici 
LibTomCrypt a počiatočnom neúspechu s funkciou SHA-256 som chcel sfunkčniť 
aspoň jej príbuznú SHA-512, ktorej výstupný haš má 512 bitov. Táto funkcia funguje 
principiálne rovnako, až na rozdielne dĺžky blokov dát, ktoré pri výpočte používa. Pri 
úprave kódu do formy vhodnej pre procesor Rabbit som narazil na závažnú 
prekážku. Implementácia tejto funkcie z knižnice LibTomCrypt používa 
nadefinovaný typ 64 bitovej premennej pod názvom ulong64. Premennú takejto 
dĺžky ale v prostredí Dynamic C nie je možné nadefinovať, pretože maximálna dĺžka 
dátového typu v tomto prostredí je 32 bitov (viď [8], str.17). 
Pri použití tejto funkcie s nesprávne definovaným typom ulong64, ktorý bol 
iba 32 bitov dlhý funkcia samozrejme nefungovala správne. Na výslednom haši 
z testovacieho vektora bol tento problém zjavný, pretože každá druhá štvorica čísel 
výstupného vektora v hexadecimálnom zápise bola nulová. 
Z dôvodu nesplnenia podmienky správnej funkcie týchto dvoch hašovacích 
funkcií nemalo zmysel analyzovať potrebný výpočtový výkon na vybranom 
procesore, pretože výsledky by s veľkou pravdepodobnosťou boli chybné. 
6.3 HAŠOVACIA FUNKCIA MD5 
Táto hašovacia funkcia bola po časovo náročnej úprave zdrojového kódu a 
následnom skompilovaní funkčná. Správnosť vypočítaných hašov bola overená 
pomocou internej testovacej funkcie. Táto obsahuje rovnaké testovacie vektory, aké 
sú definované vo verejnom dokumente RFC 1321 [12], ktorý sa venuje podrobnému 
popisu tejto funkcie. Správnosť výsledkov internej testovacej funkcie bola dodatočne 
overená porovnaním výstupu s týmito testovacími vektormi. 
Pred začiatkom skúmania vplyvu dĺžky vstupných vektorov na výpočtovú 
náročnosť bolo vhodné preskúmať, či aj vstupné dáta rôznych hodnôt nemajú 
zásadný vplyv na rýchlosť výpočtu tejto hašovacej funkcie. 
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6.3.1 Vplyv hodnôt vstupných dát na výpočtovú náročnosť funkcie 
Na potvrdenie alebo vyvrátenie existencie tohto vplyvu bolo nutné použiť 
väčší počet vstupných vektorov s rozdielnymi hodnotami. Keďže hlavným cieľom 
bolo overiť vplyv dĺžky vektorov na výpočtovú náročnosť funkcie, bolo nutné použiť 
rozdielne vstupné vektory pre každú zo skúmaných dĺžok testovacích vektorov. 
Aby popísané testovanie nebolo príliš časovo náročné, starostlivo som zvolil 
štyri testovacie vektory pre každú dĺžku vstupného vektora. Aby bol prípadný vplyv 
na výsledok čo najväčší, táto štvorica bola: 
• Znak „o“, pretože je to jeden z dvoch znakov typu char s najväčším počtom 
jednotiek v jeho binárnom zápise, ktorý je možno jednoducho a prehľadne zapísať 
v programovacom jazyku (nie je to tzv. whitespace, z angl. biely znak). Jeho 
binárna interpretácia je: 0110 1111 (Viď Ascii tabuľka [13]). Týmto by malo byť 
zaručené, že by sa prejavil prípadný vplyv väčšieho počtu jednotiek ako núl 
v binárnom zápise vstupného vektoru. 
• Znak „@“, pretože je to jeden z dvoch znakov typu char s najmenším počtom 
jednotiek v jeho binárnom zápise, a ktorý súčasne nie je bielym znakom. Jeho 
binárna interpretácia je: 0100 0000. Týmto by malo byť zaručené, že by sa 
prejavil prípadný vplyv menšieho počtu jednotiek ako núl v binárnom zápise 
vstupného vektoru. 
• Znak „7“, pretože je to jeden zo znakov typu char s rovnakým počtom jednotiek a 
núl v jeho binárnom zápise. Jeho binárna interpretácia sú striedajúce sa nuly a 
jednotky: 0101 0101. Vďaka tomu by tento znak mohol slúžiť ako stredná 
hodnota na porovnanie s vplyvom vstupných vektorov s prevahou jednotiek alebo 
núl. Výber práve tohto konkrétneho znaku bol náhodný, rovnako mohol byť 
vybraný iný znak s rovnakou vlastnosťou. 
• Postupnosť malých písmen abecedy bez diakritiky, prípadne číslic, alebo spojenie 
oboch, v poradí v akom sú zapísané v ASCII tabuľke. Toto riešenie bolo zvolené 
preto, aby bolo možné porovnať výsledky meraní pre ostatné vektory 
s náhodnejšími dátami. Takisto boli tieto vstupné vektory použité ako testovacie 
vektory v dokumente RFC 1321, čo nám umožňovalo dodatočnú priebežnú 
kontrolu správnosti výstupov funkcie. 
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Výsledky meraní je možné nájsť v Prílohe 1. Porovnaním hodnôt časových 
údajov pre jednotlivé dĺžky vstupných vektorov zistíme, že rozdiel medzi 
nameranými časmi pre rôzne vstupné vektory je v jednotkách mikrosekúnd. Táto 
hodnota je oproti hodnote samotného času výpočtu zanedbateľná, pretože je rádovo 
nižšia a dá sa teda považovať za odchýlku merania. Je teda zrejmé, že hodnota dát 
vstupných vektorov nemá vplyv na výpočtovú náročnosť algoritmu hašovacej 
funkcie MD5. 
Toto zistenie potvrdzuje teoretický predpoklad, ktorý vychádza zo znalostí 
implementácie algoritmu funkcie MD5. Výpočtová náročnosť bitových operácií 
používaných vo funkcii by nemala závisieť na tom, či je vstupom bitová jednotka 
alebo nula. Preto by hodnota vstupných dát nemala mať vplyv na rýchlosť výpočtu. 
 
6.3.2 Vplyv veľkosti vstupných dát na výpočtovú náročnosť funkcie 
Ako už bolo zmienené v kapitole 5, meranie výpočtovej náročnosti algoritmu 
sa realizuje pomocou času výpočtu algoritmu na procesore bežiacom na určitej 
frekvencii. Toto môže dávať lepšiu predstavu o predpokladanej dĺžke výpočtu 
určitého množstva dát, keď si pomocou známych časov trvania výpočtu algoritmu 
môžeme túto dobu vynásobiť s dĺžkou dát, ktorú budeme hašovať.  
V základnom meraní boli vyhodnocované výpočty pre vstupné dáta dĺžky 8, 
16, 32, 64, 128 a 256 byte. Dáta ktoré boli použité na túto analýzu pochádzajú 
z merania, ktorého výsledky sú v Prílohe 1. Keďže v predchádzajúcej kapitole bolo 
dokázané, že dĺžka výpočtu hašu pomocou MD5 nezávisí na hodnote vstupných dát, 
bol z tejto tauľky vybratý vždy iba jeden riadok so vstupným vektorom zloženým 
z viacerých rozdielnych hodnôt pre určitú dĺžku dát. Tieto hodnoty boli následne 
použité v Tab. 6.1. Hodnoty z tejto tabuľky boli použité v Obr. 6.2 a Obr. 6.3. 
Z grafu na Obr. 6.2 jasne vyplýva, že čas výpočtu oproti dĺžke vstupných dát 
nie je lineárny a to najmä v oblasti krátkych vstupných vektorov. Zaujímavosťou je, 
že krivka má dokonca lokálne minimum pri dĺžke vstupných dát približne 32 bajtov. 
Dôvodom je pravdepodobne nutnosť použiť vypĺňanie (padding), čiže doplnenie 
nejakých hodnôt v prípade, že vstupné dáta sú kratšie ako je dĺžka blokov dát, 
s ktorými funkcia pracuje. Funkcia MD5 má výstup dlhý 128 bitov (16 bajtov), ale 
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interne pracuje so stavovými premennými dlhými 64 bajtov. Preto sa kratšie vstupy 
musia vyplniť, čo si samozrejme vyžaduje dodatočný výpočtový výkon. 
 
Tab. 6.1: Namerané dĺžky výpočtu funkcie MD5 z knižnice LibTomCrypt 
Beh 
č. 
Dĺžka 
vstupného 
vektora [B] 
Čas 
výpočtu 
[µs] 
Priemerný čas zo 
štyroch behov [µs] 
Priemerný čas behov 
zaokrúhlený [µs] 
Merná dĺžka 
výpočtu [µs/B] 
1 8 6988 6988 6988 873,5 
1 16 6902 6902 6902 431,4 
1 32 6729 6729 6729 210,3 
1 64 13057 13057 13057 204,0 
1 128 19084 19084 19084 149,1 
1 256 31137 31137 31137 121,6 
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Obr. 6.2: Čas výpočtu hašu pomocou MD5 v závislosti na dĺžke vstupných dát 
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Obr. 6.3: Merná dĺžka výpočtu algoritmu MD5 v závislosti na dĺžke vst. dát 
Aby bol tento vplyv jasnejšie rozoznateľný, v ďalšom postupe som zvolil 
väčší počet rôznych dĺžok vstupných dát. Namerané výsledky sú v Tab. 6.2 
a následne spracované na Obr. 6.5 a Obr. 6.6. 
 
 
Obr. 6.4: Ukážka kódu zo súboru MD5.c 
Z grafov je už zreteľnejšie, že pre určité rozmedzia dĺžok vstupov zostáva čas 
výpočtu približne na rovnakej úrovni, dokonca mierne klesá. Následne pri určitej 
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dĺžke vstupu čas výpočtu skokovo vzrastie. Prvý skok je vďaka veľkému množstvu 
nameraných dát v tejto oblasti možné určiť pomerne presne – medzi 52 a 56 bajtami. 
Ďalej sa dĺžka výpočtu opäť pohybuje na jednej úrovni až po ďalší skok. Je možné 
predpokladať, že toto správanie sa bude periodicky opakovať. Pohľad do kódu 
funkcie MD5 na Obr. 6.4 vysvetľuje, prečo nastáva prvý skok práve na danej 
hodnote (z kódu je zrejmé, že táto hodnota je 56 bajtov).  
Práve pre dĺžky vstupov medzi 56timi a 64mi bajtami nastáva už spomenutý 
proces vypĺňania premenných (v tomto prípade nulami). 
 
Tab. 6.2: Namerané dĺžky výpočtu funkcie MD5 z knižnice LibTomCrypt 
Dĺžka vstupného 
vektoru [B] 
Čas výpočtu 
[µs] 
Merná dĺžka výpočtu 
[us/B] 
0 7025                                      
1 7059 7059,0 
2 7048 3524,0 
4 7027 1756,8 
8 6985 873,1 
14 6920 494,3 
16 6898 431,1 
20 6855 342,8 
26 6790 261,2 
30 6746 224,9 
32 6725 210,2 
36 6681 185,6 
40 6638 166,0 
44 6595 149,9 
48 6551 136,5 
52 6508 125,2 
56 13178 235,3 
60 13136 218,9 
62 13114 211,5 
64 13045 203,8 
68 13048 191,9 
72 13004 180,6 
78 12939 165,9 
80 12918 161,5 
102 12679 124,3 
128 19064 148,9 
154 18829 122,3 
180 18547 103,0 
256 31104 121,5 
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Obr. 6.5: Čas výpočtu hašu pomocou MD5 v závislosti na dĺžke vstupných dát 
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Obr. 6.6: Merná dĺžka výpočtu algoritmu MD5 v závislosti na dĺžke vst. dát 
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6.3.3 Porovnanie rýchlosti výpočtu algoritmu MD5 v porovnaní 
s optimalizovanou knižnicou pre Rabbit 3000 
Vývojové prostredie Dynamic C pre procesory Rabbit 3000 obsahuje aj 
množstvo vzorového kódu a knižníc, ktoré môžu vývojári na tejto platforme použiť. 
Medzi mnohými knižnicami je možné nájsť aj knižniciu MD5.LIB, ktorá je 
optimalizovaná práve pre túto platformu. V hlavičke tohto súboru jeho autori tvrdia, 
že použitím assembleru pre procesory Rabbit zrýchlili výpočet tejto funkcie oproti 
originálnej implementácii algoritmu MD5 6,5 krát. 
Fakt, že máme k dispozícii aj túto vylepšenú verziu nám umožnil porovnať 
rýchlosť univerzálnej implementácie tohto algoritmu s optimalizovanou verziou. 
Takisto je možné jednoducho overiť, či tvrdenie autorov tejto knižnice o zlepšení 
rýchlosti bolo pravdivé. 
Obidve funkcie boli zavolané rovnakým kódom, s jediným rozdielom, ktorým 
bolo volanie iných funkcií na samotné hašovanie dát. V prípade implementácie MD5 
z knižnice LibTomCrypt sa používajú funkcie md5_init(), md5_process() a 
md5_done(), oproti knižnici MD5.LIB, kde treba volať md5_init(), md5_append() a 
md5_finish() v uvedenom poradí. Bohužiaľ nebolo možné volať funkcie z obidvoch 
knižníc naraz v jednom testovacom súbore, pretože funkcie md5_init() a niektoré 
stavové premenné algoritmov majú rovnaké pomenovanie v obidvoch knižniciach. 
Pri vložení oboch knižníc naraz by teda vznikol konflikt, ktorý prostredie Dynamic C 
nedovoľuje. Z tohto dôvodu bolo nutné vytvoriť samostatný testovací súbor pre 
každú funkciu zvlášť. 
Namerané hodnoty pre obe funkcie sú zhrnuté v Tab. 6.3. Už na prvý pohľad 
je zrejmé, že namerané hodnoty času výpočtu pre kód z knižnice LibTomCrypt sú 
rádovo väčšie. Po zistení pomeru týchto hodnôt pre obe knižnice pre každú dĺžku 
vstupného vektoru a spriemerovaním týchto hodnôt je možné skonštatovať, že 
optimalizovaný kód knižnice MD5.LIB je približne 9,4 krát rýchlejší ako kód 
z knižnice LibTomCrypt. 
Grafické porovnanie týchto hodnôt môžme vidieť na Obr. 6.7. 
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Tieto výsledky potvrdzujú, že tvrdenie autorov optimalizovanej knižnice 
nebolo prehnané a že naozaj dosiahli použitím jazyka nízkej úrovne veľké úspory 
času. 
Tab. 6.3: Porovnanie času výpočtu algoritmu MD5 pomocou funkcie z knižnice 
LibTomCrypt a MD5.LIB od firmy Rabbit 
Dĺžka vstupných dát [B]  tLTC [µs]  tRabbit [µs] tLTC / tRabbit [-] 
0 7031 733 9,6 
1 7064 760 9,3 
3 7045 761 9,3 
8 6990 762 9,2 
14 6924 764 9,1 
16 6904 765 9,0 
26 6795 769 8,8 
32 6729 772 8,7 
62 13126 1377 9,5 
64 13058 1341 9,7 
80 12931 1359 9,5 
128 19085 1935 9,9 
256 31139 3119 10,0 
                                                                                 
Priemer: 9,4 
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Obr. 6.7: Grafické porovnanie času výpočtu funkcií MD5 z rôznych knižníc 
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6.4 HAŠOVACIA FUNKCIA SHA-1 
Aj napriek neúspechu s dvomi variantami algoritmu Secure Hash Algorithm 
(SHA) som sa pokúsil o sfunkčnenie ďalšej funkcie z tejto rodiny na procesore 
Rabbit a to funkcie SHA-1. 
Úprava zdrojových textov do podoby vhodnej pre prostredie Dynamic C 
prebehla bez väčších komplikácii, výsledkom čoho bol kompilovateľný a spustiteľný 
kód tejto funkcie. 
Správnosť počítaných hašov bola najprv overená pomocou vnútornej 
testovacej funkcie sha1_test(). Výsledok testu indikoval správnosť jej funkčnosti. 
Následne bol algoritmus aplikovaný na príslušné verejné testovacie vektory [15] 
a niektoré z testovacích vektorov zo stránky [16], patriacej európskemu 
kryptografického projektu NESSIE (New European Schemes for Signatures, 
Integrity, and Encryption) [17]. Dosiahnuté výsledky sa zhodovali s očakávanými 
výsledkami testovacích vektorov. 
 
6.4.1 Vplyv hodnôt vstupných dát na výpočtovú náročnosť funkcie 
Takisto ako pre hašovaciu funkciu MD5 v kap. 6.3.1, aj pri SHA-1 bol 
analyzovaný vplyv hodnôt vstupných dát na výpočtovú náročnosť funkcie. Cieľom 
bolo overiť, či zistené skutočnosti neboli pravdivé len pre funkciu MD5. 
Z tohto dôvodu boli pre štyri rozdielne sady vstupných dát, definované 
rovnakým spôsobom ako pre funkciu MD5 a dlhé od 0 až po 80 bajtov, spustené 
testy časovej náročnosti výpočtu.  
Rovnako ako pri algoritme MD5, aj pre algoritmus funkcie SHA-1 platilo, že 
zistené rozdiely medzi rôznymi vstupnými dátami rovnakej dĺžky boli maximálne 
2µs, oproti rádovo vyšším dĺžkam výpočtu výsledkov funckie (čo bolo minimálne 
14360µs pre vstupné dáta dlhé 36 bajtov). 
V prípade SHA-1 teda takisto platí, že hodnota dát vstupných vektorov 
nemá vplyv na výpočtovú náročnosť tohto algoritmu.  
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Keďže sa tento fakt potvrdil pre dve rôzne kryptografické funkcie, budem 
v ďalšom priebehu tejto práce predpokladať, že uvedený fakt platí aj pre ďalšie 
algoritmy a tento problém už nebude ďalej analyzovaný.  
 
6.4.2  Vplyv veľkosti vstupných dát na výpočtovú náročnosť funkcie 
Po skúsenostiach s analýzou vplyvu veľkosti vstupných dát na čas výpočtu 
funkcie bol pri analyzovaní tohto vplyvu u SHA-1 hneď od začiatku použitý postup 
s viacerými vstupnými vektormi rôznych dĺžok.  
Použitie rovnakých vstupných vektorov ako pri MD5 a následné zmeranie 
časovej náročnosti ukázalo, že aj keď sa číselné hodnoty nezhodujú, tvary grafov sú 
v podstate rovnaké. Dokonca aj popisovaný skok na grafe času výpočtu funkcie MD5 
na Obr. 6.5 sa nachádzal na rovnakej hodnote dĺžky vstupných dát. Keďže už pri 
analýze spomínaného grafu sa predpokladalo, že tieto skoky sa budú opakovať, 
upravili sa vstupné hodnoty tak, aby merania boli presnejšie pre celý rozsah od 0 do 
256 bajtov a nie len na začiatku rozsahu. 
Ďalší predpoklad bol, že uvedené skoky sa môžu nachádzať približne medzi 
hodnotami vypočítanými vzťahom: 
d = 64 * x + 56,        (1) 
kde d je dĺžka vstupného vektora v bajtoch, kde sa predpokladá skok, a x je 
kladné celé číslo. Konštanta 64B je dĺžka bloku, s ktorým funkcia pracuje a 56B je 
hodnota zistená v kapitole 6.3.2, o ktorej som predpokladal, že bude posuv od 
celočíselného násobku dĺžky bloku aj pre vyššie hodnoty dĺžky vstupných dát. 
Z tohto dôvodu som do funkcie vykonávajúcej meranie pridal vstupné vektory 
s dĺžkami v okolí týchto hodnôt. 
Namerané hodnoty pre funkciu SHA-1 a takto zvolené vstupné dáta sú 
uvedené v Tab. 6.4 a graficky zobrazené na Obr. 6.8 a Obr. 6.9. Z grafu na Obr. 6.8 
vyplýva, že závislosť času výpočtu na dĺžke vstupných dát je schodovitá funkcia, 
ktorá je medzi hodnotami, kde nastávajú skoky takmer konštantná (v skutočnosti 
mierne klesajúca). Takisto sa nimi potvrdil predpoklad o polohe skokov, a teda 
správnosť vzťahu (1). 
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Tab. 6.4: Namerané dĺžky výpočtu funkcie SHA-1 z knižnice LibTomCrypt 
Dĺžka 
vstupného 
vektoru [B] 
Čas výpočtu 
[µs] 
Merná dĺžka 
výpočtu [us/B] 
0 14661   
3 14674 4891,3 
8 14620 1827,5 
16 14533 908,3 
26 14426 554,8 
28 14404 514,4 
32 14361 448,8 
44 14231 323,4 
52 14143 272,0 
56 28398 507,1 
62 28333 457,0 
64 28264 441,6 
80 28137 351,7 
96 27964 291,3 
112 27791 248,1 
116 27747 239,2 
120 42003 350,0 
128 41869 327,1 
160 41568 259,8 
180 41352 229,7 
184 55607 302,2 
192 55473 288,9 
208 55346 266,1 
224 55172 246,3 
240 54999 229,2 
244 54956 225,2 
248 69210 279,1 
256 69076 269,8 
 
 
Z grafu na Obr. 6.9 je možné vidieť, kedy nastávajú lokálne minimá závislosti 
mernej dĺžky výpočtu hašu SHA-1 na dĺžke vstupných dát. 
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Obr. 6.8: Čas výpočtu hašu pomocou SHA-1 v závislosti na dĺžke vstupných dát 
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Obr. 6.9: Merná dĺžka výpočtu hašu SHA-1 v závislosti na dĺžke vstupných dát 
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6.5 HAŠOVACIA FUNKCIA RIPEMD-128 
Implementácia a následná analýza tejto hašovacej funkcie na platforme 
Rabbit síce nie je súčasťou zadania, ale k tomuto kroku som nevyhnutne dospel po 
neúspešnom pokuse sfunkčniť šifru XTEA. Implementácia funkcie RIPEMD-128 je 
v podstate náhradou za túto šifru. Popis postupu a dôvody neúspechu u šifry XTEA 
sú popísané v kapitole 7.1. 
Zvolenie práve tejto hašovacej funkcie nebolo náhodné. Jej bezpečnosť bola 
analyzovaná projektom ECRYPT - European Network of Excellence for Cryptology, 
čo je projekt financovaný programom IST (Information Societies Technology) 
Európskej komisie s cieľom zvýšiť výskum v oblasti kryptológie [18]. Výsledky 
analýzy sú zhrnuté v dokumente ECRYPT Yearly Report on Algorithms and Keysizes 
(2007-2008) [19]. V tomto dokumente neboli pre funkciu RIPEMD-128 uvedené 
žiadne známe slabiny, ktoré by znížili bezpečnosť tejto funkcie. Existuje jedine 
zmienka o známych kolíziách pre redukovanú verziu RIPEMD-128 pre 3 kolá. 
Ani v prípade tejto funkcie nebola úprava zdrojových textov do podoby 
vhodnej pre prostredie Dynamic C príliš náročná, keďže všetky časti knižnice 
spoločné pre hašovacie funkcie boli už upravené.  
Interná testovacia funkcia s názvom rmd128_tes() indikovala správnu 
funkčnosť algoritmu. Bohužiaľ, kvôli chybe stránky s testovacími vektormi projektu 
NESSIE [16], ktorá pri voľbe testovacích vektorov pre funkciu RIPEMD-128 
v menu stránky zobrazí testovacie vektory pre funkciu MD5, nebolo možné využiť 
tento zdroj. Preto bola správnosť funkcie ďalej overená na testovacích vektoroch zo 
stránky [15] a na vygenerovaných testovacích vektoroch aplikácie Crypto Toolbox 
dostupnej z [20]. Dosiahnuté výsledky sa zhodovali s očakávanými výsledkami 
testovacích vektorov. 
 
6.5.1 Vplyv veľkosti vstupných dát na výpočtovú náročnosť funkcie 
Pri meraní výpočtovej náročnosti funkcie v závislosti na dĺžke vstupných dát 
boli použité rovnaké vstupné vektory (teda aj rovnaké dĺžky vstupných dát) ako pre 
merania funkcie SHA-1. 
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Výsledky sú zaznamenané v Tab. 6.5 a graficky zobrazené na Obr. 6.10 a 
Obr. 6.11. 
Z nameraných dát je zrejmé, že analyzované závislosti majú rovnaký 
charakter ako v prípade hašovacích funkcií MD5 a SHA-1. Rozdiely sú len 
v jednotlivých číselných hodnotách. 
 
Tab. 6.5: Namerané dĺžky výpočtu funkcie RIPEMD-128 z knižnice 
LibTomCrypt 
Dĺžka vstupného 
vektoru [B] 
Čas výpočtu 
[µs] 
Merná dĺžka výpočtu 
[µs/B] 
0 7718   
3 7731 2577,0 
8 7677 959,6 
16 7591 474,4 
26 7482 287,8 
28 7462 266,5 
32 7417 231,8 
44 7288 165,6 
52 7201 138,5 
56 14576 260,3 
62 14512 234,1 
64 14443 225,7 
80 14316 179,0 
96 14143 147,3 
112 13969 124,7 
116 13926 120,1 
120 21302 177,5 
128 21167 165,4 
160 20868 130,4 
180 20650 114,7 
184 28027 152,3 
192 27892 145,3 
208 27765 133,5 
224 27592 123,2 
240 27419 114,2 
244 27375 112,2 
248 34751 140,1 
256 34616 135,2 
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Obr. 6.10: Čas výpočtu RIPEMD-128 v závislosti na dĺžke vstupných dát 
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Obr. 6.11: Merná dĺžka výpočtu RIPEMD-128 v závislosti na dĺžke vst. dát 
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6.6 POROVNANIE RÝCHLOSTI VÝPOČTU MD5, SHA1 
A RIPEMD-128 
Pri výbere kryptografických algoritmov pre implementáciu na embedded 
platformu môže byť jedným z dôležitých kritérií aj výpočtová náročnosť rôznych 
algoritmov. Mikroprocesory pre vstavané riešenia väčšinou nemajú príliš vysoký 
výpočtový výkon. Preto je určite vhodné vybrať z kryptograficky porovnateľne 
bezpečných funkcií tie menej náročné. 
S použitím výsledkov meraní pre rôzne hašovacie funkcie získaných v tejto 
práci je možné vytvoriť porovnanie rýchlosti napríklad pre vstupné dáta dĺžky 256B. 
Toto porovnanie je uvedené v Tab. 6.6. 
 
Tab. 6.6: Porovnanie rýchlosti implementácii hašovacích funkcií 
Hašovacia 
funkcia Dĺžka 
vstupného 
vektoru [B] 
Čas 
výpočtu 
[µs] 
Merná dĺžka 
výpočtu [µs/B] 
Index rýchlosti 
(tfunkcie / tMD5-
Rabbit) 
MD5 Rabbit 256 3119 12,2 1 
MD5 LTC 256 31104 121,5 10,0 
RIPEMD-128 256 34616 135,2 11,1 
SHA-1 256 69076 269,8 22,1 
 
 
Treba mať na zreteli, že z implementácií porovnaných v Tab. 6.6 sú 
porovnateľné iba posledné tri, pretože MD5 z knižnice firmy Rabbit bola zrýchlená 
použitím rutín napísaných v assembleri a preto je veľmi odlišná od ostatných troch, 
ktoré majú podobnú implementáciu vďaka tomu, že pochádzajú z rovnakej knižnice 
(LibTomCrypt). 
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7. SPRACOVANIE BLOKOVÝCH ŠIFIER 
7.1 ŠIFRA XTEA 
Po obvyklej úprave zdrojového kódu z knižnice LibTomCrypt do podoby 
vhodnej pre platformu Rabbit bolo možné kód funkcie skompilovať. No pri testovaní 
jej správnosti pomocou internej testovacej funkcie xtea_test() bolo zistené, že 
funkcia na procesore Rabbit nefunguje správne (výsledky pre použité testovacie 
vektory boli nesprávne). Preto bolo treba vypátrať zdroj chyby. 
Pri hľadaní pôvodu nesprávneho výpočtu šifry bol zvolený rovnaký postup 
ako pri podobnom probléme s funkciou SHA-256. V prostredí Visual C++ 2008 
Express Edition boli po nutných úpravách tiež skompilované a spustené zdrojové 
texty šifry XTEA a interná testovacia funkcia xtea_test(). V tomto prípade indikoval 
výsledok testovacej funkcie správnu funkciu šifry. Chyba sa teda musela nachádzať 
až v upravenom kóde pre procesor Rabbit a nie už v originálnej verzii. 
Presnejšie miesto, kde chyba vzniká sa zisťovalo porovnaním výstupov 
z troch hlavných funkcií, ktoré sa pri šifrovaní v testovacej funkcii používajú, 
v prostredí Dynamic C a Visual C++ pomocou sledovania premenných v ladiacom 
(debug) režime. Takto bola identifikovaná problémová funkcia. 
Touto nekoretne pracujúcou funkciou je xtea_ecb_encrypt(), ktorej výstup 
nezodpovedá testovacím vektorom. Porovnaním s kódom bežiacim vo Visual C++ 
bolo zistené, že symetrický kľúč, ktorý je vstupom do tejto funkcie, nastavený 
funkciou xtea_setup(), bol správny, takže funkcia xtea_ecb_encrypt() dostala správne 
parametre. Ďalším porovnávaním bolo zistené, že chyba nastáva v treťom riadku   
cyklu na Obr. 7.1. 
Pre istotu som znova dôkladne overil, či sú všetky parametre vstupujúce do 
príkazu správne (rovnaké s referenčnou hodnotou), čo sa potvrdilo. Aj napriek tomu 
je vypočítaná hodnota premennej y v treťom riadku uvedeného kódu pomocou 
procesora Rabbit 2823391189 oproti 2314314502 vypočítanej pomocou PC. Tento 
riadok je úplne identický so správne fungujúcou verziou v inom prostredí. Dokonca 
ÚSTAV AUTOMATIZACE A MĚŘICÍ TECHNIKY 
Fakulta elektrotechniky a komunikačních technologií 
Vysoké učení technické v Brně 
 
 
39 
všetky operácie, ktoré sa nachádzajú v tomto príkaze, sú použité aj 
v predchádzajúcich dvoch riadkoch kódu, ktorých výstup je správny. 
Po zistení, že prostredie Visual C++ umožňuje počas odlaďovania programu 
meniť hodnoty premenných som dosadením hodnôt získaných z procesora Rabbit 
overil funkčnosť aj ďalších riadkov. Zistilo sa, že chyby vznikajú aj na piatom 
a siedmom riadku cyklu. Predpokladom bolo, že chyba je spôsobená nesprávnym 
prekladom zdrojových textov do assebleru. 
 
 
Obr. 7.1: Ukážka kódu funkcie xtea_ecb_encrypt zo súboru xtea.c 
Preto som sa pokúsil porovnať vygenerovaný kód v assembleri pre správne 
a nesprávne počítajúce riadky. Zistilo sa, že tieto kódy sa líšia, no to ešte nemuselo 
nutne znamenať chybu v preklade, pretože rovnaký kód je vždy možné napísať 
rôznymi správnymi spôsobmi. Pri hrubej analýze vygenerovaného kódu nebola 
nájdená žiadna zjavná chyba.  
Bohužiaľ pre dĺžku a zložitosť kódu by bolo príliš časovo náročné analyzovať 
tento problém detailne. Pre každý z riadkov v cykle na Obr. 7.1 je totiž 
vygenerovaných aspoň šesťdesiat riadkov kódu v assebleri. Časť analyzovaného 
kódu v assembleri je možné vidieť na Obr. 7.2. No ani tam zložitosť problému 
nekončí, pretože tento kód nepozostáva len z elementárnych príkazov ako sú 
napríklad push, add, inc, ale volá sa z neho aj množstvo rutín, ktoré samy o sebe 
majú priemerne zápis na približne desať riadkov. Tieto rutiny sa používajú pre 
zložitejšie operácie ako je logická funkcia xor, bitový posun a práca s premennými 
typu long. Preto bol zvolený iný prístup.  
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Časť kódu, kde sa vyskytovala chyba bola izolovaná a znovu otestovaná na 
prítomnosť chyby aj v takomto stave. Riadky z cyklu aj s definíciami potrebných 
premenných boli spustené v osobitnom súbore, kde chyba napokon stále pretrvávala. 
V ďalšom kroku som pristúpil k rozkladu operácii z jedného dlhého riadku do 
niekoľkých s použitím pomocných premenných na uchovanie výsledkov 
medzivýpočtu. V tomto prípade bol vypočítaný správny výsledok. Z uvedeného sa dá 
predpokladať, že problém je spôsobený nejakou chybou v prekladači prostredia 
Dynamic C. 
Pretože existuje dôvodné podozrenie, že ide o chybu prekladača alebo inú 
chybu architektúry, bol o tomto probléme informovaný výrobca procesorov Rabbit 
prostredníctvom ich online podpory [28]. Súčasťou oznámenia o chybe bol súbor so 
zdrojovým textom, kde sa vyskytovala chyba a podrobný popis okolností a zistených 
faktov. 
 
Obr. 7.2: Ukážka časti assembleru pre jeden riadok funkcie XTEA 
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7.2 ŠIFRA AES 
V prípade tejto šifry bola úprava zdrojových textov do kompilovateľného 
tvaru v prostredí Dynamic C časovo náročná a napokon neúspešná. Po značnom úsilí 
sa skompilovanie kódov tejto funkcie síce podarilo, no po testovaní jej správnej 
funkčnosti internou testovacou funkciou s názvom rijndael_test(), v kóde volanou 
taktiež pomocou makra ECB_TEST, sa ukázalo, že sa funkcia nedopracuje 
k správnym výsledkom pre použité testovacie vektory. 
Po ďalšej práci s knižnicou (pri úprave zdrojových textov inej funkcie) nastal 
stav, kedy túto funkciu znovu nebolo možné skompilovať, pričom kompilátor hlásil 
chybovú hlášku o prekročení kapacity pamäťového priestoru procesoru. Šifra AES je 
naozaj pamäťovo náročná, pretože jej implementácia v knižnici okrem klasického 
zdrojového súboru aes.c obsahuje súbor aes_tab.c, ktorý obsahuje niekoľko polí 
s konštantami značného rozsahu. Preto nárast knižnice o ďalšiu funkciu mohol 
spôsobiť prekročenie limitu pri pokuse skompilovať šifru AES.  
Ani následné pokusy vyriešiť tento problém neviedli k úspechu. Preto som sa 
rozhodol preniesť na platformu Rabbit namiesto šifry AES nejakú jednoduchšie 
prenositeľnú kryptografickú funkciu. Medzi ďalšie dôvody pre toto rozhodnutie 
patrí:  
1. veľká časová náročnosť úpravy zdrojových textov tejto šifry už pri prvom 
pokuse,  
2. nekorektná funkcia šifry po prvom skompilovaní, 
3. fakt, že producent procesorov Rabbit ponúka implementáciu tejto funkcie 
pod názvom „AES Software module“ za veľmi nízky poplatok (v čase 
písania tohto textu vo výške 0,10 Euro na stránke 
http://www.rabbitstoreeurope.com/ po vyhľadaní textu „AES“ v sekcii 
Search), 
4. možnosť, že implementácia AES od firmy Rabbit bude zrejme 
optimalizovaná pre túto platformu, ako to bolo u hašovacej funkcie MD5 
(viď kap. 6.3.3). 
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7.3 ŠIFRA BLOWFISH 
Prenesenie a sfunkčnenie tejto šifry na platforme Rabbit bolo zvolené ako 
náhrada za ťažko prenositeľnú šifru AES (viď kap.7.2). Voľba práve tejto šifry 
nebola náhodná. Podľa výročnej správy už spomínaného projektu ECRYPT [19] je 
z analyzovaných blokových šifier Blowfish okrem šifry AES jediná šifra, ktorá nemá 
známe slabosti. Okrem toho bola dostupná v knižnici LibTomCrypt, čo z nej robilo 
ideálnu náhradu. 
Upravenie zdrojových textov tejto kryptografickej funkcie nebolo 
v porovnaní so šifrou AES vôbec zložité a prebehlo bez väčších komplikácii. Interná 
testovacia funkcia blowfish_test() indikovala správny výpočet výsledkov pre použité 
testovacie vektory. Okrem toho boli na overenie použité niektoré z testovacích 
vektorov dostupné zo stránky autora šifry Brucea Schneiera [21], ktoré taktiež 
potvrdili správnosť implementácie. 
Pre praktické využitie blokovej šifry so vstupnými dátami dĺžky inej ako je 
dĺžka bloku, a teda aj možnosť analýzy výpočtovej náročnosti šifry Blowfish 
v závislosti na dĺžke vstupných dát, bolo ďalej nutné implementovať aspoň jeden 
z operačných módov blokových šifier. Výber operačného módu a úprava zdrojových 
textov bude popísaná v nasledujúcej kapitole. 
 
7.3.1 Výber operačného módu šifry 
Knižnica LibTomCrypt ponúka implementáciu siedmich operačných módov 
šifier:  
• CBC (Cipher Block Chaining), 
• CFB (Ciphertext Feedback), 
• CTR (Counter), 
• ECB (Electronic Code Book), 
• F8, 
• LRW (podľa autorov: Liskov, Rivest a Wagner) a 
• OFB (Output Feedback). 
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Z týchto operačných módov bolo nasledovných päť módov spomínaných 
v publikácii Practical Cryptography [24]: ECB, CBC, CTR, OFB a OCB. Jej autori, 
ktorí sú uznávanými autoritami vo svete kryptografie, z týchto módov odporúčajú 
najmä CBC a CTR. Na účely tejto bakalárskej práce bolo na prenesenie na platformu 
Rabbit z týchto dvoch odporúčaných zvolený operačný mód CBC. 
Dôvodom voľby CBC módu bol hlavne fakt, že verejne dostupné testovacie 
vektory pre prenesenú šifru blowfish [21] obsahovali testovací vektor pre CBC mód, 
ale nie pre CTR mód. Preto by pri zvolení módu CTR v súčasnej verzii knižnice 
LibTomCrypt prenesenej na platformu Rabbit nebolo možné overiť správnu 
funkčnosť tohto módu. 
Pred samotným prenosom zdrojových textov CTR módu bolo nutné preniesť 
zdrojové texty týkajúce sa deskriptorov šifier (cipher descriptors). V knižnici 
LibTomCrypt totiž všetky implementované módy pracujú so šiframi pomocou poľa 
cipher_descriptor, ktoré obsahuje informácie o šifrách. Medzi takéto informácie patrí 
napríklad minimálna a maximálna dĺžka kľúča a dĺžka bloku. Okrem toho štruktúra 
obsahuje ukazovatele na všetky štandardné funkcie v implementácii šifier, ako sú 
inicializačné, šifrovacie, dešifrovacie a testovacie funkcie. Do tohto poľa je pred 
použitím nejakého z operačných módov nutné žiadanú šifru „registrovať“, pretože 
funkcie realizujúce operačné módy získavajú informácie a adresy konkrétnych 
štandardných funkcií prislúchajúcich šifrám z tohto poľa.  
Tento systém vlastne definuje štandardné rozhranie medzi šiframi 
a operačnými módmi, čo umožnuje modulárne chovanie knižnice a možnosť šifry 
a operačné módy vzájomne kombinovať. 
Je treba podotknúť, že implementácia módu CBC v knižnici LibTomCrypt 
neošetruje takzvané vypĺňanie (padding). Funkcie pracujúce so zdrojovým textom 
potrebujú, aby jeho dĺžka bola násobkom dĺžky bloku. Ošetrenie tejto požiadavky 
ostáva na implementátorovi riešenia používajúceho tento operačný mód. 
Úspešnosť prenesenia zdrojových textov operačného módu CBC 
pozostávajúceho z niekoľkých súborov bola overená pomocou dostupného 
testovacieho vektora pre text zašifrovaný pomocou funkcie blowfish [21]. V 
informáciách dostupných pre tento testovací vektor ale nebolo špecifikované, akým 
ÚSTAV AUTOMATIZACE A MĚŘICÍ TECHNIKY 
Fakulta elektrotechniky a komunikačních technologií 
Vysoké učení technické v Brně 
 
 
44 
spôsobom má byť vypĺňaný originálny text, ktorého dĺžka nebola násobkom veľkosti 
bloku šifry blowfish. Po pokuse s vyplnením nulami, čo je možno najčastejší 
a najjednoduchší spôsob, bol získaný správny výsledok, z čoho vyplýva, že autor 
testovacieho vektoru zvolil práve túto metódu.  
 
7.3.2 Zhodnotenie výpočtovej náročnosti 
Pri analýze vplyvu dĺžky vstupu na čas výpočtu šifrovaného textu nie je 
z principiálnych dôvodov, ako už bolo povedané, možné zhodnotiť len samotnú 
šifrovaciu funkciu, pretože tá pracuje iba so vstupnými dátami určitej dĺžky. Preto je 
nutné analyzovať nejakú šifru v použití s jej operačným módom, ktorý má na 
rýchlosť výpočtu pravdepodobne tiež vplyv. V tomto prípade bude analyzovaná 
výpočtová náročnosť šifry blowfish v operačnom móde CBC. Ale treba mať na 
zreteli, že v inom operačnom móde môžu byť výsledky odlišné. 
Šifra blowfish má variabilnú dĺžku kľúča. Znamená to, že šifrovací kľúč 
môže mať ľubovoľnú dĺžku v istom rozmedzí. Podľa stránok autora šifry sa dĺžka 
kľúča môže pohybovať medzi 32 a 448 bitmi [22], čo je v rozpore s dokumentáciou 
a praktickou funkčnosťou šifry v knižnici LibTomCrypt, kde dĺžka kľúča môže byť 
od 8 do 56 B (64 – 448 bit). Pretože rôzne dlhé šifrovacie kľúče by mohli mať takisto 
vplyv na rýchlosť šifrovania prípadne dešifrovania, aj tento faktor sa stal predmetom 
analýzy. 
Pred hlbšou analýzou vplyvov dĺžky vstupu a šifrovacieho kľúča na čas 
výpočtu funkcií šifrovania a dešifrovania boli orientačne zmerané aj dĺžky výpočtu 
ostatných funkcií, u ktorých sa nepredpokladal vplyv týchto veličín. Boli nimi tieto 
funkcie: cbc_setiv(), cbc_done() a zeromem(), ktorá je použitá na vymazanie 
štruktúry s informáciami o stave šifry (aby tieto informácie nemohli byť získané 
prípadným útočníkom). Dĺžky výpočtov týchto funkcií boli nemenné v závislosti na 
dĺžke kľúča aj vstupných dát. Okrem toho boli tieto hodnoty veľmi malé – u funkcie 
zeromem približne 13 ms a u zvyšných dvoch iba na úrovni 30 µs.  
U funkcie cbc_start(), ktorá zaisťuje inicializáciu kontextu operačného módu 
CBC, a u funkcií cbc_encrypt() a cbc_decrypt() sa predpokladala závislosť na dĺžke 
kľúča a vstupných dát. Preto u nich boli vykonané podrobnejšie merania. Čas ich 
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výpočtov bol meraný pre vstupné dáta dĺžok 8, 16, 32, 128 a 256 B a pre kľúče dlhé 
8, 9, 15, 16, 24, 32, 40, 47, 48, 55 a 56 B. Na zistenie prípadných závislostí neboli 
použité všetky možné dĺžky kľúčov, pretože by merania boli veľmi časovo náročné. 
Predpokladalo sa totiž, že ak existuje nejaká závislosť, tak by sa mala prejaviť už na 
tejto množine dĺžok kľúčov, pretože boli zvolené hodnoty rovnomerne z celého 
možného intervalu ale tak, aby tam neboli zastúpené len čísla deliteľné číslom 8. 
Pri meraní vznikla malá komplikácia s funkciou cbc_start(). Dĺžka jej 
výpočtu trvá približne 970 ms, čo neumožnilo použiť štandardnú metódu merania 
s opakovaným výpočtom 1000 krát a následným vydelením času, pretože už iba 
jedno takéto meranie by na použitom hardvéri trvalo viac ako 16 minút.  
Časť výsledkov meraní je zobrazená v Tab. 7.1. Z nej je zrejmé, že čas 
výpočtu ani jednej z týchto troch funkcií nezávisí na dĺžke kľúča, pretože časy 
výpočtov boli pre všetky vstupné dáta rovnakej dĺžky prakticky rovnaké (rozdiely 
síce boli, ale na úrovni jednotiek mikrosekúnd, čo je zanedbateľné v porovnaní 
s nameranými hodnotami). Navyše čas výpočtu cbc_start() je nezávislý aj na dĺžke 
vstupných dát.  
Tento výsledok bol prekvapivý hlavne pri funkcii cbc_start(). Táto funkcia 
musí vo svojom tele volať funkciu blowfish_setup(), ktorá inicializuje šifru, čo 
samozrejme zahŕňa aj spracovanie dodaného kľúča. Táto operácia by podľa 
prvotného predpokladu mala trvať rozdielnu dobu podľa toho, či sa pracuje s 8-
bajtovým alebo sedemnásobne dlhším kľúčom. 
Po kontrole správnosti merania sa vysvetlenie našlo až po naštudovaní 
dokumentácie ku šifre blowfish [23]. Z nej vyplýva, že v tejto funkcii sa okrem iného 
komplikovaným algoritmom generuje z dodaného kľúča množstvo tzv. podkľúčov 
(„subkeys“), ktoré sa neskôr používajú pri samotnom šifrovaní dát. Ak je pri tomto 
procese dodaný kľúč kratší ako 448b, tak sa použije niekoľkonásobne za sebou tak, 
aby jeho výsledná dĺžka bola nakoniec 448b. Tento fakt vysvetľuje vysokú časovú 
náročnosť funkcie a veľmi malú závislosť času výpočtu na dĺžke kľúča. Rozdiel 
v čase výpočtu pre kľúče rôznej dĺžky musel byť menší ako presnosť merania 
použitého v tomto prípade, čo bolo na úrovni milisekúnd. 
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Tab. 7.1: Namerané hodnoty pre šifru blowfish v CBC móde 
Dĺžka 
kľúča [B] 
Dĺžka 
vstupného 
vektoru 
[B] 
 Čas  
funkcie 
cbc_start 
[ms] 
Čas 
šifrovania 
[µs] 
Čas 
dešifrovania 
[µs] 
8 0 969 87 85 
9 0 969 87 85 
15 0 968 86 85 
16 0 969 87 86 
24 0 969 86 85 
32 0 969 87 85 
8 8 969 1919 1920 
9 8 969 1920 1920 
15 8 969 1921 1919 
16 8 969 1920 1919 
24 8 970 1920 1920 
32 8 969 1921 1919 
8 16 969 3754 3755 
9 16 969 3754 3754 
15 16 970 3753 3755 
16 16 970 3753 3755 
24 16 970 3753 3755 
32 16 970 3752 3755 
8 32 969 7421 7424 
9 32 968 7421 7424 
15 32 969 7422 7424 
16 32 970 7421 7423 
24 32 969 7421 7423 
32 32 969 7421 7425 
8 64 969 14755 14763 
9 64 969 14755 14763 
15 64 969 14756 14762 
16 64 970 14756 14763 
24 64 969 14757 14763 
32 64 969 14755 14762 
8 128 970 29425 29441 
9 128 970 29426 29441 
15 128 970 29426 29441 
16 128 969 29426 29440 
24 128 970 29426 29441 
32 128 970 29426 29440 
8 256 969 58765 58795 
9 256 969 58764 58796 
15 256 969 58764 58795 
16 256 969 58764 58795 
24 256 970 58765 58795 
32 256 969 58765 58796 
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Keďže po inicializácii šifry a vytvorení podkľúčov sa s kľúčom už 
nemanipuluje, je zrejmý aj dôvod nezávislosti časov výpočtov funkcií 
vykonávajúcich šifrovanie a dešifrovanie na dĺžke dodávaného kľúča. Po týchto 
zisteniach bolo možné vykonať viac meraní na zistenie závislosti na dĺžke vstupných 
dát pri fixnej dĺžke šifrovacieho kľúča. 
Tab. 7.2: Časy šifrovania a dešifrovania šifrou blowfish v CBC móde 
Dĺžka 
kľúča [B] 
Dĺžka 
vstupného 
vektoru [B] 
Čas šifrovania 
[µs] 
Čas dešifrovania 
[µs] 
8 0 86 85 
8 8 1917 1919 
8 16 3753 3754 
8 24 5587 5587 
8 32 7420 7423 
8 40 9254 9258 
8 48 11087 11092 
8 56 12921 12927 
8 64 14755 14761 
8 80 18421 18432 
8 96 22090 22102 
8 112 25757 25770 
8 120 27590 27603 
8 128 29425 29439 
8 160 36759 36779 
8 176 40425 40447 
8 184 42260 42281 
8 192 44094 44116 
8 208 47761 47785 
8 224 51429 51455 
8 240 55096 55124 
8 248 56929 56959 
8 256 58764 58794 
 
Výsledky meraní závislosti času šifrovania a dešifrovania pri fixnej dĺžke 
kľúča pre viaceré hodnoty dĺžok vstupných dát sú uvedené v Tab. 7.2. Namerané 
hodnoty sú taktiež zobrazené na Obr. 7.3. Z grafu je zreteľné, že závislosť času 
výpočtu na dĺžke vstupných dát ako šifrovania tak i dešifrovania je lineárna pre 
všetky namerané hodnoty a že šifrovanie a dešifrovanie trvá takmer rovnako dlho. 
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Obr. 7.3: Čas šifrovania a dešifrovania pomocou blowfish v CBC móde 
 
Pri meraniach bol ako inicializačný vektor použitý nasledovný reťazec 
znakov: „FEDCBA98“. Keďže sa jeho dĺžka nemôže meniť a vplyv jeho konkrétnej 
hodnoty na čas výpočtu sa nepredpokladal, na základe výsledkov meraní z kapitoly 
6.3.1, bola táto hodnota použitá pri všetkých meraniach.  
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8. IMPLEMENTÁCIA SSL/TLS NA PLATFORME 
RABBIT 
Táto kapitola sa zaoberá prídavným softvérovým modulom „Rabbit 
Embedded Security Pack“. Je to v podstate knižnica implementujúca protokoly 
SSL/TLS a šifru AES. Využitie tejto knižnice umožňuje vývojárom pohodlne 
vytvoriť zabezpečený webový server na procesore Rabbit so sieťovým pripojením. 
Podľa matice kompatibility uvedenej na stránkach firmy Rabbit [26] verzii 
prostredia Dynamic C 9.26, ktorá je najvyššia pre procesor rady Rabbit 3000 
používaný na účely tejto práce, prislúcha Rabbit Embedded Security Pack verzie 
1.01. Bohužiaľ na stránke výrobcu nebolo možné nájsť odkaz umožňujúci stiahnutie 
starších verzií tohto modulu ako je aktuálna verzia 2.03, ktorá s Dynamic C verzie 
9.26 naozaj nefunguje. 
Alternatíva k použitiu modulu Rabbit Embedded Security Pack je použitie 
samostatného modulu SSL a samostatného modulu AES. Pretože škola je majiteľom 
licencie iba na knižnicu SSL, bude ďalej v tejto kapitole analyzovaná funkčnosť a 
obmedzenia tejto knižnice. 
 
8.1 OVERENIE FUNKČNOSTI SSL/TLS KNIŽNICE 
Prídavný softvérový modul je dodávaný vo forme .exe súboru, ktorý modul 
nainštaluje do zvoleného adresára s prostredím Dynamic C. Použitá verzia modulu 
bola 1.05. 
Pri použití modulu som sa riadil návodom v dokumentácii ku modulu Rabbit 
Embedded Security Pack [25]. V tomto dokumente sú okrem iného vysvetlené 
základy protokolov SSL a TLS, a návod ako krok za krokom vytvoriť digitálny 
certifikát pre certifikačnú autoritu (CA) a webový server a nakoniec spustiť 
zabezpečený server na procesore Rabbit pomocou dodaných vzorových zdrojových 
textov.  
Vytvorenie certifikátu CA a pomocou neho následne certifikátu pre server 
prebehlo hladko a presne podľa návodu. Aj vytvorenie zabezpečeného servra 
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spustením vzorového súboru SSL_STATIC.C prebehlo bez problémov aj pri 
menších úpravách sieťových nastavení, ktoré sa prevádzajú v konfiguračnom súbore 
tcp_config.lib.  
U servra boli použité nasledovné nastavenia: 
• Primárna statická adresa IP:  192.168.1.1 
• Primárna maska podsiete:  255.255.255.0 
• Adresa brány:   192.168.1.8 
Pre úspešné pripojenie sa k novovytvorenému servru na procesore Rabbit boli 
v rámci sieťových nastavení na pripojenom PC nastavené nasledovné hodnoty: 
• IP adresa:    192.168.1.2 
• Maska podsiete:   255.255.255.0 
• Adresa brány:  192.168.1.8 
Vytvorený webový server úspešne poskytoval služby ako nezabezpečeným 
(http), tak aj zabezpečeným (htttps) pripojením. Zobrazenie nastavenej webstránky 
fungovalo vo všetkých použitých internetových prehliadačoch (Mozilla Firefox 
3.0.10, Opera 9.64, Internet Explorer 7.0.5730.13). Výstup a informácie o 
zobrazenej stránke v prehliadači Mozilla Firefox je možné vidieť na Obr. 8.1. 
Pri pripájaní sa na server obomi spôsobmi nebolo možné si nevšimnúť 
výrazné predĺženie doby načítania stránky pri zabezpečenom pripojení.  Zobrazenie 
stránky pri nezabezpečenom pripojení trvalo pri všetkých troch prehliadačoch veľmi 
krátko (menej ako 0,5s). Pri šifrovanom spojení sa ale doba výrazne predĺžila. U 
prehliadača Mozilla Firefox na približne 5,5s, u Internet Explorera na 4s a u Opery 
cca. 22s.  
Uvedené časové údaje sú len orientačné, pretože merania boli vykonávané len 
pomocou bežných náramkových hodiniek na získanie predstavy a nie na presnú 
analýzu prípadne porovnanie prehliadačov. Takisto nebola venovaná pozornosť 
tomu, ktorý z protokolov SSL alebo TLS bol použitý na konkrétnom prehliadači. 
Každý prehliadač dokonca môže pri zabezpečení používať iné kryptografické 
funkcie, podľa toho ako je prednastavený a na akých funkciách sa dohodne so 
servrom pri iniciácii spojenia. Ale aj napriek tomu je z nameraných hodnôt zrejmé, 
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že nadviazanie spojenia pomocou bezpečného komunikačného kanálu použitím 
SSL/TLS na embedded platforme môže do značnej miery predĺžiť odozvu servra. 
 
 
Obr. 8.1: Webová stránka zabezpečeného servera a informácie o nej 
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8.2 OBMEDZENIA SSL/TLS KNIŽNICE  
Počas overovania funkčnosti SSL/TLS prídavného softvérového modulu boli 
identifikované jeho nasledovné obmedzenia: 
• Softvérový modul nefunguje pre procesor Rabbit 3000 vyžaduje, aby 
bol procesor revízie 2. Tieto procesory tiež vystupujú pod označením 
Rabbit 3000A. Na uvedený problém som narazil pri použití staršieho 
modulu procesoru RCM3200. 
• Modul sa dodáva ako skompilovaná statická knižnica a tiež nemá 
verejne dostupné rozhranie pre programovanie aplikácií. Z tohto 
dôvodu neexistuje pre užívateľa možnosť rozšíriť knižnicu o ďalšie 
kryptografické funkcie (napríklad ďalšie šifry) ani možnosť použiť 
funkcie, ktoré sú v nej implementované. 
• Knižnica štandardne neumožnuje iniciovať zabezpečené spojenie ako 
klient. Existuje síce okľuka, ako dosiahnuť emuláciu klienta aj 
v podobe, keď knižnica implementuje len stranu SSL servera [27], ale 
táto so sebou prináša ďalšie obmedzenia, takže nie je možné ju vždy 
použiť. 
• Program Certificate Creation Wizard, ktorý sa využíva pri vytvorení 
certifikátu servera na základe vytvorenej certifikačnej CA podľa 
návodu [25], neinkrementuje sériové čísla certifikátov pre servre 
vytvorené podľa certifikátu jednej CA. Pri vytvorení certifikátu pre 
ďalší server s inou adresou pri overovaní funkčnosti knižnice 
prehliadač Mozilla Firefox pri pokuse o zabezpečený prístup na tento 
server zobrazil chybovú hlášku a neuskutočnil spojenie. Chybovú 
hlášku je možné vidieť na Obr. 8.2. Zaujímavé je, že zvyšné dva 
z použitých prehliadačov tento fakt ignorovali a pripojenie uskutočnili 
bez informovania užívateľa.  
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Obr. 8.2: Chybová hláška prehliadača Mozilla Firefox 
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9. ZÁVER 
Počas vypracovania tejto bakalárskej práce sa podarilo upraviť niekoľko 
hašovacích funkcií (MD5, SHA-1, SHA-256, SHA-512, RIPEMD-128) a tri blokové 
šifry (XTEA, AES, Blowfish) do kompilovateľného tvaru v prostredí Dynamic C pre 
platformu Rabbit 3000. Z nich, bohužiaľ, správne fungujú iba funkcie MD5, SHA-1, 
RIPEMD-128 a Blowfish. Tieto boli následne analyzované s ohľadom na výpočtovú 
náročnosť. 
Analýza výpočtovej náročnosti hašovacej funkcie MD5 preukázala 
nezávislosť výpočtovej náročnosti algoritmu v závislosti na hodnote vstupných dát. 
Analýza náročnosti algoritmu v závislosti na dĺžke vstupných dát jasne preukázala 
nelinearitu v tejto závislosti. Prejavil sa vplyv „paddingu“, čiže dopĺňania vstupných 
dát dodatočnými znakmi tak, aby vstupné dáta boli takej dĺžky, s akou dokáže 
funkcia pracovať. 
Dostupnosť optimalizovanej verzie hašovacej funkcie MD5 pre procesory 
Rabbit vo vzorových knižniciach prostredia Dynamic C umožnilo porovnať rýchlosť 
výpočtu optimalizovaného kódu s verziou z upravenej knižnice LibTomCrypt. Podľa 
predpokladu bola optimalizovaná verzia niekoľkonásobne rýchlejšia, konkrétne 
približne 9,4 krát. Uvedený pomer rýchlosti bol dokonca vyšší ako hodnota 6,5, 
ktorú uviedli autori optimalizovanej knižnice v poznámke v hlavičke zdrojového 
kódu tejto funkcie. 
Pri ďalších hašovacích funkciách (SHA-1 a RIPEMD-128) sa takisto nezistila 
závislosť na hodnote vstupných dát. Závisloť na dĺžke vstupu má u všetkých 
hašovacích funkcií rovnaký priebeh, rozdielne sú len konkrétne hodnoty. Grafom 
závislosti je schodovitá funkcia. Porovnaním ich rýchlostí vznikol rebríček, kde 
najrýchlejšia je implementácia MD5 z knižnice výrobcu procesora, nasledovaná 
implementáciami MD5 a RIPEMD-128 z knižnice LibTomCrypt s porovnateľnými 
rýchlosťami a SHA-1, ktorá bola od nich približne dvakrát pomalšia. 
Merania prevedené na šifre Blowfish v použití s operačným módom CBC 
dokázali nezávislosť dĺžok výpočtov všetkých súvisiacich funkcií na dĺžke kľúča. 
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Taktiež bolo zistené, že po časovo náročnej inicializácii šifry je závislosť času 
šifrovania aj dešifrovania lineárne závislá na dĺžke vstupných dát. 
Pri overení funkčnosti SSL/TLS knižnice od firmy Rabbit sa potvrdila jej 
správna funkčnosť. Na procesore bolo možné podľa priloženého návodu relatívne 
jednoducho vytvoriť zabezpečený server a pripojiť sa naň pomocou rôznych 
internetových prehliadačov. Výhodou je aj možnosť vytvorenia certifikačnej autority 
a digitálnych certifikátov pomocou programu, ktorý bol súčasťou softvérového 
balíka. 
Obmedzenia knižnice, zistené počas práce s ňou, boli taktiež 
zdokumentované. Žiadne z nich ale neboli natoľko podstatné, že by vážnym 
spôsobom znížili jej použiteľnosť. Asi najväčším obmedzením je fakt, že knižnica sa 
dodáva v skompilovanom stave a nie je možné ju rozšíriť alebo využiť jej 
nezverejnené aplikačné rozhranie. 
Najväčšie komplikácie, s ktorými som sa počas vypracovávania tejto 
bakalárskej práce stretol, boli problémy so správnou funkciou algoritmov. Hľadať 
zdroj chýb algoritmov bolo náročné a viedlo to k značnému navýšeniu práce. Bolo 
totiž potrebné uviesť knižnicu do skompilovateľného stavu aj na inom prekladači a 
porovnávať výstupy funkcií v oboch prostrediach.  
U šifry XTEA sa skúmaním zistilo, že nesprávny výpočet funkcie 
nespôsobuje zlý zdrojový kód, ale chyba výpočtu na platforme Rabbit. Aj napriek 
značnej snahe, hlavne u šifry XTEA, sa mi konkrétny zdroj chýb algoritmov v rámci 
tejto bakalárskej práce nepodarilo identifikovať a opraviť. Zo zistených znalostí je 
ale možné usudzovať, že chyba nastáva v kompilátore prostredia Dynamic C pri 
preklade zdrojových textov do assembleru. Zistené chyby boli riadne 
zdokumentované a bol o nich informovaný výrobca procesorov Rabbit. 
Algoritmy uvedené v zadaní, ktoré nefungovali správne podľa testovacích 
vektorov boli nahradené inými, ktorých prenos na embedded platformu bol 
jednoduchší. Všetky správne fungujúce algoritmy (MD5, SHA-1, RIPEMD-128, 
Blowfish, CBC operačný mód) sú dostupné v knižnici v Prílohe na CD-ROM pre 
všeobecné použitie. 
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 Príloha 1: Namerané dĺžky výpočtu funkcie MD5 z knižnice 
LibTomCrypt 
Beh 
č. 
Dĺžka 
vstupného 
vektora 
[B] 
Čas 
výpočtu 
[µs] Výstup v hexadecimálnom tvare Vstupný vektor 
Priemerný 
čas zo 
štyroch 
behov 
[µs] 
Priemerný 
čas behov 
zaokrúhlený 
[µs] 
1 0 7029 d41d8cd98f00b204e9800998ecf8427e   
2 0 7030 d41d8cd98f00b204e9800998ecf8427e   
3 0 7029 d41d8cd98f00b204e9800998ecf8427e   
4 0 7029 d41d8cd98f00b204e9800998ecf8427e   
7029,25 7029 
1 1 7063 8f14e45fceea167a5a36dedd4bea2543 7 
2 1 7063 8f14e45fceea167a5a36dedd4bea2543 7 
3 1 7064 8f14e45fceea167a5a36dedd4bea2543 7 
4 1 7064 8f14e45fceea167a5a36dedd4bea2543 7 
7063,5 7064 
1 1 7064 518ed29525738cebdac49c49e60ea9d3 @ 
2 1 7066 518ed29525738cebdac49c49e60ea9d3 @ 
3 1 7064 518ed29525738cebdac49c49e60ea9d3 @ 
4 1 7066 518ed29525738cebdac49c49e60ea9d3 @ 
7065 7065 
1 1 7063 0cc175b9c0f1b6a831c399e269772661 a 
2 1 7064 0cc175b9c0f1b6a831c399e269772661 a 
3 1 7064 0cc175b9c0f1b6a831c399e269772661 a 
4 1 7065 0cc175b9c0f1b6a831c399e269772661 a 
7064 7064 
1 1 7065 d95679752134a2d9eb61dbd7b91c4bcc o 
2 1 7065 d95679752134a2d9eb61dbd7b91c4bcc o 
3 1 7065 d95679752134a2d9eb61dbd7b91c4bcc o 
4 1 7066 d95679752134a2d9eb61dbd7b91c4bcc o 
7065,25 7065 
1 3 7042 f1c1592588411002af340cbaedd6fc33 777 
2 3 7043 f1c1592588411002af340cbaedd6fc33 777 
3 3 7043 f1c1592588411002af340cbaedd6fc33 777 
4 3 7043 f1c1592588411002af340cbaedd6fc33 777 
7042,75 7043 
1 3 7043 2ee17599597d02dbf88b829798db0518 @@@ 
2 3 7043 2ee17599597d02dbf88b829798db0518 @@@ 
3 3 7042 2ee17599597d02dbf88b829798db0518 @@@ 
4 3 7044 2ee17599597d02dbf88b829798db0518 @@@ 
7043 7043 
1 3 7043 900150983cd24fb0d6963f7d28e17f72 abc 
2 3 7043 900150983cd24fb0d6963f7d28e17f72 abc 
3 3 7043 900150983cd24fb0d6963f7d28e17f72 abc 
4 3 7044 900150983cd24fb0d6963f7d28e17f72 abc 
7043,25 7043 
1 3 7043 7f94dd413148ff9ac9e9e4b6ff2b6ca9 ooo 
2 3 7043 7f94dd413148ff9ac9e9e4b6ff2b6ca9 ooo 
3 3 7044 7f94dd413148ff9ac9e9e4b6ff2b6ca9 ooo 
4 3 7044 7f94dd413148ff9ac9e9e4b6ff2b6ca9 ooo 
7043,5 7044 
1 8 6988 30e535568de1f9231e7d9df0f4a5a44d 77777777 
2 8 6988 30e535568de1f9231e7d9df0f4a5a44d 77777777 
3 8 6989 30e535568de1f9231e7d9df0f4a5a44d 77777777 
4 8 6990 30e535568de1f9231e7d9df0f4a5a44d 77777777 
6988,75 6989 
1 8 6990 53d51dc5720d345c3c15c1cd4997814f @@@@@@@@ 
2 8 6989 53d51dc5720d345c3c15c1cd4997814f @@@@@@@@ 
3 8 6988 53d51dc5720d345c3c15c1cd4997814f @@@@@@@@ 
4 8 6990 53d51dc5720d345c3c15c1cd4997814f @@@@@@@@ 
6989,25 6989 
1 8 6988 e8dc4081b13434b45189a720b77b6818 abcdefgh 6988,75 6989 
 2 8 6988 e8dc4081b13434b45189a720b77b6818 abcdefgh 
3 8 6989 e8dc4081b13434b45189a720b77b6818 abcdefgh 
4 8 6990 e8dc4081b13434b45189a720b77b6818 abcdefgh 
1 8 6990 331b184847bb1808123473d76c45540b oooooooo 
2 8 6989 331b184847bb1808123473d76c45540b oooooooo 
3 8 6989 331b184847bb1808123473d76c45540b oooooooo 
4 8 6990 331b184847bb1808123473d76c45540b oooooooo 
6989,5 6990 
1 14 6924 f8b005cb3e75217ddef83938bb6457fd 77777777777777 
2 14 6924 f8b005cb3e75217ddef83938bb6457fd 77777777777777 
3 14 6924 f8b005cb3e75217ddef83938bb6457fd 77777777777777 
4 14 6924 f8b005cb3e75217ddef83938bb6457fd 77777777777777 
6924 6924 
1 14 6925 aa0ace83bdacb0259d3f8251c119d87d @@@@@@@@@@@@@@ 
2 14 6924 aa0ace83bdacb0259d3f8251c119d87d @@@@@@@@@@@@@@ 
3 14 6923 aa0ace83bdacb0259d3f8251c119d87d @@@@@@@@@@@@@@ 
4 14 6924 aa0ace83bdacb0259d3f8251c119d87d @@@@@@@@@@@@@@ 
6924 6924 
1 14 6924 f96b697d7cb7938d525a2f31aaf161d0 message digest 
2 14 6924 f96b697d7cb7938d525a2f31aaf161d0 message digest 
3 14 6924 f96b697d7cb7938d525a2f31aaf161d0 message digest 
4 14 6924 f96b697d7cb7938d525a2f31aaf161d0 message digest 
6924 6924 
1 14 6924 a3f99b3a6588e4e9cc7649991a2dfc65 oooooooooooooo 
2 14 6925 a3f99b3a6588e4e9cc7649991a2dfc65 oooooooooooooo 
3 14 6924 a3f99b3a6588e4e9cc7649991a2dfc65 oooooooooooooo 
4 14 6924 a3f99b3a6588e4e9cc7649991a2dfc65 oooooooooooooo 
6924,25 6924 
1 16 6902 2230471da5d8bd3f5d4b607bbcb34605 7777777777777777 
2 16 6902 2230471da5d8bd3f5d4b607bbcb34605 7777777777777777 
3 16 6903 2230471da5d8bd3f5d4b607bbcb34605 7777777777777777 
4 16 6904 2230471da5d8bd3f5d4b607bbcb34605 7777777777777777 
6902,75 6903 
1 16 6902 aece55976567dda7f5d0a45bc2bb600f @@@@@@@@@@@@@@... 
2 16 6903 aece55976567dda7f5d0a45bc2bb600f @@@@@@@@@@@@@@... 
3 16 6901 aece55976567dda7f5d0a45bc2bb600f @@@@@@@@@@@@@@... 
4 16 6903 aece55976567dda7f5d0a45bc2bb600f @@@@@@@@@@@@@@... 
6902,25 6902 
1 16 6902 1d64dce239c4437b7736041db089e1b9 abcdefghijklmnop 
2 16 6903 1d64dce239c4437b7736041db089e1b9 abcdefghijklmnop 
3 16 6902 1d64dce239c4437b7736041db089e1b9 abcdefghijklmnop 
4 16 6903 1d64dce239c4437b7736041db089e1b9 abcdefghijklmnop 
6902,5 6903 
1 16 6902 3f349bd7f413433357d94acbf19688d1 oooooooooooooooo 
2 16 6901 3f349bd7f413433357d94acbf19688d1 oooooooooooooooo 
3 16 6902 3f349bd7f413433357d94acbf19688d1 oooooooooooooooo 
4 16 6904 3f349bd7f413433357d94acbf19688d1 oooooooooooooooo 
6902,25 6902 
1 26 6794 33819d967abb384010e414ec7ec9d26b 77777777777777777777777777... 
2 26 6794 33819d967abb384010e414ec7ec9d26b 77777777777777777777777777... 
3 26 6794 33819d967abb384010e414ec7ec9d26b 77777777777777777777777777... 
4 26 6794 33819d967abb384010e414ec7ec9d26b 77777777777777777777777777... 
6794 6794 
1 26 6794 c2c9610a740a7e080439df107b414cfb @@@@@@@@@@@@@@... 
2 26 6794 c2c9610a740a7e080439df107b414cfb @@@@@@@@@@@@@@... 
3 26 6794 c2c9610a740a7e080439df107b414cfb @@@@@@@@@@@@@@... 
4 26 6795 c2c9610a740a7e080439df107b414cfb @@@@@@@@@@@@@@... 
6794,25 6794 
1 26 6794 c3fcd3d76192e4007dfb496cca67e13b abcdefghijklmnopqrstuvwxyz 
2 26 6794 c3fcd3d76192e4007dfb496cca67e13b abcdefghijklmnopqrstuvwxyz 
3 26 6793 c3fcd3d76192e4007dfb496cca67e13b abcdefghijklmnopqrstuvwxyz 
4 26 6794 c3fcd3d76192e4007dfb496cca67e13b abcdefghijklmnopqrstuvwxyz 
6793,75 6794 
1 26 6794 3a0ebcc99953c36b922ac198d9ad4e35 oooooooooooooooooooooooooo 6794,25 6794 
 2 26 6795 3a0ebcc99953c36b922ac198d9ad4e35 oooooooooooooooooooooooooo 
3 26 6794 3a0ebcc99953c36b922ac198d9ad4e35 oooooooooooooooooooooooooo 
4 26 6794 3a0ebcc99953c36b922ac198d9ad4e35 oooooooooooooooooooooooooo 
1 32 6729 9c331f53d6472f53d6e4b651cb6d01ac 77777777777777777777777777... 
2 32 6729 9c331f53d6472f53d6e4b651cb6d01ac 77777777777777777777777777... 
3 32 6730 9c331f53d6472f53d6e4b651cb6d01ac 77777777777777777777777777... 
4 32 6731 9c331f53d6472f53d6e4b651cb6d01ac 77777777777777777777777777... 
6729,75 6730 
1 32 6728 718595480ff3c443bdcaa3f223e440a0 @@@@@@@@@@@@@@... 
2 32 6729 718595480ff3c443bdcaa3f223e440a0 @@@@@@@@@@@@@@... 
3 32 6729 718595480ff3c443bdcaa3f223e440a0 @@@@@@@@@@@@@@... 
4 32 6729 718595480ff3c443bdcaa3f223e440a0 @@@@@@@@@@@@@@... 
6728,75 6729 
1 32 6729 9527e816584a36b5a7a21cdf2446018c abcdefghijklmnopqrstuvwxyzabc... 
2 32 6729 9527e816584a36b5a7a21cdf2446018c abcdefghijklmnopqrstuvwxyzabc... 
3 32 6729 9527e816584a36b5a7a21cdf2446018c abcdefghijklmnopqrstuvwxyzabc... 
4 32 6730 9527e816584a36b5a7a21cdf2446018c abcdefghijklmnopqrstuvwxyzabc... 
6729,25 6729 
1 32 6730 3d4e8732c76ed22a3369ce47aeb28972 oooooooooooooooooooooooooo... 
2 32 6730 3d4e8732c76ed22a3369ce47aeb28972 oooooooooooooooooooooooooo... 
3 32 6728 3d4e8732c76ed22a3369ce47aeb28972 oooooooooooooooooooooooooo... 
4 32 6729 3d4e8732c76ed22a3369ce47aeb28972 oooooooooooooooooooooooooo... 
6729,25 6729 
1 62 13125 448a24dbd6e504b38ea95b3ea995cc38 77777777777777777777777777... 
2 62 13125 448a24dbd6e504b38ea95b3ea995cc38 77777777777777777777777777... 
3 62 13125 448a24dbd6e504b38ea95b3ea995cc38 77777777777777777777777777... 
4 62 13126 448a24dbd6e504b38ea95b3ea995cc38 77777777777777777777777777... 
13125,25 13125 
1 62 13125 e9ff972d908806b742fecce6507f7a04 @@@@@@@@@@@@@@... 
2 62 13126 e9ff972d908806b742fecce6507f7a04 @@@@@@@@@@@@@@... 
3 62 13126 e9ff972d908806b742fecce6507f7a04 @@@@@@@@@@@@@@... 
4 62 13126 e9ff972d908806b742fecce6507f7a04 @@@@@@@@@@@@@@... 
13125,75 13126 
1 62 13125 d174ab98d277d9f5a5611c2c9f419d9f ABCDEFGHIJKLMNOPQRSTU... 
2 62 13126 d174ab98d277d9f5a5611c2c9f419d9f ABCDEFGHIJKLMNOPQRSTU... 
3 62 13125 d174ab98d277d9f5a5611c2c9f419d9f ABCDEFGHIJKLMNOPQRSTU... 
4 62 13126 d174ab98d277d9f5a5611c2c9f419d9f ABCDEFGHIJKLMNOPQRSTU... 
13125,5 13126 
1 62 13125 ce55a901fd72eb868a5904303717254f oooooooooooooooooooooooooo... 
2 62 13125 ce55a901fd72eb868a5904303717254f oooooooooooooooooooooooooo... 
3 62 13125 ce55a901fd72eb868a5904303717254f oooooooooooooooooooooooooo... 
4 62 13127 ce55a901fd72eb868a5904303717254f oooooooooooooooooooooooooo... 
13125,5 13126 
1 64 13057 6bd57f3f25af796833b12721d82e9272 77777777777777777777777777... 
2 64 13057 6bd57f3f25af796833b12721d82e9272 77777777777777777777777777... 
3 64 13057 6bd57f3f25af796833b12721d82e9272 77777777777777777777777777... 
4 64 13058 6bd57f3f25af796833b12721d82e9272 77777777777777777777777777... 
13057,25 13057 
1 64 13056 ad70cf4b2435f3020eb59267a8974ff5 @@@@@@@@@@@@@@... 
2 64 13056 ad70cf4b2435f3020eb59267a8974ff5 @@@@@@@@@@@@@@... 
3 64 13056 ad70cf4b2435f3020eb59267a8974ff5 @@@@@@@@@@@@@@... 
4 64 13057 ad70cf4b2435f3020eb59267a8974ff5 @@@@@@@@@@@@@@... 
13056,25 13056 
1 64 13057 a2eaf6295c32adc403865fd96a2f182b abcdefghijklmnopqrstuvwxyzabc... 
2 64 13056 a2eaf6295c32adc403865fd96a2f182b abcdefghijklmnopqrstuvwxyzabc... 
3 64 13057 a2eaf6295c32adc403865fd96a2f182b abcdefghijklmnopqrstuvwxyzabc... 
4 64 13058 a2eaf6295c32adc403865fd96a2f182b abcdefghijklmnopqrstuvwxyzabc... 
13057 13057 
1 64 13056 56a297b1bf4ffe5510bcfe1885f8bffe oooooooooooooooooooooooooo... 
2 64 13057 56a297b1bf4ffe5510bcfe1885f8bffe oooooooooooooooooooooooooo... 
3 64 13055 56a297b1bf4ffe5510bcfe1885f8bffe oooooooooooooooooooooooooo... 
4 64 13057 56a297b1bf4ffe5510bcfe1885f8bffe oooooooooooooooooooooooooo... 
13056,25 13056 
1 80 12930 57edf4a22be3c955ac49da2e2107b67a 12345678901234567890123456... 12930 12930 
 2 80 12930 57edf4a22be3c955ac49da2e2107b67a 12345678901234567890123456... 
3 80 12929 57edf4a22be3c955ac49da2e2107b67a 12345678901234567890123456... 
4 80 12931 57edf4a22be3c955ac49da2e2107b67a 12345678901234567890123456... 
1 80 12929 f57cdd6b6e803f7b1b4208daa2f9e64b 77777777777777777777777777... 
2 80 12930 f57cdd6b6e803f7b1b4208daa2f9e64b 77777777777777777777777777... 
3 80 12929 f57cdd6b6e803f7b1b4208daa2f9e64b 77777777777777777777777777... 
4 80 12931 f57cdd6b6e803f7b1b4208daa2f9e64b 77777777777777777777777777... 
12929,75 12930 
1 80 12930 de6b8e856e76bf513547c8c726958d8c @@@@@@@@@@@@@@... 
2 80 12930 de6b8e856e76bf513547c8c726958d8c @@@@@@@@@@@@@@... 
3 80 12929 de6b8e856e76bf513547c8c726958d8c @@@@@@@@@@@@@@... 
4 80 12931 de6b8e856e76bf513547c8c726958d8c @@@@@@@@@@@@@@... 
12930 12930 
1 80 12930 5e8a7cb3dbbcb3d6ddb12b959c5189c5 oooooooooooooooooooooooooo... 
2 80 12929 5e8a7cb3dbbcb3d6ddb12b959c5189c5 oooooooooooooooooooooooooo... 
3 80 12930 5e8a7cb3dbbcb3d6ddb12b959c5189c5 oooooooooooooooooooooooooo... 
4 80 12931 5e8a7cb3dbbcb3d6ddb12b959c5189c5 oooooooooooooooooooooooooo... 
12930 12930 
1 128 19084 c699ee7b876ccd12f5e55d9fa38a4f3c 77777777777777777777777777... 
2 128 19083 c699ee7b876ccd12f5e55d9fa38a4f3c 77777777777777777777777777... 
3 128 19084 c699ee7b876ccd12f5e55d9fa38a4f3c 77777777777777777777777777... 
4 128 19085 c699ee7b876ccd12f5e55d9fa38a4f3c 77777777777777777777777777... 
19084 19084 
1 128 19084 6a27828d9819fd3d3307b8398f78ee5c @@@@@@@@@@@@@@... 
2 128 19084 6a27828d9819fd3d3307b8398f78ee5c @@@@@@@@@@@@@@... 
3 128 19084 6a27828d9819fd3d3307b8398f78ee5c @@@@@@@@@@@@@@... 
4 128 19084 6a27828d9819fd3d3307b8398f78ee5c @@@@@@@@@@@@@@... 
19084 19084 
1 128 19084 3e8c1ccbd71838ef3df4b72e57fb9bf6 abcdefghijklmnopqrstuvwxyzabc... 
2 128 19084 3e8c1ccbd71838ef3df4b72e57fb9bf6 abcdefghijklmnopqrstuvwxyzabc... 
3 128 19084 3e8c1ccbd71838ef3df4b72e57fb9bf6 abcdefghijklmnopqrstuvwxyzabc... 
4 128 19085 3e8c1ccbd71838ef3df4b72e57fb9bf6 abcdefghijklmnopqrstuvwxyzabc... 
19084,25 19084 
1 128 19084 6fa0b619a9e917bdf9f5de35556c6fd5 oooooooooooooooooooooooooo... 
2 128 19083 6fa0b619a9e917bdf9f5de35556c6fd5 oooooooooooooooooooooooooo... 
3 128 19083 6fa0b619a9e917bdf9f5de35556c6fd5 oooooooooooooooooooooooooo... 
4 128 19085 6fa0b619a9e917bdf9f5de35556c6fd5 oooooooooooooooooooooooooo... 
19083,75 19084 
1 256 31139 d048c1001f7b0d2f302dc2b6d640c461 77777777777777777777777777... 
2 256 31139 d048c1001f7b0d2f302dc2b6d640c461 77777777777777777777777777... 
3 256 31138 d048c1001f7b0d2f302dc2b6d640c461 77777777777777777777777777... 
4 256 31140 d048c1001f7b0d2f302dc2b6d640c461 77777777777777777777777777... 
31139 31139 
1 256 31138 a7acdccf6f87e631c69390024f69577b @@@@@@@@@@@@@@... 
2 256 31139 a7acdccf6f87e631c69390024f69577b @@@@@@@@@@@@@@... 
3 256 31139 a7acdccf6f87e631c69390024f69577b @@@@@@@@@@@@@@... 
4 256 31138 a7acdccf6f87e631c69390024f69577b @@@@@@@@@@@@@@... 
31138,2 31138 
1 256 31137 6a27444fd8629cc5d976cecf4308fb65 abcdefghijklmnopqrstuvwxyzabc... 
2 256 31139 6a27444fd8629cc5d976cecf4308fb65 abcdefghijklmnopqrstuvwxyzabc... 
3 256 31139 6a27444fd8629cc5d976cecf4308fb65 abcdefghijklmnopqrstuvwxyzabc... 
4 256 31140 6a27444fd8629cc5d976cecf4308fb65 abcdefghijklmnopqrstuvwxyzabc... 
31138,75 31139 
1 256 31140 8ca73a598dad55dd6ea2e3e89e72c41c oooooooooooooooooooooooooo... 
2 256 31138 8ca73a598dad55dd6ea2e3e89e72c41c oooooooooooooooooooooooooo... 
3 256 31139 8ca73a598dad55dd6ea2e3e89e72c41c oooooooooooooooooooooooooo... 
4 256 31140 8ca73a598dad55dd6ea2e3e89e72c41c oooooooooooooooooooooooooo... 
31139,25 31139 
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1. About this document 
In the bachelor thesis Cryptography on an Embedded Platform [1] was made an effort 
to transfer parts of the LibTomCrypt (LTC) open-source cryptographic library onto Rabbit 
3000 platform.  
„LibTomCrypt is a fairly comprehensive, modular and portable cryptographic toolkit 
that provides developers with a vast array of well known published block ciphers, one-way 
hash functions, chaining modes, pseudo-random number generators, public key cryptography 
and a plethora of other routines.“ [2] 
This document is intended to serve as a reference for using the ported parts of the 
library on the Rabbit platform (namely in the Dynamic C integrated C development system 
for Rabbit microprocessors). 
Since the original Developer Manual for the LibTomCrypt library by Tom St Denis 
provides enough satisfactory implementation details, some background for the cryptographic 
routines used, and instructions for use of the library, this document will only specify the 
algorithms that have been successfully transferred to Rabbit platform and the differences from 
the original LibTomCrypt Developer Manual chapter by chapter for this subset of library. 
The original developer manual can be found in the crypt.pdf file located in the 
libtomcrypt-1.16/doc directory contained in the crypt-1.16.zip file that can be downloaded 
from the author’s website [3].  
The modified library has been used and tested in Dynamic C version 9.26 and on the 
Rabbit core module RCM3200 [5]. 
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2. Successfully ported algorithms 
The algorithms that are working correctly on Rabbit 3000 after being ported are: 
• Blowfish cipher 
• CBC block cipher mode 
• MD5 hash 
• SHA-1 hash 
• RIPEMD-128 hash 
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3. How to read this document 
As the following text contains only the description of changes to original Developer 
Manual by Tom St Denis, it is advisable to read the original manual first and then read the 
comments for each chapter listed here. 
The headings indicate the chapter numbers in original manual and the information 
provided lists any additional information or modifications that are valid for the version of 
library ported to Rabbit. 
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4. Changes to the original documentation 
 
Chapter 2.1  
On Rabbit platform the #include directive is replaced with #use, so the library can be 
included by: 
 #use <tomcrypt.h> or 
 #use “tomcrypt.h”. 
It is good not to forget that in Dynamic C every library that is going to be #use’d has 
to be listed in the LIB.DIR or another *.DIR file specified by user. For more details see 
Rabbit’s Dynamic C User’s Manual. 
The header file tomcrypt.h DOES NOT include stdio.h, string.h, stdlib.h, time.h and 
ctype.h. 
 
Chapter 2.2 
The following macros are not defined, otherwise there is no change: 
• BSWAP 
• ROL64(x, y)  
• ROL64c(x, y)   
• ROR64(x, y)  
• ROR64c(x, y) 
 
Chapter 2.3 
There is no change to the message of the chapter except that RSA function was not 
used in Rabbit version, so the example would not work with this exact function. 
 
Chapter 2.4 
No function in the LTC on Rabbit uses Pseudo Random Number Generator, so this 
chapter is obsolete in the ported version of the library. 
 
Chapter 2.5 
No change except SAFER+ routine is not implemented in the LTC on Rabbit. 
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Chapter 3 
In order for any of the functions mentioned in this chapter to work the macros with the 
desired cipher names have to be defined first, for example: 
#define BLOWFISH 
 
Chapter 3.1.3 
Addition: In order for test function to work the LTC_TEST macro has to be defined. 
This is an example of using the test function: 
#define BLOWFISH 
#define LTC_TEST 
#use "tomcrypt.h" 
 
void main() 
{ 
printf("Setup error: %s\n",  
error_to_string(blowfish_test())); 
} 
 
Chapter 3.1.4 
The example should work correctly with the blowfish_keysize() instead of the 
twofish_keysize(). 
 
Chapter 3.3 
From all the ciphers mentioned in Figure 3.1 only Blowfish is implemented on Rabbit. 
 
Chapter 3.4.1 
From all the Symmetric Modes of Operation only CBC is implemented on Rabbit. In 
order to use it the macro LTC_CBC_MODE has to be defined. 
 
Chapter 3.4.6 
The function XXX_getiv() is not implemented in the Rabbit version of library. 
 
Chapters 3.4.9 – 3.5.4 
(Including Chapter 3.5.4) These should be ignored as none of the code described is 
implemented in the LTC on Rabbit 
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Chapter 4.1 
The functions mentioned are implemented for the following hashes: 
• md5 
• sha-1 – the core functions for this hash begin with sha1 (i.e. sha1_init()) 
• ripemd-128 – its core functions begin with rmd128 (i.e. rmd128_init()) 
 
Before using the hashes, a macro with the hash name has to be defined. For example 
before using md5_init() and other functions, we have to use: 
#define MD5. 
Before using the respective test functions of hashes, a macro LTC_TEST has to be 
defined. So an example of testing the SHA-1 hash would look like this: 
#define SHA1 
#define LTC_TEST 
#use "tomcrypt.h" 
 
void main() 
{ 
printf("Setup error: %s\n", error_to_string(sha1_test())); 
} 
 
Chapter 4.2  
From this chapter onwards the implementation discussed is not included in the ported 
version of the library. 
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