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Abstract 
Internet have become a great medium of communication as it is free, supportive, entertaining and easily for reachable 
to millions of people today. The usage of Internet among people become higher day by day, thus also increase the 
number of web application. Nevertheless, most of the web application exists have some vulnerability as there are 
some irresponsible people known as hacker that able to interrupt the peace of it. Some of well-known web application 
vulnerabilities are SQL Injection, Buffer Overflow, Cross Site Scripting and Cross Site request Forgery. In order to 
overcome this vulnerabilities, it is important to detect first the problem before prevent it. At present, there are a lot of 
web application vulnerabilities scanner that have been proposed by researcher for detecting web application 
vulnerabilities such as Acunetix WVS by Acunetix, Netsparker by Mavituna Security, w3af by w3af.org and 
Firefuzzer. However, these scanners have some limitation such as higher false negative although some of it has no 
false positive. Therefore, this paper proposed a technique aim to solve these issues by developing a detection method 
for detect the web application vulnerabilities by using Boyer-Moore String Matching Algorithm. Numerous 
experiments have been conducted in order to evaluate the performance. The result shows that proposed method has 
performed well in terms of the ability to accurately detect vulnerabilities based on false negative and have no false 
positive with low processing time. 
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1. Introduction  
As Internet become more and more significant, there are some individuals identified as hackers that 
have the ability to interrupt the peace of consuming Internet. For that reason, network security is required.  
Network security emphasis on securing networks from any violence or exploit especially from hackers 
and typically handles by network administrator on each organization that applies security policy [1]. Thus, 
to ensure the three main goals of security which are integrity, availability and confidentiality is guarantee, 
network security become the main role to some kind of vulnerabilities in web application. Vulnerabilities 
can be referring as the flaws where attacker can take benefit by exploiting it to gain unauthorized access to 
their target. There are four most common web application vulnerabilities that exist in a web application 
are SQL Injection, Buffer Overflow, Cross Site Scripting and Cross Site Request Forgery.  
SQL Injection is a violence in which the attacker inserts SQL commands into form or parameter values. 
It abuses the use of SQL query in the application [2]. SQL Injection has become a predominant type of 
attacks that target web applications. The Open Web Application Security Project (OWASP) ranks it on top 
among the Top-10 security threats [3]. Buffer Overflow is an activity that can make the memory allocated 
to a certain application become massive [4]. For example, an application supposing a five-digit postcode 
therefore the programmer only allocates enough memory for the perimeter. If an attacker enters more than 
five digits for example hundreds of digit, the application will end up using more memory than what it 
should. As of September 2010, 12 of the 20 most severe vulnerabilities ranked by US-CERT were Buffer 
Overflow related [5].  
Cross-Site Scripting (XSS) is a strike that tries the use of JavaScript in a web and by using JavaScript, 
the grouped information can be gotten as JavaScript can get to private information [6]. Cross-Site Request 
Forgery (CSRF) assault strengths a logged-on victim’s program should send a pre-authenticated demand 
should a vulnerable web application, which at that point constrains those victim’s programs to perform a 
dangerous activity of the profit of the assailant [7]. According to Application Vulnerability Trends Report 
2014, CENZIC found about 25% of the total, the Cross-Site Scripting was the most frequently found 
vulnerabilities in applications tested in 2013 [8]. According National Vulnerabilities Database (NVD), in 
the year 2014 the number of Cross-Site Request Forgery detected are 254 vulnerabilities and the number 
of these vulnerabilities will increase more in the next year [9].  
There are a lot of web application vulnerabilities detection scanners existing in Internet. Either it free 
source or need to buy, there are more or less problems faced by these tools. The common problem meet by 
some of the scanner are false positive and false negatives. A false positive is when there is an error 
whereby a web application tested for is mistakenly found the vulnerabilities which actually there is none. 
Meanwhile, false negatives are the scanner does not found any vulnerability in a web application and 
telling user that the web is secure. However, actually the web application may have some vulnerability 
[10]. Thus, by proposed a method for detecting the vulnerabilities in web application by implement Boyer-
Moore String Matching Algorithm, it will help the web application administrator to take a look and always 
standby in secure mode to avoid and secure mode for avoiding any attacks from the attacker. 
2. Related Works 
This section discussed on four subjects. First subject is about some previous works regarding on web 
application vulnerabilities which are on SQL Injection, Buffer Overflow, Cross Site Scripting and Cross 
Site Request Forgery. The second subject is on web application vulnerabilities scanner. There are some 
related works that have been done by some of the researcher out there regarding the web application 
vulnerability scanner. Some of them just focus on a certain type of web application vulnerability but some 
able to detect many type of vulnerability in one project. The last subject is on Boyer-Moore Algorithm. 
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Acunetix used the AcuSensor Technology can consequently check vulnerabilities found through a 
discovery, filtering, strategies by performing extra test amid the executions of the application’s source 
code and an Acunetix output to give a close to 0% false positive rate when AcuSensor is utilized [11]. 
Netsparker Web Application Security Scanner is definitely not hard to use and its exceptional 
acknowledgement and safe abuse routines license it to be dead exact in reporting, subsequently it is 
disclosures [10]. w3af is an open-source web application security scanner. The project provides 
a vulnerability scanner and exploitation tool for Web applications. This cross-platform tool is available in 
all of the popular operating systems such as Microsoft Windows, Linux and Mac OS and is written in 
the Python programming language [12]. Firefuzzer is a penetration testing tool. The aim of the fuzzer is to 
discover unknown vulnerabilities in web applications. The FireFuzzer application would be executed from 
the Command Prompt. It has two major modules which are Buffer Overflow and Cross Site Scripting [13].        
In Boyer-Moore String Matching Algorithm, Ganga [34] proposed an algorithm which is a phrase 
based document retrieval to retrieve the similar documents by combining two exiting algorithm suffix tree, 
index data structure and Boyer-Moore String Matching Algorithm is applied to check the presence of 
pattern for example the input phrase in order and without order to retrieve the similar documents. Kumar 
and Veerendranath [14] have implemented the Boyer-Moore String Matching Algorithm in data mining 
for Network Intrusion Detection (IDS). Another deployment of Boyer-Moore String Matching is in library 
book information on mobile application [15]. Other than that, the Boyer-Moore String Matching 
Algorithm is also applied in Network Security Audit System [16]. The Boyer Moore String Matching 
Algorithm also implemented in assertion-based software testing which is a powerful tool for automatic 
run-time detection of software errors during testing, debugging and maintenance [17]. In this research 
paper, the Boyer-Moore use for scanning the URL from right to left in order to detect the vulnerabilities. 
3. Boyer-Moore String Matching Algorithm 
The most well-known single pattern matching algorithm is the Boyer–Moore (BM) String Matching 
Algorithm. It compares the characters of the pattern with the characters of the text from right to left by 
using two heuristics called as the bad-character shift and the good-suffix shift [18]. Boyer-Moore 
Algorithm has two heuristic phases. First: bad character shift, which starts the comparison between the 
pattern "P" and the text "T" from the right to the left, and in case of mismatching, the algorithm will shift 
forward to an "M" character (the pattern length). Second heuristic is good suffix shift, which starts a 
comparison from the right to the left, and in case of matching, then the algorithm move to the next 
character in the text "T" with the next character in the pattern "P", until get matching with all string 
characters; but in case of mismatching, the algorithm is move to the next occurrence that was matched 
before [19]. Boyer-Moore String Matching Algorithm have been choose to detect the web application 
Overflow vulnerabilities as it fulfill the desired criteria which are able to scan from right to left and scan 
character by character in one pattern. 
4. Methodology 
Research methodology describes the methods and procedure that have applied in order to complete this 
paper and there are six phases involved. The first phase is information gathering in order to come out with 
the research requirements. For this paper, the literature review focused on the computer security, web 
application vulnerabilities, vulnerabilities scanning and string matching technique. Due to the 
vulnerabilities, detection model which able to recognize the type of vulnerabilities is needed. In this paper, 
only four type common vulnerabilities have been focused which are SQL Injection, Buffer Overflow, 
Cross Site Scripting and Cross Site Request Forgery. String matching technique has been selected as an 
algorithm to detect the vulnerabilities. 
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Once these requirements are identified, the next phase is data collection. In order to ensure that the 
proposed method works, several experiments have been carried out by using several URL of web 
application and it’s collected and extracted from different sources. 20 URL have been collected for each 
SQL Injection, Cross Site Scripting and Cross Site Request Forgery which 10 URL for testing the false 
positive while another 10 URL is for testing false negative. For Buffer Overflow, only 10 URL collected 
as it is difficult to find URL that satisfies the requirement needed. The third phase is to determine the 
algorithm requirement for the method and to select the suitable detection technique. Based on the 
requirements, Boyer-Moore String Matching Algorithm has been selected to be used in the proposed 
method. This is because Boyer-Moore will scan character by character from right to left until the match is 
found.  
Phase four identify the process of detecting web application vulnerabilities. This phase specifically 
focuses on how to perform the process of detecting the web application vulnerabilities. The modules are 
SQL Injection, Buffer Overflow, Cross Site Scripting and Cross Site Request Forgery. The process of 
proposed method worked can be referring in Appendix A. The next phase is constructing the algorithm for 
detecting the web application vulnerabilities. During this phase, the algorithms for detecting the web 
application vulnerabilities have been constructed. There are three steps for development of algorithm 
which are identify the problem, define the algorithm process and construct the algorithm. The problem for 
this paper is the web application vulnerabilities. After the problem has been identified, it has been 
formulated and as a result, algorithms have been developed. The last phase is evaluation. To evaluate this 
method, a series of experiments have been conducted. The metric evaluations for the experiment have 
been identified which are based on accuracy and efficiency. 
5. Result and Discussion 
5.1. Accuracy 
Throughout this paper, the accuracy can be defined measures as how detection method able to detect 
either there is vulnerable or not based on given condition which is the rate of false positive and false 
negative. A false positive is considered as a drawback of a detection method. Minor weaknesses of any 
detection method can lead to false positives. False positives are equally dangerous as false negatives [20]. 
The accuracy of the detection method also has been compared with other commercial tools which are 
Acunetix and Netsparker for SQL Injection, Cross Site Scripting and Cross Site Request Forgery. While 
for Buffer Overflow, w3af and Firefuzzer have been chosen to be used to compare the accuracy. The False 
Positive and False Negative measurements are as follows:  
 
AccuracyFP = (Total Number of FP Instances/Total Number of Benign Instances) * 100            (1) 
 
Where; 
AccuracyFP = False Positive Rate 
Total Number of FP Instances = Number of tests of URL that lead to False Positive.  
Total Number of Benign Instances = Total overall number of tests 
 
AccuracyFN = (Total Number of FN Instances/Total Number of Benign Instances) * 100            (2) 
 
Where; 
AccuracyFN = False Negative Rate 
Total Number of FN Instances = Number of tests of URL that lead to False Negative.  
Total Number of Benign Instances = Total overall number of tests 
116   Ain Zubaidah Mohd Saleh et al. /  Procedia Computer Science  72 ( 2015 )  112 – 121 
  
 Figure (c) shows that the percentage of accuracy of false negative of the proposed approach, proposed 
method, Acunetix and Netsparker for Cross Site Scripting are achieving 100% accuracy. This means that, 
all these three web application vulnerability scanners have zero false negative error. Meanwhile, the 
percentage of accuracy of false positive of the proposed method, Acunetix and Netsparker is achieving 
100% accuracy as shown. Therefore, this result shows that all these three web application vulnerability 
scanners have zero false positive. Figure (d) shows that the percentage of accuracy of false negative of 
the proposed method, Acunetix and Netsparker is achieving 100% accuracy. This means that, all these 
three web application scanners have zero false negative error. Meanwhile, the percentage of accuracy of 
false positive of the proposed method, Acunetix and Netsparker is achieving 100% accuracy as shown in 
Figure (d). Therefore, this result shows that all these three web application vulnerability scanners have 
zero false positive. 
Figure (a) shows the result of the SQL Injection accuracy based on the study from 20 URLs. The 
accuracy of the proposed method is examined based on false negative and false positive of the 
vulnerabilities. Out of 20 URLs collected, the false negative is about 10% which is lower than Acunetix 
and Netsparker tool. Acunetix have highest false negative which is about 30% for overall testing 
vulnerable URL while Netsparker is about 20% of false negative. In terms of false positive, which is not 
vulnerable URL, all the method is free for false positive. This result highlights one of the most important 
advantages of proposed method which is able to detect the SQL Injection in web pages dynamically. 
Figure (b) shows the result of the Buffer Overflow accuracy based on the study from 10 URLs. Out of 10 
URLs collected, proposed method have lowest false positive which is 0% compared with another tools 
which are 10% for w3af and 20% for Firefuzzer. Difference with SQL Injection detection, for false 
negative, there are no data to test as most of web application nowadays are free with Buffer Overflow. 
Buffer Overflow basically happened in C/C++ and assembly language as this language provide no built-in 
protection against accessing or overwriting data in any part of memory and do not automatically check 
that data written to any array. Figure (a), (b), (c) and (d) can refer in Appendix B. 
5.2. Processing Time 
In this section, the efficiency is evaluated as the time taken for all modules of web application 
vulnerabilities to complete the scan and detect the vulnerabilities. The time is measured in seconds. The 
formula of the processing time in research are defined as end time (time taken for each modules detect 
vulnerabilities) minus by start time (after the detection process completed).  
Based on the result in Figure (a), the processing time for all 20 URL for SQL Injection detection are 
less than 300 seconds. The low processing time for some of the URL is caused by the different point of 
injections in each webpage. The smaller number of different point of injections, which is the URL for 
number 2, 4, 5, 7 and so on, require only 120 seconds compared to the URL for 6 and 9 which require 
more than 150 seconds. While for Buffer Overflow detection in Figure (b), the processing times for all 10 
URL are less than 70 seconds. The low processing time for some of the URL is caused by the length of 
input string in each webpage.  
Based on the result in Figure (c), the processing times for all 20 URL for XSS module are less than 500 
seconds. The low processing time for this testing is URL 10, 14, 15 and 20 which is 0 seconds. 
Meanwhile, in the Figure (c) shows the result of processing time for CRSF module. The processing times 
for all 20 URL for CSRF module are less than 75 seconds. The low processing time for CSRF module 
testing is at URL 1, 3, 5, 7, 13, 14, 15 and 19 which is 0 seconds. In the Figure (c), we can see that the 
URL 2 have higher processing time and this situation happen because there are several factors that 
affecting the processing time of web application vulnerability scanner. So the situation of URL number 
two is affected by the factor of size and complexity of the URL itself. Figure (a), (b), (c) and (d) can refer 
in Appendix C. 
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6. Conclusion 
This paper proposed a method for Web Application Vulnerabilities detection. Proposed method uses 
Uniform Resource Locator (URL) as input for Web Application Vulnerabilities detection. Two sets 
experiments have been conducted to evaluate the performance of proposed method based on the accuracy 
(false positive and false negative) and efficiency (processing time). The results show that proposed 
method yields low false negative and false positive for all detection. For SQL Injection, the number of 
different point injection for each web pages tested can affect the processing time, where the higher number 
of different point of injection, the higher the processing time. For Buffer Overflow, the length of input 
string has become the main factor of increasing of processing time. For Cross Site Scripting and Cross 
Site request Forgery, the size and complexity of the URL itself become the main factor the processing 
time become high. In addition, the proposed method can help the web application developer or 
administrator to take any further action to secure their application from being hacked or attacked by the 
unethical person outside the network by exploiting and compromising the vulnerabilities of the web 
application towards SQL Injection, Buffer Overflow, Cross Site Scripting and Cross Site Request Forgery 
attack. At this moment, there is a limitation of the method proposed in this dissertation in order to detect 
the vulnerabilities. The proposed method is unable to detect the SQL Injection vulnerabilities when the 
number of different point of injection is large. Meanwhile for the Cross Site Scripting and Cross Site 
Request Forgery, when the length of URL is long so the scanner will take long time to complete their 
scanning.. This method also only can detect the web pages not overall web application. For further works, 
this paper suggests that the proposed method should be combined with the hybrid string matching in order 
to further strengthen the detection capabilities. 
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Appendix A. Process of proposed method for web application vulnerabilities detection 
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Appendix B. Accuracy for SQL injection, Buffer Overflow, Cross-Site Scripting and Cross-Site 
Request Forgery 
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Appendix C. Processing Time for SQL injection, Buffer Overflow, Cross-Site Scripting and Cross-
Site Request Forgery 
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