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Zeos e´s un sistema operatiu que esta` pensat per aprendre com es dissenya un sis-
tema d’aquestes caracter´ıstiques des de zero. Aix´ı doncs, les funcionalitats que te´
disponibles so´n les ba`siques, gestio´ entrada/sortida, gestio´ de processos, gestio´ de
memo`ria i tambe´ un sistema de fitxers molt simple. Aquestes caracter´ıstiques s’im-
plementen durant l’assignatura de PROSO i tenen com a objectiu entendre quines
so´n les necessitats que te´ qualsevol sistema i com suplir-les.
Aquest sistema, esta` implementat pensant en el suport f´ısic en el que s’executara`,
en aquest moment inicial un disquet de 3½”. Per aquest motiu, e´s fonamental tenir
en compte que Zeos prove´ d’un Kernel 0.01, un sistema antic, que requereix repen-
sar el suport f´ısic, donat que els disquets s’han quedat obsolets. L’antiguitat del
sistema, permet a l’estudiantat complementar els coneixements adquirits a classe
amb l’autoaprenentatge i la investigacio´, per desenvolupar de manera dida`ctica les
eines necessa`ries per complementar Zeos, fomentant el desenvolupament de noves
aptituds, d’un caire me´s creatiu.
Tenint en compte les limitacions del sistema i els objectius a desenvolupar, resulta
de gran importa`ncia diferenciar d’entre tots els dispositius f´ısics d’emmagatzematge,
els de lectura i els de lectura-escriptura, amb la finalitat de trobar un que, a me´s
de ser econo`mic, sigui pra`ctic i compti amb la capacitat per dur dins un sistema
amb les caracter´ıstiques de les que el vulguem dotar. En el cas del disquet, ten´ıem
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un dispositiu de fa`cil lectura-escriptura i sobretot portable, tot i que actualment
obsolet. Entenent la relleva`ncia de mantenir el mateix esperit del darrer suport,
finalment es decideix usar per a la nova implementacio´ un pen drive, doncs llegir i
escriure sobre ell e´s molt senzill, a me´s de ser un suport f´ısic especialment pensat
per ser portable.
Aix´ı doncs, amb el projecte que es presenta, no nome´s es prete´n complementar la
forma de l’aprenentatge i canviar l’entorn d’execucio´, sino´ recuperar el control sobre
el pen drive, per fer d’un suport f´ısic normalment utilitzat per l’emmagatzematge,
una eina de lectura i escriptura portable. Que a me´s d’explotar la seva utilitat d’una
manera senzilla i dida`ctica, l’alumne ha d’aconseguir modificar el codi de ca`rrega
del sistema operatiu inserit al pen drive per tal que el pen drive sigui interpretable
pels sistemes operatius d’u´s me´s este`s, seguint els passos donats al llarg del projecte
i creant-ne de nous.
Aix´ı que ZeosFS: Un sistema de fitxers destinat a l’educacio´ es presenta amb l’ob-
jectiu de capacitar al lector de coneixements necessaris que li permetin entendre
quins canvis s’han fet en el sistema operatiu Zeos, de la manera me´s pedago`gica i
per tant accessible, per adaptar-lo a aquest nou entorn i justificar el procediment
que s’ha dut a terme paral·lelament a la implementacio´. Tot aixo`, explicant els
efectes col·laterals que es poden donar. I alhora demostrant que el desenvolupament
d’aquestes tasques mitjanc¸ant el software lliure e´s pot dur a terme, demostrant aix´ı
la seva capacitat transformadora d’aquest vers al lector. Dins d’aquest marc i fent
el codi pu´blic, s’aconsegueix que el lector prengui consciencia que sense aquest, la
seva formacio´ queda incompleta, fet que repercuteix en la mateixa concepcio´ del





Per poder dur a terme el projecte cal tenir clars quins so´n els objectius principals i
els passos que s’han de desenvolupar per arribar a aquests.
Els objectius principals so´n tres:
• Modificar el boot de ZeOS per a que es faci a trave´s del USB.
• Implementar les operacions ba`siques d’E/S per l’USB.
• Implementar un SF que faci servir un USB formatejat des d’un SO real.
Per a modificar el sistema de ca`rrega per a que es realitzi a trave´s del USB caldra`
tenir un entorn de treball per poder dur a terme el treball: un ana`lisi per ser cons-
cients dels canvis que es poden produir i els efectes col·laterals, el disseny de com
s’ha de carregar el sistema, la valoracio´ dels canvis a produir per poder carregar el
sistema operatiu i dur-los a terme. En implementar les operacions ba`siques d’E/S,
el que s’esta` fent realment e´s recuperar el control de la memo`ria USB i permetre lec-
tures i escriptures sobre el disc. Finalment, per a implementar un SF que faci servir
des d’un USB formatejat un SO real, cal adaptar el sistema de forma transversal
per crear-lo i permetre’n l’u´s, i, aleshores, fer-ne u´s fora de l’entorn emulat.
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2.1 Prepar l’entorn de treball
Per tal de treballar eficientment amb el sistema operatiu, cal instal·lar un emulador
per poder comprovar que el treball fet funciona correctament, a mesura que anem
desenvolupant-lo i executant el codi pas per pas per veure si realment realitza les
operacions tal com esperem. En ser un projecte que previsiblement portara` una
part important de programacio´ en assemblador, e´s convenient que l’emulador tingui
un debugger a aquest nivell. A me´s caldra` que aquest tingui una entrada virtual
per a USB per tal de poder llegir i escriure als arxius que aquest pugui contenir. Ja
per u´ltim, un altre requeriment sera` que la BIOS que es faci servir pugui carregar
el sistema operatiu des del pen drive.
2.2 Ana`lisi inicial
El sistema conte´ un seguit d’arxius que cal contextualitzar i explicar amb un mı´nim
de detall. Del funcionament global cal que diferenciem 3 modes de treball: Boot,
sistema i usuari. A me´s hem d’analitzar els arxius que els composen des de dos punts
de vista. El primer, e´s el treball intern i les diverses funcionalitats que serveixen
perque` el sistema operatiu treballi amb normalitat. I el segon punt, e´s la interaccio´
que hi ha entre les 3 parts diferenciades per entendre perque` so´n necessa`ries i que`
e´s el que cal modificar estructuralment.
2.3 Disseny del proce´s de ca`rrega
Abans de modificar el boot, e´s important tenir els conceptes clars; tenint en compte
que ja no estarem llegint des d’un disquet, nome´s modificarem aquella part de la
ca`rrega del sistema operatiu que depe`n del hardware sobre el qual es treballa. Amb
aquesta informacio´, s’ha de modificar allo` que e´s estrictament el necessari, tenint
en compte que el boot esta` limitat a un espai de 512 bytes, i per tant, la fase
d’implementacio´ estara` limitada.
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2.4 Implementacio´ del proce´s de ca`rrega en una
memo`ria USB
Un cop tenim tota la informacio´ sobre quines difere`ncies hi ha entre la ca`rrega de
disquet i la de l’USB, es modificara` la funcio´ de lectura des del dispositiu. Sempre
tenint en compte les limitacions d’espai que s’han descrit durant el disseny.
2.5 Disseny de l’escriptura i lectura d’un bloc de
disc a una memo`ria USB
En aquest punt, cal tenir en compte que es treballa en mode sistema. Aixo` implica
que la interaccio´ USB - sistema operatiu no obliga que sigui dissenyada amb les
mateixes intencions a la part de sistema i a la part de ca`rrega. Per aquest motiu, e´s
necessari que mirem com funciona el sistema per als altres dispositius i es documenti
si el dispositiu hardware compleix les mateixes caracter´ıstiques, per tal de treballar
d’una manera me´s desacoblada, e´s a dir, on el sistema operatiu pugui funcionar
correctament sense haver de dependre de com funcionen els elements f´ısics.
2.6 Implementacio´ de l’escriptura i lectura d’un
bloc de disc a una memo`ria USB
Un cop clar el disseny, el segu¨ent pas e´s modificar el mı´nim possible del sistema
operatiu per comprovar que tot funciona com cal esperar.
2.7 Disseny del sistema de fitxers
Un sistema de fitxers Linux consta de dues parts.
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2.7.1 Part dependent del hardware
En aquesta part identifiquem quin e´s el sistema de fitxers que volem en funcio´ de
les necessitats. Tambe´ ens fixem en com es distribueixen els arxius a la memo`ria
de l’USB (on tambe´ es guarda altra informacio´ necessa`ria per tal de localitzar els
arxius guardats). I tambe´ cal preveure si s’ha de fer alguna modificacio´ al codi
perque` aquest USB pugui ser interpretat per qualsevol gestor de finestres habitual.
2.7.2 Part independent del hardware
Un cop sabem en quin format es guarden els elements a disc s’han de crear les
estructures necessa`ries per aconseguir, un cop me´s, un sistema operatiu que funcioni
independentment del hardware amb el qual treballi.
2.8 Implementacio´ del sistema de fitxers
En aquest punt, el que fem es transformar tot el que s’ha plantejat en el punt anterior
en estructures, fitxers, funcions, variables,... En definitiva, en tots els elements que
siguin necessaris, per tal de poder gestionar les modificacions que es facin sobre els
arxius que pugui contenir el pen drive.
2.9 Estandarditzacio´ del codi
L’u´ltim pas de la part experimental del projecte e´s comprovar que tot funciona cor-
rectament tant en un entorn no emulat com en un d’emulat.
Les modificacions sobre el sistema operatiu ZeOS no es poden desvincular de la filo-
sofia del software lliure, sobretot en la seva vessant me´s dida`ctica. La documentacio´
sobre el desenvolupament d’aquestes ampliacions, ha de servir perque` qualsevol per-
sona sigui capac¸ de comprendre les modificacions que s’han realitzat sobre el projecte
inicial; que ells mateixos puguin elaborar el mateix projecte o un de similar amb
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propostes pro`pies del desenvolupador.
Per u´ltim cal afegir que aquest projecte, des de la primera pa`gina fins a l’u´ltima, ha
de servir per fer difusio´ del software lliure i demostrar els avantatges que comporta
fer un projecte on tots els programes han estat creats perque` el mateix usuari, en
funcio´ de les seves necessitats, els pugui modificar per tal de millorar l’experie`ncia
d’u´s de l’usuari i la de la resta de la comunitat.
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Cap´ıtol 3
Conceptes previs i factibilitat
Per comenc¸ar a treballar en aquest projecte cal tenir en compte el context en el
que es troba. No es parteix des de zero ni conceptualment parlant, ni a nivell
d’implementacio´. Per tant, es veu necessari saber de quines eines disposem per tenir
present en fases posteriors quins elements s’han de mantenir i quins s’han de canviar,
que` e´s el que ens falta complementar al que ja sabem i que` s’ha de fer servir del que
ja es va aprendre en el seu dia.
3.1 Que` e´s ZeOS?
3.1.1 Abans de comenc¸ar
El projecte parteix d’un sistema operatiu pre`viament creat a la assignatura de pro-
jecte de sistemes operatius (PROSO). Aquesta, el que busca e´s unir en una u´nica
assignatura pra`ctica els conceptes teo`rics sobre Mecanismes d’entrada al sistema
(excepcions/interrupcions/crides a sistema), Gestio´ de processos (estructures de da-
des/algorismes/pol´ıtiques de planificacio´/canvi de context/crides a sistema relaci-
onades). Gestio´ entrada/sortida (Dispositius/canals/crides a sistema relaciones),
apresos a la assignatura de sistemes operatius, SO. Subrutines i excepcions, apre-
sos a estructures de computadors 1,EC1. I la gestio´ tant entrada/sortida com de
memo`ria estudiades a estructures de computadors 2, EC2.
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3.1.2 Coneixements previs
Per poder seguir el proce´s d’aquest projecte cal saber:
• Coneixements d’administracio´ de sistemes operatius per poder instal·lar i con-
figurar els elements necessaris per provar el sistema.
• Nivell de coneixement elevat de coneixement en llenguatge C.
• Nivell de coneixement elevat en llenguatge assemblador de Linux i386.
• Coneixements ba`sics de modificacio´ de fitxers Makefile.
3.1.3 Estructura de ZeOS
Abans de comenc¸ar a explicar quines modificacions s’han hagut de fer per tal d’ela-
borar el projecte cal comprendre quins elements tenim inicialment.
3.1.3.1 Tipologia d’arxius que el composen
El contingut dels fitxers es pot dividir en els segu¨ents grups segons la seva extensio´:
• Els fitxers .c i .S so´n els u´nics que incorporen codi al sistema operatiu i cor-
responen a fitxers implementats en C i en assemblador, respectivament.
• Els fitxers .c i .S es complementen amb fitxers .h dins d’un directori a part.
Aquests tipus de fitxers corresponen als fitxers capc¸alera. Contenen estruc-
tures, variables, capc¸aleres de les funcions i constants que es fan servir en els
arxius .c i .S.
• El fitxer Makefile, que e´s l’u´nic que no te extensio´, compleix la funcio´ de crear
els executables finals.
• I per u´ltim podem observar uns fitxers amb extensio´ .lds. So´n guions d’enllac¸at
usats per l’enllac¸ador ld.
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Cada format respon al nivell d’interaccio´ amb el hardware que conte´ el codi. Pre-
visiblement els arxius en assemblador tenen un nivell d’interaccio´ superior amb el
hardware que els arxius programats en C. Cal dir, pero`, que hi ha arxius en C que
puntualment requereixen d’interaccio´ a baix nivell, en consequ¨e`ncia, i per no ha-
ver de programar tot en assemblador, donat que e´s me´s costo´s per al programador,
s’afegeixen l´ınies de codi en aquest llenguatge.
3.1.3.2 Interaccio´ de la ca`rrega, el sistema i l’usuari
Independentment del llenguatge emprat dins de cada arxiu de codi de sistema, con-
ceptualment es poden dividir en 3 grups.
Els grups corresponen a dos motius. El primer i me´s evident, e´s la disposicio´ dels
arxius de codi de sistema en la imatge final. Aquest ordre e´s producte de l’execucio´
del Makefile en aquest estat inicial del projecte. E´s condicio´ necessa`ria, per tal que
el sistema operatiu sigui carregat a memo`ria, que els primers 512 bytes del dispositiu
que conte´ el sistema operatiu estiguin ocupats pel sistema de ca`rrega o boot. Donat
que per defecte es carreguen a memo`ria aquests primers bytes. A me´s, un cop a
memo`ria, s’executen en mode real, e´s a dir, qualsevol instruccio´ del set d’instrucci-
ons de la CPU pot ser executada i es pot accedir a qualsevol posicio´ adrec¸able de
memo`ria (cal destacar que e´s poden direccionar tantes adreces com els 20bits que
te habilitats).
Un cop carregat tot el sistema operatiu es passa a mode protegit i saltem a la segu¨ent
fase, la execucio´ de la part de sistema. El mode protegit te´ restriccions d’execucio´
d’instruccions, e´s capac¸ de adrec¸ar fins a 232 direccions de memo`ria i es treballen
amb direccions de memo`ria lo`giques. A me´s, te´ restriccions alhora d’accedir a po-
sicions de memo`ria per tal que un proce´s no pugui accedir a l’espai de memo`ria
d’un altre. En aquest segon bloc, s’inicialitza el primer proce´s o proce´s 0. Aquest
gestiona tot el que so´n interrupcions, excepcions, variables,... e´s a dir, e´s la base
perque` tots els processos puguin treballar. E´s el que ofereix totes les utilitats als
processos que es puguin executar.
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Finalment, tenim el bloc d’usuari. Tambe´ s’executa en mode protegit i simplement
e´s el conjunt de processos i arxius que fan servir les utilitats que ofereix el sistema
per poder obtenir uns resultats.
Figura 3.1: Esquema de ZeOS inicial
3.1.3.3 Descripcio´ dels arxius
Inicialment hi ha una se`rie d’arxius que s’han de cone`ixer per tal de saber per on
comenc¸ar el projecte. E´s vital saber les condicions de les quals es parteix per avanc¸ar
en la direccio´ correcta.
A me´s de saber quina utilitat tenen, s’ha de saber en quin context es fan servir.




• bootsect.S Aquest arxiu, conte´ el codi de la ca`rrega del sistema i l’usuari a
memo`ria. A me´s del canvi de mode d’execucio´ de real a protegit i la inicialit-
zacio´ de diversos elements hardware.
3.1.3.3.2 Sistema
• system.c Recull fonamentalment la inicialitzacio´ del sistema i el pas de sistema
a usuari.
• interrupt.c Conte´ la taula de les interrupcions i excepcions que pot rebre el
sistema i el comportament que ha de tenir amb aquestes segones.
• entry.S Fa de mitjancer entre la crida de les interrupcions i excepcions i el
comportament que ha de tenir el sistema operatiu respecte aquestes.
• io.c Conte´ les rutines d’escriptura a pantalla.
• sys.c Conte´ el comportament de les crides a sistema independentment del
hardware implicat. E´s a dir, en cas de que la crida necessiti del suport d’un
hardware per complir la seva funcio´, s’executara` la part independent. Altra-
ment, simplement s’executara` el codi corresponent.
• sched.c Aqu´ı trobem les estructures i funcions que ens ajudaran alhora de fer
u´s del planificador dels diversos processos que podem tenir en execucio´.
Les tasca del planificador consisteix en repartir el temps disponible de la CPU
entre tots els processos que estan disponibles per a la seva execucio´.
• mm.c En aquest arxiu trobem la inicialitzacio´ de les estructures que ens per-
metran la gestio´ de la memo`ria. Ja que, com estem en mode protegit cal crear
la corresponde`ncia entre pa`gina lo`gica i la pa`gina f´ısica.
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• devices.c Conte´ el codi dependent del hardware de les crides a sistema.
• fitxer.c Gestiona las estructures de la part independent del hardware de la
gestio´ del sistema de fitxers.
• fat.c Trobem l’emulacio´ d’un disc dur a memo`ria i les funcions per gestionar-lo.
• hardware.c Executa totes aquelles instruccions que tenen una relacio´ amb el
hardware i que so´n necessa`ries en aquesta part de sistema.
• utils.c Hi ha implementades diferents utilitats que so´n necessa`ries al llarg del
codi. Com per exemple, parsejadors de strings, copia de variables,...
3.1.3.3.3 Usuari
• libc.c Llibreries de C. Conte´ totes aquelles funcions de C que es poden fer servir
des de l’usuari i que corresponen amb aquelles crides que estiguin programades
a sistema.
• user.c Codi d’usuari. E´s l’arxiu que fara` servir les funcionalitats que la llibreria
de C tingui implementades.
3.1.4 Funcionalitats ZeOS
Les funcionalitats del sistema operatiu que s’esta` ampliant, en aquest instant sense
haver fet cap modificacio´, so´n la gestio´ de processos que consisteix en administrar
els processos i tasques del sistema de comput.
A me´s aquest sistema, tambe´ s’encarrega de proveir mecanismes per a assignar secci-
ons de memo`ria que un proce´s pot demanar, i alhora, desocupar seccions de memo`ria
que ja no s’utilitzen, per a que estiguin disponibles per a un altre programa.
Tambe´ el sistema operatiu, conte´ una gestio´ d’entrada/sortida que busca uniformit-
zar en la mesura del possible el tractament de tots els dispositius que puguin estar
disponibles. Un d’aquests e´s un disc pero` simulat a memo`ria, que ve acompanyat
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d’un sistema FAT simplificat. Aquest sistema de fitxers ajuda a portar el control
sobre l’estat dels diversos blocs del disc i els arxius que s’hi troben.
3.2 Estructura del disquet
Un disquet e´s un dispositiu f´ısic d’emmagatzematge de dades. En aquest cas el codi
de ca`rrega, inicialment, esta` preparat per carregar codi, en el cas de que el disquet
sigui de 3½”. Aix´ı doncs, tenim una estructura composada per cilindres, capc¸als i
sectors. Cada sector conte´ 512 bytes. Un capc¸al esta` composat per 18 sectors. Un
cilindre conte´ 80 sectors. I com a molt hi poden haver 2 cilindres. Per tant, un
disquet d’aquestes caracter´ıstiques te´ una capacitat de 1,44MB.
El disquet te´ la capacitat suficient per contenir el sistema operatiu, pero` el suport
f´ısic del que estem parlant, esta` obsolet. Ja no es fabriquen disqueteres de forma
massiva.
3.3 Estructura f´ısica de l’USB
La BIOS interpreta l’USB com un disc dur. Aix´ı doncs caldra` saber de quina manera
ho fa per saber que e´s reaprofitable o si en contraposicio´ hem d’implementar per
complet la funcio´ de lectura des de disc. Tot tenint present que no pot ocupar me´s
de 512 bytes el codi.
La estructura que simula l’emulador per interactuar amb l’USB en mode de disc e´s la
mateixa que fa servir per accedir a un disc dur ATA, es a dir, CHS (cyilinder-head-
sector). Aquesta estructura e´s escollida per tal de mantenir l’u´s de la interrupcio´
0x13 amb la funcionalitat indicada al registre ah, en aquest cas el 0x02, per llegir
des la BIOS el USB. Aquesta funcionalitat el que ens permet e´s que cada cop que
s’executi es llegeixin la quantitat de bytes indicats.
Si fe´ssim servir altres funcionalitats que tambe´ permeten llegir el disc com podrien
ser la de la interrupcio´ 0x13 amb la funcionalitat ah amb valor 0x41 seria imperatiu
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fer servir altres estructures per tal de llegir des de la BIOS.
3.3.1 Estructura d’un disc dur ATA
Un disc dur ATA t´ıpic a cada sector hi ha 512 bytes i te´ 63 sectors per cada cilindre.
Com a ma`xim es pot tenir 256 cilindres per cada capc¸al, i com a molt es podra` tenir
1024 capc¸als. Aquestes limitacions fan que no es pugui tenir me´s de 8Gb d’espai en
un disc dur d’aquest tipus.
E´s convenient en aquest punt dir que els sectors estan numerats del 1 al 63 a di-
fere`ncia dels cilindres i els capc¸als els quals comencen a numerar-se per 0.
Altre cosa a tenir en compte, s’esta` parlant en pote`ncies de 2 quan s’ha de tenir en
compte que els discs durs tendeixen a quantificar la seva capacitat en pote`ncies de
10 tot i que aixo` no ha tingut cap mena d’incide`ncia en aquest projecte.
3.4 Interrupcions BIOS
Els primers 0x400 bytes de la memo`ria corresponen a la ivt (taula de vectors d’in-
terrupcions). Aquesta taula associa un gestor d’interrupcions amb una sol·licitud
d’interrupcio´ d’una manera espec´ıfica de la ma`quina. En aquest projecte es fan
servir dues interrupcions la 0x10 i la 0x13, que corresponen a la tarja gra`fica i al
dispositiu de disc connectat (disquet, disc dur, ...), respectivament. Cadascuna de
les interrupcions pot tenir diverses funcionalitats, aquestes funcionalitats s’indiquen
mitjanc¸ant el registre ah.
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3.4.1 int 0x10
En aquest cas la u´nica funcionalitat que es fa servir e´s la 0x0E. Aquesta funcionalitat
tambe´ necessita de valors als registres al, per indicar quin e´s el valor que es vol
escriure, el registre bh, el nu´mero de pa`gina al que es vol escriure (normalment 0) i
en el registre bl, el color del cara`cter que volem escriure.
3.4.2 int 0x13
Aquesta interrupcio´ te dos funcionalitats interessants, la que correspon al valor
0x02(lectura) i el valor 0x03(escriptura). Ambdues funcionalitats impliquen un u´s
similar de la resta de registres.
Al registre al s’indiquen el nu´mero de sectors a llegir o escriure, aquest valor no pot
ser 0. Al ch s’indiquen els 8 bits de menor pes per marcar el nu´mero de cilindres. El
registre cl s’indica als 6 bits de menor pes el nu´mero del sector inicial pel qual s’ha
de comenc¸ar llegir o escriure, dins d’un mateix capc¸al, i als 2 de major pes acaben
d’indicar el cilindre a llegir o escriure. Als registres dh i dl s’indiquen el capc¸al
corresponent a la funcio´ i el nu´mero de dispositiu que es vol llegir respectivament.
En aquest u´ltim cas s’acostuma a activar el bit 7 si el dispositiu e´s un disc dur. Per
u´ltim, el registre es concatenat amb el bx, marquen a partir de quina direccio´ s’ha
de llegir o escriure el contingut dels sectors, capc¸als i cilindres que s’hagin marcat
als altres registres anomenats.
3.5 Gestio´ memo`ria Intel
Per poder comprendre quin e´s l’estat inicial i, per tant, saber quins canvis s’han
de fer durant el canvi de mode, cal saber alguns conceptes i estructures de dades
racionades amb la gestio´ de memo`ria per saber, pas per pas, les modificacions que
s’han de realitzar.
Primer de tot, s’ha de saber que a un Linux implementat sobre una arquitectura
i386 diferenciem entre adreces f´ısiques, lo`giques i lineals (virtuals), com s’indica a la
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figura 3.2.
• Direccions lo`giques. Generades pel proce´s, cada direccio´ lo`gica consisteix en
un selector de segment i un desplac¸ament(offset), que indica la dista`ncia des
del principi del segment a la direccio´ actual.
• Direccions lineals (virtuals). Obtingudes despre´s d’aplicar una transformacio´
a la direccio´ lo`gica per part de la MMU (unitat de gestio´ de memo`ria). La va-
riable que conte´ la direccio´ e´s un unsigned integer de 32 bits, que s’utilitza per
representar fins a 4 GB. El rang d’adreces e´s de 0x00000000 a 0xFFFFFFFF.
• Direccions f´ısiques. Utilitzades per adreces memo`ria del xip. Estan represen-
tades per unsigned integers de 32bits.
Figura 3.2: Traduccio´ d’adreces a Linux
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En un processador i386 el pas de direccio´ lo`gica a lineal s’anomena segmentacio´ i el
pas de direccio´ lineal a f´ısica s’anomena paginacio´. E´s especialment important saber
que si es deshabilita la paginacio´ la direccio´ f´ısica e´s equivalent a la direccio´ lineal.
3.5.1 Segmentacio´
El processador i386 usa segmentacio´ per defecte pero` segons el mode d’execucio´ (real
o protegit) aquesta es realitza de forma diferent. El factor comu´ entre tots dos so´n
els registres de segmentacio´.
Es fan servir sis registres especials per a la segmentacio´. Aquests serveixen per fer
me´s ra`pida la seleccio´ dels diferents segments. Aquests registres so´n el cs, ss, ds,
es, fs i gs. Els tres primer (cs, ss i ds) so´n de propo`sit espec´ıfic mentre que els tres
segons tenen un propo`sit general(es, fs i gs).
3.5.1.1 Segmentacio´ a mode protegit
cs e´s el registre de segment de codi, apunta al segment que conte´ les instruccions
del programa. El registre ss selecciona el segment de pila al que es vol accedir. I el
ds selecciona el segment de dades al que es vol accedir.
Els registres de segments (o selectors) tenen 3 camps (figura 3.3). El camp index te´
13 bits e identifica la entrada del descriptor de segment que correspon continguda
a la GDT (taula de descriptors general) o a la LDT (taula de descriptors locals).
Un bit TI (indicador de taula) que indica a quina de les dues taules es troba el
descriptor, 0 si GDT o 1 si LDT. I el camp RPL (nivell de privilegi sol·licitant) de
2 bits, que e´s el nivell de privilegi en el que s’esta` executant el codi. El privilegi
d’execucio´ me´s gran e´s el 0 i correspon a execucio´ de sistema i el 3 e´s el de menor
prioritat i correspon a usuari.
La LDT no es necessa`ria durant la execucio´ del Kernel, si algun proce´s ho requer´ıs
hi ha crides pro`pies per generar-ne una i modificar-la. Aix´ı que tots els registres de
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Figura 3.3: Estructura dels registres de segmentacio´
segmentacio´ tindran el bit TI a 0 i el camp RPL a 0 donat que nome´s s’accedeix a
la GDT des de Kernel, ja que a la descripcio´ d’arxius podem observar com tot el
que te´ a veure amb implementacio´ de les crides a sistema esta` a la part de sistema.
La GDT(taula de descriptor global) e´s un vector guardat a memo`ria que conte´ els
segments de memo`ria. La posicio´ de memo`ria que aquest ocupa i el nu´mero d’en-
trades que te´ guardat al registre gdtr.
Cada entrada de la GDT te´ el mateix format que l’indicat a les figures 3.4 i 3.5.
Figura 3.4: GDT
• Base: Valor de 32 bits que conte´ l’adrec¸a lineal en que` comenc¸a el segment.
• Limit: Valor de 20 bits, li diu a la unitat ma`xima adrec¸able (ja sigui en unitats
d’1 byte, o en pa`gines, depenent de la granularitat).
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Figura 3.5: Bits concrets de la GDT
• Granularitat(Gr): Si e´s 0, el l´ımit esta` expressat en blocs d’1 byte (granularitat
de bytes), si 1 el l´ımit esta` expressat en blocs de 4 Kb(pa`gina granularitat).
• Mida(Sz): Si e´s 0 el descriptor defineix 16 bits en mode protegit. Si 1 defineix
a 32 bits en aquest mode tambe´. Es poden tenir diversos descriptors de 16 i
de 32 bits en una mateixa execucio´.
• Descriptor del nivell de privilegi (Privl): Conte´ 2 bits que indiquen en quin
privilegi es treballa al segment.
• Presencia(Pr): Ha de ser 1 per a tots els descriptors va`lids.
• Executable(Ex): Si e´s un segment que pot ser executat(selector de codi, per
exemple) el seu valor sera` 1, si e´s segment de dades sera` 0.
• Accessible(Ac): Simplement cal inicialitzar-lo a 0. El processador el posa a 1
quan s’accedeix al segment que aquest descriptor indica.
• Bit de direccio´/Bit de conformitat (DC):
– Si e´s un descriptor de dades i esta` a 0 el segment va de 0 fins al l´ımit.
Per exemple, variables guardades a una posicio´ de memo`ria concreta. Si
el bit e´s 1 el segment va del l´ımit fins al inici del segment. Per exemple,
para`metres d’una funcio´, doncs es guarden a pila.
– Si e´s un selector de codi i esta` a 1, podran fer servir aquest descriptor tots
els registres de segment amb un privilegi igual o inferior al del camp Privl.
20
Si el camp e´s 0, nome´s podran disposar d’aquest segment els registres que
tinguin el mateix valor que el camp Privl en el seu camp RPL.
• Bit de lectura/escriptura(RW):
– Bit de lectura per a selectors de codi. Es permet acce´s de lectura a aquest
segment pero mai un segment de codi podra` ser escrit.
– Bit d’escriptura per a selectors de dades. Es permet acce´s d’escriptura
a aquest segment. L’acce´s de lectura esta` habilitat per a segments de
dades.
Associat a cada registre de segment tenim un descriptor de segment. Aquest des-
criptor e´s una copia del contingut de la posicio´ de la GDT apuntada pel registre de
segment. El descriptor de segment e´s un registre no programable, i per tant, e´s part
hardware. Ens optimitza la traduccio´ de la direccio´ al no haver d’accedir a memo`ria
cada cop que s’ha d’interpretar aquesta.
En conclusio´, la segmentacio´ a mode protegit funciona de manera similar al que
mostra la figura 3.6. On el valor de la base, que s’indica al descriptor de segment,
es suma al del desplac¸ament de la direccio´ lo`gica.
3.5.1.2 Segmentacio´ a mode real
La memo`ria te´ un segment u´nic, i per tant, nome´s es poden obtenir 220 adreces.
Aquestes adreces lo`giques so´n equivalents a les adreces f´ısiques. E´s important en-
tendre que l’objectiu dels registres en ambdues maneres de segmentar e´s la mateixa,
accedir al segment que els hi pertoca. El cs servira` per accedir al segment de codi,
el ss servira` per accedir al segment de pila i el ds al segment de dades. Pero`, a mode
real, no apunten a cap posicio´ de la GDT. Seria innecessari tenir una estructura de
memo`ria que nome´s tingues una entrada.
Sabent que els registres de segment so´n de 16 bits, caldra` un registre addicional
per adrec¸ar 20 bits. Aix´ı doncs, el ca`lcul que s’ha de fer per obtenir la direccio´
e´s: (registre de segment << 4bits)+registre addicional. Per exemple, per obtenir
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Figura 3.6: Segmentacio´ a mode protegit
la direccio´ f´ısica del codi que s’esta` processant seria: (cs << 4)+ip. El registre ip
marca el desplac¸ament que s’ha de fer per accedir a la propera operacio´ a executar.
3.5.2 Paginacio´
La memo`ria esta` organitzada en marcs de pa`gina, tambe´ anomenats frames, de la
mateixa mida.
El sistema de paginacio´ de l’arquitectura 8086, que es mostra a la figura 3.7, divideix
una direccio´ lineal en 3 camps per tal d’obtenir una direccio´ f´ısica.
• Directori: Correspon als 10 bits de major pes. En el sistema operatiu en el que
estem treballant sempre valdran tots els bits 0, ja que, nome´s es fara` servir la
entrada 0 del directori de pa`gines.
• Taula: Els 10 bits d’enmig defineixen a quina pa`gina de memo`ria es vol accedir.
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Figura 3.7: Paginacio´
• Offset: Els 12 bits de menor pes defineixen el desplac¸ament dins la pa`gina
(fins a 4Kb).
*E´s fonamental adonar-se que la paginacio´ nome´s funciona mentre treballem a 32
bits. Caldra`, doncs, en algun punt previ a activar la paginacio´ canviar el treball que
la CPU de 16bits a 32bits. Aixo` es fa mitjanc¸ant el registre de control cr0, que e´s un
registre de 32 bits que te´ varies posicions, aquestes condicionen l’activacio´ de certs
elements hardware d’un processador. El bit menys significatiu d’aquest registre, si
se li dona el valor d’1 el processador, treballara` a 32 bits, en canvi, si el seu contingut
e´s 0, la execucio´ es fara` a 16bits.
De la imatge presentada (figura 3.7) cal tenir clar a me´s a me´s per a que serveix
cada element.
• cr3: aquest registre conte´ l’adrec¸a del directori de pa`gines per tal de que el
contingut del camp directori sigui relatiu. Aix´ı, aquest camp, no ha de contenir
la direccio´ completa del camp al que haura` d’accedir.
• Directori de pa`gines i taula de pagines: ambdues estructures tenen el mateix
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format. La seva funcio´ principal e´s traduir el nu´mero de pa`gina lineal a nu´mero
de pa`gina f´ısica.
• Pa`gina: espai contigu a memo`ria de direccions lineals. E´s important entendre
que aquestes es corresponen amb direccions f´ısiques contigu¨es. Les compro-
vacions sempre es fan a nivell de pa`gina. Cal que tinguem en compte que la
memo`ria f´ısica es divideix en marcs de pa`gina i que no sempre contindran les
mateixes pa`gines. Una pa`gina no e´s me´s que un bloc de dades que es pot
emmagatzemar en qualsevol marc de pa`gina o a disc.
Per acabar amb aquest punt, e´s fonamental saber que per activar el mecanisme
de paginacio´ en la arquitectura sobre la que treballem, cal modificar el bit me´s
significatiu del registre cr0(bit de paginacio´) posant-hi un 1.
3.5.2.1 Espai f´ısic
Per u´ltim, e´s previsible que s’hagi de trobar alguna direccio´ de memo`ria per guardar
el bloc de disc a memo`ria. Aix´ı que s’haura` d’identificar que hi ha a memo`ria per
saber de quins espais lliures es disposen (figura 3.8).
La memo`ria esta` dividida, com ja s’ha explicat, en marcs de pa`gina. Els primers
10 marcs de pa`gina estan ocupats per la BIOS i el sistema. A partir d’aqu´ı, es
disposen de pa`gines lliures. Aleshores, per tal de no escriure en una pa`gina que e´s
susceptible de ser sobreescrita, es buscara` espai lliure en pa`gines ocupades per la
BIOS a memo`ria.
24
Figura 3.8: Mapa de memo`ria
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3.6 Factibilitat
Aquest projecte e´s facitble donat que ja hi ha sistemes operatius comercials execu-
tables des d’una memo`ria USB i amb un sistema de fitxers configurable per mateix
usuari. Ara be´, els sistemes actuals tenen una estructura que ha anat evolucionant i,
en aquest projecte, s’esta` treballant sobre la base de la que parteix qualsevol Linux
que es pot trobar. Per tant, la difere`ncia principial e´s que s’esta` treballant en un
sistema operatiu que no te´ cap mena de nivell d’abstraccio´, aix´ı que s’esta` treballant
en el nucli i consequ¨entment, no es tindra` cap mena de limitacio´ me´s enlla` de les que
s’autoimposin. Des de zero es decidira` quines funcionalitats es vol que el sistema
tingui i quines no.
Aquesta llibertat e´s la causa principal de que la realitzacio´ del projecte sigui dif´ıcil.
Ja que, es manca d’eines i de llibreries que, s´ı que disposen els sistemes operatius
me´s avac¸ats. Per tant, l’objectiu e´s factible, pero` e´s complicat determinar nome´s
comenc¸ar quin sera` el cost en hores per determinar el camı´ a seguir per arribar a la
fita. Donat que es desconeix quines so´n les eines que s’han de fer servir per a oferir






El desenvolupament del projecte, consisteix en concretar cadascun dels objectius
presentats. A la preparacio´ de l’entorn, s’escull quin e´s l’entorn me´s o`ptim per provar
el sistema operatiu, executar-lo i testejar-lo. Durant el disseny, el que es procura
e´s veure com esta` el proce´s de ca`rrega de les parts d’usuari i sistema d’una manera
concreta per, posteriorment, a la implementacio´, fer les modificacions necessa`ries per
dur aquesta tasca des d’una memo`ria USB. Un cop ja carregat el sistema i l’usuari,
cal recuperar el control de la memo`ria USB per poder llegir i escriure arxius. Aix´ı
doncs, primer s’ha de dissenyar i implementar per poder fer-ho d’un bloc de disc.
Un cop assegurat el funcionament, cal fer el disseny del sistema de fitxers, per a
finalment, poder fer les crides a sistema de lectura i escriptura. L’u´ltima cosa a fer,
es veure en quin estat ha quedat el sistema operatiu; adaptar-lo per garantir el seu
funcionament, tant a la ma`quina virtual, com a la ca`rrega inicial d’un computador.
4.1 Preparacio´ de l’entorn de treball
L’entorn de treball que es planteja a continuacio´ intenta ser independent del entorn
Linux en el que es vulgui fer servir. De totes formes, en aquest cas concret, tot el
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projecte s’ha dut a terme en el sistema operatiu Ubuntu 12.04 amb un entorn gra`fic
xfce.
Abans de fixar-nos en el codi de sistema, cal que preparem un entorn de treball
virtual per poder provar i arreglar errors que es puguin produir modificant els arxius
per complir els objectius. Per tant, es pot parlar de que el nou entorn virtual ha
de permetre debuggar el sistema operatiu. A me´s mirant els objectius i els arxius
que tenim, podem afirmar que treballarem sovint a baix nivell. Aquesta hipo`tesi
es fa`cilment demostrable sabent que el tercer objectiu, plantejat en la definicio´
d’objectius (apartat 1.3) e´s implementar el proce´s de ca`rrega i l’arxiu que correspon
a aquest objectiu esta` programat amb assemblador. Aix´ı doncs, el debugger ha de
permetre observar que esta` succeint als registres, posicions de memo`ria,... E´s a dir,
saber quin valor tenen les diferents unitats d’emmagatzematge temporal en temps
d’execucio´.
E´s imperatiu que el sistema operatiu sigui executable des d’una memo`ria USB, per
tant, cal que l’entorn estigui preparat per emular aquest port de connexio´.
En resum, els tres elements ba`sics que ha de tenir l’entorn que so´n: capacitat per
executar un sistema operatiu, debuggar a baix nivell i capacitat d’emular un port
de connexio´ USB. Tenint en compte aquests criteris hi ha varis emuladors, els me´s
coneguts d’entre tots els que s’implementen sota el paraigu¨es de software lliure so´n
Qemu, kvm i Bochs. Havent treballat anteriorment amb Bochs a l’assignatura de
PROSO s’escull una versio´ d’aquest. En aquest cas la versio´ e´s: Bochs x86 Emulator
2.6. Cal tenir present sempre que el sistema operatiu i l’assemblador estan pensats
per a CPUs equivalents al intel i386 i, per tant, es fa servir una ma`quina virtual de
processadors x86.
A continuacio´, a l’arxiu de configuracio´ de bochs (arxiu ocult sota el nom .bochsrc)
dins el directori que conte´ el programa, caldra` activar la opcio´ de bootar des de disc,
com s’indica la figura 4.1, donat que bochs (i el hardware de les ma`quines actuals)
tracta l’USB com si d’un disc dur es tracte´s.
Un cop habilitada la ca`rrega des de disc dur cal indicar quin controlador USB volem
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Figura 4.1: Habilitar la ca`rrega des de disc a l’arxiu de configuracio´ .bochsrc
que carregui la nostra imatge de sistema operatiu. El controlador compleix la funcio´
de ser la interf´ıcie hardware entre el dispositiu USB i el sistema (en aquest cas el
programa bochs). En aquest cas tenim 3 opcions: usb-uhci, usb-ohci i usb-xhci.
En aquesta versio´ el tercer controlador esta` en fase experimental, per tant, no el
farem servir. Tot i aix´ı, com a curiositat, la interf´ıcie xhci e´s la que esta preparada
per aprofitar la velocitat de transaccio´ de l’USB 3.0. Aleshores, ens queda el que
fa d’intermediari entre uhci i ohci. La difere`ncia entre ambdues e´s el fabricant que
les va dissenyar, la primera e´s un esta`ndard universal, de fet el nom complet e´s
universal host controller interface, i la segona va estar dissenyada per l’empresa
Compaq. Ambdues estan preparades per a USB 1.1. Com que el nostre sistema
operatiu ha de ser executat en qualsevol computadora que contingui una CPU amb
les caracter´ıstiques ja esmentades, la interf´ıcie que farem servir de l’emulador e´s la
uhci. Per activar la lectura de la imatge del sistema des d’aquesta interf´ıcie, cal que
s’indiqui d’una forma similar a la que es mostra a la figura 4.2. On s’activa, es diu
de quin dispositiu fara` de mitjancer el port, en aquest cas de disc, i on esta` situada
la imatge, al sistema de fitxers en el que s’esta` executant l’emulador.
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Figura 4.2: Habilitar el controlador usb-uhci a l’arxiu de configuracio´ .bochsrc
A partir d’aqu´ı ja ens podem adonar que el sistema operatiu del que partim no
funcionara` de moment a l’entorn que tenim configurat en aquest punt. Donat que
tot i tenir un emulador preparat per carregar des de USB, la BIOS que hi ha per
defecte no n’e´s de capac¸ de detectar-lo. Aixo` es pot comprovar afegint qualsevol
imatge d’un sistema operatiu preparada per ser llegida des de USB. Aix´ı doncs cal
buscar una BIOS que detecti aquest tipus de port.
En aquest punt e´s important diferenciar que bochs e´s un emulador d’un computa-
dor a nivell hardware i que com qualsevol PC necessita d’una BIOS. La BIOS e´s un
petit programa guardat en una memo`ria persistent a part, e´s a dir, no e´s guarda
en e mateix disc que el sistema operatiu, i compleix diverses tasques. La que ens
importa en aquest punt e´s la funcio´ de carregar els primers 512 bytes de disc (en
aquest cas memo`ria USB) a memo`ria RAM i col·locar el punter d’execucio´ a la pri-
mera posicio´ que ocupa aquest codi per comenc¸ar a executar-lo un cop acabades la
resta de tasques de la BIOS .
A me´s del criteri del que s’ha parlat, tambe´ afegirem que la BIOS que volem ha d’-
haver estat implementada amb les premisses del software lliure, seguint els objectius
marcats.
S’escull SeaBIOS 1.7.1, doncs compleix totes les condicions autoimposades.
Finalitzant ja l’entorn de treball, i per tal que l’entorn sigui el me´s similar possible
al que ja ten´ıem durant la creacio´ del sistema operatiu, s’ha de tenir en comp-
te, que s’espera un comportament espec´ıfic a la hora de traduir el llenguatge d’alt
nivell a llenguatge de baix nivell pel compilador. Sovint versions diferents d’un ma-
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teix programa dona resultats diferents i pot implicar el no funcionament del codi.
Aix´ı doncs, s’han d’instal·lar els segu¨ents paquets amb les versions indicades: gcc-
4.0.1(compilador de C), binutils-2.16.1(conte´ els programes objcopy, as i ld necessaris
durant el Makefile per a compilar, linkar i copiar l’assemblador, respectivament) i
dev86-0.16.17(conte´ els programes ld86 i as86 necessaris per a compilar i linkar codi
assemblador en mode real).
4.2 Disseny del proce´s de ca`rrega
Aquest apartat te´ com a objectiu comprendre quines so´n les parts que composen
l’arxiu bootsect.S, que e´s el que te el codi de la ca`rrega del sistema. I quines so´n les
que s’han de modificar per complir l’objectiu d’aquest apartat.
Per poder comprendre el funcionament amb detall es divideix el codi en 6 parts:
• Moviment del primer sector de disc, e´s a dir, del sector de boot que ja esta
carregat, a la direccio´ 0x90000.
• Configuracio´ de la pila d’usuari a la direccio´ 0x3ff40.
• Impressio´ del missatge “Carregant” per pantalla.
• Ca`rrega del sistema a partir de la direccio´ 0x10000.
• Apagada de la disquetera.
• Configuracio´ de hardware, canvi de mode de real a protegit i salt a sistema.
Amb aquesta petita descripcio´ i sabent que el que volem e´s carregar el sistema
operatiu des d’una memo`ria USB, s’ha de detallar el quart punt de la llista anterior.
L’objectiu d’explicar en profunditat aquest punt e´s saber si el funcionament que te
el sistema per a carregar des de disquet, e´s adaptable a la ca`rrega des de memo`ria
USB.
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A me´s el punt cinque` de la llista ens dona la possibilitat d’eliminar codi innecessari,
donat que ja no farem servir la disquetera un cop fetes les modificacions necessa`ries
a la funcio´ de lectura del Kernel.
4.2.1 Funcionament de la ca`rrega del sistema inicial
Per entendre el codi e´s fonamental entendre que els registres es i bx so´n els que
marquen el lloc de la memo`ria en el que es guarden els bytes que volem copiar. El
registre es te´ capacitat per a 16 bits i el registre bx tambe´. La direccio´ a la que
volem accedir s’obte´ de concatenar els registres es i bx, i es podria arribar a pensar
que es pot arribar a adrec¸ar fins a 232, pero` no. E´s molt important recordar que
estem en mode real i en aquest mode l’adrec¸a ma`xima que es pot arribar a obtenir
e´s 220− 1. Per tant, no s’aprofiten tots els bits disponibles, sino´ que es fan servir els
16bits del registre es i els 4 bits de menor pes(els de me´s a la dreta) del registre bx.
A me´s a me´s, aquesta funcio´ es divideix en d’altres funcions me´s petites, per tal
d’endrec¸ar els passos a realitzar.
4.2.1.1 Read it
sectors : .word SEC_PISTA ! 18 sectors per pista , tipic disquet de 1.44Mb
sread : .word 0 ! sectors llegits del track o pista actuals
head : .word 0 ! head o capcal actual
track : .word 0 ! track actual
read_it :
mov al , setup_sects ! 4 sectors
i n c a l
mov sread , a l
mov ax , es
t e s t ax ,#0x0fff
die : jne die ! e s must be at 64kB boundary
xor bx , bx ! bx is starting address within segment
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Comprova que el registre es te´ el valor q li correspon, e´s a dir, 0x1000. I s’incrementa
el nu´mero de sectors a copiar per defecte.
4.2.1.2 rp read
rp_read :
mov ax , es
sub ax,#SYSSEG
cmp ax , syssize ! have we loaded all yet?
jbe ok1_read
r e t
Es comprova si ja s’ha carregat tot el Kernel. La mida del Kernel es troba a la
constant #SYSSEG i el valor real d’aquesta s’obte´ despre´s de compilar l’arxiu. Un
cop s’ha creat la imatge completa del sistema operatiu, es substitueix el valor de la
constant pel valor de l’espai total de la imatge que es crea. Aixo` es realitza a l’arxiu
build.c.
4.2.1.3 ok1 read
Calcula el nombre de sectors que es poden llegir a l’espai restant en el segment
actual (registre es).
ok1_read :
mov ax , sectors
sub ax , sread
mov cx , ax
sh l cx ,#9
Multiplica cx per 512 (la mida del sector). Aix´ı doncs, es calculen el nombre de
bytes que es poden llegir a l’espai restant.
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add cx , bx
jnc ok2_read
j e ok2_read
xor ax , ax
sub ax , bx
Es vol saber quants bytes hi ha a “l’esquerra”del segment actual. Per a aixo`, el que
es fa e´s la operacio´ 0x10000 - bx que e´s equivalent a 0x0 – bx.
shr ax ,#9
Converteix bytes a sectors.
4.2.1.4 ok2 read
Es crida read track que fa servir les rutines de la BIOS per traslladar el nombre
sol·licitat de sectors a la direccio´ marcada per es:bx. Si tots els sectors de la pista
actual no han estat carregats a la memo`ria, salta a ok3 read. Si tots els sectors
de la pista actual s’han carregat a la memo`ria, aixo` significa que hem llegit una
pista completa. Aix´ı que es necessari esbrinar quin head ha de ser utilitzat per a
la segu¨ent lectura, si 0 o 1. Si el head e´s 1, llavors hem de llegir “l’altre cara”de la
mateixa pista. Aleshores salta a ok3 read. Sino si el head e´s 0, llavors hem de llegir
des del primer head de la “pista segu¨ent”. Finalment executa, ok4 read.
ok2_read :
c a l l read_track
mov cx , ax
add ax , sread
cmp ax , sectors
jne ok3_read
mov ax ,#1
sub ax , head
jne ok4_read
i n c track
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4.2.1.5 ok4 read
Incrementa el valor de la variable “track”.
ok4_read :
mov head , ax
xor ax , ax
4.2.1.6 ok3 read
Actualitza el valor de la variable “sread”amb el nombre de sectors llegit fins ara.
Si hi ha me´s espai en el segment actual, salta a rp read sino es = es + 0x1000;
bx = 0x0; I salta a rp read. Que` passa doncs si encara no hi ha espai lliure en
el segment actual, e´s a dir, bx < 0xFFFF , que` passa si l’espai que queda en el
segment actual no e´s suficient per mantenir un sector de dades? La resposta e´s que
no sorgira` una situacio´ d’aquest tipus ja que la mida del sector e´s de 512 bytes i la
mida del segment e´s un mu´ltiple de 512.
ok3_read :
mov sread , ax
sh l cx ,#9
add bx , cx
jnc rp_read
mov ax , es
add ah,#0x10
mov es , ax
xor bx , bx
jmp rp_read
4.2.1.7 read track
Per entendre l’u´ltima funcio´ e´s fonamental saber que el codi de ca`rrega pot interac-
cionar amb diversos dispositius configurats per la BIOS. I la manera d’interaccionar
amb ells es a trave´s de les interrupcions generades per la instruccio´ “int #”. Cada
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dispositiu te´ un nu´mero assignat i per saber la corresponde`ncia dispositiu – nom s’ha





mov ax , #0xe2e ! loading... message 2e = .
mov bx , #7
in t 0x10
popa
Escriu un punt a la pantalla. La interrupcio´ 0x10 correspon a la tarja de v´ıdeo
i la opcio´ introdu¨ıda al registre ah = 0x0e ens dona la funcionalitat d’acce´s a la
pantalla. Al registre al el cara`cter que es vol escriure. Al registre bh el nu´mero de
pa`gina, acostuma a ser cero. I al registre bl el color del cara`cter (nome´s en el mode
gra`fic). Tal i com s’ha explicat a l’apartat 3.4.1.
Com es pot observar, el pas de para`metres en aquestes rutines d’interrupcio´ es fa a
trave´s de registres. I no per a la pila, com s’acostuma a fer en les rutines habituals.
mov dx , track
mov cx , sread
i n c cx
mov ch , d l
mov dx , head
mov dh , d l
and dx,#0x0100
mov ah,#2




i n t 0x13
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Carrega a memo`ria el sector demanat. La interrupcio´ 0x13 correspon al suport f´ısic
disc i la funcionalitat de llegir des d’aquest s’aconsegueix introduint al registre ah
un 2. Al registre al s’introdueix el nu´mero de sectors a llegir, al registre ch els 8
d´ıgits de menor pes serveixen per indicar el nu´mero de cilindre, al registre cl el sector
inicial a partir del qual es llegira`, aixo` als 5 bits de menor pes i als 2 de major pes
el nu´mero de cilindres(nome´s per a disc durs). Finalment el registre dh serveix per
indicar el nu´mero de capc¸al en el que llegir els sectors i el dl el nu´mero de dispositiu.
Cadascun dels dispositius connectats te´ un nu´mero assignat per la BIOS. Als discs
s’assignen valors a partir del nu´mero 0x80 i als disquets a partir del 0x0. Tambe´
val la pena saber que el registre dl just en el moment de iniciar a executar el sector
de boot, que per defecte es situa a la posicio´ 0x7c00, ja conte´ el valor del dispositiu
que l’esta` executant.
add sp , #8
popa
r e t
Finalment, es restaura la pila que hi havia abans d’executar la int 0x13 i es retorna
a la rutina que l’ha cridat.
4.2.2 Conclusions
Ara que ja hi ha tots els elements clars es pot dir que es fara` servir la interrup-
cio´ 0x13 pero` canviant tots els para`metres ja que el disquet no fa servir cilindres.
Tambe´ s’haura` de canviar de modificar gran part del codi de la funcio´ read it en
principalment pel mateix motiu anterior i perque` els capc¸als so´n tractats de forma
diferent en un disc dur.
A me´s veient que el disquet nome´s dona la possibilitat de carregar 18 sectors de cop
i que tant la interrupcio´ com el disc ens dona la possibilitat de carregar me´s sectors.
S’ha de mirar de treure el ma`xim partit per carregar el sistema me´s ra`pid.
De totes maneres aixo` no vol dir que conceptualment no sigui el mateix, ni que hi
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hagi parts concretes que es puguin reutilitzar. No s’esta` deixant de copiar sectors a
memo`ria.
4.3 Implementacio´ del proce´s de ca`rrega
El proce´s de ca`rrega que s’explica en aquest apartat, planteja l’objectiu de carregar
del sistema operatiu, la part d’usuari i de sistema, pero` aquest cop des de la memo`ria
USB.
4.3.1 Explicacio´ del codi
Tenint en compte totes les apreciacions de l’apartat anterior. Primer de tot s’elimina
la funcio´ kill motor davant la possibilitat que la reimplementacio´ de la funcio´ read it
ocupi me´s de 512 bytes. A continuacio´ amb tots els elements que s’han documentat
a l’apartat 4.2 escrivim de nou el codi de la funcio´ read it, per adaptar-la a la lectura
del sistema operatiu emmagatzemat a la memo`ria USB.
sread : .word 1 ! sectors read of current track
head : .word 0 ! current head




mov ax , es
sub ax,#SYSSEG
cmp ax , syssize ! have we loaded all yet?
j a fi
cmp head , #256
j l augmentar_head
Comprova que no estigui ja tot l’arxiu llegit. Si no e´s aix´ı, es comprova que el capc¸al
no sigui 256. Si el capc¸al no ha arribat a 256 s’incrementa i es llegeix els segu¨ents
sectors. En cas contrari, vol dir que ja hem llegit el ma`xim de capc¸als, i que per
tant, s’ha d’incrementar el cilindre i reiniciar el nu´mero de capc¸als.
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augmentar_cyl :
i n c cyl
cmp cyl , #1024
mov head , #0
j e fi
S’incrementa el nu´mero de cilindres i es reinicia el comptador de capc¸als. Els ci-
lindres s’enumeren des del 0 fins al 1023, tal i com s’ha explicat a l’apartat 3.3.1.
Tambe´ es comprova si ja s’han llegit tots els cilindres, i si encara en queden es
continua llegint el disc USB. Si no s’acaba l’execucio´ d’aquesta funcio´ de ca`rrega.
augmentar_head :
cmp ax , #0
jne no_es_primera
mov ah , #2
mov al , #0x3E
!mov dx , #0x80
mov dh , head
mov cl , #0x02
mov ch , cyl
jmp interrupcio
En aquest punt es comprova si e´s la primera iteracio´ en el bucle o no. Si e´s el cas de
que sigui la primera, sabent a quina funcionalitat respon cadascun dels registres a
la instruccio´ “int 0x13”es pot veure que es copiaran 62 sectors a partir del nu´mero
2 (aquest inclo`s) del dispositiu 0x80, e´s a dir, des de la memo`ria USB. El capc¸al i el
cilindre so´n 0 donat que estem copiant els que corresponen a les primeres posicions
del disc dur (sense comptar el sector inicial, que com ja s’ha recordat diversos cops,
e´s el que ocupa el boot).
E´s important saber que s’ha comentat la instruccio´ ”mov dx, #0x80”donat que s’ha
de fer servir el mı´nim d’instruccions necessa`ries. Aix´ı doncs la pregunta seria: Com
es possible que se sapiga quin e´s el nu´mero de dispositiu? Doncs, per defecte, la
BIOS introdueix al registre dx el nu´mero de dispositiu al que s’esta` accedint, com
ja s’ha dit a l’apartat 4.2.1.7.
39
no_es_primera :
!mov dx , #0x80
i n c head
mov dh , head
mov ah , #2
mov al , sectors
mov cx , cyl
shr cx ,#2
and cx , #0x00C0
or c l , sread
mov ch , cyl
Si no e´s la primera iteracio´ el nu´mero de sectors a llegir e´s 63. Els altres valors so´n
ana`legs al cas anterior. Val a dir que la distribucio´ del nu´mero de cilindres en el
registre cx tambe´ esta` explicada al punt 4.2.1.7.
interrupcio :




i n t 0x13
add sp , #8
S’empilen els registres per facilitar la correccio´ d’errors a l’execucio´ de la interrupcio´.
Un cop executada s’ha de retornar la pila al seu estat inicial.
mov ax , es
cmp ax , #SYSSEG
jne no_es_primera_inc
add ax , #0x7C0
jmp itera
no_es_primera_inc :
add ax , #0x7E0
itera :
mov es , ax
jmp iterar
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En aquest punt sigui quin sigui el bucle de la iteracio´ el que sabem segur es que ja
s’han llegit mitjanc¸ant la interrupcio´ els bytes de la memo`ria USB. Pero` el nu´mero
de blocs llegit e´s diferent. Per tant, cal identificar si estem llegint els 62 primers o
els segu¨ents. En aquest punt per saber-ho s’ha de veure si el contingut del registre
especial es e´s l’inicial. Si ho e´s se li sumara` 0x7C0 (sabent que s’han copiat 62*512




Finalment, es retorna al codi principal deixant la pila en l’estat inicial per poder-ho
fer correctament.
E´s important tenir en consideracio´ que a aquest codi no se li poden afegir me´s l´ınies
de codi donat que les instruccions de salt tenen l´ımit alhora d’indicar a quina etiqueta
volen accedir. Per tant, qualsevol element extra fa que el codi no sigui compilable
(la comprovacio´ del rang de la instruccio´ de salt es fa en temps de compilacio´).
4.4 Disseny de l’escriptura i lectura d’un bloc de
disc
4.4.1 L’USB (universal serial bus)
E´s un Bus(cable) d’alta velocitat. Aquest no utilitza cap IRQ (peticio´ d’interrupcio´)
o direccio´ d’entrada/sortida (o altres recursos que pugui fer servir un bus habitu-
al). Ja disposa dels seus propis protocols de comunicacio´. Aquesta es duu a terme
mitjanc¸ant paquets (grups de bits). Cada Bus pot gestionar varis dispositius connec-
tats, per tant, tampoc tindria lo`gica una comunicacio´ per interrupcions dispositiu a
dispositiu.
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Tot i aix´ı, si que hi ha una interrupcio´ pel controlador de BUS i una adrec¸a per al
BUS PCI(o ISA), que s’utilitza per la comunicacio´ entre el programa que s’executa
i el dispositiu USB.
Cada dispositiu USB, el que s´ı que utilitza per ser gestionat e´s una ID. Linux pro-
bablement mante´ una taula d’aquestes identificacions perque` d’aquesta manera es
pot saber l’estat de cada dispositiu a gestionar per un mateix controlador.
De l’USB tambe´ es convenient saber que suporta “hot plug”. Sistema que permet
la deteccio´ d’un dispositiu connectat en el moment i poder comenc¸ar a utilitzar-lo
immediatament un cop reconegut.
Amb aquesta breu definicio´ sobre el funcionament d’aquest bus, ja es pot veure que
s’ha de buscar un altre solucio´ per complir l’objectiu d’aquesta etapa. Haver de
elaborar el protocol de comunicacio´, trobar informacio´ concreta sobre la interrupcio´
que es fa servir, de quina manera interve´ en el proce´s, i quin paper hi juga l’adrec¸a
de memo`ria per al BUS PCI (o ISA), no es gens trivial. Requereix un treball de
documentacio´ i implementacio´ que allarga la elaboracio´ del projecte i distancia de
l’objectiu final. Aixo` seria plantejable en un projecte gairebe´ monotema`tic al voltant
d’aquest punt. Per tant, cal buscar una alternativa.
En aquest punt d’implementacio´ del projecte, s’ha aconseguit accedir a les dades
guardades a l’USB a trave´s de la interrupcio´ 13, durant la ca`rrega del sistema. Pero`
ja no treballem en mode real, sino´ en mode protegit. Aix´ı, que a priori, si es fa
el canvi de mode i si canviem l’estat del processador a com estava durant el boot,
s’hauria de poder tant llegir, com escriure un bloc.
4.4.2 Arxius a modificar per testejar
El plantejament inicial, valorant que tenim un sistema de fitxers provisional i que
s’han de poder anant provant tots els objectius un cop complerts, i per tant, imple-
mentats, hauria de tenir en compte quina e´s la manera de, sense introduir masses
modificacions o afegits al sistema es pugui provar. D’aqu´ı ve la proposta de crear
un nou dispositiu de se`rie que sigui la memo`ria USB, al igual que ho so´n la pantalla
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o el teclat.
Aix´ı doncs, el primer pas sera` implementar una mena d’open pero` des de sistema,
per tant, no sera` una crida a sistema sino´ una inicialitzacio´ de les estructures de
gestio´. En conclusio´, primerament s’ha de modificar l’arxiu sched.c que e´s on s’ini-
cialitza el proce´s 0, i com per defecte aquests dispositius han de estar presents al
sistema s’inicialitzen aqu´ı. La segu¨ent cosa ja ha afegir, e´s la part espec´ıfica de la
crida a sistema corresponent (read i write). Donat que el sistema ja esta` pensat
perque` cada cop que s’introdueixi un dispositiu nou, nome´s s’hagi d’implementar
aquella part que te´ me´s a veure amb el nou hardware. Per tant, afegirem una funcio´
d’escriptura i un altre de lectura a l’arxiu devices.c.
Per u´ltim, com farem servir la interrupcio´ 13 per la comunicacio´ amb la memo`ria
USB, es pot preveure que la part d’implementacio´ sera` en assemblador, aix´ı que es
creara` un nou arxiu amb extensio´ .S que contindra` aquestes crides i que sera` cridat
des de l’arxiu implementat en C.
4.5 Implementacio´ de l’escriptura i lectura d’un
bloc de disc
El que es prete´n e´s mostrar quins so´n els passos que s’han de seguir per tal de po-
der llegir o escriure un bloc d’un disc USB a memo`ria. En aquest cas, com es pot
comprovar a continuacio´, cal canviar de mode protegit a mode real per a poder reu-
tilitzar la interrupcio´ 0x13 i aix´ı poder complir l’objectiu sense haver d’implementar
tot el protocol de comunicacio´ USB.
4.5.1 Explicacio´ del codi
En aquesta seccio´, nome´s s’explica el cas de la lectura d’un bloc, donada la similitud
entre les funcions de lectura i escriptura. Es pot consultar el codi de l’escriptura a
l’arxiu copiblackbox.S del codi adjunt.
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push %e s i
c l i
movl %cr3 , %eax
push %eax
Es salven tots els registres i sobretot es salva el registre cr3, ja que, per canviar de
mode s’haura` de desactivar el servei de paginacio´ i despre´s per retornar-ne el control
caldra` que contingui la mateixa adrec¸a.
Tambe´, es recuperen els valors dels para`metres amb els que es crida aquesta funcio´,
per tal de saber de quin cilindre, capc¸al o sector s’ha de llegir.
I per acabar, la instruccio´ serveix per evitar que les interrupcions ens interfereixin




mov %ss , ss_save
mov %esp , esp_save
Salvem els registres de segment per despre´s poder recuperar el valor previ. Els
registres de segment ds,fs i gs es poden introduir a la pila, pero` el registre ss no,
donat que esta` implicat en la gestio´ de la pila.
El registre esp, que marca el top de la pila, conve´ no introduir-lo donat que es
modificaria el valor actual de la pila, i s’estaria guardant un valor que ja no e´ el que
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interessa.
Un cop ja guardats tots els elements que despre´s s’hauran de poder restaurar, ja es
pot comenc¸ar amb el canvi de mode.
movl %cr0 ,%eax
andl $0x7FFFFFFF , %eax
movl %eax ,%cr0
En aquest punt es desactiva la paginacio´.
xorl %eax ,%eax
movl %eax ,%cr3
El registre cr3 ja no es necessari i per evitar qualsevol possible us alternatiu li
introdu¨ım tot de 0’s.
sgdt gdt_orig
s i d t idt_orig
l i d t idt_real
l gd t gdt_real
Es guarda a la variable gdt orig i idt orig, la gdt i la idt,respectivament, i es carrega
la idt real i gdt real. En realitat, el que s’esta` guardant i carregant a ambdues
variables so´n els valors dels registres gdtr i lidtr. Tots dos marquen la direccio´
inicial i la mida del respectiu vector al que indexen.
Els valors de la variable idt real que es carreguen, so´n els mateixos que hi ha durant el
boot. Donat que volem reutilitzar la funcio´ adrec¸ada des de la posicio´ 0x13 del vector
de interrupcions. Cal destacar, per evitar confusions, que el vector d’interrupcions
en mode real s’anomena ivt i en mode protegit idt.
En canvi, a la variable gdt real, els valors continguts so´n els corresponents a una
nova gdt. Creada espec´ıficament per al canvi de mode de protegit a real i a la
inversa.
45
E´s molt important que es tingui en compte que aixo` es fa perque` al entrar a sistema
es canvien els valors de les taules, amb diferents objectiu. L’objectiu principal de
canviar la idt, e´s poder implementar de nou algunes rutines necessa`ries. I a la gdt,





orb sread ,% c l
S’introdueixen els para`metres que es faran servir per a la interrupcio´ 0x13. Aixo` es
fa en aquesta seccio´ de la funcio´, per tal de poder treballar fa`cilment amb registres
de 32 i 16 bits. Donat que tot i haver de fer la crida de la interrupcio´ 0x13 en mode
real, i per tant a 16 bits, la traduccio´ de les instruccions canvia. I el treball amb
aquestes unitats de memo`ria hardware tambe´ es complica.
ljmp $0x10 , $protected16bits
Aquest salt incondicional es fa amb un far jump, donat que e´s l’u´nica manera que
hi ha per modificar el registre cs. Aix´ı doncs, es fara` servir la entrada 2 de la GDT
que es carregara` al descriptor de segment associat al cs, i se saltara` a la etiqueta
protected16bits. Aquesta posicio´ de la GDT, te´ la caracter´ıstica de definir que el
segment de codi que fins ara executava instruccions de 32 bits, passi a executar-les






mov %ax,% f s
mov %ax,% s s
mov %ax,%gs
Tambe´ es necessari comptar amb que es canviara` de mode aix´ı que tots els segments
ja han d’actuar interpretant variables a 16bits.
Es convenient en aquest punt, tot i que no necessari tenir tots els segments preparats
per a treballar a 16 bits.
En el cas del salt anterior, s’ha modificat el segment de codi per treballar a 16
bits. I ara, amb els segments de dades es convenient tambe´ fer-ho. Aquesta falta
d’obligatorietat es deu a que no hi ha cap variable que s’hagi d’executar en aquest
fragment.
movl %cr0 ,%eax
andb $0xFE , %a l
movl %eax ,%cr0
En aquest punt es passa a treballar de mode protegit a mode real.
ljmp $0 , $ ( ( real16bits−0x10000 )+0x10000000 )
Com es pot observar el far jump en aquest punt funciona diferent a causa dels dos
canvis que s’han fet(canvi de mode i de funcionament de 32 bits a 16 bits). Primer
de tot la instruccio´ far jump a 32 bits te dos para`metres, un de 16 bits, que com ja
s’ha dit e´s el que contindra` el registre cs i un altre de 32 bits que diu la direccio´ de
memo`ria a la que es vol saltar.
En aquest cas es treballa a 16 bits, aleshores el que succeeix e´s que s’ignora el pri-
mer para`metre, i el segon es divideix en dos blocs de 16 bits. El primer bloc sera`
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interpretat com el valor a introduir al registre cs i el segon a la direccio´ a la que
volem saltar.
La operacio´ que s’esta` fent de restar i sumar s’explica de la segu¨ent manera: s’eli-
minen els bits de l’etiqueta que superen els 16 bits menys significatius i es suma un
nu´mero de 32 bits on els seus 16 bits de major pes siguin el valor que cal a cs per





mov %ax,% f s
mov %ax,%gs
xor %ax,%ax
mov %ax,% s s
mov %ax,%sp
S’inicialitza a 0 el contingut dels registres de segment. Aix´ı no tenim problemes
amb els valors que ten´ıem anteriorment a aquests registres. Doncs corresponien a la
segmentacio´ en mode protegit.
movb $0x02 , %ah
movb $NSECTORS ,% a l
movl $REAL_BUFF ,%ebx
movl $SET ,% e s i
movw %si ,%es
i n t $0x13
S’acaben de passar els u´ltims para`metres per la interrupcio´ i es crida aquesta. D’a-
quests para`metres ja hem parlat a l’apartat 4.3. Pero` e´s important dir que el espai
on escriure els bytes llegits des de la memo`ria USB (i d’on llegir els bytes que s’-
han d’escriure a la memo`ria USB) sera` la posicio´ 0x7F00, que esta` en un espai de
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memo`ria f´ısica no utilitzat.
movl %cr0 ,%eax
orb $0x01 , %a l
movl %eax ,%cr0
Es canvia de mode real a mode protegit.
ljmp $0 , $ ( ( prot16b−0x10000 )+0x200000 )
En aquest cas torna a passar un fet similar a l’u´ltim far jump. El primer para`metre
no es fa servir i el segon esta dividit en 2 blocs de 16 bits. Com en aquest cas ja
estem a mode protegit, i per tant, s’esta` aplicant segmentacio´ en aquest mode, cal
carregar al registre cs el valor d’una entrada de la GDT, en aquest cas, cs estara`
apuntant a la posicio´ 4 d’aquesta taula.
L’operacio´ que s’esta` introduint al segon para`metre s’explica de la segu¨ent manera:
s’eliminen els bits que ocuparien el bloc dels 16 bits me´s significatius de l’adrec¸a de
prot16b. I es suma el valor que volem posar a cs sense modificar el bloc dels bits
menys significatius, per tant, e´s el valor que volem del registre cs seguit de 16 bits
a 0. E´s vital, per garantir el funcionament, que els descriptor del segment tingui la
base adient (0x10000) perque` salti a la etiqueta correcte, en aquest cas no sera` una





mov %ax,% f s
mov %ax,%gs
l gd t gdt_orig
l i d t idt_orig
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Es canvien els segments apuntats perque` treballin de la mateixa manera pero` a 32
bits com a pas previ d’activar la paginacio´.
ljmp $0x10 , $prot32b
Es salta a l’adrec¸a de prot32b i es modifica el valor del cs tambe´, per a que treballi
a 32 bits.
prot32b :









Es restaura la pila i els registres de segment perque` actu¨ın com al comenc¸ament de
la crida. Tambe´ es reinicia l’estat dels flags del sistema per evitar que es propaguin




S’activa la paginacio´ de nou.
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S’activen les interrupcions un altre cop, es restaura altre cop els registres i es retorna
a la funcio´ d’on es ve.
4.6 Disseny del sistema de fitxers
El sistema de fitxers e´s un me`tode per emmagatzemar i organitzar les dades que
conte´ qualsevol dispositiu de memo`ria per tal de facilitar-ne la localitzacio´ i acce´s.
El disseny d’un sistema de fitxers no te´ sentit sense dividir-lo en dos. La part
dependent del hardware que el fa servir i la part de gestio´ d’estructures del sistema
operatiu per tal de portar un control sobre aquest. Per posar un exemple d’aquesta
necessitat: per escriure un byte al final de l’arxiu algu´ ha de controlar on esta` el
final de l’arxiu, d’aquesta part s’encarrega la part independent. La part dependent
faria les crides per escriure aquest byte.
4.6.1 Part dependent del hardware
4.6.1.1 Eleccio´ de sistema de fitxers
De sistemes de fitxers hi ha molt´ıssims, d’entre tots podem dir que hi ha una serie
que podr´ıem anomenat com a us me´s habitual, o popular, que so´n NTFS, FAT16,
FAT32, ext3 i ext4.
El sistema de fitxers que es vol implementar ha de ser interpretable per qualsevol
sistema operatiu, aix´ı doncs, es descarta implementar ext3 i ext4 que no so´n supor-
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tats, a priori i sense cap inte`rpret afegit, pel sistema operatiu Windows. El sistema
NTFS e´s un sistema d’arxius que posseeix un funcionament pra`cticament secret, ja
que Microsoft no ha alliberat el seu codi, finalment, ja nome´s es te´ la possibilitat
d’escollir entre dos sistemes de fitxers.
Entre FAT16 i FAT32 la diferencia me´s significativa e´s la mida que so´n capaces
d’adrec¸ar. Un FAT32 pot arribar a suportar un dispositiu de memo`ria de fins a 2
Tb, en canvi FAT16 de fins a 2 Gb.
Veient que es disposa d’un sistema operatiu que no arriba a ocupar ni 200Kb i que
tampoc te´ per objectiu manegar grans quantitats de dades, per tant, s’implementara`
un FAT16.
4.6.1.1.1 FAT16
Per definir el sistema de fitxers FAT cal diferenciar 4 parts: Bloc de ca`rrega, taula
d’assignacio´ d’arxius, taula del directori arrel i l’a`rea de dades de l’arxiu, distribu¨ıts
com s’indica a la figura 4.3.
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Figura 4.3: Imatge al pen drive
4.6.1.1.1.1 Bloc de ca`rrega
Tambe´ anomenat BPB(BIOS Parameter Bloc).En aquest punt recuperem altre cop
el bloc que s’ocupa de l’arrencada del sistema operatiu. Fins ara, es tractava el
dispositiu amb una configuracio´ per defecte, que venia delimitada fonamentalment
per la capacitat dels registres, en funcio´ dels para`metres de la interrupcio´ 0x13 i
pel model t´ıpic que ja s’ha explicat en el punt 3.3.1. Ara afegirem una nova a`rea
de dades que aquesta sera` la que marqui el funcionament del sistema de fitxers i la
capacitat de la memo`ria USB.
53
Figura 4.4: Imatge del bloc de ca`rrega
Nom BPB Offset Longitud (bytes) Descripcio´
jmp begin 0x00 0x03 serveix per deixar espai als diversos
camps i continuar l’execucio´ del progra-
ma amb normalitat.
OEM Identifier 0x03 0x08 Descripcio´ del fabricant, opcional.
BytesPerSector 0x0B 0x02 Nombre de bytes per bloc.
SectorsPerCluster 0x0D 0x01 Nu´mero de sectors que ha de tenir cada
entrada de la taula d’assignacio´ d’ar-
xius(FAT).
ReservedSectors 0x0E 0x02 Nombre de blocs reservats. Aquest e´s el
nombre de blocs al disc, que en realitat,
no so´n part del sistema d’arxius; en la
majoria dels casos aixo` e´s exactament
1, assignat per al bloc d’arrencada.
NumberOfFATs 0x10 0x01 Nombre de FATs que s’ha d’emmagat-
zemar a disc.
RootEntries 0x11 0x02 Nu´mero d’entrades a la taula del direc-
tori arrel.
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NumberOfSectors 0x13 0x02 Nombre total de blocs en el disc sen-
cer. Si la mida del disc e´s me´s gran
que 65.535 blocs (i per tant no cap en
aquests dos bytes), aquest valor sera` un
zero, i la seva mida estara` guardada a
TotalNumberOfSectors.
MediaDescriptor 0x15 0x01 Histo`ricament, la mida i el tipus de disc
han estat dif´ıcilment identificables per
als sistemes operatius. Aix´ı doncs, s’u-
tilitzava aquest camp per a classificar
els discos, avui dia encara e´s present
pero` s’utilitza poc sovint. En general
per als discs durs s’estableix a 0xF0 i si
e´s extra¨ıble s’activa el bit 2.
SectorsPerFAT 0x16 0x02 Indica quants sectors ha d’ocupar cada
FAT.
SectorsPerHead 0x18 0x02 El nombre de blocs per pista. Aques-
ta informacio´ esta` present sobretot per
l’u´s del programa d’arrencada.
HeadsPerCylinder 0x1a 0x02 El nombre de capc¸als. Aquesta infor-
macio´ esta` present sobretot per l’u´s del
programa d’arrencada.
HiddenSectors 0x1c 0x04 L’u´s d’aquest e´s en gran part histo`rica,
i gairebe´ sempre s’estableix en 0; pel
que pot ser ignorada.
TotalNumberOfSectors 0x20 0x04 Nombre total de blocs en el disc sencer.
DriveNumber 0x24 0x02 Nu´mero de la unitat f´ısica.
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ExtendedBootRecord 0x26 0x01 La signatura d’arrencada, el 0x29 valor
indica els tres propers camps so´n va`lids.
VolumeID 0x27 0x04 Identificacio´ del volum. Nu´mero u´nic
utilitzat per a la identificacio´ d’un disc
concret.
VolumeLabel 0x2b 0x11 Etiqueta de volum. Aquesta e´s una ca-
dena de cara`cters per a la identificacio´
llegible del disc (emplenat amb espais
si e´s me´s curt); que se selecciona quan
es formata el disc.
FileSystemIdentifier 0x3c 0x08 Identificador de sistema de fitxers (om-
plert amb espais si e´s me´s curt).
De la figura 4.4 es pot extreure que la descripcio´ del fabricant e´s SYSLinux. Tambe´
que cada sector esta` composat per 512 bytes i que un clu´ster esta` composat per 32
sectors.
L’u´nic sector reservat e´s el que s’usa per guardar l’arxiu bootsect.S. El nu´mero de
FATs e´s nome´s una i el nu´mero de entrades per a la taula del directori arrel e´s 36.
El nu´mero de sectors e´s 0 donat que aquest valor ja es dona als bytes que correspo-
nen a TotalNumberOfSectors.
El descriptor de dispositiu es 0xf8 donat que la memo`ria USB e´s interpretada com
un disc dur extra¨ıble.
Cada FAT te´ nome´s un sector, per tant la u´nica que hi ha ocupa aquesta quantitat.
Els nu´mero de sectors per capc¸al i de cilindres per capc¸al, so´n variables que no tenen
perque` correspondre amb el hardware, en aquest cas so´n 63 i 16, respectivament.
El nu´mero de sectors ocults e´s 0 i el nu´mero de sectors totals e´s 2059264.
El nu´mero del dispositiu e´s 0, aquest valor tampoc ha de correspondre amb el que
succeeix realment, donat que e´s una variable que no te´ perque` fer-se servir, com en
el cas de la variable que indica els sectors per capc¸al.
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El ExtendedBootRecord te´ el valor 0x29 aix´ı doncs, els valors de VolumeID, Volu-
meLabel i FileSystemIdentifier so´n va`lids.
L’identificador de volum e´s el nu´mero 734210195, la etiqueta del volum so´n 11 es-
pais en blanc i l’identificador del sistema de fitxers indica que` el sistema de fitxers
e´s FAT16.
4.6.1.1.1.2 Taula d’assignacio´ d’arxius
La FAT ocupa un o me´s blocs immediatament despre´s del bloc d’arrencada. Inde-
pendentment del nu´mero de entrades que tingui, sempre ocupara` un nombre exacte
de sectors. Aquesta taula i les seves copies es trobaran en espais consecutius de la
memo`ria del disc.
L’u´s de diverses FATs s’utilitzava sobretot en disquets a causa de la major probabi-
litat d’errors de lectura del disc. En els discs durs, sovint, nome´s hi ha una taula.
El nom de FAT16, esta` directament relacionat amb la taula principal d’aquest sis-
tema de fitxers, donat que, cada posicio´ de la taula ocupa 16 bits. Cada posicio´
indica el nu´mero de clu´ster al que es vol accedir. Un clu´ster e´s un subconjunt de
sectors consecutius. I el contingut de cada posicio´ de la FAT ens indica quin sera` el
segu¨ent clu´ster a ser accedit, o si ja s’esta` al final de l’arxiu. En aquest u´ltim cas el
contingut de la entrada sera` 0xFFFF.
Els clu´sters 0 i 1 estan reservats, aix´ı doncs, e´s important tenir en compte a la hora
d’implementar que el primer clu´ster va`lid e´s el 2.
4.6.1.1.1.3 taula del directori arrel
La taula del directori arrel conte´ les caracter´ıstiques de les carpetes i els arxius que
poden haver-hi. El format de totes les entrades que podem tenir so´n les mateixes,
cada entrada e´s de 32 bytes, de manera que un sol bloc de disc pot contenir-ne 16.
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Figura 4.5: Imatge de la taula del directori arrel
Nom BPB Offset Longitud (bytes) Descripcio´
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Nom del fitxer 0x00 0x08 Els 8 primers bytes d’una entrada cor-
responen al nom del fitxer. Tot i aix´ı,
el primer byte pot tenir cara`cters espe-
cials per identificar caracter´ıstiques del
directori.
– 0x00: Nom del fitxer mai utilitzat.
– 0xE5: El nom del fitxer s’ha utilitzat,
pero` l’arxiu ha estat esborrat.
– 0x05: El primer cara`cter del nom de
fitxer e´s en realitat 0xE5.
– 0x2E: L’entrada e´s per a un directo-
ri, no un fitxer. Si tambe´ es 0x2E el
segon byte, el camp de clu´ster conte´
el nombre de clu´ster del directori pa-
re d’aquest directori. Si el directori
pare e´s el directori arrel, de nombre
de clu´ster 0x0000 s’especifica aqu´ı.
– Qualsevol altre cara`cter: Aquest e´s
el primer cara`cter d’un nom d’arxiu
real.
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L’extensio´ del nom 0x08 0x03 Els tres bytes segu¨ents bytes indiquen
l’extensio´ de nom de fitxer. No hi ha
cara`cters especials. S’ha de tenir en
compte que el punt utilitzat per sepa-
rar el nom de fitxer i l’extensio´ del fit-
xer e´s impl´ıcit, per tant, no s’emma-
gatzema enlloc; nome´s s’utilitza quan
es fa refere`ncia a l’arxiu. Si l’extensio´
de l’arxiu e´s de menys de tres cara`cters,
s’omple amb espais en blanc.
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Els atributs d’arxiu 0x0b 0x01 L’u´nic byte conte´ indicadors que pro-
porcionen informacio´ sobre l’arxiu i els
seus permisos, entre d’altres. Cada bit
es do´na com el seu valor nume`ric, i
aquests es combinen per donar el valor
d’atribut real:
– 0x1: Indica que el fitxer e´s de nome´s
lectura.
– 0x2: Indica un arxiu ocult. Aquests
arxius es poden mostrar si e´s real-
ment necessari.
– 0x4: Indica un arxiu de sistema.
Aquests estan ocults tambe´.
– 0x8: Indica una entrada especial que
conte´ l’etiqueta de volum del disc, en
lloc de descriure un arxiu. Aquest
tipus d’entrada nome´s apareix en el
directori arrel.
– 0x10: L’entrada descriu un subdirec-
tori.
– 0x20: Pot estar a 1 o a 0 en funcio´
del que vulgui el usuari o el progra-
mador. Tot i aix´ı, sempre que l’arxiu
sigui modificat es posara` a 1.
– 0x40: No s’utilitza, ha d’estar a 0.
– 0x80: No s’utilitza, ha d’estar a 0.
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Reservat 0x0c 0x0a Aquests bytes no es fan servir.
El Temps Arxiu 0x16 0x02 ls dos bytes que serveixen per establir
la data de creacio´ o l’u´ltima actualitza-
cio´ de l’arxiu es concatenen per tractar-
los com a tres valors diferents. Els
5 bits menys significatius corresponen
als segons, cal multiplicar per 2, per-
que` esta` representat en per´ıodes de 2
segons. Aix´ı doncs, els segons estara`
compre`s entre 0 i 58, encara que la tra-
duccio´ directa sera` entre 0 i 29. En els
6 bits intemitjos s’indiquen els minuts.
El valor estara` compres entre 0 i 59. En
els 5 bits de major pes restants, les ho-
res. El valor sera` com a molt 23 i com
a mı´nim 0.
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La Data de l’Arxiu 0x18 0x02 Aquest cas e´s similar al anterior. So´n
2 bytes que s’han de concatenar per
extreure els tres valors que ens poden
interessar. En aquest cas es vol saber
l’any, el mes i el dia en la que es va cre-
ar l’arxiu o es va modificar per darrer
cop. En els 5 bits menys significatius
es mostren en binari els dies. El valor
estara` compre´s en el rang d’entre 1 i
31. En els 4 bits intemitjos s’indica els
mesos. El rang e´s d’entre 1 i 12. En els
7 bits de major pes s’indica un nu´mero
d’entre 0 i 119 (en binari) que en reali-
tat e´s el desplac¸ament des de 1980. E´s
a dir, per trobar l’any real se li ha de
sumar a 1980 el contingut d’aquest bits
en format decimal.
El nombre de clu´ster inicial 0x1a 0x02 En aquesta estructura tambe´ tenim 2
bytes per indicar en quin clu´ster es tro-
ba l’arxiu. E´s important recordar que
el primer grup de dades en el disc sem-
pre esta` numerat com a 0x0002. Les
dues primeres entrades de la FAT es-
tan reservades.
La mida del fitxer 0x1c 0x04 Per u´ltim hi ha 4 bytes reservats per
marcar la mida real de l’arxiu en bytes.
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A la figura 4.5 presentada en aquest apartat, el que es pot veure e´s, que hi ha un
arxiu que es diu zeusrsys amb l’extensio´ .bin. Els permisos que te´ so´n de lectura
i escriptura. Els atributs tambe´ indiquen que no e´s un arxiu ocult i que ha estat
modificat.
La u´ltima modificacio´ de l’arxiu va ser a les 12 hores, 46 minuts i 16segons del dia
16 de maig del 2014.
Per finalitzar l’analisi tenim que l’arxiu esta` al clu´ster 3 i ocupa 148107 bytes.
4.6.1.1.1.4 A`rea de dades de l’arxiu
L’a`rea de dades es troba a continuacio´ de les estructures que s’han explicat an-
teriorment dins la memo`ria USB. Es sap que aquesta, tal i com s’ha explicat al
punt anterior comenc¸a al clu´ster 2 pero`, a priori, no es sap a quin byte corres-
pon de dins el disc(tenint en compte que les posicions de memo`ria USB tambe´ es
numeren de 0 fins a N). Aix´ı doncs, per poder saber a quin byte correspon l’inici d’a-
quest, es fa la operacio´: (ReservedSectors) + (NumberOfFATsSectorsPerFAT ∗
NumberOfFATs) + ((RootEntries ∗ 32bytes)/BytesPerSector) + 1(se li suma 1
perque` els sectors s’enumeren comenc¸ant per l’1). Aquesta operacio´ serveix simple-
ment per entendre que els 2 clu´sters previs a aquest no inclouen ni a la FAT, ni a
la taula del directori arrel, aquestes ja tenen el seu espai propi de memo`ria de disc.
Els clu´sters comencen a comptar a partir de la taula del directori arrel.
Dels arxius tambe´ cal explicar que, tot i que, a la taula del directori arrel s’especifica
la mida que ocupa un arxiu, no coincideix amb l’espai lliure que queda al dispositiu.
E´s a dir, podr´ıem tenir un arxiu que ocupa un bloc, pero` els blocs contigus tambe´
formen part d’aquest arxiu, encara que no els faci servir. Aixo` s’explica fa`cilment
donat que mai dos arxius podran ser assignats al mateix clu´ster. Per tant, a la hora
de la veritat, un arxiu com a mı´nim ocupara` tants sectors, com SectorsPerCluster
haguem indicat al BPB.
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4.6.2 Part independent del hardware
El sistema de fitxers que ja hi ha implementat, e´s similar a un sistema Linux.
L’objectiu ha de ser, com s’ha dit al comenc¸ament del punt, crear unes estructures
capaces de controlar les funcionalitats amb les que es vol interactuar amb el hardwa-
re.
Aixi doncs es fan servir 3 estructures, que caldra` modificar. Aquestes les agruparem
en dispositius lo`gics i virtuals:
4.6.2.1 Dispositius Lo`gics
Els dispositius lo`gics so´n una abstraccio´ que independitza al programador i a gran
part del sistema operatiu del hardware que hi ha instal·lat.
4.6.2.1.1 Taula de fitxers oberts
Ens dona la possibilitat d’accedir a un mateix dispositiu des de diferents processos,
compartint les dades d’acce´s o sense. Inclu´s tambe´ des del mateix proce´s.
La idea e´s que les modificacions que un proce´s faci, tambe´ puguin ser aprofitades
per un altre. Per exemple, quan un proce´s vol escriure i quan finalitza l’altre vol
seguir escrivint, pero` a continuacio´. Aixo` no seria possible si cadascu´ ho fes pel seu
compte, doncs el segon dels processos no sabria a quina posicio´ ha acabat el primer.
4.6.2.1.2 Taula de inodes
La taula de inodes dona la possibilitat de que varis processos estiguin treballant
alhora amb un mateix dispositiu. Per exemple, diversos processos volen fer u´s de la
pantalla. No tindria sentit tenir una pantalla per cada proce´s. Aquesta estructura
e´s la que, com a pas previ al dispositiu f´ısic, ens dona les dades d’aquest.
4.6.2.2 Dispositius Virtuals
Els dispositius virtuals so´n una abstraccio´ que independitza el proce´s en execucio´
de la resta de processos.
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4.6.2.2.1 Taula de canals
E´s molt important entendre que per accedir a un dispositiu lo`gic primer s’ha de
crear un dispositiu virtual, aquest e´s el que ens permet que diversos processos facin
servir un mateix dispositiu lo`gic. E´s a dir, la taula de canals e´s individual per a
cada proce´s. Un proce´s no pot modificar la taula d’un altre proce´s.
4.6.3 Arxius a modificar
Tal i com es pot deduir dels punts anteriors caldra` modificar diversos arxius i afegir-
ne de nous per poder implementar el sistema de fitxers que s’ha escollit.
El primer arxiu de tots, al bootsect.S que s’encarrega de tota la gestio´ de ca`rrega
del sistema, caldra` afegir-li el bpb.
A continuacio´, modificarem l’arxiu fat.c doncs simula el disc a memo`ria, i estem
treballant sobre memo`ria USB directament.
Tambe´ s’hauran de crear les noves estructures per poder reutilitzar elements del bpb
i la taula del directori arrel.
Per acabar de muntar tota la gestio´, falten tres coses a fer: Modificar les estructures
que gestionen la part independent del sistema de fitxers (fitxer.c), inicialitzar les es-
tructures i adaptar el sistema operatiu per poder fer servir les estructures dependents
del hardware(sched.c i system.c), i finalment, implementar la lectura i escriptura,
aquest cop ja amb un objectiu gene`ric(devices.c) i per implementar l’open(sys.c).
E´s important pensar en el sistema i l’usuari com un arxiu de dades carregat des del
boot. Aix´ı doncs, el boot i el sistema aniran per separat per permetre la creacio´
de la fat i la taula del directori arrel. Per tant, caldra` modificar el build.c, que
e´s l’arxiu que munta l’executable final on boot, usuari i sistema estaven situats de
forma consecutiva.
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4.7 Implementacio´ del sistema de fitxers
Per implementar el sistema de fitxers cal canviar de nou el codi per a carregar el
sistema operatiu, donat que ja no estan l’usuari, el sistema i la ca`rrega de forma
consecutiva. A me´s, tambe´ caldra` controlar les estructures que es guarden a la
memo`ria de l’USB com so´n la Fat, el BPB i la taula del directori arrel. Un cop
adaptades aquestes estructures i modificades les taules que ja hi havien del sistema
de fitxers ba`sic original, es procedira` a implementar les crides read i write, usant les
funcions de lectura i escriptura d’un bloc.




OEM_Identifier : dd 0x4c535953
dd 0x58554e49
BytesPerSector : dw 0x0200
SectorsPerCluster : db 0x20
ReservedSectors : dw 0x0001
NumberOfFATs : db 0x01
RootEntries : dw 0x0100
NumberOfSectors : dw 0x0000
MediaDescriptor : db 0xf8
SectorsPerFAT : dw 0x0001
SectorsPerHead : dw 0x003f
HeadsPerCylinder : dw 0x0010
HiddenSectors : dd 0x00000000
TotalNumberOfSectors : dd 0x001f6c00
DriveNumber : dw 0x0000
ExtendedBootRecord : db 0x29
VolumeID : dd 0x2bc32893
VolumeLabel : .ascii ” ”
FileSystemIdentifier : .ascii ”FAT16 ”
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Del que ja s’ha explicat a l’apartat 4.6.1.1.1.1 cal recordar diversos valors concrets
dels diferents camps per tenir una perspectiva amplia.
Respecte a l’arquitectura de la memo`ria USB, s’especifica que el nu´mero de bytes
per sector son de 512 bytes i tenim 256 capc¸als per cada cilindre.
Pel que a l’arquitectura de la FAT es refereix, es segueixen les suggere`ncies de tenir
nome´s una FAT. A me´s aquesta comenc¸a en el bloc segu¨ent del boot, ja que nome´s
hi ha un sector reservat.
Pel que fa a l’arquitectura del directori arrel, la taula tindra` 16 entrades (de 32 bytes
cadascuna) i anira` a continuacio´ del sector que ocupa la FAT.
La u´ltima variable importants ha tenir en compte e´s l’identificador del sistema de
fitxers, que indica que s’esta` fent servir FAT16.
4.7.1.2 Estructures de memo`ria USB a sistema
#pragma pack (1 )
s t r u c t dir{
char NomFitxer [ 8 ] ;
char ExtensioFitxer [ 3 ] ;
Byte Atributs [ 1 ] ;






Word FATUSB [ FATSIZE ] ;
La taula de directori arrel, fat i bpb han de tenir un espai a memo`ria per poder
treballar amb ells.
Per tant, s’ha de copiar a memo`ria la estructura que hi ha al disc. Perque` siguin
consistents els continguts de les taules s’ha de tenir en compte la alineacio´ de les
estructures. C acostuma a alinear els bytes a memo`ria (padding), pero` a disc no
existeix aquesta alineacio´, per tant, s’ha de desactivar aquest padding mitjanc¸ant la
capc¸alera #pragma pack(1).
De la taula FAT el que s’ha de tenir en compte que s’esta` treballant a 16bits, la
estructura ha de ser un unsigned short int.
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A me´s d’aquestes copies, tambe´ s’han de fer altres gestions d’aquestes estructures.
4.7.1.2.1 BPB
void initBoot ( ) {
read_dev_usb ( 0 , 0 , 1 ) ;
copy_data ( ( unsigned i n t ∗) SECT , &Boot , s i z e o f ( Bpb ) ) ;
}
Es llegeix el primer sector de disc que es situa a partir de la direccio´ 0x7F00. A
continuacio´ copia els primers 32 bytes a la estructura Boot.
4.7.1.2.2 FAT
void initFATUSB ( ) {
i n t i ;
i n t sect , head , cyl ;
i n t ini = Boot . ReservedSectors+1;
f o r ( i=0; i < ( Boot . NumberOfFATs∗Boot . SectorsPerFAT ) ; ++i ) {
lchs ( ini ,&cyl ,&head ,&sect ) ;
read_dev_usb ( cyl , head , sect ) ;





Es comenc¸a a l’inici del primer bloc de la FAT. Es comprova si ja hem recorregut
tots els sectors que ocupa la FAT. Si no es el cas, tradu¨ım el numero de sectors
en cilindres, capc¸als i sectors, doncs e´s l’u´nica manera que te la interrupcio´ 0x13
d’accedir al disc(dins la instruccio´ read dev usb).
A continuacio´, la funcio´ de lectura copia el contingut de la direccio´ 0x7F00, que e´s
on es deixa el bloc llegit, i ho copia a l’adrec¸a de la variable FATUSB, aix´ı doncs
FATUSB passa a actuar com la fat del sistema.
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void saveFATUSB ( ) {
i n t i ;
i n t sect , head , cyl ;
i n t ini = Boot . ReservedSectors+1;
f o r ( i=0; i < ( Boot . NumberOfFATs∗Boot . SectorsPerFAT ) ; ++i ) {
copy_data(&FATUSB+(i∗Boot . BytesPerSector ) , ( unsigned i n t ∗) SECT , Boot .←↩
BytesPerSector ) ;
lchs ( ini ,&cyl ,&head ,&sect ) ;




Aquesta funcio´, amb la mateixa idea que l’anterior, copia el contingut de la FAT de
memo`ria i la copia a disc mitjanc¸ant la funcio´ de write.
i n t cluster_lliure_inicial ( ) {
//Cos de l a func i o
i n t lliure , j ;
lliure = 0 ;
f o r ( j = 2 ; j < FATSIZE ; ++j ) {
i f ( FATUSB [ j ] == 0) lliure = j ;
}
i f ( j == FATSIZE ) r e turn EOF ;
FATUSB [ lliure ] = EOF ;
r e turn lliure ;
}
Aquesta funcio´ serveix per trobar una posicio´ lliure a la FAT de memo`ria i la retorna.
A me´s a aquesta posicio´ lliure se li assigna la marca de final de fitxer.
Si la FAT esta` plena, i per tant, s’ha recorregut totes les posicions i no hi ha cap de
lliure, retorna final de fitxer.
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4.7.1.2.3 Directori arrel
void initDir ( ) {
i n t i ;
i n t sect , head , cyl ;
i n t ini = ( Boot . ReservedSectors )+(Boot . NumberOfFATs∗Boot . SectorsPerFAT )+1;
f o r ( i = 0 ; i < ( ( Boot . RootEntries∗ s i z e o f ( s t r u c t dir ) ) /Boot . BytesPerSector );++←↩
i ) {
lchs ( ini ,&cyl ,&head ,&sect ) ;
read_dev_usb ( cyl , head , sect ) ;





Com ja s’ha vist anteriorment totes les funcions d’inicialitzacio´ funcionen amb la ma-
teixa lo`gica. L’u´nica diferencia e´s el sector on es troba cadascuna d’elles. Aquestes
funcionalitats nome´s cal fer-les servir durant la inicialitzacio´ del sistema.
void savedirUSB ( ) {
i n t i ;
i n t sect , head , cyl ;
i n t ini = ( Boot . ReservedSectors )+(Boot . NumberOfFATs∗Boot . SectorsPerFAT )+1;
f o r ( i = 0 ; i < ( ( Boot . RootEntries∗ s i z e o f ( s t r u c t dir ) ) /Boot . BytesPerSector );++←↩
i ) {
copy_data(&directori+(i∗Boot . BytesPerSector ) , ( unsigned i n t ∗) SECT , Boot .←↩
BytesPerSector ) ;
lchs ( ini ,&cyl ,&head ,&sect ) ;




La funcio´ d’emmagatzematge com l’anterior, serveix per mantenir cadascuna de les
taules consistent respecte l’altre. E´s a dir, que no hi hagi informacio´ que difereixi.
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E´s recomanable fer u´s d’aquestes funcions quan hi hagi hagut modificacions sobre
les posicions de les taules.
i n t entrada_dirusb_lliure ( ) {
i n t i = 0 ;
f o r ( i = 0 ; i < MAX_DIR ; ++i ) {
i f ( directori [ i ] . DataUltMod == NULL ) r e turn i ;
}
r e turn −1;
}
Aquesta funcio´ recorre totes les posicions i mira si hi ha alguna que no tingui inicia-
litzat el camp d’u´ltima modificacio´. Si ja exist´ıs el camp de DataUltMod inicialitzat
s’hauria de mirar el primer byte del nom, per saber si ha estat eliminat o no. Pero`
no e´s objectiu d’aquest projecte permetre l’eliminacio´ d’arxius, aix´ı doncs no s’ha
introdu¨ıt aquesta u´ltima condicio´ a la funcio´.
i n t entrada_dirusb_existeix ( char ∗NomFitxer , char ∗FormatFitxer ) {
i n t i = 0 ;
f o r ( i = 0 ; i < MAX_DIR ; ++i ) {
i f ( ( directori [ i ] . NomFitxer != NULL && NomFitxer [ 0 ] != NULL ) && ←↩
compare_nom ( directori [ i ] . NomFitxer , NomFitxer , 8) == 1 &&
( FormatFitxer [ 0 ] != ' \0 ' && directori [ i ] . ExtensioFitxer != NULL ) &&
compare_nom ( directori [ i ] . ExtensioFitxer , FormatFitxer , 3) == 1) {
r e turn i ;
}
e l s e i f ( ( FormatFitxer [ 0 ] == ' \0 ' && directori [ i ] . ExtensioFitxer == NULL ) ←↩
&&
( directori [ i ] . NomFitxer != NULL && NomFitxer != NULL ) && compare_nom (←↩
directori [ i ] . NomFitxer , NomFitxer , 8) == 1) {
r e turn i ;
}
}
r e turn −1;
}
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Aquesta funcio´ serveix per localitzar si el fitxer que s’esta` cercant amb nom i extensio´
existeix ja a la taula del directori arrel. Per comparar strings cal introduir el nu´mero
de cara`cters a comparar. S’ha de tenir en compte que es possible que un fitxer no
tingui extensio´. Si ens trobem en aquest cas, el contingut de la primera posicio´ de
FormatFitxer sera` ”\0” (que e´s la marca de final de string). Si no es troba el fitxer
es retorna -1.
4.7.2 Estructures independents del hardware
En aquest punt s’explica les diferents estructures i com es relacionen entre elles, tal
i com s’indica a la figura 4.6.
Figura 4.6: Relacio´ entre taula de canals, taula de fitxers oberts, taula d’inodes i els
dispositius f´ısics
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4.7.2.1 Taula de Canals
s t r u c t ch{
i n t fd ;
s t r u c t fo ∗tf ;
} ;
L’objectiu de la taula de canals s’explica a l’apartat 4.6.2.2.1. Aix´ı doncs, queda
simplement especificar de quina manera queden enllac¸ades les diverses taules, mit-
janc¸ant el punter *tf i saber que a trave´s de l’enter fd s’accedira` a un o a un altre
dispositiu. Si fd adquireix el valor de 0, per exemple, podem escriure a pantalla
utilitzant aquest identificador en la crida a sistema write.
4.7.2.2 Taula de fitxers oberts i inodes
s t r u c t fo{
i n t numref ;
i n t prw ;
i n t rw ;
s t r u c t inode∗ tin ;
} ;
La taula de fitxers oberts s’ha d’entendre a me´s a me´s com la taula que guarda totes
aquelles caracter´ıstiques dina`miques del dispositiu. E´s a dir, aquelles que varien.
Per exemple, el punter d’escriptura i lectura (prw) serveix per saber a quina posicio´
s’esta` accedint dins del fitxer, e´s a dir, l’offset des de l’inici al byte on escrivim.
A me´s hi ha el camp rw (read/write) que indica amb quins permisos s’han obert el
dispositiu.
A part d’aquests dos camps de la estructura es pot trobar el nu´mero de refere`ncies
que es rep en un camp des de la taula de canal s(numref), i el punter a la taula
d’inodes que refere`ncia el dispositiu o fitxer al que es vol accedir.
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s t r u c t inode{
i n t numref ;
i n t rw ;
s t r u c t file_operations∗ op ;
s t r u c t dir∗ td ;
} ;
La taula d’inodes s’ha d’entendre com una taula que guarda les caracter´ıstiques
esta`tiques del dispositiu a tractar.
En aquest cas, la caracter´ıstica comuna dels dispositius de la que se n’acaba res-
ponsabilitzant aquesta taula e´s la dels permisos amb els que es poden obrir cada
dispositiu(rw).
Tambe´ tenim una altre camp molt important que es el punter op (*op), que e´s el
punter a la estructura file operations. Aquest separa la part dependent del hardware
de la part independent.
Per u´ltim tenim el punter a la taula del directori arrel (td), que tambe´ ens dona acce´s
a altres caracter´ıstiques esta`tiques del dispositiu i que, en aquest sistema operatiu,
tambe´ esta` lligada al hardware.
Finalment, el camp numref indica el nu´mero de referencies que rep un camp d’a-
questa taula des de la taula de fitxers oberts.
4.7.3 Implementacio´ crides a sistema
4.7.3.1 open
i n t sys_open ( const char ∗path , i n t flags ) {
char path2 [ FILE_NAME_SIZE ] ;
char fitxExtension [ 3 ] ; //TODO: Aquest 3 es l l e i g ;
char fitxNom [ 8 ] ; //TODO: Aquest 8 es l l e i g ;
i n t can , fitx , ind , esta_creat , copia ;
copia = copia_segura ( ( char ∗) path , path2 ) ;
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Es copia una cadena de cara`cters d’espai d’usuari a espai de sistema.
i f ( copia < 0) re turn copia ;
i f ( flags > 15 | | flags <= 0) return −EINVAL ; // Flags i n c o r r e c t e s
Es comprova que hi hagi algun cara`cter a copiar i que els flags introdu¨ıts estan dins
del rang.
parse_string ( path2 , fitxNom , fitxExtension ) ;
esta_creat = entrada_dirusb_existeix ( fitxNom , fitxExtension ) ;
Es divideix l’string que identifica l’arxiu en dos, el nom i la extensio´. A continuacio´
es comprova si esta` creat o no.
i f ( flags & O_CREAT ) {
i f ( esta_creat != −1 && ( flags & O_EXCL ) ) r e turn −EEXIST ;
e l s e i f ( ( flags & O_RDWR ) == 0) re turn −EINVAL ;
e l s e i f ( esta_creat == −1) {
r e turn −EINVAL ;
}
}
Comprova que els flags permetin poder llegir i escriure sobre el fitxer si no esta` creat.
Aleshores en aquest cas e´s possible crear el fitxer, pero` no e´s objectiu del projecte
permetre la creacio´ d’arxius donat que te´ diverses modificacions.
i f ( esta_creat != −1) {
fitx = entrada_tfo_lliure ( ) ;
can = entrada_canal_lliure ( ) ;
ind = entrada_inode_existent ( fitxNom , fitxExtension ) ;
i f ( fitx == −1 | | can == −1) re turn −EMFILE ; //Espai no d i s pon i b l e
Si el fitxer ja existeix al directori arrel, aleshores es comprova si hi ha possibilitat
d’aconseguir acce´s als diferents dispositius a trave´s del proce´s actual.
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// Ac tua l i t z a r inode
i f ( ind == −1) {
ind = entada_inode_lliure ( ) ;
ti [ ind ] . numref = 1 ;
ti [ ind ] . op = &usb_op ;
ti [ ind ] . rw = flags & O_RDWR ;
ti [ ind ] . rw = ti [ ind]−>td . rw
ti [ ind ] . td = &directori [ esta_creat ] ;
}
e l s e {
i f ( ! comprova_flags ( flags & O_RDWR , ti [ ind ] . rw ) ) r e turn −EACCES ; //←↩
Flags i n c o r r e c t e s
ti [ ind ] . numref++;
}
Si l’inode ja existeix nome´s caldra` comprovar si els flags d’acce´s so´n correctes i
augmentar en 1 el nu´mero de refere`ncies sobre la taula d’inodes. Si no, s’inicialitza
una entrada a la taula i es crea la refere`ncia a la taula de directori arrel existent.
// I n i c i a l i t z a r entrada t f o
tfo [ fitx ] . tin = &ti [ ind ] ;
tfo [ fitx ] . rw = flags & O_RDWR ;
tfo [ fitx ] . numref = 1 ;
tfo [ fitx ] . prw = 0 ;
// I n i c i a l i t z a r cana l
current ( )−>tch [ can ] . tf = &tfo [ fitx ] ;
r e turn can ;
}
r e turn −ENOENT ; //No e x i s t e i x ;
}
El segu¨ent pas e´s: crear la entrada nova entrada a la taula de fitxers oberts i rela-
cionar les diferents taules.
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4.7.3.2 read
i n t sys_read_usb ( s t r u c t fo∗ fito , char ∗buffer , i n t size ) {
i n t mida = 0 ;
i n t llegit = 0 ;
char buf [ MAX_BUFFER ] ;
whi l e ( mida < size ) {
i f ( size−mida > MAX_BUFFER ) {
llegit = sys_read_usb_aux ( fito , buf , MAX_BUFFER ) ;
i f ( llegit < 0) re turn llegit ;
i f ( copy_to_user ( buf , buffer , llegit ) == −1) re turn −EFAULT ;
buffer += llegit ;
mida += llegit ;
i f ( llegit < MAX_BUFFER ) {
r e turn mida ;
}
}
e l s e {
llegit = sys_read_usb_aux ( fito , buf , size−mida ) ;
i f ( llegit < 0) re turn llegit ;
i f ( copy_to_user ( buf , buffer , llegit ) == −1) re turn −EFAULT ;
mida += llegit ;
r e turn mida ;
}
}
r e turn size ;
}
Mentre la quantitat llegida sigui menor que el total a llegir. Es mira si queda encara
algun bloc sencer per llegir. Si es aix´ı es llegira` un bloc sencer i s’anira` escrivint al
buffer el contingut de memo`ria USB, fent una copia del buffer temporal de sistema
(buf) al buffer d’usuari (buffer). Si es llegeix menys que en un bloc voldra` dir que
ja no hi ha res me´s per llegir.
Si queda menys d’un bloc per llegir, es produeix un cas similar a l’anterior, pero`
llegint el que resti entre el total i la mida.
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i n t sys_read_usb_aux ( s t r u c t fo∗ fito , char ∗buffer , i n t size ) {
i n t i , cyl , head , sect ;
unsigned char ∗sector = ( unsigned char ∗) SECT ;
i n t mida = 0 ;
i n t indx = (( i n t ) fito−>tin−>td−>ClusterIni ) ;
i n t numblck = fito−>prw/Boot . BytesPerSector ;
i n t numclus = numblck/Boot . SectorsPerCluster ;
i n t blockact = numblck%Boot . SectorsPerCluster ;
i n t posblck = fito−>prw%Boot . BytesPerSector ;
i n t mida_fitxer = ( in t ) fito−>tin−>td−>TamanyFitxer ;
i n t ini = ( Boot . ReservedSectors )+(Boot . NumberOfFATs∗Boot . SectorsPerFAT )+((←↩
Boot . RootEntries∗ s i z e o f ( s t r u c t dir ) ) /Boot . BytesPerSector )+1;
i n t sect_tot = ( ( ( indx−2)∗( Boot . SectorsPerCluster )+blockact )+ini ) ;
Aquesta funcio´ s’usa per llegir bytes de disc i introduir-los en el buffer.
f o r ( i = 0 ; i < numclus ; i++) {
indx = FATUSB [ indx ] ;
i f ( indx == EOF ) r e turn −ENOSPC ;
}
Primer de tot es situa a l’index el clu´ster actual, per tenir referencies d’on llegir. Els
clu´sters no estan consecutius a memo`ria.
lchs ( sect_tot ,&cyl ,&head ,&sect ) ;
read_dev_usb ( cyl , head , sect ) ;
La variable sect tot conte´ el nu´mero de sector absolut al que llegir, aleshores se’l
tradueix a cilindre, capc¸al i sector per poder llegir des del disc.
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i = 0 ;
whi l e ( mida < size ) {
whi le ( posblck < Boot . BytesPerSector && mida < size && fito−>prw < ←↩
mida_fitxer ) {





Llegeix des d’on es trobi el prw fins a final del bloc, a menys que ja s’hagi llegit tot
el que es vol (indicat per la variable size).e´s a dir, la mida del fitxer.
i f ( posblck == Boot . BytesPerSector ) {
i f ( blockact == Boot . SectorsPerCluster−1) {
blockact = 0 ;
i f ( ( shor t i n t ) FATUSB [ indx ] == EOF ) {
r e turn mida ;
}
indx = FATUSB [ indx ] ;
}
e l s e {
blockact++;
}
Si ja s’ha llegit tot el bloc i encara queden elements per llegir, s’ha de canviar de
bloc, si es canvia de bloc pot ser necessari que tambe´ s’hagi de canviar de clu´ster,
en funcio´ de si ja s’han llegit els 16 blocs que composen cada clu´ster. En tot cas si
ja hem arribat a l’u´ltim clu´ster que ocupa un arxiu, voldra` dir que s’esta` intentant
llegir me´s del que es pot. Aix´ı doncs, s’acaba la execucio´ d’aquest fragment i es
retorna la mida de tots els bytes llegits.
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sect_tot = (( indx−2)∗( Boot . SectorsPerCluster )+blockact+ini ) ;
lchs ( sect_tot ,&cyl ,&head ,&sect ) ;
read_dev_usb ( cyl , head , sect ) ;
posblck = 0 ;
}
Com no ha acabat la execucio´ caldra` llegir un bloc nou, el segu¨ent.
e l s e i f ( fito−>prw == mida_fitxer ) {
r e turn mida ;
}
}
r e turn mida ;
}
Finalment, si s’ha llegit tota la mida del fitxer s’acaba l’execucio´ i es retorna el
nu´mero de bytes llegits. Altrament, si ja s’ha llegit tot el necessari, i no ha fet falta
canviar de bloc, ni s’ha acabat l’arxiu, es retorna la mida.
4.7.3.3 write
i n t sys_write_usb ( s t r u c t fo∗ fito , char ∗buffer , i n t size ) {
i n t i , novapos , cyl , head , sect ;
unsigned char ∗sector = ( unsigned char ∗) SECT ;
i n t mida = 0 ;
i n t indx = (( i n t ) fito−>tin−>td−>ClusterIni ) ;
i n t numblck = fito−>prw/Boot . BytesPerSector ;
i n t numclus = numblck/Boot . SectorsPerCluster ;
i n t blockact = numblck%Boot . SectorsPerCluster ;
i n t posblck = fito−>prw%Boot . BytesPerSector ;
i n t ini = ( Boot . ReservedSectors )+(Boot . NumberOfFATs∗Boot . SectorsPerFAT )+((←↩
Boot . RootEntries∗ s i z e o f ( s t r u c t dir ) ) /Boot . BytesPerSector )+1;
i n t sect_tot = ( ( ( indx−2)∗( Boot . SectorsPerCluster )+blockact )+ini ) ;
f o r ( i = 0 ; i < numclus ; i++) {
indx = FATUSB [ indx ] ;
i f ( indx == EOF ) r e turn −ENOSPC ;
}
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Aquesta primera part de la implementacio´ e´s igual a la de la funcio´ sys read usb aux(punt
4.7.3.2).
i f ( posblck == 0 && size >= TAM_BLOCKS ) ;
e l s e {
lchs ( sect_tot ,&cyl ,&head ,&sect ) ;
read_dev_usb ( cyl , head , sect ) ;
}
En aquest punt s’identifica si e´s vol sobreescriure el primer bloc sencer. Si e´s el cas
no cal carregar-lo a memo`ria. En cas contrari, es copiara` a memo`ria i posteriorment
es modificara` i es sobreescriura`.
i = 0 ;
whi l e ( mida < size ) {
whi le ( posblck < TAM_BLOCKS && mida < size ) {




i f ( fito−>prw > fito−>tin−>td−>TamanyFitxer ) fito−>tin−>td−>←↩
TamanyFitxer++;
}
Mentre no s’hagi llegit tot allo` desitjat s’haura` d’anar escrivint a disc. L’escriptura
a disc es fa, com ja s’ha explicat diversos cops, a trave´s de modificacio´ del vector
situat a la posicio´ 0x7F00 i la posterior ca`rrega d’aquests bytes a disc.
Aix´ı doncs, mentre no s’hagi escrit tot el bloc o no s’hagi llegit tot el que es vol, ani-
rem sobreescrivint el vector i si es supera la mida de l’arxiu s’ha d’anar augmentant
per mantenir la taula coherent amb el contingut del fitxer.
i f ( posblck == Boot . BytesPerSector ) {
sect_tot = ( ( ( indx−2)∗( Boot . SectorsPerCluster )+blockact )+ini ) ;
lchs ( sect_tot ,&cyl ,&head ,&sect ) ;
write_dev_usb ( cyl , head , sect ) ;
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S’ha escrit un bloc sencer a memo`ria, aix´ı doncs, cal copiar-lo a disc.
i f ( blockact == Boot . SectorsPerCluster−1) {
blockact = 0 ;
i f ( ( shor t i n t ) FATUSB [ indx ] == EOF ) {
novapos = cluster_lliure_inicial ( ) ;
i f ( novapos == EOF ) {
savedirUSB ( ) ;
saveFATUSB ( ) ;
r e turn mida ;
}
FATUSB [ indx ] = novapos ;
}
}
e l s e blockact++;
Aquest tros de codi e´s gairebe´ equivalent al de la funcio´ sys read usb aux, simple-
ment, cal actualitzar la taula FAT i de directori arrel de disc, donat que es possible
que s’hagin modificat les estructures equivalents a memo`ria.
i f ( size−mida >= TAM_BLOCKS ) ;
e l s e {
sect_tot = ( ( ( indx−2)∗( Boot . SectorsPerCluster )+blockact )+ini ) ;
lchs ( sect_tot ,&cyl ,&head ,&sect ) ;
read_dev_usb ( cyl , head , sect ) ;
}
posblck = 0 ;
}
}
En aquest cas el que es prete´n e´s que no s’hagin de llegir tots els blocs i despre´s
modificar-los. Sabent que el que queda per llegir e´s me´s gran que un bloc, no cal
copiar a memo`ria un bloc per reescriure’l sencer, seria una operacio´ inu´til. En cas
contrari, s´ı s’ha de fer per mantenir la informacio´ no modificada en el bloc.
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i f ( size > 0) {
sect_tot = ( ( ( indx−2)∗( Boot . SectorsPerCluster )+blockact )+ini ) ;
lchs ( sect_tot ,&cyl ,&head ,&sect ) ;
read_dev_usb ( cyl , head , sect , Boot . DriveNumber ) ;
}
savedirUSB ( ) ;
saveFATUSB ( ) ;
r e turn mida ;
}
Si el size e´s correcte i encara queden per escriure bytes a disc, donat que no ha fet
falta canviar de bloc o hi ha un bloc a mig modificar, s’ha d’escriure al disc.
Per acabar, es copia a disc la FAT i el directori arrel per mantenir la consiste`ncia
entre lo que hi ha a memo`ria i a disc.
4.8 Estandarditzacio´ del codi
L’objectiu d’aquest punt e´s explicar com adaptar el codi perque` sigui executable
tant en un entorn virtual com en un entorn real. Per fer-ho, cal preparar el sistema
operatiu en 2 fases: modificar el codi i adaptar-lo per fer proves.
Abans d’explicar pas per pas quines modificacions s’han dut a terme per aconseguir-
ho es convenient tenir en compte que el codi de les BIOS normalment e´s privatiu,
i no te´ perque` funcionar el mateix codi a diversos computadors amb la mateixa
arquitectura de processador. De totes formes, s’ha de dir que, la majoria de dissenys
de BIOS so´n bastant similars al que s’ha explicat en aquest projecte.
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4.8.1 Modificacio´ del codi
[ ... ]
augmentar_head :
cmp ax , #0
jne no_es_primera
mov ah , #2 ! Depenent de FAT16 , deixa 2 clusters lliures
mov al , #0x1c
!mov dx , DriveNumber
mov dh , head
mov cl , #0x24
mov ch , cyl
jmp interrupcio
[ ... ]
mov ax , es
cmp ax , #SYSSEG
jne no_es_primera_inc
add ax , #0x380
jmp itera
no_es_primera_inc :
add ax , #0x7E0
[ ... ]
La primera modificacio´ que s’ha de dur a terme en aquest punt, e´s canviar el sector
de lectura inicial del codi de sistema i usuari. Ara el codi de sistema i usuari estara`
situat al sectors de dades de la memo`ria USB. Aquest sector va despre´s de la FAT i
de la taula de directori arrel i dels 2 clu´sters lliures que s’han de deixar. Aquest codi




mov ds , ax
mov ss , ax ! put stack at INITSEG : 0 x4000−12.
mov sp , d i
mov DriveNumber , dx
mov ax,#SYSSEG
mov es , ax ! segment of 0x010000
[ ... ]
La BIOS que te´ la meva computadora enumera els dispositius de diferent manera
que al model explicat, aix´ı doncs, s’aprofita el BPB per guardar aquesta informacio´
i fer-ne u´s me´s endavant. Tambe´ cal modificar el nu´mero de sectors a 16, perque`
funcioni correctament.
void initBoot ( ) {
// read dev usb (0 , 0 , 1 ) ;
copy_data ( ( unsigned i n t ∗) 0x90000 , &Boot , s i z e o f ( Bpb ) ) ;
}
Aquest u´ltim canvi te´ una implicacio´ molt clara. No podem saber quin e´s el nu´mero
de dispositiu al que estem accedint. Ja no es pot copiar el primer bloc de la memo`ria
USB, perque` no sabem quin e´s, aix´ı doncs copiem el bpb del codi de boot que hem
executat durant el proce´s de ca`rrega.
[ . . . ]
read_dev_usb ( cyl , head , sect , Boot . DriveNumber ) ;
[ . . . ]
write_dev_usb ( cyl , head , sect , Boot . DriveNumber ) ;
[ . . . ]
Un cop copiat el BPB a memo`ria ja podem saber a quin dispositiu es vol accedir
per llegir i escriure.
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4.8.2 Creacio´ del binari
Ara ja esta` el codi preparat per ser separat en dues parts. Per fer efectiva aquesta
separacio´, i per tant, tenir dos arxius separats(un amb el sector de boot i l’altre amb
l’usuari i el sistema) cal fer modificacions sobre els arxius que ajuden a crear els
binaris(o imatges) del sistema. Un cop separats, s’ha de ser capac¸ de poder seguir
emulant el sistema sense cap mena de problema.
zeos . bin : bootsect system build user
$ ( OBJCOPY ) system system . out
$ ( OBJCOPY ) user user . out
. / build bootsect system . out user . out
Aquestes l´ınies del Makefile, simplement s’aconsegueix delegar tota la responsabilitat
de la creacio´ dels binaris al proce´s build.
[ . . . ]
fd_boot=open ( ” zeo s boot . bin ” , O_CREAT | O_RDWR ) ;
[ . . . ]
i f ( write ( fd_boot , buf , 512) != 512)
[ . . . ]
Amb aquestes l´ınies s’aconsegueix copiar el codi de ca`rrega a l’arxiu zeos boot.bin.
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fd_usersys=open ( ” z eu s r sy s . bin ” , O_CREAT | O_RDWR ) ;
[ . . . ]
minix_open ( argv [ 1 ] ) ;
i = read ( fd , buf , s i z e o f ( buf ) ) ;
sys_size = sz = sb . st_size ;
fprintf ( stderr , ”System i s %d kB\n” , sz /1024) ;
whi l e ( sz > 0) {
i n t l , n ;
l = ( sz > s i z e o f ( buf ) ) ? s i z e o f ( buf ) : sz ;
i f ( ( n=read ( fd , buf , l ) ) != l ) {
i f ( n < 0)
die ( ”Error read ing %s : %m” , argv [ 2 ] ) ;
e l s e
die ( ”%s : Unexpected EOF” , argv [ 2 ] ) ;
}
i f ( write ( fd_usersys , buf , l ) != l )
die ( ”Write f a i l e d ” ) ;
sz −= l ;
}
close ( fd ) ;
Amb aquestes l´ınies de codi es llegeix el sistema, gra`cies als arguments que es passen
des del Makefile, i s’escriuen els bytes a l’arxiu zeusrsys.bin.
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i f ( ( fd = open ( argv [ 3 ] , O_RDONLY , 0) ) < 0) /∗ Copiamos e l user ∗/
die ( ”Unable to open `%s ' : %m” , argv [ 3 ] ) ;
i f ( fstat ( fd , &sb ) )
die ( ”Unable to s t a t `%s ' : %m” , argv [ 3 ] ) ;
usr_size = uz = sb . st_size ;
whi l e ( uz > 0) {
i n t l , n ;
l = ( uz > s i z e o f ( buf ) ) ? s i z e o f ( buf ) : uz ;
i f ( ( n=read ( fd , buf , l ) ) != l ) {
i f ( n < 0)
die ( ”Error read ing %s : %m” , argv [ 3 ] ) ;
e l s e
die ( ”%s : Unexpected EOF” , argv [ 3 ] ) ;
}
i f ( write ( fd_usersys , buf , l ) != l )
die ( ”Write f a i l e d ” ) ;
uz −= l ;
}
close ( fd ) ;
Es segueix fent servir el mateix canal d’escriptura per seguir escrivint l’usuari a
continuacio´ del sistema.
Ara ja s’ha separat en dos arxius el codi. Ja nome´s queda aconseguir que es pugui
provar que el sistema funciona, tant en un entorn emulat, com en un de no emulat.




sudo dd i f =/dev/zero of=/dev/sdb count=20000
Es desmunta la memo`ria USB sobre el que es vol treballar. I s’esborra la informacio´
dels primers blocs donat que no ens interessa.
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sudo rm zeos . bin zeusrsys . bin zeos_boot . bin build
make
S’esborren els binaris si existien anteriorment i es creen els nous.
sudo dd i f=zeos_boot . bin of=/dev/sdb
Es mou l’arxiu de boot al primer sector de disc.
sudo mkdir /mnt/2BC3−2893
sudo mount /dev/sdb /mnt/2BC3−2893
sudo cp zeusrsys . bin /mnt/2BC3−2893
sudo cp hola . txt /mnt/2BC3−2893/
Es crea un directori per poder muntar la memo`ria USB i aix´ı poder fer-ne u´s. A
continuacio´, es copia el binari que conte´ l’usuari i el sistema, i tambe´ un arxiu per
provar si es pot llegir i escriure correctament sobre aquests. En copiar aquests arxius




sudo rm −R /mnt/2BC3−2893
Es desmunta el pen drive i s’elimina el directori que s’ha creat ja que no el volem
tornar a fer servir.
sudo dd i f =/dev/sdb of=zeos . bin count=10000
Es crea un nou binari que conte´ tot el contingut dels 10000 primers sectors, i ens
permetra` executar el sistema des de la ma`quina virtual.
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sudo chown dunedain1990 zeos . bin
Finalment, com ha estat un usuari amb privilegi de root qui ha creat el fitxer i bochs
nome´s pot llegir arxius creats per l’usuari que esta` executant la ma`quina virtual, cal
canviar el nom del propietari de l’arxiu.
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Cap´ıtol 5
Planificacio´ i ana`lisi econo`mic
5.1 Planificacio´ incial
El gantt que es presenta a continuacio´ indica el temps de duracio´ del projecte ini-
cialment esperat, la distribucio´ de tasques i el temps per setmanes que se li assigna
a cadascuna. Els objectius presentats no corresponen amb els redactats als diversos
punts del desenvolupament de la memo`ria. Aixo` e´s normal donat que e´s un treball
d’investigacio´, i per tant, per desconeixement de les tasques. Una persona no pot
saber, a priori, el cost real en temps del desenvolupament en aquesta mena de pro-
jectes.
El que s´ı que es pot veure, e´s que els objectius so´n consecutius, i per tant, fins que
no s’acava un no es pot comenc¸ar amb el segu¨ent.
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SETMANES: 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15
Fase inicial
Obj 1.1 Analisi inicial
Obj 1.2 Adaptar entorn de treball
Adaptar el SO per carregar des de memo`ria USB
Obj 2.1 Cerca d’informacio´
Obj 2.2 Disseny
Obj 2.3Implementacio´
Rutines de lectura i escriptura a disc
Obj 3.1 Cerca d’informacio´
Obj 3.2 Disseny
Obj 3.3 Implementacio´
Creacio´ del sistema de fitxers






Obj 5.2 Presentacio´ Final
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5.2 Planificacio´ final
SETMANES: 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30
Prepar l’entorn de treball
Obj 1.1 Ana`lisi inicial
Obj 1.2 Adaptar entorn de treball
Proce´s de ca`rrega
Obj 2.1 Cerca d’informacio´
Obj 2.2 Disseny
Obj 2.3 Implementacio´
Escriptura i lectura d’un bloc de disc




Obj 4.1 Cerca d’informacio´




Obj 5.1 Modificacio´ del codi
Obj 5.2 Creacio´ del binari
Fase Final
Obj 6.1 Documentacio´
Obj 6.2 Presentacio´ Final
Aquest gantt difereix molt´ıssim a l’inicial. Tot neix de les diverses necessitats que
sorgeixen a mesura que es va desenvolupant el projecte. Aixo` en gran part e´s causa
de que no es pot avanc¸ar en paral·lel me´s enlla` de la documentacio´.
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El me´s destacable e´s que el projecte hauria d’haver durat un quadrimestre i ha durat
dos. A me´s totes les tasques s’han allargat. Aixo` demostra com de complicat e´s
estimar el temps que et pot costar una investigacio´.
Les tasques que es desenvolupen en aquest gantt final si que corresponen amb tot el
que s’ha explicat a l’apartat de desenvolupament i resultats experimentals.
5.3 Ana`lisi econo`mic
Per saber els costos del projecte s’ha fet un ca`lcul aproximat de la quantia que
li representaria a la Universitat Polite`cnica de Catalunya dur a terme un projecte
d’aquestes caracter´ıstiques. Per fer la estimacio´ s’ha tingut en compte les despeses
en hardware, software i el salari de les persones que hi treballarien.
5.3.1 Software
El cost del software a la universitat com a institucio´ no li hauria de suposar cap
cost. L’objectiu e´s fer servir ı´ntegrament durant tot el proce´s programari lliure, i
aquest programari e´s gratu¨ıt.
5.3.2 Hardware
El projecte s’ha dut a terme utilitzant un porta`til proporcionat per la universitat.
L’ordinador no e´s actual, i a me´s, ha estat utilitzat en projectes anteriors, per tant,
el seu cost sera` menor que el seu preu inicial i estara` devaluat. Consultant el mercat,
el preu del producte de segona ma` e´s d’uns 100e, aix´ı doncs tenint en compte aquest
preu i la amortitzacio´ podr´ıem dir que el cost per al projecte sera` d’uns 50e.
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5.3.3 Salari de les treballadores
Sabent que aquest projecte podria servir per a ampliar el contingut d’una assig-
natura, s’hauria de parlar de quin tipus de treballadores so´n les que haurien de
desenvolupar-lo i el seu salari.
Aix´ı doncs, sabent que e´s el professorat docent i investigador qui ha de definir els
continguts d’una assignatura i tambe´ aquesta figura e´s l’u´nica que pot ser el respon-
sable d’una assignatura, ja es pot saber que aquest e´s qui hauria de desenvolupar el
projecte.
Ara be´, no pot ser qualsevol PDI, aplicant la lo`gica un professor a temps parci-
al no hauria desenvolupar un projecte d’aquestes caracter´ıstiques. Podria succeir
que s’hague´s de deixar el projecte a mitges si es desvincule´s de la universitat i per
reprendre’l es perdria bastant de temps. Per tant, hauria de ser un PDI a temps
complert vinculat a la universitat. Aix´ı doncs queden diverses figures de PDI: PDI
catedra`tic(ja sigui laboral o funcionari), PDI-Lector i PDI-Ajudant.
En aquest cas concret i per aquest projecte, suposarem que ho hauria de fer un
PDI-Ajudant donat que la finalitat d’aquesta figura e´s la de completar la formacio´
en doce`ncia i recerca. El seu salari e´s de 20.935,74e/anuals contant que ha de fer
1.640h/anuals de dedicacio´ tenim que aproximadament cobra 12,77e/hora. Les ho-
res laborals d’un PDI so´n de 37,5h/setmana i al gantt final hi consten 30 setmanes.
Per tant, el salari per fer aquest projecte e´s d’uns 14.366e, aproximadament.
5.4 Conclusions
La conclusio´ de l’ana`lisi e´s que els projectes d’investigacio´ no poden garantir l’e`xit, i
en aquest cas, a me´s a me´s, tampoc s’ha pogut determinar una durada aproximada




Les possibles ampliacions d’aquest projecte so´n gairebe´ infinites. Tot depe`n de per
a quina plataforma es vulgui dissenyar aquest sistema operatiu. De totes formes la
evolucio´ natural e´s seguir treballant per a un processador del tipus x86 com s’ha
estat sent fins ara.
Les ampliacions es podrien dividir en 3 tipus: curt termini, mig termini i llarg ter-
mini.
6.1 Curt termini
Les primeres ampliacions haurien d’anar encaminades cap a integrar en el sistema
la taula del directori arrel millor. E´s a dir, calcular els camps d’u´ltima modificacio´,
per tant, canviar el rellotge perque` marqui la hora actual. No com fins ara que
s’inicialitza des de 0.
Una altre modificacio´ a curt termini e´s permetre la creacio´ d’arxius amb el flag
O CREAT a la crida open.
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6.2 Mig termini
Les ampliacions a mig termini so´n bastant me´s complexes. Una primera ampliacio´
seria: crear un buffer cache´ amb l’objectiu de mantenir a memo`ria blocs que es poden
reutilitzar amb una determinada frequ¨e`ncia. D’aquesta manera no s’han d’escriure
a disc immediatament despre´s de ser llegits.
Un altre possible afegir a mig termini pot ser crear la crida a sistema execlp, aquesta
crida el que fa e´s transformar el proce´s actual en un altre. Aixo` e´s interessant donat
que un sistema operatiu Linux me´s complex per passar de sistema a usuari la fa
servir.
6.3 Llarg termini
A llarg termini es poden fer tantes modificacions com al programador se li acudeixi.
Tot i aix´ı, penso que el me´s interessant e´s acabar de implementar les crides a sistema i
permetre la deteccio´ automa`tica dels dispositius connectats a les diverses interf´ıcies,




Concordanc¸a de resultats i
objectius
Els objectius concrets, com ja s’ha mostrat en el gantt, s’han hagut d’anar aconse-
guint per tal de poder continuar el projecte, aix´ı doncs, es pot dir que el projecte
s’ha acabat amb un relatiu e`xit. Aquesta afirmacio´ implica que s’han complert tots
els objectius.
Aix´ı doncs, si s’ha complert per que` es parla de relatiu i no absolut?
S’ha trigat me´s temps de l’esperat per finalitzar el projecte, i aixo` ha estat a causa
del desconeixement i de la falta de recursos per afrontar els reptes que s’han anat
presentant a cadascun dels punts. Tot i aix´ı, certament s’ha finalitzat el projecte
amb e`xit, malgrat que, no s’ha pogut estandaritzar el codi al 100%.
Els objectius no nome´s inclo¨ıen una se`rie de fites finals, sino´ que tambe´ una manera
de fer. Aquest taranna` consisteix en vetllar per crear un projecte destinat al apre-
nentatge, i aixo` es fa tant elaborant tot el projecte amb software lliure, com en fer
una documentacio´ orientada a explicar com funciona i justificant les decisions que
s’han hagut de dur a terme al llarg del projecte. D’aquest objectiu formatiu el que
ha estat a les meves mans s’ha intentat fer de la millor manera, de tota manera el
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