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Abstract
The discovery is reported of tight single-change covering designs (tsccd’s) with v = 20 and
k=5. All previously known tsccd’s had k=2; 3 or 4. The computational di3culties encountered
in the computer construction of the new designs are described and discussed. c© 2001 Elsevier
Science B.V. All rights reserved.
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1. Introduction
As in [1–4] a ‘tight single-change covering design’ (tsccd) is an ordered set of
blocks, each block comprising k distinct elements taken from the integer-set S =
{1; 2; : : : ; v}; v¿ k, with the properties that
(i) any 2 members of S occur together in at least one block;
(ii) each block after the 9rst is obtained from the previous block by changing just
one element; and
(iii) the newly introduced element in any block B after the 9rst has not previously
appeared in the same block as any of the other elements from B.
Such a design can be written as a matrix with blocks as columns in which the
sequence of blocks runs from left to right, and we leave a block’s unchanged elements
in the same positions (rows) as they had in the previous block. To make a design’s
structure easier to recognise by eye, it will be written with each unchanged element
replaced by a dot. If the design has v blocks and the block size is k then it is called
a tsccd(v; k) design.
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As in [3], a tsccd(v; k) is called ‘standardised’ if
(a) the elements of the 9rst block are 1; 2; : : : ; k in that order;
(b) the other elements are initially introduced in the order k + 1; k + 2; : : : ; v; and
(c) the elements of the 9rst block are changed initially in the order k; k − 1; : : : ; 2; 1.
We refer to each initial appearance of an element in the 9rst block, and each sub-
sequent replacement of an element, as a ‘transfer’. If a tsccd has transfers in the same
row in four successive blocks then the middle two blocks can be swapped. If it has
transfers in the same row in the last three blocks then the last two blocks can be
swapped. For example, in the standardised tsccd(12; 4) below, one can swap the 13th
and 14th blocks, or the last two blocks, or both, to obtain a total of four standardised
tsccd’s called ‘minor variants’ of each other. Moreover, in each of these one can inter-
change 4 and 5 throughout blocks 8–21. This is because, elements 4 and 5 have been
paired with the same elements up to block 8. We shall call the tsccds that result from
such an interchange ‘end permutations’ of each other.
1 . . . . . 3 4 . . 2 . 1 3 7 : 6 . . . :
2 . . . . 9 . . . . . 12 . . . 5 . . . . :
3 . . 7 . . . . 10 . . . . . . . . 8 . 4 9
4 5 6 . 8 . . . . 11 . . . . . . . . 12 . :
(1.1)
Parameters sj; ti and pi (j = 1; : : : ; k; i = 1; 2 : : :) for tsccds were introduced in [3].
Minor variants have the same parameters; end permutations have the same s and t
parameters but diJerent p parameters.
Tsccd(v; k)s with k64 were investigated in [1–3] and tsccd(12; 4)s were completely
classi9ed in [4]. But the existence of even a single tsccd(v; k) for k¿5 remained
unknown for some years after the work of [3] was completed.
For the classi9cation of tsccd(12; 4)s, a backtrack search computer program con-
structed all standardised tsccd(12; 4)s, by starting with the 9rst two blocks of the
example above as ‘seed’ and extending this to a tsccd in all possible (standardised)
ways. The straightforward way to do this is to construct a block at a time, from the
bottom row up, trying each legal transfer from smallest to largest and backtracking
when necessary. A transfer into a block is legal if the element transferred in has not
already appeared in an earlier block with any of the other elements of the current
block.
This simple approach 9nds tsccd(12; 4)s but it does so too slowly. Trying to produce
all standardised tsccd(12; 4)s with it would take forever — in this paper a program will
be said to run ‘forever’ if it runs without success for more than 3 weeks as the sole
user process on a Sun Ultra 5 workstation. Suppose that block j is being constructed
and that the number of elements that x in row i, block j− 1 has NOT yet been paired
with is n. If 0¡n¡k−1 then no transfers into block j at row i can be completed to a
tsccd. (This is because such a transfer would mean that x would have to be transferred
in again later and this would introduce k − 1 new pairings with x.)
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Modifying the simple search to test for this situation had an enormous eJect on the
e3ciency of the search. For example,
1 . . . . 9
2 . . . 8 :
3 . . 7 . :
4 5 6 . . :
(1.2)
cannot be completed to a tsccd(12; 4) (the dots again denote elements unchanged from
the previous block). Incorporating the above test reduced the time taken to determine
this on a PC from 1118 s to 12 s.
But this improvement was not nearly enough to generate a tsccd with block size 5.
From table 1 in [2] the 9rst possibility for a tsccd(v; 5) has v = 20. Using this value







the program simply backtracked forever.
The search program was then tuned to reduce unfruitful work when seeking one
solution rather than all solutions. The most useful improvements came from ideas
discussed above.
Let x be the current element in row i, block j and suppose that the program has
backtracked to this point. We should reject using a legal transfer y for x if x and y
have been paired with the same elements up to block j. This is because x in position
i; j has failed (we have backtracked to it) and therefore the use of y in this position
must fail too, otherwise we would have a situation like x = 4; y = 5 and j = 8 in
example (1:1).
Suppose that the tuned program is at row i, block j and that u; v; w, the preceding
three elements in row i, are distinct. If v¿w then we should not allow a transfer in
to block j at row i. This is because the program has already tried u; w; v; x for all legal
x with x = v and this did not succeed (the search did not terminate, it backtracked and
changed the order to u; v; w) — and therefore u; v; w; x cannot succeed either, since, if
it did, then, as in example (1:1), interchanging the middle blocks containing v and w
would produce a minor variant with u; w; v; x in row i.
Roughly speaking, the eJect of these new modi9cations is to avoid searching for
minor or permutation variants of something that is already known not to exist. These
changes reduced the time taken on my o3ce PC to determine that (1.2) cannot be
completed from the previous best of 12 to 5.4 s, but the program now is not correct
for 9nding all solutions. It would 9nd only one of the variants and end permutations
of (1.1).
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2. Finding tsccd(20, 5)s
The tuned search program backtracked forever on (1.3). Other approaches such as
hill climbing or genetic algorithms worked so poorly 9nding tsccds with block size
4 that there seemed little point in trying them for block size 5. The remaining hope
was to put more information into the initial seed. Thus, we looked for some ‘special’
tsccd(12; 4) hoping that its ‘special’ properties would carry over to a tsccd(20; 5).
In the tsccd(12; 4) labelled (1:4) below, 1 and 5 occur together in 8 consecutive
blocks (the longest possible such run) forming a persistent pair, as described in [3].
Elements 11 and 12 form another persistent pair and the pairs overlap.
1 1 1 1 1 1 1 1 1 4 . . 2 7 3 . . . . 2 4
2 . . 7 8 . . 11 11 11 11 11 11 11 11 11 10 . . . :
3 . 6 . . 9 10 . 12 12 12 12 12 12 12 12 12 6 7 . :
4 5 5 5 5 5 5 5 5 5 6 8 . . . 9 . . . . .
By analogy, we tried the following seed with overlapping persistent pairs.
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 5 ? ?
2 . . . 9 ? ? ? ? ? ? ? ? ? ? ? ? ? ?
3 . . 8 8 ? ? ? ? ? ? ? ? ? 19 19 19 19× 12 ?
4 . 7 . . ? ? ? ? ? ? ? ? ? ? 20 20 20 20
5 6 6 6 6 6 6 6 6 6 6 6 6 6 6 6 6 ? ?
(1.5)
where the ‘×12’ means ‘repeat the preceding block 12 more times’ and where ? denotes
a position to be 9lled by the program. The search backtracks forever with this. One is
tempted to try overlapping a persistent pair with a persistent triple
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 5 ? ? ?
2 . . . 9 ? ? ? ? ? ? ? ? 18 18 18 18 18 ? ?
3 . . 8 - ? ? ? ? ? ? ? ? ? 19 19 19 19× 11 19 ?
4 . 7 . . ? ? ? ? ? ? ? ? ? ? 20 20 20 20 20
5 6 6 6 6 6 6 6 6 6 6 6 6 6 6 6 6 ? ? ?
but it was proved in [2] that persistent triples do not exist. However there is room
in the second row of (1.5) to 9t element 11 in 16 consecutive blocks as in the seed
below.
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 5 ? ? ? ? ? ? ?
2 - - - 9 ? 11 11 11 11 11 11 11 11 11 11 11 11 11 11 11 11 ? ?
3 - - 8 - ? ? ? ? ? ? ? ? ? 19 19 19 19 19 19 19 19 19× 7 ?
4 - 7 - - ? ? ? ? ? ? ? ? ? ? 20 20 20 20 20 20 20 20 20
5 6 6 6 6 6 6 6 6 6 6 6 6 6 6 6 6 ? ? ? ? ? ? ?
This again runs forever. Clearly, one needs to produce a number of seeds with variety
in the 9rst 15 blocks, since backtracking never gets back to these blocks.
The search program was used to 9ll in the 9rst 15 blocks in all possible ways,
producing 768 seeds. These seeds were parceled out to several computers, each of
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Table 1
Two tsccd(20; 5)s
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 5 5 5 2 3 4 4
2 2 2 2 9 9 11 11 11 11 11 11 11 11 11 11 11 11 11 11 11 11 12
3 3 3 8 8 10 10 12 13 14 14 14 14 18 19 19 19 19 19 19 19 19 19 continued below
4 4 7 7 7 7 7 7 7 7 15 16 17 17 17 20 20 20 20 20 20 20 20
5 6 6 6 6 6 6 6 6 6 6 6 6 6 6 6 6 8 9 9 9 9 9
4 4 4 4 4 4 4 4 4 3 3 2 9 5 5 5 5 5 5 2 3 8 8
14 18 18 18 18 10 16 16 16 16 16 16 16 16 16 16 16 16 14 14 14 14 14
19 19 19 19 19 19 19 17 17 17 17 17 17 17 17 17 17 18 18 18 18 18 13
20 20 20 20 20 20 20 20 8 8 13 13 13 13 7 12 12 12 12 12 12 12 12
9 9 7 13 15 15 15 15 15 15 15 15 15 15 15 15 10 10 10 10 10 10 10
(t1; t2; t3; t4) = (5; 4; 7; 4)
(s1; s2; s3; s4; s5) = (12; 9; 11; 10; 8)
(p1; p2; p3; p4; p5; p6; p7; p8; p9; p10; p11) =
(106, 30, 15, 17, 6, 0, 4, 3, 2, 4, 1)
1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 5 5 5 2 11 11 11
2 2 2 2 9 9 11 12 12 12 12 12 12 12 12 12 12 12 12 12 12 12 12
3 3 3 8 8 10 10 10 13 14 14 14 14 18 19 19 19 19 19 19 19 19 19
continued below
4 4 7 7 7 7 7 7 7 7 15 16 17 17 17 20 20 20 20 20 20 20 20
5 6 6 6 6 6 6 6 6 6 6 6 6 6 6 6 6 8 9 9 9 3 4
11 11 11 7 15 15 15 15 15 15 15 15 15 15 15 15 10 10 10 10 10 10 9
13 14 18 18 18 10 16 16 16 16 16 16 16 16 16 16 16 16 14 14 14 14 14
19 19 19 19 19 19 19 17 17 17 17 17 17 17 17 17 17 18 18 18 18 18 18
20 20 20 20 20 20 20 20 9 8 8 8 2 5 5 5 5 5 5 2 8 3 3
4 4 4 4 4 4 4 4 4 4 3 11 11 11 7 13 13 13 13 13 13 13 13
(t1; t2; t3; t4) = (5; 4; 7; 4)
(s1; s2; s3; s4; s5) = (8; 10; 9; 13; 10)
(p1; p2; p3; p4; p5; p6; p7; p8; p9; p10; p11) =
(105, 21, 32, 10, 4, 5, 0, 4, 4, 3, 0)
which ran the search program trying to complete a seed to 42 blocks, if it failed,
rejecting it to do so after performing a 9xed amount of work. Due to diJerences
between the computers, the measure of work needed to be machine-independent. Each
seed was tried for up to 50 cobs, where a cob is 50 000 successful completions of
a block (most of which were undone in backtracking). By this process, 69 seeds
were retained and these, were again parceled out and 2000 cobs were done on each
attempting to complete it to the full 46 blocks for a tsccd(20; 5). Two such tsccds
were found. One of these is displayed as the 9rst design in Table 1.
Note that this method had three stages. First, 9ll in blocks up to block 15 in all
possible ways, next attempt to extend each of the resulting seeds in some ‘reasonable’
time to 42 blocks, 9nally try to extend each of the surviving seeds in a ‘reasonable’
time to a tsccd.
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The same three stage method was tried with a seed obtained from (1.5) by inserting
the element 12 in each of the 16 blocks starting with block 8. The 9rst stage produced
1152 seeds, the second stage whittled this down to 76 seeds. At the third stage 6 tsccds
were found. One of these is displayed as the second design in Table 1.
3. Conclusions
Why did the method work? Consider the case that started with element 11 inserted in
successive blocks of (1.5). It is plausible to hypothesise that among the 768 seeds that
can be extended to 42 blocks there will be some that can be so extended in relatively
many ways and hence found relatively quickly by the search program. If a seed can
be extended to 42 blocks in relatively many ways then perhaps it has the freedom
to be extended to the full 46 blocks of a tsccd. In the case of the seeds with many
11s, there were 69 survivors after the second stage. For each of these, the number of
extensions to 42 blocks that could be found within 500 cobs was obtained. The seeds
that eventually succeeded to full tsccds ranked in the middle 69 in the number of
extensions found. Attempting to complete to 46 blocks number 1 and 2 ranking seeds
(both of which produced three times as many extensions to 42 blocks as the successful
seeds) did not succeed within 20 000 cobs. So, the evidence does not support the above
hypothesis. It is further discouraging that the method has not yet succeeded with other
long sequences inserted in (1:4).
Each of the 8 tsccds found was backtracked to generate further examples eventually
raising the total to 35. They all contain a sequence of 16 occurrences of element 11
or element 12, as in the originals. This causes them all to have the same ti parameters
(5; 4; 7; 4), though they had a variety of sj and pi parameters (see [4] for parameter
sets). Attempting to 9nd a tsccd with diJerent ti parameters, much time was spent
unsuccessfully trying to complete seeds similar to
1 1 1 1 1 10 ? * 12 12 12 12 12 12 12 12 12 12 12 12 ? ?
2 2 2 2 9 ? ? ? ? ? ? ? ? ? ? 19 19 19 19 19 19 ?
3 3 3 8 8 ? ? ? ? ? ? ? ? ? ? ? 20 20 20 20 20× 10 20
4 4 7 7 7 7 7 7 7 7 7 7 7 7 7 7 7 7 ? ? ? ?
5 6 6 6 6 6 6 6 6 6 6 6 6 6 6 6 6 4 ? ? ? ?
where ∗ was forced to be other than 12.
Finally, there has been no success with 9nding a tsccd with block size 6. The 9rst
possibility seems to be a tsccd(21; 6).
4. Endnote
This work was inspired by a remark Professor Donald Preece made at a public
meeting in Canterbury in 1996, where he was asked when he thought a tsccd with
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block size 5 or greater would be found. He replied ‘I don’t expect to see one in my
lifetime’. Happily he has exceeded his life expectancy.
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