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Recycla.me es el producto final de un proyecto incubado durante años que por fin, gracias a 
Pilar, Mariam y Daniel ha visto la luz. En mi afán de realizar un reciclaje correcto, hace unos 
años compré diversos contenedores domésticos y me propuse separar bien. Sin embargo, la 
información llega al ciudadano por vías muy diversas y no siempre fiables. Generalmente 
hacemos lo que nos dice un vecino o un amigo si nos parece coherente. Al cabo de unos 
meses me di cuenta de las dificultades que entrañan los embalajes de los productos, y que lo 
que realmente hay que reciclar no son los productos sino sus materiales. Se me ocurrió la 
idea de que el código de barras contuviera la información sobre todo el embalaje y el mismo 
producto así como el precio, el fabricante y otros datos habituales. De esta forma, con 
nuestro Smartphone podríamos leer el código de barras y una sencilla aplicación podría 
decirnos cómo realizar el proceso correctamente. La espera mereció la pena porque 
finalmente Pilar, Mariam y Daniel aceptaron llevar a cabo esta idea como proyecto de 
Sistemas Informáticos y los cuatro comenzamos a trabajar con ilusión.  
La idea fue evolucionando y decidimos dirigirla a un segmento del mercado muy especial: el 
público infantil. Si los niños aprendían a reciclar correctamente, en unos 10 años tendríamos 
concienciada a la mitad de la sociedad. La idea podía merecer la pena. Al mismo tiempo se 
nos ocurrió buscar un aliado y encontramos a la gente del Área de Medio Ambiente del 
Ayuntamiento de Madrid. Entre todos ideamos un producto perfecto para ser utilizado por 
educadores en colegios y por particulares, y que Mariam, Pilar  y Daniel llevaron a cabo con 
ilusión, sobre todo al utilizar datos reales, y al compartir materiales con una empresa real, 
como las imágenes y los manuales financiados por Ecoembes. 
La parte técnica del proyecto se ha desarrollado de forma totalmente profesional. Desde la 
toma de requisitos mediante diversas reuniones con la gente del Ayuntamiento de Madrid, 
hasta la generación de los árboles de decisión y los algoritmos más complejos. Daniel, 
Mariam y Pilar han sido capaces de desarrollar un trabajo en grupo bien estructurado durante 
todo el ciclo de vida del desarrollo del producto. El resultado es una aplicación móvil real 
que ha sido probada satisfactoriamente en el Colegio Nuestra Señora del Buen Consejo de 
Madrid con más de 100 niños y que está siendo utilizada y está disponible para su uso por 
cualquier persona interesada en aprender a reciclar. 
Quiero por último destacar que el resultado satisfactorio y la profesionalidad con la que se ha 
llevado a cabo de este proyecto ha promovido un convenio entre la Universidad 
Complutense y el Ayuntamiento de Madrid que esperamos pronto dará sus frutos.  Por todo 
ello, creo que este proyecto es merecedor de la calificación más alta posible. 
 
 Victoria López 















Recycla.me  es una herramienta de telefonía móvil, desarrollada bajo el sistema 
operativo Android cuyo principal objetivo es ayudar y enseñar a niños y niñas de entre 
7 y 11 años a reciclar correctamente cualquier tipo de producto que pueda tener 
asignado un código de barras.  
Así, mediante la lectura del código de barras, la aplicación guiará al niño paso a paso 
en el modo correcto de reciclado de cada componente del objeto a desechar, de 
manera casi independiente. 
 




      
ABSTRACT 
 
Recycla.me is a mobile tool, developed under the Android OS whose main objective 
is to help and teach children between 7 and 11 years to properly recycle any type of 
product that could be assigned a barcode. 
In this way, by reading the barcode, the application will guide the child step by step in 
the proper mode of recycling of each component in order to discard, almost 
independently. 
 
Keywords: Android, recycle, recycling, barcode, sustainable world. 
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Hoy en día, tanto gobiernos como población casi por igual, están cada vez más 
concienciados de la necesidad de reciclar correctamente los residuos domésticos. Aun 
así, hay muchas personas que tienen dudas a la hora de reciclar un producto, porque 
no saben identificar los materiales que lo componen, o porque no tienen claro en qué 
contenedor deben depositarlo. Por eso es una buena idea enseñar a los niños desde 
pequeños lo buenos hábitos para poder desenvolverse solos a la hora de desechar un 
material y depositarlo en cualquiera de los contenedores de que disponen para separar 
la basura.  
 
Casi todos los artículos que se pueden adquirir en un supermercado o en 
grandes almacenes, tienen asignado un código de barras (o código QR). Se pensó que 
era una buena idea acercar al usuario la posibilidad de poder saber casi de inmediato, 
la manera más adecuada de reciclar el producto que va a comprar o cualquiera que 
tenga en casa, tan sólo leyendo dicho código de barras.  
 
El código de barras es un sistema de representación de información mediante 
un conjunto de líneas paralelas verticales de distinto grosor y espaciado. En otras 
palabras, las líneas y los espacios representan cadenas de caracteres. De este modo, el 
código de barras permite reconocer un artículo de forma única, global y no ambigua y 
poder consultar de esta forma sus características asociadas. La correspondencia o 
mapeo entre la información y el código que la representa se denomina simbología y 
ésta puede ser a su vez de dos tipos: continua, donde los caracteres comienzan con un 
espacio y en el siguiente comienzan con una barra (o viceversa), y bidimensional, en la 
cual las barras pueden ser anchas o estrechas y se disponen de manera entrelazada. 
 
     
Figura 1.1. Tipos de códigos de barras 






Como puede observarse en la figura 1.1, se disponen los dos tipos de códigos 
de barras existentes en la actualidad. A la izquierda, un código de barras continuo, y a 
la derecha, uno bidimensional. 
 
Para el desarrollo de la herramienta, optamos por utilizar el código de barras 
continuo, dado que es el más utilizado para almacenar información del producto, ya 
que, aunque cada vez hay más presencia de códigos de barras bidimensionales, éstos 
son utilizados más para redireccionar al usuario a una página web que muestre 
información y contenidos del producto, que para almacenar propiamente datos. 
 
De hecho, los códigos de barras de cada país difieren en el número de dígitos 
que aparecen representados, pero la aplicación puede reconocer casi cualquier tipo de 
código de barras de cualquier país. 
 
Tras todas las investigaciones y observaciones presentadas previamente, nació 
Recycla.me, como proyecto de concienciación social a nivel general, pues es una 
aplicación para dispositivos móviles con sistema operativo Android orientada a niños 
y niñas de entre 7 y 11 años, y pensada para que los más pequeños de la casa puedan 
aprender a reciclar, y asuman el reciclado como un hábito, dado que de esta manera es 
probable que continúen con la misma dinámica en su etapa adulta. 
 
 La aplicación, mediante la captura del código de barras del producto susceptible 
de ser reciclado, permite conocer el desglosado y correcto reciclaje de cada una de las 
partes y materiales que compongan el artículo, navegando por la aplicación gracias a 
una interfaz sencilla, didáctica y atractiva para los niños. Incluso si el producto de 
reciclado no tuviera código de barras,  Recycla.me sirve de guía, a través de una 
selección de opciones sencillas, semejantes a lo que quiere reciclar, para mostrar el 
lugar correcto donde depositar los materiales que componen el producto a desechar. 
  
 Recycla.me permite conocer en tiempo real el conjunto de materiales que 
componen el producto que tenemos en nuestras manos e  informa de cómo se debe 
reciclar correctamente dicho producto incluso en el caso de tener que separarlo en 
partes. 
 




La aplicación permite conocer el despiezado y lugar correcto donde depositar 
cada material que compone el producto. Si tiene código de barras, primero se lee 
mediante el escáner implantado en la herramienta y, una vez éste sea leído, la 
aplicación busca en una base de datos la información correspondiente al artículo a 
reciclar. En caso de encontrarse almacenado, la aplicación ve los datos del producto 
(materiales y punto de reciclado de cada uno). En caso contrario y en el caso de que el 
producto no posea código de barras, la aplicación guía al usuario (el niño) a través de 
un sencillo cuestionario con el que descubrirá de qué materiales está compuesto el 
producto, y así, poder mostrar la información además de almacenarla en la base de 
datos junto con el código de barras únicamente en el caso de que el producto cuente 
con uno. 
 
El uso de Recycla.me representa un proceso de aprendizaje y concienciación 
sobre el tema del reciclado de residuos. Este aprendizaje se encuentra contrastado y 
avalado por expertos en educación medio ambiental. Está demostrado que las 
personas aprenden más del 70% de sus conocimientos durante la niñez sobre todo 
mediante la imitación de los comportamientos de los adultos que les rodean. Además, 
las nuevas tecnologías son cada vez más utilizadas con un fin didáctico. Estos dos 
aspectos son las principales características de este proyecto, ya que la primera finalidad 
de la aplicación, es la de enseñar al niño a reciclar correctamente, guía didáctica 
obtenida del consejo de expertos educadores e informadores medioambientales.  
 
   
    
Figura 1.2. Contenedores y puntos de reciclaje oficiales 






En la figura 1.2 se muestran los diferentes contenedores y puntos de reciclaje 
oficiales en la Comunidad de Madrid. En la primera fila, de izquierda a derecha se 
observan el contenedor de papel y cartón, el contenedor de vidrio y los diferentes 
contenedores para residuos orgánicos. En la fila de abajo, también de izquierda a 
derecha, el símbolo de “Punto limpio”, el contenedor de envases y por último, el 
icono del “Punto Sigre”. 
 
Debido a la diversidad de materiales existentes que pueden reciclarse, hemos 
decidido dividirlos en categorías según el tipo de contenedor en el que debe ser 
depositado el material. Por lo que, para definir un producto a reciclar y especificar los 
materiales que lo componen, siempre se pregunta por el material que se corresponde 
con cada contenedor. 
 
 













Estado del arte 
 
 











Dentro del amplio abanico de aplicaciones móviles, podemos encontrar algunas de 
propósito parecido a Recycla.me. A continuación se presentan algunos ejemplos: 
 
● Aplicación Donde Reciclar 
  
Aplicación que funciona como complemento a la página web:  
http://dondereciclar.com (como puede verse en la figura 2.1), cuyo propósito no es 
otro que el de servir como punto de información sobre dónde se encuentran 




   Figura 2.1. Imagen Web “dondereciclar.com” 
 
 








a.  Funcionalidades que desarrolla 
    Debido a que este proyecto nace como página web, y no como aplicación, las    
    utilidades de la misma se ven bastante reducidas. A continuación se listan las  
    funcionalidades principales: 
 
■  Muestra el lugar más próximo donde poder reciclar un producto concreto 
  dentro de una lista específica: pilas, ropa, punto limpio. 
■  Permite incluir nuevos puntos de reciclado al mapa proporcionado (google 
  maps). 
■  Conexión con redes sociales. 
 
b.  Funcionalidades a desarrollar 
     La aplicación se ve carente de algunas características muy útiles a la hora de     
     reciclar, como pueden ser: 
■   Mostrar la manera de reciclar un producto concreto. 
■     Informar de la forma de reciclar los productos más comunes como 
plásticos, vidrio, etc. 
■ Mostrar consejos sobre reciclaje. 
 
c.  Página web 
    La aplicación DondeReciclar surge como complemento a la página web y no al   
    revés como suele ser habitual. La página web posee las siguientes características: 
■ http://dondereciclar.com/ 
■ Permite descargarse la última versión de la aplicación. 
■ No muestra la historia de la aplicación. 
■ Incluye un apartado de denuncias ambientales. 
 





Figura 2.2. Imagen aplicación “Dónde Reciclar” 
 
 
En la figura 2.2 se puede observar la pantalla principal de la aplicación DondeReciclar, 
que se basa en un mapa donde aparecen señalados los puntos dónde se puede 
depositar el material solicitado previamente.  
  
 Ésta aplicación sólo desarrolla esta utilidad, un mapa, por lo que resulta 
bastante aburrida y simple, además de no describir donde reciclar los materiales y 
residuos más comunes. 






 Aplicación Guía de Reciclaje 
  
Aplicación desarrollada por Ecoembes S.A. para descubrir cuál es el  





   Figura 2.3. Imagen Web “guiareciclaje.ecoembes.com” 
 
  
La figura 2.3 muestra la vista principal de la página web desarrollada por 










a.  Funcionalidades que desarrolla 
    En comparación con la anterior aplicación descrita, en esta ocasión, la aplicación  
    funciona de manera independiente a las utilidades de la página web. La aplicación  
    muestra una lista de características descritas a continuación: 
 
■  Se puede seleccionar de una lista el tipo de material que se quiere reciclar, y  
  la aplicación te muestra el contenedor correcto dónde depositarlo. 
■  Permite seleccionar un contenedor concreto del que informa sobre qué  
  materiales se pueden depositar en él. 
■  Aplicación disponible para descarga desde smartphone, navegador móvil o  
  desde pc. 
 
b.  Funcionalidades a desarrollar 
     La aplicación puede ser mejorada con algunas utilidades como las descritas a  
     continuación: 
 
■  Mostrar el lugar más próximo donde encontrar un Punto Limpio. 
■  No muestra consejos sobre reciclaje. 
 
c.  Página web 
     A continuación se muestran las funcionalidades de la página web que complementa  
    la aplicación: 
 
■ http://guiareciclaje.ecoembes.com/ 
■ Permite descargarse la última versión de la aplicación por tres vías 






















    Figura 2.4. Imagen aplicación “Guía de Reciclaje para móvil” 
 
 
En la figura 2.4 se muestra la secuencia de pantallas que surgen al abrir la aplicación y 
consultarla. La primera, de izquierda a derecha, muestra la lista de opciones y 
utilidades que desarrolla la aplicación. La segunda, describe lo que se puede reciclar en 
cada contenedor, en el ejemplo, el contenedor amarillo o de envases. La tercera 
pantalla muestra pequeños consejos sobre lo que se debe reciclar en cada contenedor. 
La última pantalla muestra material y contenedor correspondiente. 
 
 Esta aplicación es mucho más visual que la anterior, por lo tanto no es tan 
aburrida y abarca muchos más materiales.  








 Aplicación Héroes del Reciclaje 
  
Esta aplicación indica el contenedor donde debe depositarse un deshecho y  
localiza el punto de reciclado más cercano. 
 
a.  Funcionalidades que desarrolla 
    A continuación se desglosan las utilidades principales que implementa esta   
    aplicación: 
 
■     Búsqueda manual de los materiales que componen un producto para la 
separación de un envase compuesto. 
■ Interfaz vistosa. 
■ Reporta estadísticas sobre los recursos naturales que se ven beneficiados: 
“Se han salvado 23.465 árboles” 
 
b.  Funcionalidades a desarrollar 
     La siguiente lista describe las posibles utilidades que podría desarrollar esta  
     aplicación: 
 
■ Está desarrollada sólo para moverse dentro de Valencia, podría 
extenderse a todo el territorio español. 
■ Mostrar la manera de reciclar un producto concreto, sin necesidad de 
seleccionar el contenedor. 
■ Conexión con redes sociales. 
■ Sólo disponible para sistema operativo iOS, desarrollarlo para Android. 
 
c.  Página web 
    Esta aplicación no dispone de página web que la complemente. Por lo que la única  
    manera de obtener la aplicación es a través de la App Store de Apple. 
 







        Figura 2.5. Imagen aplicación “Héroes del reciclaje” 
 
En la figura 2.5 se muestra la secuencia de pantallas que surgen al abrir la aplicación y 
consultarla. La primera, de izquierda a derecha, muestra el contenedor donde debe 
depositarse el material correspondiente. La segunda, describe algunas curiosidades, 
como el número de árboles que se han salvado al reciclar ese material en concreto. La 
tercera pantalla muestra pequeños consejos sobre lo que se debe reciclar en cada 
contenedor. La última pantalla muestra contenedor y lugar donde se encuentra. 
 
 Esta aplicación es mucho más entretenida que las anteriores, pero uno de los 





















 Comparativa con Recycla.me 
 
La aplicación Recycla.me reúne varias de las funcionalidades que implementan las 
aplicaciones anteriormente descritas y le suma muchas de las que carecen. 
  
Las funcionalidades comunes son: 
 
 Muestra el lugar más próximo donde poder reciclar un producto concreto, 
siempre que deba reciclarse en un Punto Limpio Oficial, dado que incluye para 
estos materiales la opción de consultar un mapa. 
 Se puede seleccionar de una lista el tipo de material que se quiere reciclar, y  
la aplicación te muestra el contenedor correcto dónde depositarlo. 
 Aplicación disponible para descarga desde smartphone, o desde pc. 
 Búsqueda manual de los materiales que componen un producto para la 
separación de un envase compuesto. 
 Interfaz vistosa. 
 
Funcionalidades no comunes que sí se han desarrollado: 
 
 Mostrar la manera de reciclar un producto concreto, sin necesidad de 
seleccionar el contenedor. 
 Informar de la forma de reciclar los productos más comunes como plásticos, 
vidrio, etc. 
 Mostrar consejos sobre reciclaje. 
 Mostrar el lugar más próximo donde encontrar un Punto Limpio. 
 Desarrollarlo para Android. 
 








































1. Especificación de requisitos 
 
1.1   Requisitos funcionales 
  
Los requisitos funcionales definen el comportamiento interno del software,  
son las acciones que realiza la aplicación (cálculos, manipulación de datos, 
detalles técnicos), dando a conocer las funciones de que dispone al usuario y 
lo que puede hacer con las mismas. Se ven complementados con los  
requisitos no funcionales descritos más adelante. 
 
En concreto, la aplicación que hemos llamado Recycla.me, ofrece las  
siguientes funcionalidades al usuario: 
 
● Captura y lectura de un código de barras: El usuario puede reciclar un producto 
de dos formas distintas, una de ellas es escaneando (capturando) un código de 
barras. A continuación la aplicación muestra cómo debe separarse y reciclarse el 
producto en cuestión. 
● Reciclado sin código de barras: Los usuarios pueden igualmente reciclar el 
producto que deseen sin necesidad de capturar un código de barras. 
Seleccionando el botón “Sin código de barras”, accederán a una selección de 
imágenes entre las que elegir el producto que más se asemeje al objeto 
susceptible de ser reciclado. A continuación, accederán a diferentes listas de 
materiales, dependiendo de la imagen seleccionada y las partes que conformen 
producto. 
● Verificación del despiezado del producto: Una vez terminado el cuestionario 
expuesto anteriormente, dado que es una aplicación dirigida a niños, se pasa 
por un estado de verificación en el que un adulto debe comprobar que los 
materiales seleccionados previamente se corresponden con los que componen 
el producto. 
● Consejos de reciclado: Al mostrar el desglosado del producto y lugar correcto 
donde reciclarlo, se muestran elementos visuales e interactivos en la interfaz de 
usuario que la haga más interesante para los niños. Como elemento visual, 
además de un fondo infantil adaptado para que identifique el material con el 
color del contenedor asociado, se ha añadido una imagen que lleva por título 
“Recuerda” con información importante a tener en cuenta a la hora de reciclar. 






Esta imagen varía en función del tipo de material que el niño elija. Como 
elemento interactivo, se han incluido dos botones: “Ojo” y “¿Sabías que?”.  
Cada vez que el niño pulsa el botón “Ojo” se muestra un mensaje con un 
consejo sobre el reciclaje. Estos consejos se eligen de manera aleatoria dentro 
de un conjunto, cada vez que el niño pulsa el botón mencionado. Por otro lado, 
el botón  “¿Sabías que?” muestra una serie de curiosidades acerca del reciclado. 
Estos dos botones están diseñados para mostrar consejos y curiosidades según 
el material que se esté mostrando. 
● Visualización del Punto Limpio más cercano en un mapa: Cuando uno de los 
materiales que compongan el producto no tenga un contenedor asociado donde 
depositarlo, éste deberá ir a un Punto Limpio oficial. Una vez se muestra el 
despiezado del material como producto que debe reciclarse en un Punto 
Limpio, se podrá encontrar un botón que muestra en un mapa dónde 
podremos encontrar el Punto Limpio oficial más cercano.  
● Acceso a las páginas web de los colaboradores del producto: Se puede acceder 
a través de botones a las páginas web del Ayuntamiento de Madrid, y de la 
Universidad Complutense de Madrid. 
● Opción de conexión mediante wifi: La aplicación necesita para algunas de sus 
acciones que el dispositivo móvil se encuentre conectado vía Internet. Si no lo 
estuviera, al ir a realizar acciones que utilizan los datos, la aplicación pregunta al 
usuario si quiere conectar el wifi del dispositivo móvil, conectándolo en caso 
afirmativo. 
● Sección de ayuda: La aplicación dispone de un botón que explica el 
funcionamiento de la misma. 
 




1.2   Requisitos no funcionales 
Los requisitos no funcionales describen los criterios que pueden utilizarse para 
juzgar la operación de un sistema en lugar de sus comportamientos específicos. 
Esto es, requisitos que no tienen que ver con la funcionalidad de la aplicación. 
En nuestro caso, los objetivos principales a cumplir son: 
 
● Rendimiento: Es importante que no haya tiempos de carga largos para evitar la 
desesperación del usuario y el desinterés consecuente, más teniendo en cuenta 
que va dirigida a niños. Además permite aumentar la duración de la batería de 
los dispositivos. 
 
● Extensibilidad: La aplicación podrá ser ampliada, con nuevas funcionalidades 
como  la accesibilidad para personas discapacitadas o la implantación en otros 
sistemas operativos. 
 
● Capacidad de almacenamiento: Al tratarse de un dispositivo móvil hay que 
tratar de reducir al máximo el tamaño de la aplicación. 
 
● Facilidad de uso: La aplicación es intuitiva, y se muestran las opciones 
claramente en pantalla, utilizando nombres que hacen fácil la asociación de un 


























El diseño de la aplicación ha atravesado varias fases antes de completar su diseño 
final. Dada la existencia de aplicaciones similares en el campo del reciclaje, se ha 
planteado la posibilidad de diseñar una aplicación que, leyendo y decodificando el 
código de barras, presente al usuario el modo de reciclar los componentes de un 
producto. Con el fin de ofrecer un producto interesante, y dado el interés de los niños 
por las nuevas tecnologías la aplicación se ha enfocado al sector infantil,  ya que está 
comprobado que las costumbres adquiridas en la infancia, se llevan a cabo en la 
madurez con más facilidad. 
  
      Sin embargo, al estudiar con detenimiento esta idea, se presenta un problema 
con del código de barras. Estos códigos son muy diversos en formato, información y 
codificación por lo que diseñar un algoritmo para obtener los datos que necesitamos 
no resulta ni rentable ni eficiente, desde el punto de vista del tamaño de la aplicación. 
Además, la información que se almacena no está generalizada, y no se puede 
garantizar que se puedan obtener los  datos necesarios. 
  
      Así pues, se ha desarrollado la idea de crear una base de datos que almacene 
información, relacionando códigos de barras con los materiales que componen un 
producto.  Esta información se obtiene de los usuarios que, haciendo una serie de 
elecciones convenientemente guiadas, aporten los datos necesarios para mostrar el 
correcto reciclaje del producto y así poder almacenarlo en la base de datos, que a su 
vez serviría de consulta para el resto de usuarios. 
       
Asimismo, si el producto no constara de código de barras, el usuario debe 
poder utilizar Recycla.me como guía de consulta. 
  
      Una vez definidas las especificaciones generales, se deciden los elementos 
necesarios para construir la aplicación.  






Se ha elegido un diseño de la interfaz de usuario de carácter infantil,  con un manejo 
sencillo e intuitivo, y algunos elementos interactivos para hacer más atractivo su uso, 
tales como imágenes, botones, links a páginas web y selectores múltiples, además del 
ViewPager, una librería de Android que permite pasar de una pantalla a otra 
simplemente deslizando el dedo como si fuera la página de un libro. 
  
 Además, se ha cuidado la relación de colores, intentando siempre que el niño 
pueda asociar cromáticamente el tipo de material con su contenedor. Esta parte del 
proyecto se ha desarrollado en estrecha colaboración con el área de Medio Ambiente 
del ayuntamiento de Madrid (ver Capítulo 5). 
 
      Una parte importante de la interfaz es el uso de imágenes como elemento 
didáctico. A la hora de mostrar el contenedor adecuado, se han incluido consejos y 
recordatorios sobre las dudas más comunes entre los niños a la hora de reciclar, 
estableciendo una relación entre el material y  el tema del consejo. Por ejemplo, al 
reciclar un frasco de vidrio, se recuerda que los tapones deben depositarse en el 
contenedor de residuos orgánicos. 
 
En las imágenes se muestran aquellos consejos que ayudan a aprovechar  los 
recursos y evitan los errores que más se cometen, por ejemplo, al reciclar cualquier 
producto que se deposite en el contenedor amarillo, se recuerda que los juguetes (que 
al ser de plástico, un error común es pensar que se deben tirar al contenedor de 
envases), deben  depositarse en el contenedor de restos orgánicos, o llevarse a un 
punto limpio. Del mismo modo, un libro que ya no se usa, se puede llevar a una 
librería para que otra persona pueda aprovecharlo. El resto de consejos se pueden 
obtener a través de uno de los botones. Del mismo modo, y siguiendo con la 
dinámica de la idea, otro de los botones muestra curiosidades sobre el material que se 
está visualizando. En la figura 3.2.1 se muestran imágenes de distintos elementos 
gráficos para dar consejos: como parte del fondo (izquierda), obtenidos pulsando el 
botón “Ojo” (centro) y las curiosidades del botón “¿Sabías que…?” (derecha).  






      
Figura 3.2.1. Formas de mostrar consejos 
  
 
2.2 Base de datos 
 
Al diseñar la base de datos se ha tenido en cuenta que el volumen de datos que se 
maneja puede llegar a ser muy grande, aumentando el tamaño de la aplicación así 
como la velocidad de ejecución de la misma, lo que podría ocasionar una bajada de 
rendimiento en el dispositivo. Por esta causa, se ha descartado una base de datos 
interna. La opción más eficiente es alojarla en un servidor de aplicaciones y obtener 
los datos a través de la tecnología 3G del smartphone, o mediante conexión WiFi.    
  
Para implementarla, se ha utilizado un servidor de aplicaciones, que soporte  
una base de datos y que proporcione lenguaje SQL para consultas, PHP para 
conexión con la base de datos y un servidor Apache. 
  
Un servidor de aplicaciones es una plataforma software que facilita servicios a  
los equipos (o clientes), utilizando el protocolo HTTP, a través de Internet, usando 
contenido dinámico e integrando bases de datos. En otras palabras, actúa como 
intermediario en el acceso, mantenimiento y seguridad entre la información 








Un servidor Apache, es un servicio de código abierto, para plataformas como  
Unix o Microsoft Windows, que implementa la idea de espacio virtual así como el 
protocolo HTTP. 
  
PHP (Hipertext Pre-Processor) es un lenguaje de programación interpretado de  
software libre, diseñado para la creación de páginas web dinámicas y utilizado en la 
interpretación del lado del servidor. 
  
SQL es un lenguaje declarativo (de consultas estructurado) de acceso a bases de  
datos relacionales. 
  
En el proyecto Recycla.me, se ha utilizado un servidor de aplicaciones gratuito  
(www.000webhost.com), que proporciona hasta 1500 MB de almacenamiento. 
  
  
2.3 Árbol de decisión 
  
Entre los distintos modelos de ordenación, elegimos el árbol de decisión como 
estructura porque está pensado para optimizar decisiones con un alto número de 
opciones de manera eficiente. En nuestro caso, teniendo en cuenta que está orientado 
a niños, la selección debe ser lo más dinámica posible, ya que una lista larga de 
posibilidades puede aburrir al niño, produciendo un efecto contrario al que se desea 
conseguir. 
  
Su diseño se ha estructurado de acuerdo a los contenedores de reciclaje 
disponibles, es decir, se ha procurado agrupar las opciones según el lugar donde deben 
ser recicladas e identificarlas con el color que se les asocia. 
  
Una vez que se ha elegido esta estructura como método de obtención de 
información, lo primero que se necesita es filtrar una gran parte de las opciones, dado 
que muchos productos son de reciclaje inmediato, es decir, solo se componen de un 
material y por ello van a un único contenedor. Se ha diseñado un paso previo al árbol, 
en el que el usuario puede identificar visualmente los productos más comunes (como 
los bricks, o las botellas de vidrio) y directamente (tras una confirmación) ver qué 
contenedor es el adecuado para depositarlo. 
  
El árbol de decisión se utiliza para aquellos artículos con más de un material, o 
en caso de que exista alguna duda en el paso anterior. Después de un diseño inicial, el 
árbol ha sido depurado por expertos en reciclaje, con el fin de ampliar al máximo los 
conocimientos para la aplicación, y subsanar errores. De este modo, se obtiene una 






estructura con ocho nodos iniciales, que determinarán el camino que recorrerá la 
aplicación. 
De esos ocho nodos, se eligen aquellos cuyas ramas se desea explorar, y 
después se recorren una tras otra, seleccionando y aportando la información necesaria 
para que el sistema pueda proporcionar una respuesta adecuada.  
 
El diseño del árbol es lo más completo posible, abarcando todas las áreas del 
reciclaje doméstico, e incluyendo otras áreas menos frecuentes. La figura 3.2.2 recoge 





Figura 3.2.2. Esquema-Resumen del árbol de decisión 
  
  




2.4 Recursos software 
 
Escáner de códigos de barras 
 
El principal atractivo de la aplicación Recycla.me es la opción de reconocer el 
código de barras que posee el producto del que se quiere saber reciclar cada una 
de las partes de las que se compone. 
 
De este modo, leyendo el número del código de barras se accede a la 
base de datos y se utiliza dicho número como clave, se puede almacenar toda la 
información de los materiales que componen el producto y obtenerla si ya se 
encuentra almacenado el código de barras en la base de datos. 
 
 Para éste propósito, dada la complejidad que resultaría crear nuestro 
propio escáner de código de barras, investigamos posibles APIs que 
desempeñaran este trabajo, para incorporar la más adecuada en nuestro 
proyecto. Optamos por utilizar el proyecto Zxing, el cual proporciona un 
escáner de códigos de barras y QR (aunque para éste proyecto en concreto sólo 
se utilice el lector de códigos de barras), siendo la más interesante ya que es 
código abierto y gratuito. 
 
 En un principio, era necesario que el usuario tuviera descargada la 
aplicación “Barcode Scanner” (aplicación desarrollada y publicada por Zxing) 
que implementa este proyecto, pero posteriormente se ha conseguido integrarlo 
dentro de Recycla.me, evitando de ésta forma al usuario el requisito previo de 
tener instalada la aplicación, ahorrando tiempo, y haciendo más sencilla la 
instalación de esta herramienta. 
 
 Para descargar y usar el proyecto de Zxing, se puede acceder a su web 
alojada en Google (http://code.google.com/p/zxing/), descargarla e 
incorporarla al proyecto. 
 
  







.- ¿Cómo integrar el proyecto Zxing en nuestra aplicación? 
  
Lo primero y principal es que debe descargarse el proyecto configurado  
(revisión del repositorio 2099).  
 
 En este punto, la manera que da menos problemas y es más fiable de  
crear la librería Zxing, es centrarse en las carpetas /core y /android del  
proyecto recién descargado, que son las que harán falta usar en nuestra  
aplicación. 
 
 Ahora, es necesario configurarlo como librería. Copiamos las carpetas  
/core y /android en otra que tengamos localizada.  
 
Una vez terminado éste paso, en Eclipse se crea un nuevo proyecto 
Android desde “Existing source” y hay que pulsar “Finish” (Figura 3.2.3). 
 
 
      
Figura 3.2.3. Configuración proyecto “Zxing” como librería 
  




El siguiente paso es compilar el /core, que se consigue navegando hasta  
la ruta del /core por la consola y ejecutando ant_clean_build-no-debug o  
ant_build_export. Con  esto se obtiene el fichero el core.jar. 
  
A continuación, hay que configurar el build-path. Para ello se pincha con 
el botón derecho sobre el jerárquico del proyecto→buid-path→configure 
buid-path→add external jars y se incluye el fichero  creado en el paso anterior 
(Figura 3.2.4). 
 
    
Figura 3.2.4. Incorporación del archivo “core.jar” como librería 
         
  
Finalmente, para configurar el ejecutable como librería, hay que pinchar 
de nuevo con el botón derecho en el jerárquico del 
proyecto→propiedades→android y se marca el checkbox “Is library” (Figura 
3.2.5). 







     Figura 3.2.5. Configuración del ejecutable como librería 
 
 
Una vez realizados los pasos anteriores hay que abrir el manifest del 
proyecto y comentar la línea android:xlargeScreen=“true”. En este momento, 
el proyecto da muchos errores en los switch. Para solucionarlos hay que  
pulsar sobre cada switch, dar a control+1 y elegir la opción “Convertir los 
switch en ifs”. Si algunos @overrides da errores, lo mejor es bajar la versión 
de JDK a 1.6. Si aun así continúa dando errores, se debe pulsar 
Proyect→Clean. 
 
 El próximo paso es configurar nuestro proyecto para enlazar la nueva 
librería: Se pulsa el jerárquico del proyecto→Properties→Android y en Add, 









Una vez implementada la librería Zxing, se ha implementado un botón 
“Scanner” en nuestra aplicación que abre el lector de códigos, pero antes 
comprueba si el dispositivo está conectado a Internet, ya que es un requisito 
de la aplicación para poder acceder a la base de datos, y si no es así, ofrece al 
usuario, la posibilidad de conectar directamente. La figura 3.2.6 ilustra el 
código implementado para estas acciones: 
 
 
Figura 3.2.6. Código de implementación del botón “Scanner” 
 
   
Por supuesto, para que todo lo anterior funcione correctamente, no hay 
que olvidar incluir los permisos necesarios en el Manifest del proyecto. La 
figura 3.2.7 ilustra el contenido del Manifest con los permisos ya incluidos 
 







   Figura 3.2.7. Configuración del Manifest con los permisos incluidos 
   










Dado que Recycla.me es una aplicación orientada a un público en su mayoría 
infantil (niños y niñas entre 7 y 11 años), se ha buscado presentar la 
información de una manera sencilla, didáctica, y que resulte atractiva a los más 
pequeños. Debido a esto, la presentación y visualización, es decir, la interfaz 
gráfica es el principal fuerte de la aplicación. 
  
Se ha utilizado la librería “Android-ViewPagerIndicator”, porque 
proporciona un sistema de presentación de vistas especial. Éste sistema 
permite, pasar de una vista a la siguiente o a la anterior, deslizando el dedo de 
forma horizontal sobre la pantalla del terminal, dando la oportunidad de tener 
varias pantallas y poder pasar de una a otra sin tener que esperar tiempos de 
carga de pantalla. Esta librería se utiliza en tres lugares diferentes de la 
aplicación: para presentar los diferentes materiales que componen el producto, 
en el botón de ayuda y a la hora de mostrar curiosidades sobre el reciclado de 
algún material. 
 
Para implementar esta funcionalidad (desarrollada en la actividad 
“Producto”), se ha usado una clase privada “ColumnasAdapter” que hereda de 
la clase “PagerAdapter” e implementa la clase “TitleProvider”. Esta clase 
privada toma las diferentes vistas como columnas, y les aporta un título 
dependiendo del material de que esté compuesto el artículo a reciclar. Éste fue 
uno de los problemas con que nos encontramos a la hora de mostrar el 
despiezado del producto, dado que un artículo puede estar compuesto por dos 
partes pero ambas ser del mismo material, por ejemplo, una botella de plástico 
y su tapón correspondiente, tiene dos partes y ambas son de plástico, por lo 
que, en un primer momento, sólo podíamos mostrar dos vistas iguales (una por 
cada componente del producto), en el ejemplo mencionado, dos vistas de 
envases. 
 
Para arreglar este problema, se ha implementado la clase “Solución” que 
describe un objeto compuesto por el código de barras, diez posibles materiales 
y diez textos explicativos acompañando a cada material. De esta manera, para 
pintar una vista, primero se comprueba si algún material del objeto es del tipo 






“Envases”, luego “Papel”, “Punto_Limpio”, “Vidrio”, “Restos” y 
“Punto_Sigre”, en ese orden, de modo que como mucho, existirán seis vistas 
diferentes para un mismo producto, sin importar el número de veces que se 
repita un material. Así, en el ejemplo de la botella con tapón, ambos de plástico, 
sólo se mostrará la vista que corresponda a ese tipo de material, con el título 
“Envases”. 
 
Los dos métodos más importantes de la clase “ColumnasAdapter” son 
instantiateItem(View,int) y getTitle(int). InstantiateItem, asociará a cada vista su 
correspondiente XML (layout), como muestra la figura 3.2.8 
 
 
Figura 3.2.8. Método instantiateItem(View collection, int position) 













 Todos sabemos dónde encontrar los contenedores de plásticos, de papel y  
cartón, etc. ya que están relativamente cerca de nuestras casas. Pero para 
encontrar un Punto Limpio hace falta desplazarnos a lugares más retirados. Por 
esta razón, creímos necesario incluir un mapa con la localización de los 
distintos Puntos Limpios que podemos encontrar en Madrid. 
 
  Para poder utilizar el mapa en la aplicación, se ha optado por la API 
 de Google Maps. Android ya proporciona el paquete com.google.maps. Una 
 vez incluido en el proyecto se ha tenido que registrar en Google una huella 
 digital MD5 de nuestra aplicación para poder usar la API. El registrar la huella 
 ha proporcionado un código alfanumérico que se ha incluido en el XML de la 
 aplicación. 
 
El proceso para obtener este código consta de dos pasos: 
 
a. Abrir el MS-DOS, y posicionarse en la carpeta bin donde esté instalado 
Java (es necesario hacerlo con la versión 6 del jre, ya que con la versión 7 
da un código no válido). Desde ahí, escribir la instrucción que aparece en 
la figura 3.2.10:  
  








    Figura 3.2.10. Instrucción para la obtención del código alfanumérico. 
 
b. Una vez obtenido el código alfanumérico, se copia y hay que dirigirse a 
la página http://code.google.com/android/maps-api-signup.html  
introduciéndolo en la casilla correspondiente consiguiendo el fragmento 
de código Java-Android que debemos colocar en el XML donde se 
encuentre el mapa (Figura 3.2.11). 
 
   Figura 3.2.11. Fragmento de código Java-Android 
 
La localización de los Puntos Limpios es una simple lista que contiene 
el nombre de la calle y las coordenadas donde se encuentra. Para verlas en el 
mapa, se usan dos botones (Atrás y Siguiente) recorriendo los distintos Puntos 
Limpios de Madrid. Se utiliza también otro botón para cambiar la vista del 
mapa entre “satélite” y “mapa”. Por último, se usa los Overlays (Capas) para 
dibujar encima de los mapas un símbolo que indique con más precisión dónde 
apunta. 
   
 





En esta sección se va a describir el contenido del proyecto Recycla.me  
detalladamente. Para poder utilizar como librerías los proyectos “Zxing” y “JW- 
VPI”, es necesario que ambos proyectos estén presentes en el workspace (Figura 
3.3.1): 
  
      Figura 3.3.1. Vista de proyectos de Recycla.me 
La estructura de clases usada es la siguiente: 
 
Figura 3.3.2. Vista de Actividades que componen el proyecto 






3.1 Paquetes, clases y actividades 
 
El proyecto se ha realizado en lenguaje Java, bajo el entorno de desarrollo de Android 
para Eclipse. Pueden diferenciarse tres partes claramente: la parte que tiene que ver 
con la interfaz gráfica y el árbol de decisión, la sección que se corresponde con la 
parte del mapa, y las actividades que interactúan con la base de datos. 
 
La implementación cuenta con un solo paquete, un contenedor que guarda 
clases que están relacionadas por un tema común, y dado que la gran parte de las 
actividades intervienen en la interfaz gráfica, no ha sido necesario dividir el proyecto 
en más paquetes. A continuación se describen las clases y actividades que contiene el 
proyecto. Por un lado están las actividades relacionadas con la interfaz de usuario: 
 
● RecyclaMeActivity.java: Actividad principal de la aplicación. Cuando se ejecuta, 
muestra una pantalla con seis botones: uno que redirige al usuario a la página 
web del ayuntamiento de Madrid, otro que redirige a la página principal de la 
Universidad Complutense de Madrid, un botón de ayuda que da indicaciones 
de cómo utilizar la aplicación, un botón de información que muestra los datos 
de los creadores de la herramienta y las entidades que han intervenido en la 
creación y los dos botones más importantes: el botón “con código de barras” 
(o botón Scanner como se denominó anteriormente) que al ser pulsado, llama 
al lector de códigos de barras, y el botón “sin código de barras” que debe 
pulsarse si el artículo que se quiere reciclar no posee código, y que envía a la 
primera pantalla que implementa el árbol de decisión. Como ya se dijo 
anteriormente, el botón “con código de barras”, comprueba si el dispositivo 
móvil se encuentra conectado a Internet y en caso negativo, da la opción de 
conectar la WiFi del mismo. Su archivo XML asociado es mail.xml. El resto de 
las clases tiene un XML asociado con su mismo nombre, exceptuando la 
palabra “Activity”. La figura 3.3.3 muestra la interfaz de esta actividad 
(izquierda) y la pantalla de información que se obtiene pulsando la nube 
(derecha):  
 




                      
   Figura 3.3.3. Pantalla de inicio y pantalla de información 
 
 
● WebActivity.java y WebNActivity.java: Actividades que redireccionan a las 
páginas web del Ayuntamiento de Madrid (http://www.madrid.es), de la 
Universidad Complutense de Madrid (http://www.ucm.es), del grupo de 
tecnologías de la facultad de Informática G-Tec y del estudio de diseño gráfico 
que creó los personajes de la guía de reciclaje, respectivamente. La figura 3.3.4 
ilustra las páginas a las que direccional las webActivity y web2Activity: 
 
           
Figura 3.3.4. Páginas web de la UCM y del Ayto. de Madrid 








● AyudaActivity.java: Actividad que explica el funcionamiento de la aplicación al 
usuario. La figura 3.3.5 ilustra las 3 pantallas que explican el funcionamiento de 
Recyclame: 
 
   
Figura 3.3.5. Ayuda de Recycla.me 
 
● MenuActivity.java: Actividad que muestra una pantalla con doce botones 
gráficos. Todos los botones excepto el último (“Con partes”) son inmediatos, 
es decir, están pensados para productos compuestos por un único material, lo 
que  hace más intuitiva la aplicación y evita que el usuario tenga que hacer una 
búsqueda. Cada botón tiene asociado una imagen, que representa cada uno de 
los residuos más comunes, como bricks, cajas,  botellas de vidrio... Pulsando en 
ellos, la aplicación muestra al usuario la pantalla donde debe verificar que la 
selección es correcta.  
En caso de que el usuario no encuentre una imagen que pueda relacionar 
con lo que quiere reciclar, o si su producto está compuesto por diferentes 
materiales,  debe pulsar el botón “Con partes”. Su interfaz se muestra en la 
figura 3.3.6. 





   Figura 3.3.6. Interfaz de MenuActivity.java 
 
● SelectorConPartesActivity.java: Actividad que se presenta cuando el usuario 
selecciona el botón “Con partes”. Muestra un selector con 8 opciones entre las 
que el usuario puede elegir el tipo general del producto que tiene en la mano, 
diferenciando por ejemplo entre envase alimentario y no alimentario. Tras 
pulsar el botón siguiente, se procederá a una selección más exhaustiva. Su 
interfaz es la de la figura 3.3.7. 
 
Figura 3.3.7. Interfaz de SelectorConPartesActivity 







● SelectorCartonActivity.java: Actividad que muestra una pantalla en la que se 
puede seleccionar entre diferentes opciones a la hora de reciclar una caja de 
cartón: si la caja está vacía o no, si está manchada… Si la caja está llena, el 
usuario deberá seleccionar también los artículos presentes dentro de la caja para 
que se pueda indicar su modo de reciclaje. Esta actividad se ejecuta cuando se 
pulsa el botón de las cajas de cartón de MenuActivity.java. Su interfaz se 
muestra en la figura 3.3.8. 
 
 
Figura 3.3.8. Interfaz de SelectorCartonActivity 
 
 
● SelectorCarton1.java: Actividad que muestra una pantalla en la que se puede 
seleccionar entre diferentes artículos fabricados con papel ó cartón: folios, 
cartones de huevos, pañuelos de papel… Esta actividad se ejecuta cuando se 
pulsa el checkbox “Papel y Cartón” de SelectorConPartesActivity.java. Su 
interfaz se muestra en la figura 3.3.9.  





Figura 3.3.9. Interfaz de SelectorCarton1 
 
● SelectorEnvasesN.java: Son cinco actividades diferentes, numeradas del 1 al 5,  
en las que se implementa un menú de selección diferente dentro del tipo de los 
envases. Si alguna de ellas ha sido seleccionada previamente (ver 
SelectorConPartesActivity.java) se irán mostrando de manera secuencial 
aquellas que estuvieran marcadas para que el usuario elija las opciones 
específicas que considere. Existe la opción de no hacer ninguna selección y 
continuar el recorrido, lo que permite subsanar de una manera eficaz un posible 
error en la preselección.  La figura 3.3.10 muestra algunas interfaces de estos 
selectores. 






   
Figura 3.3.10. Interfaz de SelectorEnvasesN 
 
● SelectorVidrio1.java: Actividad que muestra una pantalla en la que se puede 
seleccionar entre diferentes artículos de vidrio: botellas, desodorantes, 
perfumes… Esta actividad se ejecuta cuando se pulsa el checkbox “Vidrio” de 
SelectorConPartesActivity.java. Su interfaz se muestra en la figura 3.3.11. 
 
 
Figura 3.3.11. Interfaz de SelectorVidrio1 






● SelectorRestos1.java: Actividad que muestra una pantalla con diferentes 
opciones relativas al contenedor de tapa naranja (de restos), entre las que elegir 
cuando se pulsa  la opción “Otros” en la actividad SelectorConPartesActivity. 
Este selector además, ofrece la opción “Otros”, que nos llevaría al 
SelectorPunto1.java. Su interfaz se muestra en la figura 3.3.12 
 
 
Figura 3.3.12. Interfaz de SelectorRestos1 
 
● SelectorPunto1.java: Actividad que muestra una pantalla con diferentes 
opciones entre las que elegir cuando se pulsa la opción “Otros” en la actividad 
SelectorRestos1.java. La figura 3.3.13 muestra su interfaz. 







Figura 3.3.13. Interfaz de SelectorPunto1 
 
 
● ResultadoActivity.java: Actividad que muestra la pantalla de validación tras 
elegir todos los componentes del producto, y que recoge en un String con 
formato JSon(formato ligero de encriptación para el intercambio de datos), 
todos los materiales que componen el producto y los textos que se mostrarán al 
usuario junto con el código de barras. Esta actividad envía información a la 
actividad Guardando.java, que accede a la base de datos. En la figura 3.3.14 se 
muestra un ejemplo del resultado al intentar reciclar un artículo con varias 
partes. 





Figura 3.3.14. Interfaz de ResultadoActivity 
 
● Solucion.java: Clase que parsea el String con formato JSon que se obtiene de la 
actividad ResultadoActivity.java. Es decir, ésta clase tiene veintiún atributos que 
almacenan la información que guarda el mencionado String: codebar, mX (diez, 
uno por posible material), tX (diez, uno por posible texto). 
 
● Producto.java: Actividad que muestra al usuario el desglosado del producto y su 
lugar correspondiente de reciclado. Para ello, utiliza la librería correspondiente 
al ViewPager, la cual permite mostrar los diferentes materiales que componen 
el artículo en sendas vistas y poder pasar de una a otra deslizando el dedo 
horizontalmente por la pantalla. Como ya se explicó anteriormente (ver sección 
1.1), las pantallas de presentación cuentan con consejos de reciclaje a través de 
los botones “Ojo” y “¿Sabías que?” y la imagen “Recuerda”. Cada vista 
también cuenta con un botón “Seguir Reciclando”, que devuelve al usuario a la 
pantalla principal de la aplicación para volver a reciclar o salir definitivamente 
de la misma. La figura 3.3.15 ilustra las pantallas que se obtienen de la selección 
mostrada en la figura 3.3.14. 
 






   
Figura 3.3.15. Interfaz de Producto 
 
● Actividades “Sabías”: Las actividades que comienzan con “Sabias” forman 
parte del ViewPager que muestra en cada vista una curiosidad diferente y 
común al material concreto al que, como sus nombres indican, están asociadas. 
En la figura 3.3.16 se muestran curiosidades relacionadas con la figura 3.3.15. 
 
   
Figura 3.3.16. Interfaz de ¿Sabías que…? 





 A continuación se describen las actividades correspondientes a la parte que 
 interactúa con el mapa: 
 
● Coordenada.java: Clase que almacena la latitud, longitud y nombre de la calle 
del punto limpio a mostrar. 
 
● OverlayMapa.java: Clase que hereda de la clase java Overlay y que implementa 
la vista del mapa. 
 
● GMapActivity.java: Actividad que hereda de la actividad MapActivity y que 
implementa la vista que muestra la aplicación de un mapa, cuando el material a 
reciclar va al Punto Limpio y se pulsa el botón mapa que muestra los puntos 
limpios de la comunidad de Madrid.  
 
Por último, existen dos actividades que tienen que ver con la base de datos: 
 
● Cargando.java: Actividad que, dado un código de barras, accede a la base de 
datos, y, utilizando el número del código de barras como clave principal, lo 
busca en la tabla de productos. Todo este proceso se realiza a través de un 
archivo .php alojado en el servidor llamado “Inicio.php”. Si el código se 
encuentra almacenado en la misma, la actividad devuelve el registro 
correspondiente al número buscado y le pasa esta información a la actividad 
Producto.java para mostrarlo. De otro modo, si no está registrado el producto 
en la base de datos, la actividad salta a MenuActivity.java para descubrir qué 
materiales componen el producto (Figura 3.3.17). 
 
 
 Figura 3.3.17. Código del archivo Inicio.php 
 








● Guardando.java: Actividad llamada por ResultadoActivity.java, que recibe el 
String con formato JSon que le pasa esta actividad, y después de parsearlo, 
accede a la base de datos para almacenar el nuevo producto. El acceso e 
inclusión en la base de datos del producto se realiza a través del archivo .php 
alojado en el servidor “guardar.php”. Si el código de barras no existe (es null), 
no guardará la información en la base de datos y directamente saltará a la 
actividad Producto.java para mostrar el desglosado y correcto reciclado de cada 
material que componga en producto (Figura 3.3.18). 
 
 









3.2 Bases de datos 
 
3.2.1. BBDD EN ANDROID 
 
Android dispone de dos herramientas que permiten consultar y almacenar  
datos: 
 
1. Bases de Datos SQLite 
2. Contents Providers 
 
SQLite se enfoca más hacia el almacenamiento de datos, proporcionando una  
base de datos interna a la aplicación, que guardará datos 
propios de la misma. 
 
Por otro lado, los Contents Providers, nos ayudan en el tráfico de datos  
entre aplicaciones, es decir, permiten consultar desde nuestra aplicación datos  
de otras aplicaciones y viceversa, haciendo visibles los datos propios.  
 
1. Bases de datos SQLite 
 
SQLite es un motor de código abierto de bases de datos que soporta SQL 
como lenguaje de consulta, no necesita un servidor dado que es una base de 
datos interna a la aplicación y no consume demasiados recursos de memoria 
dado su reducido tamaño, permitiendo aumentar la velocidad a la que se 
obtienen o guardan los datos, característica importante a tener en cuenta al 
hablar de aplicaciones móviles.  
 
SQLite proporciona las principales propiedades de las bases de datos 
relacionales, a saber: 
● Consultas 
● Sintaxis SQL 
● Transacciones 
 
Utiliza el lenguaje SQL (Structured Query Language), lenguaje declarativo 
de acceso a bases de datos relacionales, permitiendo consultar, manipular y 
crear datos estructurados. SQLite no requiere de administrador de bases de 
datos, ya que de las funciones propias de ello se encarga Android. 
 













Cualquier dato que se declare con un tipo diferente a los anteriormente 





La base de datos creada se guardará en el directorio:  
DATA/data/APP_NAME/databases/FILENAME. 
“DATA” es la ruta devuelta por el método Environment.getDataDirectory(), 
“APP_NAME” el nombre de nuestra aplicación y “FILENAME” el nombre 
con el que creamos la base de datos.  
 
Clases y Objetos a tener en cuenta 
 
● SQLiteOpenHelper 
   Se utiliza para crear y trabajar con bases de datos. En ella será  
necesario sobrescribir los métodos onCreate() y onUpgrade(), para 
crear y actualizar la base de datos (ambos utilizan un objeto 
SQLiteDatabase que manejarán los métodos getReadableDatabase()y 




   Gracias a esta clase, las consultas pueden crearse con los  
métodos rawQuery() o query(). La consulta realizada nos devolverá un 
objeto de tipo Cursor. SQLDatabase también proporciona  los  
métodos insert(), update(), delete() y execSQL() para ejecutar 
sentencias en SQL. 
 






   Objeto que contiene el resultado de una consulta. Tenemos los 
siguientes métodos para manejarlo: getCount() que devuelve el número 
de elementos obtenidos de la consulta, moveToFirst() y  
moveToNext() para movernos por las filas de los datos conseguidos y 
isAfterLast() para saber si aún hay datos pendientes de tratar. 
 
Una base de datos SQLite tiene acceso de manera privada a los datos de una 
aplicación. Si necesitamos compartir los datos generados u obtenerlos de 
terceras aplicaciones, necesitaremos utilizar Contents Prividers. 
 
Para ampliar la información sobre SQLite, consultar en el Apéndice III: Manual de Android, el 











2. Content Provider 
 
Mecanismo suministrado por Android que facilita compartir datos entre 
aplicaciones. Para poder poner a disposición de otras aplicaciones la 
información que genera o guarda una aplicación, ésta deberá aportar un content 
provider que permita acceder a dichos datos. 
Se puede definir como una interfaz para manejar el tráfico de datos entre 
aplicaciones, encapsulando los datos y proporcionando métodos para tratar la 
seguridad de los datos. 
De modo que se puede generar un content provider para manipular los 
datos propios o utilizar los contents providers que proporcionan otras 
aplicaciones para interactuar con éstas.  
 
 
Pasos para crear un Content Provider 
 
Lo primero, se necesita crear una clase que extienda de ContentProvider y 
declararlo en el manifest. Previamente, será necesario disponer de algún 
dispositivo de almacenamiento en nuestra aplicación, como puede ser SQLite, 
ficheros de texto o XML, etc. De esta forma, el content provider nos permitirá 
transmitir los datos que se desee hacer públicos. 
Una característica a tener en cuenta, es que los registros que contiene un 
content provider deben tener un campo _ID de tipo entero que los identifique 
de manera única. Razón por la cual, los datos de la aplicación deben disponer 
de ese campo (puede llamarse de otra forma), de manera que sea más fácil 
tratar los registros del content provider.  
El acceso a un content provider se efectúa a través de una URI que no es 
más que una cadena de texto que se asemeja a una dirección web, como las 
usadas para acceder a cualquier sitio de internet (http://www.google.es). En 
este caso, la URI de un content provider se puede dividir en tres partes: 
● Un prefijo: “content://”  
● Un identificador (o authority): “com.prueba.android.ejemplo” 
● Tabla a la que se quiere acceder dentro del content provider: 
“EjemploTabla” 





También se puede hacer referencia a un componente o registro 
específico dentro del content provider, lo cual deberá ser especificado con el 
_ID del mismo en la tercera parte de la URI.  
Por ejemplo: “content://com.prueba.Android.ejemplo/34” 
 
Clases a tener en cuenta 
 
● ContentProvider 
  Clase de la que debe extender la clase generada que interactuará  
con el fichero o base de datos. Los métodos a implementar son: onCreate(), 
query(), insert(), update(), delete() y getType(). 
 
Para ampliar la información sobre Content Providers, consultar en el Apéndice III: Manual de 
Android, el tema 5 DATOS EN ANDROID. IDEAS PRINCIPALES  






3.2.2. BBDD de Recycla.me 
 
La base de datos de Recycla.me consta de una tabla principal que 
almacena la siguiente información:  
 
● CodeBar: Campo que guarda el número del código de barras del  
       producto escaneado, y que actúa como clave principal 
      (Primary Key).  
 
● MaterialX: Diez campos (del 1 al 10) que guardan hasta diez posibles  





5. Punto Limpio 
6. Punto Sigre 
 
● TextoX: Diez campos (del 1 al 10) que almacenan textos necesarios  
     para mostrar al usuario. 
 
Todos los campos son de tipo texto, con más o menos capacidad, 









4. Herramientas utilizadas 
 
A continuación se describen los diferentes proyectos y herramientas  
utilizadas en la realización del proyecto Recycla.me. 
 
 En primer lugar, el proyecto se ha realizado en lenguaje Java, bajo el  
entorno de desarrollo llamado Eclipse, más concretamente, en la versión 
Galileo 3.5. También ha sido necesario el ADT Plugin para desarrollo de  
Android. Se ha realizado bajo la versión 2.2 de Android, incluyendo el API de 
Google Maps para la correcta implementación de los mapas.  
 
Para poder realizar las pruebas hemos utilizado el teléfono móvil HTC 
Desire que cuenta con el sistema operativo Android 2.1 Éclair. Este dispositivo 
ha sido proporcionado por la Fundación General de la UCM para el desarrollo 
de este proyecto. Con unas medidas de 119 mm de alto, 60 mm de ancho y un 
grosor de 11.9 mm. Cuenta con una gran pantalla de 3,7” y en la parte inferior 
encontramos 3 botones principales además del cursor óptico. Estos tres 
botones cumplen las funciones de Home, Menú y atrás y buscar del botón 
doble de la derecha. Respecto al hardware cuenta con un procesador 
Snapdragon a 1GHz, junto a 512 MB de ROM y 576 MB de RAM, lo que le 
ofrece a este dispositivo una gran potencia para poder ejecutar varias 
aplicaciones a la vez y una gran rapidez para pasar de una aplicación a otra o 
navegar en internet. Cuenta además con una conexión USB para poder 
conectarlo al ordenador, en nuestro caso de gran utilidad para poder introducir 
nuestra aplicación desarrollada en este proyecto y probarla en el dispositivo y 
también poder depurar directamente sobre éste dispositivo móvil. 
 
Como características adicionales destacables hay que mencionar los 
siguientes sensores: el acelerómetro, la brújula digital, el sensor de proximidad y 
el sensor de luz ambiental.  
 
También se han utilizado, una tablet Archos 10 con sistema operativo 
Android 2.2.  
 






Por último, también se han hecho pruebas en el teléfono móvil 
Samsung Galaxy S II con sistema operativo Android 2.3 Gingerbread. Con 
unas medidas de 125,3 mm de alto, 66,1 mm de ancho y un grosor de 8,99 
mm. Cuenta con una pantalla SuperAmoled Plus de 4.3’’ (tecnología que 
permite dirigirse a un pixel concreto). Respecto al hardware cuenta con un  
procesador Qualcomm a 1,2GHz (Dual Core), con 512 MB de memoria 
RAM, 16 GB de memoria interna y memory card microSDHC. También 
cuenta, como los anteriores dispositivos, con conexión USB. 
 
 Como se ha mencionado en el apartado de “Diseño”, se ha utilizado el 
proyecto de código abierto Zxing, que nos ha proporcionado un lector de  
códigos de barras y la librería “Android-ViewPagerIndicator” para mostrar  
distintas vistas y poder visualizarlas todas deslizando el dedo horizontalmente 
por la pantalla. La manera de utilizarlas ha sido la siguiente: 
.- Se incluyen como proyectos en el workspace común al nuestro. 
.- Se genera en ambos el .jar si no disponen de él previamente. 
.- Se incluyen como librerías ambos proyectos (se pincha sobre el propio  
   proyecto->Properties->Android, y debajo de la lista de sistemas operativos  
   Android disponibles, se incluyen los dos proyectos, pulsando “Add”). 
.- Se referencian los .jar generados en dichos proyectos desde el nuestro (se  
   pincha sobre el propio proyecto->Build Path->Configure Build  
   Path->Libraries->Add jars). 
 
Ha sido necesario un servidor de aplicaciones que soporte nuestra base 
de datos y página web. El servidor utilizado se llama www.000webhost.com, un 
servidor Apache de aplicaciones gratuito, que proporciona hasta 1500 MB de 
almacenamiento, con SQL para realizar las consultas y PHP para conectar la 
aplicación con la base de datos.  
 
Por último, para la creación y desarrollo de la página web que 
complementa la aplicación, se ha dispuesto de la herramienta de distribución 
gratuita Dreamweaver en su versión 8. 
 
 




5. Uso de la aplicación 
  
5.1.  Instalar la aplicación 
  
En estos momentos, la aplicación puede conseguirse a través del CD adjunto a 
esta memoria y desde la página web que complementa la aplicación en la URL:   
     
www.recyclame.webuda.com. 
 
En un futuro próximo, es posible que la aplicación pueda ser descargada 
desde el “Play Store” (Market de Android), y también desde el apartado 
correspondiente a reciclaje de la página web del Ayuntamiento de Madrid, con 
el que se ha colaborado en su campaña para aprender a reciclar en su variante 
para niños. Dado que se ha participado en unas jornadas conjuntas de 
orientación al reciclaje para niños en el colegio Nuestra Señora del Buen 
Consejo, también es probable que se reparta la aplicación entre los niños que 
participaron en las jornadas. 
 
En el CD se puede encontrar un archivo con la extensión .apk, este es el 
archivo necesario para la instalación de la aplicación en el móvil. Hay que 
copiar este archivo a la tarjeta de memoria del móvil o a una carpeta dentro del 
sistema de archivos del móvil. Una vez copiado se debe usar un gestor de 
archivos para poder acceder al archivo copiado y poder instalarlo como 
cualquier otro ejecutable en otro sistema operativo. 
 




5.2. Ejecutar la aplicación 
  
Para ejecutar la aplicación solamente hay que buscar el icono de la aplicación en 
el móvil y pulsar sobre él para que se ejecute. 
  
 








Los controles que se pueden utilizar en la aplicación Recycla.me son los 
siguientes: 
 
Como control principal hay que destacar la pantalla táctil, ya que a través 
de ella se deben seleccionar todas las opciones y menús. Además se puede 
utilizar es el botón de volver de que dispone el móvil, este botón vuelve a la 
pantalla principal de la aplicación o a la pantalla que contiene doce botones con 




5.4. Requisitos de sistema 
         .- Dispositivo móvil con las siguientes características: 
- Sistema operativo Android 2.2 o superior. 
- Cámara de fotos 
- Transferencia de datos mediante Wifi o 3G 




5.5. Manual de usuario 
  
En este apartado se explican todos los pasos para poder navegar a través de  
la aplicación y entender todas sus funciones. 
 
Recycla.me es una aplicación completamente visual, dado que está 
orientada a niños y niñas de entre 7 y 11 años. Por lo que la manera más 
sencilla de mostrar cómo utilizar ésta aplicación es a través de ejemplos reales. 
 




5.5.1.- Pantalla de inicio. 
 
    
Figura 3.5.1. Imagen pantalla de inicio 
 
Al abrir la aplicación, primero se muestra la pantalla de la figura 3.5.1. En 
ella distinguimos varios elementos. 
 
En ambas esquinas superiores se encuentran dos botones,  
que al ser pulsados, nos remiten a las páginas web de los  
colaboradores principales de Recycla.me: 
 
: Escudo del Ayuntamiento de Madrid. 
       La aplicación Recycla.me se ha creado en      
       colaboración con el Ayuntamiento de Madrid, 
       como apoyo en la campaña “Para no dudar al 
       separar: cómo separar los residuos domésticos”.  











   : Facultad de Informática de la UCM. 
 La aplicación Recycla.me ha sido realizada como     
 proyecto gracias a la Facultad de Informática de la  
 Universidad Complutense de Madrid, y al presionar  
 sobre su escudo, la aplicación redireccionará a: 
                         http://www.fdi.ucm.es/ 
 : Botón de ayuda. 
             Al ser pulsado, este botón enseña a utilizar la   
             aplicación. 
 : Botón “Con código de barras” 
    Botón que deberá ser pulsado cuando se quiere   
    reciclar un producto que posea código de barras. 
   : Botón “Sin código de barras” 
   Cuando se quiera reciclar un producto que no tenga   
   código de barras, bien porque éste sea de difícil  
   acceso o porque se haya perdido o desgastado con el  
   paso del tiempo, se debe pulsar este botón. 
                    : Botón “información” 
  Botón que aparece en portada y que muestra 
  información sobre los creadores de la aplicación y los   
  colaboradores directos. 
 




5.5.2.- Botón “Con código de barras” 
 
Al pulsar este botón en la pantalla principal, se abre un lector de 
códigos de barras. Este lector, se representa mediante un recuadro 




Figura 3.5.2. Imagen que representa el lector de códigos de barras 
 
Para que el lector reconozca el código de barras, hay que hacer 
que el recuadro negro mostrado en la figura 3.5.2 “enmarque” el código 
de barras del producto, haciendo que las barras negras del código queden 
dispuestas de forma vertical, y que la línea roja quede dispuesta 
horizontalmente, de manera que “atraviese las barras”, como se muestra 
en la figura 3.5.3. 
   
 
    Figura 3.5.3. Imagen lectura real de un código de barras 
    
 






5.5.3.- Botón “Sin código de barras” 
  
Aunque nuestro producto no posea código de barras, podemos reciclarlo 
igualmente, pulsando en este botón. Aparece una pantalla como la 
siguiente: 
 
    
    Figura 3.5.4. Pantalla del menú de botones 
 
En esta pantalla, se debe seleccionar la imagen que más se parezca 
al artículo que tenemos en nuestras manos para reciclar. Si no se 
encuentra entre las imágenes nada parecido a nuestro producto, se 
deberá pulsar sobre el botón “Con Partes”. 
  
Esta pantalla de selección también nos aparece al leer un código 
de barras, dado que todos los códigos de barras se guardan en una base 
de datos junto con la información del producto, y si el código leído no se 
encuentra registrado, entonces la aplicación remite a ésta pantalla, para 








5.5.4.- Pantallas de selección 
  
Al pulsar alguno de los botones de la pantalla explicada anteriormente, 
pueden aparecer pantallas en las que seleccionar entre varias opciones, 




            




5.5.5.- Pantalla de validación 
  
Una vez terminada la selección de materiales que componen el producto 
a reciclar, aparece una pantalla como la de la figura 3.5.6 en la que un 
adulto debe validar que lo que muestra se corresponde con lo que se 
quiere reciclar. 
 






    





Por último, una vez validado el producto, la aplicación presenta la forma 
adecuada de reciclar cada material que compone el producto, a través de 
una serie de vistas que indican el material y punto correcto de reciclado, 
así como consejos y curiosidades sobre el reciclaje del material concreto 
que muestre la pantalla. 
       
Si el producto está compuesto por varios materiales, para poder 
navegar a través de las vistas que muestran cada componente, deberá 










                




5.5.7.- Botones de consejos 
  
En las vistas que muestran el resultado, se pueden encontrar consejos y 
curiosidades presentados de tres formas diferentes: 
.- Recuerda : Consejo que se muestra en la vista resultado en forma 
   de post-it. 
.- Ojo  : Al pulsar éste botón, se muestran pequeños  
      consejos aleatorios en la pantalla, que permanecen  
      varios segundos visibles en pantalla y luego  
      desaparecen. 
.-  : Al pulsarlo, se muestran varias vistas con  
       curiosidades sobre el reciclado del material  
       concreto que se mostraba en la vista donde se  
       pulsó el botón.  
 






5.6.- Ejemplo de Uso 
Supongamos que se quiere reciclar un tarro de mermelada con tapa  
metálica y que viene guardado en una caja de cartón. 
 
1.- Primer paso: Pulsar el botón “Con código de barras”. 
  
2.- Segundo paso: Leer el código de barras. 
     Supongamos que es un producto nuevo, cuyo código de barras  
     no está registrado en la base de datos. 
  





4.- Cuarto paso: Seleccionar componentes en la pantalla de  
     selección. 
       
 
 
.- Metales y envoltorios metálicos  
.- Vidrio      
.- Papel y Cartón 
        .- Restos 
 
   
 
 




5.- Quinto paso: Seleccionar los materiales que se corresponden con  
     cada componente del producto. 
 
Figura 3.5.8. Composición de selectores para el ejemplo mencionado 
 
6. Sexto paso: Corroborar en la pantalla de validación. 
 
           
         Figura 3.5.9. Pantalla de validación para el ejemplo 






7.- Séptimo paso: Visionado del resultado. 
 
      
            Figura 3.5.10. Composición de vistas que se mostrarán como resultado para el ejemplo 
  
8.- Ojo y ¿Sabías qué? 
  
       
    Figura 3.5.11. Diferentes consejos para el mismo material en el botón “Ojo” 
  
Pulsando varias veces sobre el botón “Ojo” de “Papel/Cartón” Por 
ejemplo, pueden surgir mensajes aleatorios como los mostrados en las 
imágenes de la figura 3.5.11. Si, por ejemplo, se pulsa sobre el botón de 
“¿Sabías qué?” del material “Vidrio”, aparecerán en pantalla, unas vistas 
como las dispuestas en la figura 3.5.12, y a través de las cuales se puede 
navegar deslizando el dedo horizontalmente por la pantalla. 
 




      
  Figura 3.5.12. Composición de vistas del botón “Sabías qué” para el material “Vidrio” 
 










































En éste capítulo, se presentan los medios de difusión que se han puesto en práctica 
para la herramienta Recycla.me, así como las publicaciones en las que se han 
participado gracias a ésta aplicación. 
 
4.1. Página web 
 
El principal medio de difusión empleado para la aplicación Recycla.me, es la 
página web llevada a cabo como complemento de la misma. 
Esta página web puede encontrarse en la siguiente URL: 
www.recyclame.webuda.com 
Se ha realizado con la herramienta Dreamweaver en su versión 8 y 
consta de 6 páginas asociadas: 
 
i.    La vista presentación, vista principal de la web que consta de la 
imagen del símbolo de Recycla.me, y una breve descripción de la 
historia de la aplicación. También cuenta con cinco botones en la 
parte superior que nos permiten navegar por los diferentes 
apartados que conforman la web. (Figura 4.1) 
 
 
Figura 4.1. Vista principal de la web Recycla.me 
 
 






ii.     Botón “Aprende a reciclar”, nos lleva al primer sitio compuesto 
por una vista principal que presenta la sección y un menú de tres 
botones (Figura 4.2): 
 
       
 
Figura 4.2. Vista “Aprende a reciclar” de la web Recycla.me 
  
 
1. Contenedores: Presenta los diferentes tipos de 
contenedores que pueden encontrarse en la vía pública en 
la Comunidad de Madrid, y da una breve explicación de los 
tipos de materiales que deben depositarse en cada uno. 
(Figura 4.3) 
2. Puntos especiales: Muestra los dos puntos de reciclado 
diferentes a los contenedores que la aplicación Recycla.me 
tiene en cuenta a la hora de reciclar, a saber: “Punto 
Limpio” y “Punto Sigre”. 
3. Materiales a reciclar: Apartado que contiene un cuadro con 
ejemplos de los diferentes materiales que se pueden reciclar 
divididos por contenedores. 
 
 




    
      Figura 4.3. Botón “Contenedores” de la vista “Aprende a reciclar” 
 
iii.    Botón “Curiosidades” (Figura 4.4), presenta una tabla interactiva 
en la que cada apartado de la misma, muestra ciertas 
peculiaridades de reciclaje del material descrito en el mismo.  
 
           
     Figura 4.4. Vista “Curiosidades” de la web Recycla.me 
 







iv. Botón “¿Cómo funciona?” (Figura 4.5), lleva a una vista que 
explica con un ejemplo el modo de uso de la aplicación 
Recycla.me.  
 
     
    Figura 4.5. Vista “¿Cómo funciona?” de la web Recycla.me 
 
 
v.    Botón “Descargas” (Figura 4.6), permite descargarse 
gratuitamente, el “Manual de usuario” y la última versión del 
ejecutable (.apk) de la aplicación Recycla.me. 
 




    
   Figura 4.6. Vista “Descargas” de la web Recycla.me 
 
vi.    Botón “Links” (Figura 4.7), muestra las direcciones web de las 
entidades colaboradoras del proyecto, a saber, el Ayuntamiento de 
Madrid y la Facultad de Informática de la Universidad 
Complutense de Madrid. 
 
   
 












4.2. Premios a la innovación 
 
Hemos tenido la oportunidad de presentar Recycla.me a varios premios, entre los 
que se encuentran los “II Premios a la Innovación de aplicaciones para entornos 
móviles” organizados por  la cátedra UAM-Telefónica. 
  
 Para esta convocatoria se presentó la aplicación como una propuesta de idea, es 
decir, algo que quieres desarrollar en un futuro y que su ejecución se podría financiar 
gracias a la consecución del premio. 
 







También se ha presentado la aplicación Recycla.me al congreso llamado S.E.I.O. 
(Sociedad de Estadística e Investigación Operativa). 
 
 En ésta ocasión se presentó la herramienta como una aplicación que utiliza 
técnicas de Investigación Operativa para resolver búsquedas óptimas de los centros de 
reciclado desde la posición del usuario. 
 




4.4 Manual de Android 
 
Además de la aplicación, también hemos colaborado como autores del Manual de 
Android que se adjunta como apéndice, y que se ha escrito entre todos los alumnos 
que hemos tenido como directora de proyecto a Doña Victoria López López, doce 
alumnos en total. 
 
En concreto, nuestro grupo ha contribuido redactando los apartados 1 




4.5 Informe Wayra 
 
Previamente a la realización del proyecto, se presentó el dossier de la aplicación a 
Wayra, un laboratorio de aceleración de proyectos para que pudieran valorar la 
herramienta antes incluso de desarrollarla. 
 
El resultado de la valoración fue, con una nota sobre 4 puntos, el siguiente: 
 
“ Valoración: 3,5. 
La idea en general tiene mucho recorrido. Como propuesta de negocio debe valorarse 
la usabilidad, demanda y adopción en un mercado abierto. Es la típica aplicación que 
explota un tema que despierta mucha sensibilidad, sin riesgo, que si coge tracción 
puede desarrollar una oportunidad interesante y generar mucho ruido mediático (es 
green, eco, etc.) ...” 
“Además tiene muchas posibilidades de explotar tecnologías punteras de otros 
ámbitos de aplicación, por ejemplo, integrar reconocimiento de imagen o crear un 













4.6 Tribuna Complutense 
 
Por último, los componentes del proyecto Recycla.me, autores y directora, 
fuimos entrevistados para la publicación Tribuna Complutense, en su edición 
del 22 de Junio del 2012, gracias a la cual esperamos la aplicación tenga una 
mayor difusión. En la entrevista se da a conocer además el grupo G-TEC 
(Grupo de Tecnología Complutense) creado por los profesores Victoria López, 
Guadalupe Miñana y Juan Tejada, y que ha sido el promotor de Recycla.me así 
como de otras aplicaciones para dispositivos móviles desarrolladas este curso, en  
cursos anteriores y en los próximos. 

















Colaboración con el  
Ayuntamiento de Madrid 
 
 











Durante el diseño de esta aplicación hemos contado con la ayuda del departamento de 
medio ambiente del Ayuntamiento de Madrid. Esto es debido a un convenio de 
colaboración entre la Facultad de Informática de la UCM y el ayuntamiento para 
desarrollar aplicaciones móviles.  
 
A lo largo de esta colaboración se efectuaron un total de cuatro reuniones y 
numerosos e-mails en los que se debatió el diseño y las características de la aplicación 
como se detalla a continuación 
 
Reuniones 
Las reuniones se llevaron a cabo en el departamento de medio ambiente del 
Ayuntamiento de Madrid. El equipo lo componían Nines, Conchi y María José.. En la 
segunda reunión se implicó también Marta Piñol. 
 
En la primera de las cuatro reuniones efectuadas con el equipo, se les presentó 
la idea y se les puso al día de las especificaciones programadas para la aplicación.  
Después de que ellos expusieran sus necesidades y teniendo en cuenta que el rango de 
edad de los niños es de entre 7 y 11 años, se empezó a perfilar la estructura del árbol. 
(Ver anexo 1) 
 
En las siguientes reuniones se mostraron varias versiones de prueba, para que el 
equipo evaluara el trabajo y observara posibles errores conceptuales o semánticos y 
añadiese alguna idea a posteriori. Se nos facilitó el acceso a las imágenes de la guía 
infantil para reciclaje que ellos habían desarrollado. Dichas imágenes pertenecen a un 
estudio gráfico de Madrid.   
 
Prueba de Recycla.me en las jornadas de  reciclaje 
 
Con la finalidad de justificar la viabilidad, uso y posible comercialización de 
Recycla.me, se realizó una prueba de la aplicación durante las jornadas de reciclaje 
que organiza el ayuntamiento cada año en el mes de mayo. Dichas jornadas constaron 
de una pequeña explicación de lo que consiste “El Reciclaje” y por qué se debe 
reciclar, seguida de un juego para comprobar la comprensión de los niños de la 
misma. (Figura 5.1)   







Figura 5.1. Imagen de las charlas con los educadores  
 
El juego es una simulación de situaciones cotidianas, a la hora de reciclar, 
proporcionándole a cada alumno un producto para reciclar y decidiendo qué 
contenedor era el correspondiente, simulados éstos con cajas de cartón pintadas del 
color de cada contenedor (Figura 5.2). 
 
 
Figura 5.2. Cajas que simulaban los contenedores 






El colegio elegido fue Ntra. Sra. del Buen Consejo, sito en la calle Juan 
Montalvo, 30. Durante la mañana del día 10 de mayo, y en períodos de 1 una hora 
aproximadamente, los niños de las clases de tercero  de primaria (con edades entre 8 y 
9 años), acudieron al aula de audiovisuales para recibir una charla sobre el reciclaje 
(como la expuesta más arriba), para después, en grupos de seis o siete niños, y bajo la 
supervisión de uno de los organizadores y un miembro del grupo de proyecto, probar 
la aplicación Recyla.me para posteriormente, dar una opinión sobre la charla y 
puntuar la aplicación. Los dispositivos fueron manipulados siempre por los autores de 
la aplicación (Figuras 5.3, 5.4 y 5.5). 
 
 
             
       Figura 5.3. Mariam Saucedo mostrando la aplicación a los niños 
  






             
Figura 5.4. Daniel Sanz mostrando la aplicación a los niños 
             
      Figura 5.5. Pilar Torralbo mostrando la aplicación a los niños 





      Después, utilizando el software de desarrollo que se había usado en la creación 
de Recycla.me, se presentaba de nuevo la ejecución de la aplicación en el proyector 
de la sala (Figura 5.6), para comprobar la comprensión por parte de los niños del uso 
y manejo de la herramienta. 
 
     
Figura 5.6. Demostración del funcionamiento de la aplicación en el proyector 
 
Para este evento se contó con la colaboración de  Nines (coordinadora) y de Alfredo, 
Sonia, Arantxa (educadores).     
 
 







Figura 5.7. De izquierda a derecha: Nines (Ayto. Madrid), Daniel, Mariam y Pilar (autores del 
proyecto) y Victoria (Directora de proyecto)  
 
La figura 5.7 muestra a los autores de la aplicación junto con la directora de proyecto 
y la coordinadora del Ayuntamiento de Madrid. 
 
 
Obtención de resultados 
 
Después de estas jornadas, se les pidió a los niños que evaluaran la experiencia, así 


















Conclusiones y trabajos futuros 
 
















Se ha desarrollado una aplicación para dispositivos móviles que consigue facilitar el 
aprendizaje a los más pequeños de la casa del correcto despiezado y depositado de 
cada uno de los materiales que pueden componer un producto en su contenedor 
correspondiente. Utilizando la aplicación, el menor se divertirá reciclando y 
aprendiendo, cosa que en un futuro, probablemente le hará desempeñar la tarea de 
reciclar de manera automática. 
          
La aplicación ha sido desarrollada para dispositivos táctiles de telefonía móvil, 
un sector de la tecnología cada vez más al alcance de los usuarios y cuyo uso está 
creciendo en gran medida los últimos años, lo que facilitará que el programa sea 
accesible para un gran número de usuarios.  
 
Ya existen en el mercado aplicaciones para reciclar, pero ninguna guía al 
usuario en el correcto reciclaje del producto sólo a partir de leer el código de barras 
del artículo, incluso si éste no dispone de él, así que se ha conseguido llegar un paso 
más allá en este tipo de aplicaciones, añadiendo una funcionalidad que los 










2. Trabajos futuros 
  
La aplicación desarrollada puede ser ampliada en varios aspectos. A continuación 
aparecen posibles mejoras que se podrían introducir en el programa: 
● Dada la aparente difusión que comienzan a tener los códigos “bidi” 
(bidimensionales), una posible mejora, sería adaptar la aplicación para que 
además reconociera éste tipo de códigos. 
● Podría ampliarse el territorio de actuación, de manera que la aplicación no se 
limite sólo a la comunidad de Madrid, sino a todo el territorio español, y como 
consecuencia de esto, incluso adaptarlo para ser apto en otros países. 
● Podría añadirse con una base de datos interna, la posibilidad de generar listados 
de los puntos limpios más cercanos, y así no tener que realizar la búsqueda en 
el mapa. 
● Una mejora importante, dada la orientación infantil de la aplicación, sería 
adaptar la aplicación para personas discapacitadas, por ejemplo, añadiéndole 
voz como recurso descriptivo. 
● Dada la diversidad de sistemas operativos que existen para dispositivos móviles 
debería implementarse la aplicación para otros sistemas además de Android, 
como el iOS de IPhone o Symbian de Nokia, para que sea accesible al mayor 
número de usuarios posible. 
● Una opción interesante sería adaptar la aplicación para adultos, de manera que 
pueda ser más técnica, y no necesite tanta carga gráfica para la misma como 
necesita la versión para niños. 
● Podría implementarse un juego en el que el usuario consiguiera trofeos según la 
cantidad de materiales que recicle y la capacidad de aprendizaje, es decir, que 
cada vez necesite menos la aplicación para saber reciclar. 
● Otra mejora sería conectar la aplicación con las redes sociales como 


















Árbol de decisión 
 











En este anexo se presenta el árbol de decisión acordado en un principio con el 
ayuntamiento de Madrid. Posteriormente sufrió diversas modificaciones que 
dieron como resultado el árbol de decisión utilizado en la aplicación y que se 
encuentra descrito en la sección de Diseño (2) del capítulo 3. El árbol final se 
detalla más adelante. 
 
1) Clasificación individual: El niño deberá elegir mediante imágenes una de estas opciones (la que más 
se aproxime al producto que desea reciclar). 
 
a) Bricks → Contenedor Amarillo 
 
b) Medicamentos → Punto Sigre (tanto si está vacío como si no) 
 
c) Electrodomésticos y Electrónica → Punto Limpio 
 
d) Papel y Cartón (libros, cuadernos, todo tipo de papel) 
i) ¿No es una caja? al contenedor azul (¿y si es una servilleta manchada? Los  
papeles y cartones manchados van a restos) 
 
ii)  ¿Es una caja? 
(1) si está manchada → contenedor de tapa naranja (Restos) 
(2) si no está manchada 
(a) Si está vacía → contenedor azul 





i) Botellas, botes (¡sin tapa!) → contenedor verde 
 
(Recuerda: ¡El cristal y la porcelana a Restos!) 
 
ii) Envases de vidrio mixtos: los envases de cristal con plásticos (desodorantes de bola, 
perfumes con atomizador,…) → contenedor verde sin manipular y ¡sin tapón! 
El tapón de plástico o metal al contenedor amarillo 
 
2) Clasificación Con Partes 
 
a)  ¿Si no es un envase? (Recuerda: Un envase es…) → Punto Limpio 
 
b)  ¿Es un envase? Hay que separar sus materiales correctamente. El niño deberá escoger 
de un listado las partes que vea en el producto. La aplicación irá componiendo el 
resultado que mostrará al final en la pantalla y el nuevo registro para la base de datos 
asociado al código de barras leído al inicio del proceso. 







2. b. 1. Partes que van al contenedor Amarillo (marcar): 
 
(Recuerda: los envases deben tirarse vacíos) 
● Envases de plástico para productos de aseo y limpieza (champús, pasta dental,…) 
● Metales: 
o Latas de refrescos y conservas 
o Platos y bandejas de aluminio de comidas preparadas 
o Chapas y tapas de metal 
 
● Cajas de madera: cajas de vino, fruta, estuches… 
● Envases de plástico para alimentación: 
o Botellas de plástico, ¡con su tapa! 
o Envases de plástico (yogures,…) (Recuerda: ¡con su tapa!) 
o Bandejas y cajas de corcho blanco 
o Hueveras de plástico (Recuerda: Si tiene cartón, ¡éste al azul!) 
o Vasos y platos de plástico 
o Tapas y tapones de plástico 
o Bolsas de red de naranjas o patatas 
o Envases y envoltorios de plástico y aluminio 
o Bolsas de plástico (la de los cereales, por ejemplo) 
o Papel de aluminio 
o Envases al vacío de fiambres y otros 
o Film transparente 
● Envases de plástico de otros productos 
o Plásticos y aluminios en los que vienen pilas, juguetes, mandos de consolas,…) 
o Envoltorios de plástico (que siempre generan muchas dudas). 
 
 
2. b. 2. Partes que van al contenedor Azul (marcar): 
 
o Cajas de cartón, como la de los cereales 
o Folletos, vales, hojitas de información o publicidad.  (Esto no son partes o si, 
pero en cualquier caso se quedarían en el apartado 1.d (i) cuando se pregunta 
¿no es una caja?) 
o Cartones de los huevos 
o Tubos de cartón de rollos de papel (cocina, higiénicos,…) (igual que los folletos) 
2. b. 3. Partes que van a Restos, contenedor de tapa Naranja (marcar): 
 
o Restos de comida 
o Tapones de corcho 
o Bombillas normales 
o Papel y cartón manchado de grasa o pintura 
o Cerámica y porcelana 
o Objetos de goma 
o Plásticos que no son envases ni envoltorios (juguetes, ¡sin pilas!) 









2. b. 4. Partes que van al Punto Limpio: el resto de los materiales en el producto. El niño 
debe marcar los que reconozca en esta lista: 
 
● Pilas, termómetros, CDs, DVDs, cartuchos de tinta, radiografías, aceite usado,  baterías, 
aerosoles (lacas, desodorantes), fluorescentes, bombillas de bajo consumo, pintura y 
envases manchados, disolventes, videoconsolas, móviles, cámaras, escombros, juguetes 
electrónicos, ropa y zapatos. Otros. 
 
Los ‘Recuerda’ que aparecen durante la ejecución de la aplicación como un icono de idea para incidir en 
el buen aprendizaje del niño durante el funcionamiento de la aplicación. 
 
En la clasificación individual, el resultado es el que se muestra tras el símbolo  También ocurre igual en la 
clasificación por partes cuando el producto tiene partes pero no se trata de un envase (punto 2. a.). Sin 
embargo, el resultado de la clasificación con partes – envase se obtiene de la marcación realizada por el 
niño. 
 
Ejemplo. Si el niño escanea una caja de galletas Cuétara y el sistema no lo localiza, el niño tendrá que 
escoger clasificación ‘con partes’, después tendrá que escoger ‘envase’ y a continuación deberá marcar 
los apartados 
 
2. b. 1. Partes que van al contenedor Amarillo (marcar): 
 
o Envases de plástico para alimentación: 
● Envases y envoltorios de plástico y aluminio como el que envuelve las galletas 
● Bolsas de plástico (la de los cereales, por ejemplo) 
● Papel de aluminio 
 
2. b. 2. Partes que van al contenedor Azul (marcar): 
 
o Cajas de cartón, como la de los cereales 
 
2. b. 3. Partes que van a Restos, contenedor de tapa Naranja (marcar): 
 
o Restos de comida 
 
El sistema producirá una salida del tipo: ‘Este producto tiene envoltorios de plástico y/o de aluminio que  
debes depositar en el contenedor amarillo. También tiene una caja de cartón que debes depositar en el 
contenedor azul. Los restos de comida debes depositarlos en el contenedor gris de tapa naranja’ 
 
Alternativamente la salida puede darse con imágenes combinadas con el texto para facilitar su 
entendimiento y hacer más atractiva la aplicación. 







La representación del árbol de decisión final se detalla a continuación. Como se ha 
explicado anteriormente, esta estructura consta de 8 nodos, que son susceptibles 
de ser recorridos en función de la selección llevada a cabo por el usuario. Estos 
ocho nodos tienen un número variable de hijos. 
 
Cabe destacar que, en la rama de selección “Otros” , uno de sus hijos tiene un 
nivel más,  dado que para poder seleccionar artículos que deban depositarse en un 






Figura 1: Representación gráfica de la rama Envases1 















Figura 3: Representación gráfica de la rama Envases3 
 
 




















































 Figura 6: Representación gráfica de la rama Vidrio 






















































































































































Encuesta para los niños 
 











CUESTIONARIO VALORACIÓN APLICACIÓN PÚBLICO INFANTIL 
  
¿Qué te ha parecido el programa que acabas de utilizar? ¿Nos ayudas a mejorarlo? 
  
Danos tu opinión contestando a estas preguntas. Escribe tu respuesta en los cuadros y colorea 
la cara que mejor refleje lo que piensas. 
  
P.1. ¿Qué es lo más interesante que has aprendido? 
  
          
  
P. 2. ¿Di que tipo de basura echarías en los siguientes contenedores? 
 
1. Contenedor amarillo 
 
2. Contenedor tapa naranja 
  
3. Contenedor azul 
  
4. Contenedor verde 
  
5. Punto limpio 
 
P.3. ¿Hay algún residuo de basura que conozcas  que no hayas encontrado donde depositar? 
  
1. Si 
2. No                                          
¿Cuál faltaba? 
  
P.4. ¿Te ha sido fácil de usar?  
 
P.5. ¿Es bonito?, ¿te gusta?  
 
P.6. ¿Entiendes bien lo que dice? 
 
P.7. Después de buscar un residuo para tirar a la basura, ¿te dan ganas de seguir buscando 
más? 
 
P.8. ¿Les pedirías a tu padre o a tu madre que se descargarán el programa para usarlo? 
 
 
P.9.Después de haber usado este programa, ¿te gustaría saber más del medio ambiente y de 
los residuos?  
  
P.10. De 0 a 10 ¿qué nota le pondrías al programa?  
  
  











CUESTIONARIO VALORACIÓN APLICACIÓN INFORMADORAS/ES 
  




P.1.1. ¿Por qué?  
 




P.2.1. Justifica tu respuesta 
 
P.3. ¿Cómo crees que ha sido la acogida de esta aplicación en el público infantil? 
● Muy buena 
● Buena 
● Mala 
● Muy mala 
  
P.3.1. ¿Por qué consideras que la acogida ha sido así? 
 
P.4. Teniendo en cuenta tu experiencia con la aplicación en las charlas infantiles, ¿crees que 




P.4.1. Justifica tu respuesta, ¿por qué consideras que puede ser así? 
 




P.5.1. Justifica tu respuesta e indica alguna recomendación para mejorar la herramienta 
  
  
MUCHAS GRACIAS POR TU COLABORACIÓN  
 
 





















Manual de usuario 
 
 












Daniel Sanz —  Mariam Saucedo —  Pilar Torralbo 
¿QUÉ ES ANDROID? 
 
En los últimos años los teléfonos móviles han experimentado una gran evolución, desde los 
primeros terminales, grandes y pesados, pensados sólo para hablar por teléfono en cualquier parte, 
a  los  últimos modelos, con  los  que  el  término “medio de  comunicación” se  queda  bastante 
pequeño. 
 
Es así como nace Android. Android es un sistema operativo y una plataforma software, 
basado en Linux para teléfonos móviles. Además, también usan este sistema operativo (aunque no 
es muy habitual), tablets, netbooks, reproductores de música e incluso PC’s. Android permite 
programar en un entorno de trabajo (framework) de Java, aplicaciones sobre una máquina virtual 
Dalvik (una variación de la máquina de Java con compilación en tiempo de ejecución). Además, lo 
que le diferencia de otros sistemas operativos, es que cualquier persona que sepa programar puede 
crear nuevas aplicaciones, widgets1, o incluso, modificar el propio sistema operativo, dado que 
Android es de código libre, por lo que sabiendo programar en lenguaje Java, va a ser muy fácil 
comenzar a programar en esta plataforma. 
HISTORIA DE ANDROID 
 
Fue desarrollado por Android Inc., empresa que en 2005 fue comprada por Google, aunque no fue 
hasta 2008 cuando se popularizó, gracias a la unión al proyecto de Open Handset Alliance, un 
consorcio formado por 48 empresas de desarrollo hardware, software y telecomunicaciones, que 
decidieron promocionar el software libre. Pero ha sido Google quien ha publicado la mayor parte 
del código fuente del sistema operativo, gracias al software Apache, que es una fundación que da 
soporte a proyectos software de código abierto. 
 
Dado que Android está basado en el núcleo de Linux,   tiene acceso a sus recursos, 
pudiendo gestionarlo, gracias a que se encuentra en una capa por encima del Kernel, accediendo así 
a recursos como los controladores de pantalla, cámara, memoria flash. . . 
 
En la Figura 1, abajo, se muestran las capas que conforman el sistema operativo Android: 




















































Figura 1. Sistema de capas de Android 
 
En la imagen se distinguen claramente cada una  de las capas: la que forma parte del propio 
Kernel de Linux, donde Android puede acceder a diferentes controladores, las librerías creadas para 
el desarrollo de aplicaciones Android, la siguiente capa  que organiza los diferentes administradores 
de recursos, y por último, la capa de las aplicaciones a las que tiene acceso. 
VERSIONES DISPONIBLES 
 
El  sistema  operativo  Android,  al  igual  que  los  propios  teléfonos  móviles,  ha  evolucionado 
rápidamente, acumulando una gran cantidad de versiones, desde la 1.0 para el QWERTY HTC G1, 
hasta la 4.0 que acaba de salir al mercado. 
• Cupcake: Android Version 1.5 
 
Características:  Widgets,  teclado  QWERTY virtual,  copy  &  paste,  captura  de 
vídeos y poder subirlos a Youtube directamente. 
• Donut: Android Version 1.6 
 
Características: Añade a la anterior la mejoría de la interfaz de la cámara, búsqueda 













































• Eclair: Android Version 2.0/2.1 
Características: Mejoras en Google Maps, salvapantallas animado, incluye zoom 
       digital para la cámara, y un nuevo navegador de internet. 
 
• Froyo: Android Version 2.2 
 
       Características: Incluye hostpot Wifi, mejora de la memoria, más veloz, 
Microsoft Exchange y video-llamada. 
Ginger Bread: Android Version 2.3 
 
       Características: Mejoras del consumo de batería, el soporte de vídeo online y el 
• 
teclado virtual, e incluye soporte para pagos mediante NFC2. 
• Honey Comb: Android Version 3.0/3.4 
 
       Características:  Mejoras  para  tablets,  soporte  Flash  y  Divx,  integra  Dolphin, 
      multitarea pudiendo cambiar de aplicación dejando las demás en espera en una columna, 
      widgets y homepage personalizable. 
 
• Ice Cream Sandwich: Android Version 4.0 
 
      Características: Multiplataforma (tablets, teléfonos móviles y netbooks), barras de    
estado, pantalla principal con soporte para 3D, widgets redimensionables, soporte usb  
para teclados, reconocimiento facial y controles para PS3. 
ECLIPSE COMO ENTORNO DE TRABAJO 
 
En este curso de Android, se da por supuesto que el alumno está familiarizado con el entorno 
Eclipse y que además tiene nociones básicas de programación en el lenguaje Java. Lo primero que 
necesitaremos para poder programar en Android, es preparar el entorno de trabajo. Es necesario 
disponer  de  una  versión  de  Eclipse  Galileo  3.5  o  superior  para  poder  desarrollar  nuestros 
proyectos. Lo segundo que necesitamos es el kit de desarrollo software para Android o Android 
SDK, del que se pueden encontrar varias versiones para diferentes plataformas en la página web: 
http://developer.android.com/sdk/index.html 
Si el sistema operativo es Windows, lo más recomendable, es descargar el instalador 
automático installer_rXX-windows.exe, y simplemente seguir las instrucciones. Una vez se inicia 
la instalación, el instalador comprueba si el equipo dispone del Java SE Development Kit (JDK). Si 
no es así, muestra un mensaje como el siguiente: 














































Figura 2. Android Setup 
Simplemente pincha sobre el botón “Visit java.oracle.com” (Figura 1.1) que redireccionará 
a la página mencionada para descargar el paquete necesario. Una vez instalado el JDK, se continúa 
con la instalación del SDK. Cuando finalice el instalador, se ejecutará el SDK Manager, en el que se 
deberán seleccionar todas las casillas deshabilitadas, para instalar todas las versiones de Android así 
como sus herramientas (Tools). 
 
 
Figura 3. SDK Manager 




Una vez todo esté descargado e instalado, abrir Eclipse para descargar el ADT Plugin e 
instalarlo en el entorno de desarrollo. Se deben seguir los siguientes pasos: 
1.- En la pestaña “Help”, seleccionar “Install New Software”. 
2.- Presionar el botón “Add” en la esquina superior derecha. 
3.- En el cuadro de dialogo que aparece, escribir “ADT Plugin” en el campo “Name”, y la    
     siguiente URL en el campo “Location” y pulsar “OK” (Si existe algún problema   
   para enlazar el entorno con éste link, probar a poner http: eliminando la ‘s’): 
https://dl-ssl.google.com/android/eclipse/ 
4.- En “Avalaible Software”, seleccionar la casilla correspondiente a “Developer Tools” y  
     pulsar “Next”. 
5.- Leer y aceptar el Acuerdo de licencia y presionar “Finish”(si salta una advertencia de  
     seguridad informando de que la autenticidad o validez del software no se puede   
   establecer, simplemente pulsar “OK”), y reiniciar Eclipse. 
Lo único que queda es configurar el ADT Plugin. En Eclipse, en la pestaña “Window”, 
seleccionar “Preferences”, y elegir “Android” en el panel de la izquierda. Aparecerá un cuadro de 
dialogo preguntándo si se quiere enviar estadísticas a Google, seleccionar la elección y pulsar 
“Proceed”.   Ahora presionar el botón “Browse” y seleccionar la ruta del directorio dónde se haya 
ubicado  el  SDK 
“Apply” y “OK”. 
(normalmente C:\Archivos de programa\Android\Android-sdk\) y pulsar 
 






Por último, hay que comprobar que el SDK está completamente actualizado. Para ello, en 
la pestaña “Window”, seleccionar “Android SDK and AVD Manager”. En la sección “Available 
Packages”, seleccionar todas aquellas casillas a instalar. Presionar “Install Selected”  para comenzar 




Figura 5. Repository 
                ¡Y ya está! Ya tenemos preparado el entorno para poder programar en Android. 
PERSPECTI VA S Y EM ULADO R 
 
1 .   P E R S P E C T I V A J A V A 
Dados por sabidos los conocimientos básicos sobre Eclipse y la programación en Java, ésta 





































Figura 6. Perspectiva Java 
Es la interfaz de usuario (o conjunto de vistas) que provee el JDT Plugin para poder 
programar en lenguaje Java. Esta interfaz, proporciona una serie de herramientas (se puede 
considerar  como  una  determinada  organización de  las  vistas),  para  el  correcto  desarrollo  de 
programas y aplicaciones, y será la que utilizaremos para programar en este curso de Android. 
2 .  P E R S P E C T I V A D D M S 
En este caso, es el ADT Plugin el que nos proporciona la nueva perspectiva, por lo que lo 
primero que hay que hacer es habilitarla. 










































Figura 7. Perspectiva DDMS 
Esta perspectiva, sirve para poder programar y realizar debugging al mismo tiempo, lo que 
es una forma muy efectiva de programar. 
Aunque se programará con la perspectiva Java, a la hora de corregir errores se puede pasar 
















3 .  E M U L A D O R 
Una vez tengamos el proyecto listo para ejecutar, entra en escena el emulador de Android. Éste 
proporciona una vista especial para comprobar si la aplicación hace lo que se desea. A continuación 




Figura 8. Emulador para Android 2.2 
Lo primero que hay que hacer cuando se quiere ejecutar una aplicación, es pinchar sobre el 
proyecto con el botón derecho, y en “Run as” seleccionar “Android Application”, entonces se 
lanzará el emulador más apropiado siempre que esté creado (más adelante, se explicará cómo 
generar los emuladores). 
No se debe parar la ejecución del emulador, dado que cada vez que se ejecuta el mismo, 
necesita de muchos recursos del computador, por lo que tarda bastante en lanzarse, y realmente no 
es necesario cerrarlo, puesto que cada vez que se lleva a cabo una ejecución del proyecto, la 
aplicación se reinstala en el emulador. 
 






UN EJEMPLO: “HOLA ANDROID” 
 
Vamos a crear nuestro primer proyecto en Android, pero antes veamos de qué se compone cada 
uno. Al generar un nuevo proyecto de Android, dado que estamos utilizando el entorno Eclipse, 
éste va a generar automáticamente la distribución de carpetas que contendrá la aplicación, la cuál 




Figura 9. Sistema de carpetas de un proyecto 
Veamos el significado de cada carpeta por separado: 
• Carpeta src: 
Recoge la totalidad del código fuente (Java) de la aplicación. En el ejemplo que 
vamos a llevar a cabo,   Eclipse generará automáticamente el código base de la ventana 
principal (Activity). 
• Carpeta res: 
Contiene los recursos necesarios para generar una aplicación Android: 
.- res/drawable/: Guarda las imágenes y se divide en: drawable-ldpi, drawable-mdpi y 
drawable-hdpi, que 
dependerán de la resolución del dispositivo. 
.- res/raw/: Contiene archivos de propósito general, en otro formato que no es XML. 
.- res/layout/: Incluye los archivos que definen el diseño de la interfaz gráfica, siempre en 
XML. 
.- res/values/: Guarda los datos y tipos que utiliza la aplicación, tales como colores, 
                cadenas de texto, estilos, dimensiones… 
• Carpeta gen: 
Ésta carpeta guarda un conjunto de archivos (de código Java) creados 
automáticamente cuando se compila el proyecto, para poder dirigir los recursos de la 
aplicación. El archivo R ajusta automáticamente todas las referencias a archivos y valores 
de la aplicación (guardados en la carpeta res). 




• Carpeta assets: 
Guarda el resto de archivos necesarios para el correcto funcionamiento de la 
aplicación, como los archivos de datos o de configuración. La principal diferencia entre los 
recursos que almacena ésta carpeta y los que guarda la carpeta “res”, es que los recursos de 
ésta última generan un identificador por recurso, identificador que se encargará de 
gestionar el fichero R y sólo se podrá acceder a ellos a través de determinados métodos de 
acceso, mientras que los recursos almacenados en la carpeta “assets” no generan 
identificador alguno y se accederá a ellos a través de su ruta, como se hace con cualquier 
otro fichero. 
• Archivo AndroidManifest.xml: 
Éste archivo es uno de los más importantes de cualquier aplicación Android. Se 
genera automáticamente al crear el proyecto, y en él se encuentra definida la configuración 
del proyecto en XML (Actividades, Intents, los permisos de la aplicación, bibliotecas, etc.). 
Por ejemplo, el proyecto que vamos a generar (“Hola Android”), contiene un 
AndroidManifest.xml como el siguiente: 













<action android:name=“android.intent.action.MAIN“ /> 











Otra vista diferente del manifiesto es la siguiente: 
 
 
Figura 10. Editor Android Manifest 
Y por fin, una vez explicadas cada una de las partes que componen el proyecto, vamos a 
crear  nuestro  primer  proyecto  con  Android.  Primero  pinchar  en  “File”->“New”->“Other”- 
>“Android Project”, saldrá la pantalla que se muestra a continuación (“Create Android Project”). 
Simplemente en “Project Name” poner: HelloAndroid y pulsar “Next”. En la siguiente pantalla, 
“Select Build Target”, seleccionar la versión de Android sobre la que construir el proyecto. Vamos a 
seleccionar Android 2.2, para que nuestra aplicación pueda correr en cualquier terminal que tenga 
ésta versión o una posterior. 
En la última pantalla antes de dar por concluida la configuración del nuevo proyecto, 
“Application Info”, completar los siguientes campos: 
• “Application Name”: Hello, Android 
• “Package Name”: org.example.hello 








Figura 11. Create Android Project 
 
 
Figura 12. Application Info 






Para ejecutar nuestra aplicación, primero debemos tener creado un emulador de nuestra 
versión  de  Android.  Para  ello,  pinchar  en  el  símbolo  que  abre  el  “Android  Virtual  Device 





Figura 13. Símbolo Android Virtual Device Manager 
En la siguiente pantalla rellenar los siguientes campos: 
.- “Name”: em2.2 
.- “Target”: Android 2.2 —  API Level 8 
.- “Size”: 128 MiB 
.- “Built-in”: Default(WVGA800) 
.- Si se quiere añadir funcionalidades Hardware, en “Hardware” pulsar “New”, y  
    seleccionar la opción/es deseada/s. En el ejemplo se ha añadido la  
    funcionalidad “Camera support” 
.- Por último, pulsar “Create AVD”. 
 
 
Figura 14. Create AVD 




Ahora ya podemos ejecutar nuestra aplicación. Pinchar con el botón derecho del ratón 
sobre el proyecto, y en “Run As”, seleccionar “Android Application”. Se lanzará el emulador (hay 
que tener paciencia, pues debido a que consume muchos recursos, tardará un rato), y pasado un 




Figura 15. Simulación Hello Android 










2. CONCEPTOS BÁSICOS 
 
Daniel Sanz —  Mariam Saucedo —  Pilar Torralbo 
COMPONENTES DE UNA APLICACION 
Para diseñar una aplicación en Android, es necesario tener claros los elementos que la componen y 
la funcionalidad de cada uno de ellos. Ya hemos visto el ejemplo del “Hola Android”, por lo que 
podemos intuir algunos de ellos. Uno de los aspectos más importantes a tener en   cuenta es su 
funcionamiento.  Android  trabaja  en  Linux,  y  cada  aplicación  utiliza  un  proceso  propio.  Se 
distinguen  por  el  ID,  un  identificador  para  que  solo  ella  tenga  acceso  a  sus  archivos.  Los 
dispositivos tienen un único foco, la ejecución principal, que es la aplicación que está visible en la 
pantalla, pero puede tener varias aplicaciones en un segundo plano, cada una con su propia pila de 
tareas. La pila de tareas es la secuencia de ejecución de procesos en Android. Se componen de 
actividades que se van apilando según son invocadas, y solo pueden terminarse  cuando las tareas 
que tiene encima están terminadas, o cuando el sistema las destruye porque necesita memoria, por 
lo que  tienen que  estar preparadas para terminar en  cualquier momento. El  sistema siempre 
eliminará la actividad que lleve más tiempo parada. En caso de que el sistema necesitase mucha 





Figura 1. Pila de actividades Android 






Una  de  las  características  principales  del  diseño  en  Android  es  la  reutilización  de 
componentes entre las aplicaciones, es decir, dos aplicaciones diferentes pueden utilizar una misma 
componente, aunque esté en otra aplicación para así, evitar la repetición innecesaria de código, y la 
consiguiente ocupación de espacio. Los componentes son los elementos básicos con los que  se 
construyen el proyecto. Hay cuatro tipos, pero las aplicaciones se componen principalmente de 
actividades. Habrá tantas actividades como ventanas distintas tenga la aplicación. Sin embargo, por 
si solos, los componentes no pueden hacer funcionar una aplicación. Para ello están los intents. 
Todos  ellos  deben  declararse  en  el  AndroidManifest.xml (junto  con  otros  elementos  que  se 
mostrarán después)  con  el  mismo  nombre que  lleve  la  clase  asociada. Por  ejemplo,  la  clase 
MainActivity, será definida en el AndroidManifest con el mismo nombre. 
ACTIVIDADES 
Una actividad (o Activity) es la componente principal encargada de mostrar al usuario la interfaz 
gráfica, es decir, una actividad sería el equivalente a una ventana, y es el medio de comunicación 
entre la aplicación y el usuario.   Se define una actividad por cada interfaz del proyecto. Los 
elementos que se muestran en ella deben ser definidos en el fichero xml que llevan asociado (que se 
guarda en ./res/layout)  para poder ser tratados en la clase NameActivity.class, que hereda de la 
clase Activity. 
Dentro del  fichero xml asociado a la actividad, se  definen los elementos tales  como 
ubicación de los elementos en la pantalla (layouts), botones, textos, checkbox, etc., cono se verá en 
capítulos posteriores. Las actividades tienen un ciclo de vida, es decir, pasan por diferentes estados 
desde que se inician hasta que se destruyen. Sus 3 posibles estados son: 
 
• Activo: ocurre cuando la actividad está en ejecución, es decir, es la tarea principal 
• Pausado:  la  actividad  se  encuentra  semi-suspendida,  es  decir,  aun  se  está 
ejecutando  y  es  visible,  pero  no  es  la  tarea  principal.  Se  debe  guardar  la 
información en este estado para prevenir una posible pérdida de datos en caso de 
que el sistema decida prescindir de ella para liberar memoria. 
• Parado: la actividad está detenida, no es visible al usuario y el sistema puede liberar 
memoria. En caso de necesitarla de nuevo, será reiniciada desde el principio. 
Una vez definido el ciclo de vida, hay que tener en cuenta qué métodos son importantes en 
cada uno de ellos. Aquí están los métodos más importantes de una actividad: 
 
• OnCreate (Bundle savedInstanceState): es el método que crea la actividad.  Recibe 
un parámetro de tipo Bundle, que contiene el estado anterior de la actividad, para 
preservar la información que hubiera, en caso de que hubiera sido suspendida, 
aunque también puede iniciarse con un null si la información anterior no es 
necesaria o no existe. 




• OnRestart(): reinicia una actividad tras haber sido parada (si continúa en la pila de 
tareas). Se inicia desde cero. 
• Onstart(): inmediatamente después de onCreate(Bundle savedInstanceState), o de 
onRestart() según corresponda. Muestra al usuario la actividad. Si ésta va a estar en 
un primer plano,  el siguiente método debe ser onResume(). Si por el contrario se 
desarrolla por debajo, el método siguiente será onStop(). Es recomendable llamar 
al método onRestoreInstanceState() para asegurar la información 
• OnResume(): establece el inicio de la interactividad entre el usuario y la aplicación. 
Solo se ejecuta cuando la actividad está en primer plano. Si necesita información 
previa, el método onRestoreInstanceState() aportará la situación en que estaba la 
actividad  al  llamar  al  onResume().  También  puede  guardar  el  estado  con 
onSaveInstanceState(). 
• OnPause(): se ejecuta cuando una actividad va a dejar de estar en primer plano, 
para dar paso a otra. Guarda la información, para poder restaurar cuando vuelva a 
estar activa en el método onSaveInstanceState(). Si la actividad vuelve a primer 
plano, el siguiente método será onResume(). En caso contrario, será onStop(). 
• OnStop(): la actividad pasa a un segundo plano por un largo período. Como ya se 
ha dicho, el sistema puede liberar el espacio que ocupa, en caso de necesidad, o si 
la actividad lleva parada mucho tiempo. 
• OnDestroy(): es el método final de la vida de una actividad. Se llama cuando ésta 
ya no es necesaria, o cuando se ha llamado al método finish(). 
Además de estos métodos, cabe destacar dos más, que son de vital importancia: 
 
• OnSavedInstanceState(): guarda el estado de una actividad. Es muy útil cuando se 
va a pausar una actividad para abrir otra. 
• OnRestoreInstanceState(): 
al reiniciar una actividad. 
restaura los datos guardados en onSavedInstanceState() 






Figura 2. Ciclo de vida de una actividad 
SERVICIOS 
SERVICIOS 
Los servicios (o service) son tareas no visibles que se ejecutan siempre por debajo, incluso cuando 
la actividad asociada no se encuentra en primer plano. Tiene un hilo propio (aunque no se pueden 
ejecutar solo), lo que permite llevar a cabo cualquier tarea, por pesada que sea. No necesita interfaz, 
a no ser que se pida explícitamente, en cuyo caso la clase Service la exportaría. 
El ciclo de vida de un servicio se inicia con el método onCreate(Bundle), y se libera con el 
método  onDestroy().  Sin  embargo,  el  desarrollo  puede  llevarse  a  cabo  de  dos  maneras, 
dependiendo de cómo se lance: 
 
• Si se llama al método startService(), esto implicará que el servicio ejecutará todo su 
ciclo vital. El siguiente método tras onCreate(Bundle) será onStartComand(Intent, int, 
int).  Para terminar el  servicio  externamente, se  usa  stopService(), e  internamente, 
stopSelf() ó stopSelfResult(), ambos de la clase Service. 
• En otro caso, si el servicio se llama con bindService(), el usuario podrá interactuar 
mediante la interfaz que exporta el servicio, y tras onCreate(Bundle) se ejecutará el 
método onBind(Intent). En este  caso,  el  servicio se  termina llamando al método 

















Figura 3. Ciclo de vida de un servicio 
R e c e p t o r e s d e M e n s a j e s d e D i s t r i b u c i ó n 
También llamados broadcast receiver o notificaciones, son los encargados de reaccionar ante los 
eventos ocurridos en el dispositivo,  ya sean generados por el sistema o por una aplicación externa. 
No tienen interfaz, pero pueden lanzar una activity por medio de un evento. La clase que defina 
estos componentes heredará de la clase BroadCastReceiver.  Su ciclo de vida es muy corto, ya que 
solo están activos mientras se ejecuta el método onReceive (Context, Intent), que es equivalente al 
onCreate(Bundle) de otros componentes. El objeto Context nos pasa es estado actual, y el intent, 
nos permitirá lanzar el evento. 
P r o v e e d o r e s d e c o n t e n i d o s 
Estos proveedores  en inglés llamados content provider, se encargan de  que la aplicación  pueda 
acceder a la información que necesita, siempre que se haya declarado el correspondiente provider 
en el AndroidManifest , compartiendo información sin revelar estructura u orden interno. 
Implementan una interfaz, pero  se comunica con ella a través de la clase ContentResolver. Cada 
vez  que  se  usa  un  ContentResolver,  se  activa  un  ContentProvider.  Para  obtener  los  datos 
necesarios, es necesario conocer la URI (identificador)  del dato, los campos que tiene, y los tipos 











I n t e n t s 
Los intents son el medio de activación de los componentes (excepto los content provider, que se 
activan usando ContentResolver). Contiene los datos que describen la operación que desarrollará el 
componente a quien va dirigido. Se declaran en el AndroidManifets con la etiqueta <Intent>. 
Pueden ser explícitos o implícitos. Los implícitos no especifican el componente al que va destinado, 
mientras que el explícito, si. Según el componente, los intents se tratan de diferentes maneras: 
 
• Activity:   los   intents   se   lanzan   desde   el   método   starActivity(Intent)   ó 
startActivitForResult(Intent). La información se extrae con el método getIntent(). 
Los intents tienen definidas algunas acciones para las activity, es decir,  informan 
de la acción a realizar. Entre ellas, por ejemplo se encuentra ACTION_CALL que 
inicia una llamada. 
• Service:  para  este  tipo  de  componentes,  los  intents  se  pasan  a  los  métodos 
startService(Intent) o bindService(Intent) dependiendo del tipo de ciclo que 
escojamos. La información será extraída por el método getIntent() en el primer 
caso y  onBind() en el segundo. 
Otra posibilidad es que el servicio sea lanzado por un intent, si aun no esta en 
funcionamiento. 
•   Broadcast Receiver: en este caso, el intent será enviado a todos los métodos que 
pueden recibir el intent : sendBroadcast(), sendOrderedBroadcast(Intent, String, 
sendStickyBroadcast().,    que lo analizarán en su  método onReceive(Context, 
Intent). 
También tienen acciones definidas para este componente, aunque en este caso lo 
que hacen es informar de que ha ocurrido el evento. Por ejemplo tenemos 
ACTION_BATTERY_LOW, que informa de que la batería esta baja, o 
ACTION_SCREEN_ON, para cuando la pantalla se ilumina. 
I n t e n t - f i l t e r s 
Como ya se introdujo en el tema anterior, este fichero es un documento xml en el que se declaran 
los elementos de la aplicación, así como sus restricciones, permisos, procesos, acceso a datos e 
interacciones con elementos de otras aplicaciones. Cada elemento se declara con una etiqueta única. 
No debe confundirse este documento con el xml asociado a cada actividad. Los elementos gráficos 
y distribución de la pantalla serán definidos para cada actividad dentro de su xml, pero no en el 
AndroidManifest. Al implementar el AndroidManifest se deben seguir unas pautas para hacer más 
comprensible el documento: 
Action: string que informa del tipo de acción llevada a cabo. Las acciones pueden ser 
dadas por la clase Intent, por una API de Android o definidas por el diseñador. 
• 




• Data: informa del identificador (URI) del dato que se asocia a la acción y del tipo de ese 
dato. Es importante  la coherencia ya que si la acción requiere un dato de tipo texto, un 
intent con un dato de tipo imagen no podría ser lanzado. 
• Category: string que contiene información adicional sobre el tipo de componente al que 
va dirigido el intent. La lista de categorías esta incluida en la clase Intent 
A n d r o i d M a n i f e s t 
Como ya se introdujo en el tema anterior, este fichero es un documento xml en el que se declaran 
los elementos de la aplicación, así como sus restricciones, permisos, procesos, acceso a datos e 
interacciones con elementos de otras aplicaciones. Cada elemento se declara con una etiqueta única. 
No debe confundirse este documento con el xml asociado a cada actividad. Los elementos gráficos 
y distribución de la pantalla serán definidos para cada actividad dentro de su xml, pero no en el 
AndroidManifest. Al implementar el AndroidManifest se deben seguir unas pautas para hacer más 
comprensible el documento: 
Este código es generado por el SDK a partir de la información que se ha proporcionado al 
crear el proyecto. Se declara el manifiesto con la etiqueta <manifest > y dentro se incluye el paquete 
en que se encuentra la aplicación y la versión del código. También incluye la versión del sdk que usa 
(con la etiqueta <uses-sdk>). A continuación, el usuario definirá la aplicación, incluyendo todos sus 
componentes en la etiqueta <application>. La declaración de componentes puede ser desordenada, 
pero para un mejor manejo de este fichero, se recomienda seguir algún tipo de orden. Las activities 
se declaran con la etiqueta <activity>. En ellas, lo primero es añadir el nombre de la actividad 
(android:name), que coincidirá con el de la clase en que se define el comportamiento. Además se 
pueden añadir imágenes, así como cambiar los atributos de que se dispone.   A continuación, se 
declararían los intent filters asociados a la actividad, en caso de que los haya. 
Los service se declaran con la etiqueta <Service> y aunque tienen menos atributos que las 
actividades, lo principal es darles un nombre y especificar si el sistema puede o no utilizarlo 
mediante el atributo enabled (android:enabled). Después irían los intent filters. Los broadcast 
receiver utilizan <receiver> y al igual que service, necesita los atributos name y enabled, así como 
intent filter en caso de necesitarlos. Todos los componentes anteriores declaran del mismo modo 
sus  intent  filters.  Los  content  provider  utilizan  la  etiqueta  <provider>  y  son  los  únicos 
componentes en los  que no se declaran intent filters, ya que no son necesarios. De nuevo el único 
atributo necesario es el nombre. 












































U n e j e m p l o p r á c t i c o 
A   continuación  se   describe  un   ejemplo  en   Android  aplicando  los   recursos   aprendidos 
anteriormente. Al comienzo de un proyecto, tras crearlo en eclipse, lo único que tenemos es la 
MainActivity, o clase principal. En la siguiente imagen se muestra un ejemplo en el que se puede ver 
la estructura básica de una activity. Se sobrescribe el método onCreate(Bundle) y se muestra con el 
método setContentView( ). En la actividad se definirán las acciones propias de los elementos del 
xml. En este caso, tenemos un botón que, al presionar, abre una nueva actividad llamada producto. 
Figura 5. Ejemplo de Activity 
Es conveniente implementar la acción del botón back, pausando la actividad, sin destruirla. 
Además, también se puede incluir la típica pregunta “¿Está seguro de que desea salir?”: 
Figura 5. Implementación del botón back 
El archivo xml asociado a la MainActivity contendría el botón con el id botonlnicial. 
Figura 5. Implementación del botón back 













       









El archivo xml asociado a la MainActivity contendría el botón con el id botonlnicial. 
Figura 6. Ejemplo xml de Main activity (a) 
Figura 7 Ejemplo xml de Main activity (b) 
Figura 7 Ejemplo xml de Main activity (b) 
Una vez  la actividad está definida, hay que tener claro que recursos le serán necesarios. En 
este caso, y para que sirva de ejemplo, la actividad activará un Service (debidamente añadida en el 
androidManifest) que no tendrá que interactuar con el usuario, por lo que no habrá que sobrescribir 
el  método  onBind(Intent). Los  métodos  que  se  necesitan  son  onCreate(),  startService(), 
onStartCommand y onDestroy(). En este ejemplo, el servicio reproducirá un  sonido al inicio de la 
aplicación. De la gestión del sonido se ocupa la clase Reproductor. 
 
 
         
 
 














E j e m p l o d e S e r v i c e 
Cuando se ha creado el servicio, se añade en la actividad en la que será llamado. 
Figura 8. Uso de Service en la clase MainActivity 
Otro componente que se puede incluir en la aplicación es   el broadcastReceiver, 
ejemplo para que  al registrar una llamada entrante, la aplicación actúe de un modo determinado: se 
cierre, se suspenda o guarde la información existente. 










         
 




Se  puede  añadir tantos  componentes como  sean  necesarios. También es  conveniente 
incluir algún proveedor de contenidos,  pero para ello es necesario estudiar previamente el manejo 
de bases de datos. No se debe olvidar incluir todos estos componentes en el AndroidManifest. 
Figura 10. Ejemplo AndroidManifest 
En resumen, las aplicaciones en Android tienen diverso grado de dificultad, dependiendo 
de su funcionalidad, pero la estructura siempre es la misma. Uniendo estos conocimientos al uso de 
recursos gráficos,  bases de datos,  mapas, y otros elementos, las posibilidades de estas aplicaciones 




    
 
      
 










3. INTERFAZ DEL USUARIO 
 
Luis Cruz —  José Rodríguez de Llera —  Alvaro Zapata 
BREVE INTRODUCCIÓN 
La interfaz de usuario es la principal sección de interacción entre persona y dispositivo. A todas las 
funcionalidades disponibles se accede a través de la pantalla, que es por donde se muestra. Es muy 
importante conseguir que el manejo sea intuitivo y sencillo, y que el aspecto visual sea atractivo. 
Para construirla, se emplean diferentes objetos que veremos a continuación, todos ellos 
descendientes de la clase View. Fundamentalmente hay 2: los propios objetos de tipo View, como 
por ejemplo botones o etiquetas, y que son la base de una subclase llamada widgets; y los de tipo 
ViewGroup, que es una clase que extiende a View, y que son la base de una subclase llamada 




Figura 1. Estructura de la interfaz 
 
Como podemos comprobar, los nodos ViewGroup son contenedores de elementos de tipo 
View e incluso de otros elementos de su mismo tipo. Los controles de tipo View (obsérvese que los 
nodos de este tipo son siempre hojas del árbol) son con los que el usuario interactúa. 
1. 






LAYO UTS EN XML 
Un layout es un recurso con el que puedes describir lo que quieres mostrar por pantalla y cómo lo 
quieres mostrar. La manera más común de crearlo es a través de un archivo XML (en el directorio 
res/layout  del  proyecto),  con  un  formato  muy  similar  a  HTML,  que  sigue  este  patrón: 
<Nombre_del_layout    atributo1=”valor1”…    atributoN=”valorN”>    elementos/componentes 
</Nombre_del_layout>. Una vez se ha creado el archivo XML que definirá el layout, hay que 
cargarlo desde el código de la aplicación, en el onCreate() de la actividad. Debe ser similar a esto: 
 





Todos los layouts tienen unos parámetros específicos. Los únicos que son comunes a todos 
son layout_height y layout_width, que sirven para especificar el valor de la altura y anchura del 
entorno, respectivamente. Aunque se pueden emplear valores numéricos, con “wrap_content”, el 
tamaño se ajusta a las dimensiones del contenido. Con “fill_parent”, será tan grande como lo 
permita su padre o contenedor. Estas 2 opciones son más recomendables que el ajuste manual. 
También se pueden establecer y consultar los márgenes, bordes y la posición del layout, entre otras 
opciones, mediante métodos y funciones a los que, en esta ocasión, se llaman desde el código de la 
aplicación. 
 
Cada componente tiene su propia variedad de atributos en XML. El atributo “lD” se 
encarga de distinguirlos del resto, otorgándole un nombre único. Una vez establecido (mediante, 
por ejemplo, android:id="@+id/nombre"), para referenciarlo desde el código de la aplicación es 
preciso hacerlo de esta manera: 
 
Tipo myTipo = (Tipo) findViewByld(R.id.nombre); 
 
Existen otros muchos atributos, que  varían dependiendo del  componente con el que 
estemos tratando, y con los que podemos establecer el color de fondo, tamaño, gravedad y un sinfín 
de opciones más. 
F R A M E L A Y O U T 
Es el más simple de todos los existentes. Todos los objetos que se introduzcan se situarán en la 
esquina superior izquierda, por lo que si hay más de uno, se ocultarán total o parcialmente entre 
ellos, salvo que los declaremos como transparentes. Por este motivo, su uso ideal es el de mostrar 
una sola imagen que complete toda la pantalla. 
L l N E A R L A Y O U T 
Se  trata  del  Layout  que  viene  por  defecto,  y  uno  de  los  más  sencillos. Los  objetos  son 
estructurados horizontal o verticalmente, dependiendo del atributo “orientation” de su archivo 




XML correspondiente, y siempre en una única fila o columna, con un comportamiento similar al de 

















T A B L E L A Y O U T 
Utilizando esta opción, se consigue una distribución tabular de los elementos de nuestra interfaz. El 
comportamiento es similar al empleado en HTML: se definen las filas, y dentro de ellas, las 
columnas. La tabla tendrá tantas columnas como la fila con un mayor número de celdas. En cada 
casilla, se podrá introducir el objeto deseado (e incluso dejarla vacía). También existe la posibilidad 
de combinar celdas. 
Por lo general, la dimensión de cada casilla la determina el elemento contenido en ella. No 
obstante, este comportamiento puede variarse utilizando diversos atributos. 









Figura 3. Table Layout 
R E L A T I V E L A Y O U T 
Es la opción que ofrece más posibilidades, y por tanto, la más compleja. Básicamente, empleando 
este Layout podremos colocar cada elemento en el lugar que deseemos, basándonos en su posición 
relativa al padre (contenedor) o a otros elementos existentes, pudiendo modificar las distancias 




Figura 3. Relative Layout 
O T R O S 
Existen, además, otros elementos con comportamiento similar a los Layouts que hemos visto hasta 
ahora. Algunos de ellos proporcionan estructuras invisibles para el usuario (como los aquí descritos 
hasta ahora) y otros sí que las muestran. Algunos ejemplos son Gallery, GridView, Spinner o 
ViewFlipper. 




EVENTOS DE USUARIO 
Los  eventos  de  usuario  sirven  para  capturar  la  interacción del  usuario  con  una  determinada 
aplicación. Existen varias maneras de realizarlo. 
E V E N T L I S T E N E R S 
Un Event Listener es una interfaz de la clase View a través de la cual se pueden detectar diferentes 
tipos de pulsación del usuario sobre el dispositivo. Los métodos más comunes que incluye esta 
interfaz son: 
-onClick(): este método es llamado cuando el usuario hace una pulsación simple, ya sea por 
contacto, con teclas de navegación o de cualquier manera posible, sobre un determinado elemento 
de la interfaz. Una posible implementación, sobre un botón: 
private OnClickListener nombreEvento = new OnClickListener() { 
public void onClick(View v) { 
// hacer lo que se desee 
} 
}; 
Button boton = (Button)findViewById(R.id.corky); 
boton.setOnClickListener(nombreEvento); 
-onKey():  este  método  es  llamado  si  el  usuario  presiona  determinada  tecla  o  botón  de  su 
dispositivo mientras el cursor está situado sobre el elemento deseado. 
-onTouch(): este método es llamado cuando el usuario toca la pantalla y realiza una presión, se 
despega o se mueve por ella. 
 
Para implementar los métodos aquí vistos y otros existentes, es preciso implementarlos en 
la Activity correspondiente o definirlos como una nueva clase anónima. Tras esto, deberemos pasar 
una instancia de la implementación a su respectivo método, con, por ejemplo, setOnClickListener() 
de OnClickListener. 
E V E N T H A N D L E R S 
Si se está creando un componente de la clase View sobre cualquier tipo de Layout, se pueden 
definir varios métodos por defecto, denominados Event Handlers, que son llamados cuando se 
produce un evento de cualquier tipo, como puede ser una pulsación sobre la pantalla. 






T O U C H M O D E 
Determinados dispositivos pueden ser controlados a través de un cursor con sus respectivas teclas 
de movimiento, tocándoles la pantalla, o ambas. En el primer y último caso, es preciso contar con 
un selector de componente cuya función sea advertir sobre el elemento con el que se está tratando 
en  cada  momento,  dependiendo  del  movimiento  y  situación  del  cursor.  Sin  embargo,  en  el 
momento que el usuario “toca” la pantalla, no es necesario resaltar el elemento con el que se va a 
trabajar. Por ello, en caso de tratar con un dispositivo que permita ambos tipos de navegación a 
través de su interfaz, existirá un modo llamado “touch mode”, que determinará si es necesario 
resaltar el componente con el que se va a trabajar o no. 
H A N D L I N G F O C U S 
Por lo comentado en el punto anterior, el sistema debe encargarse del selector de componente, 
manejando una rutina, en respuesta a la entrada dada por el usuario. Esto incluye el dónde situar el 
foco  si  un  elemento  es  suprimido u  ocultado,  basándose en  un  algoritmo que  selecciona  al 
componente vecino más cercano. 
MENÚS Y BARRAS DE ACCIONES 
Los menús son la forma más habitual de proporcionar al usuario una serie de acciones a realizar, ya 
sea sobre una aplicación o sobre las opciones del propio dispositivo. Para crearlo, la mejor opción 
es definirlo en un archivo XML que irá contenido en el directorio res/menú del proyecto. Los 
elementos que lo componen son <menú>, que es el contenedor principal del resto de elementos; 
<ítem>, que representa cada una de las opciones que ofrece el menú, y <group>, que posibilita 
agrupar los “ítems” del menú a gusto del usuario, y que puede ser visible o no. Por ejemplo: 

















Hay 3 tipos de menús de aplicación: 
 
-Menú principal: es la colección primaria de una actividad, que aparece cuando el usuario acciona 
el botón “Menú” del dispositivo. Una forma de crearlo es esta: 
 
public boolean onCreateOptionsMenu(Menu menu) { 







Figura 4. Menú principal 
-Menú contextual: es una “lista” que surge en la pantalla que aparece cuando el usuario mantiene 
presionado un elemento determinado. Se implementa como el caso anterior, pero añadiendo un 
nuevo elemento de tipo <menu> al mismo nivel que los elementos <ítem>. 
 
 
Figura 5. Menú contextual 






-Submenús: es una lista de opciones que surge cuando el usuario acciona un elemento del menú, 
que contiene otro menú anidado. 
 
Las barras de acciones son barras de título que, además de mostrar algún tipo de 
información, pueden ejecutar acciones. El aspecto de ésta es acorde con el de la aplicación a la que 
pertenece. Es importante saber que sólo están disponibles para versiones de Android a partir de la 
3.0 (versión 11 del sdk). 
DIÁLOGOS Y NOTIFICACIONES 
Los diálogos son avisos o comprobaciones que surgen de una determinada aplicación, en forma de 
ventana. La principal diferencia entre ellos y las notificaciones es que las segundas son meramente 
informativas, no se ejecutan en primer plano, y no requieren interacción directa con el usuario, 
mientras que los primeros sí se realizan en primer plano y pueden necesitar esa interacción para 
llevar a cabo una tarea, aunque se puede decir que un diálogo es un tipo de notificación. Un diálogo 
se crea con la instrucción “onCreateDialog(numero)” como parte de una actividad, y también se 
muestra como tal, con “showDialog(numero)”, donde “numero”, en ambos casos, representa un 
identificador único de cada dialogo. Para rechazarlos, se puede conseguir con dismiss() o 
dismissDialog(int). Si se desea modificar el texto a mostrar o cualquier otro atributo, existe una 
colección de métodos, variable en función del tipo concreto del diálogo, que facilitan la labor. 
Podemos enumerar 3 tipos de diálogos: 
-AlertDialog: Se recomienda usarlo para mostrar un título, un mensaje de texto, uno o varios 





Figura 6. Diálogo de Alerta 
 
En un diálogo con botones, se añaden también a través de métodos específicos del tipo concreto, y 
es preciso incorporar un evento que detecte su pulsación. Como ejemplo, el código de la última 
imagen mostrada en este manual: 
 
AlertDialog.Builder builder = new AlertDialog.Builder(this); 
builder.setMessage(”Are you sure you want to exit?”) 
.setCancelable(false) 
.setPositiveButton(”Yes”, new DialogInterface.OnClickListener() { 




.setNegativeButton(”No”, new DialogInterface.OnClickListener() { 
public void onClick(DialogInterface dialog, int id) { 
dialog.cancel(); 





AlertDialog.Builder builder = new AlertDialog.Builder(this); 
builder.setMessage(”Are you sure you want to exit?”) 
.setCancelable(false) 
.setPositiveButton(”Yes”, new DialogInterface.OnClickListener() { 




.setNegativeButton(”No”, new DialogInterface.OnClickListener() { 




AlertDialog alert = builder.create(); 
En caso de que se desee incorporar una lista de elementos, es preciso crear un array de 
strings,  donde  cada  elemento  corresponderá  a  cada  opción  que  se  mostrará  por  pantalla,  y 
posteriormente añadirla al diálogo de manera similar a como se ha visto para los botones. 
-ProgressDialog: Su función es indicar que una tarea está siendo llevada a cabo. Si se conoce el 
esfuerzo que va a requerir, se mostrará una barra de progreso que suministre la información sobre 
lo que se lleva completado y lo que resta; y si no se conoce, se mostrará un haz que describirá un 
movimiento circular. Este tipo de diálogo puede incorporar también botones, cuya función puede 





Figura 7. Diálogo de Progreso 
ProgressDialog dialogo = new ProgressDialog(contexto); 
dialogo.setProgressStyle(ProgressDialog.STYLE_HORIZONTAL); 
dialogo.setMessage(”Cargando...”); 
-Diálogo personalizado:  Android da la opción de crear un diálogo con los elementos/aspecto 
que el usuario desee. Para ello, es preciso crearse un layout en XML, guardarlo como 
“custom_dialog.xml”, y añadirlo como vista al crear el diálogo. Además,  se pueden modificar otros 
atributos de la misma manera que hemos visto para otros casos. 
 
Hay 2 tipos de notificaciones: 
 
-Toast Notification: Esta notificación aparece sobre la ventana en la que estemos trabajando, y 
solamente ocupa el espacio que necesite el mensaje que muestra. No cierra ni modifica la actividad 
que estemos llevando a cabo, ni acepta interacción con el usuario, por lo que se desvanecerá en un 
periodo corto de tiempo. 










Figura 8. Toast Notification 
 
Para crearla, mostrarla y situarla, es suficiente con incorporar unas instrucciones similares a 
las mostradas a continuación: 
 
Toast toast = Toast.makeText(context, text, duration); 
toast.show(); 
toast.setGravity(Gravity.TOP|Gravity.LEFT, O, O); 
También se puede crear un layout (en este manual ya se ha visto cómo) y utilizarlo como 
una notificación de este tipo. 
-Status Bar Notification: Esta notificación añade un mensaje en la ventana de notificaciones del 
sistema, y un icono en la barra de estado que, al seleccionarlo, lanzará la aplicación que lo ha 
activado. Además, se pueden configurar de tal modo que al producirse, el dispositivo suene, vibre o 




Figura 9. Status Bar Notification 
Este  tipo  de  notificaciones  sólo  deben  referirse  a  actividades  que  se  estén  ejecutando  en 
“background”, y no podrán pasar a “foreground” sin la acción del usuario. 




ESTILOS Y TEMAS 
Un estilo es una colección de propiedades que permite especificar el aspecto y formato de una vista 
o una ventana. Un tema es lo mismo que un estilo, pero aplicado a una actividad al completo, no 
sólo a una vista. 
 
Para definir uno o varios estilos, se crea un archivo XML en el directorio res/values/ del proyecto. 
Por cada uno nuevo, se debe incorporar un par de etiquetas <style></style>, que debe ir, a su vez, 
entre unas globales dentro de ese documento (<resource> </ resource >). Por cada propiedad del 
estilo que se esté creando, debemos añadir un elemento <ítem>, otorgándole un nombre con 
“name”. Por ejemplo: 
 
















Para aplicar un estilo a una vista individual, es suficiente con añadir el atributo “style” al elemento 
deseado dentro del layout, en el archivo XML correspondiente. Por ejemplo: 
<TextView   style=“@style/NombreEstilo1“  android:text=“@string/hola“ /> 
Para aplicar el estilo a una actividad (aplicación) al completo, es preciso incorporar el atributo 
“android:theme” en el <activity> (<application>) del Android Manifest. Por ejemplo: 
<activity android:theme=“@style/ NombreEstilo1“> 
Además,  Android  contiene  una  gran  cantidad  de  estilos  y  temas  predefinidos  a  completa 
disposición del usuario. 










4. RECURSOS DE APLICACIÓN 
 
Luis Cruz —  José Rodríguez de Llera —  Alvaro Zapata 
DEFINIENDO RECURSOS 
Para la programación en Android, resulta conveniente separar los recursos que vaya a necesitar la 
aplicación (como imágenes u otro tipo de variables), de su código, de tal modo que se puedan 
mantener independientemente. 
 
Conviene agruparlos en carpetas. El directorio res/, contiene todos los grupos de recursos, 
y permite contener dentro otros tales como: animator/, anim/, color/, drawable/, layout/, menú/, 
raw/, values/, xml/. Excepto la 5ª y la 7ª opción de la lista anterior, que soportan recursos de tipo 
Bitmap o archivos arbitrarios, respectivamente, el resto sólo pueden contener documentos en 
XML. 
 
También se debería especificar un recurso para diferentes  configuraciones posibles de los 
dispositivos, puesto  que  mientras se  ejecuta  una  aplicación, éste  sistema  operativo utiliza  los 
recursos apropiados para la configuración activa. Es decir, que conviene tener recursos alternativos 
(drawable, por ejemplo), por si el que tenemos por defecto no se ajusta apropiadamente en caso de 
utilizar un dispositivo no habitual. 
 
Para especificar esta configuración alternativa, se ha de crear una nueva carpeta dentro de 
res/, del estilo <resources_name>-<config_qualifier>, que representan el directorio por defecto de 
un recurso determinado, y una configuración individual sobre en qué caso se puede usar ese 
recurso, respectivamente. Se permite añadir más de un <config_qualifier>, pero siempre separados 
con “-“. Posteriormente, sólo queda incorporar los recursos alternativos a la nueva carpeta, que 
deben tener el mismo nombre que los que son “por defecto”. Por ejemplo, donde hdpi se refiere a 
dispositivos con densidad alta de pantalla: 
 
res/ 
   drawable/ 
        icono.png 
        fondo.png 
     drawable-hdpi/ 
        icono.png! 
        fondo.png! 
Respecto a las configuraciones disponibles que pueden ajustarse dentro del ya mencionado 
<config_qualifier>, las  posibilidades son  amplísimas. La  anchura,  el  idioma, el  tamaño de  la 
pantalla, la orientación o la densidad en píxeles, son sólo alguno de los campos existentes, y dentro 
de cada uno de ellos, hay diferentes opciones. 
Es muy importante conocer las restricciones, en caso de utilizar más de una configuración. 
El orden de los elementos en el nombre debe ser el correcto, puesto que de no ser así no serían 






tenidos en  cuenta (siguiendo una  tabla/lista que  se  puede  consultar en  la  web  de  Android). 
Tampoco se permiten anidar las carpetas. Todas deben ir en res/. Las mayúsculas no son tenidas en 
cuenta, puesto que se transforma todo a minúsculas al compilar. Por supuesto, no se puede 
incorporar más de un valor por cada tipo. 
 
Ejemplos no válidos: 
 
drawable -hdpi-port / (orden)  
res/ drawable /drawable-en/ (anidar)  
drawable-rES-rFR/ (sólo un elemento por tipo)  
  




drawable-rES /   
 
Cuando existe un recurso que se quiere utilizar en más de una configuración (sin ser el “por 
defecto”), Android permite no tener que duplicarlo. Para ello, es preciso asignarle un nombre que 
lo diferencie del resto, e introducirlo en la carpeta por defecto. Esto se puede hacer con los tipos 
“layout”, “drawable” y “strings y otros valores simples”. 
¿ C Ó M O E N C U E N T R A A N D R O I D E L R E C U R S O M Á S A P R O P I A D O 
P A R A C A D A D I S P O S I T I V O? 
Android selecciona qué recurso utilizar durante la ejecución de una aplicación, obteniendo la 
configuración del dispositivo en que se realiza, y comparándola con los recursos disponibles en el 




Figura 1. Algoritmo de búsqueda de recursos 
 
Eliminar las carpetas con recursos contradictorios a la configuración del dispositivo. 
 
Coger el siguiente calificador con precedencia más alta, en la tabla que podemos encontrar 
en la Web de Android, mencionada anteriormente 
 
¿Está ese recurso en algún directorio? 




1. Eliminar las carpetas con recursos contradictorios a la configuración del dispositivo. 
 
2. Coger el siguiente calificador con precedencia más alta, en la tabla que podemos   
    encontrar en la Web de Android, mencionada anteriormente 
 
3. ¿Está ese recurso en algún directorio? 
-Si no es así, volver al paso 2.   - Si está, seguir con el paso 4. 
4. Eliminar los directorios que no contengan ese calificador. 
 
5. Repetir los pasos 2, 3 y 4 hasta que sólo quede 1 directorio. 
Además de este algoritmo, el sistema, más adelante, optimiza algunos aspectos, siempre en 
función de la configuración del dispositivo. 
UTILIZANDO LOS RECURSOS 
Una vez que se han creado todos los recursos, se puede referir a ellos a través de su identificador. 
Todos ellos están definidos en la clase R del proyecto. Ésta, se genera automáticamente al compilar, 
y contiene identificadores únicos, compuestos siempre por un tipo y un nombre, para cada recurso 
existente en el directorio res!. Hay 2 formas de acceder a ellos: 
 A  través  del  código,  como  una  subclase  de  R.  Se  puede  usar  un  recurso  pasando   
su identificador como parámetro de una función, siguiendo el patrón 
 
     [<package_name>.]R.<resource_type>.<resource_name> 
 
            que representan el paquete donde se encuentra el recurso (no es necesario poner nada si se            
            referencia desde el propio paquete), la subclase de R con el tipo y el nombre del recurso sin   
           su extensión, respectivamente. Este método se puede utilizar para establecer una imagen de   
          fondo, un layout para una pantalla o establecer el título de una actividad. Por ejemplo: 
 
      getWindow().setBackgroundDrawableResource(R.drawable.fondo) ; 
 Desde XML, usando la sintaxis correspondiente a la configuración del identificador del 
recurso.  
            Se pueden definir elementos o atributos de un fichero XML como referencia a ellos. La  




             que representan el paquete donde se encuentra el recurso (no es necesario poner nada si se                  
             referencia desde el propio paquete), la subclase de R con el tipo y el nombre del recurso sin  
            su extensión, respectivamente. Este método se puede utilizar para establecer el color de un   
           texto o qué debe mostrar, o incluso para crear alias. Por ejemplo: 
 





















Con esta última opción, se  puede establecer un atributo como referencia a un estilo 




Android está a disposición del usuario en muchas regiones y dispositivos diferentes. Lo ideal, es que 
las aplicaciones utilicen los textos, la moneda, los números… de acuerdo a donde se estén 
ejecutando. Todo eso se controla incorporando la mayor parte del contenido de la interfaz de 
usuario a los directorios de recursos (como hemos visto anteriormente), y manejando el 
comportamiento de la interfaz desde el código Java. Siempre que una aplicación se ejecute de forma 
“local”, y no haya definidos un texto   específico para ella, Android cargará el “string.xml” por 
defecto. Sin embargo, si no existe ese archivo, se mostrará un error y la aplicación no se ejecutará. 
 
La prioridad de los recursos en función de la localización es absoluta. Por ejemplo, si nos 
encontramos en Francia, y  tenemos un dispositivo que  soporta alta calidad de gráficos, dará 
prioridad al  directorio res/drawable-fr/, independientemente de  si  en  su  interior los  recursos 
definidos son para dispositivos que soportan exclusivamente gráficos de baja calidad, frente a un 
directorio denominado res/drawable-hdpi/, que inicialmente parecería más adecuado. 
 
Se debe saber que  los calificadores MCC y  MCN son una excepción y  son  siempre 
prioritarios, por lo que los recursos contenidos en semejantes carpetas serán cargados por delante 
de cualquier otro. En ocasiones es preciso crear un layout flexible, de tal modo que se adecúe a un 
contexto, pero que no se limite a él. Por ejemplo, si el entorno local es España, la agenda de 
contactos es preciso que tenga campos para nombre y 2 apellidos, sin embargo, si el entorno es 
Irlanda, sobraría uno de los huecos para los apellidos. Pues bien, la única solución para llevar a cabo 
esta situación no es duplicar los recursos, puesto que también se permite crear un único layout en el 
que un campo se active o desactive en función del idioma. Es decir, evaluando una condición sobre 
la configuración del dispositivo, y se recomienda esta opción por encima de crear más recursos. Se 
puede utilizar Android para buscar recursos locales, a través de la siguiente instrucción: 
 
String locale = 
context.getResources().getConfiguration().locale.getDisplayName(); 




P R O B A R A P L I C A C I O N E S L O C A L I Z A D A S 
Para probar cómo funcionarían aplicaciones en otra localización, se puede cambiar la configuración 
del emulador con adb shell, siguiendo éstos pasos: 
1. Elegir qué región se quiere simular y determinar su lenguaje y códigos de región, por 
    ejemplo fr de francés y CA de Canadá.  
2.  Lanza el emulador. 
3. Ejecuta mediante comandos, desde el ordenador que lanza el emulador, “abd Shell”, o 
    “adb —e Shell”, si existe un dispositivo adjunto. 
   
   4-   Una vez dentro, se debe ejecutar este comando: 
 
setprop persist.sys.language [language code];setprop 
persist.sys.country [country code];stop;sleep 5;start 
 
reemplazando los corchetes por los códigos apropiados (fr y Ca respectivamente, para este 
ejemplo). 
 
Estos pasos reiniciarán el emulador, y cuando se vuelva a ejecutar la aplicación, se hará 
sobre la nueva configuración. De hecho, cuando esté lista, se pueden publicar en el Market para 
diferentes localizaciones, ya sea con diferentes apk’s, o incluyendo todos los recursos en la misma. 
¿ E S T Á N T O D O S L O S R E C U R S O S B Á S I C O S N E C E S A R I O S E N L A 
A P L I C A C I Ó N? 
Una forma sencilla de comprobar si la aplicación tiene los recursos necesarios para ejecutarse, 
independientemente de la configuración consiste en establecer el emulador en una localización para 
la que la aplicación no tenga recursos definidos. Si al ejecutarla nos sale un mensaje de error, es que 
faltan los recursos por defecto, o no están bien definidos. 
TIPOS DE RECURSOS 
En Android existen varios tipos de recursos. A lo largo de este manual ya se han ido viendo, más o 
menos detalladamente, algunos de ellos. 






M E N U 
Este recurso define al Menú Principal, Menú Contextual y Submenú. 
- Localización: res/menú/nombre_del_archivo.xml 
 
- Referencia: R.menu.nombre_del_archivo (en JAVA) y 
[package:]menú.nombre_del_fichero (en XML). 
 
- Sintaxis (con todas las opciones): 
 






android:onClick=”method name” android:showAsAction=[”ifRoom” 
1 ”never” 1 ”withText” 1 












android:menuCategory=[”container” 1 ”system” 1 ”secondary” 
”alternative”] 
android:orderlnCategory=”integer” /> 
<group android:id=”@[+][package:]id/resource name” 
android:checkableBehavior=[”none” 1 ”all” 1 ”single”] 
android:visible=[”true” 1 ”false”] 
android:enabled=[”true” 1 ”false”] 
















1. <menu>: Requerido. Tiene que ser el nodo raíz e incluir el atributo xmlns:android 
    obligatoriamente. 
 
2. <ítem>: Tiene que ser el hijo de un elemento de tipo <menu> o <grupo>. Si     
    además contiene un elemento del 1er tipo, existirá un Submenú. 
 
3. <group>: Para crear una colección de elementos (de tipo <item>. Los contiene), que    
   pueden  compartir  unas  características.  Es  necesario  que  sea  hijo  de  un 
    elemento <menú>. 
R E S T O D E R E C U R S O S 
El recurso “Menu” es un ejemplo, escogido en este manual por su importancia y por haberse visto 
parcialmente con anterioridad, pero todos los demás tienen un comportamiento análogo. Aquí se 
detallan más brevemente: 
- Animation: Define animaciones predeterminadas. Las denominadas “Tween” se guardan en 
res/anim/ y son accedidas mediante la clase R.anim. Las “Frame” se almacenan en 
res/drawable/ y se accede a ellas desde R.drawable. 
 
Color State List: Define unos colores que cambian basándose en la “View”. Se guardan en 
res/color/ y se accede a ellos desde la clase R.color. 
 
Drawable: Define diferentes tipos de gráficos con Bitmaps o con XML. Son accedidos a 
través de R.drawable y almacenados en res/drawable/. 
 
Layout: Definen la estructura general de la interfaz de usuario. Se guardan en res/layout/ y se 
accede a ellos desde la clase R.layout. 
 
String: Define strings, arrays de strings y plurales, incluyendo formato y estilo de ellos. Se 
almacenan en res/values/ y se pueden acceder desde las clases  R.string, R.array y R.plurals 
respectivamente. 
 
Style: Define el aspecto y formato de los elementos de la interfaz de usuario. Se guardan en 
res/values/ y se accede a ellos desde la clase R.values. 
 
Otros: Definen valores tales como booleanos, enteros, dimensiones, colores u otros arrays. 
Todos ellos se almacenan en res/values/, pero cada uno se accede desde subclases de R 
únicas, tales como R.bool, R.integer, R.dimen, etcétera. 
Android permite definir recursos que se ajusten a diferentes configuraciones en 
diferentes dispositivos. A la hora de ejecutar una aplicación, sólo se utilizarán los 
adecuados y necesarios en función de cada situación. El resultado de ello es una 
optimización en la relación esfuerzo-calidad, para cada dispositivo. 
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Manuel Báez —  Jorge Cordero —  Miguel González 
INTRODUCCIÓN 
Hay cuatro maneras de almacenar los datos en Android, usaremos una u otra dependiendo de la 
función que tengan dichos datos.   Es importante destacar que los datos de cada aplicación son 
privados a dicha aplicación, pero tenemos la posibilidad de compartirlos si así lo deseamos, como 
veremos más adelante. 
 
Tenemos cuatro tipos de datos distintos, en función de lo que queramos almacenar. Dichos 
tipos son: 
 
• Preferencias: Conjunto de datos, clave/valor 
• 
Archivos locales: Almacenamiento interno y externo (SD)  
• 
Archivos locales: Almacenamiento interno y externo (SD) 
• Base de datos: SQLite 
• Proveedores de contenidos: Único mecanismo para compartir datos, no se trata con ellos 
directamente. 
PREFERENCIA S COM PARTID AS 
 
Tenemos a nuestra disposición un tipo de datos llamado Preferencias. Estas Preferencias, son una forma 
ágil para poder guardar datos simples de la aplicación. Estos datos son un conjunto clave/valor que 
perdura después de que la aplicación se cierre, por lo que es principalmente útil para guardar, como 
su nombre indica, las preferencias de una aplicación. 
 
Por ejemplo guardar el idioma, configuraciones de sonido de la aplicación, fuentes, colores, 
etc. Los datos que permite guardar son primitivos y se invocan con los siguientes métodos putInt(), 
putBoolean(), putFloat(), putLong(), putString(), putStringSet() de la forma (String key, tipo value). 
 
SharedPreferences 
Ahora vamos a ver cómo guardar los datos de las preferencias y cómo acceder a ellos al inicializar la 
aplicación. 
Para ello utilizaremos una clase que hereda de PreferenceActivity, la cual guarda en un xml las 
preferencias de la aplicación que, en principio, serán cargadas cuando la iniciemos y guardadas 
cuando la cerremos. Dicho xml se  guarda en SharedPreferences. Es importante destacar que 
podemos tener una colección de preferencias, para ello tendremos que asociarles un identificador. 










Vamos a ver primero cómo guardar los datos. Tenemos a nuestra disposición para ello los 
métodos onSaveInstance() o onStop(), éste último será el que usemos para el ejemplo. Ambos se 
invocan antes de cerrar la aplicación, siempre y cuando se cierre de manera correcta. 
 
Para guardar los datos seguiremos el siguiente patrón: 
 
1. Llamamos a edit(void) para editar las preferencias con SharedPreferences.Editor. 
Añadimos valores con los métodos put anteriormente nombrados. 
Actualizamos los nuevos valores usando commit(void) 
2. 
3. 









                
 
               
               






Por ahora que sabemos modificar las preferencias en código, vamos a ver cómo hacer nuestras 
preferencias en xml. Dichos xml se almacenan en /res/xml, y pueden constar de los siguientes 
tipos de opciones: 
 
1.CheckBoxPreference: Check, valor ooleano. 
 
2. EditTextPreference: Cadena de texto. 
 
3. ListPreference: Lista de selección única. 
 
4. MultiSelectListPreference: Lista de selección múltiple. 
Cuando hayamos definido nuestras preferencias, tendremos que implementar una nueva 



















            






También tendremos que añadirla al Manifest como actividad, para ello bastará con añadir el 
siguiente código en el Manifest. 
ARCHIVOS LOCALES 
 
A la hora de guardar distintos tipos de datos, que no se ajusten al patrón clave/valor de las 
preferencias, tendremos que guardarlos como archivos locales, dichos archivos, por defecto, no son 
accesibles desde otras aplicaciones, regulado por permisos Unix. El acceso es parecido al de Java 
estándar,  debemos  crear  tanto  input  stream  como  output  stream.  Puede  soportar  solamente 
archivos creados en la carpeta de la aplicación. Por lo que necesitamos saber dónde están 





pudiendo en las últimas versiones almacenarlo en la SDCard. Es importante ser conscientes de que 
algunos dispositivos tienen una memoria interna limitada, por lo que no deberíamos de abusar de 




Para empezar vamos a ver cómo crear los output stream y los input stream, hay que destacar que en 
el output stream tenemos que seleccionar el modo de acceso, que puede ser: 
 
1. MODE_PRIVATE(por defecto) acceso privado desde nuestra aplicación. 
 
2. MODE_APPEND para poder añadir datos a un fichero existente. 
 
3. MODE_WORLD_READABLE para permitir lectura a otras aplicaciones. 
4. MODE_WORLD_WRITABLE para permitir escritura a otras aplicaciones. 
A continuación veremos cómo crear los output: 
 
          
                
 




Ahora para los input hay que tener en cuenta que solamente podremos leer aquellos 
ficheros para los que tengamos permisos, el código viene detallado a continuación. 
            
 




       








Otra forma de almacenar datos en la memoria interna es almacenarlo como recurso en la carpeta 
“/res/raw” de nuestro proyecto, en eclipse dicha carpeta no se crea por defecto, tendremos 
que crearla. Es importante destacar que este método de almacenamiento es útil para ficheros que 
no vamos a modificar, ya que posteriormente serán de solo lectura. La forma de acceder a  
dichos 
archivos viene detallada a continuación. 
MEMORI A EXTERNA 
 
La última alternativa para almacenar archivos locales será la de guardarlos en la memoria externa, 
que generalmente será una tarjeta de memoria SD. Es importante destacar que en el caso de la 
memoria externa, y al contrario que con la memoria interna, puede no estar disponible ya sea 
porque no está presente o porque el dispositivo no la reconoce. Para ello tendremos que 
cercionarnos de que está disponible antes de utilizarla como sistema de almacenamiento, con ese fin 
usaremos el método getExternalStorageStatus() que nos devuelve el estado de la memoria externa. 
Según queramos leer o escribir en ella los estados que nos interesarán son MEDIA_MOUNTED 
que nos dice que podemos escribir y leer en ella o MEDIA_MOUNTED_READ_ONLY que nos 
dice que está disponible con permisos de solo lectura. 
El siguiente fragmento de código nos muestra una forma sencilla de verificar el estado de la 















Ahora que sabemos el estado de la memoria externa y tenemos permisos vamos a ver la 
ruta absoluta de la tarjeta de memoria. Para ello usaremos el método getExternalStorageDirectory() 
que nos devolverá un File, ahora ya podremos crear un fichero en la dirección de dicho File como 
mostramos a continuación. 
           
 
 































                           




BASES DE DATOS: SQLITE 
Android tiene integrado en el propio sistema una API completa que nos permite manejar BBDD en 
SQLite. SQLite es un motor de bases de datos que se ha ido popularizando en los últimos años 
dado que maneja archivos de poco tamaño, no necesita ejecutarse en un servidor, cumple el 
estándar SQL-92 y, además, es de código libre. 
 
El conjunto de la base de datos (definiciones, tablas, índices, y los propios datos), son 
guardados como un único fichero en la máquina host. Este diseño simple se logra bloqueando todo 
el fichero de base de datos al principio de cada transacción. Esta es, al mismo tiempo, su gran 
virtud y su mayor inconveniente, ya que gracias a ello dispone de unas latencias muy bajas, pero 
también impide el acceso múltiple a la base de datos. 
Centrándonos en el lenguaje que abordamos en este tutorial, la manera más fácil de acceder 
a la información de una base de datos local es creando una clase que herede de SQLiteOpenHelper 
sobre la cual tendremos que adaptar/sobreescribir  los métodos proporcionados para obtener la 
funcionalidad con la base de datos deseada. Básicamente en esta clase definimos los atributos de 
nuestra base de datos y el comportamiento ante creación y actualización de la misma. Los métodos 
que deberemos sobrescribir serán onCreate() y onUpgrade(), además de la constructora, donde 
podremos incluir todo lo que creamos necesario. 
A modo de ejemplo, vamos a crear una base de datos de una entidad Domicilio que 
incluirá como atributos: calle, ciudad, CP y número. Así pues crearíamos la clase 
DomicilioSQLiteHelper: 






Cabe mencionar cuando se usarán los dos métodos anteriores, el método onCreate() se 
ejecutará de maneara automática cuando se necesite crear la base de datos, lo que se reduce a 
cualquier llamada o referencia a la base de datos mientras esta todavía no exista. Y el método 
onUpgrade() que también será llamado automáticamente cuando se produzca un cambio en la 
estructura de la base de datos, como podría ser la inclusión/eliminación de un campo en una tabla, 
en el código de ejemplo anterior hemos simplemente borrado la tabla anterior y creado una tabla 
nueva vacía, sin embargo, en la mayoría de los caso es necesario migrar los datos del modelo 
anterior al nuevo. 
 
Teniendo nuestra clase heredada SQLiteOpenHelper, estamos en disposición de utilizar los 
métodos getReadableDatabase() o getWritableDatabase() para acceder a la base de datos en modo 
lectura o lectura/escritura.  Veamos un ejemplo simple en el que abramos la base de datos para 
escritura y creemos un par de registros: 










Pese a haber aparecido antes, no se ha comentado el uso del método execSQL(String 
query). Como el lector habrá podido imaginar, este método recibe Strings de los query que se 
pueden ejecutar sobre la base de datos y los ejecuta. La intención de este tutorial, no es ni mucho 
menos enseñar la utilización de bases de datos con el estandar de SQLite, para obtener información 





A pesar de lo citado anteriormente, para no quedarnos sólo con estas breves pinceladas 
sobre la sintaxis de SQLite, estas son las funcionalidades más comunes de una base de datos en 
modo escritura: 
 
•  Insertar un registro 
 
db.execSQL(”INSERT INTO Usuarios (usuario,email) VALUES (’usul’,’usul@email.com’) ”); 
 
•  Eliminar un registro 
 
db.execSQL(”DELETE FROM Usuarios WHERE usuario=’usul’ ”); 
 
• 












db.execSQL(”UPDATE Usuarios SET email=’nuevo@email.com’ WHERE usuario=’usul’ ”); 
 
Ahora vamos a crear otro código en el que mostremos las funcionalidades de los cursores. 
Los cursores simplemente nos servirán para recorrer el resultado de una base de datos como si un 
iterador se tratase. Tratamos de ejecutar algunas querys sobre la clase domicilio, para ello, los 







                      
                      







Los Content Providers son el mecanismo que tiene Android para comunicar datos entre distintas 
aplicaciones. Funcionalmente suelen ser muy parecidos a las bases de datos en SQLite que hemos 
comentado en el punto anterior. El propio Android trae (desde sus versiones 2.0+) incluidos la 
agenda ,los SMS y el listado de llamadas mediante el método de los Content Providers, simplemente 
una aplicación debe acceder a la URI donde tenemos el Content Provider y una vez tengamos 
acceso pedirle los datos que necesitemos. 
Al igual que para las bases de SQLite para los Content Providers deberemos crear una clase 
que herede de ContentProvider y declararla en el manifest. 
La facilidad de su uso reside en tener una base de datos que realice las mismas funciones 
que los métodos que tenemos que sobreescribir, para llamarlos basta con hacer un buen uso de las 











               





























          




            






    




DATOS EN RED 
 
A pesar de lo que hemos comentado sobre SQLite anteriormente, muchas son las aplicaciones que 
necesitan la integración con una base de datos existente en red como un MySQL. La diferencia 
principal respecto a los datos que podríamos manejar con SQLite reside en que estos datos se 
guardaban en un archivo de forma local mientras que con las BBDD que podemos manejar a través 
de la red tenemos cambios de otros usuarios de manera inmediata. 
 
La mejor forma de conectar nuestro terminal con una base de datos de manera remota es 
mediante el uso de un servicio web. Para nuestro tutorial, explicaremos como crear de manera 
sencilla un servicio web en php que nos proporcione datos desde una base de datos MySQL y 
como interactuar desde Android con ese servicio. Este tipo de servicio es simplemente un ejemplo, 
si el lector conoce o prefiere utilizar cualquier otro tipo de lenguaje en la creación del servicio web 
es una opción totalmente válida, pero a modo de seguir acorde con el nivel del tutorial lo crearemos 
en php ya que es un lenguaje muy sencillo para el manejo de bases de datos que esperemos sea de 
gusto del lector. 
A modo de ejemplo vamos a crear una base de datos que tenga una única tabla que 
contenga los datos de una persona. A cada persona le vamos a dar los atributos DNI, nombre, sexo 
y fecha de nacimiento. Entramos en la consola de SQL de nuestro servidor y escribimos: 
Hasta aquí tendríamos creada ya en la base de datos la entidad persona, vamos ahora a 




















                                
 
 
    
 






Ahora con nuestra base de datos terminada, vamos a crear uns servicio web obtenga todos 
los datos de la tabla. Obviamente el servicio web aceptará cualquier sintaxis y restricción que le 
pidamos como al propio SQL (Where, Grouopby, limit ,sort....) 
Publicamos en la web el código anterior y lo renombramos a “personas.php”. Recordar que 
los datos de la conexión especificados por ”host”,”username”,”password”, deberán corresponder 
con los de la base de datos que el usuario requiera para su aplicación. En el código anterior, 
simplemente hemos lanzado  una query que nos devuelva todos los datos de la tabla persona y 
después hemos ido creando un array que contenga cada entrada a la propia tabla. Como se puede 
observar, al final siempre cerramos la conexión, pero antes de ello hemos escrito 
print(json_encode($output)); para poder obtener los datos como salida en el estandar JSON. 
JSON (JavaScript Object Notation) es un lenguaje de etiquetas como XML que se utiliza 
como sustituto para intercambio de contenidos dada su sencillez permite crear parsers mucho más 
sencillos que en XML. La estructura que nos devolvería JSON para el ejemplo anterior sería: 





                      


















Después de todo esto, ahora sí volvemos a Android. Lo primero que vamos a hacer es 
introducir en el Manifest permisos para que la aplicación pueda acceder a Internet, de esta forma 
podremos concertar con nuestro servicio Web: 
 
<uses-permission android:name=”android.permission.INTERNET” 1> 
 
Ahora vamos a crear una función que consiga conectar con el servicio web y pueda 
enviar/recibir datos: 









                      






Así obtendremos los valores en las variables DNI, nombre, sexo y fechaNac del contenido 
de la tabla que nos ha proporcionado el servicio Web. Con ello ya podremos usarlas en nuestra 
aplicación, mostrarlas en un ListView o todo aquello que veamos necesario. 
               
 
  




Ahora bien, hasta lo que hemos visto, solo podemos pedirle al servicio Web datos pero 
¿qué pasa si queremos introducir algún tipo de información? La respuesta es muy sencilla en php 
una de las cosas más comunes es pedir el usuario y la contraseña para acceder a la base de datos, o 
simplemente los datos a introducir en un insert o cualquier otro dato que necesitemos desde php. 
Para obtener datos externos desde PHP utilizamos $_REQUEST: 
Para introducir estos datos desde Android también es muy sencillo, sirviéndonos como 












                      










6. MAPAS Y GPS 
 
Álvaro Borrego —  Francisco Hernández —  David Palomero 
USO DE MAPAS 
 
Para poder usar los mapas, Android provee de una librería externa que se encuentra en el paquete 
com.google.maps 
¿CÓMO OBTENER LA API KEY PAR A USAR GOOGLE MAPS? 
 
Para poder acceder a los datos desde el MapView es necesario registrarse en el servicio de Google 
Maps y aceptar los términos de uso. Obtendremos una clave alfanumérica que nos dará acceso. 
El registro para obtener la clave consta de dos partes: 
 
1.   Registrar la huella digital MD5 de la aplicación para que pueda acceder a los datos de 
Google Maps. 
 
2.   Agregar una referencia a la clave en cada MapView (en el XML o en código). 
I N F O R M A C I Ó N G E N E R A L 
Para asegurar que los aplicaciones utilizan los datos de manera adecuada, el MapView necesista una 
clave para poder usar la API. Esta clave es una secuencia alfanumérica que identifica la aplicación y 
el desarrollador. Sin esta clave, el MapView no podrá descargar los datos de los mapas. 
Cada ApiKey de Google Maps es el único asociado a un certificado en concreto. Y cada MapView 
debe hacer referencia a un clave de la API (ApiKey). 
Varias vistas Map puede referirse al mismo o distintos si se han registrado varios certificados a la 
misma aplicación. 
¿C Ó M O OBTENER L A HUELLA DIGITAL MD5 DEL 
CERTIFICADO? 
Para generarla necesitamos usar la herramienta keytool del SDK de java. Los parámetros para el 
keytool se muestran en la siguiente tabla: 






Tabla 1. Parámetros de Keytool 
La siguiente figura muestra un ejemplo de la obtención de la clave. 
 
 
Figura 1. Ejemplo de la obtención de la clave 
 























R E G I S T R A R L A H U E LL A M D 5 E N E L S E R V I C I O D E G O O G L E 
M A P S 
Cuando la tengamos, accedemos a la siguiente dirección Web: 
http://code.google. com/android/maps-api-signup.html 
Una vez en la página, leemos las condiciones, pegamos la huella digital, y generamos la clave. 
 
 
Figura 2. Registro huella MD5 en Google Maps 









Figura 3. Api de Google Maps 
 
A Ñ A D I R L A C L A V E D E L A P I D E A N D R O I D M A P S A N U E S T R A 
AP L I C A C I Ó N Y A Ñ A D I R L A AL LA Y O U T 
Al generar nuestra clave, ya hemos visto como añadirla desde el XML del layout: 
<com.google.android.maps.MapView  
 android:layout_width=”fLLL_parent”  
 android:layout_height=”wrap_content”  
 android:enabled=”true”  
 android:clickable=”true”  






 1>  
Pero si quisiéramos añadirla desde una actividad, el código sería el siguiente: 
 
       MapView mMapView = new MapView(thiS, “example_Maps_ApiKey_String“); 
 
P A S O S F I N A L E S P A R A H A B I L I T A R E L U S O D E L M A P V I E W 
Hay que añadir la referencia a la librería externa com.google.android.maps en el Manifest. Será un 
hijo del elemento <applicationd>: 
<?xml version=”1.O” encoding=”utf-B”?>  
<manifest xmlns:android=”http://schemas.androLd.com/apk/res/androLd”  
      package=”es.ucm.fdL.LocaLyza”  
      android:versionCode=”1”  
      android:versionName=”1.O”>  
...  
    <application android:icon=”@drawabLe/Lcon”   
 android:label=”@strLng/app_name”  
 android:theme=”@styLe/OrangeTheme”>  
<uses-library android:name=”com.googLe.androLd.maps” 1>  
        




Cuando la aplicación esté lista para ser distribuida en el Market, debermos modificar la 
clave de los mapas por la generada con el keystore con el que hemos firmado nuestra aplicación. 
M O S T R A R E L Z O O M V I E W 
Para  añadir  los  controles  de  Zoom,  solamente  tenemos  que 
displayZoomControls: 
 
private MapView mapa; 
mapa = (MapView)findViewByld(R.id.mapa); 
mapa.displayZoomControls(true); 
 
Y con la siguiente función, se hace zoom o se aleja el mapa: 
 
public boolean onKeyDown(int keyCode, KeyEvent event) 
{ 











return super.onKeyDown(keyCode, event); 
llamar a la función 
} 
 
C A M B I A R L A S V I S T A S D E L M A P A 





















S I T U A R L A P O S I C I Ó N D E L M A P A E N U N P U N T O C O N C R E T O 
Se  define  la  longitud  y  latitud,  creamos  un  GeoPoint,  y  mediante  el  MapController 
posicionamos la vista en las coordenadas. 
 
mapa.setBuiltlnZoomControls(true); 
Double latitud = 40.452723*1E6; 
Double longitud = _3.733253*1E6; 
GeoPoint loc = 
new GeoPoint(latitud.intValue(), longitud.intValue()); 
MapController controlMapa = mapa.getController(); 
controlMapa.animateTo(loc); 
A Ñ A D I R C A P A S A L O S M A P A S 
 
Primero se define la capa Overlay que pintará el icono. 
 








Y se redefine el método draw: 
 





el geopoint a pixeles--- 
Point screenPts = new Point(); 
mapView.getProjection().toPixels(loc, screenPts); 
 
//--- añadimos el marcador--- 
Bitmap bmp = BitmapFactory.decodeResource( 
getResources(), R.drawable.poLnt_mor); 
 




Ahora, solo falta crear una lista de MapsOverlays e indicar sobre que mapView ha de pintarse: 
 
//---Añadimos el marcador de la localización--- 
 
MapOverlay mapOverlay = new MapOverlay(); 


































Actualmente, existe una gran cantidad de aplicaciones basadas en localización, y día a día siguen 
aumentando. Actualmente, existen treinta y un satélites sin nada mejor que hacer que proveernos de 
estos servicios. 
 
S O L I C I T U D E S D E P E R M I S O S 





O B T E N I E N D O L A S A C T U A L I Z A C I O N E S D E L A L O C A L I Z A C I Ó N 
Para obtener la localización en Android funciona por medio de la devolución de la llamada. Lo 
recibimos   por   medio   de   las   actualizaciones   del   LocationManager,   llamando   al   método 
requestLocationUpdates, y pasándole un LocationListener. 
 
// Obtención de una referencia al LocationManager 
LocationManager locationManager = (LocationManager) 
this.getSystemService(Context.LOCATION_SERVICE); 
//Definición del listener que responde a las actuzalizaciones 
de la localización. 
LocationListener locationListener = new LocationListener() { 
public 
Bundle extras) {} 
void onStatusChanged(String provider, int status, 
public void onProviderEnabled(String provider) {} 
public void onProviderDisabled(String provider) {} 
public void onLocationChanged(Location location) { 
//Que hacer con la nueva localización 
} }; 
// Registrar el listener con el LocationManager para recibir 
actualizaciones 
locationManager.requestLocationUpdates(LocationManager.NETWORK_PROVIDE 
R, 0, 0, locationListener); 












Los otros dos parámetros son: 
• minTime: es el minimo intervalo de tiempo para las notificaciones en milisegundos. Se usa 
para evitar hacer demasiadas peticiones al servicio de localización y ahorrar batería. 
minDistance: el minimo intervalo de distancia para las notificaciones, en metros. • 
Para  detener  las  actualizaciones,  tenemos  que  eliminar  el  listener  que  previamente  habíamos 
indicado al LocationManager: 
locationManager.removeUpdates(locationListener); 
O B T E N E R L A Ú L T I M A L O C A L I Z A C I Ó N C O N O C I D A 
En ocasiones, podemos querer una rápida localización y en un primer instante, puede ser útil 
utilizar las últimas coordenadas válidas. Podemos obtenerlas de la siguiente forma: 
 
locationProvider = LocationManager.NETWORK_PROVIDER; 
Location lastKnownLocation = 
locationManager.getLastKnownLocation(locationProvider); 
GEOCODER 
Es una clase que permite transformar una dirección o descripción de un lugar en las coordenadas 
(longitud y latitud). La geo codificación inversa es el proceso de transformar las coordenadas en una 
dirección parcial. La cantidad de detalles obtenidos puede variar según el lugar. 
¿ C Ó M O O B T E N E R E L L U G A R A P A R T I R D E U N A S 
C O O R D E N A D A S ? 
Geocoder gc=fleW Geocoder(getApplicationContext()); 
 
List<Address> address= gc.getFromLocation (latitude, longitude, 
maxResults); 
¿ C Ó M O O B T E N E R L U G A R E S A P A R T I R D E U N A D E S C R I P C I Ó N ? 
Geocoder gc=fleW Geocoder(getApplicationContext()); 
List<Address> address=gc.getFromLocationName(locationName, 
maxResults); 












Manuel Báez —  Jorge Cordero —  Miguel González 
M EN SA J E S D E T E X TO 
La posibilidad de enviar y recibir mensajes de texto provocó una revolución en los teléfonos 
móviles, siendo una de las principales formas de comunicación durante la primera década del SXXl 
hasta la llegada del internet móvil. Como es de esperar Android nos da la posibilidad de enviar 
SMS. El encargado de ello es el Android.telephony.SmsManager que soporta tanto GSM(Groupe 
spéciale mobile) como CDMA(Code Division Multiple Access). 
 
Dicha clase tiene únicamente cinco métodos públicos que son los siguientes. 
 





Su función es la de recibir como parámetro un String text y convertirlo en un ArrajList de 
Strings. El tamaño de estos Strings será menor o igual al máximo permitido por un SMS 
 
 static SmsManager getDefault() 
  
Devuelve la instancia por defecto de SmsManager 
 
 void sendDataMessage(String destinationAddress, String scAddress, short destinationPort, 




Es el método que se encarga de enviar el SMS. Le pasamos como parámetro la dirección de 
destino, el puerto de destino, el SMS en sí y dos Pendinglntent que sirven para el envío y el acuse de 
recibo. 
 
  void sendMultipartTextMessage(String destinationAddress, 
ArrayList<Pendinglntent> 
String scAddress, 
sentlntents, ArrayList<String> parts, 
ArrayList<Pendinglntent> deliverylntents) 
 
En el caso de tener un SMS de longitud mayor que lo permitido para uno tendremos que 
usar este método. Su funcionamiento es el mismo que el de sendDataMessage, la diferencia es que hay 




 void    sendTextMessage(String   destinationAddress,   String    scAddress,    String    text, 
Pendinglntent sentlntent, Pendinglntent deliverylntent) 
 
Vamos a ver ahora como enviar un SMS sirviéndonos de dichos métodos. 
 
Empezamos suponiendo que tenemos ya el texto que queremos enviar en un String text y 
el número al que lo queremos enviar en un String phoneNumber, también necesitaremos un 
Pendinglntent que lo obtendremos del siguiente modo: 
 
Pendinglntent pi = Pendinglntent.getActivity(this, O, new lntent(this, SMS.class), O); 






Ahora vamos a utilizar SmsManager.getDefault() para tener la instancia por defecto de 
SmsManager que llamaremos sms. 
 
Tenemos dos opciones ante nosotros, que el texto quepa en un SMS o que no, en el caso 
de que quepa, la solución es más sencilla, solamente tendremos que llamar a 
sms.sendTextMessage(phoneNumber, null, text, pi, null) como podemos apreciar hemos dejado el 
campo de scAddress como null, para que tome un valor por defecto y el de deliverylntent también. 
 
En el caso de que text no quepa en un único SMS tendremos que dividir el texto del SMS 
en varios mensajes, para ello utilizaremos el método sms.divideMessage(text) y guardaremos el 
resultado obtenido en arrayText. Ahora procederemos a enviar el mensaje al número deseado, en 
este caso usaremos el método sms.sendMultipartTextMessage(phoneNumber, null, arrayText, pi, 
null) y ya habremos enviado el mensaje múltiple. 
Es importante destacar que en el caso de los sms y mms, al ser información que ha de ser 
accesible desde cualquier aplicación, es necesario que se almacenen como Content Providers, y 
desde la versión 2.0+ es así. Están almacenados en       la       ruta 
/data/data/com.android.providers/telephony/databases/mmssms.db,   y   podemos   ver   cómo 
acceder a ellos en el punto del manual de los Content Providers. 




















                          
 




LLAMADAS A TELÉFONO 
La razón por la que se crearon los teléfonos móviles era la de poder tener una línea no fija desde la 
que  pudiéramos hacer llamadas desde cualquier punto, siempre y  cuando haya cobertura por 
supuesto, sin necesidad de cables ni nada por el estilo. Por ello es lógico suponer e incluso obvio 
que Android nos de la posibilidad de llamar desde una aplicación propia. A continuación vamos a 
ver cómo realizar dichas llamadas. Para poder explicarlo primero tendremos que explicar qué es un 
Intent y cómo usarlos con un startActivity. 
 
Un Intent (intento) es un paquete, dicho paquete contiene información del componente 
que reciba el intento.  La constructora de Intent que vamos a utilizar en este caso es de la forma 
Intent(String action, Uri uri) siendo el primer argumento, action, la acción a realizar y el segundo, 
uri, el dato sobre el que realizar dicha acción. Por su parte startActivity(Intent), hay otras formas de 
llamar a startActivity pero la que nos interesa es ésta, lo que hace es intentar ejecutar la actividad 
determinada por Intent, poniéndola en la cima de la pila de actividad. 
A continuación tenemos un fragmento de código que lo que muestra un AlertDialog 
cuando pulsamos sobre un contacto, el cual recibimos por parámetro en este método. Dicho 
AlertDialog tiene varias opciones de contacto entre ellas está la de “Llamar” cuyo código está 





















                  
 






Registro de llamadas (CallLog) e información de las llamadas. 
 
Para obtener la lista de llamadas tendremos que llamar al android.provider.CallLog el cual 
se encarga de guardar un registro de las llamadas tanto recibidas como realizadas. Algunos campos 
importantes del registro CallLog son: 
Código ejemplo: Consulta de llamadas salientes de duración superior a O segundos. 








         
 











      






ACCEDER A LA AGENDA 
Accedemos a la agenda mediante la clase android.provider.ContactsContract, Disponible desde la 
versión 2.0+ (APl  Level 5). Para poder acceder a los contactos debemos añadir permisos a la 
aplicación en el archivo AndoridManifest.xml. 
Para   obtener   datos   de   la   agenda   de   contactos   almacenamos   una   instancia   del 
ContentResolver y sobre este ejecutamos query(). La llamada al método query() tiene como primer 
argumento la URl  que identifica el conjunto de datos sobre el que queremos ejecutar la query. 
Como segundo argumento se introduce un array con las columnas que queremos obtener. 
Adicionalmente se pueden añadir condiciones a la consulta y el orden en el queremos que devuelva 
los resultados. A continuacón un método que obtiene informacion de los contactos y la devuelve en 
un array con el nombre y número de los contactos que tienen número de móvil. 
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Los sensores utilizados por una aplicación deberán de estar declarados en el 
AndroidManifest.xml haciendo uso de la etiqueta <uses-feature> para que la aplicación pueda 
hacer uso de ellos. Está información es utilizada por el Android Market para saber si una aplicación 
es compatible con un dispositivo concreto. 
Por ejemplo si la aplicación que queremos desarrollar necesita usar el acelerómetro, 
incluiremos una linea en el AndroidManifest.xml e indicaremos que es requerido (atributo 
android:required) como se muestra en el siguiente código. 
Código de AndroidManifest.xml 
... 
 
<uses-feature android:name=“android.hardware.sensor.accelerometer“ android:required=“true“ /> 
 





El atributo android:required está por defecto a true, por lo que si no lo incluimos Android 
entenderá que el hardware indicado será necesario para la aplicación como sucede con la cámara en 
el código anterior. 
 
































                                    






Para hacer uso de un sensor hay que implementar la clase SensorEventListener y obtener 
una instancia del SensorManager. Esta instancia la utilizaremos para indicar que queremos registrar 
los cambios del sensor mediante el metodo registerListener(SensorEventListener listener, Sensor 
sensor, int rate, Handler handler) del SensorManager. El primer argumento de este método es la 
instancia de la clase que implementa la interfaz Sensor EventListener. El segundo parámetro es el 
sensor que queremos registrar. El último parámetro es para indicar la frecuencia ideal con la que 
nos gustaría registrar el sensor, la cual puede no corresponder con la real. 
 
Una vez indicado al SensorManager que sensor vamos a registrar disponemos de dos 
métodos para manejar los eventos registrados: 
 
•    public void onAccuracyChanged(Sensor sensor, int accuracy) 
 
•    public void onSensorChanged(SensorEvent event) 
 
Una vez queramos dejar de registrar los cambios en los sensores debemos llamar a la 
función unregisterListener(SensorEventListener listener) de la instancia del SensorManager. 
 























Ejemplo de código: 
 
public class miActividad extends Activity implements SensorListener { 
SensorManager miSensorManager = null; 
//... resto de código 
@Override 
public void onCreate(Bundle savedlnstanceState) { 
super.onCreate(savedlnstanceState); 
//... resto de código 
 
//Obtenemos la instancia del SensorManager 





public void onSensorChanged(SensorEvent event) { 
if (event.getType() == Sensor.TYPE_ACCELEROMETER) { 
//Tratamiento del evento si es 
 
} 









protected void onResume() { 
super.onResume(); 







protected void onStop() { 
//D 












Android es un sistema operativo para dispositivos móviles, donde el puntero clásico de los sistemas 
operativos convencionales pasa a ser el contacto táctil del usuario en la pantalla. Podemos ver que 
algunas aplicaciones tienen funcionalidades distintas cuando un usuario toca la pantalla, incluso 
variando en función de la duración o forma de dicho toque. Ésto es lo que se llama  un gesto en 
Android y vamos a ver cómo implementarlos. 
 
Estos gestos dan a Android un gran potencial a la hora de poder realizar un gran abanico 
de acciones con un escaso número de gestos, hay aplicaciones que su única funcionalidad consiste 
en ahorrarnos tiempo haciendo que ciertos gestos se conviertan en una especie de accesos directos. 
Incluso hay un teclado llamado Swype que es un teclado mediante gestos haciendo que sea mucho 
más ágil que un teclado tradicional. 
 
Hay varios tipos de gestos que podemos capturar, para ello tendremos que utlizar 
GestureDetector.OnGestureListener que nos notificará cuando salta un evento dentro del listener. 
Tendremos a nuestra disposición los siguientes subtipos del listener: 
 
Métodos: 





























public class ContactosActivity extends Activity { 
 
private static final int SWIPE_MIN_DISTANCE = 120; 
 
private static final int SWIPE_MAX_OFF_PATH = 250; 
 
private static final int SWIPE_THRESHOLD_VELOCITY = 200; 
 
private ContactArrayAdapter listAdapter = null; 
private GestureDetector gestureDetector = null; 
private ContactosActivity actividad = null; 
//private ProgressDialog progressDialog = null; 
 




public boolean onFling(MotionEvent e1, MotionEvent e2, float velocityX, 
float velocityY) { 
Intent intent = new Intent(ContactosActivity.this, GruposActivity.class); 
 






// right to left swipe 
 
else if (e1.getX() - e2.getX() > SWIPE_MIN_DISTANCE 
 
&& Math.abs(velocityX) > 
SWIPE_THRESHOLD_VELOCITY) { 
 












public boolean onDown(MotionEvent e) { 
 
return true;}}} 
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MULTIMEDIA EN ANDROID 
Hoy en día, los dispositivos móviles no solo se usan para hablar y mandar mensajes de texto. La 
gran  mayoría  de  los  mismos  permiten, grabar  y  reproducir audio  y  video,  así  como  realizar 
fotografías. En este tema, se intenta presentar todas las posibilidades mencionadas anteriormente, 
proporcionadas por Android, así como dar a conocer algunos ejemplos de implementación de 
pequeñas funciones para reproducir audio o hacer fotografías. 
 
El  Frameworkl    proporcionado  por  Android  para  multimedia,  permite  capturar  y 
reproducir audio, vídeo o imágenes en los formatos más comúnmente usados, pudiendo interactuar 
con archivos contenidos en el propio terminal Android, con archivos externos al dispositivo, o con 
aquellos dispuestos a través de Internet. Para la reproducción utiliza MediaPlayer o JetPlayer, siendo 
MediaRecorder el usado para grabar audio o vídeo, o hacer fotografías a través de la cámara del 
terminal. Android soporta varios formatos de audio, video e imágenes. Algunas de ellas como mp3, 
midi y flac para audio; 3gp y mpeg para videos; y jpg y png entre otros para imágenes. 
REPRODUCCIÓN DE AUDIO 
En  la  reproducción  de  audio,  Android  proporciona  sus  propias  clases  destinados  a  ello.  A 
continuación, se describirá como usar la clase “MediaPlayer“ para programar en nuestra propia 
aplicación y así crear un reproductor propio. 
 
Para poder usar la clase “MediaPlayer“, primero hay que especificar los permisos necesarios 
para que no dé problemas a la hora de compilar el programa. Para ello, en el AndroidManifest se 
incluye lo siguiente: 
 
<uses-permission android:name=“android.permission.INTERNET“ /> 
 
Esto permitirá la conexión a Internet en el caso de que se reproduzca audio o video 
extraído de la web. Para llevar un mejor manejo de la reproducción, se puede incluir un par de 
botones como son “start“ y “pause“ 
(l)  Framework es un término que significa “marco”. Es decir, proporciona un conjunto de funciones para 
implementar  aplicaciones con características semejantes. 






Si además se  quiere poder reproducir multimedia con el dispositivo en suspensión o 
bloqueado (usando los métodos setScreenOnWhilePlaying() o setWakeMode() que más adelante 
serán explicados), se añadirá la línea: 
 
<uses-permission android:name=”android.permission.WAKE_LOCK” /> 
 
Como ya se ha indicado antes, MediaPlayer permite reproducir audio o video desde 
diferente puntos: 
Recursos locales (los cuales se encontrarán guardados en la carpeta ”raw” del proyecto). • 
URI interna (Identificador Uniforme de Recurso en inglés, ya sea guardado en el 
dispositivo o en una tarjeta SD). 
• 
URL externa (obtenida de una página web). • 
Figura 1. Funcionamiento de la clase MediaPlayer 
 
El funcionamiento de esta clase funciona como una máquina de estados. Cuando el objeto 
MediaPlayer es creado mediante new() o después de llamar a la función release(), se dice que está en 
un estado de reposo. Hasta llegar a este estado mediante una de las dos llamadas, el objeto pasará 















              
 




El ciclo de vida de una reproducción sin tener errores pasaría por los siguientes estados: 
Reposo (cuando se crea el objeto MediaPlayer), Inicializado (se le indica al objeto cuál va a ser la 
pista  o  video  a  reproducir),  Preparado  (el  MediaPlayer ya  tiene  todo  listo  para  reproducir), 
Empezado (MediaPlayer está reproduciendo), Parado (la pista terminó y MediaPlayer espera una 
nueva instrucción). 
Para  poder  usar  un  objeto  MediaPlayer,  se  invoca  la  constructora  por  defecto  que 
proporciona Android. Una vez construido el objeto, se indica desde donde va a reproducir la pista. 
En el caso de que se quiera reproducir desde la carpeta raw del proyecto, hay que especificarle el 
lugar (en este caso la carpeta raw) y el nombre del archivo que se quiera reproducir: 
MediaPlayer mp = new MediaPlayer(); 
mp = MediaPlayer.create(R.raw.cancion_prueba.mp3); 
mp.start(); 
Si el archivo que se va a usar se encuentra en la memoria del dispositivo o en una tarjeta 
SD, mediante una variable de tipo URI se indica la ruta del teléfono en la cual se encuentra el 
archivo a reproducir: 
Uri miUri = .... ;//Aquí se inicializa la variable apuntando al archivo deseado 




Si por el contrario el archivo se desea reproducir desde una url, mediante una conexión 
http indicamos al objeto desde donde descargarlo (hay que tener en cuenta que primero debe 
descargar el archivo, por lo que puede tardar un tiempo dependiendo de la velocidad de conexión): 
String url = “http://.....“; // Aquí se introduce la url desde la que operar 




Como se ha podido comprobar, tanto para reproducir desde una URI interna como desde 
una url externa, es necesario preparar el MediaPlayer para obtener el archivo, al contrario que con 
un archivo local que se encuentra dentro del proyecto y listo para usarse. En el caso de querer 
manejar también el audio de la reproducción, se incluirá la clase “AudioManager“ la cual primero 
hay que escribir los permisos necesarios para poder utilizarla: 
<accion android:name=“android.media.AUDIO_BECOMING_NOISY“ /> 
Y así poder obtener y manejar a nuestro antojo el volumen de la aplicación. En el siguiente 
ejemplo se puede observar la forma de obtener el volumen máximo permitido por la aplicación y el 
volumen actual: 
AudioManager aManager = (AudioManager) getSystemService(AUDIO_SERVICE); 
//Captura las especificaciones del volumen de la aplicación 
float actualVolumen = (float) aManager.getStreamVolume(aManager.STREAM_MUSIC); 






float maxVolumen = (float) 
aManager.getStreamMaxVolume(aManager.STREAM_MUSIC); 
Una vez obtenidos estos datos, se podrá manejar el volumen de forma sencilla. 
REPRODUCCIÓN DE VIDEO 
Para programar un reproductor de video en nuestra aplicación, será necesario incluir en la interfaz 
(archivo .xml) un control de “VideoView“ que se encuentra en la paleta de “Images & Media“. Para 
llevar un mejor manejo de la reproducción del video, además podemos añadir un par de botones 




Figura 2. Reproducción de video 
 
En este caso, podremos reproducir un video que esté alojado en la tarjeta SD de nuestro 
dispositivo (URI) o a través de una URL externa de la web. Para ello, hay que diferenciar los dos 
métodos de linkado para reproducir uno u otro video. 
Para la reproducción a través de un objeto de tipo URI, escribimos las siguientes 
instrucciones: 
Uri uri = ....;  //Aquí se incluye la ruta del teléfono donde se encuentre el video 














Y en el caso de que reproduzca a través de una url externa: 
String url = ....;  //URL desde donde se descargará el video 
VideoView video = .....; 
video.setVideoPath(url); 
Para terminar, proporcionamos a los dos botones un setOnClickListener() para que cada 
uno realice su función. En el caso del botón play, la instrucción a escribir será video.play(). Y en el 
caso del botón pause la instrucción será video.pause(). 
GRABAR SONIDO 
El framework multimedia de Android incluye un soporte que permite capturar y codificar una gran 
variedad de formatos comunes de audio, de modo que estos se puedan integrar fácilmente en la 
aplicación. Para ello, se puede usar la API ”MediaRecorder” siempre y cuando sea compatible con 
el hardware del dispositivo (que tenga micrófono o no).  Sin embargo, el emulador de Android no 
posee la capacidad de capturar audio, por lo que toda prueba que se precie se deberá hacer en un 
dispositivo que disponga de micrófono. 
 
Antes de nada, se deberán incluir los permisos necesarios para poder escribir desde una 






<uses-permission android:name=”android.permission.RECORD_AUDIO” 1> 
 
La captura de audio desde el dispositivo es más complicado que la reproducción de video o 
audio. Aún así, se puede programar de forma sencilla. En primer lugar, hay que crear un objeto de 
tipo MediaRecorder. Del mismo modo se puede crear otro objeto MediaPlayer (visto en este tema), 
para reproducir la pista capturada: 
 
MediaRecorder mRecorder = new MediaRecorder(); 
MediaPlayer mPlayer = new MediaPlayer(); 
A continuación, se definirá el micrófono como medio para capturar el audio y se define 






Una vez en este punto, hay que indicar la dirección de la tarjeta SD; indicándole al objeto 
MediaRecorder que, una vez realizada la captura de audio, debe almacenarse en esta dirección. A su 
vez, creamos un archivo temporal 3gp almacenado en la tarjeta SD donde se guardará el audio: 
 
File direccion = new File(Environment.getExternalStorageDirectory().getPath()); 
File archivo = File.createTempFile(”temporal”, ”.3gp”, direccion); 
mRecorder.setOutPutFile(archivo.getAbsolutePath()); 







Una vez en este punto, hay que indicar la dirección de la tarjeta SD; indicándole al objeto 
MediaRecorder que, una vez realizada la captura de audio, debe almacenarse en esta dirección. A su 
vez, creamos un archivo temporal 3gp almacenado en la tarjeta SD donde se guardará el audio: 
 
File direccion = new File(Environment.getExternalStorageDirectory().getPath()); 
File archivo = File.createTempFile(”temporal”, ”.3gp”, direccion); 
mRecorder.setOutPutFile(archivo.getAbsolutePath()); 
Ahora, ya podemos preparar la captura y empezar con ella. Y pararla una vez se haya 










Al igual que se ha visto en la reproducción de video, se puede incluir en la interfaz unos 
botones para tener un mejor control del inicio, parado y reproducción de la grabación de audio. 
GRABAR VIDEO 
Al igual que  pasaba en el apartado anterior, para la captura de video se  necesita un 
dispositivo que disponga de una cámara. También se usará un objeto de tipo “MediaRecorder“ solo 
que esta vez le indicaremos que la captura se obtendrá de la cámara. En este caso, a parte de los 
permisos que se declararon para la grabación de audio, hay que añadirle los permisos para grabar 





<uses-permission android:name=“android.permission.RECORD_AUDIO“ /> 
 
<uses-permission android:name=“android.permission.RECORD_VIDEO“ /> 
 












Figura 3. Grabación de video 
En  la  interfaz,  hay  que  añadir  un  “SurfaceView“, el  cual  permitirá tener  un  espacio 
dedicado a dibujar frames del vídeo para la vista y la reproducción (en la activity principal hay que 
implementar la interfaz “SurfaceHolder.Callback“). Para este apartado, servirá para la vista previa de 
la  grabación  y  para  reproducirla  posteriormente.  Además,  se  podrá  añadir  tres  botones  que 
implementen las funciones grabar, detener y reproducir del “SurfaceView“. Como consejo, se puede 
configurar la rotación de la pantalla para que se quede bloqueada y no re-cree la activity al girar el 




En esta aplicación se definirán cuatro variables importantes, el “MediaPlayer“ y 
“MediaRecorder“ vistos anteriormente y una variable con el nombre del archivo donde se va a 
guardar la grabación. 
 
De los métodos heredados de la interfaz, importan dos de ellas. El método 
“surfaceCreated“, en el cual se inicializaran las variables y se propone el “SurfaceHolder“ como 
display para la grabación y la reproducción. Y el método “surfaceDestroyed“, en el que se liberarán 






Ahora se necesitará agregar la cámara para que el objeto “MediaRecorder“ use ésta para la 
grabación. Se configura las fuentes de audio y video. Y se llama a los métodos unlock() y lock() de 
la cámara. Esto sirve para que ninguna otra aplicación pueda utilizar la cámara mientras esté la 
nuestra en funcionamiento. El primero se llamará cuando se quiera usar la cámara, y el segundo 
cuando se haya terminado. 
 




















Una vez llegados a este punto, ya se pueden configurar los botones para el uso de la 
grabación, usando los comandos start() y stop() del “MediaRecorder“ para tener manejo sobre la 
grabación del video, los mismos comandos para el “MediaPlayer“ para la previsualización de la 
grabación y, una vez terminado el uso de la cámara para grabar el video, el método lock() para 
bloquearla de nuevo. 




10. CREACIÓN DE UN WIDGET 
 
Álvaro Borrego —  Francisco Hernández —  David Palomero 
CREACIÓN DE UN WIDGET SENCILLO 
En esta sección del manual se va a explicar cómo crear un widget para Android. En primer lugar se 
mostrará y explicará con detalle la manera de crear un widget estático, es decir, sin ninguna 
funcionalidad. De esta manera se pretende que se consiga entender de manera sencilla y clara la 
estructura de este tipo de componentes muy utilizado en cualquier aplicación Android. 
 
Una vez entendida la estructura de un widget, se añadirá una funcionalidad más avanzada, 
como puede ser, la realización de una determinada acción al ser pulsado por el usuario o su 
actualización automática. 
El widget que se va a implementar en esta primera parte consistirá en una imagen de un 
reloj y un texto con un mensaje (‘Hora Actual’). Con este ejemplo se pretende comprender de una 
manera sencilla la estructura de un widget en Android, sin tener en cuenta aspectos más avanzados, 
como puede ser la interacción con el usuario. 
D E F I N I C I Ó N D E L A I N T E R F A Z G R Á F I C A 
 
Como se ha comentado anteriormente, el widget consistirá en una imagen de un reloj y un mensaje 
de texto, que en un principio, solamente mostrará el mensaje ‘Hora Actual’. La imagen general del 
widget en esta primera parte será: 
 
 
Figura 1. Creación de un widget 






Para conseguir este aspecto, se creará en primer lugar, un layout xml llamado widgethora.xml. 
Éste layout está formado sencillamente por un contenedor LinearLajout  en el que se sitúan una 
imagen ImageView y una etiqueta de texto TextView que muestra el mensaje. 
NOTA: En el ejemplo se ha utilizado una imagen llamada reloj.png, por lo que es necesario crear 
una imagen con ese nombre e incluirla en el proyecto. Otra opción posible, es sustituir 
android:src=“@drawable/reloj“ por android:src=“@drawable/icon“, de esta manera el icono del widget 
no será el de un reloj sino el icono por defecto de Android. 
A S I G N A R P R O P I E D A D E S A L W I D G E T 
En esta parte se da la posibilidad de definir algunas de las propiedades que va a tener el widget, 
como por ejemplo, el tamaño en pantalla, el nombre que aparecerá en el menú etc... Para ello, se 
crea   un   nuevo   xml   (que   se   ubicará   en   la   carpeta   \res\xml   del   proyecto)   llamado 
widgethora_provider.xml. 


















                       
                            




initialLayout: hace referencia al layuout xml creado anteriormente, en este caso, widgethora. •   
label: será el nombre que aparecerá en el menú de aplicaciones de Android. • 
minWidth/minHeight: define el ancho y el alto respectivamente del widget en pantalla. 
En Android, la pantalla se divide en pequeñas celdas donde se pueden colocar  iconos de 
aplicaciones, iconos de contactos, widgets, etc. 
• 
En el ejemplo, se quiere tener un widget con unas dimensiones de dos celdas de ancho y 
una celda de alto (2x1). Para conseguir estas dimensiones, existe una fórmula que indica el valor 
exacto que deben tener las propiedades minWidth y minHeight: 
Teniendo en cuenta esta fórmula, y sustituyendo el número de celdas deseadas para cada 
dimensión,  se  obtienen  los  valores  minWidth=”146dip” y  minHeight=”72dip”. Existen  otras 
propiedades muy interesantes que no se han tenido en cuenta en este ejemplo, pero que serían de 
gran utilidad en la mayoría de aplicaciones con widgets, como pueden ser: 
icon: icono que se muestra para el widget en el selector de AppWidget. 
 
minResizeWidth/minResizeHeight: anchura/altura mínima que se puede cambiar de 
tamaño para el widget. 
 
resizeMode: Las reglas por las que se puede cambiar el tamaño de un widget. 
 








I M P L E M E N T A C I Ó N D E L A C L A S E P R I N C I P A L 
En este paso, se declarará la clase principal (que será la que se mostrará al pulsar sobre el icono en 
el menú). En este ejemplo, se mostrará una pantalla en negro con un mensaje que mostrará la forma 





Figura 2. Información de un widget 





































                                  






El layout main estará formado únicamente por una etiqueta de texto, explicando la forma 
de añadir el widget al escritorio. 
Se debe incluir en el archivo \res\values\strings.xml la siguiente entrada: 
<string name=“mensaje“> 
Para añadir el widget, se debe pulsar prolongadamente en un hueco vacío del escritorio, 
seleccionar Widgets y buscar el widget ‘Mi Widget de la Hora‘"</string> 
Como se ha comentado en repetidas ocasiones a lo largo de la explicación, en esta primera 
parte del ejemplo no se va a implementar ninguna funcionalidad del widget, no obstante, se va a 
declarar y a explicar brevemente la clase necesaria para esta tal efecto ya que será implementada más 
adelante. Es necesario crear la clase MiWidgetHora.java: 
Los principales eventos en un widget son: 
onEnabled(): lanzado cuando se añade al escritorio la primera instancia de un widget. 
onUpdate(): lanzado periódicamente cada vez que se debe actualizar un widget. 
onDeleted(): lanzado cuando se elimina del escritorio una instancia de un widget. 




































A Ñ A D I R E L W I D G E T A L M A N I F E S T D E L P R O Y E C T O 
Por último, queda declarar el widget en el archivo manifest del proyecto. 
WIDGET CON FUNCIONALIDAD 
Una vez explicadas las características más importantes para la creación de un widget, llega el 
momento de añadirle funcionalidad, permitiendo su actualización e interacción con el usuario. En 
esta segunda parte, se va a utilizar el widget creado anteriormente, añadiendo una serie de eventos 
que permitan realizar una acción concreta al ser pulsado por el usuario. 
 
La idea de este widget más avanzado, será mostrar la hora actual del dispositivo al ser 
pulsado por el usuario. También se añadirá la opción de actualizarse automáticamente pasado un 
periodo de tiempo determinado. El layout widgethora.xml no se ha modificado, por lo que el widget 
seguirá teniendo la misma apariencia. El objetivo, es ahora, mostrar la hora actual del dispositivo en 
lugar de un mensaje estático. 
 
 







































D E F I N I R E L T I E M P O D E A C T U A L I Z A C I Ó N D E L W I D G E T 
Como una de las funciones del widget será la de actualizarse automáticamente, habrá que definir el 
tiempo de actualización (en milisegundos). Para ello, simplemente hay que añadir la siguiente 
propiedad en el widgethora_provider.xml: 
Una opción muy interesante, pero que no se implementará en este caso debido a la 
simplicidad del ejemplo, es la de mostrar una pantalla de configuración del widget, de esta manera el 
usuario podrá seleccionar las características que le interesen. Para mostrar una pantalla de 
configuración, bastaría con añadir, a este mismo archivo: 
Siendo ConfigWidget la actividad donde se definen las distintas opciones de configuración. 
Con esto,  al  colocar el  widget en  el  dispositivo, se  ejecutará  automáticamente la  pantalla de 
configuración antes de ser colocado. 
A Ñ A D I R F U N C I O N A L I D A D A L W I D G E T 
Una vez realizadas estas pequeñas modificaciones, es el momento de implementar la funcionalidad. 
En la primera parte, se creó una clase llamada MiWidgetHora.java que quedó prácticamente vacía 
(ya que no se deseaba implementar ninguna funcionalidad). Ahora es necesario completar esa clase, 
ya que va a ser la encargada de realizar todas las acciones relacionadas con el widget. 
E V E N T O O N _ U P D A T E ( ) 
El evento onUpdate (lanzado periódicamente cada vez que se debe actualizar un widget) recibe 
como parámetro una lista de todas las instancias añadidas al escritorio. Cuando se actualiza, es 
necesario actualizar todas estas instancias. Para ello, se recorre dicha lista y se van actualizando una 





























     




E V E N T O O N _ R E C E I V E ( ) 
El evento onReceive, es  el  encargado de capturar los mensajes enviados por las componentes. 
Dependiendo del tipo de mensaje recibido, se realizará una función u otra. En este ejemplo sólo se 
va a capturar un tipo de mensaje, que será el enviado al pulsar sobre el icono del reloj de la interfaz. 
Para indicar esto, se creará al principio de la clase un atributo que hará referencia a este tipo de 
mensajes. 
El primer paso a realizar en éste método, es capturar la acción asociada al intent: 
Una vez que se tiene esta acción, es necesario saber de qué tipo es. Come se ha comentado 
anteriormente, en este ejemplo, sólo se tiene un tipo de mensaje (ACCION_PULSAR), por lo que 
bastará con comprobar si el mensaje capturado es de este tipo. En caso de ser así, se debe conocer 
la id del widget pulsado, ya que es posible tener más de un widget de este mismo tipo en pantalla. 
Finalmente, sólo queda llamar al método actualizar, encargado de realizar la acción sobre el widget 
pulsado. Dicho método, necesita como uno de sus argumentos un widget manager, por lo que es 
necesario obtenerlo antes de realizar la llamada: 
El código completo de onReceive se muestra a continuación: 
M É T O D O A C T U A L I Z A R 
El  método actualizar, es  el  encargado de  realizar la actualización del  widget. Un widget está 
formado por una serie de componentes llamadas Remote Views. Para hacer referencia a cada una 
de estas vistas, es necesario acceder a la lista de componentes: 
El objeto componentes, contiene una lista con todas las vistas que forman el widget, en 








              
 
 











        
















Con esto, se consigue asignar al elemento de tipo TextView con id textViewHora (definido 
en el lajaout  widgethora.xml) el string encerrado entre comillas. Ahora, toca el turno de hacer lo 
mismo con el componente imageviewReloj (la imagen del reloj). En este caso, lo que se desea es 
definir el evento OnClick sobre la imagen, para así poder actualizar el widget cuando es pulsada por 
el usuario. Como se ha comentado anteriormente en el OnReceive, la forma de conseguir asignar un 
evento de tipo OnClick a una componente de un widget, es enviando un mensaje de tipo 
ACCION_PULSAR. Para ello, lo primero que hay que hacer es crear un iflteflt y asociarle la acción 
comentada. También será necesario conocer el id del widget pulsado. 
Como la finalidad de este widget es la de mostrar la hora actual del dispositivo, va a ser 
necesario implementar un método que realice dicha tarea: 
Para asegurar la correcta actualización de los componentes del widget en la interfaz, es 
necesario añadir al final de este método, la siguiente línea: 
El código completo del método actualirar queda de la siguiente manera: 































Álvaro Borrego —  Francisco Hernández —  David Palomero 
EL ANDROID MARKET 
El Android Market es la tienda de aplicaciones de Android. Tiene un acceso rápido y ágil a 
aplicaciones  creadas  por  desarrolladores  de  todo  el  mundo.  Desde  el  punto  de  vista  del 
desarrollador, se puede usar el Market para publicar sus propias aplicaciones. Tiene las siguientes 
características destacables: 
 Es libre, cualquier usuario puede apuntarse. 
 
 Las aplicaciones publicadas pueden ser puntuadas y comentadas por los usuarios. 
 
 Cuenta con estadísticas de cada aplicación, tales como número de descargas, 
puntuaciones, comentarios… 
 
 Las aplicaciones publicadas en él, pueden ser de pago, gratuitas, gratuitas con publicidad 
o gratuitas con limitaciones. Éstas últimas cuentan con su versión completa de pago. 
 
 Una de las grandes ventajas que ofrece el Android Market es la posibilidad de instalar una 
A C C E D E R A L A N D R O I D M A R K E T 
 
Existen dos maneras por las que se puede acceder al Market para descargar aplicaciones a los 
dispositivos: mediante la aplicación preinstalada en los dispositivos Android, señalizada con el 
icono mostrado en la Figura 1., o mediante la Web oficial https://market.android.com cuya imagen 
inicial se muestra en al Figura 2. 










































Figura 2. Web oficial de Android Market 
En ambas, hay diferentes opciones y las aplicaciones están estructuradas por categorías.La 
primera opción que presenta es la búsqueda, mediante la cual se puede buscar la aplicación deseada. 
Una vez introducido el nombre, se mostrarán todas las aplicaciones encontradas, y se podrán 
clasificar según relevancia, popularidad, precio, etc. A continuación se muestran algunas de las 
aplicaciones clasificadas por categorias, destacados o aplicaciones top según ventas, nuevas, etc. 
 




PUBLICAR EN ANDROID MARKET 
R E Q U I S I T O S 
 
Para publicar una aplicación en el Android Market, primero hay que registrarse con una cuenta de 
desarrollador de Google (Google Checkout 25 $) de acuerdo con los términos del servicio. Se 




Una vez registrado, se puede subir la aplicación, actualizar tantas veces como quiera, y 
publicarla cuando esté lista. Es necesario residir en uno de los países soportados: Australia, Austria, 
República Checa, Francia, Alemania, Italia, Países bajos, Polonia, Singapur, España, Reino Unido, 
Estados Unidos. Los requisitos impuestos por el servidor de Android Market son los siguientes: 
1. La aplicación debe tener definidos dos atributos en el archivo <manifest>: 
 
Android:versionCode y android:versionName 
 
2. El atributo versionCode es un número entero creciente que lo utiliza el servidor para    
    identificar internamente la versión de la aplicación y para el manejo de cambios. 
3. El atributo versionName muestra a los usuarios la versión de la aplicación. Consiste en una  
    cadena de texto que representa la versión tal y como la verán los usuarios. 
4. Además, hay que definir otros dos atributos, android:icon y android:label, elemento    
    <application> del archivo manifest. 
 
5. La aplicación debe estar firmada con una clave criptografica privada 
<?xml version="1.0" encoding="utf-8"?> 
<manifest xmlns:android="http://schemas.android.com/apk/res/android" 
      package="com.prueba" 
      android:versionCode="1" 
      android:versionName="1.0"> 
    <uses-sdk android:minSdkVersion="7" /> 
 
    <application android:icon="@drawable/icon" 
                        android:label="@string/app_name"> 
        <activity android:name=".pruebaActivity" 
                  android:label="@string/app_name"> 
            <intent-filter> 
                <action android:name="android.intent.action.MAIN" /> 
                <category 
android:name="android.intent.category.LAUNCHER" /> 
            </intent-filter> 
        </activity> 
 
        </application> 
</manifest> 
 








































Se publica la aplicación a través de la herramienta web disponible en el portal de desarrolladores del 
Android market, cumplimentando los datos necesarios en tres partes: 
1. La parte de “subir recursos“, donde se sube el .apk, las imágenes promocionales, un 
    icono, un gráfico promocional, y un video de youtube (Figura 4). 
 
2. La parte de “especificación de detalles” con la descripción de la aplicación en los   
    diferentes idiomas, tipo, categoría, descripción (Figura 5). 
3. Y la parte de ‘opciones de publicación’ con la protección y clasificación por edades,   
    además de la información de contacto y aceptaciones correspondientes (Figuras 6 y 7). 
Una vez publicada la aplicación (opción publish), en breves minutos ya se encontrará en el Market. 















                        




Figura 5. Especificación de detalles 
 
















Las aplicaciones deben estar firmadas digitalmente para poder distribuirse. Esto es una medida de 
seguridad, así solo el desarrollador de la aplicación puede modificarla y actualizarla. El certificador 
puede ser autofirmado, no es necesaria una autoridad certificadora. Existen dos modos para firmar 
las aplicaciones: 
- Debug: mientras desarrollamos. El plug-in ADT se encarga de la firma automáticamente, 
      gestionando claves generadas. 
 
- Release: Crea una clave proporcionando el usuario un password. Para esto se puede utilizar el 
ADT export wizard desde eclipse. 
Firmar aplicaciones desde eclipse a través de export wizard: 
 
Se abre la aplicación que se quiere firmar con eclipse, y en el árbol de directorios se abre el archivo 
AndroidManifest. Una vez abierto, se abre la primera pestaña llamada Manifest y en la sección 
Exporting hay dos opciones para firmar la aplicación. 




















    
 




Se selecciona la opción Use the Export Wizard. 
 
A continuación, en la siguiente pantalla aparecerá automáticamente el proyecto a firmar, y si no se 
detecta ningún error, se pulsa en siguiente 
Figura 9. Firma proyecto (1) 
Para firmar la aplicación es necesario tener una keystore. Si no se ha creado con anterioridad 
ninguna, hay que crear una nueva keystore con la opción Create new keystore, rellenando los datos 
solicitados: Location (directorio donde se guardará la keystore) y password. 
Figura 10. Firma proyecto (2) 












                                                   






Figura 11. Firma proyecto 
(3) 
Por último, se escoge el directorio en el que se guardara la aplicación ya firmada. 
 
En el caso en el que se quieran firmar más aplicaciones, no será necesario volver a crear una 





Una vez publicadas las aplicaciones es recomendable actualizarlas corrigiendo errores detectados y 
añadiéndolas nuevas funcionalidades. 
 
Esto en importante por dos motivos: 
 
-  Mantiene la aplicación en las primeras posiciones de la lista de aplicaciones del market, lo que da 
posibilidad a nuevos usuarios a conocer la aplicación y descargarla. 
 
-  Aumenta la confianza los usuarios en el desarrollador, ya que demuestra que tiene en cuenta sus 
opiniones para mejorar la aplicación. 
Para actualizar la aplicación tan solo se debe tener en cuenta que hay que cambiar los atributos 
android:versionCode y android:versionName. 
                               




Cuando se accede al Market con una cuenta de desarrollador, se tienen opciones acerca de las 
aplicaciones desarrolladas. 
Figura 12. Acceso al Market de Android 
 
La Figura 10 muestra dicho acceso. Algunas características y funcionalidades se describen a 
continuación. 
1. Listado de aplicaciones: Muestra el número de descargas de cada aplicación, así como el 
número de descargas activas, que será el número más importante, ya que indica la cantidad de 
personas que tienen instalada la aplicación (importante si tiene publicidad la aplicación 
porque aumentará el beneficio). 
Figura 13. Cargas y descargas sobre las instalaciones activas 













   






En la imagen anterior se observa un gran crecimiento en determinados momentos. Esto es 
debido a la publicación de actualizaciones de la aplicación, lo que conlleva un aumento del 
número de descargas al aparecer la aplicación entre las más nuevas, de ahí la importancia de 
desarrollar actualización de las aplicaciones. 
2. Comentarios: Para cada aplicación, se puede acceder a las valoraciones y comentarios 
de los usuarios acerca de esa aplicación. 
Figura 14. Comentarios de la aplicación 
 
3. Errores: Muestra los errores que se producen en la aplicación y son enviados por los 
usuarios a los desarrolladores. Generalmente se producen porque determinadas partes de la 
aplicación no han sido debidamente testeadas, o son errores inesperados. 
Figura 15. Informe de errores de la aplicación 
 
4. Disponibilidad de dispositivo: Indica que dispositivos son compatibles dependiendo 
del hardware utilizado pudiendo excluir algunos de ellos. 
5. Estadísticas: Muestra estadísticas actualizadas diariamente de cada aplicación, tales 
como el número de instancias activas, distribución por versión de Android, por 














              




Figura 17. Estadísticas (2) 
 
































































Bibliografía y Referencias 
 
● Taha, Hamdy A., Investigación de Operaciones, Prentice Hall, 2004 
 
● Narciso Martí, Yolanda Ortega, J. Alberto Verdejo, Estructura de datos y 
métodos algorítmicos, Prentice Hall, 2003. 
 
● Frank Ableson, Charlie Collins, Robi Sen, Android, Guía para desarrolladores, 
Anaya, 2010. 
 




























● Información que guardan los códigos de barras 
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