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Bakalářská práce se zabývá tvorbou hry s omezenou velikostí. Práce popisuje metody pro
omezení velikosti výsledné aplikace. Hlavní část práce popisuje metody pro generování gra-
fického obsahu, pohybu po něm a reakce s ním. Zabývá se tvorbou textur a terénu.
Abstract
Bachelor thesis deal with creation of the game with limited memory space. It describes
methods for reducing the size of the final application. Main part of the thesis describes
methods for generating graphic content, as well as movement and interactions within it. It
also deals with making of textures and terrain.
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Cieľom tejto práce je vytvorenie hry v 3D priestore s veľkosťou obmedzenou na 128kB.
Práca sa zaoberá vytvorením grafického obsahu ako sú textúry, skybox a terén. Pojednáva
o technikách pohybu po teréne a interakcie s objektami generovanými na ňom. V práci sú
ďalej vysvetlené techniky pre písanie programov s obmedzenou veľkosťou.
1.1 OpenGL
V práci je pre vykreslenie všetkého grafického kontextu použité OpenGL. OpenGL (Open
Graphics Library) je štandard špecifikujúci multiplatformové rozhranie (API) pre tvorbu
aplikácií počítačovej grafiky. Tento štandard spravuje konzorcium označované ako ARB
(Architecture Review Board), ktorého členmi sú firmy ako NVIDIA, SGI, Microsoft alebo
AMD.
Základnou funkciou OpenGL je vykresľovanie do framebufferu. Umožňuje vykresľovanie
rôznych základných primitív ako sú body, úsečky a mnohouholníky v niekoľkých rôznych
režimoch. Jednotlivé primitívy sú definované pomocou vrcholov. Každý vrchol má priradené
dáta ako sú súradnice bodu, farby, normály a texturovacie koordináty. Od verzie 2.0 je
súčasťou OpenGL programovací jazyk nazívaný GLSL (Openg Shading Language). Dnešný
trend je nahradiť fixnú pipeline za programovateľnú. GLSL je navrhnutý tak aby dovolil
programátorom narábať práve s týmito programovateľnými bodmi v OpenGL pipeline.
Nezávisle kompilovateľné jednotky, ktoré sú napísané v tomto jazyku sa nazývajú shadere.
Program je skupina shaderov, ktoré sú skompilované a zlinkované dokopy.
1.2 Hra
Hra je program, ktorý má za úlohu zabaviť užívateľa interaktívnou cestou. Hry majú zá-
klad už od prvých počítačov, kde mali podobu textových programov či veľmi jednoduchého
grafického rozhrania, ktoré malo za úlohu pobaviť ale aj naučiť alebo zdokonaliť niektoré
schopnosti ako napriklad rýchlosť písania. Postupom času ako sa vývoj techniky zdokona-
ľoval a na svet prišiel hardware špeciálne zameraný na vykresľovanie grafického kontextu,
vyvýjali sa a zdokonaľovali sa aj hry. Jedny z prvých modernejších a veľmi populárnych
hier boli napríklad Prince of Perzia alebo Doom či Quake. Dnes je herný priemysel veľmi
rozšírený a je jeden z hlavných dôsledkov pokroku v oblasti hardwaru, keď kôli stále sa
zvyšujúcej úrovni vyzuálnych efektov a čoraz realistickejšiemu zobrazeniu herného sveta sa
zvyšuje aj náročnosť na použitý hardware.
2
V minulosti sa hry vytvárali pre špecifický hardware a zväčša neboli prenositeľné alebo
ich kód nebolo možné znovupoužiť. Dnes, za použitia rôznych knižníc ako je aj OpenGL je
možné zaručiť prenositeľnosť hier na rôzny hardware. Aby sa zvýšila efektivita programo-
vania hier a nebolo nutné pri každej novej hre začínať od začiatku, začali sa vytvárať tzv.
games engines, sú to softwarové frameworky navrhnuté na vytváranie a vývoj video hier.
Základnými funkciami game enginu sú renderovací engine pre 2D alebo 3D grafiku, fyzi-
kálny engine alebo detekcie kolýzií a následná reakcia na ne, zvuk, skriptovanie, animácie,
sieťovanie, pameťový manažment a iné.
1.3 Veľkosť 128kB
Na prvý pohľad sa môže zdať, že veľkosť 128kB nemôže byt dostačujúca na vytvorenie mul-
timediálnych dát, ktoré sú potrebné na vytvorenie 3D hry. Aj obrázok s malými rozmermi
môže mať často veľkosť presahujúcu niekoľko megabajtov. Keď uvážime, že moderné hry
majú často niekoľko až desiatky gygabajtov, tak veľkosť 128kB sa môže zdať na vytvorenie
hry veľmi málo. Ale aj takúto malú veľkosť dokážeme využiť na vytvorenie interaktív-
neho multimediálneho obsahu akým je hra. Stačí použiť vhodné metódy na vytváranie
objektov a textúr, ktoré v aplikácii zaberajú najviac miesta v podobe statických dát. My
nahradíme tieto statické dáta tým, že počas inicializácie aplikácie tieto dáta vygenerujeme
vhodným použitím rôznych šumov a matematických vzorcov. Vo výsledku bude mať apliká-
cia omnoho menšiu veľkosť za cenu dlhšej inicializačnej doby. Ďaľším spôsobom zmenšenia
výslednej aplikácie je vhodné použitie programátorských konštrukcií. V neposlednom rade
sa dá veľkosť výslednej aplikácie zmenšiť použitím exe-packeru.
1.4 Cieľ mojej hry
Cieľom mojej hry je vytvoriť horské prostredie, v ktorom sa hráč môže pohybovať a má
za úlohu vyskákať z rokliny na vrchol hory za pomoci stupienkov. Toto prostredie bude
procedurálne vygenerované, tak ako skybox a textúra terénu. Hráč sa bude potýkať s gra-
vitáciou, ktorá zapríčiní jeho zošmyknutie v okamihu, keď sa dotkne terénu moc strmého
nato aby sa tam udržal. Ďaľším cieľom je dosiahnutie aby aplikácia bežala na dostatočnom
počte snímkov za sekundu, kedže ide o hru, tak aby hráč v priebehu hrania nebol rušený




Techniky pre obmedzenie veľkosti
Ako už bolo spomenuté, pre zníženie výslednej veľkosti aplikácie je možné použiť viacero
techník. Jednou z nich je nastaviť prekladač tak, aby odstránil prebytočné dáta, a aby
preklad optimalizoval na výslednú veľkosť. Ďaľšou metódou, ktorá sa využíva, je použitie
špeciálnych baliacich programov, takzvaných Exe packerov. Tie zkomprimujú daný exe
súbor a na začiatok vložia algoritmus rozbalenia a spustenia. Na zmenšenie výsednej veľkosti
má vpliv aj vhodne zvolená platforma (32 albo 64 bitová). Pre zmenšenie je dobré vhodne si
zvoliť správny nízkoúrovňový programovací jazyk ako je napríklad C/C++ alebo asembler.
Na to aby bola výsledná aplikácia malá je nutné, namiesto statických dát, použiť algoritmi
ktoré tieto dáta vygenerujú.
2.1 Nastavenie prekladača
Na preloženie tejto práce bol použitý program GCC. Ten je možné nastaviť s niekoľkými
parametrami pre zníženie veľkosti.
Pre odstránenie nepoužitého kódu z programu, akým sú napríklad premenné alebo funk-
cie, na ktoré nie je odkazované slúži parameter -s, ktorý tiež zaistí aby do aplikácie neboli
pri kompilovaní zahrnuté údaje pre ladenie, ktoré nie sú podstatné ak práve neladíme náš
program.
Ďaľším parametrom, ktorý môže znížiť výslednú veľkosť programu je parameter -OS.
Ten slúži na to aby kompilátor optimalizoval kód vhodným preusporiadaním alebo hľadaním
výhodnejších konštrukcií.
Ak potrebujeme zmenšiť našu aplikáciu ešte o nejaké kilobyty, môžeme použiť parame-
ter -nostdlib. Tento parameter odstráni všetky štandardné knižnice a ponechá iba nutné
minimum. Použitím tohto parametru ale prináša určité nepríjemnosti v podobe nutnosti
dopísania niektorých bežne používaných funkcií, akými sú alokácia pamäte. Jednou z nut-
ných funkcií, ktoré je potrebné dopísať je exit, bez ktorej sa náš program nemôže správne
ukončiť.
Všetky nastavenia si je možné pozrieť na stránke programu GCC [1].
2.2 Exe packer
I pri všetkých optimalizáciách komplilera a linkéru má výsledná aplikácia väčšiu veľkosť
ako 128kB. Aby projekt spĺňal podmienku nepresiahnutia danej veľkosti, bolo nutné použiť
špeciálny program tzv. Exe packer. Táto aplikácia slúži na komprimovanie zkompilovných
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programov. Po dokončení behu aplikácie je výsledkom komprimovaný spustiteľný súbor.
Takýchto komprimačných programov existuje hneď niekoľko.
Jedným z nich je napiklad UPX. Tento program je multiplatformový a dokáže mimo
spustiteľnej aplikácie kompilovať aj dynamicky linkované knižnice. Jeho výsledný kompri-
mačný pomer ale nie je najlepší, a preto som sa rozhodol pre iný program.
Program pre ktorý som sa rozhodol sa nazíva kkrunchy2. Je vyvynutý nemeckou sku-
pinou Farbrausch, ktorá sa zaoberá programovaním intier s obmedzenou veľkosťou. Tento
program má veľmi dobrý komprimačný pomer, a zároveň je veľmi rýchly. S týmto progra-
mom sa mi podarilo zmenšiť výslednú veľkosť aplikácie až na dvadsať percent pôvodnej
veľkosti súboru.
2.3 Programátorský štýl
Výslednú veľkosť súboru dokážeme ovplivniť taktiež štýlom písania nášho programu. Vhod-
ným použitím niektorých programátorských konštrukcií dokážeme ušetriť niekoľko stoviek
bitov.
Jednou z týchto konštrukcií sú funkcie. Vhodným návrhom dekompozície problému na
podproblémy, ktoré uzavrieme do funkcií, a potom voláme, namiesto stáleho opakovania
rovnakých častí kódu na viacerých miestach dokážeme ušetriť značné miesto. Dôležité si
je ale uvedomiť, že nevhodným použitím takýchto funkcií môže výsledná veľkosť programu
narásť. Jedná sa o to hlavne vtedy ak do funkcií uzatvárame kód, ktorý má napríklad 2 - 3
riadky a volá sa iba veľmi zriedkavo.
Ďaľšou konštrukciou, ktorou dokážeme zmenšiť výslednú veľkosť je rekurzia. Vhodným
použitím rekurzie hlavne pri prechádzaní zoznamov, zásobníkov, front a stromov sa zna-
čne zmenšuje veľkosť algoritmu. Nevýhodou tohto riešenia je väčšia pamäťová a časová
náročnosť.
Medzi ďalšie spôsoby akými môžeme ušetriť miesto sú napríklad zlé programátorské
návyky, ako neuvoľnovanie alokovanej pamäte, alebo nepoužívaným príkazom goto, ktorým




Generovanie grafického obsahu je podstatná časť tejto práce. Pri jeho generovaní je potreba
často použiť rôzne techniky. V tejto kapitole sa budem zaoberať generáciou textúr pomocou
perlinovho šumu, jeho využitia u generácii terénu či skyboxu. Ďalej sa budem zaoberať
generáciou a vhodným rozmiestnením kociek. A ako poslednú tému rozoberiem vytvorenie
textu.
3.1 Perlinov šum
Ako je napísané v [19], v prírode sa nachádzajú veci, na ktoré ak sa pozrieme, zistíme,
že sú tvorené fraktálmi a majú rôznu úroveň detajlov. Bežným príkladom je silueta hôr.
Obsahuje veľké variácie výšky (hory), stredné variácie (jednotlivé kopce), malé variácie
(balvany), jemné variácie (kamene), . . . A takto to je skoro u všetkého - výška trávy, vlny
v mori, pohyb mravcov, vzor na mramore, vietor atd. Všetky tieto fenomény sú tvorené
rovnakým vzorom malých a veľkých variácií. Funkcia Perlin noise to simuluje spojením
niekoľkých funkcií šumu o rôznej veľkosti. Pre vytvorenie takejto funkcie potrebujeme dve
veci - funkciu šumu a interpolačnú funkciu.
Perlin noise sa využíva pri tvorbe textúr, pri vytváraní náhodného pohybu postáv v
hrách, pri generácii terénu či ako generátor náhodných čísiel.
Funkcia šumu
Funkcia šumu je v podstate generátor náhodných čísel. Funkcii sa predá celočíselná hodnota
a na jej základe vráti náhodné číslo. Pokiaľ funkcii predáte dvakrát to isté číslo, dostanete
dvakrát rovnaký výsledok. Dôležité je, aby pracovala práve takýmto spôsobom. Ak by
nepracovala týmto sposôsobom, nemala by funkcia šumu zmysel. Namiesto nej by sme
mohli použiť obyčajný generátor náhodných čísel.
Na obrázku 3.1 môžeme vidieť príklad funkcie šumu. Ku každej hodnote na ose X je
priradená náhodná hodnota od nuly do jednej. Tieto body môžeme plynule interpolovať
ako vydíme na obrázku 3.2 do spojitej funkcie, ktorá berie ako parameter reálnu hodnotu.
Definícia
Predtým ako budeme pokračovať ďalej, musíme si definovať pojmy amplituda a frakve-
nicia. Vlnová dĺžka (wavelength) u funkcie sínus, je vzdialenosť medzi jednotlivými po sebe
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Obrázek 3.1: Graf ukazujúci príklad funkcie šumu. Prevzaté z [19].
Obrázek 3.2: Graf plynulej interpolácie. Prevzaté z [19].
idúcimi vrcholmi. Amplitúda je výška vlny. Frekvencia je definovaná ako podieľ jednotky a
vlnovej dĺžky.
U funkcie šumu na obrázku 3.4 vyjadrujú červené body náhodné hodnoty definované na
definičnom obore tejto funkcie. Amplitúda je v tomto prípade definovaná ako rozdiel mini-
málnej a maximálnej hodnoty, ktorú môže funkcia nadobúdať. Vlnová dĺžka je definovaná
ako vzdialenosť od jedného červeného bodu k druhému. Vzorec pre frekvenciu sa v tomto
prípade nemení.
Obrázek 3.3: Sínusová vlna. Prevzaté z [19].
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Obrázek 3.4: Funkcia šumu. Prevzaté z [19].
Vytvorenie funkcie Perlin noise
Ak spojíme dohromady veľa hladkých funkcií, s rôznymi frekvenciami a amplitúdami, do-
staneme jednu zašumenú funkciu - Perlin noise. Ale ak použijeme šesť rôznych funkcií ako
sú tie na obrázku 3.5 tak dostaneme funkciu na obrázku 3.6, na ktorej môžeme vidieť veľké,
stredné a malé variácie. Tento prístup sa dá použiť aj pre 2D ako je možné vidieť na obrázku
3.7 a 3.8.
Obrázek 3.5: Šesť rôznych funkcií prelinovho šumu. Prevzaté z [19].
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Obrázek 3.6: Poskladaná funkcia šumu. Prevzaté z [19].
Obrázek 3.7: Šesť rôznych funkcií 2D prelinovho šumu. Prevzaté z [19].
Obrázek 3.8: Poskladaná funkcia 2D šumu. Prevzaté z [19].
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3.2 Terén
Terén je jedným z najpodstatnejších objektov v hre. Rozhodol som sa ho generovať pro-
cedurálne, keďže statické dáta zaberajú veľa pamäte. Procedurálne generovanie používa
pseudonáhodné generovanie, pri ktorom ak použijeme rovnaké vstupné parametre dosta-
neme rovnaký výsledok.
V mojej hre som sa snažil dosiahnuť vygenerovanie horskej krajiny, v ktorej bude za
úlohu vyskákať z doliny na vysokú horu. Nato aby sa mi podarilo vygenerovať takúto krajinu
som použil funkciu Perlinovho šumu, ktorou som vygeneroval výškovú mapu. Parametre
tejto funkcie som zisťoval experimentálne.
Jedným z dôvodov prečo som použil práve výškovú mapu, je jej veľmi ľahká implementá-
cia. Je to dvojrozmerný obrázok 3.8, v ktorom podľa farby pixelu vieme určiť výšku terénu.
Nevýhodou tohto sôsobu je, že nedokážeme takto vygenerovať previsy, alebo iné podobné
útvary, keďže pre jeden bod dokážeme mať uloženú iba jednu hodnotu výšky.
Vykresľovanie terénu
Ako jednu z prvých implementácií vykresľovania terénu na display som použil ukladanie
dát na pamäť ram a následné vykreslenie pomocou príkazu v OpenGL. Tento spôsob sa ale
ukázal ako nevhodný, keďže výsledný počet snímkov za sekundu bol nedostačujúci. Preto
som sa rozhodol použiť VBO (vertex buffer object). Pri tomto spôsobe sa vygenerované
dáta ako súradnice vertexu, textúrové koordynáty a normály posielajú rovno na grafickú
kartu, kde sa uložia do jej pamäte. Týmto sa zaručí rýchlosť vykresľovania keď dáta sa už
nachádzajú v pamäti grafickej karty a nemusia sa posielať z pamäte počítača čo spôsobuje
značné spoždenie, ktoré sa prejaví v plinulosti vykresľovania.
Obrázek 3.9: Ukážka terénu generovaného pomocou výškovej mapy. Prevzaté z [6].
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3.3 Textúry
Pri tvorbe tohto textu som čerpal z [12].
Väčšina si pri pomyslení na textúru, predstaví obrázok, ktorý je použitý na ofarbenie
modelu aby mu dodal určitý zovňajšok. To sa vzťahuje na bitmapové textúry, pretože táto
textúra je vyrobená z pixelov z bitmapového obrázku. Tieto textúry dokážu byť veľmi
realistické, špeciálne ak sú spravené z fotografie skutočného povrchu. Avšak pre bitmapové
textúry platí, že majú fixný počet detajlov. Nemôže byť zvačšená bez toho aby sme si
nevšimli zhoršenia kvality. Nikdy nám nedá viac detailov ako je už zachytené na pixeloch.
Procedurálne generované textúry majú ale úplne iný prístup. Namiesto vytvárania ob-
rázku definíciou veľkého množstva blokov pixelov, sa štruktúra vytvára procedurálne od
základov. Toto je pôvod termínu
”
procedurálny“. Textúra je definovaná iba procedúrou,
ktorá je nutná k jej vytvoreniu. Potrebujeme dať počítaču iba relatývne malý predpis,
namiesto veľkého množstva pixelov. S týmto predpisom je počítač schopný vytvoriť tex-
túru, ktorá má akúkoľvek veľkosť, v hocijakej orientácii, zväčšujúcu sa dokiaľ to budeme
potrebovať.
Obrázek 3.10: Ukážka zväčšenej textúry ako bitmapa a procedurálne vytvorenej.
Použitím týchto techník je 3D software pripravený syntetyzovať nekonečné množstvo
textúr. Jednoduchým ladením pár parametrov možno meniť textúru zoširoka. Môžeme na
11
to hľadieť ako na svet plný možností. Všetky možnosti tohto sveta sú definované ako in-
terakcia medzi sadou predpisov. Tieto predpisy si zoberú špecifickú pozíciu a vrátia pre ňu
zafarbenie. Rôzne textúry vzniknuté procedurálnym generovaním môžeme vidieť na obrázku
3.11.
Obrázek 3.11: Ukážka procedurálne vygenerovaných textúr. Prevzaté z [10].
V mojej práci som vytvoril textúry pomocou Perlinovho šumu. Na ofarbenie terénu som
použil textúru o veľkosti osí terénu X a Z. Textúra je tvorená výškovou mapou tohto terénu,
ktorá je následne interpolovaná na tri rôzne druhy textúry, ktorých použitie vyberám podľa
výšky daného pixelu. Výsledok ukladám do jednej textúry, ktorú potom natiahnem pozdĺž
strán terénu
Bump mapping
Ako je napísané v [8] bump mapy sú niečo ako textúry. Avšak namiesto toho aby obsahovali
farby, obsahujú normály. Najbežnejšou metódou, ako reprezentovať tieto normály je výško-
vým poľom. Používajú sa textúry v odtieňoch šedej, kde farba každého pixelu reprezentuje
ako veľmi je tento bod vidno vyčnievať z povrchu. Toto je veľmi vhodný spôsob ako ukladať
bumb mapu a je to jednoduché na vytvorenie.
Bump mapping je v zásade ako mapovanie textúry. Avšak, tam kde textúrové mapovanie
pridáva farbu polygonu, bump mapping pridáva to, čo vyzerá ako nerovnosť terénu. Toto
môže mať veľmi veľký effekt na vzhľad objektu. Bump mapping vytvára dojem, že objekt
je tvorený väčším množstvom polygónov, ako je tomu v skutočnosti. Rozdiel medzi bump
mappingom a mapovaním textúry je vtom, že bump mapa je vlastne textúra, ktorá reaguje
na smer svetla.
Bump mapping je rozšírenie Phongovej tieňovacej techniky, ktorá bude vysvetlená nižšie.
V Phongovom tieňovaní je normála povrchu interpolovaná po celom polygóne a vektor bol
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použitý na vypočítanie osvetlenia daného pixelu. Keď pridáme bump mapping, tak jemne
zmeníme normálový vektor, založene na informácii z bump mapy. Menenie normálového
vektoru zapríčiní zmeny osvetlenia pixelov polygónu.
Obrázek 3.12: Ukážka použitia bump mappingu. Vľavo bez a vpravo s bump mapou. Pre-
vzaté z [7].
Phongovo tieňovanie
Termín Phongovo tieňovanie ako je uvedené v [3], je používané na popis osvetľovacieho
modelu a interpolačnej metódy.
Phongov odraz je lokálny osvetľovací model vymyslený Bui Tuongom Phongom a môže
produkovať rôzne stupne realističnosti v trojdimenzionálnych objektoch kombinovaním
troch elementov, difúzneho, zrkadlového a okolitého svetla pre každý uvažovaný bod na
povrchu. To má niekoľko predpokladov. Všetky svetlá sú bodové, uvažovaná je iba geome-
tria povrchu, existuje iba lokálne modelovanie difúzie a odleskov, farba odlesku je rovnaká
ako farba svetla a okolité svetlo je konštantné. Difúzna zložka je určená vzťahom:
Id = Iikdcosθ, 0 ≤ θ ≤ pi
kde Ii je jas (bodového) zdroja svetla. θ je uhol medzi normálov povrchu a smeru zdroja





kde L a N sú jednotkové vektory, Ln je smerový vektor z povrchu do n-tého svetelného
zdroja. Odrazová zložka:
Is = IikscosnΩ = Iiks(R¯ · V¯ )n
kde n indikuje odrazovosť povrchu, nekonečná hodnota tohto parametru by indikovala do-
konalý zrkadlový odraz. Ω je uhol medzi ’zrkadlom’ a pozorovateľom. R je smer odrazu
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a V je aktuálny pozorovací vektor. Skombinovaním difúznej a zrkadlovej zložky stačí pre
miestnu presnosť. Ak chcete napodobniť globálne podmienky musí byť pridaná konštanta
okolitého svetla aby sa pridal prvok všeobecného svetla.
I¯g = I¯ak¯a
Skombinovaním všetkých troch zložiek nám vznikne:
I¯ = I¯ak¯a + Ii(kd(L¯ · N¯) + ks(R¯ · V¯ )n)
za predpokladu, že nedošlo k zníženiu intenzity svetla so vzdialenosťou, ktorá môže byť v
prípade potreby pridaná.
Obrázek 3.13: Phongove osvetlenie. Prevzaté z [15].
Toto je empirický model, ktorý nie je založený na fyzikálnom popise interakcie svetla,
ale na pozorovaní. Phong spozoroval, že pre veľmi lesklé plochy bolo zrkadlové svetlo malé
a intenzita padala rapídne rýchlo, zatiaľ čo pre jednotvárnějšie plochy bolo väčšie a padalo
pomalšie.
Ako spôsob vykresľovania možno považovať Phongovo tieňovanie za vylepšenú verziu
Gouraudového tieňovania, ktoré poskytuje lepšie priblíženie k realite aproximovaním mo-
delu Phongovho tieňovania.
Hlavným problémom Gouraudového tieňovania je, že ak sa zrkadlový odlesk zjaví v blíz-
kosti centra veľkého trojuholníka, je zvyčajne úplne vynechaný. Tento problém je vyriešený
pomocou Phongovho tieňovania.
Použitie menších trojuholníkov môže vyriešiť problém Gouraudového tieňovania, s ohľa-
dom na zrkadlové odlesky. Phongove tieňovanie môže zase lepšie zvládnuť veľké trojuholníky
a mohlo by sa zdať, že veľmi ostré zrkadlové odlesky vyžadujú malé trojuholníky. Pravda
je niekde medzi a oplatí sa mať na pamäti, že Phongova interpolácia robí veľmi málo pre
zmäkčenie náhlej zmeny vo farbe gradientu v blízkosti hrán trojuholníkov. V skutočnosti,
lepšia manipulácia so zrkadlovým svetlom môže tento problém zhoršiť.
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Sú uvedené tri vrcholy v dvoch rozmeroch, v1, v2 a v3, rovnako ako normály pre každý
vrchol N¯1, N¯2 a N¯3. Predpokladajme, že sú jednotnej dĺžky. Rovnako ako v Gouraudovom
tieňovaní, sa lineárne interpoluje normála N¯ po povrchu trojuholníka, z troch uvedených
normál. To sa vykonáva, rovnako ako v Gouraudovom tieňovaní, pre každý pixel v troju-
holníku a v každom pixely sa normalizuje N¯ a použije sa v Phongovom modeli osvetlenia
pre získanie konečnej farby pixelu.
V niektorom modernom hardwary, sa varianty tohto algoritmu nazývajú
”
pixel shading“.
To zvyčajne znamená, že výpočet osvetlenia možno vykonať pixel po pixely, a že premenné
osvetlenia sú interpolované cez polygón.
3.4 Skybox
Skybox ako je uvedené v [13] je technika, ktorá robí scénu väčšiu a viac ohromujúcu, ob-
kolesením pozorovateľa textúrou, ktorá je okolo kamery v 360 stupňoch. Textúra je často
kombináciou medzi oblohou a terénom typu hôr alebo mrakodrapov, atd. Ako hráč objavuje
okolie, stále vidí časť Skyboxu vznášajúceho sa nad skutočnými modelmi a vyplňujúceho
všetky prázdne pixely. Na obrázku 3.14 môžeme vidieť príklad skyboxu z hry Half-Life.
Obrázek 3.14: Príklad skyboxu. Prevzaté z [2].
Idea skyboxu je vykresliť veľkú kocku a umiestniť pozorovateľa v jej strede. Ako sa ka-
mera pohybuje kocka nasleduje tento pohyb, takže pozorovateľ nikdy nedosiahne
”
horizont“
scény. Toto je podobné ako v reálnom živote, kde vidíme oblohu
”
dotýkať“ sa zeme na ho-
rizonte ale keď sa pohneme dopredu smerom k horizontu, zostáva v rovnakej vzdialenosti
od nás.
Špeciálny typ textúry je namapovaný na túto kocku. Táto textúra je vytvorená takým
spôsobom, že ak ju narežeme a zložíme správne, vytvorý kocku, kde obsah pozdĺž okrajov
vnútorných pôch je so sebou dokonale previazaný a vytvára pocit kontinuity pre niekoho,
kto sa nachádza vo vnútri kocky. Takúto textúru môžeme vidieť na obrázku 3.15.
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Obrázek 3.15: Príklad textúry skyboxu. Prevzaté z [5].
Ak by sme odrezali biele okraje textúry z obrázku 3.15 a zložili zvyšné časti pozdĺž bielej
čiary budeme mať pole s požadovanými vlastnosťami. OpenGL nazýva takúto štruktúru
Cubemap.
Aby bolo možné samplovať cubemapu budeme potrebovať použiť 3D súradnice textúry
namiesto 2D súradníc. Textúrovací sampler použije tieto 3D koordináty ako vektor a zaprvé
zistí, ktorá zo šiestich tvár cubemapy obsahuje požadovaný texel, a potom ho načíta v rámci
tejto plochy. Tento proces môže byť vidno na nasledujúcom obrázku 3.16 (pozerajúc sa na
spodnú časť kocky).
Obrázek 3.16: Ukážka samplingu.
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Správna plocha je zvolená na základe najvyššej veľkosti zložky textúrovacích súradníc.
Vo vyššie uvedenom príklade 3.16 vidíme, že Z má najväčšiu veľkosť (Y nie je vidno, ale
dajme tomu, že je menžia ako Z). Pretože Z má kladné znamienko, textúrovací sampler




Technika vytvárania skyboxu môže byť v skutočnosti vytváraná pomocou gule, rovnako
ako pomocou kocky. Jediný rozdiel je, že dĺžka všetkých možných smerových vektorov v
gule je rovnaká (pretože predstavujú polomer gule), zatiaľ čo v kocke sú rôzne dĺžky. Me-
chanizmus pre načítanie texelu zostáva rovnaký. Skybox, ktorý používa guľu je niekedy
nazývaný skydome.
Vytvorenie textúry skyboxu
Pre vytvorenie textúry skyboxu bola použitá externá knižnica [14]. Pre opísanie vzniku
textúry skyboxu som použil pôvodný opis z vyššie uvedeného zdroja.
Obloha sa skladá z troch základných elementov:
• Farebný prechod oblohy. Farebný prechod oblohy určuje zafarbenie pozadia. Udáva
farbu atmosféry pri východe slnka, západe slnka alebo v priebehu poobedia. Farebný
prechod je určený farbou horizontu, začiatočnou, koncovou a základnou farbou, vek-
torom ku slnku a exponentom. Počiatočná farba oblohy je farba blízko slnka, koncová
farba oblohy je farba na opačnom konci oblohy od slnka. Základná farba je medzi poči-
atočnou a koncovou. Farba horizontu ofarbuje v blízkosti zeme. Rozmiestnenie farieb
je dobre viditeľné na obrázku 3.18. Exponent udáva rýchlosť zmeny farby horizontu
na farbu oblohy.
Obrázek 3.17: Rozmiestnenie farieb oblohy. Prevzaté z [14].
• Slnko. Slnko je určené vektorom pozície, veľkosťou, farbou, exponentom a veľkosťou
okolitej žiary. Veľkosť slnka je v steradiánoch. Exponent udáva, aká ostrá je hranica
slnka. Veľkosť okolitej žiary udáva, do akej vzdialenosti od slnka sa šíri farba slnka.
• Mraky. Mraky sú reprezentované nekonečnou rovinou, ktorá je umiestnená nad scé-
nou, obrázok. Smerový vektor u¯ pre daný pixel skyboxu pretne túto rovinu v istých
súradniciach I(x, y). Súradnice I použijeme ako vstup funkcie Perlinovho šumu. Pa-
rametre mrakov sú teda: Amplitúda, frekvencia, perzistencia a počet sčítaní. Tieto
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parametre sú predané funkcii Perlinovho šumu. Ďaľšie parametre sú hustota, krytie
a farba mrakov. Problém tejto metódy spočíva v aliasing efekte na horizonte. Prie-
sečník smerového vektora s rovinou mrakov je pre pixely na horizonte veľmi ďaleko.
Jednotlivé súradnice Perlinovho šumu pre pixely, ktoré ležia vedľa seba v tejto oblasti
sú veľmi odlišné. Tým nám vzniká problém, že farba mrakov na horizonte sa prudko
strieda v susedných pixeloch. Naším riešením ale bude zvyšovanie priehľadnosti mra-
kov smerom k horizontu. Mraky sa tak rozplynú vo farbe horizontu.
Obrázek 3.18: Vykresľovanie mrakov. Prevzaté z [14].
3.5 Generovanie kociek
Kocky sú jedným z kľúčových prvkov mojej hry, slúžia na to, aby hráč mohol vyskákať po
inak nevyskákaťeľnom teréne.
Pri ich generovaní som musel myslieť hlavne na to, aby sa z jednej kocky dalo vždy
doskočiť na tú nasledujúcu. Začiatok generovania som umiestnil na najnižší bod na mape
a koniec na najvyšší bod. Z týchto dvoch bodov som potreboval vyrátať uhol smerovania
generácie kociek. Na jeho vyrátanie som použil vzorec:
α = cos−1(ux/
√
u2x + u2z) + pi/2
,kde u¯ značí smerový vektor priamky vytvorenej z najnižšieho a najvyššieho bodu. Stred
prvej kocky som umiestnil na súradnice najnižšieho bodu a ako jeho výšku som zvolil výšku
terénu, na ktorom sa stred nachádza. Nasledujúcu kocku som potreboval umiestniť tak aby
sa na ňu dalo doskočiť. Pre tento účel som si odmeral maximálnu výšku a dĺžku skoku.
Potom som sa začal posúvať po smernici priamky generovania a posúval som sa pokiaľ
nebola vzdialenosť stredu nasledujúcej kocky ďalej alebo vyššie ako som schopný doskočiť.
Kocky sa generujú dovtedy, dokým výška stredu poslednej generovanej kocky nepresahuje
výškový limit.
Vrcholy všetkých kociek spolu s ich textúrovacími koordinátmi som uložil pre rýchlejšie
vykresľovanie na grafickú kartu, kde sa za pomoci vertex a shader programu vykresľujú.
Pre neskoršie použitie v kolíznom systéme 4.3, sú kocky ukladané do stromovej štruktúry
octree.




Text využívam vo svojej hre ako doprovodný prvok. Je ním zobrazené ovládanie prvkov
ako je quick load alebo save, ďalej je ním zobrazený aktuálny seed mapy a aktuálny čas od
začiatku hry. Po dovŕšení konca hry ním zobrazujem za akú dobu hráč stihol danú mapu
prejsť.
Font textu je uložený v statyckých dátach. Ide o malý bitový obrázok s vybranými
znakmi. Z obrázku vytvoríme štvorce, na ktoré je namapovaná textúra jedného písmena.




Fyzika alebo takzvaný fyzikálny engine je počítačový software, ktorý prevádza približné
simulácie rôznych fyzikálnych systémov ako je dynamika tuhých telies vrátane detekcie ko-
lízií, dynamika mäkkých telies a dynamika tekutín, používa sa v oblastiach počítačovej
grafiky, videohier a filmov. Jeho hlavné využitie sa uplatňuje vo video hrách typicky ako
medzisoftware, v tomto prípade sú symulácie reálnom čase. Tento termín je niekedy použí-
vaný viac všeobecne na popis akéhokoľvek softwarového systému pre symuláciu fyzikálnych
javov, ako sú vysoko výkonné vedecké simulácie.
Všeobecne sú dva druhy fyzikálnych enginov: real-timové a s vysokou presnosťou. Fy-
zikálne enginy s vysokou presnosťou vyžadujú viac výpočetného výkonu pre výpočet veľmi
presnej fyziky a sú zvyčajne používané vedcami a v počítačovo animovaných filmoch. Real-
timové fyzikálne enginy ako sú tie vo video hrách a v iných formách interaktívneho compu-
tingu, využívajú zjednodušené výpočty a zníženú presnosť výpočtov aby boli schopné včas
reagovať na zmeny v hre počas hrania.
4.1 Pohyb
Pohyb je rozdelený na tri celky, ktorými sú fyzika skoku, fyzika pohybu a pohyb kamery.
Aj ked sa nám zdá, že sa v hre hýbeme my a nie terén, v skutočnosti je to práve
naopak. Pri pohybe neovplivňujeme kameru ale okolie okolo kamery. To sa vykonáva cez
rôzne tranzlácie matice.
Ako prvý rozoberiem pohyb kamery. Za prvé bolo nutné zistiť či došlo k zmene natočenia
kamery a akým smerom. Aby sme vytvorili dojem FPS (first person shooter) hry je nutné
kurzor stále resetovať na stred displayu. Medzi dvoma resetmi sa kôli pohybu myši zmení
poloha kurzoru na displayi. Túto zmenu oproti stredu displaya zachytíme a prevedieme
ju na pohyb kamery týmto smerom. Po prvotnej implementácii som po testoch zistil, že
na rôzne rýchlych počítačoch sa kamera otáča rôznou rýchlosťou. Tento efekt nastáva kôli
tomu, že na rôzne rýchlych počítačoch sa stihne za sekundu vykonať rôzny počet iterácií
cyklu. Aby som zaistil rovnakú rýchlosť otáčania na rôzne rýchlych počítačoch, násobím
konštantu rýchlosti deltou času medzi jednotlivými iteráciami cyklu.
Pohyb dopredu, dozadu, doľava a doprava je rozdelený na dva typy, jeden nastáva pri
pohybe na zemy a druhý pri pohybe vo vzduchu. Pri prvom type som dal prednosť pohybu
bez zrýchlenia, keďže povrch kociek po ktorých sa skáče je malý a je dosť ťažké sa naň
trafiť, nehcel som hráčovi sťažovať úlohu tým, že sa pri doskoku kôli zotrvačnosti z neho
zošmykne.
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Pri druhom type som použil vzorce, pri ktorých je dráha ovplivnená zrýchlením:
a¯ = F¯ /m (4.1)
¯Vt+dt = V¯t · straty + a¯ · dt (4.2)
Pt+dt = Pt + V¯t · dt (4.3)
Tieto vzorce som použil kôli tomu, aby sa pri skoku zamedzilo rýchlym zmenám trajektórie
a aby nenastával efekt rýchleho zastavenia vo vzduchu, vtedy keď nestláčame žiadnu z
kláves, ktoré tento pohyb ovplivňujú.
Pri stlačení tlačítka pohybu dopredu alebo dozadu, som musel zaistiť to, aby sme sa
hýbali v smere alebo proti smeru natočenia kamery. To som zaistil pomocou uhlu natoče-
nia kamery okolo osi Y , pomocou ktorého som k zložkám starej pozície P (x, z) pripočítal
alebo odpočítal posun v smere tohto ulhu. Veľkosť, ktorú som potreboval pripočítať alebo
odpočítať k jednotlivým zložkám som určil tak, že pre zložku v smere osi X som veľkosť
zmeny dráhy vynásobil sínusom uhlu natočenia okolo osy Y a kosínusom pre osu Z. Pre
pohyb na strany som použil rovnaký prístup až na to, že som k uhlu pripočítal deväťdesiat
stupňou.
Ako posledná mi ostala fyzika skoku. Fyziku skoku som zadefinoval pomocou vzorca
pre zvislý vrh:
h = h0 + v¯0t− 1/2g¯t2
Tým som zredukoval ovplivňovanie pohybu len na osu Y . Pre osy X,Z platia vzorce 4.1.
Vzorec počíta aktuálnu výšku dovtedy, dokým nie je vypočítaná výška menšia ako je výška
terénu v danom bode, alebo pokiaľ nenastane kolízia s vrchnou stranou kocky.
4.2 Kolízie s terénom
Na to aby sme sa mohli pohybovať po teréne, je nutné mať systém, ktorý pre každý krok
vyhodnotí potrebnú výšku umiestnenia kamery nad terénom, aby sa nestalo, že sa s kamerou
vnoríme do terénu. Pre túto potrebu som navrhol kolízny systém.
Terén je tvorený vertexmi, ktoré sú zložené z troch zložiek (x, y, z). Z vertexov sú ďalej
skladané tojuholníky, ktoré vytvárajú mesh povrchu. Môj kolízny systém funguje tak, že pre
aktuálnu pozíciu nájde trojuholník, v ktorom sa nachádza a za pomoci jeho troch bodov
zostavý všeobecnú rovnicu roviny. Do tejto rovnice potom dosadí x-ovú a z-ovú zložku
aktuálnej pozície a ako jej výsledok dostaneme výšku pre danú pozíciu. Následne je táto
hodnota ešte aproximovaná, aby pohyb po teréne nevyzeral moc lámane.
Keďže zmyslom tejto hry je vyskákať z najnižšieho bodu na najvyšší, nebola by to
žiadna výzva ak by sme sa po teréne mohli voľne pohybovať. To by hráčovi stačilo vyraziť
rovno do cieľa najkratšou cestou. Preto som naimplementoval obmedzenie, v ktorom ak
hráč vstúpi na terén, ktorý je naklonený viac ako je určitý limit, začne sa po tomto teréne
“šúchať
”
smerom dole. Uhol sa vyráta z normály roviny, ktorú dostaneme zo všeobecnej
rovnice roviny a osou Y :
α = acos(Nx/
√
N2x +N2y +N2z )
Následne ak sa zistí že uhol α je väčší ako daný limit, je zakázané hráčovi sa akokoľvek hýbať,
či skákať dovtedy, dokým nie je terén znovu schodný alebo pokiaľ nenarazí na kocku. V
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tomto okamihu je dôležité zistiť akým smerom by sme sa mali zošmyknúť. Na tento účel som
použil jednoduchú logiku, keď okolo bodu na ktorom sa hráč nachádza vytvorím diskrétnu
kružnicu s polomerom rovnajúcim sa dráhe, ktorú prejde za časový úsek medzi snímkami a
rýchlosťou šmýkania. Potom porovnám výšku každého z týchto bodov diskrétnej kružnice
s aktuálnou výškou bez aproximácie a nájdem bod s tou najnižšou. Tento bod je naša nová
pozícia.
4.3 Kolízie s kockami
Pre naplnenie cieľa mojej hry bolo nutné vygenerovať stupienky, po ktorých by sa dalo
vyskákať na najvyšší bod na mape. Pre tento účel som generoval kocky ktorých generácia
je popísaná v sekcii 3.5. Na uloženie pozícií týchto kociek som použil štruktúru nazývanú
octree.
Octree
Octree ako je napísané v [17], je štruktúra, ktorá popisuje rozloženie objektov v priestore.
Vďaka stromovej štuktúre umožňuje rýchle hľadanie blízkych objektov. Octree sa skladá
z uzlov, každý uzol má osem detí. Týchto osem detí je zadefinovaných pomocou fyzického
stredu ich rodičovského ulza. Na obrázku 4.2 je vyznačený jednoduchý octree. V 2D, je
veľmi podobná dátová štruktúra nazývaná Quadtree, ktorá je veľmi podobná, má ale iba
štyri deti, pretože je v 2D. (Môžete si predstaviť analogické dátové štruktúry pre vyššie
dimenzionálne priestory s 2d deťmi na uzol.)
Obrázek 4.1: Príklad naplnenej štruktúry octree v priestore. Prevzaté z [16].
Myšlienka ukladania objektov je v octree veľmi jednoduchá. Skutočné údaje, na ktoré
sa budeme nakoniec chcieť dotázať budú uložené v listových uzloch. Vnútorné uzly stromu
nebudú uchovávať dáta. Listové uzly sú schopné uložiť viac ako len jeden bod.
Pre účely mojej hry som použil octree na stránke [18], ktorý je veľmi jednoduchý čím
nezaberá veľa priestoru a je taktiež veľmi rýchly.
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Obrázek 4.2: Jednoduchý octree v priestore. Prevzaté z [11].
Detekcia kolízií
V tejto časti budem prezentovať moje riešenie pre detekciu kolízií.
Všetky kocky sú uložené v octree ako som spomýnal už vyššie. Konkrétne sú v ňom
uložené súradnice stredov všetkých kociek. Následne zistím, ktoré kocky sú okolo mojej
aktuálnej pozície a to tak, že funkcii pre vyhľadávanie v octree zadefinujem bounding box
(ohraničujúcu kocku) okolia okolo mojej pozície v ktorom má hľadať prítomnosť stredov
kociek. Po prehľadaní octree dostanem počet blízkych kociek, ak sa v mojom okolý nachádza
nenulový počet kociek, začnem ich po jednej testovať na kolízie.
Kolíziu z boku kocky zisťujem tak, že si priestor zjednoduším na 2D tým, že do úvahy
beriem iba osi X a Z. Zo starej pozície a novo vypočítanej pozície vytvorím parametrické
vyjadrenie priamky, to isté urobím pre každú hranu kocky. Následne z nich vytvorím dve
rovnice o dvoch neznámych:
S0x + S · sx = P 0x + P · px
S0z + S · sz = P 0z + P · pz
Kde S0(x, z) značí starú pozíciu hráča a P0(x, z) je bod kocky. Keďže sú ale kocky genero-
vané tak, že ich hrany sú rovnobežné s osami, zložky smernice p¯ budú pre hrany rovnobežné
s osou X nadobúdať hodnoty (1, 0) a pre Z budú nadobúdať hodnoty (0, 1). Týmto nám z
jednej z týchto rovníc vypadne parameter P a dostaneme rovnicu o jednej neznámej a to
S. Ak po vypočítaní leží S v intervale 〈0, 1〉 a ak sa akýkoľvek bod postavy nachádza vo
vnútry kocky, nastala kolízia. Pre presný bod kolízie doplním parameter S späť do rovnice:
X = S0x + S · sx
Y = S0z + S · sz
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K tomuto bodu ešte zostáva pripočítať zbytkovú energiu pohybu zmenšenú o stratu energie
pri náraze aby kolízia nevyzerala neprirodzene.
Pre zistenie kolízie z vrchnej strany kocky používam obdobný algoritmus. Reakciou na
zistenú kolíziu je nastavenie výšky pozície na výšku, v ktorej sa nachádza vrchná časť kocky.
Ak by sme zistili, že v jeden okamih nastala kolízia z boku a aj z vrchu, reagovať budeme
len na kolíziu z vrchu.
Pri páde z kocky používam rovnice volného pádu:




Projekt som implementoval pod systémom Windows 7. Pre vytvorenie okna som použil
WINAPI. Aby bol projekt spustiteľný je vyžadované OpenGL minimálne vo verzii 3.3.
Po spustení aplikácie, nabehne prológ hry, ktorý sa zobrazuje počas načítacej fázy hry,
kedy sa vyrátavajú všetky textúry, terén a kocky. Počas hry je možné použiť quick save a
load, ktoré pri použití uložia/načítajú stav hry za cenu navýšenia koncového času, ktorý sa
zobrazí po vyskákaní hráča na najvyšší kopec. V prípade pádu hráča na miesta, z ktorých
sa nedá vyskákať, môže hráč použiť quick load alebo funkciu reset, ktorá zresetuje hru na
počiatočný čas a počiatočnú pozíciu. Hru ukončíme stiskom klávesy escape.
Hra bola testovaná na rôznych druhoch počítačov, s rôznymi parametrami. Po testoch
som zistil, že hru majú problém spustiť počítače s grafickými kartami od firmy ATI. Na
ostatných počítačoch sa hra spustila bez problémov a framerate dosahoval 32 snímkov
za sekundu u pomalších počítačov a maximálne 62 snímkov za sekundu u výkonnejších.
Maximálny framerate za sekundu je ovplivnený nastavením vertikálnej synchronizácie, ktorá
je zapnutá vtedy, ak je výkon počítača dostačujúci a za úlohu má odstrániť negatívny efekt
rýchleho prekresľovania snímkov. Ten nastáva vtedy, keď sa začne vykresľovať nový snímok
bez toho, aby sa počkalo kým sa dokreslí ten starý.
5.1 Hudba
Pre prehrávanie hudby v mojej hre bola použitá knižnica libv2 od nemeckej skupiny Far-
brausch [9]. Ku knižnici je pridaný aj prehrávač súborov v2m. Prehrávač je napísaný v
jazyku C pre Visual Studio. Niektoré časti kódu boli napísané v jazyku assembler a tie bolo
nutné prepísať. Pre skladanie hudby je ku knižnici pridaný i VSTi plugin, ktorý môžeme
vidieť na obrázku 5.1.
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Obrázek 5.1: VSTi plugin pre tvorbu hudby pre knižnicu libv2. Prevzaté z [4].
5.2 GLSL
Pre potreby mojej hry som použil tri shader programy. Ani jeden z nich nepoužíva ge-
ometry shader. Shader programy sú písané vo verzii 3.3. Využívam ich pre vykreslenie
terénu, skyboxu a kociek. Fragment shader terénu je najkomplikovanejší, pretože je v ňom
naimplementovaný Phongov osvetľovací model.
Jedna z prvých implementácií mojej hry bola napísaná bez použítia shader programov,
čo sa podpísalo na výkone hry, kedy som pri spustení dosahoval približne päť až desať
FPS. Kôli tomu som sa rozhodol implementovať vykresľovanie pomocou shaderov. Keďže
som s takýmto druhom programov dovtedy nerobil, implementácia a naučenie sa princípu
fungovania shader programov mi zabrali určitý čas. Nakoniec sa mi ale projekt podarilo




Cieľom tejto práce bolo vytvoriť 3D hru s veľkosťou obmedzenou na 128kB s použití
OpenGL. Pri tvorbe tejto aplikácie som sa naučil procedurálne generovať textúry za pomoci
Perlinovho šumu. Vytvoril som vlastný fyzikálny engin, v ktorom som naimplementoval re-
akciu s generovanými objektami ale aj samotný pohyb.
Pri implementácii aplikácie som neraz musel prehodnotiť časti napísaného programu a
rozhodnúť sa či v nich pokračovať alebo použiť inú metódu. Príkladom neh je vykresľovanie,
ktoré som mal najskôr napísané bez shaderov a ktoré som neskôr doimplementoval. Naj-
väčšie problémy som ale mal s fyzikálnym enginom. Pri jeho implementácii som vyskúšal
nespočetné množstvo riešení kým som nedošiel k verzii, ktorá by fungovala vo všetkých
aspektoch môjho návrhu.
Pri tvorbe tejto práce ma napadlo veľa rozšírení, ktoré by bolo možné doimplementovať.
Bohužiaľ nie na všetky mi ostal čas. Jedným z týchto rozšírení je napríklad pridanie vetra.
Vietor by ovplivňoval trajektóriu skoku a zvýšil by obtiažnoť hry. Obtiažnosť by sa dala
nastavovať a ovplivňovala by silu vetra, čas za ktorý by sa smer vetra zmenil, generovanie
vzdialeností kociek atď. Ďaľším rozšírením by mohlo byť napríklad vytvorenie viacerých
ciest k cieľu, kde by si hráč mohol v priebehu hry vybrať akou cestou pôjde. Ďalej by sa
mohli generovať kocky rozlišných tvarov, ktoré by pridali možnosti do hry, ako napríklad
väčšia kocka s dierou, do ktorej by trebalo skočiť a prejsť cez ňu pre ďalšie pokračovanie.
Generácia terénu by sa mohla upraviť použitím iných šumov, pre jeho detailnejší vzhľad
použiť napríklad bump mapu, pridanie genrovania trávy alebo stromov. Na vrcholkoch hôr
pridať efekt padajúceho snehu a mnoho ďalších.
Výsledná veľkosť spustiteľného súboru má 85kB, je to výrazne menej ako 128kB. Zvy-
šná veľkosť by sa dala použiť na implementáciu vyššie spomenutých rozšírení, na ktoré už
bohužiaľ neostal čas.
Pri písanie tejto práce ma bavilo, aj ked som mal občas chuť sadnúť do lietadla a odletieť
na Havaj. Naučil som sa neskutočné množstvo nových vecí a v budúcnosti by som si rád
zopakoval prácu na podobnom projekte.
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