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Introduction * Transfer of finite element results from one mesh to another is typically utilized for two classes of problems. In the solution of weakly coupled multi-physics problems, the results from one simulation would be used as input for the next simulation. For example, the temperature field from a thermal simulation would be used as the input to compute thermal stresses in a structural simulation. In weakly coupled multi-physics problems, the different phenomena to be simulated typically require different degrees of mesh resolution and thus the transfer of results between the meshes. The use of rezoning/adaptivity in solution schemes also requires the transfer of results from one mesh to another. Rezoning is typically identified as a method to correct unacceptable distortion in a Lagrangian mesh. For example, large deformations can lead to distortion or even inversion of finite elements in the structural simulation of impact events or manufacturing processes. Adaptivity is generally described as the use of selective refinement of the mesh to capture evolving or translating phenomena for example strain localization or a moving bum front. MAPVAR is intended to be the data transfer module for both these applications.
MAPVAR draws heavily from its precursor programs, MERLLN [1] and MERLIN II [2] . The principal differences between MAPVAR and MERLIN II are shown in Table 1 . 
Search Algorithm
MERLIN II uses a classical bucket search algorithm. This type of search can be very effective but it suffers from a few drawbacks. A bucket search requires the buckets to be defined in some way. In MERLIN II, the user was required to define the number of buckets in each ordinal direction. A very knowledgeable user could often select a near optimal bucket spacing. However, a novice user could actually reduce, by injudicious definition of buckets, the efficiency of the code over not using any buckets at all. In addition, the bucket search is inefficient for any geometry which mandates that certain buckets contain many nodes while other buckets contain few or even no nodes.
The new search algorithm is a variation on a binary search proposed by Swegle [7] . The actual coding used in MAPVAR was derived from the contact search subroutines described by Heinstein, et. al. [8] . As implemented in MAPVAR, the search algorithm can be briefly described as:
1. Sort the points (nodes or element centroids) of the recipient mesh based on coordinates. Produce two sequential lists for each coordinate (dimension) in the recipient mesh. The first list (index list) provides the identifying number (node or element number) for the location in the sorted list. Thus the first location in the index list has the node or element number that has the lowest value of that coordinate. The second list (rank list) gives the array location for each node or element number in the index list. For example, if node number 5 has the lowest x-coordinate value in the recipient mesh then the index list has 5 as its first entry and the rank list has 1 as its fifth entry.
2. Compute the minimum and the maximum value for each coordinate for each element in the donor mesh. Increase the interval thus computed by a tolerance (the searchbox). Use a binary search on the index list to provide the integer value that defines the first and last entries that lie within the searchbox.
3. Do an intersection of the list segments for each coordinate. This provides a list of recipient mesh points that could lie within the donor mesh element.
4. Compute the isoparametric coordinates within the donor mesh for each of the recipient mesh points.
.
5.
After looping over steps 3,4, and 5 for all donor mesh elements, pick the donor mesh element with the best set of isoparametric points and save those values for future interpolation of the data.
Readers who desire a more complete description of the search are directed to the above references. MAPVAR commands take the form of a keyword followed by a value. The portion of the keyword or value shown in boldface above is the minimum number of characters required to be input. All character string parsing is done for the first three characters with the remainder of the string ignored. The item within the pointed brackets represents the input expected for any given keyword. A <int> refers to the need for an integer value to be entered after the keyword. Likewise, a <real> indicates the need for a real number input. Two commands, the TIMes and the MAP commands will accept either the character string, ALL, or a number (real or integer respectively) as input. The HELp keyword command where keyword is any of the character string keywords listed above will provide a brief description of the command to the standard output device. A detailed description of the available MAPVAR commands is presented below.
Interpolation Schemes
The command line to control the interpolation scheme is:
SCHeme eint>
At present, MAPVAR retains the use of element shape functions to define the value of the variable to be assigned to the point from the recipient mesh which lies within an element of the donor mesh. This procedure requires the values of the variable to be defined at the nodes of the donor mesh. In the context of MAPVAR, interpolation scheme is defined as q the method to transform element centroid (element variable) data to nodal data. Three interpolation schemes are currently implemented in MAPVAR. These are simple nodal b averaging, constrained linear least squares, and direct transfer which does no interpolation. Each of these schemes has advantages and disadvantages which will be discussed in detail below. The "best" scheme is completely problem dependent and thus the choice of scheme is left up to the user.
SCHeme O
Scheme O is a simple nodal averaging scheme. In this scheme, the value of an element variable at anode is determined by averaging the values of that variable from the centroid of each of the elements that share that node. The algorithm in MAPVAR progresses as follows:
1. Loop over all the elements in the element block being processed.
2. Loop over all the nodes for each element.
3. Accumulate the sum of each element variable at each node. Keep a counter of the number of contributions to the sum at each node.
Divide the sum by the number of contributions to obtain an average nodal value for each element variable.
This scheme has the advantage of being fast, robust, and simple. In the interior of a structure it provides a very accurate interpolation. However, this scheme will result in dissipation or smoothing of the variable values near the structure boundary for variables which exhibit gradients. In particular, when the recipient mesh has a finer grid than the donor mesh, this scheme is not recommended when the solution exhibits a gradient in element variables toward the boundary of an element block.
SCHeme 1
This is the default scheme. Scheme 1 scatters element centroidal variable values to the node through a linear constrained least squares fitting procedure. Scheme 1 starts by fonrning an inverse connectivity matrix -a list of all elements connected to a node. After some checks for potentially pathological cases, a linear least squares procedure is employed to compute the value of the variable at the nodal location given the location of and the variable value at the surrounding element centroids. Finally, the constraint phase replaces physically meaningless values of variables, such as negative plastic strain, with an appropriate default value. A summary of the Scheme 1 algorithm follows:
1. Create inverse connectivity.
2.
If not enough elements connected to node (at least 3 for 2-D, 5 for 3-D), pick node on opposite side of element. If still not enough elements, do simple average for the original node (identical to Scheme O).
3. If elements are colinear (2-D) or coplanar (3-D), again do simple averaging.
4. If enough elements have been located for this node and these elements are not coplanar, then do a linear least squares fit centered on this node using the location of and the value at the element centroids.
Go back and fix any values that are physically unacceptable.
Scheme 1 is the most costly of the interpolation schemes. However, run times for MAPVAR should rarely be a concern. Scheme 1 does some extrapolation near boundaries, particularly if the recipient mesh is more finely gridded than the donor mesh. This is both an advantage and a disadvantage. Extrapolation of element variable results is inherently dangerous. However, for the case of a more finely gridded recipient mesh, extrapolation is the only way to avoid significant dissipationhmoothing.
The imposition of external constraints on the results of the least squares ilt will mitigate some of the worst aspects of extrapolation. Scheme 1 is the best method currently implemented to capture gradients in a solution. Over the range of applications tried thus far, Scheme 1 generally provides the best interpolation of element variables{and thus has been selected as the default scheme.
SCHeme 2
Scheme 2 is based on direct element to element variable transfer. Thus there is no intermediate step of interpolation of element variables to nodes. Instead, if the element centroid of the recipient mesh lies within a donor mesh element, the recipient mesh element is given the value of the donor mesh element. This procedure is the fastest of the interpolation schemes, no interpolation is performed. It has the advantage that for identical donor and recipient meshes, the solution for the donor mesh is preserved exactly. However, Scheme 2 is not recommended if the donor mesh differs from the recipient mesh, particularly if the recipient mesh is more finely gridded than the donor mesh. In this case, Scheme 2 will effectively sharpen gradients in element variables. That is, the difference in the variable value between two elements will be identical while the spacing between the two element centroids is decreased. Scheme 2 is recommended for identical donor and recipient meshes and can be used with care for a recipient mesh coarser than the donor mesh.
Geometric Processing
The command line to control the selection of deformed versus undeformed geometry is:
DEFormed tint>
There are three options for the deformed processing command. The user may select to do all processing in the undeformed geometry, the deformed geometry, or may select mesh annealing. These options are discussed in more detail below. Displacements are considered to be just another nodal variable, nothing more. This option can be useful for small deformation problems to avoid the necessity of defining the deformed shape of the structure in a manner suitable for use in generating a new mesh. If undeformed processing is selected, then the structural shape used to produce the original mesh may be used to produce all subsequent meshes.
DEFormed 1
This is the default option. In this option, MAPVAR processing is performed in current, deformed coordinates. The boundaries of the recipient mesh are consistent with the deformed shape of the donor mesh. During processing, the displacements from the donor mesh are read and added onto the coordinates of the donor mesh to produce current coordinates. Just prior to writing the interpolated mesh, the transferred displacements are subtracted from the recipient mesh coordinates. This produces an interpolated mesh that, at the time step of interest, has current coordinates identical to the recipient mesh. That is, when plotted with a displacement magnification of one, the interpolated mesh is identical to the recipient mesh. This technique allows the displacement field to remain meaningful across a rezoned restart. This is particularly useful when mesh distortion requires rezoning in order for the solution to proceed. The interpolated mesh provides for a restart with well shaped elements in current coordinates while still retaining the meaning of the displacement field.
DEFormed 2
This option is called mesh annealing. It was supplied in support of the GOMA [9] code. In mesh annealing, the data transfer is performed in deformed, current coordinates. Thus, during processing, the donor mesh displacements are added to the donor mesh coordinates to produce the required current coordinates. The boundaries of the recipient mesh are coincident with the deformed boundaries of the donor mesh. However, prior to writing the interpolated solution, the displacements are zeroed. This produces an interpolated mesh that while consistent with the deformed shape of the donor mesh has a zero displacement field. For further discussion of the applications for this option, the reader is directed to [9] .
At present, only a single recipient mesh maybe supplied. Therefore, undeformed processing is the only option available when multiple time steps are to be transferred. There User Input is simply no way to input a series of recipient meshes that track the deformation at each step of the solution.
Time Step
The command to search the donor mesh database and determine the available time steps is:
LISt TIMes
This command will write a list of the time step (integer number that varies from one to the number of time steps available) followed by the time associated with that time step (a real number that varies from the minimum time available -typically zero to the maximum time available).
The command for selecting the time step of interest is:
TIMes <real or ALL> If a real number is input after the TIMes keyword, that real number is processed to determine the time step associated with the closest time available from the donor mesh data base. If the character string ALL is input, then all the time steps available from the donor mesh data base are selected. Only the option to select all the time steps or to select a single time step is currently available. If a set of time steps, different from all available time steps, is required, ALGEBRA[ 10] may be used to provide a donor mesh with only the desired time steps. The default for this command is the last time step available from the donor mesh.
Searchbox
The command to control the searchbox for the search routine is:
SEArchbox <real>
The searchbox is essentially a tolerance on the minimum and maximum value of each coordinate for each element or group of elements from the donor mesh sent into the search routine. The interval for each coordinate is computed from the maximum and minimum above. This interval is multiplied by the value entered via the searchbox command to obtain a local search tolerance. This tolerance is then subtracted from the minimum and added to the maximum values for use in the search routine. A searchbox value of less than zero is not recommended. Increasing the searchbox value increases the cost of the search. Thus far, the major use for an increased value of the searchbox is to deal with the problem of different intervals along a curved surface. Typically, when a curved surface is discretized, the nodes are constrained to lie on the surface. Thus for different discretizations, the nodes of one discretization will lie outside the straight line segments defined by the elements of the other discretization. Modest increases in the searchbox parameter can alleviate this problem.The default value for the searchbox is 0.01. Searchbox values greater then one are not recommended because this will significantly slow down the search routine.
MAP
Element and nodal variables are transferred from the donor mesh to the recipient mesh element block by element block. This type of transfer prevents blending of material properties and results across material boundaries. It also permits the correct treatment of displacements for surfaces that have come into contact. In EXODUS II each element block (typically each material occupies a unique element block) has a unique identifier. MAPVAR permits the user to define the correspondence among element blocks between the donor mesh and the recipient mesh. The user can also specify the interpolation scheme to be used for each element block transfer. The command to specify a user defined element block to element block transfer is:
MAP <int> TO dnt> SCHeme <inÕ nce a MAP command has been entered, only those element blocks identified through this and subsequent MAP commands will be transferred. That is, a MAP command does not update a predefine transfer sequence but instead increments the user defined transfer sequence. The MAP command is very general, both transfers from many element blocks to one and one element block to many are permitted. MAPVAR attempts to provide some useful information to the user of this option. Whenever a MAP command is entered, MAPVAR will echo a list of all the user entered element block transfers defined thus far. MAPVAR will also provide a list of the recipient mesh element blocks not currently identified for transfer. MAPVAR provides a default one to one transfer map. The default transfer definition is determined by looping over all the element blocks in the recipient mesh. The identification numbers for the recipient mesh element blocks are matched to the identification numbers of the element blocks in the donor mesh. If a match is found, those matching element blocks are defined in the default transfer map. For example, element block 1. D. 1 in the donor mesh will be mapped into element block I. D. 1 in the recipient mesh. If no match is found, for element blocks in either recipient or donor meshes, the variables in those element blocks will not be transferred.
The interpolation scheme can also be set for each element block independently through the MAP command. Any of the three schemes described above can be selected. If a value other than O, 1, or 2 is entered using the MAP command, the local scheme reverts to the current default value. The current default interpolation scheme is either the global default, 1, or whatever value the user last entered via the SCHeme command.
User Subroutine
A user subroutine is provided to allow the user to set the value of either nodal or element 9 results for recipient mesh nodes or element centroids that lie outside the boundaries of the donor mesh or for whatever reason are not included in the transfer map. It was originally intended to call the user subroutine only for those points not found in the search. However, for the case where one donor mesh element block is mapped into many recipient mesh element blocks, at the level of the search routine many points will not be found for each search. Rather than increase the required storage, it was decided to initialize all points prior to commencing the search. This prior initialization has not been found to be excessively expensive. By default, all variables associated with a node or element centroid are initialized to zero.
The user subroutine for nodal values is ininod.f. The default subroutine is shown below:
SUBROUTINE ININOD(SOLNB,IVAR,TIMES,ISTP,IDBLK,NDLSTB,XB,YB,ZB) c c ***** ***** ***** ***** ************************************************* c C ININOD initializes nodal variable values based on TIME, ELEMENT C BLOCK, VARIABLE NAME, COORDINATE, etc. By default, nodal variable C values are set to zero. It is intended that the user rewrite this C subroutine to provide values that are appropriate to the problem C being solved. This is the preferred method to handle nodal variable C assignment for recipient mesh nodes that lie outside the boundary C of the donor mesh. It is intended that the user rewrite this C subroutine to provide values that are appropriate to the problem C being solved. This is the preferred method to handle element variable C assignment for recipient mesh nodes that lie outside the boundary C of the donor mesh. both these subroutines the variable to be mapped, along with a way to determine its variable name, the time step and a way to determine the corresponding time, the element block identification number, and the coordinates of the point (either node or element centroid) are made available through the argument list and through common blocks. If additional information is required by the user, the author of this report or the code sponsor should be contacted.
The first example is a square bar tensile specimen. In order to generate gradients in stress and strain, the bottom of the bar was fixed in all directions, the top of the bar had a Ydirection displacement applied but was allowed to displace freely in the X and Z-directions. The initial undeformed mesh was a square consisting of 8 elements in a 2 by 2 by 2 element arrangement shown in Figure 1 .
Initial, undeformed mesh for square tensile specimen
The bar was modeled as an elastic-plastic material with the applied displacement well .
beyond the elastic limit. Effective plastic strain (EQPS) was chosen as the element variable to be transferred to the new mesh. The "epaint" option in BLOT [12] was chosen to display 9 the effective plastic strain. This option paints the entire element with the appropriate color for the value of the element variable at the centroid of the element. Figure 2 shows the effective plastic strain "epainted" on the deformed shape. The recipient mesh onto which the effective plastic strain is to be transferred is more finely gridded as shown in Figure 3 . 
Example Problems
The results of the data transfers are shown in Figure 4 . The effective plastic strain on the original mesh (repeat of Figure 2) is shown in the upper left-hand corner. The result of using scheme O (simple interpolation) for the transfer is shown in the upper right-hand comer. The result of using scheme 1 (linear least squares interpolation) is shown in the lower left-hand comer. Finally, the result of using scheme 2 (direct transfer) is shown in the lower right-hand corner. 
Scheme 2 data transfer
As expected, the direct transfer option (lower right-hand comer) produces an identical plot, except for the mesh lines, to the original (upper left-hand comer). Schemes Oand 1, on first glance appear to produce very similar results. However, the reader is advised to look closely at the legend on the color bands. Scheme O produces some dissipation of the original result (the minimum value of EQPS is greater than the original while the maximum value is less than the original). Scheme 1, on the other hand, extrapolates the result based on the element centroid to element centroid gradients in the original solution. Here the minimum value of EQPS is less than the original data while the maximum value of EQPS is much greater than the original data. The minimum and maximum values for the original data and each of the interpolation schemes are shown in Table 2 . It should be kept in mind * that the colors shown in Figure 4 are based on the values of the variable at the element centroids (note the location of the stars on the figures). Therefore, it is reasonable to expect, that when additional sampling points are available, the interpolated data should exhibit a gradient similar to the original data. Thus, the author prefers the results obtained with scheme 1, explaining its selection as the default interpolation scheme.
This data transfer was accomplished with the following commands. First MAPVAR was executed (three times, once for each interpolation scheme):
mapvar test 1 where test 1.e is the donor mesh which contains the EQPS element variable results (shown in Figure 2 ) and test 1.g is the recipient mesh (shown in Figure 3 ). At the command line prompt from MAPVAR, the commands,
sch O run
were entered for the first run. The default values for deformed processing, "clef 1", for the time step, last time step in file, for the searchbox, "sea 0.01", and for the transfer map, "map 1 to 1", were all accepted and thus no input was required for the commands activated by these keywords. In subsequent runs, the command "sch O" was replaced by "sch 1" and w "sch 2". The results of the transfers (shown in Figure 4 ) were written to a file named test 1.int. The text output file, test 1.o, was also written but not used. {
The second example problem demonstrates the use of transfer maps-Here the donor mesh consists of six element blocks (only one material) while the recipient mesh has only one element block. While this example problem may seem contrived, it is motivated by an .
-, actual application of data transfer between a radiation transport and a structural mechanics code. The actwd application could not be shown here. Figure 5 shows the distribution of pressure over the six element blocks of the donor mesh. Figure 6 shows the interpolated distribution of pressure over the one element block of the recipient mesh. 
Execution Files
MAPVAR requires two files, the files attached via the -plot and the -mesh file options. The file attached via the -plot option is the EXODUS file that has the nodal and element variable results that need to be interpolated onto the new mesh. This file is sometimes referred to as mesh-A or as the donor mesh. The file attached via the -mesh option is the GENESIS file of the new mesh. The nodal and variable results will be interpolated onto this file. This file is also referred to as mesh-B or the recipient mesh.
MAPVAR produces two files, the files attached via the -interpolated and the -output options. The file attached via the -interpolated option is the EXODUS file that contains the interpolated nodal and element variables from the -plot file on the mesh geometry from the -mesh file. This file is sometimes referred to as mesh-C. The file attached via the -interpolated option is the primary output from MAPVAR. The file attached via the-output option is a text file to which various run time information and error messages are written. A table of the file options used by MAPVAR is shown below. 
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Executing MAPVAR
The MAPVAR script also has several command options. The -subroutine option will compile and link a subroutine in addition to the default executable or that replaces an already existing subroutine in the default executable. The primary use of this command option will be to replace the subroutines that apply values to nodes or elements not found in the search, see the section on User Subroutine for details. The -executable option is used to point to an alternate executable image of the program. The -help, -noexecute, andaprepro command options will rarely if ever be utilized in connection with MAPVAR. A table of the command options used by MAPVAR follows:. 
APPENDIX B: Command Summary
MAPVAR was originally designed to be run interactively with command input from a terminal (standard-input). The input syntax is keyword command driven. Commands may be entered in any order. When all the input has been entered, the program may then be run or alternately terminated. In all cases, only the first three letters of any keyword are required. If the keyword requires a value in addition to the keyword itself, this is indicated by brackets. For example:
I)EFormed tint>
The bold capital letters indicate the required portion of the keyword. The <int> indicates that the keyword DEFormed command requires an integer value in the second field. A summary of the available commands follows:
HELp -provides a summary of commands to the terminal screen.
HELp <char> -provides a description of a specific command.
SCHeme <int> -defines the interpolation scheme to be used.
0-simple interpolation
1-linear least squares
2-direct transfer
DEForm <int> -defines the coordinate space in which to work. 0-original, undeformed geometry 1-current, deformed geometry 2-mesh annealing (deformed with displacements zeroed after map)
LISt TIMes -provides a list of time steps available from the donor mesh.
TIMe <real/ ALL> -defines the time step to be interpolated or all time steps.
SEArchbox <real> -defines the search area around the donor mesh elements.
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MAP <int or ALL> TO tint or ALL> SCHeme eint>-allows used to control the mapping from the donor mesh to the recipient mesh element block by element block. The SCHeme portion of this command is optional. 
Defaults

Constraints
SCHerne 2 is not available with 9-node quads.
Only DEForm O is allowed with TIMes ALL.
If the MAP command is used, then the entire map must be input, the default setting is not updated but is instead erased. 
