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部分マッチングを考慮しMISO(Multiple Input, Single Output)構造に対応した
プロセッシングユニット最適化手法に関する研究
1 はじめに
近年，アプリケーションに特化した専用プロセッサ
の需要が伸びており，携帯端末や車載システムなどに
おいて利用されている．専用プロセッサは汎用プロセッ
サと比較して小面積であり，特定のアプリケーションに
対して高性能かつ低消費電力であるという利点がある．
我々が構築中であるプロセッサ合成システム
SPADES(System for Processor Architecture Design
with Estimation - type SIMD)は，アプリケーション
と実行時間制約を与えることで，プロセッサを自動合
成できる．また，専用演算器であるプロセッシングユ
ニット (以降 PUと呼ぶ)の付加を考慮している．
プロセッサに付加される専用演算器の生成に際し，
満たすべき要件が大きく 2つ挙げられる．1つはアプ
リケーションに柔軟に対応するために，専用演算器が
MISO(Multiple Input, Single Output)構造を持ってい
ることである．MISO構造の専用演算器の例を図 1(a)
に示す．もう 1つは専用演算器がより多く使用されるた
めに，専用演算器の構成とアプリケーションのCDFG
のサブグラフが部分的に一致している場合 (以降，部
分マッチングと呼ぶ)にも専用演算器で実行させるこ
とである．例えば図 1において，(a)に示した専用演算
器と (b)に示したDFGのマッチングを行う場合，点線
で囲った演算ノードが (c)のように専用演算器で実行
される．専用演算器内の不要な演算に対して演算をさ
せないことで，必要な出力結果を得ることができる．
しかし，これまでに専用演算器が満たすべき 2つの
要件の両方を満たした手法が提案されていなかった．
そこで，本論文では，部分マッチングを考慮した
MISO 構造を持つ専用演算器の合成手法を提案する．
SPADESを用いて，提案手法により PUを生成した．
2 提案手法
PUの最適化問題について，以下のように定義する．
PU最適化問題 アプリケーションのCDFG，プロセッ
サの構成情報，実行時間制約Tcが与えられたとき，
アプリケーションの実行時間 Tappが Tapp · Tcを
満たす PUの構成を出力する．PUの面積 Apuの
最小化を目的とする．
提案手法は，大きく生成系と再構成系に分かれる．生
成系において，PUの面積を考慮せずに Tappが最小と
なるPUの構成を得る．再構成系にてPUの粒度を小さ
くしていき，Tcに違反したら，違反する前の PUの構
成を解として出力する．生成系は，複数の演算からPU
を 1個生成するクラスタリング，アプリケーションに
対して新しく生成された PUを割付けるバインディン
グ，生成されたPUの内部構造に対してパイプラインレ
ジスタを割付けるPU内パイプライン化およびCDFG
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図 1: 部分マッチング．
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DFG 生成されたPU
図 2: クラスタリングの様子．
に対してステップ数の計算およびレジスタを割付ける
スケジューリングにより成り立つ．再構成系は，現在
生成されている PUを削除し，より粒度の小さい PU
を生成するリクラスタリング，削除された PUが割付
けられている CDFG内の演算ノードに対してバイン
ディングを解除し，新たに生成された PUを割付ける
リバインディング，PU内パイプライン化およびスケ
ジューリングにより成り立つ．
2.1 生成系
クラスタリング
クラスタリングでは，アプリケーションのCDFGか
ら，複数の演算ノードをまとめて実行する PUを生成
する．PU内部のグラフ構造はMISO構造をとり，根
のノードからのみ演算結果を出力する．クラスタリン
グの様子を図 2に示す．
バインディング
バインディングでは，MISO構造のPUとアプリケー
ションの CDFG を入力として，PU が割付けられた
CDFGを出力する．まず，バインディングのマッチング
タイプを定義する．マッチングタイプは，PUとCDFG
のサブグラフの構成が同じである完全マッチングと，構
成が部分的に一致している部分マッチングに分けられ
る．図 2で生成された PUと完全マッチングしている
DFGのサブグラフを図 3に示す．また，部分マッチン
グしている DFGのサブグラフを図 4に示す．図 4で
は，乗算ノード以外は PUと DFGのサブグラフの構
成が一致しているので，加算ノードの片方に定数 0を
入力することで，PUで実行できる．
バインディングの様子を図 5に示す．斜線で囲まれ
たノード集合が，PUで実行される．
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図 3: 完全マッチングの例．
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図 4: 部分マッチングの例．
PU内パイプライン化
PU内部にパイプラインレジスタを挿入し，PUの
クリティカルパスを分割する．各演算を最小モジュー
ルに分割することで，演算ノード単位ではなく最小モ
ジュール単位でパイプライン化を行い，PUのクリティ
カルパスを分割する．パイプライン化された PUを図
6に示す．
スケジューリング
アプリケーションのCDFGに対しリストスケジュー
リングを行い，PUをCDFGに割付けた場合のアプリ
ケーションの実行にかかるコントロールステップ数を
得る．また，汎用レジスタを割付ける．
2.2 再構成系
再構成系の構成要素の内，PU内パイプライン化と
スケジューリングは生成系と同じである．
リクラスタリング
リクラスタリングでは，現在生成されている PUを
削除する．そして，削除された PUのノード梱包数か
ら 1引いた値を次に生成する PUのノード梱包数の上
限とし，クラスタリング条件に追加する．その後，ク
ラスタリングを行う．
リバインディング
リバインディングでは，アプリケーションのCDFG
の中で削除された PUが割付けられているノードに対
して，バインディングを解除し元のCDFGに戻す．そ
の後，新たに生成されたPUのバインディングを行う．
3 実験
入力アプリケーションとしてアルファブレンドを与
えた場合において，MISO構造で部分マッチングを考
慮した場合，MISO構造で部分マッチングを考慮しな
い場合，木構造で部分マッチングを考慮した場合でそ
れぞれPUを 1個生成し，PUの面積およびアプリケー
ションの実行時間を比較した．実験では特に実行時間
制約を与えず，生成系でMISO構造の場合はノード梱
包数 6，木構造の場合はノード梱包数 5の PUを生成
した．それより粒度の小さい PUに関しては，再構成
系で生成した．ノード梱包数 n，PUの面積Apu，アプ
リケーション実行時間 Tapp，実行時間削減率
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図 5: バインディングの様子．
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図 6: パイプライン化された PU．
(Ta：PU付加前のアプリケーション実行時間，Tb：PU
付加後のアプリケーション実行時間)を表 1に示す．
提案手法では，最大 29.4%の実行時間削減率を達成
した．また，MISO構造で部分マッチングを考慮しな
かった場合 (15.8%)，木構造で部分マッチングを考慮
した場合 (10%)と比較して，実行時間削減率がそれぞ
れ 86%，194%改善された．
4 おわりに
本論文では，部分マッチングを考慮しMISO構造に
対応した PU最適化手法を提案した．提案手法で生成
した PUを付加することで，アプリケーション実行時
間が最大 29.4%削減された．
表 1: 実験結果．
MISO/ MISO/
部分マッチング○ 部分マッチング×
n Apu Tapp Te Apu Tapp Te
[¹m2] [ms] (%) [¹m2] [ms] (%)
6 24401 6.27 29.4 24401 7.00 15.8
5 24345 6.64 22.2 24345 7.37 10.0
4 24289 7.00 15.8 24289 7.37 10.0
3 24232 7.74 4.8 24232 7.37 10.0
2 12144 7.74 4.8 12144 7.74 4.8
tree/部分マッチング○
n Apu Tapp Te
[¹m2] [ms] (%)
6 { { {
5 12313 7.37 10
4 12257 7.74 4.8
3 13400 7.74 4.8
2 113 7.74 4.8
