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Resumen La construccio´n de sistemas colaborativos con awareness es
una tarea muy compleja. En este art´ıculo se presenta la forma de utili-
zacio´n del lenguaje espec´ıfico de dominio CSSL v2.0 -Collaborative Soft-
ware System Language- construido como extensio´n de UML, usando el
mecanismo de metamodelado. Se analiza la simplicidad, expresividad y
precisio´n del lenguaje para modelar los conceptos principales de los siste-
mas colaborativos, especialmente los procesos colaborativos, protocolos
y awareness. A partir de casos de modelado se muestra una sintaxis con-
creta -editores gra´ficos- que permiten construir modelos de sistemas cola-
borativos. Estos son independientes de la plataforma de implementacio´n
y esta´n formalmente preparados para derivarlos utilizando transforma-
ciones MDD. Luego se presenta una sema´ntica del lenguaje a trave´s de
transformaciones de modelo a texto donde se obtiene versiones Web con
tecnolog´ıas JavaScript, MongoDB y Websockets. Esto aporta a los desa-
rrolladores de Sistemas Colaborativos un conjunto de herramientas que
les permiten por un lado modelar los sistemas y por otro obtener aplica-
ciones ejecutables con aspectos centrales resueltos como la implementa-
cio´n de procesos colaborativos, awareness y el control de las operaciones
que los roles realizan en el sistema.
Keywords: Collaborative Software · Awareness · Model-Driven Engi-
neering · Meta-Model · Code Generation.
1. Introduccio´n
Los sistemas colaborativos atienden a las necesidades de grupos de usuarios
interactuando en un espacio compartido. De acuerdo a Ellis et al. [10], las plata-
formas de colaboracio´n son: “Sistemas de computadoras que proveen una interfaz
a un entorno compartido y que soportan a un grupo de usuarios que tienen un
objetivo comu´n”. Los usuarios suelen utilizar estos sistemas para compartir infor-
macio´n, comunicarse, coordinar actividades y colaborar. Esta tecnolog´ıa brinda
un equilibrio entre el trabajo individual de los participantes y la colaboracio´n
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que realizan los usuarios para lograr un objetivo grupal. La colaboracio´n esta´
dada a trave´s de las herramientas donde los usuarios construyen el contenido
compartido. Una efectiva colaboracio´n se mejora cuando la participacio´n de los
usuarios esta´ coordinada [12]. La coordinacio´n se modela a trave´s de procesos
colaborativos que determinan en que´ orden se llevan adelante las actividades del
grupo. Tambie´n la interaccio´n de los participantes dentro de una actividad puede
ser disen˜ada usando los protocolos de colaboracio´n que definen las operaciones
concretas que pueden realizar los roles en cada estado de una actividad.
El Awareness segu´n [9] es “conocimiento de las actividades de otros que pro-
vee contexto para tus propias actividades”. Permite a los usuarios coordinar su
trabajo basado en el conocimiento de lo que otros hacen o han hecho. Los usua-
rios podra´n ver por ejemplo los cambios en los documentos o el grado de avance
de alguna tarea. Motiva la colaboracio´n esponta´nea y puede ser un disparador
para comunicarse con los otros colaboradores.
Entre los awareness ma´s comunes aparecen: presencia, ubicacio´n, datos del
usuario (Edad, Nacionalidad, etc.), nivel de actividad, acciones, lugares don-
de estuvo, lugares donde realizo´ las acciones, cambios que realizo´, objetos que
controla, objetos que puede alcanzar, informacio´n que puede ver, intensiones,
habilidades, influencia y datos histo´ricos sobre los anteriores. La informacio´n de
awareness tambie´n puede relacionarse, agrupa´ndola para mejorar la calidad de
la informacio´n. En general cuando se muestra la presencia del usuario se le puede
agregar otro tipo de informacio´n como el estado o la ubicacio´n.
Para construir sistemas colaborativos con awareness se busco´ un paradigma
de construccio´n de software de calidad y que sea capaz de sobrevivir a la evo-
lucio´n de sus requisitos funcionales mantenie´ndose flexible a los cambios en la
tecnolog´ıa que lo sustenta. MDD [14] (por sus siglas en ingle´s: Model Driven
software Development) ofrece mejorar los procesos de construccio´n de softwa-
re [13]. Sus postulados ba´sicos son los siguientes: los modelos asumen un rol
protago´nico en el proceso de desarrollo del software; los modelos pasan de ser
entidades contemplativas para convertirse en entidades productivas a partir de
las cuales se deriva la implementacio´n en forma automa´tica [8]. La iniciativa
MDD promueve:
1. Abstraccio´n: el uso de un mayor nivel de abstraccio´n tanto en la especifica-
cio´n del a resolver como de la solucio´n correspondiente, en relacio´n con los
me´todos tradicionales de desarrollo de software.
2. Automatizacio´n: el aumento de confianza en la automatizacio´n asistida por
computadora para soportar el ana´lisis, el disen˜o y la ejecucio´n.
3. Estandarizacio´n: el uso de esta´ndares industriales como medio para facilitar
las comunicaciones, la interaccio´n entre diferentes aplicaciones y productos,
y la especializacio´n tecnolo´gica.
Uno de los beneficios en el desarrollo de software que conlleva aplicar MDD es
la adaptacio´n a los cambios tecnolo´gicos ya que los modelos de alto nivel esta´n
libres de detalles de la implementacio´n, lo cual facilita la adaptacio´n a los cam-
bios que pueda sufrir la plataforma tecnolo´gica subyacente o la arquitectura de
implementacio´n. Una propuesta concreta utilizada en el a´mbito MDD es la idea
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de crear modelos para un dominio espec´ıfico a trave´s de lenguajes DSLs (por
su nombre en ingle´s: Domain-Specific Language), focalizados y especializados
para dicho dominio. Estos lenguajes permiten especificar la solucio´n usando di-
rectamente conceptos del dominio del problema. Los productos finales son luego
generados automa´ticamente desde estas especificaciones de alto nivel. La te´cnica
ma´s usada para especificar la estructura de un DSL es el metamodelado donde
se define que´ elementos pueden existir en el modelo. Por ejemplo, en el meta-
modelo de UML se encuentra a “Class”, “Activity”, “StateMachine”, etc. que
luego aparecera´n instanciadas en un modelo UML.
Este art´ıculo propone la utilizacio´n del lenguaje CSSL [7] para obtener mo-
delos de sistemas colaborativos para luego transformarlos en versiones Web eje-
cutables. Para mostrar las ventajas del lenguaje y herramientas asociadas, or-
ganizamos el trabajo de la siguiente manera: en la seccio´n siguiente se comenta
la sintaxis abstracta y concreta del lenguaje CSSL, luego se analizan casos de
modelado protot´ıpicos, a continuacio´n se presenta una sema´ntica del lenguaje
mediante derivacio´n de co´digo a partir de los modelos obtenidos y finalmente se
presentan conclusiones y l´ıneas de trabajo futuro.
2. El Lenguaje CSSL
Los lenguajes espec´ıficos de dominio, CSSL entre ellos, cuentan con una sinta-
xis abstracta que especifica su estructura. Por otro lado se necesita una notacio´n
espec´ıfica o sintaxis concreta, que habitualmente es una notacio´n gra´fica, para
que los usuarios puedan utilizar el lenguaje. Es importante destacar que una
misma sintaxis abstracta podr´ıa tener diferentes sintaxis concretas. En el caso
del lenguaje CSSL se uso´ un metamodelo para expresar la sintaxis abstracta y
un conjunto de editores gra´ficos que soportan la sintaxis concreta permitiendo
instanciar el metamodelo.
Figura 1: Modelo Conceptual con Awareness
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2.1. Sintaxis abstracta: Metamodelo
El metamodelo fue construido como una extensio´n UML [4], contando con
todas sus metaclases, presentadas en las figuras 1, 2 y 3 en gris oscuro, y otras
espec´ıficas del CSSL. Fue inspirado en una revisio´n sistema´tica [6] de modelos
de sistemas colaborativos entre los que se destacan [15], [11], [5]. En la figura
1 aparecen las metaclases principales del metamodelo, entre ellas Collaborati-
veElement subclase de Class de UML y CollaborativeAssociation, subclase de
Association de UML. Esto nos permite trabajar con los conceptos principales
de los sistemas colaborativos: “Shared Object”, “Tool”, “Collaborative Acti-
vity”, “Workspace”, “User”, “Role” y asociarlos expresando las caracter´ısticas
del sistema. Por ejemplo que una actividad utiliza determinadas herramientas e
intervienen algunos roles.
Tambie´n se puede especificar el awareness que maneja el sistema. Por un lado
se ve en la figura 1 que la clase CollaborativeModel conoce un conjunto de tipos
de awareness AwarenessKind y la clase Awareness que representa la informacio´n
de awareness que se mostrara´ en los elementos colaborativos usando la relacio´n
shownIn.
Figura 2: Modelo de Procesos Colaborativos con Awareness
En la figura 2 se muestra que la clase que representa a los procesos colabo-
rativos CollaborativeProcess tiene como comportamiento a una instancia de la
clase Activity de UML compuesta por nodos (ActivityNodes) y ejes (Activit-
yEdge). En el metamodelo de CSSL se extiende estas dos u´ltimas permitiendo
tener actividades colaborativas como nodos CollaborativeActivityNode y ejes que
se activan a partir de las operaciones que ejecutan los roles CollaborativeProces-
sEdge. Tambie´n puede verse que los nodos colaborativos contienen un conjunto
de eventos que pueden originar informacio´n de awareness que se mostrara´ en
algu´n elemento colaborativo (Workspace, Tool, etc.).
En la figura 3 se presenta el modelo de protocolo que define el comportamien-
to de una actividad colaborativa. Se utiliza una StateMachine para representar
el protocolo de una actividad. El modelado consiste en describir los estados por
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Figura 3: Modelo de Protocolos con Awareness
lo que pasa una actividad a partir de las operaciones que los roles pueden reali-
zar y los eventos asociados a las mismas. Se ve en el metamodelo la metaclase
CollaborativeActivityState subclase de State de UML que tiene un conjunto de
operaciones asignadas a trave´s de assignedRoleElementOperation y otro conjunto
de operaciones que originan una transicio´n a otro estado.
2.2. Herramientas del CSSL
Utilizando el metamodelo se puede instanciar la metaclase CollaborativeMo-
del que es subclase de Model de UML que contiene a los elementos que inter-
vienen en el sistema colaborativo como elementos empaquetados “PackageEle-
ment”. As´ı se pueden crear CollaborativeRole, CollaborativeActivity, Workspa-
ce, etc.
(a) Editor de UML (b) Editores de CSSL
Figura 4: Editores para instanciar el Metamodelo
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Crear modelos a partir de instanciar las clases del metamodelo resulta una
trabajo arduo y poco amigable. En la imagen 4a se muestra co´mo se puede
instanciar el metamodelo a partir de un editor esta´ndar de UML. Primero se
crea una instancia de CollaborativeModel y a partir de ella se van instanciando
sus “hijos” de ese modelo, como se muestra en la figura 4a donde se esta´ creando
una instancia de Workspace. CSSL brinda una sintaxis abstracta de los sistemas
colaborativos y en este caso la sintaxis concreta ser´ıa la misma. Usando esta
forma de instanciar el metamodelo puede verse un listado en forma de a´rbol con
todas las clases y asociaciones instanciadas.
Para brindar mayor flexibilidad y legibilidad al DSL se pueden crear distin-
tas sintaxis concretas que suelen ser ma´s amigables para los disen˜adores. Para
el lenguaje CSSL se crearon un conjunto de editores que fueron desarrollados
utilizando el proyecto Sirius [3] de Eclipse. Los editores soportan una sinta-
xis concreta que especifican las caracter´ısticas de los sistemas colaborativos y
permiten a los desarrolladores describir los elementos del sistema, los procesos
colaborativos, los protocolos, el awareness, entre otros elementos del sistema. En
la figura 4b se muestran cuatro de los editores desarrollados.
1. Estructura del sistema: Cuenta con un editor donde se agregan conceptos
y se los relacionan. Tambie´n se pueden indicar en que´ elemento se mostrara´
informacio´n de awareness.
2. Roles del sistema: Se definen cua´les sera´n los roles que intervienen en el
sistema y que´ operaciones tienen asignadas. Se define tambie´n que´ acciones
actualizan awareness.
3. Diagrama de Procesos: Para cada proceso se muestra las actividades
colaborativas que lo componen y en que´ orden se ejecutan. En este editor
se puede indicar co´mo se actualiza el awareness a medida que el proceso va
avanzando.
4. Diagrama de actividad: Muestra los estados por los que pasa una activi-
dad colaborativa. Tambie´n se puede indicar como se actualiza la informacio´n
de awareness ante las acciones que ejecutan los roles.
Otros editores permiten crear procesos, tipos de awareness, agregar operaciones
a los espacios, a las actividades y otros de configuracio´n del sistema.
3. Ejemplos de Modelado
3.1. Modelado de un chat simple
Para entender los beneficios de contar con el lenguaje CSSL que permite des-
cribir modelos de sistemas colaborativos se presenta en esta seccio´n un conjunto
de casos que ocurren habitualmente en los sistemas colaborativos. Primero se
muestra en las figuras 5 el disen˜o de elementos colaborativas que cuentan con
un conjunto de operaciones.
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Elementos colaborativos con operaciones: Se inicia el recorrido presentan-
do el disen˜o de una herramienta muy usada en los sistemas colaborativos: el chat.
Las operaciones que esta´n disponible en la mayor´ıa de los Chat son: ingresar,
salir, enviar mensaje, enviar archivo, enviar audio, etc.
Las herramientas como el chat se utilizan en el contexto de alguna actividad
colaborativa. Supongamos que se quiere modelar que el chat se utiliza en una ac-
tividad colaborativa que de desarrolla en una sala. Las actividades colaborativas
tambie´n tienen operaciones asociadas, por ejemplo la Consulta puede tener las
operaciones iniciarConsulta y finalizarConsulta. El espacio colaborativo “Sala”
donde se realizara´ la consulta tambie´n tiene operaciones asignadas, en particu-
lar, por ser un espacio los usuarios van a poder entrar o salir del mismo. Las
operaciones de los elementos colaborativos se muestra en la figura 5b .
La figura 5a presenta el disen˜o de una actividad colaborativa que se llama
“Consulta” que utiliza al Chat para comunicarse. Esta actividad tiene dos roles
que participan: uno es el “Tutor” y otro es el “Aprendiz”. En el disen˜o puede
versea que participa un tutor y entre cuatro y diez Aprendices.
(a) Elementos colabo-
rativos
(b) Operaciones de los
elementos (c) Operaciones de los roles
Figura 5: Modelo de un chat simple
Tomando en cuenta las operaciones asignadas a los elementos colaborativos
el disen˜ador tiene que indicar cua´les de ellas se asignan a cada uno de los roles.
En el disen˜o de la figura 5c se define que el rol tutor es el encargado de iniciar y
finalizar la consulta. As´ı mismo, las operaciones del chat pueden ser ejecutadas
por ambos roles.
3.2. Modelado del Awareness
El modelado del awareness consiste en describir que´ tipo de informacio´n de
awareness se mostrara´ en los elementos colaborativos; en nuestro caso la sala, la
consulta o el chat. Si se quiere mostrar la presencia de los usuarios en la sala se
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debe crear un elemento de awareness del tipo “presencia”, asociarlo a la sala y
asignarle los eventos que lo mantienen actualizado como se muestra en la fig 6a.
(a) Awareness de Presencia (b) Disen˜o de Awareness
Figura 6: Modelado de Awareness
De manera similar se puede agregar awareness a otros elementos colabora-
tivos, Por ejemplo indicar cuando un tutor inicio´ una Consulta o mostrar la
cantidad de participaciones que hacen los aprendices de la misma. El disen˜o de
los tres awareness de ejemplo se muestran en la figura 6b
3.3. Procesos y protocolos
Ma´s alla´ de los aspectos que definen la estructura del sistema colaborativo
hay otros aspectos dina´micos que explican el comportamiento de los sistemas.
Figura 7: Modelo de Ajedrez
Por un lado se puede disen˜ar los procesos colaborativos que organizan en
que´ orden se realizan las actividades y por otro los protocolos que definen las
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operaciones que pueden realizan los roles dentro de cada actividad. Para explicar
como se especifica un proceso colaborativo se parte de una aplicacio´n colaborati-
va para algu´n juego de mesa, en este caso el ajedrez. Los elementos colaborativos
ba´sicos que aparecen en un sistema para jugar al Ajedrez y algunos elementos
de awareness se muestran en la figura 7
En la figura 8 se presenta el disen˜o de un procesos colaborativo que describe
un campeonato de Ajedrez. Es una versio´n simplificada de un campeonato com-
puesto de dos partidas semifinales y una partida final. Se muestra en la figura
8 que las dos semifinales tienen un indicacio´n que la actividad produce un dato
de salida, que en este caso es el jugador que gano´ esa partida. En la actividad
final, se reciben los ganadores de las semifinales y luego de la partida final se
definira´ que´ jugador fue el ganador. Este ejemplo de campeonato puede exten-
Figura 8: Proceso Colaborativo Campeonato
derse a versiones de ma´s complejas con zonas, o partidas todos contra todos o
campeonatos de eliminacio´n simple.
Los procesos colaborativos tienen tambie´n relacio´n con informacio´n de awa-
reness que surge durante su desarrollo. Las distintas actividades pueden estar
asociadas a eventos que son el origen de informacio´n de awareness que se muestra
en algu´n otro elemento colaborativos. En el ejemplo que en la final se muestra un
awareness cuando alguno de los jugadores provoca un jaque al rey. En la figura
7 se disen˜a que en el tablero se mostrara´ que el rey esta´ en jaque. En este caso
se esta´ modelando/disen˜ando el sistema y ma´s adelante se explicara´ co´mo estos
disen˜os pueden llevarse a una implementacio´n.
Otros aspectos dina´micos que se disen˜an con CSSL son los protocolos que
definen el comportamiento dentro de una actividad colaborativa. En el ejemplo
que se muestra en la figura 7 se tiene una u´nica actividad: JugarPartida. El
protocolo en las actividades esta´ compuesto estados que se definen a partir de
las operaciones que los roles pueden ejecutar en cada momento.
En la figura 9 se muestra una versio´n simplificada la actividad JugarPartida
que cuenta con dos estados: MuevenBlancas donde el jugador el jugador que
tiene el rol Blancas puede mover una pieza y otro MuevenNegras donde puede
mover el jugador que tiene el rol Negras. En el ejemplo, tambie´n se ve que los
espectadores pueden enviar mensajes en el chat en los dos estados. El cambio
de estado se produce cuando un jugador ejecuta el moverFicha. El protocolo
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(a) Operaciones en los estados (b) Protocolo de JugarPartida
Figura 9: Protocolos de actividades colaborativas
especifica que luego de cada movida se controle que no haya “jaque mate” lo
que determinar´ıa el final la partida y se definira´ cua´l de los los jugadores es el
ganador. En caso contrario se pasa al otro estado donde el que puede mover la
ficha es el oponente.
En la figura 9a se ve co´mo se seleccionan las operaciones disponibles dentro
de cada estado. En el panel de la izquierda esta´ el listado de todas las operaciones
que tienen asignados los roles que pertenecen a la actividad. En el panel de la
derecha aquellas que se asignan a un estado. Las operaciones que se listan son
las que se definieron para cada rol como se explicaron en la figura 5c
En la figura 9b se muestra co´mo se vincula el awareness con operaciones que
se utilizan en los protocolos. En el ejemplo se muestra en el Editor una bandera
roja en las operaciones involucradas en los estados que originan la informacio´n
de awareness que se mostrara´ en algu´n elemento colaborativo.
Los modelos expresados en el lenguaje CSSL son independientes de la plata-
forma de implementacio´n, ya que no hacen referencia a los sistemas operativos,
los lenguajes de programacio´n, el hardware, la topolog´ıa de red, etc. Partien-
do de estos modelos, en la pro´xima seccio´n se presenta una transformacio´n que
permite obtener co´digo ejecutable.
4. Derivacio´n de Co´digo
En el contexto de MDD es un PIM (Platform Independent Model). En este
apartado se presenta una transformacio´n desarrollada con una herramienta de
eclipse llamada Acceleo [1] que toma conceptos del lenguaje CSSL y obtiene un
modelo espec´ıfico para una plataforma particular, un PSM (Platform Specific
Model). El resultado de la transformacio´n es un conjunto de archivos con co´digo
en algu´n lenguaje de programacio´n.
Para crear una implementacio´n a partir de una instancia de CSSL se eli-
gio´ una arquitectura destino, en este caso una arquitectura Cliente-Servidor, en
particular una Web. Por lo tanto para cada elemento del lenguaje se define que´
componentes del sistema se tiene que construir; tanto en el cliente como en el
ASSE, Simposio Argentino de Ingeniería de Software
48JAIIO - ASSE - ISSN: 2451-7593 - Página 94
Modelado y Derivacio´n de Co´digo para Sistemas Colaborativos 11
server. Por otro lado, opto´ por un lenguaje liviano y que no requiere una con-
figuracio´n complicada como es el caso de JavaScript y tecnolog´ıas asociadas a
dicho lenguaje como es el caso de Node.js y frameworks del lado del cliente como
Angular o React. Tambie´n se definio´ que el intercambio de datos entre el cliente
y el servidor se realiza a trave´s de una API REST que se define como una interfaz
entre sistemas que utilicen el protocolo HTTP para obtener los datos o advertir
la ejecucio´n de alguna operacio´n, usando un formato XML o JSON.
La eleccio´n final recayo´ en TypeScript, que es un lenguaje de programacio´n
basado en JavaScript, con la ventaja que es un lenguaje tipado que permite
crear estructuras de clases y puede ejecutarse tanto en el cliente como en el
servidor. En definitiva la transformacio´n consiste en tomar una instancia del
lenguaje CSSL y producir como resultado una aplicacio´n Web implementada
en TypeScript donde el desarrollador luego podra´ agregar co´digo propio para
adaptar el resultado final a sus intereses.
4.1. Transformacio´n del PIM al PSM
Se transforma entonces cada uno de los elementos colaborativos que aparecen
en el modelo de entrada, en componentes de Angular (awareness, collaborativeac-
tivity, operations, process, shared, tool y workspace) y otras dos componentes
espec´ıficas que manejan el login y el menu´ como se muestra en la figura 10b.
Se describe a continuacio´n la transformacio´n de los elementos principales del
lenguaje.
(a) Campeonato (b) Componentes (c) Mesa
(d) Workspace (e) Process (f) MenuProcess
Figura 10: Estructura de la plataforma de implementacio´n
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Transformacio´n de los Procesos Colaborativos Los procesos son los com-
ponentes que se destacan del modelo. Nos determinan el orden en que las activi-
dades colaborativas que realizan los usuarios se llevan a cabo. Cada proceso va
a ser un componente y se identificara´ por su nombre, teniendo su propio archivo
TypeScript, su template .html, y su archivo de estilo como se ve en la figura 10e
para el proceso campeonato. Para cada proceso tambie´n se crea un componente
Angular (fig. 10f) que se utiliza para mostrar las opciones en el menu´ para todos
los procesos que el usuario tenga acceso.
Al abrir el componente campeonato, se muestra una pa´gina donde se listan
todos los campeonatos donde el usuario tiene participacio´n (figura 10a). Para
cada instancia, se puede ver el nombre, el workspace, la actividad actual y el
estado. Si el usuario hace click en una de estas instancias automa´ticamente el
sistema lo redirige a la pantalla de la actividad actual de ese campeonato.
El mecanismo de transformacio´n de modelos implica tomar algunas decisiones
por ejemplo elegir el momento en que se crean las instancias de los elementos
que fueron modelados. Para nuestro ejemplo, se decidio´ que el usuario puede
crear instancias de un proceso campeonato en cualquier momento a trave´s de
un boto´n como se muestra en la figura 10a. A medida que distintos usuarios
van creando campeonatos se van agrupando para organizar los miembros de las
partidas de los campeonatos.
Transformacio´n del Workspace Dentro del modelo, el workspace es el lugar
donde ocurren las actividades. El elemento workspace tambie´n sera´ un compo-
nente Angular que funciona como contenedor de otros componentes, Tools y
CollaborativeActivity. La implementacio´n de la transformacio´n se muestra en la
figura 10c, los botones muestran las operaciones de las actividades, las herra-
mientas y los espacios que los roles pueden ejecutar.
Transformacio´n de la actividad Las actividades son las tareas que realizan
los usuarios dentro de los procesos y esta´n contenidas en un workspace. Las
actividades pasan por distintos estados, cuando se crean se iniciara´n en estado
pendiente y significa que faltan usuarios para arrancar, cuando esta´n todos los
usuarios la actividad podra´ arrancar como fue modelado en el disen˜o.
5. Conclusiones
Los sistemas colaborativos tienen aspectos muy complejos de desarrollar. Es-
pecialmente el hecho de tener un conjunto de datos compartidos que cualquier
colaborador puede modificar y el awareness que requiere mantener a los usuarios
del estado de la colaboracio´n mientras e´sta se lleva a cabo. Se comenta en este
trabajo un lenguaje espec´ifico CSSL v2.0 [7] para describir sistemas colaborati-
vos. El lenguaje define los conceptos principales de los sistemas colaborativos,
especialmente los procesos colaborativos, protocolos y awareness. Se presenta una
sintaxis concreta a trave´s de un conjunto de editores donde se crean modelos de
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sistemas colaborativos instanciando los conceptos del lenguaje. Adema´s de los
aspectos esta´ticos se modelan aspectos dina´micos como procesos colaborativos,
protocolos y awareness.
Adhiriendo a la metodolog´ıa MDD, se provee una sema´ntica al lenguaje a
trave´s de transformaciones de modelo a texto, obteniendo co´digo ejecutable a
partir de los modelos expresados con el lenguaje CSSL v2.0. Se presenta una
transformacio´n implementada con Acceleo [1] que permite obtener una versio´n
Web desde los modelos colaborativos. Se utiliza una tecnolog´ıa liviana y flexible
basada en javascript (Express, Node.js, Angular, MongoDB, etc.). Asimismo se
comenta co´mo se mapean los conceptos del sistema colaborativo en componentes
de la aplicacio´n, tanto en el server como en el cliente. La implementacio´n permite
obtener una versio´n ejecutable que resuelve el manejo de los usuarios y roles,
que´ acciones pueden realizar en cada momento y se controla a cua´l espacio
pueden ingresar. Se focaliza en la implementacio´n de los proceso colaborativos y
controla el estado de las instancias de cada uno de ellos. Finalmente se muestra
el funcionamiento del awareness que se implementa a trave´s de WebSockets.
Los resultados de este art´ıculo comprueban que el lenguaje CSSL v2.0 per-
mite definir de forma precisa, concisa y amigable los conceptos abstractos de
los sistemas colaborativos, incluyendo los procesos colaborativos, protocolos y
awareness. Se destaca la implementacio´n de una sintaxis concreta a trave´s de
editores gra´ficos, basados en herramientas open source sobre Eclipse [2], que
permiten a los disen˜adores construir modelos que simplifican la comunicacio´n
entre los miembros del equipo de desarrollo. Un aspecto importante de destacar
es que los modelos esta´n construidos manteniendo la compatibilidad con UML lo
que posibilita el intercambio con otras herramientas, como editores, traductores
u otros perfiles de UML. Esto permite a los disen˜adores combinar las herramien-
tas desarrolladas para CSSL y para UML.
Finalmente a trave´s de transformacio´n de modelos se obtienen versiones eje-
cutables, utilizando tecnolog´ıa Web relacionadas a Javascript (Express.js, Angu-
lar.js, Node.js), MongoDB yWebsockets, que validan la estructura de los modelos
y brindan una plataforma para continuar el desarrollo. Los desarrolladores con-
tinu´an a partir de un modelo implementado que tiene resuelto el manejo de los
usuarios, roles y operaciones, procesos colaborativos y awareness.
Para continuar el trabajo de investigacio´n se esta´ estudiando la aplicacio´n
o vinculacio´n con otros perfiles de UML que complementen el lenguaje CSSL.
Por ejemplo utilizar perfiles Mobile para aplicarlo a alguno de los conceptos
del lenguaje y combinar posibles transformaciones para obtener variantes de las
versiones ejecutables.
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