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Summary
In the Moby Dick project we design the architecture of a so-called Pocket Companion. It is a small
personal portable computer with wireless communication facilities for every day use.
The typical use of the Pocket Companion induces a number of requirements concerning security,
performance, energy consumption, communication and size. We have shown that these require-
ments are interrelated and can only be met optimal with one single architecture. The Pocket Com-
panion architecture consists of a central switch with a security module surrounded by several
modules.
The Pocket Companion is a personal machine. Communication, and particularly wireless commu-
nication, is essential for the system to support electronic transactions. Such a system requires a
good security infrastructure not only for safeguarding personal data, but also to allow safe (finan-
cial) transactions. The integration of a security module in the Pocket Companion architecture pro-
vides the basis for a secure environment.
Because battery life is limited and battery weight is an important factor for the size and the weight
of the Pocket Companion, energy consumption plays a crucial role in the architecture. An impor-
tant theme of the architecture is: enough performance for minimal energy consumption.
1 Introduction
This report is written as part of the Moby Dick project1 [MobyDick 95]. In this project we
develop and define the architecture of a new generation of hand-held computers, the so-
called Pocket Companion. It is a small personal portable computer and wireless communica-
tions device that can replace cash, cheque book, passport, keys, diary, phone, pager, maps and
possibly briefcases as well. Typical applications of a Pocket Companion are diary, e-mail,
note-taking and electronic payments.
The Pocket Companion is a small hand-held device that is resource-poor, i.e. small amount of
memory, limited battery life, low processing power, and connected with the environment via
a network with variable connectivity. The Pocket Companion is more than just a small
machine to be used by one person at a time like the traditional organizers and desktop assist-
ants. The Pocket Companion extends the notion of a ‘desktop companion’. The Pocket Com-
panion will run applications typically found in desktop companions, but it will also run other
applications using external public services.
Communication, and particularly wireless communication, is essential for the system to sup-
port electronic transactions in a wide sense (such as electronic payment, receiving e-mail and
making appointments). A connected system requires a good security infrastructure not only for
1. The Moby Dick project is a joint European project (Esprit Long Term Research 20422).
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securing the privacy of one’s personal sensitive data, but also to ensure the integrity and the
authenticity of (financial) transactions. Since the user interface of a Pocket Companion is
important, we will support multimedia functionality. Therefore the Pocket Companion needs
to have a high throughput and real-time properties. High performance however has a large
impact on energy consumption. Because battery life is limited and battery weight is an impor-
tant factor for the size and the weight of the Pocket Companion, energy management plays a
crucial role in the architecture.
The design challenges of the Moby Dick project lie primarily in the creation of a single architec-
ture that allows the integration of security functions, personality, power management and
communication.
Outline of the report
In section 2 we first define the specific problems that have to be dealt with in the architecture
of a Pocket Companion. In section 3 we combine the requirements into a single architecture
for the Pocket Companion. Finally, in section 4 we describe a testbed of the system.
2 Problem statement
The typical use of the Pocket Companion impels a number of requirements on the system
architecture of the Pocket Companion concerning security, performance, energy consumption
and communication. An important condition is that the Pocket Companion must be imple-
mentable in a small hand-held device.
2.1 Issues
In most architectures the requirements as mentioned before, have been dealt as separate or
add-on items. Although security, performance, energy reduction and communication could
be treated as separate problems, we believe that they are interrelated and can only be solved
optimal when they are integrated in one single architecture.
u Security
The Pocket Companion is a machine of your own, it is a true personal machine that you
trust. It may for example hold your electronic money, but you trust that it will never spend
the money on its own without your explicit permission. A Pocket Companion that interacts
with foreign services - under full user control and according to the owner’s notion of trust
and security - requires a good security infrastructure. The privacy of the owner’s personal
sensitive data has to be guaranteed and the integrity and the authenticity of transactions
with the environment has to be ensured. The integration of a security module with the
Pocket Companion provides the basis for a secure environment. In other words the security
module is an integrated part of the architecture, and no add-on module.
u Performance and energy consumption
To support multimedia functionality for the intended applications of the Pocket Compan-
ion the system needs to have real-time properties. This however, does not imply maximal
performance. The main theme of our approach is: enough performance for minimal energy
consumption. This is in contrast to current research in computer systems which aims at the
highest performance, and where energy consumption is of minor concern. The Pocket Com-
panion must be careful not to waste the scarce energy resources of their batteries. Even
though battery technology is improving continuously and processors and displays are rap-
idly improving in terms of power consumption, battery life and battery weight remain
important issues. More extensive and continuous use of network services will only aggra-
vate this problem since communication consumes relatively much energy.
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There is a direct link between QoS and energy consumption. QoS parameters, such as
latency, processor speed, bandwidth and audio quality have impact on the energy con-
sumption. We believe that a QoS framework is a sound basis for integrated management of
all resources of the Pocket Companion, including the batteries.
Clear and well-defined policies ar e needed for careful management of the power consump-
tion while still providing sufficient performance to system services and applications.
u Communication
Communication, and particularly wireless communication, is essential for the system to
allow electronic transactions. Wireless links differ from wired networks in many aspects
that are relevant to the system design level. These include high and variable latency, low
bandwidth, incomplete spatial coverage, energy consumption and communication cost. We
will investigate hybrid networks, and the required systems support.
2.2 Related work
The hardware basis of the Pocket Companion can be similar to today’s PDAs, notebook com-
puters or ‘handheld PCs’ augmented with a security module and one or several wireless net-
work devices. These hand-held devices will be personal machines, and users are likely to
become quite dependent on them. We distinguish two types of systems: ‘desktop compan-
ions’ and ‘pocket companions’. A desktop companion is a handheld machine that is designed to
give roaming users access to their business data and applications while on the road. Desktop
companions are designed and optimized for compatibility and communication with the
user’s desktop machine(s), e.g. via modem, infrared or a docking station. A typical example
of a desktop companion is a PDA or notebook running Windows CE [O’Hara 97].
The Pocket Companion extends the notion of a desktop companion. It will run applications
typically found in desktop companions, but it will also run other applications using external
public services. A Pocket Companions interacts with the environment and so be part of an open
distributed system. It needs to communicate with - possible hostile - external services under
varying communication and operating conditions, and not only to its desktop ‘master’.
Security can be divided into issues related to network communication and issues related to
the execution of programs. The network security deals with mutual authentication, integrity
of the communication and confidentiality . These items are quite well understood and are
being used nowadays. We mainly focus on security issues related to the execution of applica-
tions on and performing transactions using a Pocket Companion.
A user will not allow any foreign service on his very personal machine unless security is han-
dled well enough. Vice versa, his machine should not provide services to guest machines
either, unless security is guaranteed. When the owner of a Pocket Companion receives a piece
of code for execution from an external service he requires strong assurances about the code’s
behaviour [Smit 97]. Up to now, the security issues of foreign programs (a.k.a. applets, agents)
have been tried to solve in software [Telescript, Java 95].
In our view the security has to be an integrated part of the architecture. In current hand-held
systems security is not a major concern. It is often considered as an add-on feature and is not
fully integrated in the architecture.
Systems like the InfoPad [Sheng 92] and ParcTab [Kantarjiev 93] are designed to take advan-
tage of high-speed wireless networking to reduce the amount of computation required on the
portable. These systems are a kind of portable terminal and take advantage of the processing
power of remote compute servers. This approach simplifies the design and r educes power
consumption for the processing components, but significantly incr eases the network usage
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and thus also increases energy consumption. These systems also rely on the availability of the
network and cannot be used when not connected.
There are various techniques for reducing energy consumption [Smit 97a]. While low-power
components and subsystems are essential building blocks for portable systems, little effort
has been directed towards dedicated low-power hardware architectures by considering the
system as a whole. A system wide architecture is beneficial because ther e are dependencies
between subsystems, e.g. optimization of one subsystem may have consequences for the
energy consumption of other modules. UCLA has constructed a network testbed [Mangione-
Smith 96] that uses a hardware architecture to localize data for both communication and
video. In this way the data streams are reduced and transferred more efficiently dir ectly to
their destination.
3 The Pocket Companion’s system architecture
In this section we combine the requirements mentioned in the previous section into a single
architecture for the Pocket Companion. The properties to be achieved by the architecture are:
u The architecture must be modular and can be adapted to and optimized for performance
and energy consumption.
u The system should be fully aware of its energy consumption and provides just enough per-
formance to fulfil its tasks with a minimal ener gy consumption.
u Security must be an integral part of the architecture. The system should be designed such
that electronic transactions can be securely performed and that one’s personal data is kept
secure.
3.1 Architecture
Figure 1 gives a schematic overview of the Pocket Companion architecture. In it, we distin-
guish a switch with a security module surrounded by several modules. These modules are the
main processor and devices like display controllers, network interfaces and stable storage.
The switch interconnects the modules and provides a reliable path for communication
between modules. As in switching networks, the use of a multi-path topology will enable par-
allel data flows between different pairs of modules and thus increase the performance. Mod-
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ules can communicate without involvement of the main processor. This means for example
that there can be a video connection from the wireless network to the display without using
any processor cycles. The main processor might even be powered down.
Each module has its own functionality and responsibility. The modules are optimized for per-
formance and have their own power management. When applications do not need a module
it can go into a power down mode.
Since the switch is in the middle of all data-traffic the security module is integrated in the
switch. The module secures the data flow when needed. This approach is in line with the
secure architecture of contract signing as proposed by Helme and Mullender [Helme 97] (see
section 3.4).
The architecture has some similarities to for example the Desk Area Network from Cam-
bridge [Hayter 91] and VuNet from MIT [Houh 95]. Their main motivation was performance
and interoperability between ATM networks and devices. Our motivation is not only per-
formance, but also reducing energy consumption and sound security.
In the following sections we will discuss the main properties and advantages of the architec-
ture.
3.2 Energy consumption and performance
Processors often have to perform tasks for which they are not ideally suited. Although they
can perform such tasks, they may take considerably longer, and might be more energy
demanding, than a dedicated implementation. Application-specific integrated cir cuits
(ASICs) or dedicated processors in combination with a standard processor can offer an attrac-
tive alternative approach. A system designer can use the processor for portions of algorithms
for which it is well suited (e.g. initialization), and apply an application-specific copr ocessor
(e.g. custom hardware) for other tasks. Each subsystem needs to be designed to balance the
goals of the whole system and not just to optimize a specific subsystem.
The main advantages of application specific copr ocessors are:
1. Application-specific copr ocessors might be able to perform their tasks more efficient than a
general purpose processor. Even when the application-specific copr ocessor consumes
more power than the processor, it may accomplish the same task in far less time, resulting
in a net energy savings. The processor can for example be offloaded with task like JPEG
and MP3 decoding, encryption, and some network protocol handling.
2. When the system is decomposed out of application-specific copr ocessors the data traffic
can be reduced, by eliminating unnecessary data copies. For example, in a system where a
stream of video data is to be displayed on a screen, the data can be copied directly from the
network into the screen memory, without going through the main processor.
3. Each module can be optimized - apart for its main task - for energy consumption. It can
have a separate clock and voltage control, power-down modes, and dedicated features to
save energy. For example, a network interface can handle a part of the protocol stack and
will interrupt (or wake up) the main processor only when needed.
4. By careful repartitioning a system, not only the power consumption can be reduced but the
performance can actually be improved as well.
3.3 Networking
The wireless network interface consumes a significant fraction of the total power [Stemm 96].
The network and medium access protocols of a wireless system can be designed for low
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energy consumption. For instance, a network with a TDMA protocol can coordinate delivery
of data to receivers to minimize all actions of the network interface, i.e. it minimizes ‘on-time’
and idleness (busy waiting) of the transmitter as well as the receiver [Linnenbank 96].
Furthermore, in normal systems much of the LAN protocol stack is implemented on the main
processor. Thus, the network interface and the main processor must always be ‘on’ for the
LAN to be active. In these systems performance and energy consumption is a significant
problem.
Decomposition of the network protocol stack and a careful analysis the data flow in the sys-
tem can reduce the energy consumption.
1. When the system is constructed out of independent components, these modules can do
basic protocol processing and can move the data directly to its destination. Hence unneces-
sary data copies are eliminated.
2. A communication processor can be applied to handle most of the lower levels of the proto-
col stack, thereby allowing the main processor to sleep for extended periods of time with-
out affecting system performance or functionality.
3. Part of the network protocol can be handled on another machine, e.g. the base station. For
example, the mobile units can use an internal private code rather than TCP/IP, with a net
savings of energy. But also, when data is buffered on a base station, retransmissions of data
that are caused by errors in the wireless network can remain local thus not involving the
higher network protocol layers.
Over short distances, typically of up to five metr es, high-speed, low-energy communication is
possible. Private houses, office buildings and public buildings can be fitted with ‘micr o-cellu-
lar’ networks with a small antenna in every room at regular intervals, so that a Pocket Com-
panion never has to communicate over a great distance --- thus saving energy --- and so that the
bandwidth available in the aether does not have to be shared with large numbers of other
devices --- thus providing high bandwidth density (Mbps/m2) [Opzeeland 97]. Over larger
distances (kilometres rather than metres), the Pocket Companion can make use of the stand-
ard infrastructures for digital telephony (such as GSM).
Finally, wireless networks have a much higher error rate than the normal wired networks. In
the presence of a high packet error rate, some network protocols (such as TCP) may overreact
to packet losses, mistaking them for congestion. This leads to backing off to a lower transfer
rate which increases the energy consumption because it leads to a longer transfer time. For-
ward Error Correction (FEC) can be used to improve the performance and to reduce energy
consumption, not only at the data link level, but also in higher levels of the protocol stack
[Rizzo 97]. In particular, FEC can be beneficial for r eliable multicast communication, because
it reduces the number of acknowledgements.
3.4 Security
The security module is integrated in the secure switch. The data flow that goes thr ough the
switch can be authenticated. The security module supervises the signing and signature verifi-
cation. A smart card - connected via a reader to the switch - contains, protects and applies a
signature key. The card also stores the certificates that authenticates the key .
We foresee the security architecture to be used for two main purposes: signing arbitrary con-
tracts and securing data streams.
Signing contracts
A typical example of using the security function is the signing of a contract during some
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transaction [Helme 97]. The heart of the security system is the Trusted Computing Base (TCB).
This is the part of the system the owner of a Pocket Companion has to trust. A crucial prop-
erty of this architecture is that the TCB is not user-programmable and built by a reliable man-
ufacturer. Therefore, the main processor is not part of the TCB: it is expected to be the place
where users run their software that cannot always be trusted by the owner. The application or
operating system could be corrupted with a virus or have been attacked over the network. If
the application is corrupted, it can for example falsify data on the display, it can squirrel away
the password or PIN code, and can sign other unauthorized messages as well.
Normally - that is when no contract signing is going on -, display and keyboard are available
to the local processor as its input/output device. But, when a contract has to be signed, the
security module and switch disconnects display and keyboard from the main processor and
takes them over for the secure signing purpose. The main processor can no longer modify the
display or read the keyboard. The stable storage can be used for logging and storing contracts.
When the contract is signed the main processor regains the ownership of the keyboard and
display.
Securing data streams
Since the external network is also connected to the Pocket Companion via a network interface
and the switch, a firewall can be implemented in the switch. Network streams that passes the
switch can be authenticated and encrypted or decrypted on-the-fly by the security module. In
this way the switch is for example able to secure the data stream to and from the stable stor-
age.
The Trusted Computing Base in cooperation with the operating system is responsible for
access control and protection. It should be ensured that only trusted components configur e
modules for communication. The TCB and its security module assists the system to imple-
ment the protection scheme by isolating the main processor (in the same way as described
above) when an unknown data stream is set up.
3.5 QoS and power management
In the Moby Dick architecture, Quality of Service (QoS) is a framework to model integration
and integrated management of all the system services and applications in the Pocket Com-
panion. Any consumption of resources by one application might affect the others, and as
resources run out, all applications are affected. Since communication bandwidth, energy con-
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sumption and application behaviour are closely linked, we believe that a QoS framework is a
sound basis for integrated management of the resources of the Pocket Companion.
To take advantage of low-power states of system modules, the operating system needs to
direct these modules to turn off (or down) when it is predicted that the net savings in energy
will be worth the time and overhead of turning off and restarting.
In order to integrate power awareness in the QoS framework, changes must be made to hard-
ware, drivers, firmwar e, operating system, and applications. One of the key aspects is to
move power management policy decisions to the user and coordination of operations into the
operating system. The operating system will control the power states of devices in the system
and share this information with applications and users.
In our approach power management hardware is required to put a partition of a Pocket Com-
panion into a low-power sleeping state -so that the system can resume working quickly-, or
alternatively shutting them down completely. Which state is entered depends on the QoS. The
operating system will enter the sleeping state when the computer is idle or when the user
indicates to do so. This does not exclude that the Pocket Companion still performs some func-
tion, like receiving e-mail or display a video.
4 Testbed for the Pocket Companion
Testbeds offer the means to evaluate the performance and energy consumption of a Pocket
Companion in a reasonable amount of time. Traditionally, simulation tools have been proven
extremely useful in evaluating the trade-offs in the design and implementation of system
functions. However, with existing tools simulation of an entire Pocket Companion (with
video, wireless transceivers, processor, etc.) and the operating system is - when even possible
- time consuming.
Therefore we build a testbed for the Pocket Companion using existing hardware components
and subsystems. With today’s technologies like programmable microcontrollers and FPGAs it
is possible to build subsystems in a short time. Because of their programmability it is easy to
make changes to the functionality or to change its parameters. We however, always have to
keep in mind that eventually the whole system should be small, and should be implementa-
ble in a few chips.
With such a testbed we can immediately start building the system, and evaluate (parts of) the
architecture. With this rapid prototyping we can evaluate the effects of parameters involved
with energy consumption, security, Quality of Service and communication. We can gradually
improve the architecture to the final ar chitecture. Building a prototype gives us the possibility
to test an evaluate the security infrastructure with real applications.
We also plan to experiment with system software, as hardware architecture and system soft-
ware are related (hardware/software co-design). The operating system Inferno from Lucent
Technologies [Inferno 96] is quite well suited for this purpose. It is a flexible and modular
operating system for handling interactive media. It is under development within the Comput-
ing Sciences Research Center of Bell Labs at Lucent Technologies.
Inferno is intended to be used in a variety of network environments, for example TV set-top
boxes, hand-held devices like the Pocket Companion, but also in conjunction with traditional
computing devices. Inferno’s strength lies in its portability and versatility. It currently runs on
Intel, MIPS, Motorola 68K, and AMD 29K architectures. It runs applications on machines with
as little as 1 MByte of memory. Inferno also provides communications security and key man-
agement.
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Applications and system may be split easily - and even dynamically - between client and
server. We can allow certain functions of the system to be omitted, or migrated from the port-
able system to a remote server. The remote server handles those functions that can not be han-
dled efficiently on the portable machine. For example, when the system does not need a local
file system, the har d drive can be eliminated. Furthermore, a base station could also handle
parts of the network protocol stack in lieu of the mobile. The mobile units can use an internal,
light weight, protocol to communicate with the base station rather than TCP/IP or UDP in
order to save code and energy. Using Inferno and the hardware architecture of the Pocket
Companion gives us a system that is modular and can be adapted to performance and power
requirements.
5 Conclusion
The typical use of the Pocket Companion induces a number of requirements concerning secu-
rity, performance, energy consumption, communication and size. Although these require-
ments can be treated as separate problems, we have shown that they are interrelated and can
only be solved optimal when they are integrated into one single architecture.
The main emphasis in the architecture is on security and energy consumption. The Pocket
Companion architecture can not only to secure data, but is also able ensure the integrity and
the authenticity of (financial) transactions. A security module and a switch at the heart of the
system provide the basis for the secure environment.
Because the system is decomposed of dedicated application specific subsystems that ar e con-
nected with each other via the switch, energy consumption is reduced and - although not a
primary goal - performance is increased.
A testbed is being build to verify our statements and evaluate the results.
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