Web-rajapinnan ja koulutustyökalun kehittäminen visuaaliselle luokittimelle by Nissinen, Aleksi
  
 
 
 
 
 
Aleksi Nissinen 
Web-rajapinnan ja koulutustyökalun  
kehittäminen visuaaliselle luokittimelle 
 
 
 
 
 
 
 
 
 
Insinööri (AMK) 
Tieto- ja viestintätekniikka 
Kevät 2018 
 
 
 Tiivistelmä 
Tekijä(t): Nissinen Aleksi 
Työn nimi: Web-rajapinnan ja koulutustyökalun kehittäminen visuaaliselle luokittimelle 
Tutkintonimike: Insinööri (AMK), tieto- ja viestintätekniikka 
Asiasanat: ohjelmistonkehitys, konenäkö, tekoäly, rajapinta, verkko, käyttöliittymä, tietokanta, 
REST 
Työn tilaajana toimi Mecano Business. Mecano on puutuoteteollisuuden alalla toimivan teknolo-
giayritys Raute Oyj:n Kajaanissa toimiva yksikkö, joka tuottaa Rauten asiakkaille konenäköratkai-
suja ja analysaattoreita. Mecano tarjoaa myös asiantuntijapalveluita ja koulutusta tarjoamiinsa rat-
kaisuihin liittyen. 
Työn tavoitteena oli kehittää pohja järjestelmälle, jonka avulla Mecanon automaattisen visuaalisen 
luokittimen kouluttamisesta tulisi helpompaa, tehokkaampaa ja tarkempaa. Mecanon saatavilla 
olevia suuria datamääriä haluttiin hyödyntää aineistona kouluttamisessa. Tähän tarkoitukseen tuli 
suunnitella ja kehittää web-rajapinta koulutusdatan hallintaa varten, ja koulutussovellus datan ar-
viointia ja korjaamista varten. Työssä oli tarkoitus myös tutkia uusia tekniikoita ja teknologioita, ja 
hankkia osaamista niiden käytöstä. 
Tässä opinnäytetyössä kuvataan rajapinnan ja koulutussovelluksen kehitysprosessia, ja käytetty-
jen teknologioiden tutkimista ja hyödyntämistä. Opinnäytetyössä keskitytään erityisesti rajapinnan 
teknologioiden ja toiminnan kuvaamiseen, sillä se oli työn merkittävin osa-alue ja sisälsi eniten 
uusia aiheita. Koulutussovelluksen kuvaamiseen keskitytään vähemmän, koska sen kehitykseen 
käytettiin tarkoituksellisesti vähemmän aikaa ja käytettiin enimmäkseen tuttuja teknologioita. 
Työssä kehitettiin REST-arkkitehtuurimallia noudattava web-rajapinta, jonka kautta käyttäjät voivat 
hallinnoida tietokantaan talletettua, konenäköjärjestelmän luokittelemaa dataa. Käyttäjät voivat lä-
hettää, hakea, muokata ja poistaa dataa tietokannasta. Rajapintaa ja tietokantaa varten tutkittiin 
erilaisia teknologioita, joista olisi tilaajayritykselle tulevaisuudessa hyötyä. 
Rajapinnan lisäksi kehitettiin työpöytäsovellus, joka toimii yhdessä rajapinnan kanssa. Sovellus 
pyytää rajapinnalta kuvatiedoston ja siihen liittyvää metatietoa, joka kertoo, minkä luokituksen kuva 
on saanut. Käyttäjä voi tämän jälkeen merkitä luokituksen oikeaksi, vääräksi tai epävarmaksi. Ar-
vioitujen objektien tiedot ja arvioinnin tulokset lähetetään rajapinnan kautta erilliselle tekoälyohjel-
mistolle, joka kouluttaa saamansa datan avulla uuden luokittimen. 
Työssä toteutetut prototyypit osoittavat, että järjestelmän konsepti on toimiva ja sitä on mahdollista 
kehittää pidemmällekin. Käytettyjen teknologioiden todettiin soveltuvan käyttötarkoituksiinsa tässä 
työssä hyvin, ja ne ovat hyödyllisiä vielä tulevina vuosinakin. Rajapinnan havaittiin soveltuvan mui-
hinkin tilaajalle käyttökelpoisiin tarkoituksiin.  
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This thesis was ordered by Mecano Business. Mecano is a Kajaani-based unit of the technology 
company Raute Oyj, which operates in the wood products industry. Mecano produces machine 
vision solutions and analyzers for Raute’s clients. Mecano also offers expert services and training 
related to their solutions. 
The goal of this thesis was to develop a foundation for a system, that would make the training of 
Mecano’s visual classifier easier, more effective and more accurate. Mecano wanted to put the 
large amounts of data available to them for use as training material.  For this purpose, a web 
interface was needed to control the data, and a training application to evaluate and rectify it. A 
secondary objective was to research new techniques and technologies and how to use them. 
This thesis describes the process of developing the web interface and the training application and 
how different technologies were researched and utilized. The web interface was the most important 
part of this thesis and contained the most new elements, and describing its technologies and func-
tionality is therefore focused on the most. The training application is focused on less, because less 
time and mostly familiar technologies were used to develop it. 
In this thesis a web interface with the REST architecture model was developed, which can be used 
to manage data that has been classified by a machine vision system and stored in a database. 
Users can send, read, update and delete data from the database. For the development of the 
interface and the database, various technologies that would be beneficial for the client company 
were researched. 
In addition to the interface, a desktop application that communicates with the interface was devel-
oped. The application requests an image file and some metadata describing the classification result 
of the file from the interface. The user can then mark the classification as correct, false or unsure. 
The evaluation results and other data of all evaluated objects are then sent through the interface 
to a separate artificial intelligence software, which then uses the received data to train a new clas-
sifier. 
The prototypes created for this thesis show that the concept of the system is viable and that it is 
possible to develop further. The technologies used were found to be well suited for their respective 
duties and that they will be beneficial for years to come. The interface was discovered to be suitable 
also for other purposes useful to the client.
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 Symboliluettelo 
HTTP: Selainten ja WWW-palvelimien käyttämä tiedonsiirtoprotokolla, jonka toiminta pe-
rustuu asiakasohjelman lähettämiin pyyntöihin, joihin palvelin vastaa pyyntöä vastaavalla 
tiedolla. 
JavaScript: Web-ympäristöissä käytettävä komentosarjakieli, joka mahdollistaa skriptien 
suorittamisen yhdessä WWW-sivujen kanssa. 
JSON: JavaScriptiin perustuva, kieliriippumaton tiedostomuoto, jota käytetään tiedon lä-
hettämiseen tekstimuodossa. JSON-tiedostoja käytetään erityisesti selainten ja palveli-
mien välisessä kommunikaatiossa. 
Kielisidos (engl. language binding): Yhdelle kielelle kirjoitetun kirjaston käytettävyyden 
laajentaminen muille kielille käärekirjastojen kautta. 
NoSQL: Tietokantamalli, joka ei noudata relaatiomallia ja määrättyä taulukkorakennetta. 
Siirräntä (engl. Input/Output): Tietoa käsittelevien järjestelmien välistä keskustelua, 
jossa syötetään tai vastaanotetaan dataa. Siirräntä voi tapahtua kahden tietokoneen, tai 
tietokoneen ja ihmisen välillä. 
Väliohjelmisto: Ohjelmisto, joka toimii välittäjäkerroksena muiden ohjelmistojen välillä. 
Widgetti: Pienoisohjelma, joita käytetään yleensä graafisissa käyttöliittymissä. Esimer-
kiksi napit, ikkunat ja välilehdet voivat olla widgettejä. 
Wrapper: Luokka tai funktio, joka sisällyttää toisen luokan tai funktion toiminnallisuudet 
itseensä.
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1 Johdanto 
Projektin tilaajana toimi Mecano Business, Kajaanissa sijaitseva Raute Oyj:n yksikkö. 
Raute on suomalainen, puutuoteteollisuuden alalla toimiva yritys, joka tarjoaa asiakkail-
leen teknologiaratkaisuja ja erilaisia palveluita. Rauten merkittävimmät asiakasteollisuu-
det ovat vaneri- ja LVL-teollisuus, joista vaneriteollisuudessa Raute on myös maailman-
laajuinen markkinajohtaja 15–20 prosentin markkinaosuudella. [1.] 
Mecano tuottaa teknologia- ja ohjelmistoratkaisuja Rauten asiakkaille kaikkiin prosessin-
hallinnan osiin vanerintuotannon eri vaiheissa. Mecano tarjoaa myös digitaalipalveluita, 
asiantuntija- ja tukipalveluita ja koulutusta kumppaneilleen. Mecano erikoistuu analysaat-
torien ja konenäön kehittämiseen. Linjastolla kulkeva materiaali analysoidaan, jonka jäl-
keen esikoulutettu luokitin määrittää sen tyypin. Materiaalien analysoinnilla ja luokittelulla 
voidaan tehostaa tuotantokapasiteettia merkittävästi, minkä vuoksi yhä useammat yrityk-
set haluavat investoida konenäköön. [2.] 
Luokittimen kouluttaminen manuaalisesti ihmisen toimesta on hankalaa ja työlästä. Luo-
kittimen tasolla on merkittävä vaikutus sen antamiin tuloksiin. Koulutuksessa voi tapahtua 
virheitä, ja joitain seikkoja voi jäädä huomioimatta. Virheellisellä asetuksella luokittimessa 
voi olla valtava vaikutus analysoitavien datamäärien ollessa suuria. Tarkaksi koulutettu 
luokitin on merkittävä etu asiakkaalle, ja siksi hyvä myyntivaltti. Tämän vuoksi luokittimen 
kehitykseen halutaan panostaa. 
Työn tavoitteena on kehittää työkalu, jonka avulla luokittimen voi kouluttaa helpommin ja 
entistä tarkemmaksi. Mecanolla on saatavilla suuri määrä dataa, joka vastaa asiakkailla 
vastaan tulevia tilanteita. Tämä pohja-aineisto halutaan ottaa käyttöön luokittimen koulu-
tuksessa. Kouluttajien määrää halutaan myös nostaa. Tätä tarkoitusta varten työssä ke-
hitetään verkkorajapinta, jonka avulla mahdollistetaan luokittimen yhteiskoulutus useiden 
käyttäjien toimesta. 
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2 Konenäkö 
Konenäöllä tarkoitetaan järjestelmää, jossa kamera syöttää kuvadataa tietokoneelle, joka 
puolestaan tulkitsee ja käsittelee sen automaattisesti. Tämänkaltaisia järjestelmiä käyte-
tään yleensä tuotantoteollisuudessa, jossa niitä sovelletaan robottien ohjaamiseen [3, s. 
10–12]. Konenäköteknologia on kasvattanut suosiotaan teollisuudessa muutaman viime 
vuosikymmenen aikana, mutta sen yleistymistä on hidastanut tarvittavan laitteiston kal-
leus. Tämän vuosituhannen aikana tapahtunut kehitys prosessorien ja grafiikkapiirien las-
kentatehoissa on laskenut digitaaliseen kuvankäsittelyyn kykenevän laitteiston hintoja ja 
kynnystä yrityksille päästä hyödyntämään konenäköä. 
Konenäöllä yritetään toteuttaa jokin operaatio ihmistä paremmin. Tarkalla kameralla ja 
sen dataa nopeasti käsittelevällä tietokoneella voidaan havaita ja käsitellä asioita, jotka 
olisivat ihmiselle hankalia tai kokonaan mahdottomia. Tällaisia haasteita voivat olla esi-
merkiksi kasvojen tunnistaminen kuvasta tai viallisten tuotteiden tunnistaminen liikkuvalla 
linjastolla. Konenäköjärjestelmä ei myöskään tarvitse taukoja, vaan toimii tasaisella te-
hokkuudella. Nopeasti kehittyvä teknologia ja kasvava kiinnostus aiheeseen luovat yhä 
uusia mahdollisuuksia. 
2.1 Tekniikoita 
Konenäköä voi hyödyntää monenlaisiin tarkoituksiin, minkä vuoksi erilaisia tekniikoita ja 
järjestelmiä on paljon. Yhä useampien yritysten aloittaessa konenäön hyödyntämisen uu-
sia sovelluskohteita ja tekniikoita keksitään jatkuvasti. Konenäköprosessin yleinen ra-
kenne on havainnollistettu kuvassa 1. 
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Kuva 1. Esimerkki konenäköprosessin rakenteesta 
Konenäköprosessin runko on vapaamuotoinen ja helposti laajennettavissa, mikä sallii mo-
nenlaiset yhdistelmät. Järjestelmän asetuksia ja rakennetta muuttamalla voidaan vaikut-
taa siihen, minkälaista tietoa kohteesta saadaan tunnistettua. 
2.1.1 Järjestelmän komponentit 
Konenäköjärjestelmä sisältää yleensä ainakin valonlähteen, kameran, tietokoneen ja kä-
siteltävän kohteen. Järjestelmässä voi olla myös muita, konenäköä täydentäviä ja tukevia 
osia, kuten erilaisia, tai useampia, kameroita, valoja ja kuvankäsittelyohjelmistoja. Ko-
nenäköjärjestelmän toimintaa voi säätää muokkaamalla siinä olevia osia tai lisäämällä 
kokonaan uusia. Erilaisilla laiteyhdistelmillä järjestelmästä voidaan tehdä erikoistunut eri 
tehtäviin. 
Lisäämällä toinen kamera järjestelmään voidaan käyttää stereokuvausta. Stereokuvaus 
tarkoittaa kuvan ottamista kahdella kameralla samasta kohteesta, hieman eri kuvakul-
masta. Tämän jälkeen hieman toisistaan eroavia kuvia voidaan vertailla, mistä havaitaan 
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mahdolliset muutokset tunnistetuissa piirteissä. [3, s. 37] [4.] Kuvia ottavan kameran tilalle 
voi myös laittaa videokameran. Videokuvaus voi auttaa tilanteissa, joissa kuvattava kohde 
on liikkeessä tai se on liian suuri mahtuakseen normaalin kameran kuvaan [5][3, s. 578-
635]. 
Mecanolla on käytössä viivakamera. Viivakamera kuvaa yhtä tai useampaa riviä pikseleitä 
kohteen poikki. Kuvattaessa joko kohdetta tai itse kameraa liikutetaan. Mecanon järjes-
telmässä kamera pysyy paikallaan. Viivakamerat ovat tarkkoja ja nopeita, minkä ansiosta 
ne soveltuvat hyvin liikkuvien kohteiden kuvaamiseen. [6, s. 1–3]. Kuvassa 2 havainnol-
listetaan viivakameran toimintaa verrattuna perinteiseen kameraan. 
 
Kuva 2. Vasemmalla puolella kaksiulotteisen kuvan ottava kamera, ja oikealla viivaka-
mera [6, s. 1] 
Järjestelmän valaistusta muokkaamalla kohteesta voi paljastua uusia ominaisuuksia. 
Useammilla ja tehokkaammilla valaisimilla voidaan saada tarkempi kuva kohteesta. Te-
hokkaiden valojen avulla mahdollistetaan myös läpivalaisutekniikka, jonka avulla voidaan 
havaita esimerkiksi vaihtelut kohteen paksuudessa. Projisoimalla kuvioita, kuten esimer-
kiksi viivoja tai ruudukko, kohteen pinnalle, voidaan esimerkiksi jakaa kohde segmenttei-
hin ja nopeuttaa analysointia. Konenäön kanssa voidaan myös hyödyntää valaisumene-
telmiä, jotka olisivat ihmiselle mahdottomia käsitellä. Esimerkiksi lasereita voidaan käyttää 
pinnan muotojen vaihtelun kartoittamiseen. [3, s. 390–392.] 
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2.1.2 Kuvan prosessointi ja tulkinta 
Kuvauksesta tuloksena saatavan datan käsittely ja tulkinta on yksi konenäköprosessin 
tärkeimmistä vaiheista. Kuvadatasta tulkittavan tiedon määrän maksimoimiseksi kuva kul-
kee monivaiheisen prosessin läpi, jonka aikana sitä manipuloidaan ja tulkitaan. Manipu-
lointimenetelmiä voivat olla esimerkiksi useamman kuvan yhdistäminen, kuvan jakaminen 
segmentteihin analysoinnin helpottamiseksi tai kynnystys (engl. thresholding), jossa ku-
van sävyjen määrää vähennetään värivaihteluiden korostamiseksi [3, s. 17–36]. 
Esikäsittelyn jälkeen aloitetaan kuvan tulkinta. Riippuen tulkinnan tavoitteesta, kuvasta 
voidaan yrittää tunnistaa erilaisia asioita. Kohde voidaan paikantaa kuvasta esimerkiksi 
etsimällä sen reunat. Kohteen paikannuksen jälkeen siirrytään piirteiden tunnistukseen. 
Tunnistus voidaan ohjelmoida esimerkiksi etsimään kohteesta tietynlaisia muotoja, kuvi-
oita tai tekstiä. Kohteen pinnasta voidaan myös pyrkiä havaitsemaan värin vaihteluita. 
Esimerkiksi värin vaihtelu tummasta vaaleaan voi kertoa paksuuden vaihtelusta. Esikäsit-
telyssä tehdyt muokkaukset, kuten kynnystys, helpottavat joidenkin piirteiden havainnoin-
tia. [3, s. 17-380.] 
2.1.3 Tekoäly 
Konenäköjärjestelmissä tekoäly ohjaa käsittely- ja tunnistusprosessia. Tekoälyn tyyppi ja 
toimintatapa voivat vaihdella, mikä vaikuttaa prosessin nopeuteen ja tarkkuuteen. Tekoäly 
voi olla manuaalisesti koulutettu, valmiin koulutusaineiston avulla ohjaamattomasti oppiva 
tai ohjatusti oppiva. Manuaalisessa koulutuksessa ihminen säätää tekoälyn toiminnan ja 
parametrit. Menetelmä on hidas, työläs ja virheelle altis prosessi, minkä vuoksi muut me-
netelmät ovat kasvattaneet suosiotaan. Ohjaamattomasti oppiva tekoäly tutkii sille anne-
tun aineiston, joka sisältää luokittelematonta dataa, ja luokittelee sen sisältämät, toisiaan 
muistuttavat alkiot luokkiin. Ohjatusti oppivan tekoälyn koulutusprosessi on samankaltai-
nen kuin ohjaamattoman, mutta aineistoon sekoitetaan myös valmiiksi luokiteltua dataa. 
Tämä ohjaa luokitusta oikeaan suuntaan ja vahvistaa luokitustulosta. Ohjatusti oppiva te-
koäly on konenäössä yleisimmin käytetty menetelmä, sillä koulutusaineistot lajitellaan yhä 
enimmäkseen käsin. Ohjaamattomalla ja ohjatulla koulutusmenetelmällä on mahdollista 
kouluttaa tarkka tekoäly, jos käytettävissä on laaja ja kattava koulutusaineisto. [7, s. 22.] 
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2.2 Luokittaminen 
Luokittamisvaiheessa tekoäly analysoi konenäköjärjestelmän tunnistamia objekteja ja nii-
den piirteitä, ja asettaa objektit niitä vastaaviin luokkiin. Luokittaminen on hyvä menetelmä 
tilanteissa, joissa tunnistettuja objekteja halutaan tarkastella yhdessä muiden samankal-
taisten objektien kanssa, tai tilanteissa, joissa käsittelytapa on erilainen erityyppisille ob-
jekteille. Luokittamisprosessi etenee karkeasti kuvan 3 mukaisessa järjestyksessä. 
 
Kuva 3. Esimerkki käsittely- ja luokittamisprosessista. 
Luokittamisessa voidaan käyttää lukuisia eri menetelmiä. Yksinkertaisimmillaan luokitin 
voi verrata objektin piirteitä esimääriteltyjen luokkien piirteisiin ja asettaa sen sopivimpaan 
luokkaan. Joissain tilanteissa luokkia ei tunneta etukäteen, jolloin luokitin muodostaa luo-
kat itse ryhmittelemällä toisiaan muistuttavia objekteja. Tällaisissa tilanteissa objektin 
luokka voidaan tunnistaa vertailemalla sitä muihin objekteihin ja etsimällä niistä saman-
kaltaisuuksia. 
Verrattavat piirteet riippuvat pääasiassa tavoitteesta. Jotkin piirteet ovat vain tietyille ma-
teriaaleille ja lajeille ominaisia, ja jotkin pätevät kaikenlaisiin kohteisiin. Tunnistettavien ja 
käytettävien piirteiden määrä on käyttäjän päätettävissä, mutta suuri määrä tekee datan 
prosessoinnista raskaampaa. Verrattavia ominaisuuksia voivat olla esimerkiksi objektin 
muoto, väri, koko ja kulma. Tällaisista suuresti vaihtelevista piirteistä voi tehdä karkean ja 
nopean rajauksen tietyntyyppisiin luokkiin. Tekoälyn voi myös opettaa etsimään saman-
kaltaisissa objekteissa usein esiintyviä piirteitä ja yhdistämään nämä piirteet luokkaan. 
Tunnistaessaan yhden luokkaan sopivan piirteen luokitin voi etsiä muita samaan luokkaan 
sopivia piirteitä. Näiden yhdistävien tekijöiden avulla luokituksesta voi tehdä nopeamman 
ja tarkemman. [3, s. 17–380]. 
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3 Mecanon luokitin 
Mecanon luokitinta käytetään tehdasympäristössä, jossa jatkuvassa liikkeessä oleva lin-
jasto kuljettaa kuvan 4 mukaisia viiluarkkeja. Arkit kulkevat viivakameran ali, joka kuvaa 
arkin pikselirivi kerrallaan. Kamera syöttää kuvat käsiteltäväksi ja analysoitavaksi, jonka 
jälkeen tunnistetut objektit luokitellaan. Luokitustulos määrittää arkin ja siitä tunnistettujen 
objektien käsittelytavan ja laatuluokan. 
 
Kuva 4. Esimerkki Mecanon konenäköjärjestelmän kuvaamasta viiluarkista 
Mecano hyödyntää konenäköä useissa eri tuotantovaiheissa. Kuvassa 5 on esitelty Me-
canon tarjoamat palvelut ja merkitty kameraikonilla vaiheet, joissa hyödynnetään ko-
nenäköä jollain tavalla. 
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Kuva 5. Mecanon tarjoamat, konenäköä hyödyntävät sovellukset 
3.1 Käyttötarkoitus 
Luokittimen päätarkoitus on asiakkaiden arkkeja kuljettavien linjastojen tehokkuuden nos-
taminen. Luokittimella pyritään tunnistamaan arkeista otetuista kuvista mahdollisia vikoja 
ja korjattavia kohteita. Vialliset arkit tunnistamalla ne voidaan ohjata joko korjattavaksi tai 
”roskiin”, josta ne voidaan kuljettaa esimerkiksi hakkeeksi voimalaitokseen tai selluteh-
taalle. Tällä tavoin voidaan parantaa tuotteiden laatua ja linjaston tehokkuutta, kun eri 
luokituksen saaneet arkit osataan ohjata oikeaan käyttötarkoitukseen, ja käyttökelvotto-
mat arkit saadaan poistettua käsittelyprosessista mahdollisimman aikaisin. 
Puutuotteiden ominaisuudet vaihtelevat paljon eri lajikkeiden ja jopa saman lajin eri yksi-
löiden välillä. Tämä tuo lisähaasteita konenäköprosessiin: läpivalaisu ei välttämättä toimi 
tiheämpien lajikkeiden kanssa, puun väri voi vaikeuttaa joidenkin piirteiden tunnistusta ja 
vaihtelevat pintakuviot voivat häiritä muiden kuvioiden tunnistamista. [3, s. 538–539.] Tä-
män vuoksi luokittimen täytyy kyetä mukautumaan monenlaisiin tilanteisiin. 
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3.2 Toiminta 
Luokitin koulutetaan ihmisen toimesta käsin. Kouluttaja asettaa jokaiselle tyypille joiden-
kin satojen piirteiden joukosta valitut, tyyppiä kuvaavat piirteet, joiden mukaan luokitus 
tapahtuu. Koulutus tapahtuu ilman erillistä koulutusaineistoa, mikä on kouluttajalle työ-
lästä ja hidasta. Koulutuksen jälkeen myös mahdolliset muokkaukset tai virheenkorjauk-
set luokittimen asetuksiin täytyy tehdä manuaalisesti. Luokitus tapahtuu antamalla luokit-
timelle joukko objektista tunnistettuja piirteitä ja vertaamalla niitä luokkien asetuksiin. 
Tässä työssä tutkittiin uusia ohjatun oppimisen sovellusmahdollisuuksia luokittimen kou-
lutuksen helpottamiseksi. 
Eräs hyödynnettävissä olevista luokittelutekniikoista on niin sanottu ”sumean luokittelun” 
tekniikka. Sumea luokitin jakaa arkeista tunnistetut objektit esimääriteltyihin, niitä kuvaa-
viin luokkiin ”sumeaan joukkoon.” Sumeassa joukossa jokaisella alkiolla on arvo, joka ku-
vaa prosentuaalista todennäköisyyttä, millä se kuuluu joukkoon. Tämän varmuusarvon 
avulla voidaan vertailla, miten samankaltaisia luokat ovat, ja kuinka varmasti luokitin ky-
kenee tunnistamaan eri luokat. Myös luokittimen kouluttaminen helpottuu, kun luokitti-
melle haastavat luokat ovat selvästi havaittavissa. [8, s. 1–4.] Tässä työssä keskityttiin 
tähän luokittelutekniikkaan. 
Sumealla logiikalla toimiva luokitin voi toimia esimerkiksi seuraavanlaisesti: luokitin vertaa 
objektista tunnistettuja piirteitä vuorotellen eri tyypeille esiasetettuihin piirteisiin ja asettaa 
piirteille arvon, millä todennäköisyydellä se sopii tyyppiin. Lopuksi kaikki todennäköisyydet 
yhdistetään keskenään, josta saadaan tulokseksi oikea todennäköisyys sille, että vika so-
pii tyyppiin. Lopullinen tyyppi määritetään valitsemalla kaikkien tyyppien saaduista toden-
näköisyyksistä sopivimman arvon saanut tyyppi. Kuvan 6 tilanteessa voidaan esimerkiksi 
arvioida tunnistetun alueen muotoa ja väriä, ja todeta että vika on suuremmalla todennä-
köisyydellä reikä kuin halkeama. 
 
Kuva 6. Tunnistettu vika. Vasemmalla tunnistettu alue on väritetty tummuuden mukaan, 
oikealla on normaali värikuva. 
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4 Vaaditut ominaisuudet 
Projektin tavoitteena oli kehittää ohjelmisto, jonka avulla käyttäjä voi tarkistaa automaat-
tisen luokittimen tuloksia. Käyttäjä voi joko korjata luokittimen tekemiä virheitä, tai vahvis-
taa luokitustuloksia oikeaksi. Käyttäjän antama palaute otetaan talteen ja ohjataan eteen-
päin luokittimelle, joka näiden uusien parametrien avulla koulutetaan uudelleen neuro-
verkkoja hyödyntäen. Koulutuksen jälkeen luokitin käsittelee objektit uudestaan. Luokitte-
lun tulokset voidaan jälleen syöttää koulutusohjelmistolle tarkistettavaksi. Tällaista järjes-
telmää, jossa jostakin operaatiosta saadut tulokset palautetaan syötteeksi samalle ope-
raatiolle, kutsutaan takaisinkytkennäksi (engl. feedback loop) [9]. Kuvassa 7 havainnollis-
tetaan, miten takaisinkytkentää käytettiin tässä työssä. 
 
Kuva 7. Kaavio takaisinkytkennän kulusta 
Tämän järjestelmän avulla luokitin saadaan oppimaan kuin itsestään ja kehittymään jat-
kuvasti. Käyttäjältä vaadittavan palautteen vuoksi prosessi ei kuitenkaan ole täysin auto-
maattinen ja onkin lähempänä ohjattua oppimista (engl. supervised learning) [7, s. 22]. 
Tiedon hallintaa ja kuljettamista varten tarvittiin rajapinta, joka toimisi linkkinä käyttäjän ja 
luokitteludataa sisältävän tietokannan välillä. Rajapinnan kautta käyttäjä voi tallettaa, 
muokata, hakea ja poistaa tietokannassa olevaa dataa. Rajapinta toimii palvelimella, jo-
hon voi yhdistää eri laitteilla, ja sekä työpöytä- että web-sovelluksen kautta. 
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Järjestelmän rakennetta suunnitellessa tuli ottaa huomioon sen tuleva käyttötarkoitus. Tu-
levaisuudessa verkkorajapinnan täytyisi kyetä palvelemaan suuria määriä yhtäaikaisia 
käyttäjiä ja kasvavia datamääriä. Käytettävän datan määrä ja muoto voivat muuttua ajan 
kuluessa. Tietokannan täytyisi kyetä tallettamaan vaihtelevan muotoista dataa, ja sen täy-
tyisi olla helposti skaalattavissa datamäärien kasvaessa. Myös tuleva käyttäjäkohtaisten 
tietojen liittäminen palveluun täytyi ottaa huomioon. 
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5 Käytetyt työkalut 
Työkalut valittiin projektille asetettujen vaatimusten perusteella. Työkaluja valitessa otet-
tiin huomioon myös tilaajayritykselle uudet teknologiat ja niiden tuntemuksen hyödyllisyys 
tulevaisuudessa. Koulutussovelluksen oletetun pitkän käyttöiän vuoksi täytyi kiinnittää 
huomiota teknologioiden käyttökelpoisuuteen vielä usean vuoden kuluttua. Rajapintaa 
suunnitellessa tuli ottaa huomioon käytettävän datan rakenne ja sen vaatimukset ja mah-
dolliset käyttökohteet tulevaisuudessa. Rajapinnan käyttö täytyi suunnitella siten, että 
muutokset käytettävän datan rakenteeseen eivät vaikuttaisi itse rajapinnan toimintaan. 
Potentiaalinen yhtäaikaisten käyttäjien määrä voi kasvaa tulevaisuudessa merkittävästi, 
joten rajapinnan kehitykseen tuli valita runko, joka skaalautuu hyvin palvelemaan suuria 
käyttäjämääriä. Rajapintaa täytyy myös kyetä käyttämään samalla tavalla sekä työpöy-
täsovelluksen että websovelluksen kautta selaimesta. 
5.1 REST 
REST (lyhenne sanoista REpresentational State Transfer) on kieliriippumaton sovel-
lusarkkitehtuurimalli, joka on suunnattu ohjelmointirajapintojen kehitykseen. Roy Fielding 
määritti mallin väitöskirjassaan vuonna 2000. REST asettaa suunnittelulle joukon rajoit-
teita. Arkkitehtuuri täytyy jakaa kahteen osaan: asiakkaaseen ja palvelimeen. Jako perus-
tuu ajatukseen, että käyttöliittymän ja datan tallennuksen ominaisuudet tulisi pitää erillään 
palvelimen toiminnan yksinkertaistamiseksi ja osien itsenäisen kehittämisen mahdollista-
miseksi. Palvelimen täytyy myös olla tilaton; palvelin ei saa säilyttää tietoja asiakkaista 
pyyntöjen välillä, vaan kaiken tarvittavan tiedon tulee sisältyä itse pyyntöön. HTTP:n käyt-
töliittymän kanssa yhtenäinen REST-käyttöliittymä tekee rajapinnan toiminnan ymmärtä-
misestä helpompaa ja mahdollistaa sen käytön myös koneiden toimesta. Kun saman 
HTTP-metodin sisältävät pyynnöt käsitellään aina samalla tavalla, voidaan koneitakin oh-
jelmoida käyttämään rajapintaa. [10, s. 216–218.] 
REST valikoitui projektin rajapinnan malliksi sen skaalautuvuuden ja muunneltavuuden 
vuoksi. Tilaton rakenne ja HTTP:n vakiometodien käyttö nopeuttavat toimintoja, mikä ko-
rostuu suurten datamäärien ja samanaikaisten yhteyksien kanssa toimiessa. Erillisistä, 
toisistaan riippumattomista osista koostuvaa rakennetta on myös helppo hallita ja muo-
kata, ilman että se vaikuttaa muuhun järjestelmään.  
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5.2 Node.js 
Node.js (tästä eteenpäin Node) on avoimen lähdekoodin JavaScript-ajoympäristö, joka 
pohjautuu Googlen V8 JavaScript-moottoriin [11]. Node mahdollistaa JavaScriptin suorit-
tamisen palvelimella, ja se onkin suunniteltu pääasiassa verkkosovellusten kehittämi-
seen. Ensimmäinen Node-versio julkaistiin 27. toukokuuta 2009 [12], ja se on kasvanut 
suureen suosioon. 
Node valikoitui rajapinnan kehitysympäristöksi sen ominaisuuksien ja laajan tuen vuoksi. 
Verkko-ominaisuuksiensa vuoksi Node soveltuu hyvin verkkorajapinnan kehitykseen. 
Node suoriutuu nopeasti siirräntäoperaatioista ja kykenee palvelemaan suuria määriä sa-
manaikaisia yhteyksiä. Työssä käytettiin Noden versiota 8.9.1 palvelimen ja rajapinnan 
ohjelmointiin. 
5.2.1 Ominaisuudet 
Node on epäsynkroninen ajoympäristö, mikä tarkoittaa sitä, että se voi siirtyä seuraavaan 
tehtävään jo ennen kuin edellinen on valmis. Tämä mahdollistaa useiden samanaikaisten 
yhteyksien hallinnan ilman, että yhden käyttäjän tarvitsee odottaa toiselle käyttäjälle suo-
ritettavan prosessin valmistumista. 
Node käyttää runkonaan tapahtumasilmukkaa (engl. event loop). Vastaanottaessaan 
syötteen Node käy silmukan läpi. Jos silmukasta löytyy syötettä vastaava funktio, Node 
suorittaa sen. Kun tehtävää ei enää ole, Node jää odottamaan uutta tapahtumaa. Kuvassa 
8 havainnollistettu silmukka suoritetaan jokaiselle pyynnölle, minkä ansiosta useilta yh-
teyksiltä tulevia pyyntöjä voidaan palvella samanaikaisesti. 
 
Kuva 8. Havainnollistava kaavio tapahtumasilmukan toimintaperiaatteesta 
Epäsynkronisesti suoritettavia siirräntäoperaatioita voidaan suorittaa useita yhtäaikai-
sesti, mutta itse Node-prosessi suoritetaan vain yhdessä säikeessä. Tämän vuoksi Node 
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ei sovellu raskaiden, prosessorista riippuvaisten operaatioiden suorittamiseen. Useita 
Node-prosesseja sen sijaan on mahdollista suorittaa rinnakkain, mikä mahdollistaa usei-
den ytimien hyödyntämisen. 
Laajan suosionsa ja helppokäyttöisyytensä ansiosta Node on laajasti tuettu kehitysrunko. 
Monet suositut palvelut hyödyntävät Nodea ja sallivat niiden käytön Node-sovellusten 
kautta. Nodeen on saatavilla myös lukuisia laajennuksia. [13.] 
5.2.2 Node Package Manager 
Node hyödyntää Node Package Manageria (tästä eteenpäin NPM). NPM on JavaScript-
pakettien hallintaan tarkoitettu ohjelmisto, jonka kautta käyttäjä voi asentaa projektiinsa 
käyttäjien lisäämiä paketteja. Paketit sisältävät uudelleenkäytettävää koodia, joka on 
yleensä tarkoitettu mahdollistamaan tai helpottamaan jonkin asian tekeminen. NPM sisäl-
tyy Noden asennuspakettiin, eikä täten vaadi erillistä asentamista. [14.] 
Työssä hyödynnettiin seuraavia NPM-paketteja: 
Restify 
Restify on verkkopalvelujen kehitykseen tarkoitettu runko. Restifyn ominaisuudet painot-
tuvat erityisesti REST-arkkitehtuurimallia seuraavien verkkopalveluiden rakentamiseen 
[15]. Restify-pakettia käytettiin palvelimen luomiseen RESTin rajoitusten mukaisesti. 
Myös HTTP-metodeja vastaavien reittien rungot tehtiin Restifyn avulla. 
Työssä käytettiin Restifyn versiota 6.3.2, joka asennettiin komennolla npm install restify 
ja otettiin käyttöön koodikomennolla var restify = require('restify’);. 
Restify Errors 
Restify Errors -paketti laajentaa Restify-pakettia lisäämällä siihen virheidenhallintaa hel-
pottavia ominaisuuksia [16]. 
Työssä käytettiin paketin versiota 5.0.0. Paketti asennettiin komennolla npm install restify-
errors ja otettiin käyttöön koodikomennolla var errors = require('restify-errors');. 
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Restify Plugins 
Restify Plugins -paketti lisää Restify-paketin tueksi ominaisuuksia, jotka helpottavat muun 
muassa vastaanotettavan datan jäsentelyä ja lokitietojen keräämistä [17]. 
Työssä käytettiin paketin versiota 1.6.0. Paketti asennettiin komennolla npm install restify-
plugins ja otettiin käyttöön koodikomennolla var restifyPlugins = require('restify-plugins');.  
Mongoose 
Mongoose-paketti toimii ajurina MongoDB-tietokannalle. Mongoosen avulla käyttäjä voi 
hallita tietokantaan talletettavaa ja sieltä haettaa tietoa JavaScriptin kautta. Käyttäjä voi 
esimerkiksi määrittää tietokantaan talletettavan datan rakenteen ja suorittaa MongoDB:n 
omia operaatioita. Paketin avulla suoritettiin MongoDB:n operaatioita palvelimella Ja-
vaScriptin kautta. [18.] 
Työssä käytettiin paketin versiota 4.13.2. Paketti asennettiin komennolla npm install mon-
goose ja otettiin käyttöön koodikomennolla var mongoose = require('mongoose');. Mon-
goose yhdistetään tietokantaan koodikomennolla mongoose.connect('mongodb://local-
host/my_database');. 
Multer 
 
Multer-paketti on väliohjelmisto, jonka avulla palvelin voi käsitellä multipart/form-data-
muotoisia lomakkeita [19]. Tämänkaltaiset lomakkeet sisältävät yleensä tiedoston ja sii-
hen liittyvää muuta dataa. Pakettia käytettiin kuvatiedostojen vastaanottamiseen ja tallen-
tamiseen. 
Työssä käytettiin paketin versiota 1.3.0. Paketti asennettiin komennolla npm install --
save multer ja otettiin käyttöön koodikomennolla var multer = require('multer');. 
Fs-extra 
Fs-extra-paketti on laajennus Noden omaan tiedostojärjestelmän hallintaan, ja se lisää 
siihen uusia ominaisuuksia ja metodeja. Paketin avulla voi esimerkiksi luoda uusia tiedos-
toja levylle ja hakea levyllä olevia tiedostoja. Paketin kautta voi käyttää myös kaikkia No-
den omia tiedostojärjestelmään liittyviä ominaisuuksia. [20.] Tässä työssä pakettia käytet-
tiin kansioiden ja tiedostojen luomiseen levylle, tiedostojen lukemiseen levyltä ja lähettä-
miseen käyttäjälle.  
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Työssä käytettiin paketin versiota 5.0.0. Paketti asennettiin komennolla npm install --
save fs-extra ja otettiin käyttöön koodikomennolla var fs = require(’fs-extra’);. 
Nodemon 
Nodemon-pakettia käytettiin rajapinnan testauksen helpottamiseen ja nopeuttamiseen. 
Paketille asetettiin projektin kansiopolku ja palvelimen käynnistyskomento muutettiin ole-
tusarvoisesta ”node index.js”- komennosta Nodemonin komentoon ”nodemon index.js.” 
Tämä käynnistää palvelimen samoin kuin normaali komento, mutta Nodemon myös val-
voo sille asetetun kansiopolun sisältämiä tiedostoja. Havaitessaan muutoksia tiedostoissa 
Nodemon käynnistää palvelimen uudelleen automaattisesti. Tämä nopeuttaa testausta 
huomattavasti kehityksen aikana, kun jokaisen muutoksen jälkeen palvelinta ei tarvinnut 
käynnistää manuaalisesti kirjoittamalla komento. Palvelimen voi käynnistää nopeasti 
myös itse kirjoittamalla konsoliin komennon ”rs.” [21.] Kuvassa 9 on esimerkki palvelimen 
käynnistämisestä Nodemonin avulla. 
 
Kuva 9. Palvelimen käynnistäminen Nodemonin avulla. Ikkunan otsikkopalkissa näkyy 
käynnistyksen suorittava komento. Tämän esimerkin käynnistyksessä on käytetty myös 
käynnistysparametria -max_old_space_size, jolla voidaan antaa palvelimen käyttöön ha-
luttu määrä muistia. 
Työssä käytettiin paketin versiota 1.14.12. Paketti asennettiin komennolla npm install -
g nodemon. 
 
Kuva 5. Esimerkki palvelimen käynnistämisestä Nodemonin avulla 
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5.2.3 Reitit 
Reiteillä tarkoitetaan metodeja, jotka yhdistävät URL:t ja HTTP:n metodit funktioihin. 
Nämä funktiot määrittävät, miten sovellus suorittaa asiakassovelluksen pyynnön ja vastaa 
siihen. Vastaanottaessaan pyynnön sovellus ohjaa sen sitä vastaavalle reitille, missä kä-
sittelijäfunktio suorittaa sille esimääritellyn operaation. Tämän jälkeen pyynnön lähettä-
neelle asiakassovellukselle palautetaan vastauksena ilmoitus onnistuneesta tai epäonnis-
tuneesta suorituksesta. [22, s. 157–159.] Tässä työssä hyödynnettiin reitittämisessä Res-
tify-pakettia. 
Kuvassa 10 on esimerkki, miltä käyttäjän Nodella tekemä tiedonhakupyyntö (HTTP-
metodi GET), eli Restifyn avulla tehdylle palvelimelle, joka sisältää reitin /echo, ja jolle 
lähetetään parametrina nimi, voi näyttää. 
 
Kuva 10. Esimerkki tiedonhakupyynnöstä, jossa reitille lähetetään parametri [23] 
Parametrina annettu nimi ”mark” sisällytetään suoraan URL:ään. Aaltosulkeiden välinen 
osuus suoritetaan, kun palvelin on lähettänyt vastauksen pyyntöön. Kuvassa 11 näytetään 
esimerkki kuvan 10 pyyntöä vastaavasta, palvelimella sijaitsevasta reitistä. 
 
Kuva 11. Esimerkki yksinkertaisesta tietoa palauttavasta reitistä [23] 
Pyynnön mukana tulleet parametrit talletetaan väliaikaiseen req-objektiin. Tässä yksinker-
taisessa esimerkissä palvelin palauttaa lähettäjälle parametrina pyynnön mukana tulleen 
nimen, ja jatkaa sitten Noden tapahtumasilmukan suorittamista [23]. 
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5.3 MongoDB 
MongoDB on joustava NoSQL-tietokanta, jonka on kehittänyt MongoDB Inc. Yritys perus-
tettiin vuonna 2007, tavoitteena kehittää monipuolinen ja helposti skaalattava tietokanta, 
joka suoriutuisi tehokkaasti suuristakin määristä samanaikaisia operaatioita. Vuonna 
2009 MongoDB siirtyi avoimen lähdekoodin politiikkaan. [24.] 
NoSQL-tietokannat eroavat SQL-tietokannoista muun muassa käyttämällään syntaksilla 
ja talletettavan datan muodolla. NoSQL-tietokannat eivät noudata relaatiomallista datara-
kennetta, johon SQL-tietokannat perustuvat. Tämä mahdollistaa sisällöltään vaihtelevien 
dokumenttien tallettamisen ja tietorakenteen muokkaamisen jälkikäteen. MongoDB tallet-
taa datan JSON-formaatin mukaisessa dokumenttimuodossa, mikä tekee datan yhdiste-
lystä ja muokkaamisesta helppoa ja nopeaa. Tietokantaa, ja sinne talletettua dataa, voi-
daan myös muokata ilman, että palvelua tarvitsee keskeyttää. Tämän vuoksi NoSQL-tie-
tokannat soveltuvat SQL-tietokantoja paremmin suurien samanaikaisten luku- tai kirjoi-
tusoperaatiomäärien hallitsemiseen. [25, s. 31-42.] 
MongoDB tukee ”sharding”-tekniikkaa, jonka avulla tietokanta voidaan jakaa useille pal-
velimille. Tämän tekniikan avulla tietokantaa voidaan laajentaa teoriassa lähes loputto-
masti, ja hyödyntää useiden palvelimien laskentatehoa operaatioissa. Jaettu tietokanta ei 
myöskään lopeta toimintaansa, vaikka yksi palvelimista lakkaisi toimimasta, vaan jatkaa 
palvelua muiden palvelimien kautta. Useammat palvelimet nopeuttavat myös palvelua, 
sillä käyttäjää lähimpänä oleva palvelin vastaa pyyntöön. [26.] 
Datamalleilla (engl. database schema) voidaan rajoittaa, minkä muotoisia dokumentteja 
tietokantaan talletetaan. NoSQL-tietokannoissa datamallit ovat yleensä löyhästi määritel-
tyjä, jotta tietokanta pysyisi joustavana. Malleilla voidaan estää esimerkiksi ylimääräisten 
parametrien tallennus dokumentista, joka muilta osin vastaisi mallia, tai dokumentin tal-
lennus, josta puuttuu mallin määritelmässä pakolliseksi merkitty parametri. Kokonaan 
mallista eroavia dokumentteja ei tallenneta.  [27, s. 46–49]. 
MongoDB valittiin projektiin sen ominaisuuksien vuoksi, ja koska Mecano halusi kerätä 
kokemusta NoSQL-tietokannoista. Projektissa käytettävän datan rakennetta ei ole lopul-
lisesti määritelty, joten muutokset ovat mahdollisia. Hallinnoitavan datan määrä on suuri, 
ja se voi teoriassa kasvaa ajan kuluessa moninkertaiseksi. Myös käyttäjien määrä ja 
maantieteellinen sijainti eivät ole varmoja. MongoDB:n helppo skaalaus ehkäisee suurten 
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datamäärien ja ympäri maailmaa levittäytyneiden käyttäjien hallinnasta nousevia haas-
teita. Valintaan vaikutti myös MongoDB:n ja Noden hyvä yhteensopivuus Mongoose-pa-
ketin avulla. 
Työssä käytettiin MongoDB:n versiota 3.4. Tietokannan visuaalisen käyttöliittymän puut-
teen vuoksi asennettiin myös Robo 3T -ohjelmisto, jonka avulla voidaan tarkastella ja hal-
lita siihen yhdistetyn MongoDB-tietokannan sisältöä kuvan 12 mukaisesti [27]. Robo 3T -
ohjelmistosta käytettiin versiota 1.1.1. 
 
Kuva 12. Tietokannan sisällön näkymä Robo 3T:ssä 
5.4 Qt 
Qt on suomalaisen Qt Companyn kehittämä ohjelmistonkehitysrunko, jota käytetään alus-
tariippumattomien ohjelmistojen kehitykseen. Qt:n pääkehityskieli on C++, mutta se tukee 
myös muita kieliä kielisidosten kautta. Qt sisältää runsaasti ominaisuuksia ja työkaluja 
graafisten käyttöliittymien kehitykseen [27, s. xv-xvi]. Työssä käytettiin Qt:n versiota 5.4.0, 
johon liitettiin Microsoft Visual C++ 2013 -virheidenetsintätyökalu ja RapidJSON-kirjasto 
nopeuttamaan vastaanotettavien JSON-dokumenttien jäsentelyä [28]. 
Qt hyödyntää signaaleihin ja slot-funktioihin perustuvaa järjestelmää. Signaaleilla linkite-
tään jokin ehto tai tapahtuma käynnistämään slot-funktion suoritus. Signaalin voi sitoa 
objektiin, joka suoritettuaan jonkin tietyn tehtävän lähettää sen. Tämän jälkeen signaalia 
vastaava slot aloittaa oman suorituksensa. Qt sisältää valmiita signaaleja ja slot-funktioita, 
mutta niitä voi myös tehdä itse omia tarpeita vastaaviin tilanteisiin. Signaalien mukana voi 
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myös kuljettaa parametreja slot-funktiolle. Järjestelmä auttaa hallitsemaan ohjelmiston ta-
pahtumia ja vähentää tarvittavan koodin määrää. Esimerkiksi käyttöliittymässä olevat na-
pit ja niiden painamisesta seuraava tapahtuma voidaan linkittää yhteen signaalilla ja slot-
funktiolla. [29, s. 20–22.] 
Qt:ssa on oma visuaalinen työkalu käyttöliittymien suunnittelua varten, nimeltään Desig-
ner. Työkalun kuvan 13 mukaisessa näkymässä käyttäjä voi asetella widgettejä ja muo-
kata niiden ulkonäköä ja toimintoja. Widgeteille voi myös asettaa signaaleja, jotka voi koo-
dissa yhdistää slot-funktioihin. Työkalussa tehdyt asetukset tallennetaan XML-formaattia 
mukailevaan .ui-tiedostoon. Qt-sovellus lukee tiedostosta widgettien sijainnit ja asetukset 
ja luo ikkunan näkymän niiden perusteella. Designerissa luotuja widgettejä voi hallita ja 
muokata ajon aikana koodissa. Koodissa voi myös luoda uusia widgettejä ja liittää niitä 
Designerissa luotuihin widgetteihin. Designer on hyvä työkalu sovellusten visuaalisen ra-
kenteen hahmotteluun ja runkojen luomiseen. [29, s 23–31.] 
 
Kuva 13. Qt:n Designer -työkalun aloitusnäkymä uuden Qt-projektin luomisen jälkeen 
Vuodesta 2011 lähtien Qt on hyödyntänyt avointa politiikkaa runkonsa kehityksessä. 
Tämä tarkoittaa sitä, että myös yksittäiset henkilöt tai yritykset voivat osallistua ohjelmis-
ton kehitykseen. Qt:n kehitystä valvovan yrityksen ulkopuolisten kehittäjien työpanos ar-
vioidaan tasavertaisesti yrityksen kehittäjien panoksen kanssa. [30.] 
Qt valittiin kehitysympäristöksi, koska se on ollut aikaisemmin Mecanolla laajasti käy-
tössä. Ohjelmiston kehitys saman standardin mukaisesti auttaa pitämään yrityksen ohjel-
mistojen rakenteet yhtenäisinä ja helpottaa sen ymmärtämistä, käyttöä ja tarvittaessa 
myös muokkausta muiden toimesta.  
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6 Rajapinnan kehittäminen 
Rajapinnan kehitys oli työn tärkein tehtävä. Rajapinnasta haluttiin alustariippumaton, jotta 
se olisi tulevaisuudessa mahdollisimman helppo yhdistää muunlaisiin laitteisiin ja ohjel-
mistoihin kuin tässä työssä käytetyt. Kehityksen aikana rajapinnan käyttötarkoitus sai 
useita muutoksia ja tarkennuksia, jotka vuorostaan vaikuttivat rajapinnan kehitykseen, 
ominaisuuksiin ja käytettyihin tekniikoihin. 
Rajapinnan kehitys aloitettiin MongoDB:n asentamisesta. Asentamisen jälkeen luotiin pal-
velimelle yksinkertainen runko, joka kytkettiin asennettuun tietokantaan. Palvelimen alus-
tamisen jälkeen aloitettiin rajapinnan rungon ohjelmointi. Osa rajapinnan kehityksessä 
käytettävistä paketeista, kuten Restify ja Mongoose, päätettiin jo ennen kehityksen aloit-
tamista. Muut paketit valittiin kehityksen aikana uusien ideoiden ja haasteiden ilmetessä. 
6.1 Tietokanta 
MongoDB asennettiin lataamalla ja suorittamalla sen asennustiedosto osoitteesta 
https://www.mongodb.com/download-center?jmp=nav#community. Asentamisen jälkeen 
tietokannalle määritettiin polku, johon se säilöö sisältämänsä datan. Säilömiskansio luotiin 
samalle levylle kuin mihin MongoDB asennettiin polkuun C:\data\db. Polku yhdistettiin tie-
tokantaan luomalla tietokannalle asetustiedosto mongod.cfg polkuun C:\Program Fi-
les\MongoDB\3.4, ja asettamalla polku sinne kuvan 14 mukaisella tavalla. Tiedostoon 
merkittiin myös polku tiedostoon, johon MongoDB voi kirjata tapahtumia. Työssä käytettiin 
MongoDB:n oletusosoitetta 127.0.0.1 ja porttia 27017, joten niitä ei lisätty tiedostoon. Tä-
män jälkeen MongoDB on valmis käytettäväksi. 
 
Kuva 14. YAML-formaattia mukailevan MongoDB:n asetustiedoston sisältö 
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Tietokannan palvelin käynnistetään suorittamalla mongod.exe-sovellus, joka löytyy ole-
tuksena MongoDB:n asennuspolusta MongoDB/Server/3.4/bin. Jos tietokannalle on mää-
ritelty asetustiedostossa portti ja osoite, otetaan ne käyttöön. Muussa tapauksessa sovel-
lus käynnistää palvelimen oletusosoitteeseen ja -porttiin. 
6.2 Palvelin 
Palvelimen yleiset asetukset määriteltiin config.js-tiedostoon. Tiedostossa määriteltiin ku-
van 15 mukaisesti rajapinnan nimi, osoite, portti ja tietokannan osoite. 
 
Kuva 15. Palvelimen yleiset asetukset 
Palvelimen tarkemmat asetukset, kuten runkona toimivan paketin käyttöönotto, luominen 
ja käynnistäminen tapahtuvat index.js-tiedostossa. Aluksi yleiset asetukset haetaan con-
fig.js tiedostosta ja asetetaan config-muuttujaan. Seuraavaksi paketit Restify, Mongoose 
ja Restify-plugins asetetaan omiin muuttujiinsa. Restify- ja config-muuttujien avulla luo-
daan palvelin ja asetetaan se server-muuttujaan. restifyPlugins-muuttujan kautta asete-
taan palvelimelle parametrit, joiden mukaan vastaanotettavat pyynnöt ja data tulkitaan. 
Lopuksi aloitetaan palvelimen käynnistys, jonka aikana palvelin ja Mongoose yhdistetään 
tietokantaan ja aloitetaan reitit sisältävän tapahtumasilmukan suorittaminen. Kuvassa 16 
on esitelty index.js-tiedoston sisältö. 
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Kuva 16. Palvelimen tarkemmat asetukset ja käynnistäminen 
Jos tietokantaan ei saada yhteyttä, palvelin kirjaa Mongoosen antaman virheilmoituksen 
konsoliin ja sulkee itsensä. Onnistuessaan palvelin siirtyy tapahtumasilmukan suorittami-
seen. 
6.3 Rajapinta 
Rajapinta kehitettiin JavaScript-kielellä kevyeksi Node-sovellukseksi. Rajapinnan toimin-
nallisuudet jaoteltiin kahteen eri tiedostoon, jotta sen rakenne pysyisi selkeänä. Toinen 
tiedosto sisältää Mongoosen avulla määritellyt tietokannan datamallit. Toinen sisältää rei-
tit ja apufunktiot, jotka suorittavat käyttäjien lähettämät pyynnöt. 
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6.3.1 Datamallit 
Datamalleilla hallitaan tietokantaan talletettavaa dataa. Mallit suunniteltiin hyväksymään 
alkuperäisen suunnitelman mukaista dataa. Vaadittaviin ominaisuuksiin tuli kuitenkin ke-
hityksen aikana muutoksia ja lisäyksiä. MongoDB mahdollistaa mallien muuttamisen jäl-
kikäteen ilman suuria vaikutuksia vanhaan dataan, joten muutoksista ei ollut merkittävää 
haittaa. 
Mallit määriteltiin Mongoose-paketin avulla omaan, erilliseen schema.js-tiedostoonsa. 
Mongoosen avulla malleista voidaan tehdä objekteja, joita voidaan käyttää Node-sovel-
luksessa esimerkiksi datan hakemiseen ja muokkaamiseen. Näiden objektien kautta voi-
daan hallita tietokantaan talletettuja, malleja vastaavia alkioita. Kuvassa 17 on esimerkki 
yksinkertaisesta mallista ItemType-objektille, jonka sisälle voidaan tallentaa taulukkoon 
Item-objekteja. 
 
Kuva 17. Esimerkki ItemType-objektin ja sen sisältämien Item-objektien mallien raken-
teista 
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Item-malli täytyy määritellä ennen ItemType-mallia, jotta sitä voisi käyttää parametrina 
ItemType-mallissa. MongoDB luo tallettamilleen objekteille automaattisesti tunnisteen 
_id-parametriin, mutta rajapinnan käytön helpottamiseksi ItemType-objekteille asetetaan 
tunnisteeksi manuaalisesti tyypin nimi. Tämän vuoksi _id-parametri on määritelty vain 
ItemType-mallissa. 
6.3.2 Runko 
Sovelluksen tapahtumasilmukkaa pyörittävä runko tehtiin routes.js-tiedostoon. Käynnisty-
essään palvelin ottaa tiedoston käyttöön reitittämistä varten. Ennen tapahtumasilmukkaan 
siirtymistä runko valmistellaan kuvan 18 mukaisessa järjestyksessä. 
 
Kuva 18. Rajapinnan valmistelu 
Ensimmäiseksi tarvittavat paketit liitettiin objekteihin. Rungossa käytettiin seuraavia pa-
ketteja: Restify-errors, Multer ja Fs-extra. Mallit liitettiin yhteen yhteiseen models-muuttu-
jaan. Mongoose-pakettia käytettiin models-muuttujan kautta, joten sitä ei tarvinnut erik-
seen sitoa muuttujaan. Eri malleja käytettiin muuttujan kautta kutsumalla esimerkiksi mo-
dels.ItemType tai models.Item. Muuttujan kautta voidaan käyttää kaikkia Mongoosen da-
tanhallintafunktioita. 
Seuraavaksi määriteltiin reiteistä erilliset funktiot. Vastaanotettavan kuvadatan tallenta-
mista varten tehtiin funktio, joka käyttää Multer- ja Fs-extra-paketteja. Multer-paketti ohjaa 
multipart/form-data-muotoisten viestien mukana tulevan kuvadatan ja sen mukana tulevat 
parametrit funktiolle. Funktiossa Fs-extra-paketti tarkistaa, onko kuvan tyypille luotu jo 
kansio ja onko samanniminen kuva jo tallennettu. Jos kansiota ei ole, se luodaan levylle 
esimääritettyyn polkuun. Jos kuva on uusi, se tallennetaan levylle sen tyyppiä vastaavaan 
kansioon. Kuvassa 19 funktio on esitelty kokonaisuudessaan. 
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Kuva 19. Kuvatiedostojen tallennusfunktio 
Funktion määrittämisen jälkeen funktio sidotaan upload-muuttujaan, jota käytetään kuva-
datan ohjaamiseen tallennusfunktiolle. Muu pyynnön mukana tullut data käsitellään nor-
maalisti reitin funktiossa. Kuvassa 20 on havainnollistettu kuvan 19 funktiota käyttävä reitti 
/upload. 
 
Kuva 20. Esimerkki kuvadataa vastaanottavasta reitistä 
Tallennusfunktion lisäksi Fs-extra-pakettia käytettiin myös kuvien lähettämiseen. Raja-
pinta lähettää pyydetyt kuvatiedostot datavirtana (engl. data stream). Datavirta lähettää 
dataa sitä mukaa kuin sitä luetaan, sen sijaan että koko tiedosto luettaisiin muistiin ennen 
eteenpäin lähettämistä. Tämä on hyvä menetelmä etenkin suuria kuvatiedostoja käsitel-
lessä. 
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6.3.3 Reitit 
Funktioiden määrittelemisen jälkeen määritellään palvelimen reitit ja operaatiot. Rajapin-
taan tehtiin sekä tyypeille että tyyppien sisältämille objekteille reitit, jotka suorittavat luku-
, luomis-, päivitys- ja poisto-operaatioita. Lukuoperaatiot (HTTP-metodi GET) lukevat tie-
tokannasta dataa ja lähettävät sen vastauksen mukana. Luomisoperaatiot (HTTP-metodi 
POST) luovat uuden objektin, alustavat sen pyynnön mukana tulleella datalla ja tallettavat 
sen haluttuun tietokannan polkuun. Päivitysoperaatiot (HTTP-metodi PUT) päivittävät tie-
tokannassa olemassa olevaa dataa pyynnön mukana tulleilla arvoilla. Poisto-operaatiot 
(HTTP-metodi DELETE) poistavat dataa tietokannasta. Nämä ovat neljä HTTP:n perus-
metodia, joiden käyttöön rajapinnan toiminta perustuu. [10, s. 97.] Käyttämällä metodeja 
REST-mallin vaatimalla tavalla HTTP:n käyttöliittymän mukaisesti rajapinta pysyy yhte-
näisenä. Esimerkiksi tyyppejä hallitseva reitti /items/:item_type suorittaa eri operaation 
riippuen siitä, minkä HTTP-metodin sille lähettää: GET-metodi palauttaa item_type-para-
metria vastaavan tyypin tiedot, POST-metodi luo uuden tyypin parametrin nimellä, PUT-
metodi päivittää parametria vastaavan tyypin muulla pyynnön mukana tulleella datalla ja 
DELETE-metodi poistaa tyypin dokumentin ja kaikki sen alidokumentit tietokannasta.  
Objektien lisäksi myös kuvien hallintaoperaatioille täytyi tehdä reitit. Tuki tarvittiin useiden 
kuvien tallentamiselle yhdellä pyynnöllä ja yksittäisten kuvien hakemiselle. Uutta, sekä 
objektit että kuvat sisältävää dataa on mahdollista lähettää ulkopuolisesta sovelluksesta 
rajapinnalle suuri määrä kerrallaan. Reitti ohjaa kuvat taulukkoon järjesteltynä Multer-pa-
ketin tallennusfunktiolle ja käsittelee muun datan reitin sisällä. Datasta muodostetaan 
Mongoosen avulla uusia objekteja tietokantaan, joissa on parametrina viittaus sille kuulu-
vaan kuvatiedostoon. 
Kuvadatan lähettävä, datavirtaa käyttävä yksittäisen kuvan palauttava reitti on rakenteel-
taan kuvan 21 mukainen. Pyynnön mukana parametreina tulevat kuvan tyyppi ja nimi ker-
tovat, mistä kansiosta ja minkä nimistä kuvaa etsitään. Kuvan löydyttyä se lähetetään 
takaisin datavirtana. 
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Kuva 21. Esimerkki kuvan datavirtana palauttavasta reitistä 
Tältä reitiltä voi pyytää vain yhtä kuvaa kerrallaan, mutta tulevaisuudessa voi tulla tarve 
lähettää suuria määriä kuvia yhden vastauksen mukana. 
Tietokantaan tallennettua dataa hallitaan Mongoose-paketin avulla. Mongoose sisältää 
monia hakuoperaatioita, joiden parametreja muuttamalla voidaan hakea joko yksi tai 
useita dokumentteja, tai yksittäisiä dokumenttien sisältämiä parametreja. Hakemisen li-
säksi Mongoose voi luoda, muokata ja poistaa dokumentteja. Kuvan 22 esimerkissä reitti 
/items vastaanottaa poistopyynnön (DELETE). Pyynnön mukana parametreina tulevat 
tyypin tunniste item_type ja poistettavan objektin tunniste item_id. Haluttu tyyppi haetaan 
syöttämällä item_type parametriksi Mongoosen findById-hakufunktioon. Funktio etsii 
ItemType-malleista parametria vastaavan tunnisteen ja palauttaa sen itemType-muuttu-
jaan. Tyypin löydyttyä haetaan poistettava objekti tyypin sisältämästä items-taulukosta 
syöttämällä item_id Mongoosen taulukkohakufunktioon: itemType.items.id(req.pa-
rams.item_id);. Löydetty objekti poistetaan taulukosta ja tyyppiin tehty muutos tallenne-
taan. Pyynnön lähettäjälle palautetaan vastauksena koodi 204, joka tarkoittaa onnistu-
nutta operaatiota ilman lisätietoja. 
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Kuva 22. Objektin poistaminen tietyn tyypin sisältämästä taulukosta tunnisteen perus-
teella 
Suoritettuaan pyyntöä vastaavan operaation palvelin kirjaa konsoliin tiedon, mikä operaa-
tio suoritettiin, onnistuiko se ja jos ei, mikä meni vikaan. Kuvassa 23 on esimerkki eri 
operaatioiden kirjauksesta palvelimen konsoli-ikkunaan. 
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Kuva 23. Esimerkki rajapinnan suorittamien operaatioiden kirjauksesta 
Rajapintaan tehtiin myös tuki muutamalle erikoisoperaatiolle, kuten tietokannan tyhjen-
nykselle, kaikkien vikojen poistolle tietyltä tyypiltä ja vain tyyppien nimien haku ilman 
muuta tyypin sisältämää dataa. Reitti tehtiin myös operaatiolle, joka kerää kokoon koulu-
tusaineiston luokittimelle ja lähettää sen eteenpäin. Tästä operaatiosta ja sen toiminnasta 
kerrotaan tarkemmin luvussa 8. 
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7 Koulutussovelluksen kehittäminen 
Koulutussovellus kehitettiin Qt:n avulla C++-kielellä. Työn tarkoitus oli kehittää prototyyppi 
koulutussovelluksesta. Tästä syystä koulutussovelluksesta tehtiin tarkoituksellisesti yksin-
kertainen, jotta rajapinnan kehitykselle jäi enemmän aikaa. Sovelluksen kehityksessä kes-
kityttiin mekaniikkoihin ja käyttöliittymän suurpiirteiseen muotoiluun. 
Koulutussovellus jaettiin kahteen osaan, joiden välille sovelluksen toiminnallisuudet jaet-
tiin. Ensimmäinen osa on tyyppinäkymä, joka toimii esikatselunäkymänä kaikelle saata-
villa olevalla datalle. Tyyppinäkymä sisältää myös toiminnot rajapinnan kanssa kommuni-
kointia varten. Toinen osa on arviointinäkymä, jossa ladattujen objektien luokituksia voi-
daan tarkastella ja korjata. 
7.1 Valmistelut 
Qt-sovelluksen kehitys aloitettiin yleiset valmistelut sovelluksen rakenteeseen käytettä-
vyyteen. Näkymien rungot ja muotoilu tehtiin Qt:n käyttöliittymäsuunnittelutyökalulla, De-
signerilla. Työkalulla valittiin ja aseteltiin paikoilleen sovelluksen pääwidgetit: QStacked-
Widget eri näkymien välillä vaihtelua varten, QListWidget hallitsemaan esikatselulistaa 
saatavilla olevista tyypeistä, QComboBox- ja QSpinBox-widgettejä eri asetusten valitse-
mista varten ja QPushButton-widgettejä toimintonapeiksi. Joidenkin nappien ulkonäköä 
säädettiin muokkaamalla niiden tyylitiedostoja. Kuvassa 24 on esitelty projektin Designer-
näkymä. 
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Kuva 24. Koulutussovelluksen näkymä Qt Designerissa 
QStackedWidget mahdollistaa widgettien ”pinoamisen.” Sen sisältämistä widgeteistä vain 
yksi kerrallaan on päällimmäisenä näkyvillä, muiden ollessa piilotettuina. Näkyvillä olevaa 
widgettiä voi vaihtaa muuttamalla QStackedWidgetin currentIndex-muuttujaa. 
Valittavien tyyppien listana käytetty QListWidget näyttää alkionsa visuaalisina represen-
taatioina. Alkiot voi myös asettaa valittavaksi, jolloin valituille alkioille on mahdollista suo-
rittaa haluttuja operaatioita. Widgetin listaelementteinä käyttämät QListWidgetItem-wid-
getit sallivat yhden kuvan ja yhden otsikon asettamisen. Listanäkymässä näytettäviä tyyp-
pien esikatseluelementtejä varten tarvittiin kuitenkin myös toinen otsikko. Tämän vuoksi 
listaelementiksi tehtiin oma, mukautettu widgetti, joka mahdollistaa yhden kuvan ja kah-
den otsikon asettamisen. Widgetistä tehtiin QWidget-luokan aliluokka, jotta Qt:n omien 
widgettien ominaisuudet saatiin myös mukautetulle widgetille käyttöön. Kuvassa 25 esi-
tellylle luokalle annettiin nimi ListItem. 
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Kuva 25. ListItem-luokan rakenne 
QListWidgetItem-luokalla on funktio setItemWidget, joka mahdollistaa mukautettujen wid-
gettien käytön listan alkioina. Ensimmäisenä luodaan QListWidgetItem-olio, jolle ListItem-
widgetti asetetaan.  Widgetin setItemWidget-funktiolla asettamisen jälkeen QListWidgetI-
tem-olio syötetään listaan. Kuva 26 havainnollistaa ListItem-widgetin käyttöä listan al-
kiona. 
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Kuva 26. ListItem-widgettejä QListWidget:n alkiona 
RapidJSON-kirjasto asennettiin JSON-dokumenttien jäsentelyn nopeuttamiseksi. Kirjasto 
sisältää vain header-tiedostoja, joten käyttöönottamiseen riitti tiedostojen lataaminen ja 
siirtäminen samaan kansioon projektin muiden header-tiedostojen kanssa. 
7.2 Tyyppinäkymä 
Tyyppinäkymä on koulutussovelluksen oletusnäkymä, ja sovellus näyttää sen käynnisty-
essään ensimmäisenä. Tyyppinäkymä sisältää otsikkorivin, kolme asetettavaa parametria 
datan hakemista varten, toimintonapit, tilaviestin ja listanäkymän. Tilaviesti kertoo suori-
tettavan operaation tilan. Käynnistettäessä sovelluksen listanäkymässä ei ole vielä alki-
oita. Sovelluksen käynnistysnäkymä on havainnollistettu kuvassa 27. 
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Kuva 27. Tyyppinäkymä käynnistettäessä 
Onnistuneen käynnistyksen jälkeen sovellus lähettää automaattisesti palvelimelle pyyn-
nön listasta tietokannassa saatavilla olevista tyypeistä, ja asettaa tilaviestin tekstiksi 
”DOWNLOADING” ja tekstin väriksi keltainen. Pyynnön epäonnistuessa tilaviestiksi ase-
tetaan ”FAILED” ja tekstin väriksi punainen, onnistuessa viestiksi asetetaan ”SUCCESS” 
ja väriksi vihreä. Vastaanotettuaan JSON-dokumentin onnistuneesti sovellus jäsentelee 
sen RapidJSON-kirjaston avulla ja muodostaa listassa oleville tyypeille widgetin listanäky-
mään. Widgetille asetetaan esikatselukuvaksi paikanpitäjäkuvake, ensimmäiseksi otsi-
koksi tyypin nimi, ja toiseksi otsikoksi ladattujen objektien määrä. Näiden operaatioiden 
suorittamisen jälkeen listanäkymä on kuvan 28 kaltainen. 
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Kuva 28. Tyyppinäkymä tyyppilistan vastaanottamisen jälkeen 
Saatavilla olevat tyypit lisätään myös parametripalkin Type-valikkoon. Valikko on QCom-
boBox, josta käyttäjä voi valita ladattavaksi joko yksittäisen tyypin tai kaikkien tyyppien 
objekteja. Tyyppivalikon viereinen Amount-parametri määrittää, montako objektia lada-
taan yhteensä. Viimeinen parametri Difficulty määrittää, millä vaikeusasteella merkittyjä 
objekteja ladataan. Vaikeusvaihtoehdot ovat kaikki, helppo, keskivaikea ja vaikea. Tätä 
parametria käyttävää ominaisuutta ei tehty projektin aikana toimivaksi. 
Näkymässä on kolme QPushButton-nappia: Find local data -nappi paikallisen datan etsi-
mistä varten, objektien latauspyynnön rajapinnalle lähettävä Download from server -nappi 
ja arvioinnit palvelimelle lähettävä Send evaluations -nappi. Paikallisen datan hakunappi 
avaa kansioselaimen, jonka kautta käyttäjä voi etsiä tietokoneella jo olevaa dataa. Tätä 
toiminnallisuutta käytettiin kehityksen alkuvaiheessa JSON-dokumenttien luvun testaami-
seen. Download from serve r-nappi kerää parametripalkin widgeteistä asetetut arvot ja 
lähettää ne hakupyynnön mukana palvelimelle. Reitti, jolle pyyntö lähetetään, riippuu tyyp-
pivalikon parametrista. Send evaluations -nappi kerää kokoon arvioitujen olioiden tiedot 
ja lähettää ne palvelimelle. 
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Palvelimen kanssa kommunikointiin käytettiin Qt:n QNetworkAccessManager-luokkaa, 
joka tarjoaa toiminnallisuudet pyyntöjen lähettämiselle ja vastausten vastaanottamiselle. 
QNetworkAccessManager-luokkaa käytettiin oman, HttpRequestWorker-wrapperluokan 
kautta. Wrapperluokka tarvittiin, jotta mukautetut kommunikointiin liittyvät funktiot saatiin 
toteutettua. 
Objektien pyytämisen jälkeen vastaanotettu JSON-dokumentti syötetään RapidJSON:lle 
jäsenneltäväksi, joka tallettaa tuloksensa rapidjson::Document-objektiin. Document-ob-
jektin kautta voidaan lukea JSON-dokumentista luettuja parametreja ja niiden arvoja. Pa-
rametrien pohjalta jokaisesta objektista luodaan Defect-olio. Samalla rajapinnalle lähete-
tään myös hakupyyntö objektiin kuuluvasta kuvasta, joka asetetaan oliolle jälkikäteen. 
Kuvadata haetaan erillisinä pyyntöinä vastausten lähettämisen ja olioiden luomisen no-
peuttamiseksi. Jokaiselle tyypille luodaan QList-lista, johon tyyppiin luokitellut Defect-oliot 
talletetaan. Nämä listat taas talletetaan QMap-säiliöön. Säiliön sisällä listoihin sidotaan 
avain, tässä tapauksessa tyypin nimi, jonka avulla oikean listan voi hakea. 
Defect-olioiden luomisen jälkeen listanäkymään tehdyt alkiot päivitetään. Jokaista tyyppiä 
vastaavalle alkiolle asetetaan esikatselukuvaksi ensimmäisen sen tyypin listassa olevalle 
Defect-oliolle asetettu kuva. Toisessa otsikossa oleva luku päivitetään tyypin listassa ole-
vien olioiden määrällä. Päivitetty listanäkymä on esitelty kuvassa 29. 
 
Kuva 29. Tyyppinäkymä datan hakemisen jälkeen 
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Käyttäjä voi halutessaan pyytää lisää dataa painamalla latausnappia uudestaan. Useiden 
pyyntöjen käsittelyssä havaittiin ongelma. Saman objektin kahdesti hakemista ei estetä, 
mikä tarkoittaa sitä, että useita kertoja objekteja pyytämällä sovellukseen saattaa päätyä 
useita versioita samasta tietokannan objektista. Eri ratkaisuja tutkittiin tarkistuksen teke-
miseksi palvelimella tai Qt-sovelluksessa, mutta ongelmaa ei pidetty prototyyppivai-
heessa kriittisenä, joten siihen käytettiin vain vähän aikaa. 
Näiden operaatioiden jälkeen sovellus on valmis käytettäväksi. Klikkaamalla tyyppiä kah-
desti sovellus siirtyy arviointinäkymään, jossa näytetään ja arvioidaan valitun tyypin De-
fect-olioita. Tyyppejä voi valita myös useita samanaikaisesti klikkaamalla jokaista haluttua 
tyyppiä kerran, ja siirtyä arviointinäkymään klikkaamalla yhtä valituista tyypeistä kahdesti. 
Valitut tyypit näkyvät listassa korostettuina vihreällä taustavärillä. 
7.3 Arviointinäkymä 
Arviointinäkymä sisältää tyypin nimen näyttävän otsikkorivin, arvioitavan olion kuvan, 
kolme arviointinappia ja takaisin listanäkymään palaavan nuolinapin. Näkymässä näyte-
tään yksi olio kerrallaan, joka on merkitty aktiiviseksi, kunnes seuraava olio vaihdetaan 
sen tilalle. Kuvassa 30 on havainnollistettu arviointinäkymä, jossa on arvioitavana Heart-
luokituksen saanut olio. 
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Kuva 30. Arviointinäkymä, jossa on arvioitavana Heart-tyypiksi luokitettu objekti 
Näkymä näyttää sekoituksella olioita kaikista valituista tyypeistä. Valitsijafunktiolle anne-
taan parametrina lista valituista tyypeistä. Funktio valitsee listasta satunnaisesti yhden 
tyypin ja etsii listasäiliöstä sille kuuluvan Defect-oliolistan. Tästä listasta valitaan satun-
naisesti olio, joka merkitään aktiiviseksi olioksi, ja sille asetettu kuva asetetaan arvioin-
tinäkymään. Kuvassa 31 on esitelty funktion koodi. 
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Kuva 31. Näytettävän olion valintafunktio 
Kolme arviointinappia ovat keltainen Unsure (epävarma), punainen False (väärin) ja vih-
reä Correct (oikein). Arviointinappien toiminnallisuudet ovat sidottuja aktiiviseksi merkit-
tyyn olioon. Jokaisella oliolla on kolme numeromuuttujaa, joihin lisätään yksi aina, kun sitä 
vastaavaa arviointinappia painetaan. Kun olio on saanut ainakin yhden arvion, se merki-
tetään päivitetyksi. 
Arvioinnit lähetetään palvelimelle painamalla Send evaluations-nappia. Nappi lähettää 
signaalin funktiolle, joka kerää kaikilta päivitetyiksi merkityiltä olioilta niitä vastaavan Mon-
goDB:n dokumentin tunnisteen ja arviointien tulokset. Tiedoista muodostetaan JSON-do-
kumentti, joka lähetetään rajapinnalle päivityspyynnön mukana. Rajapinta päivittää tun-
nisteita vastaavissa dokumenteissa olevat, arviointivaihtoehtoja vastaavat arvot koulutus-
sovelluksesta lähetetyillä arvoilla. 
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8 Luokittimen kouluttaminen 
Rajapintaan tehtiin reitti, joka vastaanottaessaan pyynnön aloittaa koulutusprosessin. 
Pyynnön vastaanottavassa reitissä oleva funktio kerää tietokannasta koulutusohjelmiston 
arvioimien objektien piirteet ja arviointitulokset. Tämä koulutusaineisto lähetetään JSON-
dokumenttina erillisessä sovelluksessa toimivalle, neuroverkkoja hyödyntävälle tekoälylle, 
joka vastaanottaessaan dataa kouluttaa automaattisesti uuden luokittimen datan pohjalta. 
Vaihtoehtoisesti tekoälylle voidaan lähettää myös objektien kuvat ja kouluttaa luokitin nii-
den pohjalta. 
Koulutuksen jälkeen tekoälyltä saadaan luokitin ja sen tyyppikohtaiset luokitustarkkuudet. 
Tätä luokitinta ja sen tarkkuutta voidaan verrata käytössä olevaan luokittimeen. Jos luo-
kitustarkkuus on noussut, se voidaan ottaa käyttöön. Jos luokitustarkkuus laski, luokitin 
hylätään. Tuloksista voidaan havaita myös, minkätyyppisten objektien tunnistus onnistuu 
hyvin, ja minkä tunnistus tuottaa ongelmia. Näin ongelmakohdat saadaan paikannettua ja 
niiden korjaamiseen voidaan kohdistaa enemmän resursseja, esimerkiksi korjaamalla 
enemmän huonosti tunnistuvien tyyppien objekteja koulutussovelluksessa.  
Objektit luokitellaan uudella luokittimella uudelleen, jonka jälkeen ne voidaan lähettää 
koulutussovellukselle uudelleenarvioitavaksi. Takaisinkytkentää käyttävä koulutuspro-
sessi on tehokas, sillä se vähentää tarvittavan datan määrää ja siten vähentää tarvittavan 
laitteiston vaatimuksia. 
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9 Lopputulokset 
Projektin päätavoitteet saavutettiin onnistuneesti. Koulutussovellus ja rajapinta toimivat 
keskenään hyvin ja käsittelevät dataa halutulla tavalla. Sekä rajapinnassa että koulutus-
sovelluksessa ilmeni kuitenkin parannuskohteita, ja osaa suunnitelluista toissijaisista omi-
naisuuksista ei ehditty tai onnistuttu toteuttamaan. Järjestelmän toimintaa esiteltiin Me-
canolla, ja järjestelmä päätettiin ottaa käyttöön luokittimen koulutuksessa. Kehitystä jat-
ketaan prototyypin pohjalta tehdyn tarkemman kehityssuunnitelman mukaisesti. 
9.1 Rajapinta 
Rajapinnan toiminnallisuuksista saatiin valmiiksi kaikki alkuperäisen suunnitelman vaati-
mat ominaisuudet. Kehityksen aikana ilmeni monia muita tarpeellisia ominaisuuksia, joista 
osa onnistuttiin toteuttamaan projektin aikana. Rajapinta suoriutuu perusoperaatioistaan 
hyvin, mutta monimutkaisemmissa, kuvadataa ja suuria datamääriä käsittelevissä ope-
raatioissa on vielä runsaasti optimoimisen varaa. 
Työ aloitettiin ilman ennakkokokemusta JavaScript-ohjelmoinnista, REST-arkkitehtuuri-
mallista ja Nodesta, mistä syystä työn alkuvaiheessa jouduttiin käyttämään paljon aikaa 
Noden ominaisuuksien tutkimiseen. Osa rajapinnan koodista on kankeaa ja epäoptimaa-
lista. Noden epäsynkronisen toimintatavan hahmottaminen tuotti kehityksen alkupuolella 
haasteita ja hidasti kehitysprosessia. Useiden operaatioiden samanaikainen suorittami-
nen vaikeutti myös virheiden löytämistä. Työn aikana hankitun kokemuksen ansiosta vas-
taavat virheet voidaan välttää. 
9.2 Koulutussovellus 
Koulutussovelluksella oli rajapintaa kevyemmät ominaisuusvaatimukset ja kaikki toivotut 
ominaisuudet saatiinkin toteutettua. Sovelluksen runko ja käyttöliittymä säilyivät koko ke-
hityksen ajan alkuperäisen suunnitelman mukaisena, mutta sen sisäiset mekaniikat koki-
vat projektin kuluessa monia muutoksia. Osa mekaniikoista jouduttiin suunnittelemaan ja 
kehittämään uudestaan rajapinnan toimintaan tehtyjen muutosten vuoksi. Esimerkiksi ku-
vadatan käsittely aiheutti ongelmia, sillä sen säilöminen palvelimella ja kuljetustapa kou-
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lutussovellukselle muuttui useita kertoja kehityksen aikana. Tämä vaikutti koulutussovel-
luksen vastaanotettavan datan hallintafunktioiden toimintaan merkittävästi, sillä kaikki ko-
keillut kuljetusmenetelmät tarvitsivat erilaisen käsittelyn. 
9.3 Kehityskohteet 
Joihinkin osa-alueisiin jäi parannettavaa ja optimoitavaa. Suurten objektimäärien lähettä-
mistä ja hakemista on mahdollista optimoida tehokkaammaksi. Etenkin objekteille kuulu-
vien kuvatiedostojen hakua ja lähettämistä täytyy nopeuttaa. Projektissa kehitetty järjes-
telmä lähettää jokaisen objektin kuvalle oman hakupyynnön. Tämän voisi korvata esimer-
kiksi yhdellä pyynnöllä, joka sisältäisi listan haettavista kuvatiedostoista. Näin useita kuvia 
saataisiin kuljettua yhden datavirran kautta. 
Datavirtaa voisi hyödyntää myös suuren datamäärän lähettämisessä palvelimelle. Proto-
tyyppiversiossa kaikki vastaanotettu data luetaan ensin JSON-dokumentista muistiin, 
jonka jälkeen se tallennetaan tietokantaan. Talletettavien objektien määrän ollessa poten-
tiaalisesti useita tuhansia kerrallaan voi Node-sovellukselta loppua käytettävä muisti kes-
ken. 
Saman objektin lähettämistä useampaan kertaan samalle käyttäjälle ei myöskään estetä 
prototyyppiversiossa, mikä voi joissain tilanteissa aiheuttaa konflikteja arvioitavien objek-
tien ja tietokannan version välillä. Ongelman tullessa ilmi eri ratkaisuvaihtoehtoja tutkittiin, 
mutta ne todettiin liian hankaliksi ja aikaa vieviksi, jotta niiden toteuttaminen prototyyppi-
vaiheessa olisi ollut kannattavaa. 
9.4 Jatko 
Rajapinnan huomattiin soveltuvan muihinkin Mecanolle hyödyllisiin tarkoituksiin. Tieto-
kantaan talletetaan suuria määriä oikeaa, tehtailla luokiteltavaa dataa, jota Mecano voi 
käyttää myös muihin tarkoituksiin kuin luokittimen koulutukseen. Data on myös saatavilla 
muille Mecanon sovelluksille avoimen rajapinnan kautta, mikä vähentää datan manuaali-
sen kuljettamisen tarvetta eri tietokoneiden välillä. Tämä vaatisi palvelimen siirtämistä 
verkko-osoitteeseen, johon mikä tahansa Mecanon laite voi yhdistää. Prototyyppiversiota 
palvelimesta käytettiin paikallisessa verkossa kehitystietokoneella. Testiympäristön sisäi-
sen verkon ongelmien vuoksi ulkopuoliset käyttäjät eivät saaneet yhteyttä palvelimeen. 
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Tästä syystä useiden samanaikaisten yhteyksien vaikutusta rajapinnan tehokkuuteen ei 
ehditty testata. 
Joitakin tulevia ominaisuuksia ehdittiin ideoida jo kehityksen aikana. Rajapintaan kaavail-
tiin tukea käyttäjille. Käyttäjien täytyisi kirjautua sisään sovellukseen ennen arvioimista ja 
rajapinnan käyttöä. Sisäänkirjautumisen vaatiminen parantaisi rajapinnan tietoturvaa. Ra-
japinnan prototyyppi suorittaa kaikki operaatiot välittämättä siitä, kuka pyynnön lähetti. 
Kuka tahansa voi esimerkiksi poistaa ja muokata tietokannassa olevaa dataa, mikä voi 
aiheuttaa vahinkoja. Tietokantaan tallennettaisiin käyttäjäkohtaisia tietoja, kuten esimer-
kiksi käyttäjän tekemät arvioinnit ja niiden määrä. 
Koulutussovellukseen suunniteltiin lisää visuaalisia ominaisuuksia arvioinnin helpotta-
miseksi, kuten esimerkiksi tunnistetun alueen piirtäminen kuvaan, kuvan kohteen sijainnin 
havainnollistaminen suhteessa arkkiin ja luvussa 2.1.2 kuvatuilla tavoilla käsiteltyjen ku-
vien näyttäminen, joiden perusteella piirteet tunnistettiin. Myös käyttäjäkohtaisia ominai-
suuksia täytyy lisätä sovellukseen, kun käyttäjätuki on lisätty rajapintaan. Esimerkiksi si-
säänkirjautuminen voisi tapahtua sovelluksen kautta. 
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10 Yhteenveto 
Työn tarkoitus oli kehittää Mecanolle alustariippumaton rajapinta suurten datamäärien 
hallintaan ja työpöytäsovellus, joka käyttäisi rajapintaa Mecanon visuaalisen luokittimen 
kouluttamiseksi. Luokittelu on tärkeä osa konenäköprosessia, ja sen tekeminen hyvin voi 
tarjota merkittävän edun kilpailijoihin nähden. Tästä syystä Mecano halusi tutkia uusia 
menetelmiä luokittimensa kouluttamisen tehostamiseksi. Tähän tarkoitukseen haluttiin 
valjastaa kaikki luokiteltava data, mitä Mecano on kerännyt. 
Mecano halusi kerätä kokemusta verkkoteknologioista ja NoSQL-tietokannoista. Rajapin-
nan kehityksessä haluttiin myös ennakoida tulevaisuudessa kasvavat käyttäjämäärät. 
Tästä syystä rajapinnan rungoksi valittiin laajasti tuettu Node.js-ajoympäristö ja tietokan-
naksi MongoDB, jotka ovat molemmat suosittuja verkkopalveluiden kehitykseen käytettyjä 
työkaluja. Rajapinnan arkkitehtuurin malliksi valikoitui REST, sillä sekä se että Node so-
veltuu hyvin suuria käyttäjämääriä palvelevien rajapintojen kehitykseen. 
Rajapinta oli työn tärkein osa, ja sen kehitykseen käytettiin työssä eniten aikaa. Rajapinta 
kehitettiin ilman aikaisempaa kokemusta JavaScript-kielestä tai Nodesta, minkä vuoksi 
työn alussa käytettiin paljon aikaa tutkimustyöhön. Myös REST-mallin määritelmää ja ra-
joituksia tutkittiin. Etenkin Noden epäsynkronisen toiminnan opettelu oli haasteellista, 
minkä vuoksi rajapinnan kehitys lähti etenemään hitaasti. Kokemuksen karttuessa raja-
pinta kuitenkin hioutui ja kehittyi sulavammaksi ja sen käytettävyys parani. 
Työpöytäsovellus kehitettiin Mecanon käyttämän Qt-kehitysympäristön avulla. Sovelluk-
sesta haluttiin yksinkertainen prototyyppi, joka havainnollistaisi luokittimen koulutusmeka-
niikkaa, joten sen kehitykseen ei käytetty paljoa aikaa. Sovelluksen näkymistä tehtiin yk-
sinkertaiset, jotta voitiin keskittyä sovelluksen mekaniikkojen ja rajapinnan kanssa kom-
munikoinnin kehitykseen. Entuudestaan tutun kehitysympäristön avulla työpöytäsovelluk-
sen kehitys sujui sulavasti ja ilman merkittäviä ongelmia. 
Työn aikana rajapinnalle havaittiin myös muita Mecanolle hyödyllisiä sovelluskohteita. Lo-
puksi molempien osa-alueiden kehityksen jälkeen järjestelmä esiteltiin Mecanolle. Yritys 
oli tyytyväinen järjestelmän prototyyppiin, ja sen kehittämistä aiotaan jatkaa. 
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