Abstract-In this paper we provide an overview of Physical Unclonable Functions and explain why they are a very valuable technology to protect a company's IP and hence at the same time its brand. Physical Unclonable Functions are unclonable physical structures that map challenges to responses. They inherit their unclonability from the (deep sub-micron) process variations during manufacturing. They can be turned into a useful tool to generate very secure secret keys in ICs and to provide keys to protect valuable IP of fabless IC companies, IP Vendors and design houses. We will present several examples and explain cryptographic algorithms and protocols to use them in IP protection applications.
I. INTRODUCTION
Modern production techniques in the semiconductor industry have changed with the motto of having shorter time-tomarket with the least price. This has driven design houses to reuse internal/external IP and use production facilities at centralized locations like foundries shared by multiple companies. Such outsourcing has opened up new possibilities for revenue by IP licensing. However, an open environment makes brand and IP protection harder, since this would be traditionally done by closely guarding the design and production within the organization. Notice that it is estimated that as much as 10% of all high-tech products sold globally are counterfeit which leads to a conservative estimate of US$100 billion of revenue lost. In this paper, we present an overview on the use of Physical Unclonable Functions (PUFs) to prevent counterfeiting of devices and IP. The remainder of this contribution is organized as follows. Section II gives an introduction to PUFs. Different PUF constructions are presented in Section III. In Section IV, we show various PUF applications such as IP protection, a novel remote service/feature activation technique, secret-key storage and authentication. We end with some conclusions.
II. PHYSICAL UNCLONABLE FUNCTIONS PRELIMINARIES
The term function in mathematics is used to express the dependency f between two variables, say C and R, one of which is given (C) and the other (R) which is produced as a result of applying f to C. Notice that the relation between C and R can be defined via a mathematical formula, a graph, a table listing values of R corresponding to C, etc. In 2001, Pappu et al. [1] , [2] , introduced the concept of Physical Unclonable Functions (PUFs) or Physical Random Functions, which are functions where the relationship between input (or challenge) C and output (or response) R is defined via a physical system. Notice that the physical system has the additional properties of being random and unclonable. The system's unclonability originates from random variations in a device's manufacturing process, which even the (legitimate) manufacturer can not control. In their most general form, PUFs can accept a large number of inputs or challenges and output corresponding responses. Such a pair of a stimulus C and a response R is called a challengeresponse pair (CRP). Depending on the PUF construction and on the number of stimuli that we can use to challenge a PUF, we distinguish between two different situations. First, we assume that there is a large number of challenge response pairs (C i , R i ), i = 1, . . . , N available for the PUF; i.e. a strong PUF has so many CRPs such that an attack (performed during a limited amount of time) based on exhaustively measuring the CRPs only has a negligible probability of success and in particular, 1/N ≈ 2 −k for large k ≈ 100 [1] , [3] . We refer to this case as strong PUFs. To this PUF class belong optical PUFs [1] , [2] and certain silicon PUFs [4] , [5] . If the number of different CRPs N is rather small, we refer to it as a weak PUF. In this PUF class, we can include the constructions in [6] , [7] . We will describe in more detail each of these PUF constructions in Sect. III. We would like to remark that the term weak only refers to the number of challenges and not to the PUF's unclonability properties.
A characteristic typical of all PUFs is that their responses are noisy. In fact, PUFs can be modeled as a noisy communication channel. In other words, when a PUF is challenged with C i a response R i which is a noisy version of R i is obtained. In cryptographic applications, where the PUF response is used as a source of secret-key material this is in fact unacceptable. Thus, [8] , [9] introduce the concept of fuzzy extractor or helper data algorithm to work around the noisy nature of physical measurements, typical of PUF applications. Section II-B provides an overview of fuzzy extractors.
A. Assumptions
From a security perspective, we make the following assumptions: (1) it is assumed that a PUF response R i (to a challenge C i ) gives only a negligible amount of information on another response R j (to a different challenge C j ) with i = j; and (2) without having the corresponding PUF at hand, the probability of coming up with the response R i corresponding to a challenge C i , is negligible. In addition, it is desirable (although is not imperative) for PUFs to be tamper evident. In other words, if an attacker tries to investigate the PUF to obtain detailed information of its structure or to obtain responses to certain challenges, the PUF is destroyed, i.e., the PUF's challenge-response behavior is changed substantially. Finally, it is also often assumed that the PUF response is only available within the device containing the PUF and only to authorized parties (or hardware). This assumption is particularly important in protocols in which the PUF is used to derive a secret value or key.
B. Fuzzy Extractor or Helper Data Algorithm
As previously mentioned, PUF responses are noisy and not fully random. Thus, a Fuzzy Extractor or Helper Data Algorithm [9] , [8] is required to extract one (or more) secure keys from the PUF responses. In the following, we provide the intuition behind the algorithms. A fuzzy extractor requires two basic primitives: (i) Information Reconciliation or error correction and (ii) Privacy Amplification or randomness extraction, which guarantees an output which is very close to being a uniformly distributed random variable. In order to implement those two primitives, helper data W are generated during the enrollment or registration phase. Later during the key reconstruction or authentication phase, the key is reconstructed based on a noisy measurement R i and the helper data W . During the enrollment phase (carried out in a trusted environment), a probabilistic procedure called Gen is run. It takes as input a PUF response R and produces as output a key K and helper data W : (K, W ) ← Gen(R). In order to generate the helper data W , an error correcting code C is chosen such that at least t errors can be corrected. The number of errors to be corrected depends on the particular application and on the PUF properties. Once an appropriate code has been chosen, the helper data W is generated by first choosing a random code word C S from C and computing W 1 = C S ⊕ R. Furthermore a universal hash function [10] h i is chosen at random from a set H and the key K is defined as K ← h i (R). The helper data is then defined as W = (W 1 , i). During the key reconstruction phase a procedure called Rep is run. It takes as input a noisy response R and helper data W and reconstructs the key K (if R originates from the same source as R) i.e. K ← Rep(R , W ). Reconstruction of the key is achieved by computing C s = W 1 ⊕ R , decoding C s to C s via the decoding algorithm of C, recovering R = C s ⊕ W 1 , and finally computing K = h i (R).
III. PUF CONSTRUCTIONS
In this section, we describe known PUF constructions including: Optical and Silicon PUFs, Coating PUFs, and SRAMbased PUFs. Different PUFs have different properties and thus some will be better suited for certain applications than others. Nevertheless, their unclonability and randomness properties remain key characteristics of all constructions.
A. Optical PUFs
Pappu et al. [1] , [2] introduced the idea of a Physical OneWay Function. They used a bubble-filled transparent epoxy wafer and shone a laser beam through it leading to a speckle pattern. The speckle pattern depends on the material of the wafer, its thickness, the wavelength of the light beam used to generate the speckle pattern, and on the angle of the incident laser beam [11] . This type of optical PUF is hard to use in the field because of the difficulty to have a tamper resistant measuring device. On the other hand, optical PUFs are notorious for their large number of CRPs. [12] introduce arbiter based PUFs which use a differential structure and an arbiter to distinguish the difference in the delay between the paths. Gassend et al. [5] also define a Controlled Physical Random Function (CPUF) which can only be accessed via an algorithm that is physically bound to the randomness source in an inseparable way. This control algorithm can be used to measure the PUF but also to protect a PUF from external attacks. Recently, Su et al. [13] present a custom built circuit array of cross-coupled NOR gate latches to uniquely identify an IC. Here, small transistor threshold voltage V t differences that are caused due to process variations lead to a mismatch in the latch to store a 1 or a 0.
C. Coating PUFs
In [6] , Tuyls et al. present coating PUFs in which an IC is covered with a protective matrix coating, doped with random dielectric particles at random locations. The IC also has a top metal layer with an array of sensors to measure the local capacitance of the coating matrix that is used to characterize the IC. The measurement circuit is integrated in the IC, making it a controlled PUF. Figure 3 shows a schematic diagram of the PUF construction. In Fig. 3 , it is possible to see how the upper metal layer contains aluminum sensor structures (Al) that are used to measure the local capacitance of the coating. It is shown in [6] that it is possible to extract up to three key bits from each sensor in the IC. 
D. FPGA Intrinsic PUFs and SRAM Memories
A disadvantage of previous approaches is the use of custom built circuits or the modification of the IC manufacturing process to generate a reliable PUF. In [7] , the authors approach the problem by identifying an Intrinsic PUF which is defined as a PUF already present in the device. In particular, [7] noticed that the start-up values of SRAM memories 1 , which are widely available in almost every computing device including modern FPGAs, can be used as an Intrinsic PUF. It is shown in [7] that due to intrinsic device variations during the manufacturing of SRAM memory cells, an SRAM cell will start in the same state upon power-up with high probability. On the other hand, different SRAM cells will behave randomly and independently from each other. In the case of SRAM start-up values, the authors in [7] consider as a challenge a range of memory locations within a SRAM memory block. The size of the range will depend on the number of bits that need to be derived for purposes of identification, authentication, or key generation. As in any device property which aims to be used as a PUF, Fig. 4 . Memory map of two RAM blocks corresponding to two different FPGAs. Memory cells with a start-up value of '0' (resp. '1') are represented as black squares (resp. white squares). On average, we observe a 50% difference on the number of ones and zeros for two different FPGAs.
SRAM startup values should have good statistical properties and be robust over time and to temperature variations. These properties were studied in [7] and a maximum fractional Hamming distance of 12% was found when compared to a reference measurement performed at 20
• C. This error rate can be efficiently corrected via error correcting codes. Finally, in order to be able to identify as many devices as possible (and minimize the possibility of counterfeits), the fractional Hamming distance between bit strings of different SRAM blocks (and different FPGAs) should be close to 50%. Figure 4 shows a representation of the memory contents of two different FPGAs after start-up. The result is that about 50% of the bits are different even after measuring seventeen different SRAM blocks from different FPGAs.
IV. APPLICATIONS
Since their introduction in [1] , [2] PUFs have received considerably attention from the security community because 1 A similar idea has been independently presented in [14] .
of the unclonability and randomness properties inherent to them. This section explores four of the most interesting applications presented in the literature.
IP Protection.
As mentioned in the introduction, IP protection is a real concern for many IP providers. This has been recognized since early 2002 by Kean [15] who provides solutions based on IP encryption. Kean is also the first to list the parties involved in the IP protection chain. These include: the end user, the FPGA customer, the system integrator or designer (SYS), the hardware IP-Provider or core vendor (IPP), the hardware (FPGA) manufacturer (HWM) or vendor, the CAD software vendor, and a Trusted Third Party (TTP) [15] . Simpson and Schaumont [16] observed, however, that certain problems cannot be easily solved via bitstream encryption. In particular, [16] propose a solution based on the use of PUFs if the aim is to authenticate the hardware platform on which third party intellectual property and software modules run. While the solution is based on PUFs, the authors in [16] do not provide an actual PUF construction. More recently, [7] proposed a new PUF construction and simplify and improve the protocols of [16] . One major advantage of a protocol in [7] is that the TTP does not get any knowledge of the IP contents, unlike the protocols of [16] . Figure 5 shows one of the protocols proposed in [7] . The basic idea in Figure 5 is to use the PUF [7] with fully trusted TTP as a source for secret-key material, both for encryption and MAC-based authentication. As explained in [7] , the MAC (Message Authentication Code) is necessary to authenticate the origin of the IP, since encryption does not provide sufficient authentication guarantees. Notice that the protocols presented in [16] , [7] are based on symmetric-key primitives.
In [17] , the authors notice that by incorporating public-key primitives, it is not necessary anymore to make the secretkey available outside the device being authenticated. This results in increased security guarantees as only an attacker that can successfully tamper with the device (and the PUF) will have access to the encrypted IP (other than the IP creator).
Remote Service/Feature Activation. Closely related to IP protection, remote service activation refers to the ability to enable certain features of a product once the product has been sold or is in possession of an external (and often) untrusted party. In this case, the aim is to allow only parties with the right credentials to be able to activate certain features of a product. Based on our discussion on fuzzy extractors in Sect. II-B, if one is to reconstruct the key K based on a noisy response R , it is necessary to provide the procedure Rep with the helper data W . Thus, W can be used as a feature activation token even after the device is in the hands of an untrusted party. In addition, notice that thanks to the way in which the key K is derived no information about the key is leaked by the helper data W . Finally, W is specific to each PUF instance and, thus, to each device. In particular, the helper data W is specific to each device. Thus, enabling a feature after obtaining W i for device i does not allow a user to activate the same feature for device j. We refer to [9] , [8] for further discussions regarding security of different fuzzy extractor constructions.
Secret-Key Storage.
A key observation in [6] is that the coating can be used to store keys (rather than as a challengeresponse repository as in previous works) and that these keys are not stored in memory. Rather, whenever an application requires the key, the key is generated on the fly. This makes it much more difficult for an attacker to compromise key material in security applications. Finally, Tuyls et al. [6] show that active attacks on the coating can be easily detected, thus, making it a good countermeasure against probing attacks.
Authentication Via Challenge-Response (CR) Pairs.
Challenge-response authentication techniques are based on the idea that a claimant or prover proves to a verifier knowledge of a secret without expressly revealing the secret. The authentication is performed with the help of a time varying value called the challenge usually chosen at random by the verifier. The response of the prover depends then on the challenge and on his/her secret value. Pappu [1] was the first to propose using PUFs integrated into a CR protocol for authentication purposes. The basic idea is to go through an enrollment process (performed in a secure facility) in which a number of challenges and corresponding PUF responses are stored in a secure database. At a later stage, the prover, who wants to gain access to a service, contacts the verifier, who then sends the prover a challenge from the database, the prover challenges its PUF, records the PUF response and forwards it to the verifier. The verifier can then check if the response is the same one as the one stored in the database. If the check is positive, the verifier grants access to the requested service. Notice that this protocol assumes that each challenge is used once (otherwise replay attacks are possible). It is also assumed, as pointed out in Sect. II, that without access to the right PUF, the probability of generating the expected response is negligible.
V. CONCLUSION
In this paper, we provided an overview of PUFs and their use for brand and IP protection. We described different PUF constructions especially the intrinsic PUF which requires no modification to the hardware. We showed how the PUF constructions can be used for IP protection, secret-key storage and authentication. We also presented a novel technique for remote service/feature activation in devices using PUFs.
