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Povzetek 
Vožnja v napačno smer na avtocesti se ne dogaja zelo pogosto, vendar se zaradi 
nje zgodi veliko usodnih prometnih nesreč. V diplomski nalogi so v prvem delu 
predstavljeni vzroki zaradi katerih do vožnje v napačno smer sploh pride. Predstavljeni 
so različni načini za preprečevanje vožnje v napačno smer s postavitvijo dodatne 
prometne signalizacije in za zaznavanje napačne vožnje z raznimi senzorji, 
postavljenimi ob avtocestnih priključkih. Pri zaznavanju so opisani tudi sistemi, ki so 
neodvisni od infrastrukture, saj se nahajajo v vozilu. Poleg zaznavanja pa je 
pomembno tudi obveščanje ostalih voznikov o nasproti vozečem vozilu. Vozniki so 
zato bolj previdni, kar zmanjšuje možnosti za nesrečo. 
V drugem delu diplomske naloge je opisan razvoj sistema za zaznavanje in 
opozarjanje o nasproti vozečem vozilu. Razviti sistem je aplikacija za pametne naprave 
z operacijskim sistemom Android. Ker gre za aplikacijo, je ta dostopna vsem 
uporabnikom pametnih naprav Android in se jo lahko uporablja v katerem koli vozilu. 
V novejših vozilih bi lahko bila taka aplikacija del medijske konzole. Aplikacija za 
delovanje uporablja zaporedne podatke o lokaciji, ki jih dobi od GNSS sprejemnika v 
napravi. Iz koordinat vsake lokacije pridobi od strežnika podrobnejši opis lokacije. Če 
je lokacija del avtoceste oz. hitre ceste, aplikacija začne spremljati spreminjanje 
lokacije vozila ter sproti določa, ali je smer vožnje v skladu z dovoljeno smerjo. Ob 
zaznani vožnji v napačno smer aplikacija opozori voznika ter ostale uporabnike 
aplikacije. 
V zadnjem delu naloge so opisane prednosti in slabosti takega sistema, možnosti 
za izboljšave ter pogled v prihodnost z avtonomnimi vozili. 
 
Ključne besede: vožnja v napačno smer, avtocesta, aplikacija, lokacija 
 
 
13 
Abstract 
Even though wrong-way driving on motorways is not very common, it causes a 
lot of fatal traffic accidents. The first part of this thesis presents the reasons why 
wrong-way driving even occurs. It describes different ways of preventing wrong-way 
driving by placing additional traffic signalisation around the area of motorway 
interchanges. It also describes ways of detecting wrong-way driving by placing sensors 
on interchanges that can detect a wrong driving vehicle. Beside infrastructure-
dependent systems there are also wrong-way driving detecting systems that are in the 
vehicles. In addition to detecting they can also notify and warn other drivers about a 
wrong driving vehicle, which lowers the probability of a traffic accident. 
In the second part of this thesis a development of a wrong-way driving detecting 
system is described. The developed system is an application for smart devices running 
on Android operating system. Since it is an application for smart devices it is 
accessible and can be used in any vehicle. In the newer cars the application could also 
be a part of the car’s default media console. The application uses sequential data about 
the device location which is gathered from a GNSS receiver in the device. From the 
coordinates of the location additional data about the location is gathered to the device 
for additional analysis. If the location is part of the motorway, the application starts 
monitoring the changes in the location and continuously analyses if the way of driving 
is permitted or not. When wrong-way driving is detected the app warns the driver and 
other users of the application. 
The last part of this thesis describes advantages and disadvantages of such 
system and proposes different ways to enhance it. There is also a brief look in the 
future with autonomous vehicles. 
 
Key words: wrong-way driving, motorway, application, location 
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1 Uvod 
Danes je večina ljudi vsakodnevno udeležena v prometu. Avtocesta predstavlja 
učinkovit način vožnje, ker se izognemo počasnejšemu in gostemu mestnemu 
prometu. Zaradi visoke hitrosti na avtocesti prihaja do prometnih nesreč, ki so v 
primerjavi s prometnimi nesrečami na drugih cestah velikokrat hujše ali pa tudi 
usodne. Med take spadajo tudi nesreče zaradi vožnje v napačno smer. Avtocestne 
družbe se zadnja desetletja, ko je promet v visokem porastu, vožnjo v nasprotno smer 
vedno bolj trudijo preprečevati s prometno signalizacijo na izstopnem pasu avtoceste 
ter raznimi senzorji na celotnem avtocestnem območju. Proizvajalci avtomobilov pa 
se s problemom spopadajo tako, da v vozila nameščajo sisteme, ki na različne načine 
zaznavajo sum vožnje v napačno smer. 
Cilj diplomske naloge je razviti sistem, ki zaznava vožnjo v napačno smer na 
avtocesti. Za čim manjši poseg v avtocestno infrastrukturo smo izbrali sistem, ki je v 
vozilu. Za čim bolj dostopen sistem pa smo izbrali aplikacijo za pametne telefone. 
Uporaba pametnih telefonov je v porastu, ima jih vedno več ljudi, poleg tega pa ga 
imamo tudi skoraj vedno pri sebi. Zato je končni cilj diplomske naloge razviti 
aplikacijo za pametne naprave z operacijskim sistemom Android, saj je nameščen na 
največjem deležu pametnih telefonov na svetu [1]. Poleg tega se operacijski sistem 
Android uporablja tudi v avtomobilskih medijskih konzolah, zato bi se aplikacija lahko 
uporabljala tudi na njih. Aplikacija bo zaznavala vožnjo v napačno smer z uporabo 
lokacijskih podatkov naprave in opozarjala voznika, ki vozi v napačno smer ter ostale 
udeležence v prometu, ki so v bližini nasproti vozečega vozila. Namen aplikacije je, 
da ne ovira vožnje in uporabe naprave v druge namene ter da deluje v ozadju. 
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2 Promet in vožnja v napačno smer 
Vožnja v napačno smer povzroča veliko problemov povsod po svetu. Čeprav gre 
za precej redek pojav, so njegove posledice precej hujše kot pri ostalih prometnih 
nesrečah. Običajno gre za čelno trčenje dveh vozil, kar je velikokrat za udeležence 
prometne nesreče usodno.  
2.1 Razlogi za vožnjo v napačno smer 
Vožnja v napačno smer se lahko zgodi na dva načina: 
• voznik pri vstopu na avtocesto zapelje na izstopni pas namesto na vstopni pas; 
• voznik vstopi na avtocesto na pravilnem pasu, ko je že na avtocesti pa se v 
nekem trenutku obrne ali začne vozi vzvratno, kar je prepovedano. 
Razlogi za vožnjo v napačno smer so lahko eksterne narave – voznik je le delno 
kriv, da je pri vstopu zapeljal na izstopni pas, lahko so pa interne narave – voznik je 
kriv povsem sam.  
Razlogi eksterne narave so:  
• slaba vidljivost zaradi raznih vremenskih pogojev, 
• pomanjkljiva oz. nejasna prometna signalizacija ob priključku na avtocesto, 
• slaba in nejasna prometna signalizacija ob priključku na avtocesto, kjer poteka 
delo na cesti in 
• konceptualno slaba struktura in oblika priključkov na avtocesto. 
Razlogi interne narave so: 
• nepozorni vozniki zaradi uporabe mobilnega telefona, medijske konzole ter 
ostalih dejavnikov, 
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• starejši oz. vozniki, ki so psihično manj zmožni pozorne vožnje, 
• vozniki pod vplivom alkohola, psihoaktivnih zdravil ali prepovedanih substanc 
ter 
• tuji vozniki, ki ne poznajo dovolj dobro standardov in prometnih predpisov v 
določeni državi. 
Razlogi interne narave so lahko tudi namerni, kot so samomor, izogibanje 
cestninam, bežanje pred policijo in drugi. Med njimi je tudi odločitev za obračanje oz. 
vzvratno vožnjo na glavnem pasu avtoceste. Razlogi za tako odločitev so največkrat 
napačna razvrstitev na avtocestnem razcepu ali pa zgrešen izhod iz avtoceste [2]. 
2.2 Statistike prometnih nesreč zaradi vožnje v napačno smer 
Prometne nesreče zaradi vožnje v napačno smer se dogajajo po vseh državah, 
najbolj beležene pa so v Severni Ameriki in Evropi.  
V Evropi je problem bolj izpostavljen v nekaterih državah. V Avstriji letno 
poročajo o približno 400 primerih vožnje v napačno smer, od katerih jih policija potrdi 
15 %. Dejanskih nesreč zaradi vožnje v napačno smer je približno 10, te pa so 
velikokrat usodne, zato ostaja preprečevanje takih nesreč visoka prioriteta. V Franciji 
podatki od leta 2000 do 2016 kažejo na to, da je bilo 4,6 % vseh usodnih nesreč zaradi 
vožnje v napačno smer, čeprav nesreče v napačno smer predstavljajo le 0,2 % vseh 
nesreč. Statistični podatki nesreč zaradi voženj v napačno smer nam tudi povedo, da 
se polovica usodnih nesreč zgodi med osmo uro zvečer in šesto uro zjutraj ter da je 47 
% voznikov starejših od 65 let, 27 % pa starejših od 80 let. V Italiji je bilo med letoma 
2009 in 2013 v povprečju 38 nesreč zaradi vožnje v napačno smer, kar je 0,2 % vseh 
nesreč. Kljub temu pa usodne nesreče zaradi vožnje v napačno smer predstavljajo 2,3 
% vseh usodnih nesreč. V Španiji poročajo, da se v povprečju 32 % voženj v napačno 
smer zgodi med julijem in septembrom, ko je v državi največ turistov. To kaže na 
dejstvo, da so vozniki z manj izkušnjami z vožnjo v določeni državi bolj zmedeni in 
je večja verjetnost, da bodo na avtocesto zapeljali v nasprotno smer. Na Hrvaškem 
poročajo o 6 nesrečah zaradi vožnje v napačno smer na avtocestni Reka–Zagreb med 
letoma 2011 do 2014. Od 6 nesreč je bil pri 3 nesrečah vzrok vožnja pod vplivom 
prepovedanih substanc ali alkohola. V Sloveniji je bilo med letoma 2012 in 2014 
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prijavljenih 373 voženj v nasprotno smer, od katerih so bile v letu 2014 tri usodne. 
Večino voženj v nasprotno smer odpravijo vozniki sami tako, da se obrnejo v pravilno 
smer. Kar 40 % nesreč se je zgodilo med šesto uro zvečer in tretjo uro zjutraj. Med 
zabeleženimi nesrečami je bilo 58 % voznikov starih nad 60 let. Skoraj tretjina je 
vozila pod vplivom alkohola, 3 % pa pod vplivom prepovedanih substanc [2].  
Statistični podatki od leta 2004 do 2011 za Severno Ameriko, natančneje za 
Združene države Amerike [3], nam povedo, da je v tem času bilo v povprečju letno  
261 od vseh 9400 usodnih nesreč ravno zaradi vožnje v napačno smer, kar znaša 2,7 
%. Sicer pa so kar velike razlike med različnimi zveznimi državami Združenih držav 
Amerike. Najvišji delež, nad 2 % usodnih nesreč, je v 13 zveznih državah, med njimi 
so vodilne Teksas, kjer je kar 14,2 % usodnih nesreč zaradi vožnje v nasprotno smer, 
sledita ji Kalifornija z 9,7 % ter Florida s 7,8 %. V skupini med 1–2 % usodnih nesreč 
je 21 zveznih držav. V ostalih 16 zveznih državah pa je usodnih nesreč manj kot 1 %. 
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3 Sistemi za zaznavanje in opozarjanje vožnje v napačno 
smer 
Po celem svetu se že desetletja na različne načine spopadajo s problemom vožnje 
v napačno smer. Tehnološki razvoj je omogočil, da so se poleg sistemov za 
preprečevanje vožnje v napačno smer razvili tudi sistemi za zaznavanje in opozarjanje 
drugih voznikov, hkrati pa so se izboljšali tudi sistemi za preprečevanje. Sistemi za 
preprečevanje, zaznavanje in opozarjanje lahko delujejo samostojno. Tako lahko 
imamo sistem, ki služi samo preprečevanju, samo zaznavanju ali pa samo opozarjanju. 
Veliko boljši pa so tisti, ki so sestavljeni iz vseh treh sistemov, ki so med seboj 
povezani.  
Obstajajo sistemi, ki so del infrastrukture, ter sistemi, ki so del vozil oz. jih ima 
voznik pri sebi. Do sedaj so se bolj uveljavili sistemi, ki so del infrastrukture, s 
sodobno tehnologijo pa se širijo tudi sistemi, ki so del vozil. 
3.1 Sistemi za preprečevanje in zaznavanje, ki so del 
infrastrukture 
3.1.1 Prometna signalizacija 
Prometna signalizacija je primarni sistem za preprečevanje vožnje v napačno 
smer. V ta namen obstajajo različni znaki. Standardni znak za prepoved vožnje v 
napačno smer je znak "Prepovedan promet v eno smer", ki ga najdemo povsod v 
prometu. Za preprečevanje vožnje v napačno smer na avtocesti so ti znaki nameščeni 
ob izstopnem pasu iz avtoceste in obrnjeni v napačno smer, tako da so vidni voznikom, 
ki zapeljejo na izstopni namesto na vstopni pas pri vključevanju na avtocesto. 
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Slika 3.1: Prometni znak "Prepovedan promet v eno smer" 
V drugih državah so še drugi standardni znaki za preprečevanje vožnje v 
napačno smer. Med bolj znanimi je rdeč znak z napisom "Napačna smer" (angl. 
"Wrong way"), ki opozarja na napačno smer. Ponekod najdemo tudi znak "Stop" [4]. 
 
Slika 3.2: Prometni znak "Wrong way" - "Napačna smer" 
Vir: https://www.safetysign.com/images/source/large-images/X4552.jpg 
Poleg standardnega znaka za prepoved vožnje obstajajo za preprečevanje 
vstopanja na avtocesto na napačnem pasu tudi namenski prometni znaki, ki so bolj 
opazni kot standardni znaki. V nekaterih evropskih državah je najbolj poznan 
fluorescenčni znak. Na njem je črna dlan, na kateri je znak "Prepovedan promet v eno 
smer", okrog dlani pa napis "Stop napačna smer" oz. ekvivalenten napis v drugem 
jeziku. 
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Slika 3.3: Prometni znak "Stop napačna smer" 
Vir: https://pomocnik.meblosignalizacija.si/produkt/3501/napacna-smer 
Ameriška analiza učinkovitosti prometnih znakov za prepoved vožnje v napačno 
smer [5] je pokazala, da so prometni znaki bolj učinkoviti v primeru, ko: 
• je uporabljenih več znakov in so znaki večjih dimenzij, 
• so znaki postavljeni nižje kot ponavadi, v višini oči, 
• so znaki prevlečeni z odsevnim premazom, 
• so znaki nameščeni na obeh straneh voznega pasu, 
• so nameščeni dodatni znaki tik pred vstopom na glavni pas avtoceste in 
• so na znakih nameščene opozorilne luči, ki se sprožijo ob zaznavi. 
Poleg prometnih znakov so še oznake na cestišču, kot so puščice, ki nakazujejo 
smer vožnje, ter napisi, ki sporočajo o napačni smeri vožnje oz. prepovedanem vstopu 
na vozni pas. 
Prednost prometne signalizacije je, da je enostavna in učinkovita rešitev, ki ne 
ovira cestišča. Slabost take rešitve je, da je potreben fizičen poseg v infrastrukturo na 
vsakem izstopnem pasu. Veliko število znakov, še posebej na obeh straneh cestišča, 
lahko zmoti voznike, ki vozijo po sosednjem pasu. 
3.1.2 Fizične prepreke 
Med fizične prepreke spadajo zapornice ter kovinske plošče, ki preluknjajo 
pnevmatike.  
Zapornice so del cestninskih postaj in so odličen način preprečevanja vožnje v 
napačno smer, vendar niso nameščene na vseh izvozih, ampak samo na določenih. S 
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porastom elektronskega cestninjenja in vinjet pa je takih zapornic čedalje manj, kar 
zmanjša varnost. 
Kovinske plošče, ki preluknjajo pnevmatike, so nameščene na vrhu izstopnega 
pasu in delujejo v povezavi s sistemi za zaznavanje. Ko sistem zazna vožnjo po 
izstopnem pasu v napačni smeri, sproži dvig kovinske plošče, ki je sicer skrita pod 
cestiščem. Preluknjanje pnevmatik je gotova rešitev za preprečevanje vožnje v 
napačno smer, vendar jih je potrebno namestiti na vsak izstopni pas, v primeru lažnega 
zaznavanja pa lahko povzročijo nepotrebno škodo. 
3.1.3 Sistemi za zaznavanje vožnje v napačno smer 
Za zaznavanje vožnje v napačno smer se uporabljajo razni senzorji [6]: 
• video nadzor prometa lahko avtomatsko zazna vozila, ki se ne gibajo v skladu 
z dovoljeno smerjo, hkrati pa omogočajo nadzornikom opazovanje prometa, 
• Dopplerjevi radarji zaznavajo smer in hitrost vožnje; 
• induktivne zanke, 
• akustični senzorji [7] in 
• elektromagnetni senzorji. 
Za senzorje, ki avtomatsko zaznavajo vožnjo v napačno smer, je potrebna večja 
redundanca za preprečevanje lažnih zaznav. Na izstopnih pasovih je tako nameščenih 
več Dopplerjevih radarjev, ki merijo v različne smeri, z združitvijo rezultatov vseh 
radarjev pa se določi verjetnost za zaznano vožnjo v nasprotno smer. Večkrat pa pri 
zaznavanju sodeluje tudi človek, ki potrdi dogodek. 
Sistemi za zaznavanje sprožajo fizične prepreke ter svetlobna in zvočna 
opozorila na izstopnem pasu. V nasprotju s prometnimi znaki za prepovedano smer so 
sistemi za zaznavanje nameščeni po celotnem avtocestnem predelu in ne samo na 
izvozih.  
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3.2 Sistemi za zaznavanje in preprečevanje, ki so del vozil 
Proizvajalci avtomobilov kot so Ford [8], Nissan, Toyota, Mercedes [9] in drugi 
so razvili lastne sisteme za zaznavanje vožnje v napačno smer. Gre za sisteme, 
vgrajene v avtomobilsko medijsko konzolo, ki delujejo z uporabo lokacije, 
navigacijskega sistema, kamere in drugih senzorjev na avtomobilu. Sistem lahko s 
kombinacijo vseh podatkov določi, ali vozilo vozi v pravilno ali napačno smer. Ob 
zaznani vožnji v napačno smer sistem opozarja voznika s slušnimi in vizualnimi 
opozorili, podatka o nasproti vozečem vozilu pa ne prenaša drugim voznikom. S 
pomočjo e-klica (angl. e-call) pa je mogoče, da avtomobil sam obvesti nadzorne službe 
o nasproti vozečem vozilu. Pomanjkljivost teh sistemov je, da niso nameščeni v vseh 
vozilih ter da niso med seboj povezani oz. ne obstaja standard ali skupni razvijalec, ki 
bi vozila povezal med seboj. 
Naprednejšo rešitev je v okviru programa storitev za mobilnost razvilo podjetje 
Bosch [10]. Gre za sistem, ki se izvaja na pametnih telefonih in zaznava vožnjo v 
napačno smer ter opozarja voznika ter voznike v bližini v času 10 sekund od zaznane 
nepravilne vožnje. Če se vozilo dovolj približa vstopu ali izstopu na avtocesto, se 
začnejo podatki o lokaciji vozila pošiljati v oblak. V oblaku se vsi podatki analizirajo, 
nakar se preveri, ali vozilo vozi v skladu z dovoljeno smerjo. V primeru, da gre za 
napačno smer, sistem obvesti voznika, da se na avtocesto vključuje na napačnem pasu. 
Poleg tega pošlje obvestilo vsem uporabnikom istega sistema, ki so v bližnji okolici 
nasproti vozečega vozila. Bosch se je že povezal z raznimi radijskimi postajami, 
katerim prav tako pošilja obvestila. Radijske postaje lahko tako svoje poslušalce 
obvestijo o nasproti vozečih vozilih. Poleg radijskih postaj pa sodelujejo tudi z 
razvijalci navigacijskih aplikacij, v katere vgradijo Boschev sistem. Sistem je 
večinoma aktiven le na nemškem in avstrijskem trgu. 
3.3 Sistemi za opozarjanje voznikov 
Sistemi za opozarjanje so lahko del sistemov za zaznavanje, lahko so pa 
popolnoma ločeni in dobijo podatke od sistemov za zaznavanje. Podatke dobijo  
samodejno ali pa jih sporočajo fizične osebe. Pomembno je, da se obveščanje zgodi v 
čim krajšem času od zaznanega dogodka. 
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Primeri sistemov za opozarjanje [11]: 
• radio postaje – podatke dobijo preko samodejnih sistemov za zaznavanje, kot 
so radarji, kamere, aplikacije za zaznavanje, od prometnih nadzornikov ali pa 
od fizičnih oseb, ki opazijo vožnjo v nasprotno smer; 
• avtocestni elektronski portali prikazujejo obvestila o dogodkih na trenutni 
avtocesti. Nadzorniki lahko na elektronskih portalih prikažejo tudi obvestilo o 
vozilu, ki vozi v nasprotno smer; 
• navigacijske aplikacije ter aplikacije za spremljanje vožnje – aplikacije 
lahko same zaznavajo vožnjo v nasprotno smer in pošiljajo informacije o 
nasproti vozečem vozilu. Prejemajo pa lahko tudi podatke o dogodkih na cesti 
iz različnih virov. Uporabnike teh aplikacij opozorijo z zvočnim in vizualnim 
obvestilom. Primer take aplikacije na slovenskem tržišču je AMZS-jeva 
aplikacija s prometnimi informacijami, ki poleg ostalih dogodkov na cestah 
opozarja tudi na nasproti vozeča vozila. 
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4 Uporabljene tehnologije in storitve pri razvoju 
aplikacije 
4.1 Android 
Android je odprtokodni operacijski sistem, zgrajen na Linuxovem jedru, ki 
deluje na raznoraznih napravah. Največji delež Androida se izvaja na pametnih 
telefonih, poleg tega pa se izvaja tudi na ostalih napravah, za katere so na voljo 
modificirane verzije operacijskega sistema [12], in sicer:  
• Android TV: operacijski sistem za televizije,  
• Android Auto: operacijski sistem za avtomobilski medijski sprejemnik, 
• Wear OS: operacijski sistem za pametne ure, 
• Android Things: operacijski sistem za manj zmogljive naprave, namenjene 
internetu stvari (angl. Internet of Things). 
Na Androidu se izvajajo aplikacije s pomočjo ogrodja, ki vsebuje osnovne 
elemente za izvajanje aplikacij. Aplikacijska koda se do Android verzije 4.4 prevaja 
med samim izvajanjem aplikacije, od Android verzije 4.4 pa celotno kodo prevede ob 
zagonu aplikacije. Vsaka aplikacija se izvaja kot lasten proces – na lastni instanci 
Dalvik virtualnega stroja. Ko operacijski sistem dobi zahtevo za aplikacijo, zažene 
njen proces. Ko uporabnik oz. drug proces zahteva zaprtje aplikacije, operacijski 
sistem zaključi njen proces. 
Operacijski sistem Android omogoča uporabo delov strojne opreme naprave, na 
kateri je nameščen. Med dele strojne opreme spadajo vhodne in izhodne naprave, 
procesor, pomnilnik, komunikacijski moduli ter baterija oz. napajalnik. Za popolno 
delovanje sistema so prednameščene razne knjižnice, ki omogočajo povezavo med 
aplikacijami in Linuxovim jedrom, ki je povezan s strojno opremo [13]. 
28 Uporabljene tehnologije in storitve pri razvoju aplikacije 
 
 
Slika 4.1: Struktura operacijskega sistema Android 
Vir:http://citeseerx.ist.psu.edu/viewdoc/download?doi=10.1.1.664.9581&rep=rep1&type=pdf 
4.2 Android aplikacija 
Aplikacije ter uporabniški vmesnik operacijskega sistema Android so napisani v 
programskem jeziku Java. Od leta 2017 pa je uradno podprt tudi programski jezik 
Kotlin, ki se med prevajanjem prevede v Javo. Poleg Jave se uporabljata tudi XML 
označevalni jezik za statične podatke in Gradle sistem, ki omogoča uvažanje zunanjih 
knjižnic v aplikacijo, avtomatsko izvajanje raznih operacij za testiranje in 
pregledovanje kode, generiranje inštalacijske datoteke za aplikacijo ter še mnogo 
drugih operacij.  
Glavna komponenta Android aplikacij so aktivnosti. Vsaka aktivnost ima svoj 
življenjski krog. V eni aktivnosti lahko imamo več fragmentov. Fragmenti so zelo 
podobni aktivnosti, le da je vsaka aktivnost samostojna, fragment pa se nahaja v 
aktivnosti in je od nje odvisen. V vsaki aktivnosti in fragmentu pa imamo grafični 
vmesnik z elementi, ki jim pravimo pogledi. Pogled ima lahko tudi svojo notranjo 
logiko delovanja. 
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4.2.1 Arhitekturni vzorec MVP 
Za razvoj aplikacije je uporabljen arhitekturni vzorec MVP. Uporaba 
arhitekturnega vzorca je pomembna predvsem za preglednost in kakovost kode, saj v 
primeru MVP ločuje uporabniški vmesnik, poslovno logiko in podatkovni del. Vsak 
konkretnejši element v  aplikaciji ima svoj model (angl. M – model), pogled (angl. V 
– view) in prikazovalec (angl. P – presenter) [14][15].  
Najprej imamo pogled, to v Androidu predstavlja aktivnost, fragment ali tudi 
posamezni del vmesnika – pogled. Naloga pogleda je, da spremlja uporabnikovo 
interakcijo in vse dogodke sporoči v prikazovalec, po drugi strani pa od prikazovalca 
sprejema navodila za prikaz. 
Prikazovalec je vmesni sloj med pogledom in modelom. Opravlja funkcije 
poslovne logike v celotnem krogu. Od pogleda dobi obvestila o uporabniški interakciji 
in trenutnem stanju pogleda ter nanju reagira. Reagira lahko tako, da pošlje pogledu 
povratno informacijo, kaj naj prikaže. Če je potrebno, pošlje ukaz tudi modelu. Glede 
na ukaz lahko prikazovalec od modela dobi tudi podatke, ki jih uporabi za interno 
procesiranje ter posredovanje novih ukazov pogledu. 
Model skrbi za delo s podatki. Od prikazovalca prejema ukaze za poizvedbo 
podatkov (API klic, klic v bazo ipd.) ali za posodobitve podatkov. Če je potrebno, 
model prikazovalcu vrne zahtevane podatke, povratno informacijo ali so bili podatki 
posodobljeni, lahko pa tudi ne vrne ničesar. 
 
Slika 4.2: MVP arhitektura 
Vir: https://android.jlelse.eu/architectural-guidelines-to-follow-for-mvp-pattern-in-android-
2374848a0157 
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4.3 Določanje lokacije z GNSS 
GNSS (angl. Global Navigation Satellite Systems) oz. globalni navigacijski 
satelitski sistem je sistem za določanje zemljepisne širine in dolžine ter nadmorske 
višine sprejemnika na Zemlji. Sateliti v srednji zemeljski orbiti konstantno oddajajo 
signale, v katerih pošiljajo podatke o satelitu ter točen čas oddaje signala. Točno uro 
ohranjajo tako, da za sinhronizacijo uporabljajo atomsko uro. Ko sprejemnik 
satelitskih signalov na Zemlji prejme signal, lahko iz podatka o času oddaje signala in 
trenutnega časa na Zemlji izračuna, kako daleč se nahaja satelit. Zaradi treh dimenzij 
so za določitev lokacije na Zemlji potrebni signali treh različnih satelitov. Vsak signal 
ima svojo orbito, presečišče vseh treh pa predstavlja lokacijo sprejemnika. V praksi se 
za določanje lokacije uporabljajo signali štirih ali več satelitov. Lokacija se izračuna 
na podlagi vseh signalov, kar poveča natančnost določanja lokacije. Natančnost 
določitve lokacije je od nekaj centimetrov do nekaj metrov. Odvisna je od sprejemnika 
ter prostorskih in vremenskih karakteristik. Če se sprejemnik hitro premika, bo 
njegovo določanje lokacije manj natančno [16].  
 
Slika 4.3: Določanje lokacije sprejemnika z uporabo več satelitov 
Vir: https://gisgeography.com/wp-content/uploads/2016/11/GPS-Trilateration-Feature-678x322.png 
Najbolj poznan prosto dostopen globalni navigacijski satelitski sistem je 
ameriški GPS (angl. Global Positioning System) oz. globalni sistem pozicioniranja. 
Poleg njega je na voljo tudi ruski GLONASS sistem, v zaključni fazi pa sta še evropski 
Galileo ter kitajski BDS, ki trenutno še nimata vseh načrtovanih satelitov v orbiti. 
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V pametnih napravah se za izboljšanje določanja lokacije poleg satelitskega 
sprejemnika uporabljajo tudi senzorji na napravi. Kompas nam pove smer neba, v 
katero je naprava obrnjena. S spremembami smeri neba lahko predvidimo, v katero 
smer se je naprava premaknila. Če je naprava povezana na bazno postajo, lahko s 
pomočjo podatka o lokaciji bazne postaje ter moči signala določimo približno 
oddaljenost od naprave do bazne postaje, kar nam da grobo in zelo nenatančno 
lokacijo. Groba lokacija pripomore k večji natančnosti pri izračunu lokacije iz 
satelitskega sistema. Grobo lokacijo se na podoben način lahko določi tudi z IP 
naslovom naprave, vendar je ta še manj natančna [17]. 
 
V sistemu Android lahko za določanje lokacije uporabimo tri različne načine [13]: 
• uporabimo samo lokacijo iz baznih postaj oz. IP naslova, ki je veliko bolj 
varčna, saj ne potrebuje satelitskega sprejemnika, poleg tega pa je pridobitev 
grobe lokacije zelo hitra.  
• Uporabimo samo signal iz satelitskih sprejemnikov. Njihova natančnost je 
veliko večja, za pridobitev signala in določitev prvotne lokacije pa je potrebno 
več časa, poraba energije je veliko večja.  
• Uporabimo kombinacijo obeh, najprej se za hitro določitev uporabi signal 
baznih postaj, za nadaljnje določanje pa satelitski signal. 
4.4 Google zemljevid 
Google zemljevid je interaktiven prosto dostopen zemljevid sveta, ki ga ponuja 
Google. Ponuja nam razne geografske podatke, 3D pogled, podatke o specifičnih 
lokacijah (znamenitosti, trgovine, restavracije, kavarne itd.) ter navigacijo od točke A 
do točke B z različnimi prevoznimi sredstvi.  
Google zemljevidi so preko Google Maps API z določenimi omejitvami na voljo 
za uporabo v raznih programskih jezikih in platformah, med drugimi tudi v mobilnih 
aplikacijah. Za uporabo Google zemljevida v aplikaciji potrebujemo Google API ključ, 
ki ga dobimo na platformi Google Cloud, tako da ustvarimo nov projekt, kjer 
vključimo uporabo Google zemljevida. Google zemljevid lahko personaliziramo s 
pomočjo čarovnika za stiliziranje [18]. Spreminjamo lahko: 
• katere oznake bodo vidne na zemljevidu, 
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• pisavo in barvo oznak, 
• barve različnih elementov in površin, 
• debeline in barve različnih tipov cest ipd. 
Iz čarovnika za stiliziranje nato izvozimo JSON datoteko, ki jo uporabimo v 
aplikaciji. V aplikaciji lahko z uporabo tako imenovanih markerjev dodamo kazalce 
na zemljevid, da izpostavimo določene lokacije. 
4.5 Open Street Map in orodje Nominatim 
Open Street Map je odprtokodni, prosto dostopni zemljevid, kjer lahko kdor koli 
prispeva in ureja podatke. V nasprotju z Google zemljevidom, kjer so na voljo le 
določeni podatki, Open Street Map uporabnikom ponuja vse podatke, ki jih ima v bazi. 
Zaradi tega je tudi bolj prijazen razvijalcem in raziskovalcem, saj vsebuje podatke s 
celega sveta. Uporabljajo ga tudi velika podjetja, kot so Amazon, Apple, Facebook, 
Microsoft itd. [19]. Ker lahko vsakdo prispeva podatke, pa lahko pride do problema 
avtentičnosti podatkov in pomanjkanja podatkov za določena območja [20][21].  
Za shranjevanje podatkov se uporabljajo štirje osnovni elementi [22]: 
• vozlišče (angl. node): opisuje točno določeno točko oz. koordinato, večinoma 
gre za POI (angl. point of interest) točke, 
• pot (angl. way): opisuje urejen seznam vozlišč, uporabljen je za opisovanje 
polilinij – ceste, reke, železnica itd.; ali poligonov – gozdovi, parki, jezera itd. 
Vsaka pot ima tudi podatke o njenih mejah izražene s koordinatami; 
• relacije (angl. relations): opisujejo relacije med različnimi vozlišči in potmi; 
na primer: več krajših delov avtoceste (poti) skupaj sestavlja velik objekt 
avtoceste, ki se razprostira čez večji del ozemlja, 
• oznaka (angl. tag): nosi dodatne informacije o objektu. Objekt je lahko 
vozlišče, pot ali relacija. Oznaka brez objekta ne more obstajati. 
Za lažji dostop do podatkov na Open Street Map so na voljo mnogi API-ji. Eno 
izmed orodij, ki nudi API-je za dostop do podatkov, je Nominatim. To orodje omogoča 
iskanje po Open Street Map bazi na dva načina: 
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• geokodiranje (angl. forward geocoding): omogoča iskanje z uporabo 
iskalnega niza. Vrne nam rezultate, razvrščene po ustreznosti glede na iskani 
niz. V vsakem rezultatu so podatki o lokaciji, njene koordinate oz. meje, ime, 
naslov, država ter ostali podatki, ki so odvisni od tipa lokacije in od podatkov, 
ki so na voljo za to lokacijo. Nominatim poizvedbo opravi tako, da išče vse 
objekte, ki v svojih podatkih vsebujejo iskani niz; 
• inverzno geokodiranje (angl. reverse geocoding): omogoča pretvorbo 
podatkov o zemljepisni širini in dolžini v človeku prijaznejšo obliko z imenom 
ulice, kraja, države in drugih podatkov za dano koordinato. V tem primeru 
Nominatim poišče najbližji objekt, katerega koordinate oz. koordinate mej 
sovpadajo s koordinato iz poizvedbe [23].  
Ker je Open Street Map strežnik z orodjem Nominatim prosto dostopen, ima 
omejeno uporabo API-ja. Zato smo za namene testiranja postavili lasten Apache 
strežnik z Nominatim orodjem ter nanj naložili Open Street Map bazo za področje 
Slovenije, ki je na voljo pri ponudniku Geofabrik (http://download.geofabrik.de/). 
Apache strežnik se gostuje na grškem ponudniku storitev v oblaku Okeanos. 
4.6 Google Firebase 
Google Firebase je platforma, ki omogoča storitve v oblaku. Ponuja API-je, ki 
omogočajo integracijo Firebase storitev z mobilnimi aplikacijami za naprave z 
operacijskima sistemoma Android in iOS ter s spletnimi aplikacijami.  
Firebase začnemo uporabljati tako, da se prijavimo v Google račun in v Firebase 
konzoli ustvarimo nov projekt. Vsak projekt se uporablja v eni ali več aplikacijah, ki 
potrebujejo dostop do istih podatkov in storitev. Firebase projekt povežemo z 
aplikacijo s pomočjo unikatnega ključa projekta in drugih parametrov. S pomočjo 
Firebase konzole lahko generiramo konfiguracijske datoteke, ki jih vključimo v 
Android ali iOS aplikacijo [24].  
Firebase ponuja naslednje storitve v oblaku: 
• Analytics: analitika aplikacij – število namestitev aplikacij, opravljenih 
operacij, prikazanih zaslonov, strani, klikov itd.; 
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• Firebase Cloud Messaging: storitev za pošiljanje sporočil in obvestil Android, 
iOS ter spletnim aplikacijam; 
• Authentication: avtentikacija uporabnikov z uporabo Google, Facebook, 
GitHub in Twitter računov ter dvofaktorska avtentikacija s pošiljanjem SMS 
sporočila s kodo na mobilno številko; 
• Firebase Realtime Database in Firebase Firestore: podatkovni bazi v 
realnem času; 
• Firebase storage: shramba datotek v datotečnem sistemu; 
• Hosting: gostovanje statičnih in dinamičnih spletnih strani; 
• Functions: funkcije, napisane v programskem jeziku JavaScript, ki izvajajo 
kodo zalednega sistema in imajo dostop do vseh podatkov in storitev v Firebase 
projektu, v katerem se nahajajo; 
• ML Kit (angl. Machine Learning Kit): nudi storitve strojnega učenja, ki 
omogočajo zaznavanje besedila, obraza, jezika, v katerem je napisano besedilo, 
detekcijo in sledenje določenemu predmetu, klasifikator slik, prevajanje teksta 
v realnem času ter še nekatere druge funkcije; 
• Crashlytics: analitika zrušitev aplikacij in vzroki zanje; 
• Performance: analitični podatki o hitrosti delovanja aplikacije; 
• Test Lab: avtomatsko izvajanje testov uporabniškega vmesnika za Android in 
iOS aplikacije na fizičnih napravah; 
• AdMob: uporaba Googlovega oglaševanja v aplikaciji. 
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Slika 4.4: Domača stran Firebase konzole, ki omogoča interaktivno upravljanje s storitvami in 
podatki 
4.6.1 Firebase Cloud Messaging 
Firebase Cloud Messaging je storitev za pošiljanje sporočil in obvestil Android, 
iOS in spletnim aplikacijam. Vsaka namestitev aplikacije dobi svoj lastni unikatni 
identifikacijski ključ – žeton. Sporočilo oz. notifikacijo se lahko pošlje skupini 
uporabnikov ali pa samo določenim uporabnikom. Skupini uporabnikov se pošlje tako, 
da se kot naslovnik določi kanal sporočila, uporabniki pa morajo biti na ta kanal 
naročeni. Naročilo se izvede v sami aplikaciji ob njenem prvem zagonu. Določenemu 
uporabniku pa se pošlje tako, da se kot naslovnik določi njegov žeton. Sporočila lahko 
testno pošiljamo preko Firebase konzole, za avtomatsko pošiljanje pa lahko naredimo 
HTTP POST zahtevo na https://fcm.googleapis.com/fcm/send, kjer v glavo dodamo 
identifikacijski ključ Firebase projekta. Kot vsebino zahteve dodamo niz v JSON 
formatu [25].  
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{ 
"to" : "ŽETON ALI KANAL", 
"notification" : { 
    "title": "Naslov notifikacijskega sporočila", 
    "body" : "Vsebina notifikacijskega sporočila" 
}, 
"data" : { 
    "title": "Naslov podatkovnega sporočila", 
    "body" : "Vsebina podatkovnega sporočila", 
    "parameter_1" : "Podatek za parameter_1", 
    "parameter_2" : "Podatek za parameter_2" 
} 
} 
Primer vsebine sporočila v JSON formatu. 
Pošiljamo lahko različna sporočila in notifikacije. V parametru to definiramo 
naslovnika/-e z žetonom ali imenom kanala. Za definiranje naslovnika bi lahko 
uporabili tudi parameter token, kjer definiramo uporabnikov žeton, ali parameter 
topic, kjer definiramo kanal. Za pošiljanje notifikacije uporabimo parameter 
notification, ki vsebuje naslov in vsebino. Za pošiljanje sporočil z raznimi 
podatki pa uporabimo parameter data, ki lahko vsebuje personalizirane parametre, ki 
jih moramo nato v aplikaciji ročno razčleniti. S parametri android, apns (iOS) in 
webpush pa lahko dodamo podatke, ki so namenjeni samo določeni platformi [26].  
4.6.2 Firebase Firestore 
Firebase Firestore je NoSQL (nerelacijska) baza v oblaku, ki beleži spremembe 
v realnem času. Podatki so strukturirani v tri nivoje. Najvišji nivo je zbirka (angl . 
collection), ki vsebuje seznam dokumentov, vsak dokument pa vsebuje elemente. 
Zbirke in dokumenti morajo imeti edinstven ključ, ki je lahko ročno ali avtomatsko 
generiran. Elementi so lahko osnovne podatkovne enote (število, niz, logična vrednost, 
časovni žig, seznam in koordinate). Element pa je lahko tudi nova zbirka in v njej 
dokumenti z elementi. Vse zbirke, dokumente in elemente je mogoče spreminjati in 
brisati v aplikacijah preko API-ja ter preko spletne konzole. Preko API-ja je 
omogočeno izvajanje poizvedb po zbirkah, dokumentih in elementih z določenimi 
vrednostmi. 
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4.6.3 Firebase Functions 
Firebase funkcije so funkcije, ki so v spletnih aplikacijah del zalednega dela 
spletne aplikacije. Priročne so, ker ni potrebno razviti lastnega zalednega dela, ampak 
so integrirane v Firebase projekt in lahko komunicirajo z njim ter spremljajo njegove 
dogodke [27].  
Na voljo imamo različne konfiguracije funkcij: 
• funkcija, ki se izvede ob novem zapisu ali spremembi v bazi Firerestore ali 
Realtime Database in nato pošlje uporabniku ali kanalu notifikacijo s 
prilagojeno vsebino. Primer: uporabnik napiše sporočilo drugemu uporabniku, 
sporočilo se shrani v bazo, funkcija pošlje notifikacijo naslovniku, da je prejel 
novo sporočilo. 
• Funkcija, ki se izvede ob novem zapisu ali spremembi v bazi Firestore ali 
Realtime Database ter nato naredi nov zapis v bazo. Primer uporabe: uporabnik 
napiše besedilo, besedilo se shrani v bazo, funkcija prebere besedilo, ga 
prevede v drugi jezik in prevedeno besedilo shrani v bazo. 
• Funkcije izvajajo časovno in procesorsko zahtevne operacije v oblaku namesto 
da se izvajajo na napravi. Primer: uporabnik bi rad spremenil resolucijo video 
posnetka; naloži ga na Firebase shrambo, izvede se funkcija, ki izvozi nov 
video na shrambo in obvesti uporabnika, da je operacija uspešno izvedena. 
• Funkcije, povezane z zunanjimi storitvami. Funkcije se sproži z akcijo spletne 
zanke (angl. webhook) iz zunanje storitve. Naloga funkcije je lahko tudi API 
klic na zunanjo storitev. Primer uporabe: uporabnik naloži nov del kode na 
GitHub, sproži se funkcija, ki obvesti so-programerja. 
4.7 Programski jezik Kotlin 
Kotlin je odprtokodni programski jezik, ki ga je začelo razvijati podjetje 
JetBrains. Deluje na tri načine:  
• na osnovi javanskega prevajalnika in javanskega navideznega stroja, hkrati pa 
lahko operira tudi z javanskimi razredi, 
• s prevajalnikom za JavaScript ali 
• s prevajanjem v nativno kodo različnih platform. 
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Hkrati ima lastnosti objektno orientiranega programskega jezika in funkcijskega 
programskega jezika, tako da lahko izkoristi prednosti obeh. Poleg tega ima preprosto 
in berljivo sintakso ter varovalo pred operacijami z ničelnimi oz. manjkajočimi 
vrednostmi. 
Uporablja se predvsem z javanskim navideznim strojem pri programiranju 
Android aplikacij, leta 2017 ga je Google določil kot kompatibilen programski jezik 
za Android, leta 2019 pa kot priporočen programski jezik za Android razvijalce. Poleg 
Androida pa se uporablja tudi na strežnikih, kjer se uporablja namesto programskega 
jezika Java [28][29]. 
4.8 Označevalni jezik XML 
XML (angl. eXtensible Markup Language) ali razširljivi označevalni jezik je 
preprost in človeku berljiv jezik, ki se uporablja na širokem področju za podajanje 
podatkov. Nosi podatke o sami strukturi zapisa podatkov ter podatke. XML dokument 
je zgrajen iz dveh osnovnih gradnikov: elementov in atributov. Vsak element je obdan 
z značkami, znotraj značk je definirano ime elementa, takoj po začetnih značkah in 
pred končno značko pa je vsebina elementa. Vsebina elementa je lahko preprosta 
vrednost ali niz, lahko pa tudi gnezden element. Atributi pa podajajo dodatne lastnosti 
elementov. Definirani so znotraj značk elementa. Vsak element ima lahko več 
atributov. Z XML dokumentom lahko tudi definiramo predstavitev podatkov. V 
Androidu se XML uporablja za hranjenje konstantnih vrednosti, kot so nizi, števila, 
barve itd., definiramo pa tudi strukturo pogledov, njihovo vsebino in lastnosti [30]. 
 
Slika 4.5: Primer zapisa v XML formatu z označenimi gradniki 
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4.9 JSON format 
JSON (angl. JavaScript Object Notation) je učinkovit in preprost odprtokodni 
datotečni format. Uporablja se za zapis, hranjenje in izmenjavo podatkov. 
Kompatibilen je z večino programskih jezikov in je od njih neodvisen. Struktura JSON 
dokumenta je zelo preprosta, saj je zgrajen iz objektov. V objektu je več elementov 
zapisanih s parom ime/vrednost. Vrednost elementa je lahko niz, število, logična 
vrednost, ničelna vrednost, nov objekt ali pa seznam objektov. Če je v nekem objektu 
več elementov, so ti ločeni z vejico. Ravno tako so posamezni objekti v seznamu ločeni 
z vejico. JSON datoteka ima lahko shemo, ki določa dovoljeno strukturo objektov in 
njihovih vrednosti [31].  
JSON format se uporablja na mnogih področjih izmenjave podatkov, med njimi 
je tudi izmenjava podatkov med strežnikom in odjemalcem. Pri odgovoru na HTTP 
zahtevo je vsebina odgovora napisana v JSON formatu, pri tem je pomembno, da je 
tip vsebine odgovora definiran kot application/json. Za pretvorbo JSON 
formata v javanski ali kotlinski razred se uporabljajo avtomatski pretvorniki, kjer je 
javanskim/kotlinskim razredom definirana shema, ki se uporabi pri pretvorbi. Primer 
najbolj znanih pretvornikov sta knjižnici Gson in Moshi. 
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5 Aplikacija 
Rezultat diplomske naloge je aplikacija na sistemu Android, ki spremlja vožnjo 
uporabnika, tako da s pomočjo GNSS signala pridobi lokacijo uporabnika, nato pa s 
pomočjo internetne povezave pridobi ime lokacije. S pomočjo lokacije pa lahko 
določi, ali se uporabnik vozi na avtocesti ter spremlja njegovo premikanje – 
spreminjanje lokacije. Aplikacija je v celoti napisana v programskem jeziku Kotlin in 
označevalnem jeziku XML ter uporablja arhitekturni vzorec MVP. 
5.1 Opis arhitekture 
Aplikacija deluje na napravah s sistemom Android. Naprava potrebuje GNSS 
sprejemnik ter možnost povezovanja na splet.  
S pomočjo GNSS sprejemnika naprava sprejema signale GNSS satelitov in tako 
določi svojo lokacijo na Zemlji (Android naprava si za določanje lokacije pomaga tudi 
z baznimi postajami in Wi-Fi dostopovnimi točkami, s katerimi je povezana). 
Naprava pošlje poizvedbo na Nominatim strežnik s parametri svoje lokacije 
(zemljepisne širine in dolžine). Strežnik vrne JSON odgovor z opisom lokacije, s 
katero je bila poizvedba izvedena. 
Ko je zaznana vožnja v napačno smer, naprava pošlje na Firebase podatkovno 
bazo dogodek o vožnji v napačno smer. Firebase pa nato reagira tako, da pošlje potisno 
sporočilo s pomočjo sistema Firebase Cloud Messaging vsem napravam, ki imajo 
nameščeno aplikacijo oz. so naročene na sporočila tega Firebase projekta. 
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Slika 5.1: Arhitektura aplikacije 
5.2 Opis delovanja 
Ob zagonu aplikacije se zahteva vklop GNSS sprejemnika ter internetna 
povezava, saj brez njiju aplikacija ne deluje. Aplikacija ne začne avtomatsko 
spremljati vožnje, ampak mora spremljanje sprožiti uporabnik. Ob sprožitvi aplikacija 
najprej zahteva lokacijo naprave. 
Lokacijo dobi preko GNSS sprejemnika. Ko jo prvič pridobi, jo nato zahteva na 
vsako sekundo. Za vsako različno pridobljeno lokacijo se nato naredi poizvedba na 
Nominatim Open Street Map strežnik s koordinatami. Strežnik za vsako poizvedbo 
vrne opis lokacije. 
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Primer API klica na Nominatim strežnik s koordinatami (zemljepisna širina: 
46,544916; zemljepisna dolžina: 15,693969): 
http://83.212.82.219/nominatim2/search.php?format=json&q=46.544915%2015.693
480 
(83.212.82.219 je v tem primeru IP naslov strežnika na Okeanosu). 
[   
   {   
      "place_id":"274490", 
      "licence":"Data © OpenStreetMap contributors, ODbL 
                 1.0. https:\/\/osm.org\/copyright", 
      "osm_type":"way", 
      "osm_id":"283764622", 
      "boundingbox":[   
         "46.5438726", 
         "46.5450307", 
         "15.6925134", 
         "15.6955059" 
      ], 
      "lat":"46.5450284", 
      "lon":"15.693969", 
      "display_name":"A1 Entrance (Maribor-Ljubljana), 
                      Brezje, Maribor, Podravska, 
                      2000, Slovenija", 
      "class":"highway", 
      "type":"motorway_link", 
      "importance":0.001 
   } 
] 
Odgovor strežnika, v katerem je jedro v JSON formatu. 
44 Aplikacija 
 
V odgovoru dobimo seznam lokacij, ki ustrezajo koordinatam, na vrhu seznama 
je vedno lokacija, ki najbolj ustreza, zaradi tega za analizo vzamemo samo prvi 
element, ostale pa izpustimo/ignoriramo. 
Za nas so najbolj pomembni parametri display_name, class in type. 
Najprej preverimo class, ki nam pove, če gre za cesto ali kaj drugega. Type nam 
pove tip ceste. Konkretno nas zanimajo le vrednosti motorway (avtocesta), trunk 
(hitra cesta), motorway_link (avtocestni priključek) ter trunk_link (priključek 
na hitro cesto), ostale vrednosti niso relevantne, saj nas zanima le vožnja po avtocesti 
oz. hitri cesti. Display_name pa je tretji in najpomembnejši podatek. Poda nam ime 
avtoceste (A1), ali gre za vstopni pas (angl. Entrance) ali izstopni pas (angl. Exit) ali 
gre za splošni del avtoceste (brez parametra). Drugi pomemben podatek pa je smer 
pasu, v našem primeru je smer Ljubljana → Maribor. 
Če je lokacija del avtoceste, potem naredimo nadaljnjo analizo, v aplikaciji se 
na vstopu na avtocesto ustvari nov objekt vožnje (HighwayJoruney) po avtocesti.  
data class HighwayJourney( 
val locations: MutableList<LocationData>, 
           var entered: Boolean = false, 
           var onHighway: Boolean = false, 
           var exited: Boolean = false, 
           var directionFrom: String? = null, 
           var directionTo: String? = null, 
           var directionFromSum: Float = 0f, 
           var directionToSum: Float = 0f, 
           var startDistanceFrom: Float? = null, 
           var startDistanceTo: Float? = null, 
           var wrongDirectionCount: Int = 0, 
           var notificationSent: Boolean = false 
) 
Podatkovni razred HighwayJoruney  v programskem jeziku Kotlin. 
  
Opis delovanja 45 
 
V objektu se hrani: 
• locations: seznam lokacij, v ta seznam se vsako sekundo vožnje po 
avtocesti doda nov element. V objektu lokacije pa so shranjene zemljepisna 
širina in dolžina ter podatki iz API odgovora o lokaciji – torej opis lokacije ter 
razred/tip lokacije; 
• entered: logična spremenljivka, ki označuje, ali je vozilo bilo na vstopnem 
pasu avtoceste, 
• onHighway: logična spremenljivka, ki označuje, ali je vozilo bilo na glavnem 
pasu avtoceste, 
• exited: logična spremenljivka, ki označuje, ali je vozilo bilo na izstopnem 
pasu avtoceste, 
• directionFrom, directionTo: niza, ki označujeta končni mesti relacije 
avtoceste in s tem tudi smer vožnje, 
• directionFromSum, directionToSum: skupni seštevek, koliko se je 
vozilo od začetka vožnje oddaljilo (pozitivna vrednost) oz. približalo 
(negativna vrednost) od začetnega oz. končnega mesta relacije, 
• startDistanceFrom, startDistanceTo: razdalji do končnih mest 
relacije ob začetku vožnje. Uporabljajo se za računanje skupnega seštevka; 
• wrongDirectionCount: števec, ki označuje koliko lokacij je zaznanih kot 
vožnja v napačno smer, če je števec večji od 20, se pošlje obvestilo ostalim 
uporabnikom, 
• notificationSent: logična spremenljivka, ki označuje, da je bilo potisno 
sporočilo uspešno poslano. Omogoča, da se sporočilo pošlje natanko enkrat. 
Lokalno aplikacija hrani koordinate mest relacije (npr. koordinate Ljubljane in 
Kopra), če lokacija določenega končnega mesta relacije še ni shranjena, se naredi 
zahteva na Nominatim strežnik s poizvedbo za koordinate mesta. 
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Primer API klica na Nominatim strežnik za poizvedbo koordinat mesta: 
http://83.212.82.219/nominatim2/search.php?format=json&q=Vrtojba 
(83.212.82.219 je v tem primeru IP naslov strežnika na Okeanosu). 
{   
      "place_id":"103189", 
      "licence":"Data © OpenStreetMap contributors, ODbL 
                 1.0. https:\/\/osm.org\/copyright", 
      "osm_type":"node", 
      "osm_id":"445470283", 
      "boundingbox":[   
         "45.8959781", 
         "45.9359781", 
         "13.6139114", 
         "13.6539114" 
      ], 
      "lat":"45.9159781", 
      "lon":"13.6339114", 
      "display_name":"Vrtojba, Goriška, Slovenija", 
      "class":"place", 
      "type":"village", 
      "importance":0.385, 
      "icon":"\/nominatim2\/images\/mapicons\/poi_place_vil 
              lage.p.20.png" 
} 
Odgovor strežnika v JSON formatu s seznamom lokacij, ki ustrezajo mestu, zanima 
nas samo lokacija z razredom place. 
Iz odgovora API klica upoštevamo samo parametra lat in lon, ki predstavljata 
koordinate mesta, in se nato uporabljata za spremljanje smeri vožnje in povprečnega 
premikanja vozila.  
Ker lokacijski sprejemnik ni dovolj natančen, da bi z njim lahko zagotovo vedeli, 
na katerem pasu se vozilo nahaja, se za smer vožnje uporabi pas, ki je določen pri 
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vstopu na avtocesto. Vstopni pas je dovolj odmaknjen od glavnih pasov, tako da lahko 
z veliko verjetnostjo vemo, za katero smer gre. Za nadaljnjo analizo se uporablja smer, 
ki je bila določena na začetku, razen če je vozilo zadnjih 60 lokacij na drugem pasu. 
Tu lahko pride do problema v primeru dela na cesti, kjer je ves promet premaknjen na 
eno stran avtoceste. 
Primarno se torej za prepoznavanje smeri vožnje upošteva vstop na avtocesto. 
Če vstopamo na avtocesto na izhodu, je že to alarmantno, vendar zaradi nenatančnosti 
GNSS-ja še ne moremo zagotoviti, da gre res za izhod. Aplikacija v tem primeru 
prikaže le lokalno opozorilo, ne opozori pa ostalih uporabnikov, voznika pa opozori z 
zvočnim opozorilom. Ko je vozilo že na avtocesti, aplikacija spremlja smer, če se 
vozilo premika v skladu z relacijo. Če se premika v nasprotni smeri (primer: relacija 
je Ljubljana → Koper, vozilo pa se v povprečju pomika proti Ljubljani, namesto proti 
Kopru), aplikacija to zazna kot vožnjo v napačno smer. V takem primeru aplikacija 
prikaže lokalno opozorilo, hkrati pa po najmanj 20 lokacijah (ena lokacija na sekundo) 
vožnje v napačno smer tudi opozori ostale uporabnike aplikacije. S čakanjem na 20 
zaporednih lokacij se izognemo morebitnim napačnim zaznavanjem. Voznik, ki vozi 
v napačno smer, pa je opozorjen z intenzivnejšim zvočnim opozorilom. 
Opozarjanje ostalih uporabnikov je implementirano z uporabo Firebase storitev 
v oblaku. Ob zaznani vožnji v napačno smer aplikacija pošlje objekt na Firebase 
Firestore podatkovno bazo. V objektu so koordinate vozila ob dogodku, datum in čas 
dogodka ter opis lokacije, ki ustreza koordinatam. Firebase projekt ima nastavljeno 
funkcijo, ki se sproži ob zapisu v določen dokument v Firebase Firestore podatkovno 
bazo. V tem primeru se sproži zapis v dokument z opozorili o nasprotni smeri. 
Funkcija, ki se izvede, pa je pošiljanje potisnih sporočil preko Firebase Cloud 
Messaging na vse naprave, ki so naročene na ta kanal. Na ta kanal so naročene vse 
naprave, ki imajo naloženo aplikacijo, ki je povezana na ta Firebase projekt.  
Ob prejemu potisnega sporočila nam v opisu piše opis lokacije, s klikom na 
sporočilo pa se nam odpre aplikacija. Na zemljevidu je označena točka, kjer je bila 
zaznana vožnja v nasprotno smer. 
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Slika 5.2: Posnetek zaslona - prikaz nasproti vozečega vozila na zemljevidu 
Ko uporabnik zaključi z vožnjo, pritisne na gumb za zaključek vožnje, vožnja se 
v tem primeru shrani v lokalno bazo za nadaljnjo uporabo. 
5.2.1 Delovanje v ozadju 
Vsaka aplikacija na sistemu Android ima tri osnovna stanja:  
• aplikacija je v ospredju – kar pomeni, da se trenutno izvaja;  
• aplikacija je v ozadju – stanje aplikacije je shranjeno v delovnem spominu, 
vendar se ne izvaja;  
• aplikacija je zaprta – se ne izvaja in ni v spominu. 
Namen aplikacije je, da deluje v ozadju, tako da se lahko uporablja druga 
aplikacija v ospredju oz. ima naprava ugasnjen zaslon. To v sistemu Android 
dosežemo z uporabo storitev. Storitve se lahko izvajajo tako v ospredju kot v ozadju. 
Za spremljanje vožnje izberemo delovanje v ospredju, kar pomeni, da se storitev izvaja 
kot primarna akcija v aplikaciji. Če bi izbrali storitev v ozadju, bi se storitev ustavila, 
ko bi prešla aplikacija v ozadje.  
Od Android verzije 8.0 (API 26) je zaradi varčevanja z energijo omejena tudi 
storitev v ospredju, če je nosilna aplikacija v ozadju. Če želimo, da se storitev še vedno 
izvaja, ji moramo odpreti obvestilo v vrstici z obvestili, tako je uporabnik obveščen o 
delovanju storitve [32]. 
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Različni proizvajalci Android naprav imajo drugačne različice Android 
operacijskega sistema in imajo zaradi tega različne ukrepe za varčevanje z energijo. 
Nekatere naprave tako zaprejo storitev v ospredju z obvestilom, tudi ko je naprava v 
spanju, če se ta storitev izvaja preveč časa. Na varčevanje z energijo razvijalec ne more 
vplivati, zato ne moremo zagotoviti, da bo aplikacija delovala na vseh napravah z 
zaprtim zaslonom (v spanju). 
5.2.2 Simulacija vožnje 
Za namene testiranja je v aplikaciji implementirana tudi simulacija vožnje. 
Vsaka opravljena vožnja se shrani v lokalno bazo na telefonu. Vsako vožnjo lahko 
nato večkrat simuliramo z različnimi parametri in pragi zaznavanja vožnje v nasprotno 
smer. Poleg tega lahko simuliramo tudi vožnjo v nasprotno smer, tako da preprosto 
pravilno vožnjo simuliramo v obratni smeri, ko da bi vozili nazaj. S tem se izognemo 
dejanskemu testiranju vožnje na fizični avtocesti. Shranjena vožnja je boljša od 
"umetno ustvarjene" vožnje, saj prikaže realno vožnjo na avtocesti. 
Spremljanje vožnje na simulaciji poteka na identičen način kot vožnja s 
poizvedbo po opisu lokacije, relaciji in smeri vožnje. Delujejo tudi obvestila in potisna 
sporočila, vendar se ta pošljejo na drugi kanal kot prava vožnja. 
5.3 Uporabniški vmesnik 
Primarni namen aplikacije ni njen izgled, saj naj bi večinoma delovala v ozadju. 
Kljub temu je implementiran tudi preprost uporabniški vmesnik, ki je v večini 
definiran z označevalnim jezikom XML. Osnovni zaslon vmesnika je personaliziran 
Google zemljevid, na katerem je prikazana trenutna lokacija naprave. Za začetek in 
konec spremljanja vožnje se uporablja isti gumb, ki je pred začetkom obarvan v zeleno 
barvo, med spremljanjem pa v rdečo barvo. 
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Slika 5.3: Posnetka zaslona začetnega zaslona z zemljevidom in menijem 
Ko se začne spremljanje vožnje, se njen potek izrisuje z modro črto. Debelina 
črte pa nam pove, kakšna je natančnost lokacijskega signala v določeni točki. 
   
Slika 5.4: Posnetki zaslona med snemanjem vožnje 
V isti aplikaciji si lahko ogledamo tudi seznam opravljenih voženj ter jih nato 
simuliramo na podobnem vmesniku kot pravo vožnjo. Dodano je tudi potrditveno 
polje, kjer izberemo ali želimo simulirati vožnjo, kot je bila posneta, ali v obratni 
smeri. 
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Slika 5.5: Posnetek zaslona seznama shranjenih voženj 
 
Slika 5.6: Posnetek zaslona vmesnika za simuliranje posnete vožnje 
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Slika 5.7: Posnetki zaslona med simuliranjem vožnje v pravo in obratno smer z opozorilom o vožnji v 
napačno smer 
5.4 Prednosti in slabosti sistema 
Največja prednost takega sistema je zagotovo dejstvo, da deluje na vsaki 
Android napravi, ki ima GNSS sprejemnike ter internetno povezavo. Sistem za 
zaznavanje tako ni odvisen od vozila. Potrebnega ni nobenega posega v infrastrukturo 
avtocest. Voznik je takoj obveščen, če vozi v napačno smer. Prednost je tudi takojšnje 
obveščanje ostalih uporabnikov o vozniku, ki vozi v napačno smer. 
Slabost je kar visoka poraba baterije zaradi GNSS sprejemnika in podatkovne 
povezave s strežnikom, ki bi jo rešili tako, da bi aplikacijo namestili v medijsko 
konzolo v avtomobilu (npr. Google Auto ali Apple Carplay). Druga slabost je ta, da je 
sistem omejen na podatek, ki ga dobi s strežnika. Če nekega podatka strežnik nima oz. 
ga ne poda v pravilni (preddefinirani) obliki, potem sistem ne bo deloval. Sistem zaradi 
tega deluje samo v Sloveniji, ker so podatki o smereh vneseni v Open Street Map bazo 
za avtoceste na območju Slovenije. Slabost je tudi ta, da je zaznavanje omejeno z 
natančnostjo GNSS sprejemnika. 
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5.5 Nadaljnji razvoj 
Za zaznavanje vožnje v napačno smer bi lahko dodali še računalniški vid – 
predvsem za zaznavanje prometnega znaka "Stop, napačna smer", ki ga zasledimo na 
vsakem priključku na avtocesto. To bi lahko implementirali z uporabo OpenCV 
knjižnice za Android, ki omogoča vse funkcije splošne OpenCV knjižnice, med 
katerimi je tudi zaznavanje predmetov. Vendar pri zaznavanju pridemo do problema, 
saj je zaradi postavitve prometni znak lahko viden tako na začetku vstopnega kot na 
začetku izstopnega pasu in je težko določiti kriterij, kdaj gre za vožnjo v pravilno in 
kdaj v napačno smer. 
Drugi primer uporabe računalniškega vida je zaznavanje ostalih vozil – zanima 
nas, ali vozila vozijo v isti smeri kot mi ali v nasprotni. Medtem ko zaznavanje vozila 
kot predmeta ni tako zahtevno, je zahtevnejše zaznavanje, ali je vozilo obrnjeno proti 
nam ali v isti smeri kot mi. Zgolj upoštevanje dejstva, ali se nam vozilo približuje ali 
se od nas oddaljuje, nam še ne pove zagotovo, v katero smer vozi. Problem nastane 
tudi z avtomobili s sosednjega pasu, še posebej tam, kjer je pregrada med pasovoma 
nižja. Poleg tega pa želimo vožnjo v napačno smer zaznati čimprej, že pri vstopu na 
avtocesto. 
Lokacijski sprejemnik bi lahko uporabili tudi za zaznavanje smeri zavijanja pri 
vključevanju na avtocesto. Načeloma velja, da se na avtocesto pravilno vključujemo 
tako, da najprej zavijemo nekoliko v desno smer in nato se vključimo na pas, da 
zavijemo levo. Če je najprej leva smer, potem pa desna, gre za vključevanje na 
izstopnem pasu, kar kaže na napačno smer vožnje. Smer zavijanja lahko zaznamo z 
vektorjem spreminjanja koordinat. Zaznavanje zavijanja postane problematično tudi 
zaradi raznolikih priključkov na avtocesto, nekateri gredo tudi čez oz. pod cesto, zato 
je težko določiti, katere zavoje upoštevati. 
Priložnost za boljše zaznavanje pa ima zagotovo strojno učenje. Z uporabo 
dovolj učnih primerov pravilnega vključevanja in napačnega vključevanja, bi lahko 
zgradili model, ki bi klasificiral, ali je bilo vključevanje na avtocesto na vstopnem ali 
izstopnem pasu. Poglavitni problem takega sistema je zbiranje podatkov, predvsem 
vključevanje na izstopnem pasu, saj to težko testiramo. Razen če zbiramo podatke o 
pravilni vožnji in pravilnem izključevanju in nato podatke obrnemo, da dobimo 
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vključevanje na izstopnem pasu, vendar to vseeno ni najbolj reprezentativni primer. 
Drugi problem so osamelci, primeri, ki jih klasifikator z majhno gotovostjo klasificira.  
Če uporabimo več različnih metod zaznavanja, lahko pridemo do problema, ko 
si rezultati metod niso enotni. Kateri rezultat upoštevati v takem primeru? Potrebna bi 
bila ocena gotovosti, vendar je tudi v tem primeru mogoča napaka. 
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6 Zaključek 
Vožnja v napačno smer na avtocestah in hitrih cestah predstavlja kar velik 
problem tako v Sloveniji kot drugod po svetu. Za preprečevanje nesreč je bilo uvedenih 
kar nekaj različnih ukrepov. Posegi v infrastrukturo avtocest so učinkoviti, vendar 
zahtevajo veliko dela in visoke investicije. Posegi v vozila niso odvisni od družbe za 
avtoceste ter zato zahtevajo sodelovanje med avtocestno družbo in proizvajalcem 
sistema. Njihova prednost pa je, da so preprostejši za namestitev.  
V diplomskem delu se osredotočamo na sistem za zaznavanje vožnje v napačno 
smer, ki je nameščen v vozilu. V tem primeru gre za aplikacijo za pametni telefon s 
sistemom Android. Aplikacija, ki smo jo razvili, omogoča zaznavanje vožnje v 
napačno smer tako, da spremlja premikanje vozila ob vstopu na avtocesto in na 
avtocesti. Iz koordinat se nato pridobi podatek z opisom lokacije, ki nam pove, ali je 
na tem mestu avtocesta ter kateri del oz. pas avtoceste je na tem mestu. Aplikacija 
hkrati vozniku tudi sporoča, ali se na avtocesto vključuje pravilno ali napačno ter če 
po avtocesti vozi v pravilno ali napačno smer. V primeru suma na vožnjo v napačno 
smer je voznik vizualno in zvočno opozorjen. Če je zaznana vožnja v napačno smer 
več kot 20 sekund (20 zaporedno zabeleženih lokacij), se sproži obveščanje vseh 
drugih uporabnikov aplikacije o vozilu, ki vozi v nasprotno smer, in lokaciji tega 
vozila. Namen aplikacije je, da deluje v ozadju, njen vmesnik ni bistven, vendar 
pripomore k bolj preglednemu stanju vožnje. 
Največji problem, do katerega prihaja pri uporabi aplikacije, je nenatančnost 
določanja lokacije, vendar je to deloma odpravljeno z upoštevanjem vstopnega in 
izstopnega pasu, ki so od glavnih pasu avtoceste nekoliko odmaknjeni. Še vedno pa 
ostaja problem pri kompleksnejših razcepih, kjer se relacija avtoceste lahko spremeni. 
Predvsem problematični so razcepi, kjer se pasovi vertikalno prepletajo. 
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Razvito aplikacijo bi se dalo izboljšati z uporabo dodatnih sistemov za 
zaznavanje vožnje v napačno smer, kot so računalniški vid za analizo prometne 
signalizacije in ostalih avtomobilov ter strojno učenje in umetna inteligenca za 
določanje stopnje verjetnosti za vožnjo v nasprotno smer glede na podatke premikanja.  
Prihodnost ostaja svetla, saj je bilo v zadnjih letih razvitih več sistemov za 
asistenco pri vožnji. Vedno bolj se tudi bližamo avtonomnim vozilom, za katera 
upamo, da bodo zmanjšala število pojavov voženj v napačno smer, vendar obstaja 
možnost, da se bodo pojavili drugi vzroki za prometne nesreče. V začetni fazi je tudi 
mobilno omrežje 5G, ki omogoča še hitrejšo in zanesljivejšo povezljivost med 
napravami. Z novim omrežjem bi se povečala komunikacija med vozili, kar bi skupaj 
z avtonomno vožnjo preprečilo še več nesreč. Vendar je trenutno odprto vprašanje 
vpliva 5G omrežja na človeško zdravje.  
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