In this chapter, we present the action-object pair approach as a conceptual framework for conducting transaction log analysis. We argue that there are two basic components in the interaction between the user and the system recorded in a transaction log, which are action and object. An action is a specific expression of the user. An object is a self-contained information object, the recipient of the action. These two components form one interaction set or an action-object pair. A series of action-object pairs represents the interaction session. The action-object pair approach provides a conceptual framework for the collection, analysis, and understanding of data from transaction logs. We believe that this approach can benefit system design by providing the organizing principle for implicit feedback and other interactions concerning the user and delivering, for example, personalized service to the user based on this feedback. Action-object pairs also provide a worthwhile approach to advance our theoretical and conceptual understanding of transaction log analysis as a research method.
your victory will never be endangered" (p.129) . This advice can be applied on the battlefield, but it can also apply to building information technology systems.
In a broad sense, one can understand Sun's maxim as if you can know your own capability, and the characteristics and capabilities of people you deal with, it will be easier to devise processes appropriate to the situation. Therefore, in order to fulfill users' information needs and serve them better, we should know the users, understand their goals, and recognize their information search tactics. If we can recognize users' needs and their ways of approaching information, we can provide users with more suitable searching systems.
There are multiple ways to identify the individual user and provide tailored information systems. Search engines can learn about the users both explicitly and implicitly (Keenoy & Levene, 2005) . In an explicit fashion, the users provide the necessary information to the system. The basis of this approach is that users would like to answer the questions, fill in a series of forms, or set up the profiles themselves. However, according to Keenoy and Levene (2005, p. 205) , explicit feedback has low implementation rates due to the high cost of time and energy, unpredictable and unobvious benefits, and privacy concerns. This is in accordance with Zipf's Law -an individual will only perform actions that cost "the least effort" (Case, 2002, p. 140 ). Zipf's Law is a grounded and fundamental theoretical construct for information seeking studies. Zipf's Law is used to guide user studies and understanding of human behaviors, as well as the development of information systems.
Rather than relying on explicit feedback by users, implicit feedback based on the analysis of interactions between the user and the system may be a better approach (Keenoy & Levene, 2005; Khopkar, Spink, Giles, Shah, & Debnath, 2003) . Although it certainly depends on the design goals, the implicit approach is in many ways superior since the user does not need to perform more ac-tions such as answering questions or setting up profiles. It is an unobtrusive method; therefore, the approach has less chance of altering users' behavior.
The implicit approach is also highly dynamic. Since it analyzes and models current user interactions, it adapts well even if the users' information needs change over time. White, Ruthven, and Jose (2001) compared the effectiveness of explicit and implicit feedback techniques and claimed no statistical difference between the two approaches. In addition, according to Zipf's Law (1949) , to users, the implicit feedback approach seems to be superior to the explicit feedback approach considering it costs them nothing but has the same effectiveness as the explicit feedback.
A search engine transaction log is "an electronic record of interactions that have occurred during a searching episode between a Web search engine and users searching for information on that Web search engine" (Jansen, 2006, p. 408) . One can use the record of these interactions as a source of the implicit feedback. Dumais (2002) believes this is the only method for obtaining considerable amounts of data about users in a complex environment like the Web. Therefore, transaction log analysis seems a practical and convenient way to know the interactions of users with information systems. One can develop the user model by analyzing the data in transaction logs. Using this data, the system can make backward inferences to model the user and then make forward inferences to assist them with their information need.
However, there is a lack of theoretical frameworks for collecting, analyzing, and understanding data from transaction logs. Do we really need to analyze users' every communication with the computer? If not, what kinds of user-system interactions do the transaction logs need to contain? Log files are usually huge and messy. How can we effectively and efficiently organize and analyze them? How can we get the data to make sense and understand users via the log file? A modeling framework is needed to address these problems. In this chapter, we propose the action-object pair approach as a conceptual method to collect, analyze and understand transaction log data.
In the following section, we present the relevant concepts and the theoretical foundations of the action-object pair approach. We will provide a detailed description of the approach in the method section and its potential applications in the application section. We then describe a series of studies on applying the action-object pair approach to show its practical and theoretical values in the case study section. In the conclusion section, we sum up the issues, the underpinnings, and the advantages of the action-object pair approach.
scIENtIFIc FOUNDAtIONs
The foundational concepts of the action-object pair approach include user modeling in information searching, interaction, implicit feedback, and adaptive hypermedia system. User modeling in information searching allows us to conceptualize the interaction between the user and the system. However, there are various forms of interactions.
For the system design purposes, we are interested in modeling interactions as actions performing upon information objects presented via the system. Implicit feedback explores the way to comprehend users in an unobtrusive fashion. Actions and objects together can inform us about the user and provide ways to capitalize on the implicit feedback. The implicit feedback can be used in system design, especially for personalization. Adaptive hypermedia system design is a promising way to utilize the implicit feedback and fits well with the action-object pairs approach. All of these concepts lead to the idea of using the action-object pair approach to conceptualize the analysis of transaction log data.
Modeling in Information searching
Information scientists have contributed to theorizing the interaction process and modeling searchers in information retrieval and seeking. Wilson (1999) defines a model in the following way: "A model may be described as a framework for thinking about a problem and may evolve into a statement of the relationships among theoretical propositions. Most models in the general field of information behavior are of the former variety: they are statements, often in the form of diagrams, that attempt to describe an information-seeking activity, the causes and consequences of that activity, or the relationships among stages in information-seeking behaviour." (p. 250)
The action-object pair approach is similar to Wilson's (1999, p. 250 ) concept of a model. It provides a framework for thinking about transaction log analysis, which can uncover the interactive relationship between the user and the system. It attempts to describe an information-seeking activity and depicts the relationships between different sessions of information seeking. The action-object approach is theoretically based on Saracevic's stratified model (Saracevic & Kantor, 1997a , 1997b Saracevic, Kantor, Chamis, & Trivison, 1988; Saracevic, Mokros, Su, & Spink, 1991; Spink & Saracevic, 1997) .
Saracevic and his colleagues (Saracevic & Kantor, 1997a , 1997b Saracevic et al., 1988; Saracevic et al., 1991; Spink & Saracevic, 1997) developed the stratified model of information retrieval interaction from a series of studies (refer to Figure 1 ). It describes the interactions between the user and the computer or system during retrieval at a surface level. Saracevic (1997) defined the interaction as "a dialogue between the participants -user and computer -through an interface, with the main purpose to affect the cognitive state of the user for effective use of information in connection with an application at hand" (p.316). It shows that information retrieval (IR) interaction is not a batch process but a deliberate exchange procedure. The exchange occurs on the surface level (i.e. interface). It includes two participants: the user and the computer. Saracevic (1996 Saracevic ( , 1997 argued that the user and the computer have different levels or strata. The user side has at least three levels including cognitive, affective, and situational. The cognitive level refers to users' cognitive structures. Users interact with computers and process information cognitively including query development, query modification, relevance judgment, and such. The affective level refers to users' intentions and intentionality including beliefs, motivations, feelings, desires, urgency and so on. It mediates the interaction process. The situational level refers to the context the user is situated in. The context produces the users' information need and influences the way they approach information.
To Saracevic (1996 Saracevic ( , 1997 , the computer side includes at least three strata, which are engineering, processing, and content. The engineering level includes the hardware and its attributes. The analysis will focus on the influence of the attributes on the interaction process. The processing level includes the software and algorithm. The analysis focuses on their effectiveness and evaluation. The content level refers to the information resources and meta-information. The potential analysis could include the adequacy or nature of information, its representation, and so on. The interaction takes place while different levels interact with each other. The adaptations happen to both participants and meet on the interface. The manner that information is used is determined by levels ranging from content toward situation. Figure 1 . Elements in the stratified model of Information Retrieval Interaction (Saracevic, 1997, p. 316) The strength of the stratified model is its high relevance with the information searching systems. It has a detailed description of the interaction processes and decompositions of both participants into strata, which makes it more relevant to system design compared to most IR models. It focuses exclusively on the query. Saracevic (1997, p. 317) believes "query is the most important aspect of user modeling". One can easily acquire the query via transaction logs. However, the stratified model fails to address the interactive and dynamic nature of the information seeking process beyond labeling it as a communication process. Therefore, we incorporate the action-object pairs into the stratified model and develop the action-object pair approach. We argue that the information seeking process is an interactive and dynamic process as described above. However, what do we mean by "interactive" and "dynamic"? Why is this important for a model?
Interaction
In the area of information searching (i.e., people using online information systems to locate data or information), researchers many times focus on the interactions between people and information searching systems. They picture interactions from different perspectives. Efthimiadis and Robertson (1989) categorized interactions at various stages in the information retrieval process. Bates (1990) presented four levels of interaction (move, tactic, stratagem, and strategy). Belkin and fellow researchers (1995) extensively explored user interaction within an information session. Lalmas and Ruthven (1999) presented interaction as that which occurs across sessions and that which occurs within a session. Jansen and Spink (2006) considered an interaction as any specific exchange between the searcher and the system. The searcher may be multitasking (Spink, 2004) within a searching episode, or the episode may be an instance of the searcher engaged in succes-sive searching (Lin, 2002; Spink, Wilson, Ellis, & Ford, 1998) .
While these definitions of interaction are descriptive at a high level, a more practical definition of interaction from the transaction log analysis perspective can benefit both the theoretical understanding and the system design. We propose defining interaction by using an action-object pair. It describes interactions between people and information searching systems as a set of actionobject pairs. The interaction process is composed of a series of searchers' actions enabled by the information search systems over some information objects. Action and object set is the basic component of interaction. Our definition can be viewed as a combination of multidisciplinary views of interaction. Action is relevant to research in human-computer interaction and computer science. Object is related to studies in information science. Together they provide a conceptual view of interactions from the user's perspective.
From the discussions above, we have a conceptual understanding of the action-object pair approach. It also has some practical value for system design and development. It can provide implicit feedback to the system in an organized way.
Implicit Feedback
Transaction logs are a method of recording interactions between users and system, and for deriving implicit feedbacks. Implicit feedback is an unobtrusive way to get inputs from users. Researchers have explored various aspects of interactions as measurements of implicit feedback. Goecks and Shavlik (2000) used hyperlinks clicked, scrolling performed and processor cycles consumed. Seo and Zhang (2000) studied reading time, scrolling, link selection and bookmarking as potential implicit feedbacks, and found that bookmarking had the strongest relationship with interesting documents but scrolling had no relationship. Claypool and colleagues (2001) measured mouse clicks, mouse movement, scrolling and elapsed time as the implicit feedback metrics. Kelly and Belkin (2001) studied reading time, scrolling, and interaction. Kelly and Belkin (2004) also examined the display time as the implicit feedback and found no direct relationship between the display time and the usefulness of documents. Shen, Tan, and Zhai (2005) employed previous queries and click through information as the implicit feedback measures. Oard and Kim (2001) considered all users' behaviors as a form of implicit feedback and proposed a framework for observed behaviors to improve system performance (refer to Table 1 ). The framework has two axes: behavior category and minimal scope. Behavior category includes four types of observable behavior: examine, retain, reference, and annotate. Examine refers to searchers' behaviors of checking the information content. It can be view, listen, and select. Retain is about the behaviors of preserving the information content for future usage. It can be print, bookmark, save, delete, purchase, and subscribe. Reference is to create linkage between information contents. It can be copy-paste, quote, forward, reply, link, and cite. Annotate refers to intended behaviors to add personal values to the information content. It can be mark up, rate, publish, and organize. Most follow-on implicit feedback classifications have adhered to this conceptual presentation.
Minimal scope is "the smallest unit normally associated with the behavior" (Oard & Kim, 2001, p. 484) . It has three levels, which are segment, object, and class. A segment is a portion of an information object. An object is a self-contained information entity. A class is a set of objects. For example, a Webpage can be an object. A sentence or a paragraph on the Webpage is a segment. A Website including several Webpages is a class. (Oard & Kim, 2001) Kelly and Teevan (2003) further developed this framework (refer to Table 2) by adding a fifth behavior category: create, which refers to the generation of the information content. It can be type, edit, and author. They also added scroll, find, and query as actions of examining the information segment; browse as action of examining the information class; and email as action of retaining the information object. (Oard & Kim, 2001, p. 484) Jansen and McNeese (2005) further refined this framework and applied it specifically in the Web searching domain (refer to Table 3 ). They extended the minimal scope axis by adding interface as the minimal scope of the system. The original components are mainly about the Internet content in the information searching area.
In addition, they dropped annotate and create on the behavior category axis because they are more related to the manipulation of information content and less related to information searching. They added two other behavior categories: execute and navigate. These are common behaviors during Web search. Jansen and Mcneese's (2005) framework is exclusively tailored for information searching. The actions in each cell also have been altered accordingly. This modified version of the framework is a version of the action-object approach per se. The minimal scope axis is the object. The behavior category axis is the action in a broad term. In each cell, there are actions on the ground level. Using the actionobject approach, one could acquire the implicit feedback from searchers.
With the implicit feedback available, what can this information do for the system design? How can we effectively utilize the implicit feedback acquired by using the action-object approach? Adaptive hypermedia system design techniques address these questions, which we can leverage for transaction log analysis and the design of Web searching systems.
Adaptive Hypermedia system
With the implicit feedback, we could personalize a system by utilizing the adaptive hypermedia system design techniques. The adaptive hyper- Kelly and Teevan (2003, p. 19) media systems are defined as "all hypertext and hypermedia systems which reflect some features of the user in the user model and apply this model to adapt various visible aspects of the system to the user" (Brusilovsky, 1996, p. 88) . They combine system design with user modeling to fulfill the heterogeneous information needs of each individual user (Bailey, Hall, Millard, & Weal, 2007; Brusilovsky, 1996; Cannataro, Cuzzocrea, & pugliese, 2001 ). The hypermedia system is designed to adapt to users' goals, knowledge, background, hyperspace experience and preferences (Brusilovsky, 1996, p. 93-96) . Brusilovsky (1996, pp. 96-100) states that system adaptation can be on two levels: content-level (adaptive presentation) and link-level (adaptive navigation). The adaptive presentation can include technologies such as adaptive multimedia presentation and adaptive text presentation. The adaptive navigation support can contain technolo-gies such as direct guidance, adaptive sorting of links, adaptive hiding of links, adaptive annotation of links, and map adaptation. Cannataro, Cuzzocrea, and pugliese (2001) proposed that the adaptive hypermedia system has three basic components: "the Application Domain Model, the User Model, and the techniques to adapt presentations with respect to the user's behavior and to the content provider's goals" (p. 411). The Application Domain Model refers to the descriptions of the hypermedia contents and their organization architecture. Datacentric is the most promising modeling approach. The user modeling is used to uncover "the user's characteristics and preferences and his/her expectations in the browsing of hypermedia" (Cannataro et al., 2001, p. 411) . Cannataro, Cuzzocrea, and pugliese (2001, p. 411) claimed that this approach to profile users was different from the overlay model and stereotype Table 3 . Classification of implicit feedback on system and content during information searching process (Jansen & McNeese, 2005 , p. 1482 model. The former approach typically utilizes a series of attribute-value pairs to present the user's characteristics. The latter approach usually classifies users into different groups. The adaptive presentation tailors the presentation of the Application Domain according to the User Model. It is "a manipulation of information fragments, adaptive navigation support" (Cannataro et al., 2001, p. 411) and "a manipulation of the links presented to the user" (Cannataro et al., 2001, p. 411 ). Ceri and his peers (Ceri, Daniel, Matera, & Facca, 2007) described that the adaptive actions can be adaptive page contents, adaptive navigation, adaptive site view, and adaptive presentation style.
De Bra and Calvi (1998) proposed the conceptvalue pair method to model users. The adaptive system learns users based on their actions or the answers to the system's questions and employs these actions to predict their needs and desires. Concept-value pairs are used to build up models of the user. In a (c, v) pair, c is a concept and v is a value. The pair represents the amount of knowledge that the user has about a certain concept. The term concept is used in a broad way here, which can also refer to the user's preference. Values can be described in different fashions including numbers, descriptions, and Booleans. For example, the concept is "something", and the value can be a percentage (for instance, 99%), "no knowledge, somewhat knows about, familiar", or "true or false". De Bra and Calvi (1998) believed the representation system with many values cannot be simulated in a practical sense. It would be impossible to simulate "something" with an infinite number of percentages as values. Therefore, the concept should be defined in a fine-grained way for the purpose of simulation. This is a simple but practical user modeling approach. It simulates users in a programmable way. We also draw the action-object pair approach from it.
ActION-ObJEct PAIr APPrOAcH DEscrIPtION
Successful log analysis is determined by "conducting the analysis with an organized approach" (Jansen, 2006, p. 420) . The question is how to define "organized". Most of the previous search logs are organized and analyzed to address some research questions. The typical research questions are at the aggregate level, including the length of query, number of queries per search session, query reformulation pattern, and such (park, Bae, & Lee, 2005; Silverstein, Henzinger, Marais, & Moricz, 1999; Wang, Berry, & Yang, 2003) . These analyses are research question oriented and organize user data according to the research questions addressed. It is an organized approach but has little direct value to the design of personalized systems. Another "organized" approach is individual user oriented. The log analysis is conducted according to each user. This approach is more suitable for the personalized system design. Therefore, we propose the action-object pair approach.
The action-object pair approach is a conceptual framework for transaction log analysis. It is developed based on extending Saracevic's stratified model and modifying the concept-value approach (refer to Figure 2 and 3 ). The stratified model allows us to describe the interaction process between the user and the system. Its user modeling part does not fit our purpose of developing a conceptual framework for transaction log analysis. Therefore, we replace the user modeling portion with the action-object pairs, which are developed from the concept-value approach.
The conceptual component in the action-object pair approach is (a, o) pair. In a (a, o) pair, a stands for action and o stands for object. An action is a specific expression of the user. An object is a self-contained information object, the receipt of the action. One (a, o) pair represents one interaction between the user and the system. Action can be submit, copy, paste, print, save, submit, scroll, modify, click, resize, and such. An action can be derived from analyzing different strata of users and computers. A detailed list of potential actions is in Table 3 .
An object can be query, URL, result, Webpage, scrollbar, window, and such. Objects can be acquired by studying different strata of computers, especially the content level. For example, a user is interested in purchasing a Canon G9, a digital camera and looking for some reviews before placing the order. The user submits the query "canon g9 review". We can organize this interaction by using action-object pair. Action is submit and object is a query. The (a, o) pair is (submit, canon g9 review).
One (a, o) pair is one interaction between the user and the system. A series of (a, o) pairs or an a-o matrix can represent the interaction session, which is defined as a series of interactions between the user and the system to fulfill the user's certain information need. According to the stratified model, the interaction session is the product of situational, affective, and cognitive strata interacting with a search engine via queries on the surface level (Saracevic, 1996 (Saracevic, , 1997 . Therefore, an a-o matrix can also be viewed as such a product. We can use backward inference from the product to acquire insight about the user's three strata. Thus, Saracevic's stratified model can be modified by using a-o matrix to inform on the strata of the user (refer to Figure 2 and 3) . The a-o matrix development rules of thumb are: the more (a, o) pairs, the more complicated the model will be (Jansen & pooch, 2001, p. 22) ; the more (a, o) pairs, the more accurate the model will be.
This approach provides a novel and efficient way to link interactions between the user and the system together. It can be applied to collecting, analyzing and understanding transaction logs. It Figure 2 . Extension of stratified model by using action-object pair provides guidance to understand the records of interactions. We can analyze the log by creating an a-o matrix. We can analyze the frequency of action-object pairs. Once the frequent co-occurrences of action-object pairs are identified, they can be recommended if they do not appear together. The frequent co-occurrences of actionobject pair orders can be recommended when the a-o pairs are not presented in those orders. Some low-performance actions can be improved by triggering the recommendation mechanisms. The analysis result can be understood by using a modified version of the stratified model.
The action-object pair approach can be used in designing adaptive search engines. It is an approach developed for the information searching domain from the concept-value pair method, which originally was used to model users and design adaptive hypermedia systems (De Bra & Calvi, 1998; Jansen & pooch, 2001) . Thus, we can use the action-object pair approach to develop adaptive search engines. Adaptive search engine help fulfill the information searching needs of the individual user. They can provide adaptive presentation and adaptive navigation. For example, the search engine can provide different link summaries on the search engine result page to different users. These are potential ways to improve users' information relevance judgment.
We believe the action-object pair approach is an extremely workable method since the user does not need to perform more actions such as answering questions or setting up profiles. It is an unobtrusive method. This approach is also highly dynamic. It can model the user in a timely manner, considering that the users' information needs change all the time. Their actions and the objects they act on are the products of the cognition, Figure 3 . Modified version of stratified model affection and situation altogether. It can benefit system design since users' actions are recorded in a way convertible into code to modify the system. In the next section, we will present the potential applications of the action-object pair approach to show its practical value.
APPLIcAtION
There are three major applications for the action-object pair approach. It can be applied to transaction log collection, transaction log analysis, and understanding users. The action-object pair approach addresses the question on what types of interactions need to be recorded in the transaction log. It accounts for how the transaction log should be analyzed. It uncovers a new way to understand users via data collected in the transaction log.
transaction Log collection
The action-object pair approach can be used to guide the transaction log creation. Early in the history of system design, the transaction log was created primarily for system maintenance purposes. It was not utilized for other purposes concerning the user. Jansen, Spink, and Saracevic (2000) published one of the first journal papers using a Web log to understand various aspects of user interactions during Web searching. There are two types of search logs: server-side logs and clientside logs. Server-side logs are generated by Web server applications and record the interactions between the user and search engines via browsers on the computer. Typical server-side logs usually include user identification, date, time, and query. Client-side logs are generated by applications on a user's computer and include the full range of interactions between user-system compared with the server-side logs. W3C (Hallam-Baker & Behlendorf, n.d.) defines the standard format of transaction logs. However, there is a lack of framework to guide the user-system interactions, which the serve-side logs and the client-side logs should capture, especially for system design and user understanding purposes.
The action-object pair approach can address this data collection issue. Transaction logs do not include every user-system interaction. Detailed records of the user-system interactions indeed can bring us a comprehensive and more accurate interaction model. However, it is costly in terms of systems resources. In addition, different people have different standards about degree of comprehensiveness and accuracy. One will agree that the most suitable record is the one that is comprehensive and accurate, while the least costly. Therefore, the right amount of data really depends on the purposes of the transaction log. If you want to use the data to study the collaborative information behavior of a distributed group, you may want to record the communicative actions among group members. These communications have great influence over how the group conducts search. If you are only interested in the individual search behavior, you can ignore these communicative actions. Thus, the action-object pair you are interested in will decide the interactions that the log files should capture. Potential recordable interaction actions are shown in Table 3 .
transaction Log Analysis
Transaction logs are typically messy and large files. How to organize the data in order to conduct an efficient analysis is the starting point of log analysis. It is fundamental and critical in the log analysis process. We propose the using actionobject pair approach to organize the transaction log. Every interaction can be transformed to be an action-object pair. A set of action-object pairs can be placed in the modified version of the stratified model (refer to Figure 3 ). Action-object pairs help frame the analysis and benefits system design. Based on the action-object pairs model, one can consider what kinds of design should be made to support the action-object pairs on the engineering, processing, and content strata.
The action-object pairs can be created in a codable fashion. This characteristic will benefit system design. Action-object pairs can be generated automatically by the software packages. Therefore, the system can conduct transaction log analysis in real time. Based on the analysis results, the system can provide some potential live suggestions or some adaptive personalization to the user. For example, certain action-object pairs can trigger certain system actions. A (submit, query) can initiate the spelling check function. The spelling suggestions can remind the user to check on some possible mistakes. This feedback and engagement will make sure the user employs the right word to describe his/her information needs and frame the query.
User Modeling
The action-object pair approach can be applied to knowing users and understanding users. In the stratified model, Saracevic (1996 Saracevic ( , 1997 argued the user's actions were the products of the situation, affection, and cognition combination from the user side. Profilers picture people based on their actions. One can then compose the user file based on the action-object pair approach via the transaction log (refer to Figure 2 ).
As we have pointed out above, each item in the transaction log can be converted to an actionobject pair. Each pair informs us of the user. Based on categorizing the information objects, you can know the domains in which he/she will have an interest. Based on the user's actions and previous studies on the implicit feedback, you can infer if the user finds the relevant information. Based on the user's frequent actions on processing relevant information, one can predict what the user will do the next time in such a situation.
In order to further explain the practical value of the action-object pair, we will present applicable research in the following case study section.
cAsE stUDY
The action-object approach has been extensively applied in a series of studies by Jansen (Jansen, 2003 (Jansen, , 2005 (Jansen, , 2007 Jansen & Mcneese, 2005; Jansen & pooch, 2004) . The researchers (Jansen, 2003 (Jansen, , 2005 Jansen & pooch, 2004 ) employed the action-object approach to design a software agent as plug-in to monitor and support users' interactions. The agent monitored five actions: bookmark, copy, print, save, and submit; and identified three objects: documents, passages from documents, and queries. The agent monitors the log file. When a certain action-object pair appears, the assistance will be triggered. For example, the action is submit and the object is query. The action-object pair is (submit, query). The assistance triggered can be spell-checking and providing the spelling modification suggestions.
The agent provided assistance on five major issues: structuring queries, spelling, query refinement, managing results, and relevance feedback (Jansen, 2003 (Jansen, , pp. 746-747, 2005 Jansen & pooch, 2004, pp. 22-24) .
structuring Queries
Users find it hard to properly structure queries, especially applying the rules of a particular system. In particular, they do not know how to and when to use Boolean operators (e.g., AnD, OR, nOT) (Proctor, 2002) and term modifier symbols (e.g. '+', '!') (Spink, Jansen, Wolfram, & Saracevic, 2002) in an appropriate way on certain systems.
Agent Assistance
If the user submits a query, the agent recognizes this as a (submit, query) pair. It checks the query's structure based on the system's syntactic rules and corrects any mistake to make sure the query is properly structured before submitting it to the search engine.
spelling
Users often make spelling mistakes in queries (Jansen et al., 2000; Yee, 1991) , which can potentially reduce the number of results returned. However, it is usually difficult to detect these spelling errors because people can make the same mistakes while creating the documents, and especially in large document collections like the Internet, the probability of making the same spelling mistakes is extremely high. Therefore, these misspelled queries frequently retrieve results. The user may even not notice the query includes a spelling mistake.
Agent Assistance
A (submit, query) pair alerts the agent to check for spelling. The agent parses the query into terms, examining each term using an online dictionary. If the agent fails to locate the term in the dictionary, it will provide spelling suggestions or remind the users to check the spelling themselves. The agent's current online dictionary is ispell (Gorin, 1971) . It can employ any online dictionary by using the proper application program interface (ApI).
Query Refinement
Searchers do not modify their query, although there may be other terms that relate directly to or better describe their information needs (Bruza, McArthur, & Dennis, 2000) . Studies by Jansen and his colleagues (1998) disclose that searchers rarely refine their queries, or do so incrementally. They usually modify their queries only one or two times.
Agent Assistance
By identifying a (submit, query) pair, the agent analyzes each query term and looks into a thesaurus to suggest synonyms and the contextual definitions of the query terms. The agent uses Wordnet (Miller, 1998) but can utilize any online thesaurus with proper modifications.
Managing results
Users have difficulty managing the number of results (Gauch & Smith, 1993) . They have difficulty in increasing the number of results when there are not enough results and decreasing the number of results when there are too many results (Yee, 1991) . Roughly speaking, user queries are very broad. Broad queries usually result in an unmanageable number of results. However, Silverstein and his colleagues (1999) claimed that few searchers view more than the first ten or twenty documents from the result list.
Agent Assistance
Recognizing the (submit, query) pair and the number of results, the agent provides suggestions to refine the query. When the number of results is larger than twenty, the agent provides guidance to refine the query to reduce the length of the result list. When the number of results is less than twenty, the agent provides suggestions to expand the query to increase the results returned by the system. relevance Feedback Harman (1992) pointed out that relevance feedback provided effective search assistance. However, searchers seldom use it even if it is offered. Koenemann and Belkin (1996) proposed to automate this process. Mitra and his peers (1998) suggested automating this process by using term relevance feedback.
Upon recognizing a (bookmark, document), (print, document) , (save, document) or (copy, passage) pair, the agent executes a version of relevance feedback by using terms from the document or passage object. For example, when the user goes over a document from the results list and conducts bookmarking, printing, or saving, the agent recommends terms from the document that the user can have potential interest in adding to the query.
According to Jansen and his peers (2003, 2004, 2005) , the agent can be enabled or disabled by users. The empirical test shows this agent could significantly improve the system's performance in terms of precision. All the participants employed the agent feedback at least once. Users were willing to accept automated assistance especially after locating the relevant information. Query refinement was the most frequently used assistance and relevance feedback was least frequently used. The average workload was measured by using the SWAT method (Boff & Lincoln, 1988 ) and the result was 5.37 out of 9. The potential source of workload was the inappropriate feedback supply manner. Jansen and Mcneese (2005) further developed this agent. They refined the term used to describe action and object. They replaced copy as copypaste, submit as execute, passages from documents as segment. It records more actions including send to, view, scroll, next, goto, and previous, although the agent does not utilize them to make any inference. The reason was due to a lack of consensus on the implicit feedback from these actions. They add a module called tracking module to formulate the action-object pair and then send it to a certain module of the agent. They dropped the query structuring module and added a new module called similar queries. Search engines such as AltaVista (Anick, 2003) recommends similar queries from previous users for current users to reformulate the queries. The agent recognizes the (submit, query) pair and searches for queries containing all or some of this query submitted by previous users. It displays the top three unique queries as recommended modifications.
According to Jansen and Mcneese (2005) , the modules in the agent have been improved. Spelling assistance is taken care of by the query term module. The agent triggered by the (submit, query) pair not only parses query into terms but also removes query operators (such as MUST APPEAR, MUST NOT APPEAR, and PHASE). The dictionary has been switched from ispell (Gorin, 1971) to Microsoft Office Dictionary. The query refinement module has also been changed. If there are more than 30 results returned by the system, the agent initiated by the (submit, query) pair will try to locate AnD, MUST AppEAR, and PHRASE operators. If there is no such operator, the agent will reformulate queries with existing terms and appropriate usage of AnD, MUST APPEAR, and PHRASE operators. If the query has AnD or MUST AppEAR operators, the agent will reformulate the query with PHRASE operator. If the query has PHRASE operator, there is no action from the agent. If the number of results returned by the search engine is less than 20, a similar process as above will happen by replacing AnD with OR. The managing results module was renamed as a query reformulation module. Instead of using 20 results returned by the search engine as a boundary of too many or too few results, they used 10 and 30 (i.e. if the number of the results is less than 10, then there are too few results; if the number of results is larger than 30, then there are too many results). The agent will make certain recommendations accordingly. In addition, the agent now preprocesses each term in the query with the assistance of the Microsoft Office thesaurus before sending it to the thesaurus ApI. Jansen and Mcneese (2005) empirically evaluated the second version of the agent. They found that the system performance had increased about 20% measured by the number of user-selected relevant documents. The users interacted with the system in a predictable way. The most common three-state pattern is Execute Query -View Results: With Scrolling -View Assistance. The implementation rate of the agent was 71%. However, there was no obvious correlation between the use of assistance and previous searching performance. Jansen (2007) conducted another user study by using the second version of the agent to test the effectiveness of automated searching assistance based on the implicit feedback. The conclusion was that the searching performance indeed improved and increased about 30% but the result depended on the evaluation metric used.
In the case study above, the action-object pair approach has shown its values in terms of providing a theoretical framework for collecting, analyzing, and understanding the search log file. It also facilitated the system design and improved the system performance. The participants did not reject of using the agent. All of these indicate the action-object pair approach is a promising conceptual framework for data collection, transaction log analysis, and user modeling.
cONcLUsION
Understanding users is critical for effective system design. Implicit feedback functions better than explicit feedback in many situations since it is an unobtrusive and burden-free method for users. A transaction log is a direct and convenient way to record implicit feedback from users. Researchers and designers can exploit this resource. The question is "how". How can one get the most value from large and messy log files? How can one know if the data in the log is recorded in an appropriate fashion to provide the implicit feedback? How can one know what is an efficient and effective way to make sense of the log? How can one know if the transaction log is processed in the right way to get the implicit feedback? There is a lack of frameworks for providing guidance for collecting, analyzing, and understanding data from transaction logs. Therefore, we propose the action-object pair approach as a conceptual framework for transaction log analysis.
The action-object pair approach is an extension of Saracevic's stratified model and developed by modifying the concept-value approach. We use the stratified model as a starting point for this modeling approach. The user component of the stratified model is adjusted to fit the purpose of transaction log analysis. We modify the conceptvalue approach, converting it to the action-object pair approach. This approach is utilized to replace the user component in the stratified model. From this, one gets a modified version of the stratified model (refer to Figure 3 ). In the action-object approach, an action is defined as a specific expression of the user. An object is a self-contained information object, the receipt of the action. One (a, o) pair is one interaction between the user and the system. A set of (a, o) pairs or a-o matrix can represent the interaction session, in which a particular information need gets satisfied.
The action-object pair approach provides a novel way to guide the transaction log collection, organize the transaction log, and deliver the implicit feedback to the system. The log file must have enough data to build the action-object pairs. The more (a, o) pairs, the more accurately one can model the user. Therefore, the log can be organized as (a, o) pairs. The system can use the (a, o) pairs as the implicit feedback. Based on it, the system can provide adaptive services to the users. The system can model users in a timely fashion, which means the system can potentially provide timely adaptation to the user. This is very important. In a series of queries, a user can refer to 'Amazon' as an online store for one query and as a river in the next query. In addition, the action-object pair approach advances our conceptual understanding of collecting, analyzing, and comprehending transaction logs. It sheds some theoretical light on questions such as what to collect and how to organize, analyze, and understand the log file.
