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ABSTRACT
Tran, Quang Minh. MS. The University of Memphis. May 2014. Using multiple
genomes to capture genomic variations and align short reads. Major Professor: Dr.
Vinhthuy Phan.
Recent advances in biotechnology have enabled high-throughput sequencing of
genomes based on large number of short reads. Current methods, however, depend mostly
on aligning reads to only one reference genome at a time, making it difficult to
differentiate sequencing errors from single nucleotide variants (SNV). We propose a
method that attempts to take advantage of multiple genomes and SNV information to align
reads. This approach is promising in that it allows us to distinguish between sequencing
errors and SNV. Our proposed alignment algorithm uses read fragments to identify seeds,
and extend these seeds to find occurrences of reads in genome. In this thesis, we have
developed and implemented an algorithm using multiple genomes that captures genomic
variations, indexes the multiple genomes and operates short read alignment on a collection
of genomes. We also propose some possible ways of validating this work in the future.
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Chapter 1
Introduction
Modern Next Generation Sequencing technologies have the capability to produce
millions of reads at low cost. The development has fostered research in genomics and
bioinformatics [15, 16, 17, 18, 19, 20]. With the efforts of discovering the difference
between different species or even among the same species, public research databases have
been added more and more genome variation data. For instance, the 1000 Genomes
Project [14] has been publishing a huge mount of large scale sequencing data.
The alignment of reads to genomes is an important problem in many biomedical
applications that relied on next-generation sequencing technologies. This problem is
motivated by the fact that genomes for many species have been sequenced. And since one
expects genomes within the same species differ little, such reference genomes can
facilitate the assembly of new genomes of other individuals within the same species from
short reads. Several efficient short read aligners such as Bowtie [5] and BWA [6],
BWA-SW [7], Bowtie2 [8], and CUSHAW2 [9], SHRiMP [10], GASSST [11], Hobbes
[12], BFast [13],SOAP [3] and SOAP2 [4], RazerS3 [2] have been developed in recent
years. Most of short read alignment have been done by mapping reads to a single
reference genome only. There is not much research study of aligning reads of a newly
sequenced to a collection of existing genomes. It is difficult for scientists to analyse the
genomic variants when they only can use one reference genome. In addition to the
difficulty of using a single reference, what will happen if people want to explore their
reads on different genome datasets? The trivial solution is to run different programs on
each genome data. It wastes lots of time to learn and run tools and space for result storage.
Huang et al. [1] introduced BWBBLE, a short read alignment program based on
Burrows-Wheeler Transform, that is able to work with populations of genomes. In this
research, the authors also pointed out that aligning reads to a single reference may lead to
implicit preconception and low accuracy.

1

In this thesis, we explore how multiple genomes can benefit from the current
trends of research. We developed a novel genome-hashing alignment tool that explicitly
takes advantage of genomic variations at every SNV locations under the view of multiple
genomes. This approach attempts to prevent the intended bias caused by mapping reads to
a specific genome. Multiple alignments with known SNP and indels can help us
distinguish between sequencing errors and SNV.
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Chapter 2
Related Work
2.1

The Short-read Alignment Problem
Given a reference genome S and a set of reads R = {r1 , · · · , rn }, the main

problem is to align each ri to S. The reference genome S and the reads are DNA
sequences, or strings over the alphabet of 4 characters, Σ = {A, G, C, T }. The alignment
of a read r to S is essentially finding a substring of S that matches r the most. At the
moment, we assume that these reads are not paired-end reads. The set of reads R are
substrings of another genome R that is different from, but belongs to the same species as
S. By aligning reads in R to S, we implicitly reconstruct the genome R.
2.2

Background
In this section, we will look at algorithms implemented by a number of short read

aligners such as BWA [6], BWA-SW [7], Bowtie [5], Bowtie2 [8], SOAP [21], SOAP2
[2], SRmapper [22], RazerS [21] and RazerS3 [2]. Most of alignment algorithms use
seed-and-extend strategy. There are two main categories classified by the finding seed
approaches: Hashing and Burrows-Wheeler Transform. We go into some basic knowledge
of these approaches in the next section.
Short-read alignment algorithms will have to consider two different ways of
mapping reads to reference genomes:
1. Best-mapping: For a given read r that can be mapped to a sequence S, best mapping
option is one best location in the reference sequence that contains the highest
probable location that r is originated from. The minimum sum of Phred quality [23]
score of error locations in r can be defined as a measure. Phred quality scores 1 Q is
defined as a property which is logarithmically related to the base-calling error
probabilities P . For example, if Phred assigns a quality score of 30 to a base, the
probability that this base is called incorrectly is 0.001.
1

http://en.wikipedia.org/wiki/Phred quality score
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2. All-mapping: For a given read r that can be mapped to a sequence S, this option
means that it is going to report all the possible locations in the reference sequence S
with a certain criteria for example threshold distance of r ≤ ε
2.3

Hashing
This is a technique for storing and retrieving patterns from a data structure.

Hashing allows some principle operations such as insert, delete, and search for patterns
based on a search key value, which is computed by a hash function. It depends on the
usage purpose all these operations can be implemented properly in constant time O(1).
To address the problem of searching a pattern in the given text, a hashing system
first stores all possible patterns in an array, which is called a hash table. Hash function is a
map performing a computation to identify the position of the pattern with a key value in
the hash table. Patterns are placed in the hash table where their orders satisfy the needs of
the address calculation, patterns are not ordered by value. A position in the hash table is
also known as an index. A simple example is given in Fig 2.1. In this figure, a hash
function maps names to indexes of hash table; i.e. Kevin, Nam, Shanshan are mapped to
5, 18, 27 respectively. Usually, the key range is much larger than the size of hash table. If
given a hash function h and two keys k1 , k2 where h(k1 )=ψ=h(k2 ) (ψ is an index in the
hash table), so we have collision at ψ between k1 and k2 . In this example, Nam’s are
mapped to the same index (18) in the table.
2.4

Burrows-Wheeler Transform
The Burrows-Wheeler transform (BWT) [24] is a data structure that helps fast

query search. The BWT of a given string is a text transform that is useful for compressing.
Especially, this technique is able to search a pattern in the text in linear time with respect
to the length of the pattern. Let Σ be an alphabet (e.g. the A/T/G/C nucleotide when we
study genomes) and $ be a character not present in Σ and lexicographically smaller than
all the characters in Σ. A given string X =a0 a1 · · · an−1 of length n with an = $. Let
X [i] = ai , i = 0, 1, · · · , n − 1, be the ith character of X , X [i, j] = ai · · · aj a substring
4

Fig. 2.1: Constructing a hash table with a hash function

and Xi = X [i, n1] a suffix of X . Suffix array SA [25] of X is a permutation of the
integers 0 · · · n − 1 such that SA(i) is the start position of the tth smallest suffix. The
BWT of X is defined as B[i] = $ when S(i) = 0 and B[i] = X [SA(i) − 1] otherwise. We
also define the length of string X as |X | and therefore |X | = |B| = n. A simple example
for constructing BWT and SA is shown in Fig. 2.2.

Fig. 2.2: Constructing BWT and suffix array SA for the string X = tennessee$.

5

We rotate X = tennessee$ to generate nine strings, then lexicographically sort
these strings. The SA = [9, 8, 7, 1, 4, 3, 2, 6, 5, 0] is obtained by the original positions of
first characters in sorted rotations. The BWT= eestnnese$ is formed by concatenating the
the last character of each rotation.
If a pattern P is in X , the position of each occurrence of P in X will occur in an
interval in the suffix array SA[start(P), end(P)], where start(P) and end(P) are the
indices of the beginning and end of . The position of P can be obtained from the SA
interval [start(P), end(P)]. Let C(α) be the number of characters in X (not including $),
that are lexicographically smaller than α and Occ(α, i) be the number of occurrences of α
in BWT[0, i]. And start(αP) 6 end(αP) if αP is a substring in X ; otherwise αP does
not exist in X . The start(αP) and end(αP) are defined as follows:

start(αP) = C(α) + Occ(α, start(P) − 1) + 1
end(αP) = C(α) + Occ(α, end(P))
In order to fin the suffix array SA interval of P, we use the technique known as
backwards search with an empty string where start(””) = 0, end(””) = n, and
continuously add each character of P one by one in reverse order. Ferragina and Manzini
(FM index) [26] showed exact string matching optimally in O(m) time, where m is the
length of the query. The suffix array usually occupies at minimum Ω(n log(n)) of working
space. In addition, Lam et al. [27] proposed an efficient method that reduces the space
requirement to O(n) bits of working space and time complexity to n log(n).
2.5

Existing Methods
BWA and BWA-SW: These tools [6, 7] are very popular and based on BWT. The

authors introduced a sufficient backtracking algorithm for inexact matching after finding
exact matching by backward search. For a given query read P and a sequence X , the
process of searching for the SA intervals of substrings of X that match the read P is

6

bounded by the function D(.), where D(i) is the lower bound on the number of
differences between prefix P[0, i] and the reference sequence with less than D(i) errors.
Bowtie and Bowtie2: Bowtie [5] and Bowtie2 [8] are a BWT-based best mapping
aligners. Bowtie takes FM index to derive for exact matching. To search for inexact
matches, Bowtie conducts a backtracking search to find mappings. The authors has
introduced two terms, that are quality aware backtracking and double indexing which
prevent from excessive backtracking by allowing a limited number of mismatches and
prefers mappings where the sum of the quality values at all mismatched positions is low.
As an improvement of Bowtie, Bowtie2 supports gapped alignment and works better for a
longer read length. Bowtie2 extracts seeds from the read and its reverse complement.
Then, it accomplishes for FM index to find all the ranges from these seeds and rank them.
Bowtie2 applies an extended version [28] of Smith-Waterman algorithm to align these
ranges to the read.
SOAP and SOAP2: SOAP family has been proposed by Li et al. [21, 2] recently.
SOAP is a hashing alignment technique with best mapping option. The method allows a
certain number of mismatches and contiguous gaps for aligning reads onto one reference
genome. On the other hand, SOAP2 is a BWT based best mapper. SOAP first loads the
reference and builds the seed index tables for the reference. For a given read, SOAP
creates its seeds and searches the index table for candidate hits. After performing
alignment between reads and corresponding candidates on the reference, SOAP reports
the results.
SRmapper: Gontarz et al. [22] proposed a hash based fast and sensitive aligner.
SRmapper starts by building an index on the reference genome. The index takes the form
of a hash table. To construct the hash table, SRmapper transforms k consecutive bases
from reference into a base-4 number with k digits. The resulting number is the hash value
for the k − mer. This hash value points to a bucket containing the locations on the
genome that share the same k − mer. SRmapper builds a collision free hash table with
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O(1) time to search. For a reference sequence of length R, k = log4 (R), in a particular
case of human genome k = 15 for instance. For a given read r, SRmapper calculates the
hash value for the first k bases (1 through k) from the read, and retrieves possible
alignments from the index. Next, the remaining bases are compared with their
corresponding bases in the reference. A possible alignment is considered to be proper if,
on comparing all bases against the reference, the number of mismatches is less than or
equal to the allowed number of mismatches.
RazerS and RazerS3: Weese et al. [21] [2] introduced RazerS family as
q − gram based all mappers. The q-gram lemma states that two sequences of length n
with Hamming distance ε share at least t = n + 1(e + 1)q common substrings of length q
(q − gram). The lemma can be applied to edit distance if n is the length of longer
sequence. In order to find the potential regions of a read in the genome, RazerS uses
SWIFT algorithm [29] which is based on the following two observations. Suppose that
two sequences share t q − grams. The dot plot of the sequences consists of at least t
contiguous diagonals of length q. If the two sequences have edit distance ε then there are
at most ε + 1 consecutive diagonals covering these t q − grams. In the case of Hamming
distance, there is a single diagonal that covers the t q − grams. Each dot plot
parallelogram of dimension r(ε + 1) with at least t q − grams contains a potential match
for a given read of length r. Besides SWIFT filtering, RazerS3 is provided by another
method of filtering based on pigeonhole principle. It depends error ε and read length, the
minimal q-gram size is chosen and then reads are indexed. Then the index is scanned in
linear time over the genome and potential matches are verified. This method is used when
ε is small and SWIFT algorithm is used otherwise.

8

Chapter 3
Previous Work
Our previous work [30] concentrates on aligning short reads to single reference
using a randomized approach. RandAL is an aligner based on a novel algorithm that
performs consistently well over a wide range of read lengths, from 35 to several hundreds
base pairs.
Given a read r and a specific position p in r, Algorithm 1 outlines the steps in
finding longest common substrings of r and the reference genome S, with respect to p;
Figure 3.1 illustrates the conceptual goal of this algorithm. Longest common substrings
(with respect to p) are constructed by concatenating maximal matches between substrings
of S and those of r, which begin and end at p. Searching for matches between substrings
of S and substrings of r is facilitated by the backward and forward FM indices B and F.
To save time and reduce false positives, we only consider common substrings with lengths
at least W .

Fig. 3.1: An illustration of finding common substrings
Given, a read length, m, the probability of each nucleotide being a SNP, b, two
critical parameters are derived as follows:
• The upper bound of the distance between a read and its aligned string,
p
t = dmb + 4 mb(1 − b)e.
• The lower bound of the expected length of common substrings, W ∼

m
.
t

Using long exact common substrings as seeds to align reads to genomes is similar
to [7, 8, 9]. Our approach promises to be efficient because we find common substrings
9

Algorithm 1: CommonSubstrings(read r, position p)
1: Let B be substrings of reference genome S, which match identically & maximally to
ri···p−1 . {B is found using B}
2: Let F be substrings of reference genome S, which match identically & maximally to
rp···j . {F is found using F}
3: M = ∅
4: for each b ∈ B do
5:
for each f ∈ F do
6:
Let s = b ⊕ f be a concatenation of b and f .
7:
if s is a contiguous block in S and |s| ≥ W then
8:
M =M ∪s
9: return M
with respect to random index p of the read. In Algorithm 2, we iterate at most A times to
find long common substrings between S and each read r. In each iteration, given a
random position p, we find the longest common substrings (M ) of S that match to a
substring of r with respect to p. As illustrated in Figure 3.2, each string s ∈ M
corresponds exactly to a substring ri···j of r. This exact match between ri···j and s pairs up
a prefix of r (r1···i−1 ) to sL and a suffix of r (rj+1···m ) to sR . If the total edit distances of
these two pairs are less than the previously calculated upper-bound t, we align r to the
corresponding substring of S.

Fig. 3.2: Extending a common substring of r and S
Our algorithm was implemented in C++; FM-index codes are adapted from an
external library1 . We compared our method against several aligners including Bowtie [5]
and BWA [6], BWA-SW [7], Bowtie2 [8], and CUSHAW2 [9]. Comparisons were
conducted on a workstation with two Intel Xeon E5-2680 2.70GHz CPU and 64 GB
1

http://code.google.com/p/fmindex-plus-plus
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Algorithm 2: AlignRead(read r)
1: p, m = 1, |r|
2: for i from 1 to A do
3:
C=∅
4:
M = CommonSubstrings(r, p)
5:
for each s ∈ M , which is a substring of S do
6:
Let r1···i−1 , rj+1···m , sL , sR be as shown in Figure 3.2.
7:
d = edit-dist(r1···i−1 , sL ) + edit-dist(rj+1···m , sR )
8:
if d ≤ t then
9:
C = C ∪ (sL ⊕ s ⊕ sR )
10:
if C has at least one sequences then
11:
Return “fail to align”, if C has more than 2 sequences.
12:
Otherwise, align read r to each sequence of C. STOP.
13:
p = random(1,|r|)
14: return “fail to align”

RAM. For each aligner, we used the SAMtool package [31] to generate 100,000 reads in
range 35-400bp for each of six reference bacteria genomes: obtained from EMBL-EBI2
(See Table 3.1). These genomes are between 1.3 and 13 millions bases in length.

Table 3.1: Six bacterial genomes
Species
Drosophila
Staphylococcus aureus
Escherichia coli
Pseudomonas aeruginosa
Streptomyces hygroscopicus
Sorangium cellulosum

Accession # Genome length (bp)
AE017196
1,267,782
FN433596
3,043,210
FN554766
5,241,977
FM209186
6,601,757
CP003275
10,145,833
AM746676
13,033,779

Table 3.2: Average running time across six bacteria genomes
35bp 51bp 76bp 100bp 200bp 400bp
BWA-SW
8.1 13.4 21.6
30.1
56.9 105.2
Bowtie2
2.8
4.1
5.8
8.1
18.3
41.6
CUSHAW2
4.2
7.8 12.7
19.3
67.8 228.5
Randomized 11.1 12.9 13.6
14.5
26.2
81.6
2

http://www.ebi.ac.uk/genomes/bacteria.html
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Fig. 3.3: Precision and recall of RandAL averaged across six datasets
We found that Bowtie and BWA did not compare very well with the other aligners
in terms of alignment quality. Figure 3.3 shows the average precision and recall across 6
bacteria genomes. As read length increased, Bowtie suffered significantly in recall: it
could align very few reads correctly. BWA did better in recall, but nevertheless, it was not
comparable to BWA-SW, Bowtie2, CUSHAW2, and our method (randomized)
outperformed all others at all lengths in terms of precision and are very competitive with
the best methods in terms of recall.
Table 3.2 shows running times (in seconds) of the 4 best aligners in aligning
100,000 reads, averaged across 6 bacteria genomes. Our method suffered with shorter
reads, but were the 2nd fastest with longer reads. Bowtie2 was the fastest, but its precision
is not as good as ours. CUSHAW2 is significantly slower than ours.

12

Chapter 4
Method
In this section, we describe the algorithms that exploit multiple genomes to align
short reads better. The overview of our method consists of the following steps:
1. Detection of identical substring matches between r and sequence S which is called
seeds. Seeds are the terms mentioned on both read r and S. As we know r and S
differ only slightly, seeds always exist with various lengths.
2. A data indexing called the hash table is not expected to be memory-efficient, but
time-optimal for exact string matching. This structure facilitates efficient detection
of seeds between r and S based on a hash key containing a substring of k bases.
3. Incorporation of SNV information into S allows us to input SNP and indel
information to hash keys. This helps effective and efficient detection of k − mer at
SNV locations. Theoretically, we can distinguish sequencing errors and genomic
variations.
4. To account for sequencing errors and new indel polymorphisms in practice, we
utilize the edit distance to provide an accurate measure for read alignment.
5. To account for sequencing errors and new indel polymorphisms in practice, we
utilize the edit distance to provide an accurate measure for read alignment.
These ideas will be discussed in greater detail in the following sections.
4.1

Representing Multiple Genomes
It is difficult to investigate multiple separate genomes, this is mainly because the

shifting position of nucleotides in each genome. Therefore, we consider a reference
multiple genome (multi-genome) as a single reference genome attached with genomic
variant information (SNV information).
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Fig. 4.1: Creating a multi-genome from a reference S and SNV information
For any given sequence S (See Fig 4.1), the SNV information specifies SNV
locations on the reference genome and SNV contents at those locations. A non-SNV
location of a genome contains a single nucleotide (A,C,G, or T). A SNV location contains
a set of strings each of which can be an empty string (a deletion SNP) or a single character
or a string of length greater than 1 (an insertion). We use a map that keeps track each
position on S, i.e, a hash table H, where H[i] is the content of SNV at location i.
4.2

Indexing Reference Genomes
The proposed approach takes a standard FASTA1 file and VCF2 file as a reference

multiple genome. Our program starts by building an index on the reference genome. The
index takes the form of a hash table. To construct the hash table, it takes k consecutive
bases from reference, where k is defined as key length. The key is constructed by walking
through each nucleotide on the sequence S. For a given nucleotide contains SNV
information, all the possible nucleotides at that location will be concatenated to build
keys. It is useful that all the key generated by this way can be used to retrieve all possible
candidate hits when aligning reads to multi-genomes.
1

http://en.wikipedia.org/wiki/FASTA format
http://www.1000genomes.org/wiki/Analysis/Variant%20Call%20Format/vcf-variant-call-formatversion-41
2
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We take a simple example shown in Fig 4.2 for illustrating the process of
generating keys from a reference genome with SNV information. For the reference
genome AT T T GCAAGT , the key length k = 6, and the SNV information contains three
SNP locations corresponding to their positions on the reference. At 3 the nucleotide A can
be replaced by T ; at 5 the nucleotide G can be substituted by C and at 6 a C or a delection
may occur. The reference is read through k bases at a time, and as the index is formed in
memory, keys for all possible k-mers are created. In this example, the all the keys at the
length k = 6 and starting at 1 will be AT T T GC, AT T T GA (substitute a deletion for C at
6, so the next character A will be replaced), AT T T CC (substitute C for G at 5),
AT T T CA (substitute C, a deletion for G, C at 5, 6 respectively), and so on. Algorithm 3
describes how to implement the process of generating keys with inputs as sequence S, key
length k and the start position on S. When all the key are ready, assigning the locations of
each key to the hash table is trivial (Fig 4.3). The details of implementation is described in
Algorithm 4. We take care of collisions by creating an array to store all the locations
having the same keys.

Fig. 4.2: Generating keys from sequence S with SNV information
3

ξ = 15
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Fig. 4.3: Building a hash table based on generated keys
Algorithm 3: GenerateSeedKey(sequence S, key length l, key k, start position pos)
1: if length(k)==l then
2:
return k
3: else
4:
for each nucleotide xi starting from pos in S do
5:
if xi contains SNV (shown in Fig 4.2) then
6:
for all possible element snpj in SNV of xi do
7:
k = k ⊕ snpj
8:
GenerateSeedKey(S, l, k + 1)
9:
else
10:
k = k ⊕ xi
11:
GenerateSeedKey(S, l, k + 1)

4.3

Aligning Short Reads to Multiple Genomes
We apply seed-and-extend strategy to our method with two main steps: Finding

seeds and Extending the seeds to align reads to genomes. In addition to main steps, we
introduce an asymmetric alignment of reads to reference multi-genome. This alignment is
designed to map reads accurately to regions of the multi-genome that contains SNV.
4.3.1

Finding seeds between reads and reference multiple genomes
Our method is hashing based. In the first step, the program loads the index of

multiple genomes. We take input reads in FASTQ4 format. The continuous and
4

http://en.wikipedia.org/wiki/FASTQ format
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Algorithm 4: BuildHashTable(Hash Table hash, sequence S)
1: for each position p in S do
2:
key = GenerateSeedKey(S, ξ 3 , 1, p)
3:
if key does not exist in hash then
4:
hash[key] = {pos}
5:
else
6:
hash[key] = hash[key] ⊕ {pos}
7: return hash
overlapped k − mers on the read r are taken to compute hash keys. For each hash key, we
can retrieve all possible locations of that k − mer on sequence S. An example of this
process is shown in Fig 4.4. In the example, for a given read AT T AAGT , we have 4
k − mers called seeds on the read: AT T A, T T AA, T AAG, and AAGT . A hash function
maps these seeds to hash keys on hash table, from each hash key, we can get sets of
locations of given k − mers.

Fig. 4.4: Retrieving the locations on a genome corresponding to seeds on a read
In Algorithm 5, FindSeed(.,.) returns two arrays, one contains retrieved location of
k − mers on S, the other stores positions of k − mers on read r.
Algorithm 5: FindSeed(read r, Hash Table hash)
1: P = ∅
2: M = ∅
3: for each k − meri of read r starts at an index i on r do
4:
M = M ⊕ hash[k − meri ]
{M is a container of all locations of all k − meri in S}
5:
P =P ⊕i
{P is a container of indexes on r}
6: return M , P

17

4.3.2

Extending seeds to align reads to reference multiple genomes
To tolerate the sequencing errors and genomic variation of the reads genomes, we

have extended seeds described from the previous section to allow mismatches and gaps. In
Algorithm 6, we extend the current seeds, which are a common substrings of both r and
S, to compare remaining bases on the read with their corresponding bases in the
reference. If the total edit distance of two remaining parts are less than the given threshold
τ , we accept the alignment of read r to the corresponding substring of S.
Algorithm 6: AlignRead(Hash Table hash, sequence S, read r)
1: M, P = FindSeed(r, hash)
2: for each mi ∈ M , which is a k − mer of S do
3:
Let rlef t mi rright be the extension from Pi on read r.
4:
Let slef t mi sright be the extension from Mi on read S.
5:
d = edit-dist(rlef t , slef t ) + edit-dist(rright , sright )
6:
if d ≤ τ then
7:
accepts the location Mi on S for read r

4.3.3

Retrieving SNV information with an asymmetric alignment
As shown in Algorithm 6, the read r = rlef t mi rright and the multi-genome

S = slef t mi sright where the seed mi is an exact match found from the aforementioned in
Algorithm 5. To match approximately, r and S, we perform an asymmetric alignment
between rlef t and slef t , and respectively, rright and sright . The need for an asymmetric
0
0
alignment is due to the high possibility that slef t = s0lef t rlef
t , where rlef t and rlef t are near
0
match and s0lef t is a very long prefix of slef t . Similarly, we expect that sright = s0right rright
,
0
where rright
and rright are near match and s0right is a very long suffix of sright .

To align asymmetrically rlef t = rlef t1 · · · rlef tm and slef t = slef t1 · · · slef tm , we
define a left-oriented edit distance D, where Di,j is the left-oriented edit distance between
rlef t1 · · · rlef ti and slef ti · · · slef tj as follows:
0
0
• D0,j = 0, for j ≤ n. Once rlef t and rlef
t are matched, the cost of converting slef t to

an empty string is 0.
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• Di,0 = ∞, for i ≤ m. It is not possible to match reads to nothing from the reference
genome.
• Di,j = min∀slef tj {Di−|slef tj |,j−1 + cost(xi−|slef tj |+1 · · · rlef ti , slef tj )}
In the last equation, if slef tj is not a SNP, then it is a single character of length 1.
Then, Di,j = Di−1,j−1 + cost(rlef ti , slef tj ), where cost(rlef ti , slef tj ) = 0 if rlef ti = slef tj
or log r1e if rlef ti 6= slef tj (re is the sequencing error probability.) Note that because slef tj
is not a SNP, there is no possibility of insertion or deletion (as in the traditional
computation of edit distance). Thus, at non-SNP positions, there can only be two
possibilities for matching reads to genome: identical match or sequencing error.
If slef tj contains SNV information, then slef tj can have several possibilities and
|slef tj | can be 0 (a deletion), 1, or larger than 1 (a insertion). For example, the SNV
possibilities for slef tj are G, GT and ∅ (a deletion), then Di,j is the minimum of
Di−1,j−1 + cost(rlef ti , G), Di−2,j−1 + cost(rlef ti−1 rlef ti , GT ), and Di,j−1 + cost(rlef ti , ∅),
where cost(rlef ti−1 rlef ti , GT ) = cost(rlef ti−1 , G) + cost(rlef ti , T ) and cost(rlef ti , ∅) = 0.
To align asymmetrically rright and sright , we define the right-oriented edit distance
similarly. When there are many sequencing errors and the distance is above a given
threshold, we declare there is no match. If, on the other hand, the distance is below the
threshold, we declare the read matches the reference genome. By tracing back from the
computation of the left-oriented edit distance, we can identify mismatches between reads
and the reference genome. Mismatches at SNV locations are SNV candidates. In contrast,
our method takes into account SNV information at the alignment phase, and consequently,
aligned reads are more reliable, especially those alignments that overlap with SNV
locations.
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Chapter 5
Discussion and Future Work
In the previous chapter, we introduced algorithms for indexing the reference
multi-genome, aligning reads to this genome, and retrieving SNV information on the
mutant genome. However, the method cannot be verified due to experimental design
problems and insufficient simulation tools. In this section, we report our current
accomplishments, along with problems that we currently face in simulating the data. In
addition, we provide some directions of solving these problems and future plans of this
study.
• Summary of current accomplishments: We managed to carry out the
implementation of representing multiple genomes, indexing genomes and aligning
reads to multiple genomes (in Chapter 4). We also proposed a robust asymmetric
alignment to determine the SNV candidates.
• Problems that we faced and have not solved: there were two critical issues (1)
shifting coordinates, and (2) problems with simulation and evaluation tools. Reads
obtained from the mutant genome have new coordinates compared to the ones
corresponding on the original reference. In this context, we cannot use simulation
tools directly because we have to control SNV information in order to incorporate
our indexing step; however, the simulation tools do not provide any options to
support this intervention. Consequently, we also do not have a suitable method for
evaluating the results.
• Potential solutions and directions: To solve the problem of shifting coordinates, we
propose a position correction technique of SNV calling. First, the program will map
reads to the multi-genome as normal. Secondly, those mapped reads will be selected
to retrieve SNV on the mutant genome. When we have all SNV information of the
mutant genome, the positions of the mapped reads will be adjusted. This will
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possibly solve the simulation and evaluation problems. This accomplishment will
also increase the program’s ability to output important information about SNV at
the same time. This will help save time and simplify the post alignment processes
such as SNP, as well as structural variant calling.
5.1

Summary of current accomplishments
The algorithm was implemented using the Go programming language1 . First, it

creates a representation of multiple genomes by storing SNV information into a hash map
together with a reference genome. Second, a hashing index can be built from this
representation. Finally, the program takes a hashing index and a query FASTQ file as
input and outputs the alignment in the SAM format. A robust asymmetric alignment has
been proposed to identify mismatches between reads and the reference multi-genome
(mismatches at SNV locations are SNV candidates). Currently, the program supports only
alignment of single-end reads.
Along with the alignment program, we provide a set of utility scripts to manipulate
the raw data (.FASTA and .VCF). In order to analyse SNV information conveniently, an
extracting VCF script takes an input as .VCF and produces a plain text containing SNV
locations and contents. We also provide a script to incorporate a VCF file with SNPs and
indels into a single genome FASTA file to make a mutant genome for testing purpose.
In addition, to verify the correctness of a given reference genome (.FASTA) and a
corresponding variant file (.VCF), we have written a script for checking the content of
nucleotides reported in .VCF file with the nucleotide on the reference genome at the same
position. This utility script is very useful in ensuring that the reference and SNV
information conform with each other.
1

http://golang.org/
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5.2

Problems that we faced and have not solved

5.2.1

Shifting coordinates
We created a mutant genome built from a reference genome with SNV

information. A mutant genome is a copy of the reference genome with modifications at
each SNV coordinate. By using the SNV information associated with the reference
genome, we selected SNV content randomly at each SNV coordinate on the mutant
genome. The mutant genome is quite different in length from the original reference due to
inserted indels. Reads are also generated from this mutant genome using wgism tool2 ,
which is a part of the SAMtool package [31]. We used reads with 2% error rate and no
mutation rate since the mutation genome is generated from the reference and mutated by
itself.
The shifting coordinates problems basically involves repositioning the coordinates
of reads when aligning them to the multi-genome. The simulated reads from the mutant
with wgsim have the coordinates much different from the ones that are retrieved on the
multi-genome. It means that at a certain point in the mutant genome, when a number of
indels were selected, the true coordinates of reads between the original reference and the
mutant genome have been shifted. Therefore, we cannot verify the alignment results with
the true coordinates on the mutant given by the simulation tool (wgsim).
5.2.2

Problems with simulation and evaluation tools
The reference genome was used as the input for generating reads using the wgsim

program. The resulting reads were used to aligned back to the multi-genome since the
simulation tool was run at default parameters (sequencing error=2%, mutation rate=0.1%
of which 15% indels). Although simulation tools allow users to input certain parameters;
however, for the simulated data, the wgism does not give us any SNV information that it
used; therefore, we cannot integrate SNV information into the system. Additionally, in
case we use the mutant genome, evaluation tools also report the position taken from the
2

http://github.com/lh3/wgsim
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reference genome instead of the mutant. Therefore, in the view of using multiple
genomes, we do not have suitable tools for simulating and evaluating data.
5.3

Potential solutions and directions
The work in this thesis is limited to test the accuracy of the proposed method. In

this section, we describe solutions for problems listed in previous sections.
One solution for testing this method is to modify the relative position of mapped
reads. With the asymmetric alignment in Section 4.3.3, we are able to correct the positions
that are found in the multi-genome to the accurate positions on the mutant genome. As
shown in Fig 5.1, for each SNV retrieved at position i, we update a SNV integral counter
IC which counts the difference IC[i] between the original reference and the mutant up to
position i. For a given mapped read, the read position j must be add a certain number
IC[k], where k is the largest SNV position less than j.

Fig. 5.1: A SNV integral counter
Another possible solution is that we can verify the correctness of alignment by
SNV calling results. For a given mutant genome, we have a set of SNV that participated in
building this mutant. When alignment of short reads is complete, the retrieval process
which applies the asymmetric alignment gives us the information of SNV from mapped
reads, implicitly the SNV from the mutant genome.
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Or the simplest way of validating the alignment results is to construct the whole
genome from given reads, and then compare this just built genome with the created
mutant genome. With this validation, we do not have to go through some complicated
steps such as refining the positions of mapped reads or retrieving the SNV information.
5.4

Conclusion
This thesis presents a simple and efficient algorithm to represent and index the

reference multi-genome. We also introduced an approach to align reads to the built
multi-genome and deal with the SNV locations.
The method in this thesis was designed and customized for multiple genomes, and
we believe that we have some potential benefits such as capturing natural genomic
variants within the same species, retrieving the true SNV from the mutant genome, and
also distinguishing between sequencing errors and SNV.
The problems that we experienced have provided more insight in our future
experiment designs. One of the solutions that we consider would be to use asymmetric
alignment to correct the relative positions of mapped reads. This solution would not only
be appropriate for producing outputs of the mapped reads in the familiar format, but
would also provide more important information about SNV on the mutant genome.
Aligning reads to the multi-genome will become favourable when the number of
new sequenced genomes increases. And it is considerably more efficient to align reads on
the reference multi-genome rather than on each genome in populations separately. This
means that the proposed method is in line with the current trend of research.
Presently, our program does not support pair-end reads and quality scores. And the
code is also not optimized. We would like to improve our program to handle these issues.
Also, we expect to apply some techniques and heuristics to achieve good performance.
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