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can be thought as a framework for heuristics hybridization. The extension of the approach proposed previously comprehends methods to combine the distinct velocity operators. Computational experiments with a large set of benchmark instances show that the proposed algorithms produce high quality solutions when compared with effective heuristics for the TSP. The chapter begins with a brief review of Particle Swarm Optimization. Some proposals for applying this metaheuristic technique to discrete optimization problems and, in particular, to the Traveling Salesman Problem are presented in section 2. In section 3, our proposal for velocity operators in the discrete context is presented. Computational experiments compare the results of the proposed approach with other PSO heuristics presented previously for the TSP. In section 4, the combination of velocity operators is investigated. Conclusions and directions for future works are presented in sections 5 and 6, respectively. Kennedy & Eberhart (1995) proposed the bio-inspired PSO approach, which can be seen as a population-based algorithm that performs a parallel search on a space of solutions. In the optimization context, several solutions of a given problem constitute a population (the swarm). Each solution is seen as a social organism, also called particle. The method attempts to imitate the behavior of real creatures making the particles "fly" over a solution space. These particles search the problem's solution space balancing the intensification and the diversification efforts. Each particle has a value associated with it. In general, particles are evaluated with the objective function of the considered optimization problem. A velocity is also assigned to each particle in order to direct the "flight" through the problem's solution space. The artificial creatures have a tendency to follow the best ones among them. At each iteration step, a new velocity value is calculated for each particle. This velocity value is used to update the particle's position. The process iterates until reaching a stopping condition. In the classical PSO algorithm, each particle • has a position and a velocity • knows its own position and the value associated with it • knows the best position it has ever achieved, and the value associated with it • knows its neighbors, their best positions and their values The best position a given particle has ever achieved is called pbest. In some versions of particle swarm algorithms the particles also track the best position achieved so far by any particle of the swarm. This position is called gbest. By changing their velocities with individualistic moves or toward pbest and gbest, the particles change their positions. The move of a particle is a composite of three possible choices (Onwubolu & Clerc, 2004 ):
Particle swarm optimization
• To follow its own way • To go back to its best previous position • To go towards its best neighbor's previous or present position The neighborhood may be physical or social. Physical neighborhoods take distances into account, thus a distance metric has to be established. This approach tends to be time consuming, since each iteration distances must be computed. In general, social neighborhoods are based upon "relationships" defined at the very beginning of the algorithm. A general framework of a particle swarm optimization algorithm is presented in figure 1 . Initially, a population of particles is generated. After, all particles are evaluated and, if www.intechopen.com Particle Swarm Optimization Algorithm for the Traveling Salesman Problem 77 necessary, pbest p is replaced by x p , p's position. The best position achieved so far by any of the p's neighbors is set to gbest p . Finally, the velocities and positions of each particle are updated. The procedure compute_velocity( ) receives three inputs. This is done to show that, in general, p's position, x p , pbest p and gbest p are used to update p's velocity, v p . The process is repeated until some stopping condition is satisfied.
procedure PSO Initialize a population of particles do for each particle p with position x p do if (x p is better than pbest p ) then pbest p ← x p end_if end_for Define gbest p as the best position found so far by any of p's neighbors for each particle p do v p ← Compute_velocity(x p , pbest p , gbest p ) x p ← update_ position(x p , v p ) end_for while (a stop criterion is not satisfied) Fig. 1 . Framework of a particle swarm optimization algorithm Kennedy & Eberhart (1995) suggest equations (1) and (2) to update the particle's velocity and position, respectively. In these equations, x p (t) and v p (t) are the particle's position and velocity at instant t, pbest p (t) is the best position the particle achieved up to instant t, gbest p (t) is the best position that any of p's neighbors has achieved up to instant t, c 1 is a cognitive coefficient that quantifies how much the particle trusts its experience, c 2 is a social coefficient that quantifies how much the particle trusts its best neighbor, rand 1 and rand 2 are random numbers.
(1)
An inertia factor is introduced in equation (1) by Shi & Eberhart (1998) . Considering the inertia factor w, equation (3) replaces equation (1). The inertia factor multiplies the velocity of the previous iteration. It is decreased throughout the algorithm execution. The inertia factor creates a tendency for the particle to continue moving in the same direction it was going previously. The motivation for the use of the inertia factor was to be able to better control intensification and diversification. Shi & Eberhart (1998) observed that suitable values for the inertia factor yielded a good trade-off between exploration and exploitation.
Constriction factors were introduced by Clerc (1999) who observed that the use of a constriction factor was necessary to insure the convergence of the PSO algorithm. A simple way to incorporate a constriction factor in PSO algorithms is to replace equation (1) by equations (4) and (5), where K is the constriction factor. In equation (5), c 1 and c 2 are usually set to 1.49445 (Eberhart & Shi, 2001) .
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The canonical PSO algorithm, however, needs an adaptation in order to be applied to discrete optimization problems. Kennedy & Eberhart (1997) propose a discrete binary PSO version, defining particles' trajectories and velocities in terms of changes of probabilities that a bit is set to 0 or 1 . The particles move in a state space restricted to 0 and 1 with a certain probability that is a function of individual and social factors. The probability of x p (t) = 1, Pr(x p = 1), is a function of x p (t-1), v p (t-1), pbest p (t-1) and gbest p (t-1). The probability of x p (t) = 0 equals 1 -Pr(x p = 1). Thus equation (2) is replaced by equation (6), where rand 3 is a random number, ψ(v p (t)) is a logistic transformation which can constrain v p (t) to the interval [0,1] and can be considered as a probability.
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PSO for permutation problems is investigated by several researchers. In several of these research works the TSP is the target problem. Hu et al. (2003) define velocity as a vector of probabilities in which each element corresponds to the probability of exchanging two elements of the permutation vector that represents a given particle position. Pairwise exchanging operations, also called 2-swap or 2-exchange, are very popular neighborhoods in local search algorithms for permutation problems. Let V be the velocity of a particle whose position is given by the permutation vector P. Given integers i and j, V[i] is the probability of elements P [i] and P[j] be exchanged. The element P[j] corresponds to P nbest [i] , where P nbest is the vector that represents the permutation associated with the position of the best neighbor of the considered particle. The authors introduce a mutation operator in order to avoid premature convergence of their algorithm. The mutation operator does a 2-swap move with two elements chosen at random in the considered permutation vector. Another approach is proposed by Clerc (2004) that utilizes the Traveling Salesman Problem to illustrate the PSO concepts for discrete optimization problems. In the following we list the basic ingredients Clerc (2004) states that are necessary to construct a PSO algorithm for discrete optimization problems:
in the search space, in case we want to consider physical neighborhoods. S may be a finite set of states and f a discrete function, and, if it is possible to define particles' positions, velocity and ways to move a particle from one position to another, it is possible to use PSO. Clerc (2004) presents also some operations with position and velocity such as: the opposite of a velocity, the addition of position and velocity (move), the subtraction of two positions, the addition and subtraction of two velocities and the multiplication of velocity by a constant. A distance is also defined to be utilized with physical neighborhoods. To illustrate his ideas about tackling discrete optimization problems with PSO, Clerc (2004) develops several algorithm variants with those operations and methods and applies them to the asymmetric TSP instance br17.atsp. In his algorithm the positions are defined as TSP tours represented in vectors of permutations of the |N| vertices of the graph correspondent to the considered instance. These vertices are also referred as cities, and the position of a particle is represented by a sequence (n 1 , …, n |N| , n |N|+1 ), n 1 = n |N|+1 . The value assigned to each particle is calculated with the TSP objective function, thus corresponding to the tour length. The velocity is defined as a list of pairs (i,j), where i and j are the indices of the elements of the permutation vector that will be exchanged. This approach was applied to tackle the real problem of finding out the best path for drilling operations (Onwubolu & Clerc, 2004) . Wang et al. (2003) present a PSO algorithm for the TSP utilizing, basically, the same structure proposed by Clerc (2004) and apply their algorithm to the benchmark instance burma14. Hendtlass (2003) proposes the inclusion of a memory for the particles in order to improve diversity. The memory of each particle is a list of solutions (target points) that can be used as an alternative for the current local optimal point. There is a probability of choosing one of the points of the particle's memory instead of the current gbest p . The size of the memory list and the probability are new parameters added to the standard PSO algorithm. The algorithm is applied to the benchmark TSP instance burma14. The results obtained with algorithmic versions with several parameter settings are compared with the results of an Ant Colony Optimization algorithm. The author shows that his algorithm outperformed the PSO version without the use of memory and presented quality of solution comparable to the results produced by the ACO algorithm, for instance burma14. Pang et al. (2004a) extend the work of Wang et al. (2003) . Their algorithm alternates among the continuous and the discrete (permutation) space. |N|-dimensional vectors in the continuous Cartesian space are used for positions and velocities. The discrete representation of the particles' positions is done in the permutation space. They present methods to transform the positions from one space to the other. They alternate between the two spaces until a stopping condition is reached. The particle's position and velocity are updated in the continuous space. Then, they move to the discrete space, where a local search procedure is applied to all particles' positions. Two local search procedures are tested in their algorithms: the 2-swap and the 2-opt (Flood, 1956) . After that, they make the reverse transformation to the continuous space. In order to avoid premature convergence, Pang et al. (2004a) use a chaotic operator. This operator changes randomly the position and velocity in the continuous space, multiplying these vectors by a random number. Four versions of their algorithm are applied to four benchmark instances with 14 to 51 cities: burma14, eil51, eil76 and berlin52. The algorithm variations comprise the presence or not of chaotic variables and the two local search procedures. In the set of instances tested, the results showed that the version that includes chaotic variables and the 2-opt local search presented the best results. Pang et al. (2004b) present a fuzzy-based PSO algorithm for the TSP. The position of each particle is a matrix P = [p ij ], where p ij ∈ (0,1) represents the degree of membership of the i-th city to the j-th position of a given tour. The velocity is also defined as a matrix and the operations resulting from equations (2) and (3) are defined accordingly. A method to decode the matrix position to a tour solution is presented. The value associated with each particle is the length of the tour represented by the particle's position. They apply their algorithm to instances burma14 and berlin52. No average results or comparisons with other algorithms are reported.
A hybrid approach that joins PSO, Genetic Algorithms and Fast Local Search is presented by Machado & Lopes (2005) for the TSP. The positions of the particles represent TSP tours as permutations of |N| cities. The value assigned to each particle (fitness) is the rate between a constant D min and the cost of the tour represented in the particle's position. If the optimal solution is known, then D min equals the optimal tour cost. If the optimum is not known, D min is set to 1. Velocity is defined regarding only pbest p and gbest p and the equation of velocity is reduced to equation (7). The distance between two positions is calculated with a version of the Hamming distance for permutations. With the use of equation (7) for velocity, the particles tend to converge to pbest p and gbest p . At each iteration step, the average distance between all particles and the best global solution is computed. If this distance is lower than 0.05|N|, then random positions are generated for all particles. The same occurs when some subset of particles is close enough. If a subset of particles is close enough to the best local solution, then the positions of the particles of the considered subset are generated randomly. The solutions are recombined by means of the OX operator and then submitted to the fast local search procedure introduced by Voudouris & Tsang (1999) . The hybrid PSO is applied to the following symmetric TSP benchmark instances: pr76, rat195, pr299, pr439, d657, pr1002, d1291, rl1304, d2103.
Goldbarg et al. (2006a) present a PSO algorithm for the TSP where the idea of distinct velocity operators is introduced. The velocity operators are defined according to the possible movements a particle is allowed to do. In the previous section, three alternatives for movements are identified. The three alternatives can be divided into two categories: independent and dependent moves. The independent move concerns the first parcel of equations (1) and (3). The other two parcels of those equations depend on pbest p and gbest p , thus referring to dependent moves. Based on those movement classes, Goldbarg et al. (2006a) use local search procedures as velocity operators for independent moves and pathrelinking (Glover et al., 2000) for dependent moves. At each iteration step, one of the three alternative moves is assigned to a particle and the correspondent velocity operator is applied in order to modify the particles position. For each particle, only one type of movement is allowed per iteration. A probability is assigned to each movement alternative. Initially, independent moves are more likely to occur than dependent moves. During the algorithm execution, the probabilities are modified, such that the probabilities assigned to the dependent moves are increased and the probability assigned to independent moves is decreased. This algorithmic proposal obtained very promising results. It was applied to 35 benchmark TSP instances with 51 to 7397 cities. The results were comparable to the results of state-of-the-art algorithms for the TSP. A detailed discussion of this approach and the results it obtained is presented in section 3. Yuan et al. (2007) and Shi et al. (2007) propose extensions for the approach presented by Wang et al. (2003) . Both algorithms define subtraction in terms of sequences of 2-swap operations as defined in the path-relinking velocity operator presented by Goldbarg et al. (2006a) , including some uncertainty for the exchange of two elements. Yuan et al. (2007) propose new concepts for "chaos variables" and memory for particles. The m e m o r y o f e a c h p a r t i c l e i s a n | N|-dimensional vector of chaos variables. The chaos variables are numbers in the interval (0,1) and are generated with a method proposed by the authors. Based on the memory list of a particle p, they define the permutation that represents p's position. They sort the elements of the memory list. The resulting order leads to a permutation of the elements in the memory list. This permutation is the representation of p's position. They apply their algorithm to four benchmark instances with 14 to 51 cities: burma14, oliver30, att48, eil51. The results obtained for instances oliver30 and att48 are compared with the results obtained by algorithms based on: Simulated Annealing, Genetic Algorithm and Ant Colony Systems. Their algorithm outperforms the others regarding quality of solution of these two instances. Shi et al. (2007) adds to their algorithm a procedure that aims at eliminating edge crossings in the TSP tours represented by the particles' positions. They apply their algorithm to five benchmark instances: eil51, berlin52, st70, eil76 and pr70. Zhong et al. (2007) present a PSO approach where a mutation factor (c 3 ) is introduced in the formula that updates the particle's position (equation (2)). The new formula is presented in equation (8). The factor introduces some diversity in the algorithm. The position of a particle is represented as a set of edges instead of a permutation as in the previous approaches. The velocity is defined as a list of edges with a probability associated with each element of the list. During the iterations if pbest p is identical to gbest p then, pbest p is not replaced by the current position of p. The authors apply their algorithm to six benchmark TSP instances: burma14, eil51, eil76, berlin52, kroA100 and kroA200. The results are compared with the results of Pang et al. (2004a) and with an Ant Colony Optimization algorithm. They show that their algorithm outperforms the others regarding average solutions.
Fang et al. (2007) present a PSO algorithm for the TSP where an annealing scheme is used to accept the movement of a particle. They apply their algorithm to instances oliver30 and att48. The results are compared with the results of algorithms based on: Simulated Annealing, Genetic Algorithms and Ant Colony. In the two instances tested, their algorithm presents the best average results. A comparison among some of the previous algorithms and the approach proposed in this chapter is presented in the next section.
New velocity operators for discrete PSO
In PSO algorithms the velocity is the basic mechanism for accomplishing the search in the space of solutions of optimization problems. In most applications, the particles' positions represent the solutions of the investigated problem. The positions are updated by means of velocity operators that direct the search to promising regions of the space of solutions. There are two classes of movement a particle is allowed to do: independent and dependent moves. Independent moves are those in which the particle moves without knowing any other positions besides its own on the current instant. This type of movement depends only on the current particle position and on a velocity operator. The other case arises when the particle needs to know the position of pbest or gbest. This distinction between the movements leads us to a unary and a binary concept for velocity operators. In the unary operations only one particle is accepted as input. The particle's position is transformed according to a unary velocity operator. The binary operations accept two particles and alter the position of one of them considering the position of the other. In this context, m-ary operations can be defined where m particles are accepted and the position of one of them is altered considering the positions of the remaining m-1 particles, in accordance with an m-ary velocity operator.
In order to modify the position of a given particle, the velocity operators are identified with heuristic methods. Basically, two approaches are utilized for designing the search strategies: the improvement methods and the metaheuristic techniques. As defined by Burkard (2002) , the local search algorithms constitute the class of improvement methods. Given a neighborhood structure defined over a search space, a local search procedure begins with a solution and search the neighborhood of the current solution for an improvement. The metaheuristics are general frameworks for heuristics design. A review of the TSP and some well known methods utilized to solve it are presented by Gutin & Punnen (2002) . In this chapter, any search strategy where a given solution is transformed with no knowledge of other solutions is a unary velocity operator. Search strategies where a solution interacts with other m-1 solutions are classified as m-ary velocity operators. For example, local search and mutation are defined as unary velocity operators, recombination of two solutions, such as crossover in Genetic Algorithms, and path-relinking are defined as binary velocity operators and recombination operations among m solutions, such as in Scatter Search algorithms (Glover et al., 2000) , are defined as m-ary velocity operators. The proposed approach is illustrated with unary and binary velocity operators utilizing local search and path-relinking strategies, respectively. Path-relinking is an intensification technique which ideas were originally proposed by Glover (1963) in the context of methods to obtain improved local decision rules for job shop scheduling problems (Glover et al., 2000) . The strategy consists in generating a path between two solutions creating new intermediary solutions. This idea is very close to the movement of a particle from one position to another. Given an origin solution, x 1 , and a target solution, x 2 , a path from x 1 to x 2 leads to a sequence x 1 , x 1 (1), x 1 (2), …, x 1 (r) = x 2 , where x 1 (i+1) is obtained from x 1 (i) by a move that introduces in x 1 (i+1) an attribute that reduces the distance between attributes of the origin and target solutions. The framework of PSO for discrete optimization problems proposed by Goldbarg et al. (2006a Goldbarg et al. ( , 2006b ) is shown in figure 2 . In this proposal equation (3) is replaced by equation (9), where v 1 is a unary velocity operator, v 2 and v 3 are binary velocity operators. The coefficients c 0 , c 1 and c 2 have the same meaning stated previously and the signal ⊕ represents a composition.
In initial applications of the proposed approach, only one of the three primitive moves is associated to each particle of the swarm at each iteration step (Goldbarg et al., 2006a (Goldbarg et al., , 2006b ). Thus, c 0 , c 1 , c 2 ∈ {0,1} and c 0 + c 1 + c 2 = 1 in equation (9). The assignment is done randomly. Initial probabilities are associated with each possible move and, during the execution, these probabilities are updated. Initially, a high value is set to pr 1 , the probability of particle p to follow its own way, a lower value is set to pr 2 , the probability of particle p goes towards pbest p and the lowest value is associated with the third option, to go towards gbest p . The algorithm utilizes the concept of social neighborhood and the gbest p of all particles is associated with the best current solution, gbest. The initial values set to pr 1 , pr 2 and pr 3 are 0.9, 0.05 and 0.05, respectively. As the algorithm runs, pr 1 is decreased and the other probabilities are increased. At the final iterations, the highest value is associated with the option of going towards gbest and the lowest probability is associated with the first move option.
procedure Discrete_PSO /* Define initial probabilities for particles' moves:*/ pr 1 ← a 1 /*to follow its own way*/ pr 2 ← a 2 /*to go towards pbest*/ pr 3 ← a 3 /*to go towards gbest*/ /* a 1 + a 2 + a 3 =1 */ Initialize the population of particles do for each particle p
gbest ← x p end_for for each particle p velocity p ← define_velocity(pr 1 , pr 2 , pr 3 ) x p ← update(x p ,velocity p ) end_for /* Update probabilities*/ pr 1 = pr 1 ×0.95; pr 2 = pr 2 ×1.01; pr 3 = 1-( pr 1 + pr 2 ) while (a stop criterion is not satisfied) Fig. 2 . Pseudo-code of PSO for discrete optimization problems
In the application to the TSP, Goldbarg et al. (2006a) implement two versions of the PSO algorithm defined by two local search procedures utilized to implement v 1 . In the first version a local search procedure based on an inversion neighborhood is used. The LinKernighan (Lin & Kernighan, 1973) neighborhood is used in the second version. In both versions v 2 and v 3 are implemented with the same path-relinking procedure. The particles' positions are represented as permutations of the |N| cities. In the inversion neighborhood, given a sequence x 1 = (n 1 , …, n i , n i+1 ,…, n j-1 , n j , …, n |N| ) and two indices i and j, the sequence x 2 is x 1 's neighbor if x 2 = (n 1 , …, n j , n j-1 ,…, n i+1 , n i , …, n |N| ) . The difference between indices i and j varies from 1 to |N|-1. When v 1 is applied to a particle p, the local search procedure starts inverting sequences of two elements in p's position, then sequences of three elements are inverted, and so on. The Lin-Kernighan neighborhood is a recognized efficient improvement method for the TSP. The basic LK algorithm has a number of decisions to be made and depending on the strategies adopted by programmers distinct implementations of this algorithm may result on different performances. The literature contains reports of many LK implementations with widely varying behavior (Johnson & McGeoch, 2002) . The work of Goldbarg et al. (2006a) uses the LK implementation of Applegate et al. (1999) . The path-relinking implemented for the binary velocity operators exchanges adjacent elements of the origin solution. The permutations are considered as circular lists. At first, the origin solution is rotated until its first element be equal the first element of the target solution. Then the second element of the target solution is considered. The correspondent element in the origin solution is shifted left until reaching the second position in the sequence that represents the solution. The process continues until the origin solution reaches www.intechopen.com Travelling Salesman Problem 84 the target solution. This procedure leads to time complexity O(n 2 ). The path-relinking is applied simultaneously from the origin to the target solution and vice-versa (back and forward). Swap-left and swap-right operations are used. The permutation sequence representing the best solution found replaces the position of the considered particle. An example of the path-relinking procedure is shown in figure 3. In the following, a discussion about the results obtained by PSO proposals for the TSP is presented. PSO-INV and PSO-LK denote the two algorithmic versions of the proposed approach with the inversion and the LK neighborhoods, respectively. These algorithms run on a Pentium IV with 3.0 GHz, 1 Gb using Linux. The maximum processing times are 60 seconds for instances with |N| < 1000 and 300 seconds for instances with 1000 ≤ |N| < 5000. Other three stop criteria are used: to find the optimal solution, to reach a maximum number of iterations (200) or to reach a maximum number of iterations with no improvement of the best current solution (20) . The population has 20 particles. Once most papers report results for instance eil51, berlin52 and eil76, table 1 shows a comparison between the proposed approach and other PSO algorithms concerning these instances. The compared algorithms are listed in the first column of table 1. The traced lines represent results not reported in the correspondent work. Results in table 1 are given in terms of the percent difference from the optimal solution (gap), calculated with equation (10), where av and optimal denote, respectively, the average solution found by the investigated algorithm and the best solution known for the correspondent instance. (2007) PSO-INV performs poorly when compared with PSO-LK. Table 3 presents a comparison, in terms of percent deviation from the optimal solution, between the best and average results found by these two algorithms for 8 instances with 195 to 2103 cities. Table 3 shows that the PSO-LK outperforms PSO-INV with a significant difference among the results reported. This is not a surprise, since the local search procedure embedded in the former version is more powerful than the local search procedure of the latter. Among the PSO approaches for the TSP, the hybrid algorithm presented by Machado & Lopes (2005) presents results for the largest instances. A comparison between the quality of solutions obtained by this algorithm (M&L) and the PSO-LK is shown in table 4, where is shown that the proposed approach outperforms the algorithm of Machado & Lopes (2005) in all tested instances. The average differences from the optimal solution obtained by Machado & Lopes (2005) Table 4 . Quality of solutions obtained by Machado & Lopes (2005) and PSO-LK Although the LK is a powerful neighborhood for the TSP, the good performance exhibited by the PSO-LK is not only due to the use of this neighborhood. The differences between the results obtained by the LK procedure and the PSO-LK algorithm are shown in table 4. This experiment aimed at finding out if the proposed PSO approach was able to improve the LK results. Table 5 shows the results for 30 symmetric instances. The cells with dark background show the results where an improvement with the PSO approach is obtained. Twenty independent runs of each algorithm were performed. 
Composing velocity operators
The composition of velocities can be thought as an arrangement of velocity operators. This arrangement defines the sequence that determines the order of application of each velocity operator to a given particle. For example, let v 1 , v 2 , v 3 be the three velocity operators defined in the last section, A 1 and A 2 be two sequences of application of these velocity operators,
. Regardless the coefficients of equation (9), two examples of algorithms for the composition of the velocities are presented in figures 4(a) and 4(b). The meaning of those coefficients is explained further. In the algorithm shown in figure 4(a) , the composition of velocities is implicit, once the results of the application of the velocity operators v 1 and v 2 are inputs for the next operation. A possible implementation for the composition of velocities with sequence A 2 is illustrated in figure 4(b) , where a method to compose the results of each application of the velocity operators has to be defined. Besides the six ways to combine velocities v 1 , v 2 and v 3 , there is, still, the possibility of repeating velocity operators in the same sequence. For example, the sequence A = (v 1 ,v 2 ,v 3 ,v 1 ) can be implemented with the algorithm of figure 4(a), replacing the statement return(y 3 ) by the statements y 4 ←v 1 (y 3 ) and return(y 4 ). In order to accomplish the task of composing velocities, stopping conditions for the application of each velocity operator can also be defined. Let A = (a 1 , a 2 , …, a m ) be a sequence where each a i , 1 ≤ i ≤ m, is a pair (v j , s k ), v j ∈ V, the set of velocity operators, and s k is v j 's stopping condition. Thus, given a sequence A with q elements, the first velocity operator is applied to particle p until reaching its corresponding stopping condition, then the process continues with the second velocity operator until the q-th element of sequence A. In this work two velocity operators are considered: local search (v 1 ) and path-relinking (v 2 =v 3 ). Some stopping conditions that can be adopted for v 1 are: to execute a maximum number of local search iterations, to find a solution that improves the input solution by a given amount, to find a local optimum (corresponds to a standard local search run). Some stopping conditions for v 2 are: to reach the target solution (corresponds to the standard path-relinking), to find a solution better than the origin and target solutions, to find a solution better than the worst among the two input solutions, to stop after a maximum number of iterations, or, given the distance d between the two input solutions, to stop after doing ⎣d/z⎦ iterations, where z is an integer z ≤ d. In this context, the coefficients of equation (9) ((v 1 ,s 1 ) ), A 2 = ((v 2 ,s 2 ), (v 1 ,s 1 )), A 3 = ((v 3 ,s 2 ), (v 1 ,s 1 )). The stopping conditions s 1 and s 2 are, respectively, to find a local optimum and to find a solution better than the worst among the two input solutions. Figure 5(a) shows an illustrative scheme of sequence A 2 . Once the path-relinking is considered for v 2 and v 3 , the scheme of figure 5(a) is also valid if v 2 i s r e p l a c e d b y v 3 . In the second variant of the basic algorithm the sequences are: A 1 = ((v 1 ,s 1 ) ), A 2 = ((v 2 ,s 2 ), (v 1 ,s 1 ), (v 2 ,s 3 )), A 3 = ((v 3 ,s 2 ), (v 1 ,s 1 ),(v 3 ,s 3 ) ). The stopping condition s 3 is to reach the target solution. The illustrative scheme of the sequence A 3 (also valid for A 2 ) is shown in figure 5(b Table 6 shows that both algorithmic versions find the best average solutions of 10 instances, the PSO-LK finds 1 best solution and the PSO-LK-C1 finds 6 best solutions. Observing the pvalues of the 20 instances where different average solutions were found, the table shows that, with a level of significance 0.05, significant differences exist only for instances nrw1379 and pr2392. Thus, both versions present similar performance regarding quality of solution for the majority of the tested instances. Nevertheless, the processing times of the algorithmic version with the composition of velocities are significantly lower than those presented by the basic algorithmic version at 27 instances. The algorithm with the composition of velocities spends, in average, half the processing time spent by the basic algorithm. Thus with half of the processing effort, the algorithm is able to find solutions as good as the basic PSO-LK. Similar results are observed in table 7. The PSO-LK and the PSO-LK-C2 find the best average solutions of 10 and 11 instances, respectively. Regarding the best solution found by each algorithm, table 7 shows that the PSO-LK-C2 finds 6 best results and the PSO-LK does not find any best result. The p-values of the 21 instances for which the algorithms found different average solutions show that a significant difference exists only for instance pr2392. In average, the processing times of PSO-LK-C2 are 1.27 times better than the ones presented by the PSO-LK. Table 8 . Best solutions of PSO-LK-C1 and two iterative LK Table 9 shows a comparison between the best and average results found by the PSO-LK-C1, the Tourmerge and the ILK-H. Regarding the minimal values, the proposed algorithm presents better results than the Tourmerge at 6 of the 21 instances the latter algorithm reports results. The Tourmerge presents one minimal result better than the proposed algorithm. The ILK-H presents 4 minimal results that are better than the ones presented by the PSO-LK-C1. Compared with the former, the latter algorithm presents the best minimal results of 2 instances. Considering the average solutions, the PSO-LK-C1 presents better results than the Tourmerge and the ILK-H at 14 and 12 instances, respectively. The Tourmerge and the ILK-H present better average results than the PSO algorithm for 5 and 8 instances, respectively. The last line of table 9 summarizes the results of each column. The proposed algorithm presents the best statistics regarding the average solutions. Table 9 . Minimal and average results presented by PSO-LK-C1 and Tourmerge
PSO-LK-C1

Conclusion
This chapter summarized the research done to develop PSO algorithms for the TSP. Many of the PSO algorithms presented previously for the investigated problem do not tackle large instances and present results far from the best known heuristic solutions obtained by effective algorithms. The chapter presented an approach to design effective PSO algorithms www.intechopen.com
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for the TSP that can be extended to other discrete optimization problems. The new approach, first introduced by Goldbarg et al. (2006a) , differentiates velocity operators according to the type of move the particle does. Additionally, methods to compose the velocity operators were proposed. Computational experiments with instances up to 7397 cities were presented. The results of those experiments show that the proposed method produces high quality solutions, when compared with four effective heuristics designed specifically for the investigated problem. The composition of velocities allows building a number of possible implementations for the search strategies chosen to be used in the PSO algorithm. Therefore, rather than a metaheuristic, the Particle Swarm approach can be thought as a framework for heuristics hybridization in the context of discrete optimization problems.
Future works
In future works other methods to compose velocities and heuristics hybridization under the PSO framework will be investigated. Another idea to be explored in future researches is variable velocities. The proposed approach will be applied to the Generalized TSP and to the Bi-objective TSP.
