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Die Motivation fur die vorliegende Arbeit ist der Wunsch, bestehende Smalltalk{Applikationen
nach Java zu migrieren.
In Java sehen viele Entwickler die Losung fur die Gestaltung von Applikationen in einem stark
vernetzten, heterogenen Umfeld. Java schliet die Lucke zwischen den portablen, aber sehr langsa-
men Skript{Sprachen (Bsp. TCL) und den schnellen aber schwer portierbaren Low{Level{Sprachen
wie C oder C++ (
"
programming to the bare metal languages\)1. Insbesondere diese groe Band-
breite von Java macht sie als Entwicklungsplattform sehr interessant.
Zur Entwicklung von Client{Applikationen mit graphischer Benutzeroberache wurde inner-
halb des Daimler-Benz Konzerns oft Smalltalk verwendet. Zunehmende wirtschaftliche Schwierig-
keiten der Hersteller von Smalltalk{Entwicklungsumgebungen und abnehmende Attraktivitat von
Smalltalk als Entwicklungsplattform insgesamt2 lassen eine Migrationsstrategie weg von Small-
talk zunehmend notwendig erscheinen. Smalltalk hat es im kommerziellen Einsatz bisher nicht
geschat, groe Bedeutung zu erlangen.3 Zudem ist Smalltalk fur den Einsatz auf Servern nicht
sehr gut geeignet.
Viele der guten Elemente von Smalltalk sind in Java wiederzunden (
"
Java [. . . ] and Smalltalk
are comparable programming environments oering the richest set of capabilities for software app-
lication developers.\4). Java bietet zudem eine groere Sicherheit, Portabilitat und Einsetzbarkeit
in einem vernetzten Umfeld. Durch die groe Nahe zwischen Java und Smalltalk und die Vorteile
von Java als Entwicklungsplattform, erscheint die Migration von Smalltalk{Anwendungen nach
Java als sehr attraktiv.
1.1 Problemstellung
Das Thema dieser Arbeit ist ein Vergleich der Applikationsarchitekturen von Smalltalk und Java
im Hinblick auf Migration von Smalltalk nach Java.
Hintergrund dieser Fragestellung ist der Wunsch, eine bestehende Smalltalk{Applikation nach
Java zu migrieren. Damit sich die migrierte Applikation nahtlos in die Zielplattform einfugt, ist
die Ubertragung der Designideen, die hinter einer spezischen Smalltalk{Implementierung stecken,
von besonderer Bedeutung. Die migrierte Applikation soll die Elemente von Java so verwenden, wie
1siehe Gosling et al.,
"
The Java Language Environment { A White Paper\
2Im August 1998 erschien die letzte Ausgabe der Zeitschrift Smalltalk Report
3In einer IDC Studie von Anfang 1997 zur vorwiegend eingesetzten Programmiersprache in Betrieben, die objekt-
orientiert entwickeln, gaben 70% der Befragten C++ und nur 7% Smalltalk an.
4siehe ebenfalls Java White Paper
1
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es dem Stil von Java entspricht. Dadurch soll die Lesbarkeit und Wartbarkeit nach der Migration
erhalten bleiben.
Unter der Architektur einer Applikation verstehen wir im Rahmen dieser Untersuchung die
Kombination von Mustern5 auf den verschiedenen Abstraktionsebenen. Jedes Muster tragt als
"
Mikroarchitektur\ zur Architektur einer Applikation bei. Die Gesamtarchitektur einer Applikation
ergibt sich aus der Summe der eingesetzten bzw. verwendeten Muster.
Die Migration anhand von Mustern hilft, die Applikation in Java so zu implementieren, da sie
dem Stil der Java{Plattform entspricht. Jede Musterimplementierung stellt eine typische Verwen-
dung der Elemente der Plattform dar. Die Migration von Mustern untersucht, welche Elemente
auf welche Art in Java verwendet werden, um die gleiche Funktionalitat wie in Smalltalk zu bie-
ten. Diese Migration kann Anderungen in der Applikationsarchitektur mit sich bringen. Durch
diese Art der Migration erhalt man eine fur Java typische Applikation mit einer fur Java typi-
schen Architektur. Die Applikation erscheint nach der Migration nicht als Smalltalk{Programm in
Java{Verkleidung, sondern so, als sei sie direkt in Java geschrieben worden.
1.1.1 Bestehende Migrationsansatze
Nicht nur bei Daimler{Benz besteht der Bedarf nach einer Migration von Smalltalk nach Java. Da-
her existieren bereits Werkzeuge, die eine mehr oder weniger automatische Migration von Smalltalk
nach Java versprechen. Im Folgenden werden kurz einige der bisherigen Ansatze besprochen und
deren Einu auf die Applikationsarchitektur dargestellt.
Der einfachste Ansatz besteht aus einer rein syntaktischen Konvertierung des Quelltextes nach
Java [Gmb97]. Diese Art der Migration ignoriert vollstandig die Architektur, die in einer Applika-
tion von der bestehenden Klassenbibliothek induziert wird. Sie spart lediglich Schreibarbeit. Die
eigentliche Migrationsleistung mu anschlieend von Hand erbracht werden.
Andere Ansatze gehen von der Migration der graphischen Benutzeroberache aus unter Belas-
sung der Kernfunktionalitat der Applikation in Smalltalk. Hierzu wird die Oberache der Appli-
kation in Java nachgebildet. Die Kommunikation mit dem Applikationskern erfolgt beispielsweise
uber CORBA [Kra98, Obj97]. Diese Art der Migration dient dazu, einer Smalltalk{Applikation
einen Webbrowser{basierten Zugang zu verschaen. Dabei wird allerdings nur ein kleiner Teil der
Applikation nach Java konvertiert.
Ein weiterer Ansatz geht wissensbasiert vor. Zunachst wird ein
"
Mapping\ erstellt von den
Klassen der Smalltalk{Klassenbibliothek nach Java. Auf dieser Basis wird die Verwendung von
Smalltalk{Klassen durch die Verwendung von Java{Klassen ersetzt. Viele der durch das Fehlen
von Codeblocks und die dynamische Typisierung bei der Migration auftretenden Probleme werden
mit Hilfe von Interfaces und Wrapper{Klassen gelost [Ori97]. Die Autoren geben selbst zu, da
ein Programmierer diesen Code
"
transparenter, eleganter - und damit pegbarer - erstellt hatte\.
Dieser Ansatz bietet zwar den groten Grad an automatischer Umsetzung, der generierten Java{
Applikation sieht man ihre Smalltalk{Herkunft aber deutlich an.
1.2 Uberblick
Dieser Abschnitt soll dem Leser den Einstieg in die Arbeit erleichtern. Wir beschreiben den Zugang
zu der Arbeit auf drei verschiedene Arten. Diese verschiedenen Zugange sind in Abbildung 1.1
graphisch dargestellt.
Kapitel 3 enthalt die ausfuhrliche Darstellung der Fragestellung. Kapitel 7 fat den Gang derKernaussagen
Untersuchung der Arbeit zusammen, stellt den Beitrag neuen Wissens heraus und zieht Fazit. Eine
5Muster sind Beschreibungen von bewahrten Losungen immer wiederkehrender Probleme bei der Entwicklung































Abbildung 1.1: Arten des Zugangs zur Arbeit
Auistung der gefundenen Probleme bendet sich in Kapitel 6, welches bei diesem Zugang zur
Arbeit der Vertiefung dient.
Fur ein genaueres Verstandnis der Arbeit empehlt sich die Lekture der Arbeit in der Reihen- Genaueres
Verstandnisfolge, die von den Kapiteln vorgegeben ist. Kapitel 2 stellt Java und Smalltalk kurz vor und gibt
einen Uberblick zu Wiederverwendung, Mustern und Softwarearchitektur. Bei Vertrautheit mit
der Thematik kann dieses Kapitel ubersprungen werden. Kapitel 4 und 5 enthalten die ausfuhr-
liche Darstellung der Ergebnisse der Untersuchung. Die darin gefundenen Probleme werden im
darauolgenden Kapitel zusammengefat und diskutiert.
Bei der Durchfuhrung der Migration ergibt sich eine ganzlich andere Herangehensweise an Migration
die Arbeit. Bei der Migration ist ein schnelles Aunden der passenden Textstelle aufgrund der
Konstrukte im Programmcode wichtig. Der Migrationsindex enthalt solche Verweise auf die Kapitel
4 und 5. Anhang B stellt einige Klassen und Methoden von Smalltalk und Java einander gegenuber,
die eine ahnliche Funktionalitat abdecken.
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1.3 Notation
Zur Darstellung der Diagramme der Arbeit wurde so weit wie moglich die Unied Modelling Lan-
guage (UML) verwendet [Fow97]. Die UML hat das Ziel, eine einheitliche Notation fur die Ent-
wurfsdokumente bei der Applikationsentwicklung bereitzustellen. Die UML wurde kurzlich von der
































Abbildung 1.2: Elemente der UML
Innerhalb der Arbeit wurden manche Begrie durch textuelle Hervorhebungen markiert. Be-
grie, die neu eingefuhrt und an dieser Stelle erklart bzw. deniert werden, sind fett gesetzt.
Neu eingefuhrte Begrie, die jedoch nicht an dieser Stelle erklart werden, sind kursiv gesetzt. Die
Erklarung dieser Begrie ndet sich im Glossar. Innerhalb der Beschreibungen zur Mustermigra-
tion sind die beteiligten Entitaten bei ihrer ersten Erwahnung ebenso wie allgemeine Betonungen
ebenfalls kursiv gesetzt. Codebeispiele sind in Maschinenschrift gesetzt.






Die Geschichte der Programmiersprache Smalltalk reicht zuruck in die fruhen 70er Jahre. Damals
war das ubliche Ziel beim Entwurf einer Programmiersprache, die Software so zu bauen, da sie
auf der aktuellen Hardware lief.
Bei Smalltalk wurde dagegen zunachst die Software entwickelt und anschlieend die Hardware
den Anforderungen der Software angepat. Die Software sollte die Abbildung der realen Welt auf
die Hardware mit den Darstellungsmoglichkeiten der Sprache erlauben und eine Oberache zum
eektiven Arbeiten mit dem Computer bereitstellen. Der ursprungliche Ansatz ist mit den heutigen
Thin clients vergleichbar.
Die Ergebnisse dieser Entwicklungen mundeten damals in Smalltalk{80, welches die Wurzel
aller verfugbaren Smalltalk{Implementierungen ist. Die mageblichen Ideen der reinen Objektori-
entierung und der virtuellen Maschine gehen auf Alan Kay zuruck, der als Vater von Smalltalk
gilt. Die erste kommerzielle Version stammt von Adele Goldberg. Aus diesem Produkt entstand
das bekannte VisualWorks.
Die Standardisierung durch ein ANSI Technical Committee hat das Ziel, eine gemeinsame
Basis fur die Portierung zwischen verschiedenen Sprachimplementierungen zu schafen. Bislang
liegt lediglich eine Vorversion des Standards vor [ANS97].
Eigenschaften
Smalltalk zeichnet sich durch seine reine Objektorientierung aus. Jedes Sprachkonstrukt, das der Reine Objektorien-
tierungProgrammierer verwendet, ist ein Objekt | angefangen von Zahlen bis hin zu Teilen der Entwick-
lungsumgebung.
Kapselung ist ein Zusammenfassen des Zustands und des Verhaltens im Objekt, um die Inte- Kapselung
gritat der Daten garantieren zu konnen [WBWW90, S.18]. Auf die Daten eines Objekts kann nur
uber seine Schnittstelle zugegrien werden. Diese Schnittstelle wird von Methoden realisiert, die
durch Nachrichten an das Objekt angestoen werden. Durch die Trennung von Schnittstelle und
Implementierung der Methoden eines Objekts, kann die Implementierung geandert werden, ohne
einen Einu auf aufrufende Objekte befurchten zu mussen.
Durch Uberschreiben von Methoden in einer Subklasse erreicht Smalltalk Polymorphie. Der Polymorphie
Sender einer Nachricht kann keine Aussage uber die konkrete Klasse des Empfangerobjekts und
somit uber die Auswahl der implementierenden Methode treen. Diese Auswahl ist abhangig von
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der Klasse des empfangenden Objekts, welche die gleiche Semantik auf andere Art implementieren
kann. Der Mechanismus, der dahinter steht, ist late binding: Erst beim Versenden der NachrichtLate binding
ermittelt das System die Methode, welche auf die Nachricht reagiert.
Eine Klasse dient der Beschreibung der Objekte dieser Klasse. Jedes Objekt ist eine InstanzKlassen
einer Klasse, welche als Vorlage fur weitere Instanzen dient. Die Klasse selbst ist auch wieder eine
Instanz einer ubergeordneten Klasse.
Die automatische Speicherverwaltung gibt nicht mehr benotigte Objekte frei. Ein Program-Automatische
Speicherverwal-
tung
mierer spricht ein Objekt uber dessen Objektzeiger an, der jedoch transparent gestaltet ist. Es
existiert kein Mechanismus zum expliziten Freigeben eines Objekts. Falls keine Referenzen mehr
auf ein Objekt existieren, kann es freigegeben werden.
Variablen sind in Smalltalk dynamisch getypt. D.h. erst das Laufzeitsystem kann die Klasse desDynamische Typi-
sierung Objekts ermitteln, auf das eine Variable zeigt. Der Compiler kann somit zur Ubersetzungszeit noch
nicht feststellen, ob ein Objekt eine bestimmte Nachricht tatsachlich versteht.
Um portabel zu sein, wird ein Smalltalk{Programm nicht in Maschinencode ubersetzt, sondern
in maschinenunabhangigen Zwischencode. Die Basis fur die Ausfuhrung eines ubersetzten Pro-
gramms ist eine virtuelle Maschine, die den Zwischencode interpretiert. Erst bei der Ausfuhrungvirtuelle Maschine
eines Smalltalk{Programms erzeugt ein inkrementeller Compiler Maschinencode, der fur weitereinkrementeller
Compiler Aufrufe gespeichert wird.
Entwicklungsumgebungen
Eine der bekanntesten Entwicklungsumgebungen fur Smalltalk ist VisualWorks. Sie geht direktVisualWorks
auf die erste Version von Smalltalk{80 zuruck und zeichnet sich durch eine enorm groe Klassen-
bibliothek und machtige Entwicklungswerkzeuge aus. Das Produkt besteht im Wesentlichen aus
einer virtuellen Maschine und einem Image, welches samtlichen Anwendungscode und alle Objek-
te enthalt. Fur diese Arbeit spielt VisualWorks eine untergeordnete Rolle und wird lediglich am
Rande erwahnt.
Ein ernstzunehmender Konkurrent von VisualWorks ist VisualAge for Smalltalk. Es bestehtIBM Smalltalk
aus der Basis IBM Smalltalk und einer visuellen komponentenbasierten Entwicklungsumgebung.
IBM Smalltalk besteht ebenfalls aus einer virtuellen Maschine und einem Image, das wieder als
Behalter fur den Programmcode und die erzeugten Objekte dient. IBM Smalltalk ist die Basis




Java ist eine Programmiersprache, die Ende 1995 von der Firma Sun vorgestellt wurde. Sie sollte
ursprunglich der Programmierung von Geraten der Unterhaltungselektronik dienen. Da sich C++
als zu problematisch fur die gestellten Aufgaben erwies, entwickelte Sun die Sprache Java. Die Syn-
tax orientiert sich eng an C++, verzichtet aber auf viele problembehaftete Eigenschaften und greift
Elemente von Smalltalk und Objective{C wieder auf. Zur Zeit bereitet Sun eine Standardisierung
von Java durch die ISO vor.
Eigenschaften
Die Sprache vereinigt einige Eigenschaften auf sich, die weit uber reine Objektorientierung hinaus-
gehen. Im Folgenden werden diese Eigenschaften aufgelistet und kurz beschrieben [GM95].
Um Objektorientierung zu realisieren, kennt Java die Konzepte Klasse, Instanz, Vererbung,objektorientiert
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Kapselung und Polymorphie.
Um verteiltes Rechnen zu ermoglichen unterstutzt Java die Protokolle TCP/IP Sockets, FTP verteilt
Client und Server, URL Connections und in Zukunft CORBA. Daruberhinaus hat Java ein eigenes
Modell zur Verteilung von Java{Objekten (Remote Method Invocation - RMI).
Wie in Smalltalk erzeugt der Compiler keinen Maschinencode, sondern einen Zwischencode interpretiert
(Bytecode), der von einer virtuellen Maschine (JVM) interpretiert wird. Durch die Verwendung
dieser JVM ist der erzeugte Code in Bezug auf die zugrundeliegende Hardware architekturneutral architekturneutral
und portabel. portabel
Robustheit erreicht Java durch eine statische Typuberprufung, eine automatische Speicherver- robust
waltung (garbage collection) und den Verzicht auf Zeigerarithmetik, welche in C++ standige Ur-
sache von Problemen war.
Applets sind kleine Programme, die uber einen Web{Browser aufgerufen werden und auf dem sicher
Client laufen. Um die Sicherheit eines solchen Programmes zu gewahrleisten, laufen sie in einer
Sandbox ab. Eine Sandbox ist eine Ablaufumgebung eines Programms, die ein ablaufendes Pro-
gramm so uberwacht, da nur erlaubte Operationen ausgefuhrt werden konnen, weshalb Java uber
ein ausgefeiltes Sicherheitsmodell verfugt.
Just{in{Time Compiler und in Zukunft die Hot Spot{Technologie sorgen fur eine hohe Perfor- performant
manz bei der Interpretierung des erzeugten Bytecodes. Falls die Anforderungen an die Ausfuhrungs-
geschwindigkeit sehr hoch sind, kann der Zwischencode vor Ausfuhrung des Programms vollstandig
bis auf Maschinenebene ubersetzt werden.
Java deniert ein einfaches API, um Threads erzeugen zu konnen bzw. zu synchronisieren. Die multithreaded
Threadunterstutzung ist in die Sprache eingebaut und daher aus Programmierersicht unabhangig
von der zugrundeliegenden Betriebssystemplattform.
Durch bedarfsgesteuertes Nachladen von Klassen zur Laufzeit entwickelt ein Java{Programm dynamisch
eine hohe Dynamik. Die zunachst kleine Zahl an geladenen Klassen wachst zur Laufzeit eines
Programms immer weiter an.
In Java ist ein Package{Mechanismus deniert, durch den Klassen zusammengefat werden
konnen. Dieser Mechanismus verhindert Konikte im Namensraum und unterstutzt die Struktu-
rierung der Sichtbarkeit von Klassen, Methoden und Variablen.
Zu Java gehort neben der eigentlichen Sprachdenition eine umfangreiche Klassenbibliothek. Klassenbibliothek
Diese bildet ein Framework zur Applikations- bzw. zur Applet-Entwicklung und bietet eine groe
Zahl an APIs. Seit der Vorstellung von Java erfuhren sowohl die Klassenbibliothek als auch die
Sprache selbst zum Teil tiefgreifende Veranderungen. Durch die Standardisierung ist eine Stabili-
sierung der Sprachdenition zu erwarten.
Entwicklungsumgebungen
Sun stellt das Java Development Kit (JDK) als kostenlose Entwicklungsumgebung zur Verfugung. JDK
Es besteht im wesentlichen aus einem Compiler, einer virtuellen Maschine (JVM) und einer in-
zwischen sehr umfangreichen Klassenbibliothek. Diese Entwicklungsumgebung bietet keinen groen
Komfort, ist aber fast als Referenzimplementierung zu betrachten. Der vom Java{Compiler erzeug-
te Zwischencode ist auf samtlichen Hardwareplattformen lauahig, fur die eine virtuelle Maschine
existiert.
Neben der von Sun kostenlos zur Verfugung gestellten Entwicklungsumgebung gibt es eine
Reihe kommerzieller Entwicklungsumgebungen. Diese zeichnen sich in der Regel durch eine groere
Benutzerfreundlichkeit aus (Bsp. IBM VisualAge for Java). Daneben existieren nicht{kommerzielle
Implementierungen des JDK bzw. der Entwicklungswerkzeuge des JDK (Bsp: Kaee).
Da sich die vorliegende Arbeit auf einen Vergleich der Sprachplattformen (in Form der Sprache
selbst, der Laufzeitumgebung und der Klassenbibliothek) konzentriert, steht das JDK im Mittel-
punkt der Untersuchung.
8 KAPITEL 2. GRUNDLAGEN
2.3 Wiederverwendung
Ein haug angestrebtes Ziel bei der Entwicklung von Software ist die Wiederverwendung von fruherZiel von Wieder-
verwendung erzielten Ergebnissen. Seit den siebziger Jahren druckt der Begri Software{Krise aus, wie schwierig
es ist, qualitativ hochwertige Software mit vertretbarem Aufwand in einem akzeptablen Zeitrahmen
zu entwickeln [Cox90]. Mit der Technik der Wiederverwendung wollte man der Software-Krise etwas
entgegensetzen.
Zunachst wurde hierbei lediglich an die Wiederverwendung von bestehendem Programmcode
gedacht. Ein Kopieren des Codes und Anpassen an die neuen Bedurfnisse (
"
copy and patch\) ist
jedoch eine wenig zufriedenstellende Losung. Ein weitergehender Ansatz stellt Bibliotheken vorge-
fertigter Unterroutinen bereit, die Losungen fur immer wieder auftretende Teilprobleme sind. Sie
nehmen dem Programmierer die Arbeit ab, immer wieder die gleichen Programmteile implemen-
tieren zu mussen.
Objektorientierung ist angetreten, einige der Probleme, die bei der Wiederverwendung auftre-
ten, zu losen. Jacobson et al. schreiben hierzu:
Problems with reuse include the nding, understanding and appropriateness of the
thing to be reused. Object-orientation gives a completely new technique that strongly
supports these issues. [JCJO92, S.27]
Zwei sehr haug eingesetzte Mechanismen um Wiederverwendung zu realisieren sind VererbungCode reuse
und Komposition [GHJV95, S.18]. Wiederverwendung beginnt schon auf der Applikationsebene.
Hier hilft interne Wiederverwendung, eine Applikation moglichst einfach, wartbar und erweiterbar
zu halten.
Auch eine objektorientierte Anwendung wird auf eine Sammlung von Losungen fur Teilproble-
me zuruckgreifen. Die objektorientierte Terminologie spricht hier von Toolkit [GHJV95, S.26] im
Gegensatz zu Unterprogramm{Bibliothek bei prozeduralen Sprachen.
Objektorientierung macht bei der Wiederverwendung von Programmcode jedoch nicht halt son-Design reuse
dern versucht, Design wiederzuverwenden. Hierzu existieren objektorientierte Frameworks (siehe
2.5.2). Ein Framework ist eine Menge kooperierender Klassen, die ein wiederverwendbares Design
fur eine bestimmte Klasse an Software darstellen [Deu89, JF88]. Ein Beispiel fur ein Framework ist
das Model-View-Controller-Konzept (MVC) von Smalltalk zur Gestaltung interaktiver graphischer
Applikationen [KP88].
Frameworks sind eng mit Mustern verkupft (2.4). Einerseits kann ein Framework selbst als ein
Muster auf Architekturebene angesehen werden [BMR+96]. Andererseits werden Entwurfsmuster
eingesetzt um ein Framework zu beschreiben [Joh92], zu entwickeln [BJ94] und zu implementieren
[Sch97]. Frameworks sind fur die Anwendungsentwicklung extrem wichtig. Der grote Teil des
Designs und des Codes in einer Anwendung wird aus dem Framework stammen oder durch das
Framework beeinut sein [GHJV95, S.28]. Ein Nachteil der Applikationsentwicklung mit Hilfe
von Frameworks ist, da die Applikation auf das Framework angewiesen ist. Die Portierung auf
eine Plattform, auf der das Framework nicht zur Verfugung steht, kostet vermutlich den Aufwand,
der bei der Entwicklung durch den Einsatz des Frameworks eingespart wurde [Kap95, S.91].
2.4 Muster
Muster sind Beschreibungen von Losungen immer wiederkehrender Probleme, die bei der Ent-
wicklung von Anwendungen auftreten. Muster stellen dabei keine komplette Designmethode dar,
sondern decken wichtige Praktiken existierender Methoden auf [Cop96, S.3]. Ein Muster ist kein
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Stuck Programmcode, das unverandert in ein eigenes Programm ubernommen werden kann, son-
dern eine verallgemeinerte Losung | eingebettet in den Problemkontext und die Konsequenzen,
die der Einsatz des Musters hat.
Muster zeichnen sich durch eine strukturierte Beschreibung aus, die uber eine Sammlung an Beschreibung
Mustern hinweg konstant ist. Eine graphische Darstellung von Klassen, die das Muster realisie-
ren bzw. ein kurzes Programmstuck ist zur Beschreibung von Mustern nicht ausreichend. Eine
Darstellung des Problemumfeldes, der Alternativen und eine Begrundung fur eine spezische De-
signentscheidung gehoren ebenfalls zur Beschreibung des Musters.
Musterhierarchie
Nach Buschmann et al. [BMR+96] existieren Muster auf verschiedenen Ebenen (Muster{System).
Dieser Abschnitt stellt die verschiedenen Ebenen der Idiome, Entwurfsmuster und Architekturmu-
ster vor.
Auf hochster Abstraktionsebene existieren Architekturmuster. Architekturmuster drucken Architekturmuster
fundamentale strukturelle Organisationsschemata eines Softwaresystems aus. Ein Architekturmu-
ster deniert eine Anzahl an Subsystemen, sowie deren Aufgaben und Regeln fur die Gestaltung
der Beziehungen zwischen diesen Subsystemen. Obwohl Architekturmuster auf hochster Ebene
die Struktur eines Softwaresystems bestimmen, wird nur in den seltensten Fallen die Verwendung
ausschlielich eines einzigen Architekturmusters ausreichen. Nur die Zusammenarbeit mehrerer Ar-
chitekturmuster kann den verschiedenen Anforderungen an ein System gerecht werden. Allerdings
beschreibt auch eine Kombination von Architekturmustern noch keine komplette Softwarearchi-
tektur. Diese Kombination stellt lediglich ein strukturelles Framework dar, welches noch weiter
speziziert werden mu. Der Anschlu an die eigentliche Applikationslogik und das Zusammen-
spiel der Komponenten mu noch detaillierter dargestellt werden. Dies geschieht oft mit Hilfe von
Entwurfsmustern und Idiomen.
An architectural framework expresses a fundamental paradigm for structuring software
systems. It provides a set of predened subsystems, as well as rules and guidelines for
organizing the relationships between them. [BM95, S.329]
Das strukturelle Framework, welches durch die Architekturmuster deniert wird, ndet sich in
Smalltalk und Java als konkretes Framework in Form einer Klassenbibliothek wieder. Dieses Fra-
mework ist insofern konkret, als da die Verwendung der Klassen und Objekte des Frameworks zu
einer bestimmten Architektur der Applikation fuhren. Ein Framework ist das programmiersprach-
liche Mittel, um strukturelles Design wiederverwenden zu konnen. Architekturmuster haben von
den hier beschriebenen Mustern den groten Einu auf die Architektur einer Applikation.
Eine Ebene tiefer sind Entwurfsmuster angeordnet. Entwurfsmuster denieren Klassen und Entwurfsmuster
Objekte und geben Regeln fur die Gestaltung der Beziehungen zwischen diesen Elementen. Sie
haben einen groen Einu auf die Architektur eines Subsystems | weniger auf die Architektur
des Gesamtsystems. Entwurfsmuster sind unabhangig von einem bestimmten Problembereich und
von einer spezischen Implementierung. Allerdings ist die Beschreibung eines Entwurfsmusters
manchmal stark von einer bestimmten Implementierungssprache gepragt. Die Beschreibungen der
Entwurfsmuster in [GHJV95] sind sehr stark von C++ beeinut. In Smalltalk eronen die anderen
sprachlichen Ausdrucksmoglichkeiten eine zum Teil sehr verschiedene Beschreibung [ABW98].
The design patterns [. . . ] are descriptions of communicating objects and classes that
are customized to solve a general design problem in a particular context. [GHJV95, S.3]
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Entwurfsmuster treten einerseits als strukturierende Merkmale der Sprachplattform auf. Eine Ap-
plikation verwendet dieses Design, um sich auf naturliche Weise in das Framework einzufugen.
Andererseits bringt die Applikation ihre eigenen Entwurfsmuster mit, die sie zur Strukturierung
bestimmter Teilaspekte verwendet. Die Applikation sucht in der Sprachplattform lediglich die Ele-
mente zur Implementierung dieser Entwurfsmuster.
Idiome sind Muster auf der niedrigsten Ebene der Muster{Hierarchie. Im Gegensatz zu Ent-Idiome
wurfsmustern beschreiben sie konkrete Implementierungen spezischer Problemlosungen in einer
bestimmten Programmiersprache. Die Ubergange von Idiomen zu Entwurfsmustern einerseits und
zu Beschreibungen eines Programmierstils andererseits sind ieend. Im Gegensatz zu Program-
mierstil zeichnen sich Idiome durch die Art der Beschreibung in Form eines Musters und durch eine
starkere Fokusierung auf das Losen von konkreten Problemen aus. Im Gegensatz zu Entwurfsmu-
stern zeichnen sich Idiome durch eine enge Bindung an die verwendete Implementierungssprache
bzw. Plattform aus. Einige der mit Idiomen gelosten Probleme sind so speziell fur die verwendete
Sprache, da sich kein verallgemeinertes Problemlosungsschema in Form eines Entwurfsmusters
nden liee.
An idiom describes how to implement particular components (parts) of a pattern, the
components functionality, or their relationships to other components within a given
design. They often are specic for a particular programming language. [BM95, S.330]
Idiome sind die unterste Ebene der Verwendung der Elemente einer Sprachplattform. In einer
Applikation ist die Verwendung einer bestimmten Plattform durch den Einsatz der spezischen
Idiome gekennzeichnet. Da die Implementierungen der Klassen der Sprachplattform selbst die
Plattform verwenden, setzen auch sie sich aus den spezischen Idiomen zusammen.
2.5 Softwarearchitektur
Softwarearchitektur ist die Beschreibung der Elemente, aus denen ein System aufgebaut ist und der
moglichen Interaktionen zwischen diesen Elementen. Daruberhinaus beinhaltet Softwarearchitektur
Regeln, wie die Elemente zusammengefugt werden konnen und hierbei geltende Einschrankungen
[SG96, S.1].
Dieser Abschnitt konzentriert sich auf die Aspekte der Softwarearchitektur, die in Bezug auf
objektorientierte Softwareentwicklung interessant sind. Dies schliet naturlich Aspekte ein, die
auch fur andere Architekturstile als Objektorientierung wichtig sind.
2.5.1 Anwendungsschichten und {stufen
Ublicherweise besteht eine Applikation nicht aus einem einzigen monolithischen Block, sondern
weist eine innere Struktur auf. Dieser Abschnitt behandelt die logische Schichtung und die Eintei-
lung in physikalische Stufen.
Schichten{Architektur
Schichtung bezeichnet die logische Aufteilung einer Applikation. Jede Schicht ist durch ihre eige-
nen Zustandigkeiten charakterisiert und weist eine wohldenierte Schnittstelle zu den umgebenden
Schichten auf. Abbildung 2.1 zeigt eine typische Aufteilung einer Applikation in mehrere Schichten:
DasDomanenobjektmodell enthalt die Objekte der Problemdomane. Dies sind die Entitaten,Domanenobjekt-
modell die durch die Analyse mit Hilfe von Fachexperten gefunden wurden bzw. entstammen dem Anfor-
derungsmodell [JCJO92].
Das Applikationsmodell beschreibt, auf welche Art der Benutzer auf das Domanenobjektmo-Applikationsmodell
























Abbildung 2.1: Schichten{ und Stufen{Architektur einer Applikation
Interaktion mit der Applikation benotigt, besorgt das Zusammenspiel der einzelnen Benutzerinter-
aktionen und kummert sich um die Zusammenarbeit mit dem Persistenzmodell.
Die graphische Benutzeroberache ist in der Prasentationsschicht deniert. Jeder Benutzer- Prasentations-
schichtdialog arbeitet direkt mit einem Objekt des Applikationsmodells zusammen, welches die relevan-
ten Domanenobjekte zur Verfugung stellt, bzw. die Daten des Benutzerdialoges nach Abschlu
einer Aktion des Benutzers entgegennimmt. Reine Dialogsteuerung geschieht ausschlielich in der
Prasentationsschicht. Die Abspaltung der Benutzerdialoge vom Applikationsmodell erlaubt es, bei-
de Modelle unabhangig voneinander zu verandern, ohne gleich das Gesamtsystem umstellen zu
mussen.
Das Persistenzmodell deniert, wie persistente Modelle abgespeichert werden. Die hier be- Persistenzmodell
trachtete Applikation verwendet eine relationale Datenbank zur Speicherung solcher Objekte, wel-
che eine Abbildung der Objekte des Domanenobjektmodells auf die Relationen der Datenbank
erfordert. Dies ist Aufgabe der objektrelationalen Abbildung, welche zwischen dem Domanen-
objektmodell und der eigentlichen Datenbank vermittelt. Ublicherweise enthalt diese Schicht ein
Transaktionsmodell fur die persistenten Objekte, um die Konsistenz der Domanenobjekte gewahr-
leisten zu konnen.
Die Datenbank speichert die persistenten Objekte des Domanenobjektmodells. Diese kann auf Datenbank
dreierlei Weise realisiert werden: als objektorientierte Datenbank, als relationale Datenbank mit ei-
ner objektrelationalen Abbildung oder als objektrelationale Datenbank [VC97]. In unserem Beispiel
speichert die Datenbank die Objekte in Form von Relationen. Die Applikation greift nicht direkt
auf die Datenbank zu, sondern ausschlielich uber die Schicht der objekt{relationalen Abbildung.
Stufen{Architektur
Parallel zur Einteilung einer Applikation in logische Schichten liegt die physikalische Stufung einer
Applikation. Mit Stufung ist die Verteilung einer Applikation auf mehrere miteinander vernetzte
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Rechner gemeint. Im Folgenden werden die verschiedenen Paradigmen vorgestellt, nach denen eine
Applikation in mehrere Stufen eingeteilt werden kann.
Eine Einzelapplikation ist die zentralistische Variante der Stufen{Architektur. In diesem FallEinzelapplikation
liegt eigentlich keine Stufung vor. Alle Applikationsteile laufen auf einem einzigen Rechner.
Das Client/Server{Paradigma verteilt die Rechenleistung auf einen zentralen Server und vieleClient/Server
dezentrale Clients, die uber ein Netzwerk mit dem Server verbunden sind. Diese Losung hat den
Vorteil, da groe Teile der Applikation direkt beim Benutzer sind, dem dadurch mehr Freiheiten
bei der Gestaltung seiner Arbeitsumgebung gegeben werden.
Die 3{tier{Architektur fuhrt eine dritte Stufe ein: einen oder mehrere Applikationsserver. Die3{tier Architektur
Applikationsserver kommunizieren mit den abgespeckten Clients, die in dieser Architektur aus-
schlielich fur die Prasentation und die Dialogsteuerung zustandig sind und kapseln damit den
Zugri auf den zentralen Datenbankserver. Diese weitere Stufe reduziert die Auslastung des Da-
tenbankservers deutlich, weil er nur noch fur die Applikationsserver zustandig ist und nicht mehr
fur die Gesamtzahl der Clients. Zudem verbessert sich die Skalierbarkeit des Gesamtsystems.
Die n{tier{Architektur ist die Weiterfuhrung der 3{tier{Architektur. Diese verteilt die Appli-n{tier{Architektur
kation auf noch mehr Stufen. Jede Stufe hat ihren eigenen Zustandigkeitsbereich wie Transak-
tionsmanagement, Benutzerauthentizierung, Lastausgleich usw. Die einzelnen Stufen sind nicht
mehr notwendigerweise auf verschiedene Rechner verteilt, sondern konnen sich einen gemeinsamen
Netzwerkknoten teilen. Damit verschwimmt die Grenze zwischen Schichtarchitektur und Stufenar-
chitektur einer Applikation.
2.5.2 Frameworks
Ein Framework ist eine Technik, um Wiederverwendung in objektorientierten Programmierspra-
chen zu realisieren. Es gibt verschiedene Denitionen des Begris Framework. Nach [Deu89] ist
ein Framework ein wiederverwendbares Design des gesamten oder eines Teils eines Systems, das
reprasentiert wird durch eine Menge an abstrakten Klassen und die Art, wie ihre Instanzen inter-
agieren. Nach einer anderen Sichtweise ist ein Framework das Skelett einer Applikation, das durch
den Applikationsentwickler angepat wird [Joh97].
Ein Framework enthalt also die Elemente, die allen Applikationen einer bestimmten Domane
gemein sind. Um eine Applikation dieser Domane zu schreiben, fangt man nicht bei Null an, sondern
erweitert ein bestehendes Framework um die applikationsspezischen Teile. Neue Funktionalitat
wird in das Framework eingebaut und erweitert die bestehende Funktionalitat. Die Architektur der
zu erstellenden Applikation ist eine Realisierung der generischen Architektur, die das Framework
vorgibt [Joh97].
Die Wiederverwendung von Frameworks geschieht durch Vererbung und Instanziierung [Sch97].
Abbildung 2.2 zeigt schematisch beide Formen der Wiederverwendung.
Das Framework gibt abstrakte und konkrete Klassen vor. Die abstrakten Klassen reprasentierenWiederverwen-
dung durch Verer-
bung
das wiederverwendbare Design. Von diesen abstrakten Klassen liegen oft Standardimplementierun-
gen in Form von konkreten Klassen vor. Die applikationsspezische Funktionalitat steckt in Imple-
mentierungen der abstrakten Klassen bzw. in Subklassen, die von den Standardimplementierungen
erben und deren Funktionalitat erweitern oder uberschreiben. Diese Form der Wiederverwendung
heit white box reuse [GHJV95, S.26].
Bei black box reuse verwendet die Applikation die vom Framework angebotenen KomponentenWiederverwen-
dung durch In-
stanziierung
ausschlielich uber die externe Schnittstelle | nicht durch Vererbung. Fur diese Art der Wieder-
verwendung enthalt die Applikation nur
"







Das Thema dieser Arbeit ist ein Vergleich der Applikationsarchitekturen von Smalltalk und Java
im Hinblick auf Migration von Smalltalk nach Java.
Hintergrund dieser Fragestellung ist der Wunsch, eine bestehende Smalltalk{Applikation nach
Java zu migrieren. Diese Migration soll dabei mehr bieten als eine reine syntaktische Ubersetzung
des Quellcodes. Damit sich die migrierte Applikation nahtlos in die Zielplattform einfugt, ist die
Ubertragung der Designideen, die hinter einer spezischen Smalltalk{Implementierung stecken, von
besonderer Bedeutung. Die migrierte Applikation soll die Elemente von Java so verwenden, wie
es dem Stil von Java entspricht. Dadurch soll die Lesbarkeit und Wartbarkeit nach der Migration
erhalten bleiben.
Unter Architektur einer Applikation verstehen wir im Rahmen dieser Untersuchung die Kombi-
nation von Mustern auf den verschiedenen Abstraktionsebenen. Jedes Muster tragt als
"
Mikroar-
chitektur\ zur Gesamtarchitektur bei. Die Gesamtarchitektur der Applikation ergibt sich aus der
Summe der eingesetzten bzw. verwendeten Muster.
Moreover, applications that use frameworks must conform to the frameworks' design
and model of collaboration, so the framework causes patterns in the applications that
use it. [Joh97]
Um die Fragestellung genauer zu spezizieren, beschreibt dieses Kapitel zunachst die verwendete
Plattformdenition. Es zeigt die Faktoren auf, die Einu auf die Applikationsarchitektur nehmen.
Anschlieend grenzt es den Untersuchungsgegenstand dieser Arbeit ab und beschreibt den Gang
der Untersuchung.
3.1 Plattformdenition
Dieser Abschnitt beschreibt die Aufteilung eines objektorientierten Systems und deniert anschlies-
send den Begri Sprachplattform (vgl. [Lew95, S.19]).
Ein objektorientiertes System teilt sich in vier Komponenten auf: die Sprache selbst, die Klas-
senbibliothek, die Laufzeitumgebung und die Entwicklungswerkzeuge (siehe Abbildung 3.1).
In Smalltalk ist die Sprache selbst uber die verschiedenen Dialekte hinweg fast vollstandig por-
tabel gestaltet, die Klassenbibliothek zu einem groen Teil. Das
"
Blue Book\ [GR83] deniert die
Sprache und groe Teile der Klassenbibliothek. Es ist die Basis fur die meisten Smalltalk{Dialekte.
Daruberhinaus deniert jeder Dialekt eigene Klassen, die die Klassenbibliothek erganzen. Die Ent-







Abbildung 3.1: Komponenten eines OO Systems
zugreifen kann. Die verschiedenen Dialekte haben alle in der Funktionalitat vergleichbare Entwick-
lungswerkzeuge (Browser, Debugger, Inspector, etc.), im Detail unterscheiden sich diese Grund-
komponenten jedoch wesentlich. Die Laufzeitumgebung stellt die Dienste bereit, die ein Programm
bei der Ausfuhrung benotigt.
Von Java gibt es (noch) keine Dialekte1. Die Sprache, die Laufzeitumgebung und die Klas-
senbibliothek bilden die Basis, die uber die verschiedenen Java{Systeme hinweg identisch ist. Die
Entwicklungsumgebungen hingegen weisen eine sehr groe Variationsbreite auf. Angefangen von
der Kommandozeilen{Version bis zu einer Browser{basierten Smalltalk{ahnlichen Entwicklungs-
umgebung ist alles vorhanden.
Im Rahmen dieses Vergleichs betrachten wir die Sprache, Laufzeitumgebung und Klassenbiblio-
thek von Java und einer spezischen Smalltalk{Implementierung. Diese Komponenten fassen wir
unter dem Begri Sprachplattform zusammen.
3.1.1 Betrachtete Plattformen
Im Falle von Smalltalk betrachten wir neben dem ANSI{Standard und dem
"
Blue Book\ [GR83]
das Produkt IBM Smalltalk in der Version 4.0. Dieser Dialekt wird zusammen mit der visuellen
Entwicklungsumgebung IBM VisualAge for Smalltalk ausgeliefert. Das hierin denierte Kompo-
nentenmodell und der Mechanismus der visuellen Programmierung sind derart speziell fur diesen
Dialekt, da diese Teile im Rahmen des Vergleiches auen vor bleiben.
Im Falle von Java betrachten wir das SUN JDK 1.1, da die Version 1.2 zum Zeitpunkt der
Erstellung der Arbeit nur als Beta{Version vorlag. Hinzu kommen Swing und die Collection{API.
Swing ist eine Sammlung neuer GUI{Elemente, welche die Elemente des Abstract Windowing
Toolit (AWT) der Version 1.1 ersetzen soll. Swing ist aufgrund des verwendeten Model{View{
Controller{Konzepts ein moderneres und exibleres GUI{Framework als das ursprungliche AWT.
Die Collection{API ist ein Subframework zur Erstellung von Behalter{Klassen und enthalt schon
einige Collection{Implementierungen.
1Die Firma Microsoft bietet zwar einen Dialekt von Java an, der nicht 100% kompatibel ist, wird aber wegen der
Verwendung des Namens
"
Java\ zur Zeit gerichtlich belangt.
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3.2 Einusse auf die Applikationsarchitektur
Die Architektur einer Applikation unterliegt verschiedenen Einussen. Von diesen Einussen be-
trachten wir im Rahmen dieser Arbeit die Sprachplattform und die dadurch in der Applikation































































































Abbildung 3.2: Einufaktoren auf Applikationsarchitektur
Modelle
Die Applikationslogik ist die Basis fur die Applikationsarchitektur (vgl. Analysemodell in [JCJO92,
S.130]). Es ist eine Umsetzung der Ergebnisse der Anforderungsanalyse in eine implementierbare
Form. Es besitzt eine gegenuber Anderungen robuste Struktur, welche implementationsunabhangig
gestaltet ist. Die Einusse der jeweiligen Programmiersprache bzw. Sprachplattform werden erst
in den nachfolgenden Modellen sichtbar. Aus diesem Grund brauchen wir den Einu der Appli-
kationslogik im Rahmen dieser Arbeit nicht zu betrachten.
Das Verteilungsmodell beschreibt die Verteilung der Applikationslogik auf mehrere vernetzte
Rechner [FRS96, S.44]. Die Grunde fur die Verteilung sind unter anderem Skalierbarkeit, Perfor-
mance und Fehlertoleranz. Der Einu des Verteilungsmodells auf die Applikation ist zunachst
unabhangig von der verwendeten Programmiersprache, weshalb es im Rahmen dieser Arbeit nicht
weiter betrachtet wird.
Das Sicherheitsmodell beschreibt die Mechanismen, wie ein Programm auf Ressourcen zugrei-
fen kann und welchen Einschrankungen es dabei unterliegt. Insbesondere durch die ansteigende
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Vernetzungsdichte und zunehmende Vernetzung lokaler Netzwerke mit oentlichen Netzen erlangt
das Thema Sicherheit zunehmend Bedeutung [FRS96, S.49]. Die Klassenbibliothek von Smalltalk
enthalt keinen Mechanismus, der explizit zur Realisierung eines Sicherheitsmodells vorgesehen ist.
Daher behandeln wir diesen Aspekt hier nicht.
Das Persistenzmodell sorgt fur die Eigenschaften eines Objekts, seine Lebensdauer uber die
Lebensdauer der verwendenden Applikation hinaus auszudehnen [Boo94]. Dazu gehort die Form, in
der das Objekt abgespeichert wird und die Abbildung aus dem Objektmodell auf diese persistente
Form. Zwar wird der Anschlu an die Datenbank von beiden Klassenbibliotheken unterstutzt,
jedoch kein Mechanismus zur objektrelationalen Abbildung. Daher betrachten wir die Einusse
dieses Modells nicht weiter.
Die Sprachplattform enthalt diejenigen Komponenten, aus denen sich der Applikationscode zu-
sammensetzt. Diese Elemente der Plattform sind jedoch mehr als eine Aneinanderreihung von Bau-
steinen zum Aufbau einer Applikation. In groen Teilen reprasentieren sie ein wiederverwendbares
Design [Joh97], welches die Architektur der Applikation diktiert [GHJV95, S.26]. Die Untersuchung
der Sprachplattformen ist folglich ein zentrales Thema dieser Arbeit.
Muster
All diesen Modellen ist gemein, da sie bestimmte Muster verwenden. Muster sind wiederverwend-
bare Designs, welche auf den Ebenen der Idiome, der Entwurfsmuster und der Architekturmuster
auftreten. Sie decken einen Bereich ab, der von der Strukturierung einzelner Implementierungsde-
tails bis zur Gesamtarchitektur einer Applikation reicht. Weil diese Muster je nach Sprachplattform
ein anderes Erscheinungsbild haben und Einu auf die Architektur der Applikation nehmen (vgl.
[BMR+96, S.22]), sind sie das zweite zentrale Thema dieser Arbeit.
3.2.1 Abgrenzung der Einufaktoren
Die Motivation hinter dieser Arbeit ist der Wunsch, eine Applikation von Smalltalk nach Java unter
Beibehaltung der Funktionalitat zu migrieren. Daher sind im Rahmen dieser Arbeit ausschlielich
die Einufaktoren interessant, die eine hohe Implementationsabhangigkeit aufweisen. Dies sind
zum einen die Sprachplattform selbst. Sie ist die eigentliche Quelle der Implementierungsabhangig-
keit. Durch das enthaltene Framework nimmt sie gleichzeitig groen strukturierenden Einu auf
die Applikation. Zum anderen sind dies die zum Einsatz kommenden Muster. Jedes der beteiligten
Modelle pragt der Applikationsarchitektur seine spezischen Muster auf. Muster sind vom Ansatz
her sprachunabhangig, jedoch sind die Musterimplementierungen zum Teil sehr speziell auf die ver-
wendete Sprachplattform zugeschnitten. Diese Implementierungsabhangigkeit ist fur die Migration
ein sehr wichtiges Thema.
3.3 Pramissen
In dieser Arbeit kann keine vollstandige Antwort auf die Frage nach der Migrierbarkeit einer Ap-
plikation gegeben bzw. ein vollstandiger Weg zur Migration einer Applikation von Smalltalk nach
Java aufgezeigt werden. Hierzu mute das Umfeld der Applikationsentwicklung in die Untersu-
chung miteinbezogen werden. Einige in diesem Zusammenhang zu erwahnenden Punkte sind das
Fachwissen der Entwickler, die verwendeten Werkzeuge, der verwendete Entwicklungsproze und
die vorhandene bzw. verfugbare Infrastruktur, etc. Diese Aspekte werden in dieser Arbeit nicht
behandelt.
Das Thema dieser Arbeit ist die Untersuchung, welchen Einu die Migration einer Applikati-
on von Smalltalk nach Java auf ihre Architektur hat. Dabei konzentrieren wir uns auf die Kern-
funktionalitat der Smalltalk{Plattform. Dies ist im wesentlichen die vom
"
Blue Book\ und vom
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ANSI{Standard denierte Funktionalitat und das GUI{Framework der untersuchten Smalltalk{
Plattform.
Als weitere Einschrankung geht diese Arbeit davon aus, da sich der Applikationscode nahezu
vollstandig aus Idiomen und Entwurfsmustern zusammensetzt bzw. die in der Klassenbibliothek
vorhandenen Architekturmuster und Entwurfsmuster gema ihrer Intention verwendet. Idealerwei-
se sollte eine Applikation aus diesen Mustern aufgebaut sein. Sie sind das Destillat langjahriger
Entwicklungspraxis und stellen bewahrtes Design dar.
3.4 Gliederung der Untersuchung
Die Untersuchung gliedert sich in folgende Schritte:
1. Vergleich der Plattformelemente. Ausgehend von der Struktur der Smalltalk{Plattform, wird
jedes Plattformelement dahingehend untersucht, welches Element der Java{Plattform die
gleiche oder annahrend gleiche Funktionalitat erfullt. Dies soll aufzeigen, welches Plattform-
element in Java statt des Smalltalk{Konstrukts bei der Migration zu verwenden ist. Zudem
soll diese Betrachtung solche Plattformelemente herausstellen, fur die in Java nur schwer eine
Entsprechung zu nden ist.
2. Migration von Mustern. Anschlieend werden typische Implementierungen in Smalltalk in
Form von Mustern behandelt. Dieser Ansatz geht auch wieder von Smalltalk aus, allerdings
steht diesmal das Programm im Mittelpunkt. Ein Programm verwendet Muster zum Losen
typischer Probleme oder setzt sich mehr oder weniger vollstandig aus Mustern zusammen,
die ihm von den verschiedenen Modellen aufgepragt werden.
3. Architekturunterschiede einer Applikation zwischen Smalltalk und Java. Dieser Teil fuhrt die
Erkenntnisse der beiden vorherigen Schritte zusammen. Ziel ist die komprimierte Aussage
uber die Anderungen in der Architektur einer Smalltalk{Applikation, die nach Java ubersetzt
werden soll bzw. die Probleme, die die Migration erschweren oder der Migration sogar im
Weg stehen konnen.
Als Hilfmittel fur die Migration enthalt der Anhang einen Migrationsindex. Dieser geht von
den in Smalltalk{Programmen zu ndenden Methoden, Klassen und sonstigen Sprachkonstrukten
aus und gibt Hinweise auf moglicherweise beteiligte Plattformelemente bzw. Muster. Dies soll bei
der Migration ein schnelles Aunden der passenden Textstelle innerhalb der Arbeit ermoglichen.
4
Vergleich der Plattformen
In diesem Kapitel werden die beiden untersuchten Sprachplattformen miteinander auf den Ebenen
Sprache, Toolkit und Framework verglichen.
4.0.1 Ebenen der Sprachplattform




Abbildung 4.1: Ebenen einer Plattform
Die Sprachebene beschreibt die Sprache selbst und die Teile der Klassenbibliothek, die fur
die Denition der Sprache essentiell sind. Die Sprachebene bestimmt, wie ein Programm
"
aufge-
schrieben\ wird und was es bedeutet (4.1). Die Toolkit{Ebene1 besteht aus einer Sammlung von
Hilfsklassen, die allgemein einsetzbare Funktionalitat anbieten wie die Collection{Klassen (4.2).
Die Framework{Ebene2 besteht aus mehreren Frameworks, die sich aus kooperierenden Klassen
zusammensetzen (4.3). Die Grenze zwischen Framework{ und Toolkit{Ebene ist nicht immer klar
zu fassen: Zum einen verwendet ein Framework die Klassen des Toolkits; zum anderen existieren
Frameworks, um eigene Hilfsklassen zu bauen.
4.0.2 Vergleichskriterien
Der Plattformvergleich stellt, ausgehend von Smalltalk, die Elemente der Plattformen einzeln ein-
ander gegenuber. Wichtig ist das Erkennen der Unterschiede im Design dieser Elemente. Anschlie-
end wird untersucht, wie eine Smalltalk{Implementierung eines Plattformelements nach Java
migriert werden kann. Die migrierte Version soll sich auf naturliche Weise in die Java{Plattform
1Ein Toolkit ist das objektorientierte Gegenstuck zu einer Unterprogrammbibliothek in einer prozeduralen Spra-
che (2.3).
2Ein Framework ist eine halbfertige Applikation, die die Applikationsentwicklung erleichtert (2.5.2).
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einfugen und die Funktionalitat der Plattform so nutzen, wie es der Plattformentwurf vorsieht. Da-
mit ist eine Migration der Smalltalk{Basisklassen ausgeschlossen. Das migrierte Programm ware
ein Smalltalk{Programm in einer Java{Verkleidung.
Von besonderem Interesse sind die Probleme, die einer Migration im Weg stehen konnen. Ins-
besondere wenn eine Funktionalitat in Java sehr viel anders realisiert wird bzw. uberhaupt nicht
vorhanden ist, ist das darzustellen.
Da der Vergleich im Hinblick auf Migration von Smalltalk nach Java unternommen wird, ori-
entiert sich die Struktur der Arbeit an der Smalltalk{Plattform. Die Java{Plattform wird nicht
vollstandig behandelt, sondern nur insoweit als sie fur die Migration von Belang ist. D.h. der Ver-
gleich fuhrt nur die Elemente der Java{Plattform auf, die zur Darstellung der Funktionalitat der
betrachteten Elemente der Smalltalk{Plattform benotigt werden.
4.0.3 Smalltalk{Plattform
Die Struktur der Smalltalk{Plattform orientiert sich am vorgeschlagenen Smalltalk{ANSI{Stan-
dard [ANS97], am Blue Book [GR83] und an der Klassenbibliothek von IBM Smalltalk. Abbildung



























Abbildung 4.2: Struktur der Smalltalk{Plattform
Der ANSI{Standard umfat die Elemente von Smalltalk, die auf allen existierenden Plattformen
zu nden sind.
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The scope of the library is roughly an intersection of existing Smalltalk products'
libraries. That is, it includes numbers, data structures (collections), basic objects (nil,
booleans, etc.), blocks, exceptions and les. [ANS97, S.5]
Der ANSI{Standard deniert keine konkreten Klassen, sondern lediglich Protokolle. Uber eine
mogliche Implementierung dieser Protokolle macht der Standard keine Aussage. Diese Protokolle
werden zu Protokollklassen zusammengefat. Im Rahmen der vorliegenden Arbeit werden diese
Protokollklassen zur Strukturierung der Klassenbibliothek verwendet. In Abbildung 4.2 sind dies
die hellgrau hinterlegten Elemente.
Daruberhinaus deniert das
"
Blue Book\ [GR83] weitere Protokollklassen, die ebenfalls in den
meisen Smalltalk{Dialekten vorhanden sind. In der Abbildung sind sie dunkelgrau hinterlegt.
Die restlichen Elemente sind spezisch fur IBM Smalltalk. Hier sind die groten Unterschiede
zu anderen Smalltalk{Plattformen zu nden, weshalb der Vergleich mit Java auf diesen Ebenen
sehr IBM Smalltalk{spezisch ist.
4.0.4 Virtuelle Maschine
Beide Sprachen verwenden eine virtuelle Maschine zum Ausfuhren des ubersetzten Zwischencodes.
Die virtuelle Maschine abstrahiert von der Hardware und ermoglicht so ein Ablaufen der uber-
setzten Programme auf jeder Hardware, die uber eine virtuelle Maschine verfugt. Sie stellt die
Verbindung zum Betriebssystem dar und ist damit die Basis der Laufzeitumgebung . Die virtuelle
Maschine wird ausfuhrlicher in 5.3.1 behandelt.
Die virtuellen Maschinen beider Sprachen enthalten eine automatische Speicherverwaltung,
die nicht mehr benotigte Objekte automatisch freigibt. Dadurch entfallt fur die Applikation die
Notwendigkeit, diese Verwaltung selbst ubernehmen zu mussen. Eine solche Verwaltung hatte
starken Einu auf den Entwurf einer Applikation. Zudem enthalt die virtuelle Maschine den
Mechanismus zur Parallelausfuhrung (4.1.5).
In der vorliegenden Arbeit werden die virtuellen Maschinen nicht weiter untersucht.
4.1 Vergleich auf Sprachebene
Im Vergleich auf Sprachebene wird die Sprache selbst untersucht und diejenigen Klassen der Klas-
senbibliothek, die fur die Sprache von essentieller Bedeutung sind. Diese Klassen werden auch
als Kernel{Klassen bezeichnet [Lew95, S.63]. In Java sind dies vorwiegend die Klassen im Package
java.lang. In IBM Smalltalk sind dies die Klassen der Subsysteme Common Language Data Types

















Dieser Abschnitt untersucht die eigentliche Sprache. Wir betrachten der Reihe nach die in der
Abbildung aufgefuhrten Teilaspekte.
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Datentypen
Ein Datentyp deniert den Wertebereich einer Variablen und die Operationen, welche darauf aus-
gefuhrt werden konnen. An dieser Stelle heben wir auf die Unterscheidung zwischen primitiven
Typen und Referenztypen ab. Zahlen werden in 4.1.4 behandelt, Zeichen und boolesche Werte in
4.1.2.
In Smalltalk ist jedes Sprachkonstrukt ein Objekt. Eine Applikation greift auf ein Objekt uber
seine Referenz zu. Diese Referenz ist ein Zeiger auf den Bereich im Hauptspeicher, in dem das
Objekt lebt. Eine Anweisung kann diese Referenz ausschlielich dazu verwenden, dem Objekt
Nachrichten zu schicken oder die Referenz einer Variablen zuzuweisen bzw. sie als Argument zu
verwenden. Beim Kopieren einer Variablen wird lediglich die Referenz kopiert. Beide Variablen
zeigen nach dem Kopieren auf das gleiche Objekt. Das Kopieren eines Objektes erfolgt explizit
durch die Nachricht copy.
Java unterscheidet im Gegensatz zu Smalltalk zwischen primitive Datentypen und Refe-
renztypen. Eine Variable eines primitiven Typs speichert den Wert direkt in der Variablen. Bei
einem Referenztyp wird dagegen der Zeiger auf das Objekt oder das Array abgespeichert. Die
primitiven Typen sind boolean, char, byte, short, int, long, float und double. Samtliche Re-
ferenztypen auer Arrays sind von der Klasse Object direkt oder indirekt abgeleitet. Um mit einen
Element eines primitiven Typs als Objekt arbeiten zu konnen, mu es von einem Wrapperobjekt
gekapselt werden. Das Package java.lang stellt fur jeden primitiven Typ eine Wrapper{Klasse
zur Verfugung.
Die Unterscheidung zwischen primitiven Typen und Referenztypen sorgt bei der Migration fur
folgende Probleme:
 Zuweisungen primitiver Elemente kopieren das Element selbst. Zuweisungen von Referenzty-
pen kopieren lediglich die Referenz. Das kann bei der Migration zu Problemen fuhren (Siehe
Zuweisungen in diesem Abschnitt).
 Hohere Datenstrukturen in Java wie Vector oder die Klassen des Collection{Toolkits konnen
nur Referenztypen verarbeiten. Lediglich Arrays konnen mit primitiven Datentypen arbeiten;
allerdings sind Arrays nicht so komfortabel zu verwenden wie Collections. Zur Verwendung
in einer Collection mussen primitive Elemente in Wrapper gepackt werden bzw. vor der
Verwendung als primitives Element aus dem Wrapper herausgeholt werden.
Bei der Migration wird eine Smalltalk{Collection entweder zu einer Java{Collection oder zu
einem Array. Diese Entscheidung ist von den Typen der gespeicherten Elemente abhangig.
Variablen
In diesem Abschnitt werden die verschiedenen Aspekte von Variablen wie Typisierung, Sichtbarkeit
und Initialisierung behandelt. Auerdem wird in diesem Abschnitt auf indizierte Variablen in
Smalltalk eingegangen.
Typisierung Smalltalk und Java unterscheiden sich darin, zu welchem Zeitpunkt der Typ einer
Variablen festgelegt wird.
In Smalltalk resultiert der Typ einer Variablen aus dem Verhalten des Programms zur Lauf-
zeit. Daher spricht man in Smalltalk von dynamischer Typisierung. Der Compiler kann den Typ
einer Variablen oder eines Arguments zur Ubersetzungszeit nicht feststellen. In einer Variablen
kann somit ein Objekt eines beliebigen Typs gespeichert werden. Dadurch kann der Compiler die
Gultigkeit einer Nachricht an ein Objekt nicht uberprufen.
In Java steht der Typ einer Variablen dagegen schon zur Ubersetzungszeit fest. Die Typisie-
rung geschieht explizit durch den Programmierer. Der Compiler kann dadurch die Gultigkeit der
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Speicherung eines Wertes in einer Variablen und die Gultigkeit eines Methodenaufrufs bereits zu
Ubersetzungszeit uberprufen. Aufgrund der statischen Typisierung benotigen Java{Programme
an manchen Stellen eine explizite Typumwandlung. Hohere Datenstrukturen greifen oft nur uber
die Schnittstelle einer Superklasse auf ein Objekt zu. Um uber die Schnittstelle der tatsachlichen
Klasse des Objekts zuzugreifen, mu die Applikation eine Typumwandlung auf die Unterklas-
se durchfuhren (Downcast). In Smalltalk ist eine solche explizite Typumwandlung aufgrund des
dynamischen Typsystems nicht notwendig. Ein weiteres Konstrukt von Java ist der Interface{
Mechanismus. Der Interface{Mechanismus ist mit Mehrfachvererbung zu vergleichen, wobei ein
Interface jedoch ausschlielich abstrakte Methoden deniert. Interfaces werden ausfuhrlicher in
4.1.1 besprochen.
Fur die Migration bedeutet dies, da die Typen der Variablen und Parameter ermittelt werden
mussen, die sie zur Laufzeit haben. Im Java{Programm mussen diese Typen statisch angegeben
werden. Bei dieser Laufzeitanalyse konnen die Namen der formalen Parameter der Methoden in
Smalltalk sein. Oft wird im Parameternamen der Typ des erwarteten Arguments kodiert. Falls eine
Klasse auf ein Objekt zugreifen mu, dessen Klasse sie bei ihrer eigenen Ubersetzung nicht kennt,
geschieht der Zugri uber ein Interface. Die Klasse des spater erstellen Objekts mu dieses Interface
implementieren, um die statische Typsicherheit herzustellen. Falls die Applikation auf Methoden
eines Objekts zugreift, die nur in einer Subklasse deniert sind, mu durch die Migration ein
expliziter Downcast eingefugt werden.
Sichtbarkeit In Smalltalk ist die Sichtbarkeit von der Art der Variablen abhangig. Die Sichtbarkeit
von Variablen in Java ist nur in Teilen mit der von Smalltalk identisch. In diesem Abschnitt werden
zunachst die verschiedenen Variablenarten diskutiert. Abbildung 4.3 veranschaulicht anschlieend
die Migration von Instanzvariablen, Klassenvariablen und Klasseninstanzvariablen.
Temporare Variablen sind nur innerhalb einer Methode sichtbar. Sie mussen zu Beginn der
Methode deklariert werden. In Java konnen temporare Variablen nicht nur zu Beginn einer Me-
thode, sondern an nahezu beliebiger Stelle deklariert werden. Bei der Migration mussen temporare
Variablen lediglich auf die Java{Syntax umgeschrieben werden.
Instanzvariablen sind in Smalltalk nur innerhalb der Instanz sichtbar. Ihre Lebendauer spannt
sich von der Erzeugung bis zur Freigabe des Objekts. Instanzvariablen merken sich ihren Zustand
uber die Methodenaufrufe hinweg. Sie sind von auen nicht sichtbar, sondern nur innerhalb der
Instanz selbst. Auf Instanzvariablen wird von auehalb der Instanz uber Getter{ und Setter{
Methoden zugegrien. In Java lat sich die Sichtbarkeit von Instanzvariablen sehr exibel uber die
Modikatoren public, protected und private gestalten. Durch die Migration werden in Java
vorwiegend private Instanzvariablen erzeugt. In einfachen Fallen kann in Java auf die Getter{ und
Setter{Methoden verzichtet werden. Die Sichtbarkeit der betroenen Variablen mu dann durch
einen Modikator erweitert werden.
Klassenvariablen sind in Smalltalk innerhalb der deklarierenden Klasse selbst und in allen
Unterklassen sichtbar. Auch auf Klassenvariablen kann von auerhalb der Instanz nur uber Getter{
und Setter{Methoden zugegrien werden. In Java ist eine Klassenvariable, die nicht als private
deklariert wird, in den Subklassen sichtbar. Auf sie kann auch direkt zugegrien werden | oh-
ne Verwendung von Getter{ und Setter{Methoden. Durch die Migration wird auch in Java eine
Klassenvariable erzeugt. In einfachen Fallen kann in Java auf die Getter{ und Setter{Methoden
verzichtet werden. Die Sichtbarkeit der betroenen Variablen mu dann durch einen Modikator
erweitert werden.
Klasseninstanzvariablen werden in Smalltalk ebenso wie Klassenvariablen im Klassenobjekt
deklariert. Allerdings existiert fur jede Unterklasse und die Superklasse je eine eigene Kopie ei-
ner Klasseninstanzvariablen. Klasseninstanzvariablen existieren in Java nicht. Samtliche Klassen
einer Subklassenhierarchie teilen sich eine einzige Klassenvariable. Falls jede Klasse eine eigene
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Kopie der Klassenvariablen besitzen soll, mu sie in jeder Klasse einzeln deklariert werden. Da
dies in Subklassen aber nicht durch eine Variablendeklaration erzwungen werden kann, benotigt
die Java{Losung abstrakte Getter{ und Setter{Methoden. Diese Methoden werden in der Super-
klasse deniert und mussen in jeder Subklasse implementiert werden. Sie arbeiten auf einer jeweils
lokal deklarierten Instanzvariablen. Durch die Migration mussen in der Superklasse die abstrakten
Getter{ und Setter{Methoden deniert und in den Subklassen implementiert werden. Die Dekla-
ration der Klasseninstanzvariablen fallt in Java weg. Dagegen mu in jeder Subklasse eine lokale
Klassenvariable deklariert werden.
Globale Variablen und Poolvariablen sind in Smalltalk global zuganglich. Smalltalk spei-
chert globale Variablen im Verzeichnis Smalltalk, auf das jedes Objekt Zugri hat. Poolvariablen
existieren in Variablenpools (z.B. CwConstants). Falls ein Objekt auf solche Variablen zugreifen
will, mu die Klasse diesen Variablenpool in der Klassendenition angeben. Fur das Verzeichnis
globaler Variablen und sonstiger Variablenpools existiert in Java kein Gegenstuck. Eine Variable ist
immer einer Klasse oder einer Instanz zugeordnet. Fur die Migration bedeutet das, da Variablen,
die einer beliebigen Menge an Objekten zuganglich sein sollen, in einer Klasse zusammengefat
werden mussen. Fur jeden Variablenpool und das globale Verzeichnis erzeugt die Migration also
je eine eigene Klasse, wobei die Variablen eine public{ Markierung tragen. Die verwendenden
































Abbildung 4.3: Migration von Variablen verschiedener Sichtbarkeit
Abbildung 4.3 stellt die verschiedenen Sprachkonstrukte zur Deklaration der verschiedenen Va-
riablenarten in Smalltalk und ihre Entsprechungen in Java dar. Zusatzlich wird die Sichtbarkeit
der verschiedenen Variablen durch unterschiedliche Schrauren veranschaulicht.
Initialisierung In Smalltalk wird die Initialisierung von Variablen nicht durch ein spezielles Sprach-
konstrukt unterstutzt. Daher verwendet ein Smalltalk{Programm zur Initialisierung von Variablen
oft ein Idiom. Die Schwierigkeit liegt im Erkennen des Initialsierungscodes.
Java unterstutzt die Variableninitialisierung durch mehrere Mechanismen. Jede Variable kann
bei ihrer Deklaration mit einem Initialwert versehen werden. Neben dem Konstruktor kann zur
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komplexeren Initialisierung von Instanzvariablen ein instance initializer verwendet werden. Klas-
senvariablen konnen uber einen static initializer initialisiert werden.
Die Migration von Variableninitalisierungen wird bei den Idiomen Explicit Initialization (5.1.11)
und Lazy Initialization (5.1.12) besprochen.
Indizierung Neben den gewohnlichen Instanzvariablen, auf die ein Objekt uber den Namen zu-
greift, deniert Smalltalk indizierte Variablen. Das Anlegen einer Klasse entscheidet daruber, ob
eine Klasse eine xed class oder eine variable class ist. Jede Instanzvariable einer xed class besitzt
einen Namen, der ihrer Identizierung dient. Die Instanzvariablen einer variable class werden aus-
schlielich uber ihren Index angesprochen. Eine indizierte Variable speichert entweder eine Objek-
treferenz oder einen Bytewert. Die Zahl der Instanzvariablen eines Objekts kann sich zur Laufzeit
andern. Dieser Mechanismus dient der Implementierung der Klassen des Collection{Toolkit, die
diesen Zugri auf indizierte Variablen vor dem Benutzer kapseln.
In Java kann jede Klasse neben einer Reihe namensreferenzierter Variablen eine Reihe an in-
dizierten Variablen enthalten. Indizierte Variablen werden durch Arrays realisiert. Ein Array spei-
chert eine Menge an primitiven Elementen oder Objektreferenzen. Jedes Array verfugt uber einen
eigenen Namen.
Die Migration einer variable class besteht folglich im Anlegen einer Array{Instanzvariablen in
der Java{Klasse. Ein einmal erzeugtes Array kann in Java seine Groe nicht mehr andern. Folglich
mu das Array bei Groenanderungen in ein groeres Array kopiert werden, das dann seinen Platz
einnimmt.
Nachrichten
Eine Nachricht (oder Methodenaufruf) dient der Reprasentation von Interaktionen zwischen Ob-
jekten [GR83, S.24]. Zunachst besprechen wir, wie einer Nachricht Argumente mitgegeben werden.
Anschlieend wird die Verkettung und Kaskadierung von Nachrichten besprochen. Abschlieend
werden die polymorphen Eigenschaften von Nachrichten und dynamische Methodenaufrufe disku-
tiert.
Parameter Die Parameter eines Methodenaufrufs sind in Smalltalk mit Positionsnamen versehen,
deren Position in der Parameterliste feststeht. Parameter sind in Smalltalk dynamisch getypt.
Methodenparameter sind in Java dagegen reine Positionsparameter. Parameter sind statisch
getypt.
Durch die Migration werden die Positionsnamen der Parameter weggelassen. Der Versender
einer Nachricht mu beachten, da die Argumente einer Nachricht den korrekten statischen Typ
haben mussen. Der Compiler uberpruft in Java die korrekte Typisierung der Argumente (Siehe
auch Typisierung in diesem Abschnitt).
Verkettung Verkettung ist das Verschicken einer Nachricht an das Ergebnis eines vorherigen
Methodenaufrufs. In Smalltalk konnen aufgrund der Namensparameter viele Klammern notwendig
werden.
In Java ist jeder Methodenaufruf geklammert. Zusatzlich verlangt Java in manchen Fallen eine
explizite Typumwandlung (Downcast) bei der Verkettung von Nachrichten, was in diesem Fall zu
weiteren Klammern fuhrt.
Die Migration von Verkettung bedeutet ein Umformatieren des Quelltextes.
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Kaskadierung Ein Kaskade ist das Verschicken mehrerer Nachrichten an ein einziges Objekt. Sol-
che Methodenaufrufe werden in Smalltalk durch ein Semicolon voneinander getrennt. Falls am En-
de einer Kaskade das Empfangerobjekt zuruckgeliefert werden mu, kann die Nachricht yourself
notwendig werden.
Kaskadierte Nachrichten konnen in Java nicht dargestellt werden.
Kaskaden mussen in Java mit Hilfe einer temporaren Variablen und voneinander getrennten
Nachrichten nachgebildet werden (siehe 5.1.16). Durch den Wegfall von kaskadierten Nachrichten
wird die Nachricht yourself uberussig (siehe 5.1.17).
Polymorphie Polymorphie ist die Eigenschaft, da ein Name Objekte vieler verschiedener Klassen
bezeichnen kann [Boo94].
In Smalltalk sind zwei Arten polymorpher Methodenaufrufe moglich. Bei der ersten Art ist die
Klasse des Empfangers eine Subklasse derjenigen Klasse, die das verwendete Protokoll deniert. Der
Klient wei nicht, zu welcher konkreten Subklasse der Emfanger gehort. Bei der zweiten Art stehen
die moglichen Empfangerobjekte in keinem direkten Zusammenhang zueinander. Sie zeichnen sich
dadurch aus, da alle Empfanger eine Methode gleichen Namens denieren. Wegen des dynamischen
Typsystems ist auch in diesem Fall ein polymorpher Methodenaufruf moglich.
Java ist hier restriktiver als Smalltalk, weil der Ubersetzer schon zur Ubersetzungszeit den Typ
des Empfangers uberpruft. Ein in einer Variablen gespeichertes Objekt mu entweder eine Instanz
der in der Variablendeklaration angegebenen Klasse oder einer ihrer Subklassen sein oder mu das
Interface implementieren, welches als Typ der Variablen deklariert ist.
Ein polymorpher Methodenaufruf der ersten Art ist direkt nach Java zu ubertragen, indem in
Java die gleich Klassenstruktur aufgebaut wird. Bei einem polymorphen Methodenaufruf der zwei-
ten Art mu in Java ein Interface erstellt werden, um dem Compiler die statische Typuberprufung
zu ermoglichen. Der Methodenaufruf erfolgt uber das im Interface denierte Protokoll.
Dynamischer Methodenaufruf Ein Methodenaufruf ist dann dynamisch, wenn zur Ubersetzungs-
zeit der Selektor der aufgerufenen Methode noch nicht bekannt ist.
In Smalltalk schickt der Klient dem Empfanger die Nachricht perform: und ubergibt den Selek-
tor der gewunschten Methode. Aufgrund des dynamischen Typsystem erfolgt die Uberprufung der
Gultigkeit des Aufrufs erst beim Empfang der Nachricht. Falls ein ungultiger Selektor ubergeben
wurde, ruft der Empfanger die Fehlermethode doesNotUnderstand auf (siehe Fehlermethoden in
4.1.2).
In Java ist das Ausfuhren eines dynamischen Methodenaufrufs etwas komplizierter als in Small-
talk. Java verlangt hierzu zunachst das Erzeugen eines Method{Objekts, welches den dynami-
schen Methodenaufruf kapselt. Der Klient mu dieses Method{Objekt uber das Klassenobjekt des
Empfangers erfragen. Falls Parameter ubergeben werden sollen, ist viel Schreibarbeit notig.
Die Migration hat mit dem statischen Typsystem in Java zu kampfen. Die Applikation mu das
Methodenobjekt vor dem dynamischen Aufruf abfragen. Dies kann entweder direkt davor gesche-
hen oder zu einem fruheren Zeitpunkt. Um die Ausnahmebehandlung moglichst spezisch gestalten
zu konnen, sollte das Methodenobjekt so fruh wie moglich abgefragt werden. Diese Abfrage kann
an ganz anderer Stelle notig sein als im Versender des dynamischen Methodenaufrufs. In vielen
Fallen kann ein dynamischer Methodenaufruf in Java durch einen statischen Methodenaufruf er-
setzt werden. Dazu deniert der Sender ein Interface, welches der Empfanger implementieren mu.
Der Sender kommuniziert uber die im Interface denierten Methoden mit dem Empfanger.
Operatoren
Operatoren sind in Smalltalk Nachrichten, die auf den Doppelpunkt am Ende des Parameternamens
verzichten (siehe auch Nachrichten in diesem Abschnitt). Daher gelten fur Operatoren genau die
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gleichen Assoziationsregeln wie fur gewohnliche Nachrichten. Beispielsweise liest Smalltalk den
Ausdruck index + offset * 2 als (index + offset) * 2. Eine Anwendung kann in Smalltalk
eigene Operatoren denieren. Smalltalk unterscheidet unare und binare Operatoren.
In Java verwenden Operatoren die Inx{Notation, die der gewohnlichen mathematischen Schreib-
weise entspricht. Die Denition eigener Operatoren und das Uberschreiben vorhandener Operatoren
ist in Java nicht moglich. In Java sind samtliche Operatoren in der Sprache und bis auf Gleichheit
und instanceof nur fur primitive Typen deniert. Java unterscheidet ebenfalls unare und binare
Operatoren.
Operatoren konnen in zweierlei Hinsicht ein Problem fur die Migration darstellen. Die unter-
schiedlichen Assoziativitatsregeln konnen bei einer Migration zu einer Semantikveranderung von
Ausdrucken fuhren. Diese Semantikveranderung kann durch ein Umformulieren oder Klammern
beseitigt werden. Da Operatoren in Java vorwiegend fur primitive Typen deniert sind, kann die
Migration eine Umformulierung der Operation in einen Methodenaufruf bedeuten. Selbstdenier-
te Operatoren mussen als Methoden deniert werden. Falls die Operanden in Wrapper{Klassen
gekapselt sind (siehe 4.1.1), mussen sie zunachst ausgepackt werden.
Methoden
Dieser Abschnitt untersucht die Typisierung der Methodenparameter und unterscheidet zwischen
Instanzmethoden und Klassenmethoden.
Typisierung der Parameter Eine Smalltalk{Methode mu keine Typen fur ihre Parameter de-
nieren. Daher kann sie Parameter eines beliebigen Typs akzeptieren. Die Methodenauswahl ist
nicht abhangig vom Typ des erhaltenen Arguments. Falls diese Auswahl notig ist, um die richtige
Operation ausfuhren zu konnen, wird in Smalltalk das Idiom Double Dispatch (5.1.9) verwendet.
Eine Java{Methode dagegen mu fur jedes Argument einen Typ deklarieren. Durch das stati-
sche Typsystem ist die Methodenauswahl innerhalb eines Objekts von den Typen der Parameter
abhangig. Durch Uberschreiben (overriding) einer Methode erreicht ein Objekt Methodenpolymor-
phie innerhalb einer Klasse.
Bei der Migration mu die Deklaration einer Methode um die Typen der Parameter erweitert
werden. Nur eine Laufzeitanalyse kann die Typen der Parameter ermitteln. Die Positionsnamen
konnen fur die Analyse hilfreich sein, weil sie in Smalltalk oft den Typ des Parameters kodieren.
(Siehe auch Datentypen in diesem Abschnitt) Weil die Methodenauswahl in Java von den Para-
metertypen abhangig gemacht werden kann, entfallt in Java die Notwendigkeit, das Idiom Double
Dispatch zu implementieren. Die Parameterabhangigkeit wird durch Uberschreiben gelost. Das
Entfernen dieses Idioms fuhrt auch zum Entfernen von den Methoden, die in anderen Klassen
durch dieses Idiom eingefuhrt wurden.
Instanzmethoden Eine Instanzmethode arbeitet im Kontext ihrer Instanz und hat Zugri auf
alle sichtbaren Variablen.
In Smalltalk sind samtliche Methoden global sichtbar. Sie denieren die Schnittstelle eines Ob-
jektes. Jede Methode einer Klasse kann mit einem Protokollkommentar versehen werden. Allerdings
haben diese Protokollkommentare keinen Einu auf die Sichtbarkeit einer Methode (Siehe auch
Protokolle in diesem Abschnitt).
Java kennt eine ausgefeiltere Kontrolle der Sichtbarkeit. Durch die Modikatoren public,
protected und private kann die Sichtbarkeit einer Methode sehr fein eingestellt werden. Pro-
tokollkommentare existieren in Java nicht.
Instanzmethoden stellen fur die Migration keine groe Herausforderung dar. Da in Smalltalk
alle Methoden global sichtbar sind, konnen sie in Java mit public markiert werden. Falls eine
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Methode den Protokollkommentar private tragt, wird sie in Java mit private markiert. Dadurch
verhindert der Compiler einen Aufruf dieser Methode von auen.
Klassenmethoden Eine Klassenmethode arbeitet im Kontext ihrer Klasse und hat Zugri auf
alle Klassenvariablen und Klasseninstanzvariablen.
Klassenmethoden sind in Smalltalk ebenfalls global sichtbar. In Smalltalk mu bei Aufruf ei-
ner Klassenmethode erst das Klassenobjekt erfragt werden. Eine Instanz kann den Aufruf einer
Klassenmethode nicht direkt verstehen. Die Klassenmethoden denieren die Schnittstelle des Klas-
senobjekts.
In Java kann eine Klassenmethode entweder uber die Klasse oder uber eine Instanz dieser Klasse
aufgerufen werden. Der Aufruf uber die Klasse erfordert nicht das Vorhandensein einer Instanz. Das
Klassenobjekt kann hierzu nicht verwendet werden | es wird vorwiegend fur Reexion verwendet
(siehe 4.1.7). Die Sichtbarkeit von Klassenmethoden kann ebenfalls durch Modikatoren sehr fein
eingestellt werden.
Durch die Migration wird eine Klassenmethode in Java mit public markiert. Falls sie den Pro-
tokollkommentar private tragt, wird sie in Java mit private markiert. Dadurch verhindert der
Compiler einen Aufruf dieser Methode von auen. Durch die andere Art des Aufrufs einer Klassen-
methode mussen samtlich Klienten einer Klassenmethode verandert werden. Entweder erfolgt der
Aufruf uber die vorhandene Instanz oder direkt uber die Klasse. Falls durch den Aufruf eine neue
Instanz angelegt werden soll, mu statt der Klassenmethode in Java der passende Konstruktor
aufgerufen werden (siehe Objekt{Erzeugung in 4.1.2).
Ausdrucke
Ein Ausdruck ist in Smalltalk entweder eine Zuweisung, ein Methodenaufruf oder eine Return{
Anweisung.
Zuweisungen Eine Zuweisung kopiert in Smalltalk lediglich die Referenz auf ein Objekt. Das
Objekt, auf das die Referenz zeigt, bleibt unangetastet.
In Java geschieht dies nur bei Referenztypen. Zuweisungen primitiver Typen kopieren den Wert
selbst. Siehe ebenso die Diskussion zum Kopieren von Objekten 4.3.1.
Obwohl Java zwischen primitiven und Referenztypen unterscheidet, spielt das fur die Migration
einer Zuweisung keine Rolle. Die Klassen in Smalltalk, die den primitiven Typen in Java entspre-
chen, lassen ein Verandern des einmal erzeugten Objekts nicht zu. Daher kann aus der Aliasbildung,
die durch die Zuweisung entsteht, kein Problem erwachsen.
Methodenaufrufe Methodenaufrufen ist ein eigener Abschnitt gewidmet (siehe Nachrichten in
diesem Abschnitt).
Return{Anweisungen Wenn eine Smalltalk{Methode keine explizite Return{Anweisung enthalt,
gibt sie ihre Instanz zuruck. Ob dieses Objekt benotigt wird, kann nicht durch lesen der Klasse
selbst entschieden werden, sondern nur durch Studium der Verwendungen der Instanzen dieser
Klasse.
Java verlangt dagegen eine explizite Return{Anweisung und eine Spezikation des Typs des
Ruckgabewerts im Methodenkopf. Der Compiler uberpruft das Vorhandensein einer Returnanwei-
sung, falls ein Ruckgabetyp im Methodenkopf deniert ist.
Eine Schwierigkeit bei der Migration sind die Methoden, die keine Return{Anweisungen enthal-
ten, deren Klienten sich aber auf die Ruckgabe der Instanz verlassen. Da eine Smalltalk{Methode,
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die keine Return{Anweisung enthalt, den Empfanger zuruckgibt, kann die Notwendigkeit zum
Einfugen einer Return{Anweisung in Java nicht immer leicht erkannt werden.
Programmdenition
Ein Programm besteht aus den Klassen und Objekten, die wahrend der Entwicklung erzeugt wur-
den. Es stellt sich die Frage, wie eine solches Programm gegen den Rest des Systems abgegrenzt
wird.
In Smalltalk leben diese Objekte im Image des Systems. Dieses Image ist die Datei des Small-
talk{Systems, das samtliche Instanzen enthalt. Da in Smalltalk Klassen lediglich Instanzen sind,
leben auch die Klassen in diesem Image. Das Programm und das Smalltalk{System sind eng mit-
einander verbunden. Die erzeugten Klassen sind Bestandteil des Gesamtsystems und liegen nicht
als separate Dateien vor. Insbesondere kann ein Smalltalk{Programmierer das bestehende System
fur seine personlichen Belange modizieren. Dadurch wird die Abgrenzung eines Programmes in
Smalltalk schwierig. IBM Smalltalk verwaltet aus diesem Grund Applikationen, die zusammen-
gehorende Klassen verwalten. Damit ist bei der Migration klar, welche Klassen zusammengehoren.
Um eine Smalltalk{Applikation auszuliefern, wird eine gestrippte Version des Images erzeugt.
In Java ist die Abgrenzung eines Programms eindeutig. Die erzeugten Klassen liegen in Form
von Dateien vor, die getrennt vom System verwaltet werden. Eine Java{Applikation hat die Mog-
lichkeit, mehrere Klassen zu einem Package zusammenzufassen. Das System selbst wird durch die
Erstellung der Applikation nicht verandert. Zur Laufzeit der Applikation benotigte Objekte mussen
von der Applikation explizit angelegt werden.
Bei der Migration einer Applikation mu zunachst festgestellt werden, welche Klassen und
Objekte zu der Applikation gehoren. Falls Smalltalk diese Elemente als Applikation verwaltet, sind
die Klassen leicht festzustellen. Schwieriger ist die Identizierung der Instanzen, die vorhanden sein
mussen. Eine Java{Applikation mu diese Instanzen explizit anlegen.
Namensraum
Ein Namesraum deniert die Sichtbarkeit von Namen. Die Gestaltung des Namensraums hat Ein-
u darauf, ob Nameskonikte auftreten konnen und wie diese behoben werden konnen.
Smalltalk hat fur Klassen einen einzigen globalen Namensraum. Jede denierte Klasse ist uberall
sichtbar. Um Namenskonikte zu vermeiden, werden Klassen oft mit einem Prax versehen (bei-
spielsweise Cw... fur die Klassen des Common Widget Subsystem). Der Variablenpool Smalltalk
enthalt Variablen, die global sichtbar sind. Daneben existieren Variablenpools, deren Variablen
nicht ohne weiteres sichtbar sind. Um die Variablen eines Variablenpools verwenden zu konnen,
mu eine Klasse diesen Pool bei ihrer Deklaration angeben.
Jede Klasse in Java gehort eindeutig zu einem Package. Eine Klasse gibt die Packagezugehorig-
keit bei der Klassendeklaration an. Um eine Klasse verwenden zu konnen, mu ihr vollstandig
qualizierter Name angegeben werden. Eine unqualizierte Verwendung ist nur moglich, wenn die
Klasse vor ihrer Verwendung importiert wird. Durch diesen Mechanismus werden Konikte im
Namensraum eektiv verhindert. Namespraxe wie in Smalltalk sind damit uberussig. Da global
sichtbare Variablen und Konstanten nur in Klassen deklariert werden, lassen sich Namenskonikte
hierbei ebenfalls auosen.
Bei der Migration mu entschieden werden, welchem Package eine Klasse angehoren soll. Am
einfachsten wird fur die migrierte Applikation ein eigenes Package deniert. Dadurch sind alle
Klassen der Applikation im gesamten Package sichtbar. Die in IBM Smalltalk vorhandenen Sub-
applikationen lassen sich in Java als Subpackages darstellen. Da in Smalltalk der Programmierer
durch geeignete Manahmen Namenskonikte verhindern mu, entstehen durch die Migration keine
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neuen Namenskonikte. Allerdings mussen die entsprechenden Packages in Java explizit importiert
werden. Idealerweise sollten die nach der Migration uberussig gewordenen Praxe entfernt werden.
Klassenbeziehungen
Dieser Abschnitt behandelt die statischen Beziehungen der Klassen untereinander.
Klassenhierarchie Die statischen Beziehungen zwischen den Klassen sorgen fur die Strukturie-
rung der Klassen in einer Hierarchie. In Smalltalk wie Java ist die Klasse Object die Wurzel dieser
Hierarchie. Jede Klasse im System mu von genau einer Superklasse abgeleitet sein; Mehrfach-
vererbung existiert weder in Smalltalk noch in Java. In Smalltalk kann eine Klasse beliebig viele
Subklassen besitzen. Eine Java{Klasse kann mit final markiert werden, was ein Erben von dieser
Klasse verhindert. Smalltalk deniert zusatzlich eine Hierarchie von Metaklassen (4.1.7).
Eine statische Beziehunge von Klassen deniert gleichzeitig eine Vererbungsbeziehung. In Small-
talk erbt eine Subklasse samtliche Instanzvariablen und Methoden. Eine in der Superklasse de-
nierte Klassenvariable wird von samtlichen Subklassen geteilt. Von einer Klasseninstanzvariablen
erbt jede Subklasse eine eigene Kopie. In Java wird die Vererbung durch Modikatoren beeinut;
prinzipiell kann aber jede Variable an die Subklasse vererbt werden (siehe auch Variablen in diesem
Abschnitt). Die Verbung von Methoden wird in Java ebenso von Modikatioren beeinut. Prinzi-
piell kann aber jede Instanz{ oder Klassen{Methode an Subklassen vererbt werden. Im Gegensatz
dazu werden Konstruktoren in Java nicht vererbt. In Smalltalk sind die Konstruktormethoden
gewohnliche Klassenmethoden und werden daher vererbt (5.1.1). Variablen und Methoden konnen
in Java durch die Markierung final vor einem uberschreiben in Subklassen geschutzt werden.
Abstrakte Klassen Eine abstrakte Superklasse tritt nicht nur als Anbieter von Elementen auf,
sondern kann den Subklassen auch die Picht auferlegen, bestimmte Methoden anzubieten. In
Smalltalk besteht eine solche Methode in der Superklasse aus einem Aufruf der Methode subclass-
Responsibility. Diese Methode gehort zu den Fehlermethoden der Klasse Object. Aufgrund
des dynamischen Typsystems kann das Einhalten dieser Bedingung erst zur Laufzeit festgestellt
werden. Eine Java{Klasse markiert solche Methoden mit abstract. Dadurch kann der Compiler
statisch sicherstellen, da alle Subklassen diese Methode implementieren.
Klassenerweiterung Neben der Erweiterung einer bestehenden Klasse durch Vererbung deniert
Smalltalk den Mechanismus der Klassenerweiterung (base class extension). Damit kann eine beste-
hende Klasse um neue Methoden erweitert werden. Fur einen Klienten der Klasse spielt es keine
Rolle, ob die Methode in der Klasse selbst, oder in der Klassenerweiterung deniert ist. Java kennt
keinen vergleichbaren Mechanismus.
Interfaces und innere Klassen In Java existieren zusatzlich zu den schon behandelten Klassen
sogenannte Interfaces und innere Klassen. Ein Interface ist eine Art abstrakter Klasse. Falls eine
gewohnliche Klasse ein Interface in der Klassendenition angibt, mu sie samtliche Methoden im-
plementieren, die in dem Interface deniert sind. Ein Interface enthalt selbst keinen Code, sondern
nur Methodendenitionen. Damit ist eine Art Mehrfachvererbung in Java moglich. Allerdings wird
dadurch kein Verhalten vererbt, sondern nur Design. Interfaces werden an vielen Stellen aufgrund
des statischen Typsystems von Java notig.
Eine innere Klasse ist eine Klasse, die im Sichtbarkeitsbereich einer umgebenden Klasse deniert
wird. Dieser Mechanismus ist mit der Prozedurschachtelung von Pascal vergleichbar. Eine innere
Klasse kann auf den internen Zustand von Instanzen der denierenden Klasse zugreifen. Falls die
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innere Klasse direkt nach ihrer Denition instanziiert wird, mu sie nicht einmal einen eigenen
Namen erhalten (anonymous class).
Fur die Migration bedeuten die Unterschiede in den Beziehungen der Klassen untereinander fol-
gendes: Da beide Sprachen nur Einfachvererbung denieren, sind hierdurch nur geringe Umstruk-
turierungen der Klassenhierarchie zu erwarten. Die Vererbung von Variablen und Methoden lat
sich leicht von Smalltalk nach Java ubertragen. Konstruktoren bilden hier die einzige Ausnahme.
Diese mussen in jeder Klasse explizit implementiert sein (abgesehen vom Default{Konstruktor).
Klassenerweiterungen entfallen in Java dagegen komplett. D.h. die Methoden, die auf die Klas-
senerweiterung angewiesen sind, mussen so umgeschrieben werden, da sie die Funktionalitat der
Klassenerweiterung auf andere Art nutzen. Das kann den Programmcode komplizierter und weniger
elegant machen.
Der Interface{Mechanismus wird bei der Migration mancher Konstrukte aufgrund des stati-
schen Typsystems von Java benotigt: die Ereignisbehandlung deniert Listener{Interfaces (4.3.3),
polymorphe Methodenaufrufe benotigen je nach Kontext ein Interface (siehe Nachrichten in die-
sem Abschnitt), dynamische Methodenaufrufe konnen manchmal mit Hilfe eines Interfaces durch
statische Methodenaufrufe ersetzt werden (siehe Nachrichten in diesem Abschnitt), ein Protokoll
kann durch ein Interface explizit gemacht werden (siehe Protokolle in diesem Abschnitt).
Literale
Smalltalk kennt die Literalklassen Zeichen, Strings, Zahlen, Symbole, Selektoren und Felder. Dieser
Abschnitt behandelt die Literalklassen ausschlielich in Bezug auf Darstellung im Programmtext.
Jeder Paragraph enthalt einen Verweis auf die ausfuhrliche Darstellung der Funktionalitat.
Zeichen Zeichen unterscheiden sich in Smalltalk und Java hinsichtlich ihrer Darstellung. Tabelle
4.1 stellt die Darstellungsarten von Zeichen einander gegenuber. Zudem kann ein Java{Programm
ein Zeichen in Unicode{Kodierung enthalten. Siehe auch 4.1.2.
Smalltalk Java
$m 'm' '\\' '\u0138'
Tabelle 4.1: Darstellung von Zeichen
Strings Strings unterscheiden sich in Smalltalk und Java hinsichtlich ihrer Darstellung. Tabelle




Tabelle 4.2: Darstellung von Strings
Zahlen Die Literale fur Zahlen unterscheiden sich hinsichtlich ihrer Darstellung im Programmtext
in Smalltalk und Java. Tabelle 4.3 stellt die Darstellungsarten von Zahlen einander gegenuber. Siehe
auch 4.1.4.
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Smalltalk Java
Integer 3 3 3L
Hexadecimal 16rFF 0xFF
Oktal 8r153 0153
Fliekomma 30.45 1.58e5 30.45 1.58e5
Tabelle 4.3: Darstellung von Zahlen
Symbole Smalltalk deniert zusatzlich zu Strings Symbole. Symbole sind insofern einzigartig,
als nie zwei verschiedene Symbole die gleiche literale Darstellung haben. Symbole werden unter
anderem dazu verwendet, bei einem dynamischen Methodenaufruf die gewunschte Methode zu
identizieren. Siehe auch 4.2.1. Symbole existieren in Java nicht und werden daher oft durch
Strings ersetzt. Allerdings mu dadurch eine Applikation die Einzigartigkeit eines Strings selbst
garantieren. Die Verwendung von Symbolen in Smalltalk zur Identizierung von Methoden wird
in Java durch ein Methodenobjekt ersetzt (java.lang.reflection.Method).
Selektoren Ein Selektor dient der Auswahl der Methode des Empfangerobjekts eines statischen
Methodenaufrufs. Seine Darstellung ist ausschlielich dadurch gekennzeichnet, da er hinter einem
Ausdruck steht, dessen Wert ein Objekt ist. Ein Selektor ist in Java durch einen vorangestellten
Punkt gekennzeichnet.
Falls ein Selektor als Argument verwendet wird oder in einer Variablen abgespeichert wird, ist
seine Darstellung die eines Symbols. Da dies in Java nicht moglich ist, fallt diese Darstellungsart
weg. Ein Selektor in Form eines Symbols wird meist zum Ausfuhren eines dynamischen Methoden-
aufrufs verwendet.
Felder Die literale Darstellung von Arrays unterscheidet sich in Smalltalk und Java in zweierlei
Hinsicht. Zum einen mussen die Elemente eines literalen Arrays in Java alle den gleichen Typ haben.
Zum anderen unterscheidet sich die Syntax (siehe Tabelle 4.4). Bei der Migration mussen also
Arrays, deren Elemente gemischte Typen aufweisen, entweder auf mehrere Arrays in Java aufteilt
werden, oder samtliche Elemente mussen als Objekte verwendet werden. Diese Verwendung kann
das Einpacken eines primitiven Elements in seine Wrapper{Klasse bedeuten. Einschachtelungen
von Arrays sind in beiden Sprachen moglich. Siehe auch 4.2.1.
Smalltalk Java
#(3 'nine' $c #(3 5)) {1,2,{3,4}}
Tabelle 4.4: Darstellung von Arrays
Kommentare
Smalltalk schliet Kommentare durch doppelte Anfuhrungszeichen ein. Diese werden in Java pro-
blemlos mit /* */ markiert.
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Protokolle
In diesem Abschnitt werden Protokolle und Protokollkommentare besprochen.
Protokollkommentare dienen der Strukturierung der Methoden einer Klasse, um dem Anwen-
der das Verstehen der Klasse zu erleichtern. Diese Aufteilung der Methoden hat allerdings keinen
Einu auf deren Verhalten, sondern hat lediglich Kommentarcharakter. Ein direktes Gegenstuck
existiert in Java nicht. Im Java{Programm erscheint diese Markierung als gewohnlicher Kommen-
tar.
Neben diesen Protokollkommentaren existieren informelle Protokolle. Diese bezeichnen die Ge-
samtheit der Methoden, uber die zwei Objekte miteinander kommunizieren. Nach Gamma
"
werden
Smalltalk{Protokolle in Java durch Interfaces dargestellt\ [Gam97]. Fur eine ausfuhrliche Diskus-
sion von Protokollen siehe Mediating Protocols (5.1.10).
Kategorien
Kategorien dienen der Strukturierung der Klassen einer Klassenbibliothek, um dem Anwender das
Verstehen der Bibliothek zu erleichtern. Diese Aufteilung der Klassen in Kategorien hat allerdings
keinen Einu auf deren Verhalten, sondern lediglich Kommentarcharakter. Java stellt Kategorien
ublicherweise durch Packages dar. Diese fassen Klassen zu einer Einheit zusammen, was allerdings
Einu auf die Sichtbarkeit von Variablen und Methoden hat.
Zusatzlich separieren Packages den Namensraum und helfen somit bei der Vermeidung von
Namenskonikten (siehe Namensraum in diesem Abschnitt). Das verhindert zum einen Konikte
von Klassennamen im globalen Namensraum. Zum anderen werden dadurch Namenspraxe uber-
ussig. Die hierarchische Strukturierung in Applikationen und Subapplikationen in IBM Smalltalk









Die Klassen der Fundamental{Protokollklasse sind Teil der Sprachdenition selbst. Wir behan-
deln der Reihe nach die in der Abbildung dargestellten Teilaspekte dieser Protokollklasse.
Die Klasse Object
Die Klasse Object hat in Smalltalk wie Java die gleiche Funktion | sie ist die Superklasse aller
anderer Klassen und deniert daher das Protokoll, das alle Objekte verstehen. In dieser Arbeit
teilen wir die Funktionalitat von Object in einen Sprachteil und einen Frameworkteil auf. Die
Frameworkfunktionalitat wird in 4.3.1 besprochen. Dieser Abschnitt behandelt die Erzeugung,
Initialisierung, Freigabe, den Test der Funktionalitat und die Fehlermethoden eines Objekts.
Erzeugung Die Erzeugung eines neuen Objekts geschieht in Smalltalk nicht durch Aufruf eines
Konstruktors, sondern durch Aufruf einer Klassenmethode. Der Mechanismus zum Erzeugen eines
neuen Objekts wird durch das Meta{Objekt{Protokoll zur Verfugung gestellt (siehe Abschnitt Re-
exion 4.1.7). Abbildung 4.4 zeigt das Erzeugen eines Objekts in Smalltalk anhand eines Beispiels.
Die Klasse Foo kann die Methode new uberschreiben, um das neu angelegte Objekt zu kongurieren.
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Die Implementierung von new in der Klasse Behaviour legt das Objekt an. Die Klasse Behaviour
ist Teil des Meta{Objekt{Protokolls. Die gezeigten Klassen sind durch eine Vererbungsbeziehung
der jeweiligen Metaklassen miteinander verbunden.
a message
new new new new new





Abbildung 4.4: Erzeugen eines Objekts in Smalltalk
Eine Java{Applikation erzeugt ein neues Objekt in den allermeisten Fallen durch das Schlussel-
wort new im Programmtext. Abbildung 4.5 zeigt das Erzeugen eines Objekts in Java anhand eines
Beispiels. Der Konstruktor der Klasse wird implizit nach der Erzeugung des Objekts aufgerufen.
Durch die Denition mehrerer Konstruktoren kann das erzeugt Objekt vom Klienten durch einen
in die Sprache integrierten Mechanismus konguriert werden
Neben der Moglichkeit, ein Objekt durch das Schlusselwort new anzulegen, kann auch das
Klassenobjekt verwendet werden. Dadurch ist eine Auswahl der gewunschten Klasse zur Laufzeit







Abbildung 4.5: Erzeugen eines Objekts in Java
Die Schwierigkeit bei der Migration einer Instanzerzeugung liegt in der Vielfalt der Moglich-
keiten, die Smalltalk zu Instanzerzeugung uber das Meta{Objekt{Protokoll bietet. Innerhalb der
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Konstruktormethode hat der Programmierer in Smalltalk mehr Freiheiten als in Java. In Java ist
sichergestellt, da vor dem Abarbeiten des Konstruktors der zu instanziierenden Klasse der Kon-
struktor der Superklasse aufgerufen wird. Diese Einschrankung in Java kann zu einer Aufteilung
der Konstruktormethode fuhren bzw. die Berechnung von Parametern fur den Konstruktor im
Klientencode notwendig machen.
Initialisierung Smalltalk deniert kein Sprachkonstrukt zur Initialisierung von Instanzen einer
Klasse. Daher verwendet eine Smalltalk{Applikation oft das Idiom Constructor Method (5.1.1).
Die Erzeugung von Instanzen geschieht in Smalltalk durch Klassenmethoden. Diese enthalten den
Initialisierungscode fur Instanzen. Da Klassenmethoden an Subklassen vererbt werden, steht der
Initialisierungscode auch in Subklassen zur Verfugung.
In Java kann eine Instanz durch zwei Mechanismen initialisiert werden. Der Konstruktor einer
Instanz kann Initialisierungscode enthalten. Weil Konstruktoren allerdings nicht vererbt werden,
steht der Initialisierungscode in einer Subklasse nicht ohne weiteres zur Verfugung. Hierzu mu die
Subklasse den Konstruktor der Superklasse explizit aufrufen. Der zweite Mechanismus verwendet
das Sprachkonstrukt eines instance initializers. Dieser enthalt den Initialisierungscode einer Instanz.
Instance initializers werden an Subklassen vererbt.
Die Identizierung des Initialisierungsteils und die Eigenschaften der Instanzerzeugung in Java
konnen bei der Migration von Smalltalkcode ein Problem sein. Die Identizierung des Initialisie-
rungscodes ist in Smalltalk aufgrund des Fehlens eines Sprachkonstruktes nicht immer einfach.
Eine Konstruktormethode (5.1.1) kann Initialisierungscode enthalten. Falls in Smalltalk innerhalb
der Konstruktormethode umfangreiche Berechnungen vor Aufruf des Konstruktors der Superklasse
erfolgen, mussen diese in Java an anderer Stelle erfolgen. Evtl. mu der Klient diese Berechnungen
vor der Instanzerzeugung ausfuhren, um sie dem Konstruktoraufruf als Argument mitzugeben.
Freigabe Smalltalk und Java besitzen beide eine automatische Speicherverwaltung (4.0.4), die
nicht mehr referenzierte Objekte freigibt.
Das IBM Smalltalk Framwork deniert fur Klassen die Methode exiting, die vor dem Aus-
schalten des Systems ausgefuhrt wird, um zusatzliche Ressourcen wie Dateien oder Netzwerk-
verbindungen freizugegeben. Ein gewohnliche Instanz wird in Smalltalk nicht uber ihre Freigabe
informiert.
In Java ruft die Speicherverwaltung die finalize(){Methode vor Freigabe eines Objekts auf.
Allerdings bezieht sich diese Methode im Gegensatz zu Smalltalk auf Instanzen. Java deniert
keinen Mechanismus zum Aufruf von Applikationscode vor dem Verlassen des Systems.
Meistens lauft die Freigabe von Objekten in Smalltalk und Java vollstandig transparent ab.
Die Migration mu lediglich eingreifen, falls die Applikation in den Freigabeproze durch oben
beschriebenen Mechanismus eingreift. Allerdings mu der klassenbasierte Aufruf von Smalltalk
durch einen instanzbasierten Aufruf ersetzt werden.
Test der Funktionalitat Die Funktionalitat eines Objektes wird durch seine Klasse bestimmt
[GR83, S.95]. In beiden Sprachen existieren Mechanismen zum Erfragen der Funktionalitat einer
Instanz.
In Smalltalk kann eine Applikation die Klasse eines Objekts bzw. die Zugehorigkeit eines Ob-
jekts zu einer Klasse abfragen. Daneben kann ermittelt werden, ob ein Objekt eine bestimmte
Methode deniert. In Smalltalk genugt hierzu ein Aufruf von respondsTo:.
Eine Java{Applikation fragt diese Informationen uber das Klassenobjekt, das in Object de-
nierte Protokoll und die Operatoren instanceof und == ab.
Die in Smalltalk vorhandenen Tests der Funktionalitat einer Instanz sind in Java ebenfalls
verfugbar; sie werden lediglich auf andere Art angesprochen.
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Fehlermethoden Die Klasse Object stellt in Smalltalk ein einfaches Protokoll zur Fehlerbehand-
lung bereit. Die darin behandelten Fehler sind zum Teil sehr smalltalk{spezisch. Daruberhinaus
denieren Smalltalk und Java einen zusatzlichen Mechanismus zur Ausnahmebehandlung, welcher
in 4.3.4 beschrieben ist.
doesNotUnderstand zeigt in Smalltalk an, da der Empfanger eine Nachricht erhalten hat, die
er nicht verarbeiten kann. Aufgrund des dynamischen Typsystems stellt erst der Empfanger einer
Nachricht fest, ob er eine Implementierung fur die Nachricht kennt. Java kennt diese Fehlermethode
prinzipiell nicht. Bei einem statischen Methodenaufruf stellt der Compiler fest, ob eine ungultige
Methode aufgerufen werden soll. Bei einem dynamischen Methodenaufruf erzeugt die virtuelle
Maschine eine NoSuchMethodException, falls der Empfanger die Methode nicht implementiert.
Die Behandlung dieses Fehler wird in Smalltalk also vom Empfanger ubernommen, wahren sie
in Java vom Sender ubernommen wird. Manchmal ist der Aufruf dieser Methode in Smalltalk
erwunscht, um zur Laufzeit Methodenaufrufe kongurieren zu konnen wie z.B. im Proxy{Muster
(5.2.8).
primitiveFailed zeigt an, da die virtuelle Maschine eine Primitive nicht fehlerfrei verarbeiten
konnte. Java erzeugt hier die Ausnahme VirtualMachineError. In Java ist die Ausnahmebehand-
lung an einen Codeblock gebunden, wahrend sie in Smalltalk durch die Methode primitiveFailed
fur die gesamte Klasse deniert werden kann. Folglich mu jeder Aufruf des betroenen Objekts
in Java mit einem eigenen Ausnahmebehandler versehen werden.
shouldNotImplement stellt eine Einschrankung des Protokolls dar, das die Superklasse de-
niert. Java kennt diesen Mechanismus nicht. Das Verwenden dieser Methode deutet ein mogli-
cherweise notwendiges Refaktorieren der Superklasse an. In der Smalltalk{Klassenbibliothek wird
diese Methode manchmal verwendet, um das Protokoll der Superklasse einzuschranken (z.B. in der
Collection{Hierarchie). Java lost das i.d.R. durch eine exaktere Aufteilung der denierten Interfa-
ces.
subclassResponsibility zeigt in Smalltalk an, da es sich um eine abstrakte Klasse handelt
(siehe Klassenbeziehungen in Abschnitt 4.1.1). Abstrakte Klassen bzw. abstrakte Methoden werden
in Java mit abstract markiert.
Eine solche Methode ist dazu gedacht, in den Subklassen uberschrieben zu werden. In Smalltalk
uberpruft der Compiler allerdings nicht, ob die Methode tatsachlich uberschrieben wurde. Daher
kann es in Java notig sein, eine Implementierung anzugeben, obwohl sie im Smalltalk{Programm
fehlt.
Die in Object denierten Fehlermethoden sind z.T. sehr smalltalk{spezisch und daher bei der
Migration wie oben beschrieben besonders zu berucksichtigen.
Mutation
Smalltalk kennt die Methode become: zur Mutation eines Objekts. Diese Methode tauscht zwei
Objekte und samtliche darauf zeigenden Referenzen gegenseitig aus.
Java kennt dieses Konzept prinzipiell nicht. Ein Objekt kann nicht durch ein anderes ersetzt
werden.
Die Verwendung von become: in Smalltalk fuhrt bei der Migration zu groten Schwierigkei-
ten. Die Verwendung kann eine umfangreiche Refaktorierung des Codes notig machen. Smalltalk{
Applikationen verwenden become: beispielsweise zur Realisierung des Proxy{Musters (5.2.8). Die-
ses wird in Java vollstandig anders implementiert.
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Zeichen
Zeichen sind in Smalltalk vollwertige Objekte. D.h. sie konnen beispielsweise in einer Collection
gespeichert werden.
In Java ist char in primitver Typ. Daher konnen Zeichen nicht ohne weiteres wie Objekte
behandelt werden. Die Wrapperklasse java.lang.Character dient dazu, ein Zeichen als Objekt
behandeln zu konnen. Die Verwendung von gewrappten Zeichen bedeutet allerdings mehr Schreib-
arbeit als bei den Literalen selbst.
Da die Zeichenklasse in Smalltalk keine Methoden zum Verandern eines Zeichens deniert,
ist die Verwendung eines Zeichens in Smalltalk sehr ahnlich zu der in Java. Lediglich wenn die
Objekteigenschaften eines Zeichens in Smalltalk verwendet werden, mu das verwendete Zeichen
in seine Wrapperklassen eingepackt und spater wieder ausgepackt werden. Ansonsten unterschieden
sich Zeichen im wesentlichen durch die Darstellung der Literale (siehe Literale in Abschnitt 4.1.1).
Boolesche Werte
Boolesche Werte sind in Smalltalk ebenfalls Objekte. Allerdings sind die beiden vom System er-
zeugten Instanzen true und false nicht veranderbar. Meist wird die Objekt{Eigenschaft von
booleschen Werten in Smalltalk nicht ausgenutzt.
In Java sind boolesche Werte Elemente des primitiven Typs boolean. Sie konnen nicht wie
vollwertige Objekte behandelt werden (beispielsweise bei Speicherung in einer Collection). Hierzu
benotigt man die Wrapperklasse java.lang.Boolean. Reprasentiert werden boolesche Werte in
beiden Sprachen durch die Literale true und false.
Da die Verwendung von booleschen Werten in Smalltalk deren Objekteigenschaft nur selten
ausnutzt, ist die Migration meist unproblematisch. Bei Verwendung als Objekt mu der Wert in
die Wrapperklasse eingepackt und spater ausgepackt werden.
Pseudovariablen
Pseudovariablen sind in Smalltalk Sprachkonstrukte, die zwar lesend wie gewohnliche Variablen
behandelt werden konnen, deren Wert aber von der Laufzeitumgebung gesetzt wird. Smalltalk
deniert folgende Pseudovariablen:
Null{Objekt Smalltalk behandelt das Nullobjekt nil wie jedes andere Objekt. Eine Java{App-
likation kann null ebenfalls anstelle eines beliebigen Objekts verwenden. In Smalltalk unterstutzt
nil das Protokoll zum Anlegen einer Klasse, die keine Superklasse besitzt. Beispielsweise nutzt
das Proxy{Muster (5.2.8) diese Eigenschaft. In Java hat jede Klasse eine Superklasse. Diese Ver-
wendung fuhrt also zu einer groeren Umstrukturierung, allerdings vom Einzelfall abhangt.
Selbstreferenz Eine Methode greift auf die eigene Instanz uber self zu. Dieser Zugri funktio-
niert in Instanz{ und Klassenmethoden. In Java kann this nur in Instanzmethoden verwendet
werden, weil der Zugri auf das Klassenobjekt in dieser Form nicht deniert ist. Die Verwendung
von this ist in Java nicht notig, weil die Klassenmethoden ohne die Angabe eines Empfangers
aufgerufen werden konnen.
Referenz auf Superklasse super erlaubt in Smalltalk den direkten Zugri auf eine Methode,
welche in der Superklasse implementiert ist. Dieser Aufruf wird meist verwendet, wenn die Sub-
klasse die geerbte Methode uberschrieben hat, um auf deren Funktionalitat zuzugreifen. In Java
konnen nur Instanzmethoden super() verwenden, weil der Zugri auf das Klassenobjekt in dieser
Form nicht deniert ist. Die in Smalltalk haugste Verwendung von super in Klassenmethoden
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geschieht in Konstruktormethoden. Dieser Aufruf erfolgt in Java innerhalb des Konstruktors. Weil
in Java der Konstruktor der Superklasse jedoch automatisch aufgerufen wird, ist dieser Aufruf in
Java meist uberussig. In Java ist die Verwendung super() in Klassenmethoden nicht erlaubt.
4.1.3 Valuable
Die Valuable{Protokollklasse des ANSI{Standards beschreibt Objekte, die mit einer Variante der
Nachricht value ausgewertet werden konnen. Fur die hier betrachtete Smalltalk{Plattform sind
dies ausschlielich Codeblocke.
Die Migration von Blocken gestaltet sich schwierig, weil sich das Konzept nicht eins-zu-eins nach
Java ubertragen lat. Je nach Art der Anwendung eines Blockes in Smalltalk mu eine Applikation
ein anderes Sprachkonstrukt in Java wahlen, um die gleiche Semantik zu implementieren.
In diesem Abschnitt werden Blocke zunachst deniert. Anschlieend werden verschiedene Ein-
satzbereiche von Blocken in Smalltalk vorgestellt.
Was ist ein Block?
Ein Smalltalk{Block reprasentiert eine Sequenz von Aktionen, deren Auswertung erst zu einem
spateren Zeitpunkt erfolgt [GR83, S.31]. Den Wert erfahrt man durch Versenden der Nachricht
value. Blocke sind in Smalltalk Objekte erster Klasse. D.h. durch das Block{Konzept ist es moglich,
ein Stuck Code zu speichern oder als Argument einer Nachricht zu verwenden. Die in Java de-
nierten Code{Blocke dienen lediglich der Strukturierung des Quellcodes. Sie sind keine Objekte
erster Klasse.
In Java sind Instanzen einer inneren Klasse am ehesten geeignet, das Verhalten von Smalltalk{
Blocken nachzuempnden. Eine Anwendung kann eine Klasse als innere Klasse denieren. Das
bedeutet, da Instanzen dieser inneren Klasse im Kontext der Instanz der umschlieenden Klasse
existieren. Ein solches Objekt hat folglich Zugang zu den privaten Variablen und Methoden des
Objekts. Um in manchen Fallen Schreibarbeit zu sparen, besitzt Java die Moglichkeit, eine anonyme
innere Klasse zu denieren. Eine solche Klasse wird nicht uber einen Namen angesprochen, sondern
deniert und direkt instanziiert.
Die Darstellung von Codeblocken durch Instanzen innerer Klassen benotigt zusatzlich ein In-
terface, welches die Kommunikation zwischen den kommunizierenden Objekten regelt (siehe Ab-
bildung 4.6). Dieses Interface deniert die Methode, welche vom Empfanger des Blockobjekts
aufgerufen wird. Ohne das Interface wute der Empfanger nicht, welche Methode des Blockobjekts
er aufrufen mute.
Kontrollstrukturen
Die fundamentale Kontrollstruktur von Smalltalk ist die Sequenz [GR83, S.32], die eine Reihe
von Ausdrucken sequentiell verarbeitet. Alle anderen Kontrollstrukturen in Smalltalk sind nicht
Bestandteil der Sprache, sondern eine Kombination von Nachrichten und Codeblocken. Dies sind
Auswahl und bedingte Wiederholung.
In Java sind Kontrollstrukturen Bestandteil der Sprache [Gra97, S.180].
Die Migration von Kontrollstrukturen ist kein Problem. Die verwendeten Methodenaufrufe zur
Realisierung einer Kontrollstruktur sind eindeutig. Der Code des Blocks wird in Java zum Rumpf
der Kontrollstruktur. Der Block innerhalb einer Kontrollstruktur in Java deniert einen formalen
Parameter, um beispielsweise den Schleifenzahler zu erhalten. Dieser Parameter wird in Java durch
eine temporare Variable ersetzt und ebenfalls als Schleifenzahler eingesetzt.












Abbildung 4.6: Ersatz eines Blocks durch Instanz einer inneren Klasse
Multiprogrammierung
Die Ausfuhrungseinheiten von parallel laufenden Prozessen sind Blocke. Multiprogrammierung
wird in 4.1.5 behandelt.
Ausnahmebehandlung
Blocke sind die Smalltalk{Konstrukte, fur die eine Anwendung einen Ausnahmebehandler regi-
strieren kann. Ausnahmebehandlung wird in 4.3.4 diskutiert.
4.1.4 Zahlen
Smalltalk kapselt die interne Darstellung von Zahlen bei arithmetischen Berechnungen weitgehend.
Eine Java{Applikation mu hier sehr viel mehr selbst machen. Die bedeutet einen Aufwand bei der
Migration, weil die Umwandlungen, die im Smalltalk{Code nicht zu sehen sind, in Java explizit
gemacht werden mussen.
Dieser Abschnitt stellt zunachst die verfugbaren Datentypen vor und bespricht anschlieend
Typumwandlungen.
Verfugbare Datentypen
Die in Smalltalk verfugbaren Datentypen sind Bestandteil der Klassenbibliothek. In Java verteilen
sich die Datentypen auf die primitiven Typen, die Bestandteil der Sprache sind und die Klassen
des Package java.math.
Rationale Zahlen Die Klasse Integer reprasentiert rationale Zahlen. Die beiden Subklassen
SmallInteger und LargeInteger dienen der Unterscheidung in der Ausfuhrungsgeschwindig-
keit und Genauigkeit. SmallInteger hat einen eingeschrankten Wertebereich, fuhrt Berechnungen
aber schneller aus als LargeInteger, welche keinen Einschrankungen des Wertebereichs unterliegt.
Smalltalk wahlt die jeweils beste Darstellung automatisch aus [GR83, S.127].
Java deniert die Datentypen byte, short, int und long, welche alle nur uber einen einge-
schrankten Wertebereich verfugen. Die Klasse BigInteger deniert rationale Zahlen in Java, die
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keiner Beschrankung des Wertebereichs unterliegen. Die primitiven Elemente werden mit Opera-
toren verwendet; bei der Klasse mussen Methoden aufgerufen werden.
Reelle Zahlen Float ist in Smalltalk durch Mantisse und Exponent beschrankt und ist dadurch
mit float und double in Java vergleichbar. Fraction ist ein Reprasentation von rationalen Zahlen
in Smalltalk, die immer korrekt ist [GR83, S.127]. In Java ist kein vergleichbarer Datentyp deniert.
IBM Smalltalk deniert zusatzlich die Klasse Decimal, welche mit Festkommazahlen bis zu 30
Nachkommastellen exakt rechnen kann. Die Klasse BigDecimal erlaubt in Java das Rechnen mit
rationalen Zahlen beliebiger Lange und Genauigkeit.
Typumwandlungen
Typumwandlungen geschehen in Smalltalk automatisch. Die Methoden coerce, generality und
retry dienen der expliziten Typumwandlung, werden in Smalltalk{Applikationen aber kaum ver-
wendet. IBM Smalltalk ersetzt diese Methoden durch das Protokoll lessGeneralThan und more-
GeneralThan, um Darstellungsdetails noch weiter vor dem Programmierer zu verbergen.
Eine Java{Applikation mu jede Typumwandlung explizit angeben. D.h. die Stellen an denen in
Smalltalk eine automatische Typumwandlung geschieht, mussen bei der Migration erkannt werden.
Auerdem geschieht die Typumwandlung in Java immer durch Angabe des gewunschten Typs.
4.1.5 Multiprogrammierung
In diesem Abschnitt werden Smalltalk{Prozesse mit Java{Threads verglichen. In beiden Fallen wird
der Proze, in dem die Applikation lauft, nicht verlassen. Kommunikation mit anderen Prozessen im
Betriebssystem sind Thema des Abschnitts 4.1.6. Dieser Abschnitt behandelt die Ablaufarchitektur,
das Erzeugen von Prozessen, die Synchronisation von Prozessen, die Kommunikation dazwischen
und den Mechanismus der zeitlichen Verzogerung.
Ablaufarchitektur
Die Ablaufeinheit eines Prozesses in Smalltalk ist ein Block. Ein Block lauft im Sichtbarkeitskontext
der erzeugenden Methode und hat somit Zugri auf deren lokale Variablen. Jeder parallel ablaufen-
de Block wird in Smalltalk als Proze bezeichnet. Der ProcessScheduler verteilt die Rechenzeit
der virtuellen Maschine auf die aktiven Smalltalk{Prozesse innerhalb des Betriebssystem{Prozesses
(siehe Abbildung 4.7).
Die Ablaufeinheit eines Threads in Java ist eine Instanz. Jeder Thread verfugt somit uber
seinen eigenen lokalen Speicher. Zusatzlich kann ein Thread auf die Klassenvariablen seiner Klasse
zugreifen (siehe Abbildung 4.7). Damit ist der Datenaustausch zwischen mehreren Threads moglich.
Java implementiert die Funktionalitat des Schedulers in der virtuellen Maschine (JVM). Es bleibt
der JVM uberlassen, die Java{Threads mit Hilfe von Betriebssystem{Threads zu realisieren oder
einen eigenen Scheduling{Mechanismus zu implementieren. Fur die Verwendung von Threads spielt
diese Implementierungsentscheidung keine Rolle.
Fur die Migration ist entscheidend, da die Ablaufeinheiten in Smalltalk und Java grundsatzlich
verschiedener Natur sind. Der Code eines parallel ablaufenden Blockes und samtliche Methoden,
die ausschlielich von diesem Block aus aufgerufen werden, kommen in Java in eine eigene Klasse.
Diese Klasse mu entweder das Runnable{Interface implementieren oder von der Klasse Thread
abgeleitet sein. Da die Kommunikation zwischen mehreren Blocken nicht mehr uber lokale Variablen
geschieht, mussen zu diesem Zweck Klassenvariablen angelegt werden oder andere Mechanismen
zu Thread{Kommunikation verwendet werden.















































Abbildung 4.7: Prozesse und Threads
Erzeugen eines Prozesses
Ein Block wird in Smalltalk durch die Nachricht fork zum Proze. Die Abarbeitung der Anwei-
sungen im Proze geschieht genau wie bei der Nachricht value. Der Unterschied ist, da value
wartet, bis das Ergebnis des Blockes vorliegt, wahrend fork sofort zuruckkehrt.
Ein Java{Thread ist eine Instanz von Thread oder einer Klasse, die das Runnable{Interface
implementiert. Die Applikation startet den Thread durch die Nachricht run().
Da sich die Ablaufeinheit andert, ist auch die Erzeugung von Threads grundsatzlich anders.
Synchronisation
Die Synchronisation von Prozessen dient der Koordinierung des Zugris auf gemeinsame Ressour-
cen mehrerer parallel ablaufender Prozesse.
In Smalltalk dienen Instanzen von Semaphore der Synchronisation von Prozessen. Die Me-
thoden wait und signal denieren das Semaphor{Protokoll. Gegenseitigen Ausschlu stellt eine
Smalltalk{Applikation durch die Methode critical: dar, die einen Block vor gleichzeitigem Zu-
gri schutzen kann.
In Java erfullt jedes Objekt die Semaphor{Semantik mit den Methoden wait() und notify().
Den Schutz vor gleichzeitigem Zugri erreicht Java durch das Schlusselwort synchronized, welches
sich auf Methoden und Blocke beziehen kann.
Die Synchronisationsmechanismen in Smalltalk setzen der Migration nach Java keinen Wider-
stand entgegen.
Kommunikation
Zur sicheren Kommunikation zwischen zwei Prozessen deniert Smalltalk neben den Synchronisa-
tionsmechanismen die Klasse SharedQueue.
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Die Java{Plattform kennt keine vergleichbare Klasse, kann die selbe Semantik aber mit Hilfe
einer synchronized Collection darstellen, die als Queue verwendet wird [OW97, S.88].
Obwohl die Smalltalk{Klasse in Java nicht deniert ist, lat sich der Mechanismus in Java leicht
nachbilden.
Zeitliche Verzogerung
Eine zeitliche Verzogerung erzeugt eine Smalltalk{Applikation mit einer Instanz von Delay, welche
eine Auosung im Millisekunden{Bereich hat.
Eine Java{Applikation verwendet hierfur keine eigene Klasse, sondern die Methode sleep(),
welche fur alle Objekte deniert ist.
Die in Smalltalk vorhandenen Mechanismen zur Multiprogrammierung lassen sich alle nach Java
ubertragen, auch wenn die Implementierung z.T. sehr verschieden erfolgt. Die unterschiedlichen
Ablaufeinheiten (Block in Smalltalk im Gegensatz zu Klasse in Java) bedeuten einige Arbeit.
Allerdings ergibt sich daraus kein prinzipelles Problem bei der Migration.
4.1.6 IPC
IBM Smalltalk fat den Mechanismus zum Zugri auf Betriebssystem{Prozesse und Umgebungsva-
riablen unter dem Begri
"
Interprozekommunikation\ zusammen. Diese Prozebehandlung steht
im Gegensatz zu Prozessen und Threads innerhalb des Smalltalk{ bzw. Java{Prozesses (siehe
4.1.5).
Betriebssystem{Prozesse
Um Funktionen des Betriebssystems zu nutzen, wird in Smalltalk ein eigener Betriebssystem{
Proze erzeugt (UNIXProcess). Mit diesem Proze wird uber Strome kommuniziert, die den C-
Stromen stdin, stdout und stderr entsprechen (UNIXReadPipeStream und UNIXWritePipe-
Stream).
In Java beschreibt die Klasse Process einen Proze, der auerhalb der Java{Umgebung lauft.
Dieser wird durch Runtime.exec() erzeugt. Auch dieser Proze deniert einen Eingabe{, einen
Ausgabe{ und einen Fehlerstrom | allerdings in plattformunabhangiger Weise.
Der Zugri auf Betriebssystem{Prozesse ist in Smalltalk sehr eng am Prozemodell von UNIX
orientiert. Obwohl Java an dieser Stelle mehr Wert auf Betriebssystemunabhangigkeit legt, ist die
Verwandtschaft zum UNIX{Modell so gro, da die Migration kein groes Problem ist.
Zugri auf Umgebungsvariablen
Die Umgebung eines Prozesses unter UNIX besteht aus einer Menge an Paaren der Form aKey =
aValue. Mit Hilfe dieser Variablen werden z.B. der Suchpfad, das Heimatverzeichnis etc. gesetzt.
UNIXEnvironment ist die Smalltalk{Schnittstelle zu diesen Umgebungsvariablen.
Der Zugri auf Umgebungsvariablen ist in Java uber die Klasse Property plattformunabhangig
gehalten. System.getProperty() bzw. System.getProperties() holt die Umgebungsvariablen.
Der Zugri auf Umgebungsvariablen des Betriebssystems ist in Smalltalk sehr eng an UNIX
orientiert. Obwohl Java an dieser Stelle mehr Wert auf Betriebssystemunabhangigkeit legt, ist die
Verwandtschaft zum UNIX{Modell so gro, da die Migration kein groes Problem ist.
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4.1.7 Reexion
Reexion ist die Eigenschaft einer Sprache, einer Applikation den Zugri auf Informationen uber sie
selbst zu ermoglichen. Smalltalk wie Java besitzen reexive Eigenschaften, die sich jedoch deutlich
voneinander unterscheiden. Reexion ist ein Architekturmuster, welches in 5.3.2 beschrieben wird.
In Smalltalk werden die reexiven Eigenschaften durch das Meta{Objekt{Protokoll realisiert.
Das Meta{Objekt{Protokoll von Smalltalk ist vorwiegend dazu gedacht, Entwicklungswerkzeuge zu
bauen. Fur die Applikationsentwicklung ist das Metaobjekt{Protokoll, abgesehen von den reexiven
Eigenschaften, von untergeordneter Bedeutung (manche Probleme lassen sich uber das Meta{
Objekt{Protokoll jedoch sehr elegant losen).
Zentral fur das Funktionieren des Meta{Objekt{Protokolls ist das Konzept der Metaklasse.
Weil alle Objekte in Smalltalk die Instanz einer Klasse sind, sind Klassen selbst Instanzen ihrer
Metaklasse. Metaklassen verhalten sich wie gewohnliche Klassen und sind daher auch in einer
Vererbungshierarchie angeordnet. Diese Vererbungshierarchie der Metaklassen liegt parallel der
Vererbungshierarchie der gewohnlichen Klassen. Aufgabe der Metaklassen ist beispielsweise die
Instanzerzeugung. Instanzerzeugung erfolgt in Smalltalk nicht durch ein Sprachkonstrukt, sondern
wird in der Metaklasse Behaviour von einer Methode implementiert. Uber das Meta{Objekt{
Protokoll kann das Laufzeitsystem selbst verandert werden. Beispielsweise kann damit fur eine
beliebige Klasse ein spezischer Compiler registriert werden. Fur die Migration nach Java sind
jedoch die reexiven Eigenschaften interessant. Uber das Meta{Objekt{Protokoll konnen die Va-
riablen, Methoden, Subklassen, etc. einer Klasse abgefragt werden.
Java kennt das Konzept der Metaklasse nicht. Allerdings bietet das Reection{API die Moglich-
keit zum Zugri auf Metainformation der bestehenden Klassen. Damit konnen die Variablen, Me-
thoden, implementierten Interfaces, etc. einer gegebenen Klasse erfragt werden.
Applikationen, die das Meta{Objekt{Protokoll intensiv verwenden, lassen sich kaum nach Java
migrieren. Lediglich der Abruf von Metainformation ist mit dem Reection{API in Java nachzu-
bilden.
4.1.8 Zusammenfassung
Smalltalk und Java weisen auf sprachlicher Ebene eine Reihe an Unterschieden auf:
 Der augenfalligste Unterschied ist die Typisierung von Variablen und Parametern, welche in
Smalltalk dynamisch getypt sind, wahrend sie in Java statisch getypt sind. Dieser Unterschied
fuhrt an vielen Stellen zu einer komplizierteren Losung in Java aber auch zu einer besseren
Uberprufbarkeit der Typisierung durch den Compiler.
 Java unterscheidet zwischen primitiven Typen und Referenztypen, wahrend in Smalltalk
ausschlielich Referenztypen deniert sind. Das macht in manchen Fallen die Verwendung
von Wrapper{Klassen notwendig.
 Die Erzeugung von Objekten geschieht in Smalltalk uber Klassenmethoden, wahrend hierfur
in Java Konstruktoren deniert sind. Dies fuhrt zu einer Umstrukturierung des Erzeugungs{
und Initialisierungscodes in der Klasse und zu leichten Modikationen bei Klienten dieser
Klasse.
 Die Verwendung von Objekt{Mutation in Smalltalk erfordert zum Teil umfangreiche Veran-
derungen in den verwendenden Klassen.
 Die Ausfuhrung eines dynamischen Methodenaufrufs wird in Java, abhangig vom Einzelfall,
durch verschiedene Mechanismen abgebildet. Dies hat allerdings keinen groen Einu auf
die Gesamtarchitektur der Applikation.
 Eine umfangreiche Verwendung des Meta{Objekt{Protokolls macht meist eine komplette
Neuentwicklung in Java notwendig.
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4.2 Vergleich auf Toolkit{Ebene
In diesem Abschnitt werden die Klassen der Klassenbibliothek untersucht, die dem Toolkit zuzu-
rechnen sind. Sie zeichnen sich dadurch aus, da sie oft benotigte Funktionalitat in wiederverwend-
baren Klassen anbieten, aber nicht dirket zur Denition der Sprache benotigt werden
4.2.1 Collections
Eine Collection ist ein Behalter fur mehrere Objekte. Smalltalk und Java bieten jeweils eine Reihe
an Collections an.
Die Collections zahlen zu den wichtigsten Teilen des Smalltalk{Toolkits. Applikationen verwen-
den Collections sehr oft aufgrund ihrer universellen Einsetzbarkeit. Die verschiedenen in Smalltalk
vorhandenen Collections unterscheiden sich voneinander darin, wie die enthaltenen Objekte orga-
nisiert sind und uber welches Protokoll auf sie zugegrien werden kann.
Im einfachsten Fall verwendet eine Java{Applikation die Klassen Vector, Stack und Hashtable
zur Darstellung einer Sammlung an Objekten. Daruberhinaus deniert das Collections{API ein
umfangreiches Framework zur Erstellung und Verwendung von Collections [Sof98]. Java stellt nicht
nur ein Collection{Toolkit zur Verfugung, das mit dem in Smalltalk vergleichbar ist. Es bietet auch
ein Framework zur Einwicklung eigener Collections, die sich nahtlos in das bestehende Toolkit
einfugen konnen.
Collection{Protokoll
Die Collection{Klasse ist die Wurzel der Collection{Hierarchie. Sie deniert das Protokoll, das
alle Smalltalk{Collections verstehen. Das Collection{Protokoll deniert Methoden zum Zugri auf
die Elemente und zur Konvertierung in eine andere Klasse. Auerdem sind interne Iteratoren de-
niert, um eine Moglichkeit zu haben, uber die Elemente zu iterieren. Daneben erweitert jede
Subklasse das Protokoll um spezische Methoden. Externe Iteratoren werden durch Strome dar-
gestellt (siehe 4.2.3).
In Java ist das Collection{Protokoll durch mehrere Interfaces deniert. Das Collection{
Interface ist die Wurzel der Collection{Hierarchie. Weitere Interfaces erweitern dieses Protokoll
durch spezische Methoden. Das Collection{Toolkit enthalt neben diesen Interfaces gebrauchliche
Standardimplementierungen. Auerhalb des Collection{Toolkit stehen die Klassen Vector, Stack
und Hashtable, welche zwar eine ahnliche Funktionalitat wie die Collections aufweisen, deren
Protokoll aber nicht verstehen. Java kennt ausschlielich externe Iteratoren, die durch die Klassen
Enumeration, Iterator und ListIterator implementiert werden.
Da das Protokoll des Collection{Toolkit in Java dem Collection{Protokoll von Smalltalk sehr
nahe kommt, ist bei der Migration mit keinen groen Problemen zu rechnen.
Collection{Klassen
Fur die meisten Klassen der Collection{Hierarchie in Smalltalk gibt es ein Aquivalent in Java (siehe
Tabelle 4.5).
Allerdings zahlen nicht alle Gegenstucke der Klassen der Collection{Hierarchie von Smalltalk
in Java zum Collection{Toolkit. Im einzelnen sind dies:
String Die Klasse String geort in Java nicht zur Collection{Hierarchie, sondern ist eigenstandi-
ger Bestandteil von java.util, worin auch StringBuffer deniert ist. Diese Klasse unterstutzt
Stringmanipulationen.
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Smalltalk Java Bemerkung
Linked List LinkedList
Array ArrayList und primitives Array
RunArray ArrayList nicht so ezient
String String
Symbol String keine Eindeutigkeit
Text Package java.lang.text





MappedCollection Implementierung von Map als Wrapper
Set HashSet
Dictionary HashMap
IdentityDictionary HashMap keine Eindeutigkeit
Tabelle 4.5: Abbildung von Smalltalk{Collections
Symbol Die Klasse Symbol ist in Java kein Bestandteil der Sprache. Eine Java{Applikation wird
daher String verwenden und die Eindeutigkeit selbst garantieren mussen.
Interval Java deniert keine Intervalle. Ein Intervall wird in Java durch eine Schleife dargestellt.
MappedCollection Eine mapped collection bildet ihre Elemente auf die Elemente einer darun-
terliegenden Collection ab. Das Konzept einer mapped collection kennt Java nicht. Allerdings kann
eine Applikation das Map{Interface des Collection{Toolkits verwenden, um einen Wrapper zu im-
plementieren.
4.2.2 Datum und Uhrzeit
Die Date und Time{Klassen in Smalltalk sind Teil der Magnitude{Subhierarchie, die eine Ord-
nung auf den Elementen ermoglicht. Ein Date reprasentiert einen spezischen Tag im julianischen
Kalender. Time ist die Zeit in Sekunden seit Mitternacht. [GR83, S.107]
Die Java{Klasse Date vereinigt die beiden oben beschriebenen Smalltalk{Klassen. Calendar,
TimeZone und DateFormat bieten das Umfeld fur die Datumsrechnung. Java liefert als Standar-
dimplementierung des Calendar{Interface den GregorianCalendar.
Datum und Uhrzeit machen bezuglich Migration keine Schwierigkeiten.
4.2.3 Strome
Streams dienen dazu, uber die Elemente einer Collection zu iterieren [GR83, S.195].
Allerdings sind sie im Gegensatz zu den von der Collection{Klasse angebotenen internen
Iteratoren unterbrechbar. D.h. eine Instanz von Stream merkt sich das letzte Element, auf das zu-
gegrien wurde. Streams sind somit viel fexibler zu verwenden als die von Collection angebotenen
internen Iteratoren.
Java deniert die externen Iteratoren Enumeration, Iterator und ListIterator. Die Klasse
Enumeration kann ausschlielich lesend auf die Elemente zugreifen, uber die sie iteriert. Die Klas-
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se Iterator erlaubt zusatzlich das Loschen eines Elementes. Ein ListIterator kann auerdem
Elemente einfugen, erlaubt jedoch keine Positionierung auf der zugrundeliegenden Collection wie
bei PositionableStream in Smalltalk.
Die Funktionalitat von Stromen wird in Java nur teilweise abgedeckt. Bei Bedarf mu der Klient
einer Collection durch direkten Zugri auf die Collectionelemente das Verhalten von Smalltalk
nachbilden.
4.2.4 Dateistrome
Auf beiden Plattformen sind die Zugrismechanismen auf externe Dateien deniert.
IBM Smalltalk bietet eine Implementierung des POSIX.1{Standard, um auf Dateien in porta-
bler Art undWeise zuzugreifen. Darauf aufbauend wurden die in [GR83] beschriebenen Dateistrome
realisiert. Die Zeichenkodierung des zugrundeliegenden Dateisystems ist fur den Smalltalk{Pro-
grammierer transparent gehalten. Die Dateistrome in Smalltalk sind byte{weise stromorientiert.
Ein wahlfreier Zugri auf den Inhalt einer Datei ist uber die primitiven Dateimethoden moglich.
Auch eine Java{Applikation greift auf Dateien uber Dateistrome zu. Sie sind ebenfalls byte{
orientiert. Zusatzlich konnen Filter in einen Dateistrom eingebaut werden. Diese Filter erlauben
beispielsweise eine Konversion in das Unicode{Format oder das direkte Abspeichern eines Ob-
jekts. Zusatzlich zu Dateistromen ist ebenfalls ein wahlfreier Zugri auf den Inhalt einer Datei
moglich. Zur Kommunikation zwischen Threads dienen Pipeline{Strome. Die Klassen in java.io
sind so ausgelegt, da auf die plattformspezischen Eigenschaften in transparenter Art und Weise
zugegrien werden kann [Fla97, S.396].
Dateistrome haben in Smalltalk und Java ahnliche Eigenschaften wie Byte{Orientierung. Al-
lerdings mu der Dateizugri aufgrund des unterschiedlichen Aufbaus der zum Dateizugri ver-
wendeten Objekte komplett neu geschrieben werden, was jedoch keinen groen Einu auf die
Architektur der Applikation hat.
4.2.5 Random
Smalltalk wie Java denieren einen Mechanismus zum Erzeugen von Zufallszahlen.
Der Smalltalk{Klasse Random stehen in Java die Methode Math.random() und die Klasse
java.util.Random gegenuber. Beide Plattformen erzeugen eine Reihe von Pseudozufallszahlen
aufgrund eines Startwertes der zu Beginn gesetzt wird. Java kann Zufallszahlen erzeugen, die einer
Gauverteilung gehorchen.
Die Migration von Zufallszahlen birgt keine groen Schwierigkeiten.
4.2.6 Zusammenfassung
Bis auf kleine Ausnahmen ist die Verwendung des Smalltalk{Toolkits nach Java leicht zu bewerk-
stelligen. Im einzelnen bleibt festzuhalten:
 Die Klassen der Collection{Hierarchie konnen ausreichend gut durch die Klassen des Collec-
tion{Toolkits in Java ersetzt werden. Einige Klassen der Collection{Hierarchie sind in Java
an anderer Stelle implementiert oder existieren in Java nicht.
 Datum und Uhrzeit sind fur die Migration kein Problem.
 Die Funktionalitat der vom Stream{Toolkit denierten Iteratoren wird von den in Java de-
nierten externen Iteratoren nur teilweise abgedeckt. Aufgrund der fehlenden Positionierbar-
keit der Iteratoren in Java kann es notig sein, die zugrundeliegende Collection oenzulegen.
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 Der Zugri auf Dateien mu komplett neugeschrieben werden, allerdings ohne groen Einu
auf die Gesamtarchitektur.
 Zufallszahlen sind fur die Migration kein Problem.
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4.3 Vergleich auf Framework{Ebene
In diesem Abschnitt werden die Klassen der Klassenbibliothek untersucht, die in Form von Frame-
works in Erscheinung treten. Die Klassen der Framework{Ebene unterscheiden sich von Hersteller
zu Hersteller. Aus diesem Grund ist der angestellte Vergleich sehr spezisch fur IBM Smalltalk
und nicht ohne weiteres auf andere Smalltalk{Dialekte (Bsp. VisualWorks) ubertragbar.
4.3.1 Objekt{Framework
Die Klasse Object ist in beiden Sprachen die Wurzel der Klassenhierarchie. Das in Object denierte
Protokoll gilt also fur alle Objekte des Systems. Dieser Abschnitt betrachtet die Protokolle zum
Kopieren, Drucken und Speichern eines Objekts und zum Vergleichen zweier Objekte. Fur die
sprachrelevanten Eigenschaften von Object siehe 4.1.2.
Kopieren Eine Zuweisung von Referenztypen kopiert in Smalltalk und Java lediglich die Referenz.
Daneben bieten beide Sprachen einen Mechanismus zum Kopieren des Objekts selbst.
Durch den Aufruf shallowCopy, wird in Smalltalk nur der Empfanger dieser Nachricht kopiert,
wohingegen durch deepCopy auch die Inhalte dessen Variablen kopiert werden. Zusatzlich bietet
das Protokoll copy an, welches standardmaig shallowCopy verwendet. Falls beim Kopieren eines
Objekts nur manche Variablen kopiert werden, mu copy uberschrieben werden.
In Java existiert ausschlielich die Methode clone(). Kopierbare Objekte mussen mit dem
Cloneable{Interface markiert werden. Die Standardimplementierung von clone() verhalt sich wie
shallowCopy. Ein deepCopy kann also nur durch ein Uberschreiben von clone() erreicht werden.
Object deklariert die Methode clone als protected. Da die meisten Klassen der Klassenbibliothek
diese Methode nicht uberschreiben bzw. die Methode nicht als public deklarieren, konnen nur
abgeleitete Klassen eine Kopie anlegen [Eck98, S.439].
Weil Java nur eine Methode zum Kopieren eines Objekts deniert, mu bei der Migration die
fehlende Funktionalitat nachgebildet werden. Dies fuhrt zu Problemen, falls in Smalltalk nicht
durchgangig immer die eine Methode verwendet wird, sondern beide innerhalb der gleichen Klasse
zum Einsatz kommen. Eine Klasse mu sich in Java auf eine Kopiervariante festlegen. Auerdem
sind einige Objekte der Java{Klassenbibliothek nicht direkt kopierbar. Hingegen ist in Smalltalk
jedes Objekt kopierbar. Dadurch konnen Probleme bei einem Nachbilden von deepCopy entstehen.
Beschreibung Bezuglich Erzeugen der Beschreibung eines Objekts sind Smalltalk und Java sehr
ahnlich. In Smalltalk mu eine Applikation die Methoden printString und printOn: uberschrei-
ben. Java deniert hierfur die Methode toString().
Speichern Beide Sprachen denieren einen Mechanismus zum Speichern eines Objekts.
In Smalltalk denieren die Methoden storeString und storeOn: das Protokoll zum Erzeugen
eines Strings, aus dem das abgespeicherte Objekt wiederhergestellt werden kann.
In Java speichert eine Applikation Objekte mit Hilfe der Object Serialization. Ein ObjectOut-
putStream erlaubt die Umwandlung eines Objekts in einen Zeichenstrom. Ein ObjectInputStream
kann daraus das ursprungliche Objekt wiederherstellen.
Die Mechanismen zum Abspeichern eines Objekts unterscheiden sich in Smalltalk und Java
sehr und werden unterschiedlich verwendet. Fur die Migration ist das kein Problem.
Aquivalenz und Gleichheit Das Smalltalk{Protokoll deniert Methoden zur Aquivalenz und
Gleichkeit. == stellt fest, ob beide Objekte dasselbe Objekt sind. = stellt fest, ob beide Objek-
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te die gleiche Komponente reprasentieren [GR83, S.96]. Da Parameter in Smalltalk dynamisch
typisiert sind, uberpruft ein Test auf Objektgleichheit zunachst auf Typaquivalenz beider Objekte.
Java stellt Gleichheit durch Aufruf der Methoden equal() fest. Aquivalenz wird durch den in
der Sprache denierten Operator == festgestellt. Da der formale Parameter der equal(){Methode
in Java den Typ Object hat, mu auch in Java zunachst der dynamische Typ des Arguments
uberpruft werden, bevor die Gleichheit festgestellt werden kann.
Die Protokolle unterscheiden sich in Smalltalk und Java kaum und deren Implementierung in
neuen Klassen ist sehr ahnlich. Smalltalk wie Java denieren die Methode hash zur Ermittlung eines
Hash{Wertes. Bei Uberschreiben des Gleichheitstests mu diese Methode ebenfalls uberschrieben
werden, um die Gleichung a = b ) a hash = b hash zu erfullen.




In Smalltalk kann sich ein Objekt bei jedem beliebigen Objekt registieren lassen, um uber al-
le relevanten Anderungen informiert zu werden. Der Dependency{Mechanismus wurde in fruhen
Versionen von Smalltalk in der GUI dazu verwendet, die Anbindung der View an das Modell
zu gestalten. Dieser Mechanismus wurde inzwischen jedoch vom Ereignismodell abgelost, der im
Abschnitt 4.3.3 behandelt wird.
In Java dagegen mu eine Klasse, die sich beobachten lassen will, von Observable erben. Ein
Beobachter mu das Observable{Interface implementieren.
Dies ist zwar eine exakte Nachbildung des Abhangigkeitsmechanismus von Smalltalk, aber die
Notwendigkeit, von Observable zu erben, kann die Migration schwierig machen. Nur wenn die zu
beobachtende Klasse in Smalltalk von Object erbt, mu sie nicht refaktoriert werden. Ansonsten
kann es notig sein, da eine Superklasse weiter oben in der Hierarchie von Observable erben mu.
Die Verwendung des Abhangigkeitsmechanismus kann in Java eine Umstrukturierung erfordern,
wenn die Klasse nicht von Object erbt. Jedoch wird der Abhangigkeitsmechanismus oft durch
das Ereignismodell ersetzt. Diese Ersetzung kann auch bei der Migration geschehen, weil eine
Umstrukturierung der Klassenhierarchie evtl. nicht zu vermeiden ist.
4.3.3 Ereignisbehandlung
Durch den Mechanismus der Ereignisbehandlung kann einem Objekt mitgeteilt werden, da in
einem anderen Objekt ein interessantes Ereignis eingetreten ist. Ein solches Ereignis kann bei-
spielsweise eine Eingabe durch den Benutzer sein. In diesem Abschnitt behandeln wir die verschie-
denen Aufrufmechanismen, die beiden Abstraktionsebenen des Ereignismodells, die Unterschiede
wie Ereignisse zusammengefat werden und besprechen die vorhandenen Klassen.
Aufrufmechanismus
Eine Smalltalk{Applikation registriert bei der ereignisauslosenden Instanz ein Objekt (meist sich
selbst) und den Methoden{Selektor der Behandlermethode. Bei Eintreten des Ereignisses fuhrt die-
se Instanz einen dynamischen Methodenaufruf aus, um die Behandlermethode aufzurufen (siehe
Abbildung 4.8). Die Behandlermethode erhalt als Argument eine Instanz von CwAnyCallbackData
oder einer Subklasse davon. Hieruber erfahrt der Behandler von den spezischen Daten des Ereig-
nisses.
Eine Java{Anwendung registriert dagegen ein Objekt, das ein bestimmtes Interface implemen-
tieren mu. Das Ereignis ruft eine der Methoden auf, die uber dieses Interface deniert sind (siehe






















































Abbildung 4.8: Callback in Smalltalk
Abbildung 4.9). Um diesem Objekt Zugri auf die lokalen Variablen zu geben, mu es als Instanz
einer innere Klasse realisiert sein (siehe auch 4.1.3). Eine Behandlermethode erhalt eine Instanz
von EventObject oder einer ihrer Unterklasse als Argument.
Smalltalk und Java verwenden verschiedene Mechanismen zum Aufruf des Ereignisbehandlers.
In den meisten Fallen lat sich jedoch die Verwendung des Smalltalk{Mechanismus leicht nach Java
ubertragen. Eine ereignisbehandelnde Methode kann in Java keinen beliebigen Namen haben. Eine
Klasse, die als Ereignisbehandler eingesetzt werden soll, mu ein Listener{Interface implementie-
ren. Dieses Interface deniert die Namen der Behandlermethoden. Bei der Migration ist folglich
eine Umbenennung der entsprechenden Methoden notig. Die Methoden zur Implementierung ei-
nes Listener{Interface werden oft in einer eigenen Klasse zusammengefat. Um dieser Klasse den
Zugri auf nicht{oentliche Elemente des am Ereignis interessierten Objekts zu ermoglichen, mu
diese Klasse als
"
innere Klasse\ deniert sein (siehe 4.1.3).
Abstraktionsebenen
Ereignisse werden in IBM Smalltalk in Callbacks und Events unterschieden. Callbacks behandeln
logisch hohere Aktionen des Benutzers (wie das Aktivieren eines CwPushButton) wahrend Events
primitive Ereignisse der Benutzerschnittstelle behandeln (Bewegen des Mauszeigers, Mausknopf-
benutzung, Tastendruck).
Das Ereignismodell von Java ist logisch gesehen mit Smalltalk{Callbacks vergleichbar.
[. . . ] the new event handling model is essentially a
"
callback\ model. [Fla97, S.144]
Die Funktionalitat der Smalltalk{Events ist in Java ebenfalls durch das Ereignismodells abgedeckt.
Java kennt beim Ereignismodell keine Trennung zwischen callbacks und events wie Smalltalk. Das
low{level event{handling model von Java setzt noch tiefer an als Smalltalk{Events und verwendet
einen anderen Aufrufmechanismus.
Die Aufteilung der Ereignisse in Smalltalk nach callbacks und events spiegelt sich in Java
nicht wieder. Das Ereignismodell fat in Java beide Abstraktionsebenen zusammen. Das low{level








































































Abbildung 4.9: Event in Java
event{handling model wird fur die Applikationsentwicklung nicht benotigt. Da sich der Aufrufme-
chanismus zwischen callbacks und events nicht wesentlich unterscheidet, hat diese Aufteilung in
Smalltalk keinen Einu auf die Migration.
Granularitat
In Smalltalk kann fur jedes Ereignis ein eigener Behandler registriert werden. In Java werden
mehrere Behandlermethoden dagegen durch ein Listener{Interface zusammengefat. Die Zusam-
menfassung mehrerer Behandlermethoden in einem Behandlerobjekt in Java wird schwierig, falls
die Behandlermethoden in Smalltalk uber mehrere Klassen verteilt sind. Insbesondere wenn eine
Behandlermethode nicht uber die externe Schnittstelle auf das registrierte Objekt zugreift, kann
durch das Herauslosen der Behandlermethode eine Anderung der externen Schnittstelle der Klasse
notwendig werden, um der Behandlermethode Zugri auf benotigte Informationen zu geben.
Vorhandene Klassen
Tabelle B.12 im Anhang stellt die in Smalltalk vorhandenen Callbacks, Tabelle B.9 die Events
den entsprechenden Konstrukten in Java gegenuber. Fur die meisten Ereignisse deniert Java
Entsprechungen. Die Smalltalk{Ereignisse, fur die keine Entsprechung in Java existiert, sind Teil
des GUI{Frameworks. Sie werden entweder in Java nicht benotigt (cascading, popdown, popup
und simple) oder werden in Java durch einen anderen Mechanismus abgedeckt (help).
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Typisierung
Die Ereignisbehandlung funktioniert in IBM Smalltalk und Java sehr ahnlich. Allerdings bedeutet
deren Verwendung aufgrund des statischen Typsystems einen hoheren Programmieraufwand. Fur
jedes Ereignis mussen drei bis vier Klassen und Java{Interfaces geschrieben werden: [Kra97]
 eine Klasse fur das Ereignis,
 ein Interface fur den Ereignis{Sender,
 ein Interface fur den Ereignis{Empfanger und
 evtl. eine Klasse fur den Multicast von Ereignissen.
In Smalltalk ist hierfur lediglich eine Klasse zu implementieren.
4.3.4 Ausnahmebehandlung
Fehlersituation werden durch Ausnahmen reprasentiert. Eine Ausnahme ist eine Situation, die vom
erwarteten Flu des Programms abweicht. Falls eine solche Ausnahme nicht behandelt wird, wird
die Ausfuhrung des Programms unterbrochen. Smalltalk unterscheidet zwischen lokaler Ausnah-
mebehandlung und globaler Ausnahmebehandlung.
Lokale Ausnahmebehandlung
Bei lokaler Ausnahmebehandlung wird in Smalltalk einem Methodenaufruf zusatzlich ein Code-
block mitgegeben, welcher fur die Behandlung von Ausnahmesituationen beim Abarbeiten dieser
Methode zustandig ist (Bsp: remove:ifAbsent:). Diese Art der Ausnahmebehandlung ist von Fall
zu Fall spezisch fur die aufgerufene Methode [Ple97, S.96].
In Java ist lokale Ausnahmebehandlung nicht deniert. Einem Methodenaufruf kann kein Be-
handlerblock mitgegeben werden. Die aufrufende Methode mu in aller Regel den Ruckgabewert
der aufgerufenen Methode auswerten und dann selbst die Fehlerbehandlung durchfuhren.
Die Migration von lokaler Ausnahmebehandlung fuhrt in aller Regel zu Umstrukturierung des
Programmcodes. Eine Abfrage des Fehlercodes mu eingefugt werden, um den Code des Behand-
lerblockes im Rumpf der Abfrage lokal abarbeiten zu konnen.
Globale Ausnahmebehandlung
Bei globaler Ausnahmebehandlung registiert die Applikation fur einen Block einen Ausnahme-
behandler, bevor der Block ausgefuhrt wird. Dieser Abschnit behandelt das Registrieren eines
Ausnahmebehandlers, die Propagierung einer Ausnahme uber den Aufrufstapel und vergleicht die
vorhandenen Ausnahmen miteinander.
Registrierung von Ausnahmebehandlern In Smalltalk registriert die Methode when:do: einen
Ausnahmebehandler fur einen Codeblock. Die Registrierung von mehreren Ausnahmebehandlern
geschieht durch Wiederholung von when:do:. In Smalltalk existieren Ausnahme{Collections, mit
denen ein Ausnahmebehandler fur eine Gruppen an Ausnahmen registriert werden kann. Die Aus-
nahmebehandlung von Smalltalk kennt completion blocks, die am Ende eines Blockes auf jeden Fall
aufgerufen werden, auch wenn innerhalb des Blockes eine Ausnahme auftrat.
Java registriert einen Ausnahmebehandler fur einen Block mit den Schlusselwortern try und
catch. Mehrere Ausnahmebehandler registriert Java durch eine Wiederholung der catch{Klausel.
Ausnahme{Collections wie in Smalltalk existieren nicht. Der completion block steht in Java in der
finally{Klausel.
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Die Registrierung von Ausnahmebehandlern verlauft in Smalltalk und Java sehr ahnlich, weil
sich in beiden Sprachen die Ausnahmebehandler auf einen Block beziehen. Ebenso lassen sich
completion blocks in beiden Sprachen registrieren. Nachteil von Java ist, da es keine Ausnahme{
Collections deniert.
Propagierung von Ausnahmen Ausnahmen propagieren entlang der lexikalischen Blockstruktur






Abbildung 4.10: Globale Ausnahmebehandlung
Falls eine Ausnahme nicht vom auslosenden Block behandelt wird, sucht sie den nachst um-
schlieenden Block. Falls in Smalltalk kein Behandler fur diese Ausnahme registriert wurde, pro-
pagieren Ausnahmen bis zum nachsten Default{Behandler.
In Java existieren keine Default{Behandler. Eine Ausnahme propagiert in diesem Fall bis zur
main(){Methode.
Da sich Smalltalk und Java bei der Propagierung von Ausnahmen sehr ahnlich sind, ist aus
dieser Richtung kein Problem fur die Migration zu erwarten. Die Installation eines Behandlers in
der main(){Routine bildet die Smalltalk{Funktionalitat ausreichend gut nach.
Vorhandene Ausnahmen Die Ausnahmeklassen sind in Java uber die gesamte Klassenbibliothek
verteilt wahrend in Smalltalk die Ausnahmeinstanzen uber die gesamte Applikation verteilt sind.
In Smalltalk bilden die Ausnahmen eine Instanzen{Hierarchie (siehe Abbildung 4.11). D.h.
samtliche Ausnahmen sind von der Instanz ExAll abgeleitet. Eine Applikation erzeugt neue Aus-
nahmen durch die Nachricht newChild an eine der bestehenden Instanzen. Der Variablenpool
SystemExceptions speichert die vom System denierten Ausnahmeinstanzen [IBM97, S.28].
In Java bilden die Ausnahmen eine Hierarchie von Klassen (siehe Abbildung 4.11). Bei Auf-
treten einer Ausnahmesituation erzeugt das System oder die Applikation eine Instanz einer die-
ser Klassen. Samtliche Ausnahmen sind Subklassen von Exception oder Error. Ausnahmen der
Error{Hierarchie sollten nicht durch Ausnahmebehandler abgefangen werden, da sie kritische Feh-
lersituationen anzeigen, die den Abbruch der Applikation erfordern (vergleichbar mit ExHalt).

























Abbildung 4.11: Ausnahme{Hierarchie in Smalltalk und Java
Instanzen von Exception zeigen Ausnahmesituationen an, die die Applikation behandeln kann
(vergleichbar mit ExError).
Fur die Migration ist entscheidend, wie die Sichtbarkeit von selbst denierten Ausnahmen
gesteuert wird. In Smalltalk mu eine Applikation hierzu Variablenpools, globale Variblen, Klas-
senvariablen oder explizite Argumentubergabe verwenden. In Java dagegen sind Ausnahmen Teil
der Klassenhierarchie, wodurch die Packages die Sichtbarkeit von Ausnahmen regeln. Das bedeu-
tet bei der Migration ein Entfernen dieser Ubergabemechanismen und ein direkter Verweis auf
die Klassenhierarchie. Die Erzeugung neuer Ausnahmeinstanzen in Smalltalk durch newChildmu
in Java durch das Anlegen einer neuen Klassen in der Throwable{Hierarchie dargestellt werden.
Die Behandlung von ExUserBreak in Smalltalk kann durch die Migration ersatzlos gestrichen wer-
den. Diese Ausnahme ist in Smalltalk deshalb notwendig, weil in Smalltalk das System und die
Applikation sehr eng miteinander verbunden sind.
4.3.5 GUI{Framework
Dieser Abschnitt behandelt das GUI{Framework. Er beginnt mit einer Beschreibung, wie ein GUI{
Framework verwendet wird, gibt einen Uberblick uber die GUI{Frameworks in IBM Smalltalk und
Java und betrachtet anschlieend die verschiedenen Teile des Frameworks. Das GUI{Framework
ist selbst wieder unterteilt in Subsysteme. Diese werden in Abbildung 4.12 dargestellt.
Diese Betrachtung beschrankt sich auf
"
handgeschriebene\ Oberachen. Fur IBM Smalltalk
gibt es einen integrierten GUI{Builder, der auf einem eigenen Komponentenmodell beruht. Fur
Java existieren eine Vielzahl an Einzellosungen, die jedoch alle sehr unterschiedlich sind. Eine
solche Betrachtung wurde den Rahmen dieser Arbeit sprengen.
Verwenden des GUI{Framework
Das GUI{Framework ist fur die Architektur einer Applikation mit graphischer Benutzerschnittstelle
von zentraler Bedeutung. Die Applikation registriert Fenster beim System, welche die Schnittstelle
zum Benutzer darstellen und stellt die Applikationslogik zur Verfugungen. An dieser Stelle tritt die
Inversion des Kontrollusses auf: Die Applikation gibt die Kontrolle des Programmusses zugunsten
















Abbildung 4.12: Subsysteme des GUI{Frameworks
der GUI auf. Die GUI informiert die Applikation in Form von Ereignissen uber die Aktivitaten des
Benutzers um auf deren Funktionalitat zuruckzugreifen. Erst wenn der Benutzer die Aktivitat der
GUI beendet, erhalt die Applikation die volle Kontrolle uber den Programmu zuruck.
Das Verwenden eines GUI{Framework besteht also zum einen aus einem Verwenden der vor-
gegebenen Elemente (Widgets) zum Aufbau einer graphischen Oberache. Zum anderen besteht
es aus einem Ausfullen der
"
hot spots\ des Frameworks [Pre95]. Dieses Ausfullen bedeutet, da
die spezische Applikation das Framework als das
"
Skelett einer Applikation\ betrachtet und nur
noch den applikationsspezischen Teil zur Verfugung stellen mu [Joh97]. Sie zieht damit Nutzen
aus dem wiederverwendbaren Design des Frameworks, welches in Form von wiederverwendbare
Klassen verfugbar ist.
IBM Smalltalk
Das GUI{Framework von IBM Smalltalk teilt sich in mehrere Subsysteme auf. Der wichtigste Teil
ist das Common Widgets Subsystem. Es stellt die grundlegenden Mechanismen zum GUI{Aufbau
und eine grundlegende Menge an Widgets zur Verfugung. Das Extended Widget Subsystem ist
eine Erweiterung, welche neue Widgets deniert. Um Daten zwischen verschiedenen Applikationen
transferieren zu konnen, enthalt das Framework das Drag&Drop Subsystem.
Java
Das GUI{Framework basiert auf dem Abstract Windowing Toolkit (AWT), welches das zeitlich erste
GUI{Framework von Java war und welches die grundlegenden Elemente zum Aufbau einer GUI
enthalt. Swing ist der Nachfolger von AWT und zeichnet sich dadurch aus, da es uber pluggable
Look&Feel verfugt und komplett in Java geschrieben ist. Dadurch ist es auf allen Rechnern, die uber
eine JVM verfugen lauahig. AWT benotigte dagegen auf jeder Rechnerplattform eine spezische
Implementierung. Im Rahmen dieser Untersuchung konzentrieren wir uns auf Swing.
Widget{Baum
Auf beiden Plattformen besteht die graphische Oberache aus einer Aggregation von GUI{Ele-
menten (widget tree). Jedes Widget auer dem obersten hat ein Eltern{Widget. Hierdurch wird
eine Eltern{Kind{Relation deniert. Abbildung 4.13 zeigt einen typischen Widget-Baum fur IBM
Smalltalk [IBM97, S.134].
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Abbildung 4.13: Widget{Baum in IBM Smalltalk
In IBM Smalltalk ist ein Shell{Widget die Basis fur jedes Applikations{Fenster. Es dient der
Interaktion mit dem Fenstermanager und ist die Wurzel des Widget{Baums. In der Darstellung
auf dem Bildschirm liegen die verschiedenen Widgets aufeinander. Je weiter oben ein Widget im
Widget{Baum angesiedelt ist, desto mehr seiner Flache wird durch Kind{Widgets uberdeckt. Im
Beispiel stellt das Main{window die Menuleiste und den Arbeitsbereich der Applikation bereit.
Das Form{Widget ist fur das Layout seiner zugeordneten Widgets zustandig. Die Buttons sind
primitive Widgets, mit denen der Benutzer Aktionen anstot.
In Java sind die Top{Level{Container wie JFrame, JApplet, JWindow und JDialog fur den
Anschlu an die Infrastruktur wie die Menuleisten oder den Fenstermanager zustandig. Abbildung
4.14 zeigt einen typischen Widget{Baum.
Zu Top{Level{Containern konnen nicht direkt Kind{Widgets hinzugefugt werden, obwohl sie
von Container abgeleitet sind. Eine Applikation mu zunachst das content pane des Top{Level{
Containers erfragen, welches die Kind{Widgets speichern kann. Das direkte Kind eines Top{Level{
Containers ist ein JRootPane. Dieses enthalt ein JLayeredPane welches die Menuleiste und den
content pane verwaltet. Zusatzlich verwaltet JRootPane ein glass pane. Das glass pane liegt auf
dem Bildschirm vor samtlichen anderen Widgets des Fensters und dient dazu, Mausbewegungen
abzufangen oder Drag&Drop{Operationen zu initiieren. Um das Layout der Kind{Widgets zu
steuern, registriert eine Applikation einen LayoutManager beim content pane. Insgesamt ist der
Aufbau eines Fensters in Java um einiges komplizierter als in Smalltalk.
Fur die Migration ist wichtig, da Kind{Widgets nicht direkt dem Top{Level{Container zu-
geordnet werden, sondern dessen content pane. Die zum Layout von Kind{Widgets in Smalltalk
benotigten Form{Widgets entfallen, stattdessen mu beim jeweiligen content pane ein Layout{
Manager registriert werden.





















Abbildung 4.14: Widget{Tree in Java
Lebenszyklus
Ein Widget mu mehrere Schritte durchlaufen, bis es auf dem Bildschirm sichtbar wird. Die ver-
schiedenen Schritte unterscheiden sich zwischen Java und Smalltalk.
Die Widget{Erzeugung legt in IBM Smalltalk die Eltern{Kind{Relation fest, indem ein Kind
uber creation{convenience{Methoden durch das Eltern{Widget erzeugt wird. Das Managing be-
zieht das Widget in die Berechnung der graphischen Anordnung im Eltern{Widget mit ein. Der
Platz fur seine Darstellung wird bereitgehalten. Das Mapping gibt an, da ein Widget auf
dem Bildschirm dargestellt werden soll, sobald es realisiert ist. Meist wird ein Widget durch
den Managing{Schritt gemappt. Realisieren eines Widget ist das Sichtbarmachen auf dem Bild-
schirm. Wenn ein Widget sichtbar gemacht wird, werden rekursiv alle Kinder ebenfalls sichtbar
gemacht. Ein Widget wird entweder durch den Benutzer oder unter Programmkontrolle durch
destroyWidget freigegeben. Alle Kinder im Widget{Baum eines freizugebenden Widgets werden
ebenfalls freigegeben.
In Java legt die Widget{Erzeugung die Eltern{Kind{Beziehung noch nicht fest. Eine Applika-
tion mu eine neue Komponente explizit durch add() einem Eltern{Widget zuordnen. Creation{
convenience{Methoden wie in Smalltalk existieren kaum (Ausnahme: createDialog in JOption-
Pane). Die Aufteilung des Lebenszyklusses einesWidgets erfordert weniger Schritte als in Smalltalk.
Nach dem Hinzufugen zu einem Eltern{Widget und dessen Sichtbarmachen wird ein Widget so-
fort auf dem Bildschirm dargestellt. Die Groe eines Kind{Widgets kann anhand der Groe des
enthaltenden Fensters durch den Layout{Manager bestimmt werden. Durch die Methode pack()
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erhalten die Widgets die Chance, ihre bevorzugte Groe mitzuteilen.
Fur die Migration ist entscheidend, da Widgets in Smalltalk durch creation{convenience{
Methoden erstellt werden. Die Eltern{Kind{Beziehung ist direkt zu sehen und mu in Java durch
add() als zusatzlicher Schritt erfolgen. Da die Schritte von der Erzeugung bis zum Sichtbarwerden
eines Widgets in Smalltalk normalerweise von der GUI ubernommen werden, ist in diesen Fallen
die Migration unkritisch. Falls die Applikation allerdings in diesen Proze eingreift, stellt sich die
Migration nach Java schwierig dar, weil Java nur einen Schritt kennt.
Interaktion mit Applikation
Eine graphische Oberache mu die Moglichkeit haben, die Applikation uber Benutzerereignisse
zu unterrichten. Hierfur existieren mehrere Moglichkeiten.
IBM Smalltalk verwendet zur Interaktion mit der Applikationslogik events und callbacks (siehe
4.3.3). Events zeigen die primitiven Operationen der Oberache an wie ein Mausklick oder das
Bewegen des Mauszeigers. Callbacks fassen evtl. mehere primitive Aktionen zusammen und zeigen
das Kommando des Benutzers an wie das Aktivieren eines Buttons. Die events sind in allen Widgets
identisch. Die Applikation registriert sich fur ein event oder einen callback mit einem Selektor,
welcher auf eine Methode im registrierten Objekt verweist. Diese Methode wird bei Auftreten des
Ereignisses aufgerufen.
In Java verwendet die GUI das Ereignismodell zur Interaktion mit der Applikationslogik. Das
GUI{Framework fat mehrere Ereignisse in Listener{Interfaces zusammen. Jedes Widget zeigt an,
fur welche Listener es Ereignisse erzeugen kann. Die Applikation mu dieses Interface implementie-
ren, um sich fur ein Ereignis registrieren zu lassen. Bei Auftreten eines Ereignisses, wird die uber
das Listener{Interface denierte Methode aufgerufen.
Bei der Migration mu fur jeden callback und fur jeden event des passende Listener{Interface
gefunden werden. Tabelle B.12 enthalt diese Abbildung fur callbacks, Tabelle B.9 fur events (siehe
Anhang B).
Die Migration kann einige Umstrukturierungen der Applikationsklassen zur Folge haben. In
Smalltalk ist der Ereignisbehandler eines spezischen Ereignisses eine beliebige Methode. In Java
mu dieser Behandler uber das Listener{Interface deniert sein, welches mehere Ereignisse zusam-
menfat. D.h. evtl. mussen zwei ereignisbehandelnde Methoden in zwei verschiedenen Smalltalk{
Klassen in einer Java{Klasse zusammengefat werden. Falls eine Klassenmethode die Ereignisbe-
handlung in Smalltalk ubernimmt, lat sich das in Java nicht darstellen. Durch die Verwendung von
inneren Klassen wird es schwieriger, einen Ereignisbehandler
"
von Hand\ aufzurufen, weil zunachst
die Instanz der inneren Klasse referenziert werden mu. Auerdem sind die Zustandigkeiten der
denierten callbacks und Listener nicht vollstandig identisch.
Insgesamt kann also eine Migration einige Anderungen der Applikationsarchitektur notwendig
machen.
Struktur eines Widgets
Die Strukturierung eines Widget kann von Plattform zu Plattform unterschiedlich sein. Die Struk-
tur mu drei Faktoren berucksichtigen: wie werden die Daten des Widget gespeichert, wie werden
sie auf der Oberache prasentiert und wie werden Benutzereingaben verarbeitet. Ein oft verwen-
detes Architekturmuster in diesem Bereich ist MVC (siehe 5.3.3).
Die innere Struktur eines Widgets in Smalltalk ist nicht sonderlich kompliziert. Die Widget{
Klasse selbst ist im wesentlichen ein Proxy fur das native Betriebssystemwidget (osWidget). Eine
Strukturierung der Widgets nach dem MVC{Konzept wie in VisualWorks ist in IBM Smalltalk
folglich nicht zu nden. Das Look&Feel eines Widget ist somit nicht anderbar.
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Java teilt ein Widget in Modell und Delegate auf. Das Modell enthalt den Wert des Widget,
wahrend das Delegate fur die Darstellung auf dem Bildschirm einerseits und die Verarbeitung von
Benutzeraktionen andererseits zustandig ist. Die Standard{Widgets wie JButton, JTextField, etc.
sind eine Kombination aus einem Delegate und einem entsprechenden Modell, um als vollstandiges


















Abbildung 4.15: Struktur des JButton
Diese Struktur bietet folgende Vorteile: Das Look&Feel der Widgets einer Applikation kann zur
Laufzeit umgeschaltet werden und die dargestellten Interfaces stellen ein Framework zur Erstellung
eigener portabler Widgets dar.
Fur die Migration ist diese Aufteilung ohne Bedeutung. In Smalltalk kann durch die Ver-
wendung der nativen Betriebssystem{GUI{Elemente das Delegate nicht verandert werden. Die
Aufteilung in Modell und Delegate wird von Applikationen nicht genutzt. Aus Applikationssicht
speichert das Widget seinen Wert selbst, bietet aber Methoden an, die den Wert abfragen, bzw.
setzen konnen (siehe Abschnitt Ressourcen und Funktionen). Aus Java{Sicht erfullen die Standard{
Implementierungen der Widgets genau diese Funktion.
Klassen{Hierarchie
Das GUI{Framework ordnet die Widgets in einer Klassenhierarchie an. Diese Hierarchie bildet die
statischen Beziehung zwischen den Widget{Klassen. Der Widget{Baum stellt die dynamischen Be-
ziehungen der Instanzen der Widget{Klassen dar und ist von dieser Klassenhierarchie unabhangig.
Smalltalk unterscheidet folgende Widget{Kategorien:
Primitive Widgets sind die einfachsten Elemente einer graphischen Benutzeroberache wie Cw-
Label oder CwList. Sie konnen selbst keine Kinder mehr haben.
Zusammengesetzte Widgets konnen andere Widgets enthalten. Beispiele sind CwFrame und
CwMainWindow. Sie bieten verschieden Moglichkeiten an, wie deren Kinder angeordnet werden
sollen.
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Shell{Widgets haben genau ein Kind. Sie bilden die Wurzel des Widget{Baumes und sind fur
die Kommunikation mit dem Fenster{Manager zustandig. Beispiele sind CwTopLevelShell
und CwDialogShell.
Daruber hinaus existiert ein Framework zum Erstellen eigener Widgets. Das Extended Wid-
get Subsystem ist eine Sammlung von Widgets, die mit Hilfe dieses Frameworks implementiert
sind. Prompter sind Dialogboxen des zugrundeliegenden Betriebssystems, welche aus der sonstigen
Widget{Hierarchie herausfallen. Sie benotigen kein eigenes Shell{Widget und erfragen beim Be-
nutzer Information, die die Applikation zur Weiterarbeit benotigt. Dialoge sind aus gewohnlichen
Widgets zusammengesetzt und fur eine bestimmte Interaktion mit dem Benutzer vorkonguriert.
Sie sind jeweils Kinder einer CwDialogShell, um sie unabhangig vom Hauptfenster zu machen.
Java deniert zwei Arten an GUI{Komponenten. Top{Level{Container wie JFrame, JApplet,
JWindow und JDialog bieten zum einen den Bereich, in dem sich die Elemente der Widget{
Hierarchie zeichnen konnen. Zum anderen sorgen sie fur den Anschlu an die Infrastruktur wie
die Menuleisten oder den Fenstermanager. Jedes Applikationsfenster sollte von JFrame erben und
jedes Applet sollte von JApplet erben. Die GUI{Elemente wie JButton, JPanel, etc. sind Widget{




















Die Migration hat damit zu kampfen, da die in IBM Smalltalk und in Java angebotenen
Widget{Klassen zum Teil nicht die identische Funktionalitat bieten. Layout{Kontrolle der Kind{
Widgets geschieht nicht uber eine eigene Widget{Klasse, sondern uber Layout{Manager.
Abbildung 4.16 stellt die Hierarchien der Shell{Widgets von Smalltalk den Top{Level{Con-
tainern von Java einander gegenuber. Anhang B enthalt fur jede der in Smalltalk beschriebenen
Widget{Kategorien und Dialoge eine Tabelle, die ein Smalltalk{Widget auf das am ehesten pas-
sende Java{Widget abbildet.
Java kennt die in Smalltalk vorhandenen Prompter nicht. Sie mussen mit gewohnlichen Mit-
teln emuliert werden. Tabelle B.10 bildet die vorhandenen Prompter{Klassen auf mogliche Java{
Widgets ab. Prompter werden nicht uber creation convenience Methoden erstellt, weshalb deren
Erzeugung sehr ahnlich zu der in Java ist.
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Aus Migrationssicht sind die Elemente des Extended Widget{Subsystem genau gleich zu behan-
deln wie gewohnliche Widgets. Tabelle B.6 (siehe Anhang) enthalt eine Abbildung der vorhande-
nen Elemente auf Java{Widgets. Eine Schwierigkeit besteht darin, da die Elemente in Swing nicht
automatisch verschiebbar sind. Um das zu erreichen, mu jeweils ein JScrollPane dazwischenge-
schaltet werden. Dies ist in Smalltalk nicht notig, weil Smalltalk automatisch die Notwendigkeit
erkennt, ein Widget verschiebbar zu gestalten. Dies ist fur die Migration insofern schwierig, weil
erst herausgefunden werden mu, welche GUI{Elemente verschiebbar gestaltet werden mussen.
Insgesamt betrachtet kann die Smalltalk{Funktionalitat nahezu vollstandig in Java dargestellt
werden. In der Implementierung existieren jedoch einige Detailunterschiede.
Layout{Kontrolle
Die Layout{Kontrolle dient dazu, Widgets so anzuordnen, da keine festen Positionen vergeben
werden mussen. Dieser Mechanismus ermoglicht zum einen die Skalierbarkeit eines Fensters und
zum anderen eine Darstellung der Widgets, die unabhangig von zugrundeliegenden Betriebssystem
ist (Die Pixelgroen der GUI{Elemente variieren von Betriebssystem zu Betriebssystem).
In IBM Smalltalk dienen die Klassen CwForm und CwRowColumn der Layout{Kontrolle. Im er-
sten Fall gibt eine Applikation die Positionen der Widgets relativ zueinander an, indem Nach-
barschaftsbeziehungen zueinander speziziert werden. Dies ist in IBM Smalltalk der allgemeinste
Mechanismus, um Widgets anzuordnen. Im zweiten Fall regelt das Layout{Widget die Positionie-
rung der enthaltenen Kind{Widgets, die in Spalten und Zeilen angeordnet werden. Hiermit konnen
beispielsweise Listen oder Werkzeugleisten gestaltet werden.
In Java ist die Layout{Kontrolle sehr viel exibler. Jeder Container besitzt einen LayoutMana-
ger der fur die Positionierung der enthaltenen Elemente zustandig ist | ebenfalls unabhangig vom
Betriebssystem oder der Fenstergroe. Ein groer Vorteil davon ist, da sich die Applikation nicht
schon beim Aufbau des Widget{Baums auf eine bestimmtes Layout festlegen mu | wie im Falle
von Smalltalk. Das Layout der Elemente eines Container kann dynamisch an die jeweiligen Bedurf-
nisse angepat werden. Java bietet uber dieses Interface die Moglichkeit, eigene Layoutmanager zu
schreiben, bietet aber schon eine groe Zahl von vorgefertigten Layoutmanagern an.
In Bezug auf Migration sind vor allem GridLayout und GridBagLayout von Interesse. Mit ihnen
kann das Verhalten von CwRowColumn bzw. CwForm nachempfunden werden. Die Positionierungs-
angaben der Elemente in CwForm erfahrt ein GridBagLayout durch GridBagConstraints. Diese
konnen ebenso wie in Smalltalk fur jede Komponente einzeln angegeben werden. Das Verhalten
der Layout{Kontrolle kann also in Java nachgebildet werden.
Die Migration der Layout{Kontrolle fuhrt zu einem anderen Aufbau des Widget{Baums. Samt-
licher Code, der im Zusammenhang mit der Layoutkontrolle steht, mu neu geschrieben werden.
Eine Migration dieses Teils ist aufgrund der unterschiedlichen Mechanismen aufwendig.
Ressourcen und Funktionen
Ressourcen denieren das Verhalten und Aussehen eines Widgets. Funktionen veranlassen ein Wid-
get zu einer bestimmten Aktion.
IBM Smalltalk realisiert Ressourcen und Funktionen als gewohnliche Methoden in der Widget{
Instanz. Ressourcen steuern beispielsweise die Geometrie eines Widget oder enthalten den Wert
eines Textfeldes. Funktionen stoen komplexere Aktionen eines Widget an wie beispielsweise das
managing eines Kind{Widgets. Samtliche Methoden eines Widgets, die nicht Getter{ oder Setter{
Methoden fur Ressourcen sind, sind Funktionen.
Java macht keine Unterscheidung zwischen Ressourcen und Methoden. Widgets denieren eine
API, uber die mit Hilfe von Methoden das Verhalten und Aussehen gesteuert werden kann.
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Fur die Migration spielt die Unterscheidung der API eines Widgets in Ressourcen und Funk-
tionen zunachst keine Rolle, da beide von der Applikation mit Hilfe von Methoden angesprochen
werden. Hingegen auf Plattformen, die das X Window System verwenden, lassen sich die Widget{
Ressourcen uber die bekannten Ressource{Dateien des X Window System setzen. Eine solche Kon-
guration mu in Java explizit ausprogrammiert werden.
Implementierung
Eine Sprachplattform hat prinzipell zwei Moglichkeiten, die Darstellung ihrer Widgets zu realisie-
ren.
Die erste Moglichkeit verwendet die GUI{Elemente des jeweiligen Betriebssystems und legt
daruber eine eigene betriebssystemunabhangige Schicht. Fur jedes Widget des Framework existiert
also ein Peer{Widget, welches den Zugri auf das Widget der Plattform regelt. Der Vorteil die-
ses Ansatzes ist, da eine Applikation weitgehend das Look&Feel des jeweiligen Betriebssystems
annimmt. Der Nachteil ist, da uber verschiedene Betriebssysteme hinweg lediglich der kleinste
gemeinsame Nenner an Widget{Elementen verwendet werden kann | auer das GUI{Framework
emuliert nicht vorhandene Widgets selbst. IBM Smalltalk verfolgt diesen Ansatz [IBM97, S.1].
Die zweite Moglichkeit ist der Aufbau eines komplett unabhangigen Widget{Systems, welches
lediglich die fundamentalste Fenster{Funktionalitat des zugrundeliegenden Betriebssystems ver-
wendet. Samtliche Widgets mussen selbst gezeichnet werden, sind aber erheblich schlanker, weil
nicht fur jedes Framework{Widget ein Peer{Widget und ein Widget des Betriebssystems mit-
verwaltet werden mu. Der Nachteil ist, da eine Applikation nicht unbedingt dem Look&Feel
des zugrundeliegenden Betriebssystems entspricht, wodurch sie evtl. aus der Menge der sonstigen
Anwendungen herausfallt. Der groe Vorteil ist jedoch die Plattformunabhangigkeit. Eine Appli-
kation die ein solches GUI{Framework als Basis verwendet, ist uber samtliche Betriebssysteme
hinweg durchgangig portabel. Sie ist nicht mehr abhangig vom kleinsten gemeinsamen Nenner der
betrachteten Betriebssysteme. Das Lightweight UI Framework in Java realisiert genau diese zweite
Moglichkeit.
Fur die Migration spielen diese Uberlegungen keine Rolle. Eine Applikation verwendet die von
der Sprachplattform bereitgestellten GUI{Elemente, ohne sich Gedanken uber deren Realisierung
machen zu mussen.
Konstanten
Konstanten werden in den GUI{Frameworks von Java und Smalltalk zur Konguration von Res-
sourcen eingesetzt.
In Smalltalk sind die Konstanten des GUI{Frameworks in den beiden Variablenpools CwCon-
stants und EwConstants zusammengefat. Eine Applikation, die Konstanten aus diesen Pools
benotigt, mu diese Pools folglich in der Klassendenition angeben.
Java verwendet zwei Mechanismen, um den Zugri auf Konstanten zu ermoglichen. Window-
Constants, ScrollPaneConstants und SwingConstants fassen mehrere Konstanten in einem In-
terface zusammen. Manche Klassen denieren ihre eigenen Konstanten (Bsp: GridBagLayout) als
Klassenvariablen.
Da die verwendeten Konstaten in Smalltalk und Java sehr unterschiedlich sind, ist bei der Mi-
gration von Fall zu Fall zu entscheiden, welche Konstanten in Java benotigt werden. Die groten
Anderungen sind bei der Verwendungvon Layout{Managern als Ersatz fur Form{Widgets zu er-
warten.
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Datentransfer
Beide Sprachplattformen bieten Mechanismen, damit verschiedene Applikationen innerhalb des
selben Rechners miteinander Daten austauschen konnen.
Clipboard Die Clipboard{Variante nutzt einen Betriebssystem{Mechanismus, welcher kurzfristig
Daten speichern kann, die spater wieder gelesen werden.
Die Arbeit mit dem Clipboard ist in Smalltalk an ein beliebiges Window gebunden. Eine Ap-
plikation beginnt eine Transaktion, schreibt die Daten samt Formatangabe in das Clipboard und
beendet die Transaktion. Zum Lesen fragt die Applikation erst auf vorhandene Daten im Clip-
board ab und liest sie gema Formatangabe ein. Smalltalk unterstutzt die plattformunabhangigen
Datenformate STRING und PIXMAP. Zusatzlich kann eine Applikation plattform{spezische bzw.
proprietare Formate registrieren.
Eine Java{Applikation holt sich das System{Clipboard durch das Toolkit{Objekt, das mit
einem beliebigen Fenster verbunden ist. Zur Kommunikation mit dem Clipboard erzeugt die Appli-
kation ein Transferable{Objekt, welches die zu ubertragenden Daten reprasentiert. Dieses Objekt
wird dann in das Clipboard geschrieben. Beim Lesen erzeugt das Clipboard ein Transferable{
Objekt, welches die Applikation auslesen kann. Ein DataFlavor besteht in Java aus einem Namen
und einer Typspezikation die ein Java{Objekt oder einen MIME{Typ darstellt. Applikationsuber-
greifen kann Java bislang aber lediglich die Datenavors stringFlavor und textFlavor verarbei-
ten [Fla97, S.163], jedoch keine PixMaps.
Im Ansatz sind die Java{Datenformate vielfaltiger als in Smalltalk, deren Implementierung
bereitet aber noch Probleme. Ansonsten sind die Clipboard{Mechanismen in Smalltalk und Java
sehr ahnlich.
Drag & Drop Der Datentransfer durch Drag&Drop erfolgt daruber, da der Benutzer Icons von
einem Applikationsfenster in das andere schiebt. Die beteiligten Applikationen tauschen die Daten
direkt aus, ohne den Umweg uber das Clipboard zu nehmen. Allerdings bedeutet diese Form des
Datentransfers im Vergleich zum Clipboard{Mechanismus mehr Aufwand bei der Gestaltung der
GUI{Ansteuerung. Der Beginn eines Drag&Drop{Vorganges mu erkannt werden. Ebenso mu die
Applikation dem Benutzer graphisch mitteilen, wo das Icon platziert werden darf.
Smalltalk bietet zum einen das Drag&Drop{Framework des Common Widget Subsystem. Zum
anderen enthalt es ein komplettes Drag&Drop{Subsystem, welches unabhangig von erstgenanntem
ist.
Java hat die Drag&Drop{Funktionalitat zwar im bisherigen Framework{Design vorgesehen und
es existiert eine Draft{Version der API, aber zum Zeitpunkt der Erstellung dieser Arbeit existiert
noch keine vollstandige Implementierung.
Daher erubrigt sich zu diesem Zeitpunkt die Frage nach einer Migration. Auf Drag&Drop mu
in Java zunachst verzichtet werden.
Farben und Zeichensatze
Die Auswahl von Farben und Zeichensatzen ist zwar fur eine Applikation sehr wichtig, hat aber
keinen Einu auf ihre Architektur. Daher sind diese beiden Aspekte des GUI{Framework kein
Untersuchungsgegenstand dieser Arbeit.
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4.3.6 Zusammenfassung
Der Frameworkteil weist die groten Unterschiede zwischen Smalltalk und Java auf. Im einzelnen
werden die Unterschiede an folgenden Punkten deutlich:
 Die Ereignisbehandlung verwendet in Java Instanzen innerer Klassen anstatt callbacks. Dieser
Mechanismus macht die Ereignisbehandlung komplizierter und kann zu einigen Umstruktu-
rierungen fuhren. Aber prinzipiell steht der Nachbildung der Funktionalitat in Java nichts
im Weg.
 Eine Klasse die abhangige Objekte uber Anderungen benachrichtigen soll, mu von Observable
erben. Daher ist zur Verwendung des Abhangigkeitsmechanismus evtl. eine Umstrukturierung
der Klassenhierarchie notwendig.
 Die Ausnahmebehandlung weist einige Unterschiede auf. Die Mechanismen sind aber doch
so nahe verwandt, da einer Migration nichts im Weg steht.
 Das GUI{Framework weist viele Gemeinsamkeiten auf. Insbesondere die graphischen Darstel-
lungsmoglichkeiten durch Widgets sind in Bezug auf Migration sehr gut miteinander zu ver-
gleichen. Probleme bereitet zum einen die Layout{Kontrolle. Diese ist bei der Migration mit
einer Umstrukturierung des Widget{Baums verbunden. Auerdem ist die GUI{Interaktion
mit der Applikation stark zu uberarbeiten.
5
Migration von Mustern
Unter der Architektur einer Applikation verstehen wir im Rahmen dieser Untersuchung die Kom-
bination von Mustern auf den verschiedenen Abstraktionsebenen. Jedes Muster tragt als
"
Mikroar-
chitektur\ zur Gesamtarchitektur bei. Die Gesamtarchitektur der Applikation ergibt sich aus der
Summe der eingesetzten bzw. verwendeten Muster.
In diesem Kapitel untersuchen wir die Migration einer Reihe von Mustern, wie sie in der Klassen-
bibliothek oder in Applikationen zu nden sind. Durch die getrennte Betrachtung der Migration von
Teilen der Gesamtarchitektur in Form von Mustern erhalten wir eine Reihe von Einzelproblemen.
Bei der Migration einer gesamten Applikation sind wir mit der Summe all dieser Einzelprobleme
konfrontiert. Eine Zusammenfassung dieser Einzelprobleme erfolgt im nachfolgenden Kapitel.
Der Aufbau dieses Kapitels orientiert sich an dem in Abschnitt 2.4 beschriebenen Muster-
System. Danach verteilen sich Muster auf verschiedene Abstraktionsebenen | von der architek-
tonischen Framework-Ebene uber die Entwurfsmuster-Ebene bis zu den Idiomen auf der Sprache-
bene. Auch wenn Muster prinzipiell sprachunabhangig sind, so ist doch die konkrete Auspragung
auf den verschiedenen Plattformen mehr oder weniger spezialisiert. Manche Muster sind auf der
einen Plattform notwendig, wahrend sie auf der anderen Plattform uberussig sind (Bsp: Double
Dispatch). Manchmal ermoglicht eine Plattform eine besonders eziente Realisierung eines Mu-
sters, wahrend das gleiche Muster auf der anderen Plattform nicht so einfach realisiert werden
kann (Bsp: Proxy). Insbesondere diese Unterschiede bzw. Schwierigkeiten, die bei der Ubertragung
eines Musters von der Smalltalk{ auf die Java{Plattform auftreten, sind fur die Untersuchung von
Interesse.
Die in diesem Kapitel beschriebenen Muster treten bei der Migration auf zweierlei Art in
Erscheinung. Als wiederverwendbares Design werden sie bei der Applikationsentwicklung dazu ein-
gesetzt, die Architektur der Applikation zu gestalten [BJ94]. Die Implementierung dieser Muster
verwendet die Elemente der Plattform. Bei der Migration nach Java mussen also die Muster im
Smalltalk{Code erkannt und mit den Mitteln von Java implementiert werden. Beispielsweise mu
das Proxy{Muster von einer Applikation meist selbst realisiert werden. Die zweite Art, auf die
Muster in Erscheinung treten, ist die Benutzung der Klassenbibliothek. Die Frameworks und Tool-
kits enthalten Muster, um die Verwendung ihrer Elemente durch eine Applikation zu strukturieren
[Joh92]. Fur die Migration bedeutet das, da die Verwendung der Plattformelemente in Form von
Mustern erkannt werden mu. In Java mu das entsprechende Plattformelement uber dessen spe-
zisches Muster angesprochen werden. Beispielsweise bieten Smalltalk wie Java Iteratoren an, die
bei der Applikationsentwicklung meist unverandert verwendet werden.
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Format der Beschreibung
Musterbeschreibungen sind durch ein festes Format gekennzeichnet. Die Beschreibung der Migra-
tion von Mustern in diesem Kapitel folgt ebenfalls einem festen Format. Dieses Format soll helfen,
die Darstellung der Migration klarer zu machen und eine schnelle Orientierung in dem Katalog
ermoglichen.
Der Name eines Musters ist essentiell fur dessen Beschreibung. Die in dieser Arbeit verwen-Name
deten Namen entstammen direkt der Originalliteratur. Zunachst wird die Struktur des MustersStruktur
dargestellt. Dies kann allerdings nur ein kurzer Abri sein. Fur eine detaillierte Darstellung der
Struktur der behandelten Muster mu auf die Originalliteratur verwiesen werden. Jede Sprachplatt-
form bietet spezische Moglichkeiten, ein Muster zu implementieren bzw. realisiert das Muster aufUnterschiede
spezische Weise. Daher sollen an dieser Stelle die Unterschiede in der Implementierung bzw.
Realisierung der verschiedenen Muster dargelegt werden. Ein Hauptaugenmerk dieser Arbeit liegt
aufMigration. Daher wird hier untersucht, wie die Unterschiede der Implementierungen der Mu-Migration
ster uberwunden werden konnen. Um zu entscheiden, ob die Migration einer Applikation gegenuberProbleme
einer kompletten Neuentwicklung sinnvoll erscheint, ist es wichtig zu wissen, wo die Probleme
liegen, die eine Migration mit sich bringt bzw. die die Migration schwierig machen. Die Implemen-
tierung eines Musters verwendet einige Elemente der Sprachplattform. Diese AbhangigkeitenAbhangigkeiten
werden hier aufgelistet.
5.1 Migration von Idiomen
Idiome treten bei der Migration in Form von konkreten Implementierungen im Programmtext auf.
Sie werden hier betrachtet, weil sie die typische Verwendung der Elemente der Sprachplattform
darstellen. Die verwendeten Elemente werden bei der Migration durch die Elemente der Java{
Plattform ersetzt. Diese mussen nach der Migration in einer fur Java typischen Weise verwendet
werden.
5.1.1 Constructor Method
Struktur Eine Konstruktormethode deniert die Parameter, die zur Erzeugung einer wohlgeform-
ten Instanz einer Klasse benotigt werden. [Bec97, S.23]
Unterschiede In Smalltalk ist kein Sprachkonstrukt zum Erzeugen einer Instanz deniert. Das
Meta{Objekt{Protokoll (4.1.7) deniert fur jede Klasse eine Klassenmethode zum Erzeugen einer
Instanz. Um eine parametrisierte Instanziierung zu ermoglichen, mu die Klasse eine eigene Klas-
senmethode zu diesem Zweck implementieren. Diese ersetzt die ubliche Instanzerzeugungsmethode
new und deniert die Parameter, die zum Anlegen einer wohlgeformten Instanz benotigt werden.
Ein instanzerzeugender Aufruf mu die hierin denierten Parameter ubergeben. Dieses Idiom ist
lediglich eine Konvention.
Konstruktoren sind in Java denierte Sprachkonstrukte. Jede instanziierbare Klasse benotigt
einen Konstruktor. Der Konstruktor deniert die Parameter, die er zur Erzeugung einer wohlge-
formten Instanz benotigt. Konstruktoren in Java und Konstruktormethoden in Smalltalk verhalten
sich nicht vollstandig identisch. Ein Konstruktor in Java ruft implizit zuerst den Konstruktor sei-
ner Superklasse auf (constructor chaining). In Smalltalk entscheidet hieruber der Programmierer.
Parametrisierte Konstruktoren werden in Java nicht vererbt, wahrend die Konstruktormethoden
von Smalltalk an die Subklassen vererbt werden.
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Migration Die Existenz von Konstruktormethoden in Smalltalk deutet normalerweise auf die
Notwendigkeit hin, einer neuen Instanz Argumente ubergeben zu mussen. Diese Argumente mussen
in Java folglich einem Konstruktor ubergeben werden, der die Initialisierung ubernimmt. Falls in
Smalltalk eine parametrisierte Konstruktormethode in einer Subklasse aufgerufen wird, mu in
Java ein solcher Konstruktor in der Subklasse explizit implementiert werden.
Ein Java{Konstruktor ruft aufgrund der impliziten Konstruktorverkettung immer zuerst den
Konstruktor der Superklasse auf. In Smalltalk mu dieser Aufruf explizit erfolgen. Daher kann der
Code, der in der Konstruktormethode vor dem Aufruf des Konstruktors der Superklasse steht,
zu Problemen fuhren. Falls dies umfangreiche Berechnungen sind, deren Werte zum Aufruf des
Superklassen{Konstruktors benotigt werden, mu diese Berechnung entweder schon im instanziie-
renden Klienten erfolgen oder die Superklasse mu nachtraglich nochmals aufgerufen werden.
Probleme
 Konstruktormethoden sind in Smalltalk lediglich Konvention, wahrend sie in Java in der
Sprache deniert sind.
 Java verwendet implizite Konstruktorverkettung, wahrend sie in Smalltalk explizit gemacht
werden mu.
Abhangigkeiten Instanzerzeugung (4.1.2), Klassenmethoden (4.1.1), Initialisierung (4.1.2)
5.1.2 Constructor Parameter Method
Struktur Der Konstruktor eines neu anzulegenden Objekts benotigt oft Parameter, um die In-
stanzvariablen so zu setzen, da ein gultiges Objekt entsteht. Am einfachsten setzt der Konstruktor
die Instanzvariablen direkt, jedoch kann das Setzen der Instanzvariablen eines neu angelegten Ob-
jekts komplex werden. Daher wird oft eine private Instanzmethode deniert, die das Setzen der
Instanzvariablen ubernimmt. [Bec97, S.25]
Unterschiede Diese Methode wird von einer Konstruktormethode (5.1.1) aufgerufen, um die neu
angelegte Instanz zu initialisieren. Der Grund fur dieses Idiom ist die Form der Kapselung in
Smalltalk. Weil die Konstruktormethode eine Klassenmethode ist, kann sie auf die Instanzvariablen
der neuen Instanz nicht zugreifen. Daher mu sie die Setter{Methoden verwenden, um die Variablen
zu setzen. Diese verhalten sich aber evtl. anders, als bei der Initalisierung gewunscht.
Ein Java{Programm verwendet zur Instanzerzeugung die in die Sprache eingebauten Kon-
struktoren. Ein Java{Konstruktor lebt im gleichen Sichtbarkeitsbereich wie die Instanzvariablen
und kann daher direkt zugreifen. Probleme bei der Initialisierung von Instanzvariablen lost Java
mit instance initializers. Das von Beck erwahnte Problem, wie die Typen der Instanzvariablen
dokumentiert werden, existiert in Java aufgrund des Typsystems nicht. Dieses Idiom wird also in
Java nur sehr selten eingesetzt werden.
Migration Die Migration macht eine solche Methode meist uberussig. Der Methodenrumpf wird
dem Konstruktor oder einem der Initialisatoren zugeordnet.
Probleme
 Konstruktormethoden sind in Smalltalk lediglich Konvention, wahrend sie in Java in der
Sprache deniert sind.
 Java verwendet implizite Konstruktorverkettung, wahrend sie in Smalltalk explizit gemacht
werden mu.
 Instanzvariablen sind privat.
 Smalltalk deniert keinen Mechanismus zum Initialisieren einer Variablen.
Abhangigkeiten Instanzerzeugung (4.1.2), Instanz{Initialisierung (4.1.2), Sichtbarkeit von Varia-
blen (4.1.1), Dynamisches Typsystem (4.1.1)
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5.1.3 Shortcut Constructor Method
Struktur Manche Objekte werden an sehr vielen Stellen in einer Applikation erzeugt. Gesucht
ist nun also ein Verfahren, wie diese Objekte angelegt werden konnen, ohne viel Schreibarbeit
verrichten zu mussen. Die Erzeugung eines Objekts kann durch das Versenden einer Nachricht an
einen der Parameter erfolgen, die fur die Erzeugung des neuen Objekts benotigt werden. [Bec97,
S.26]
Unterschiede In diesem Idiom wird die Konstruktormethode des zu erzeugenden Objekts nicht
direkt aufgerufen, sondern von einem der Parameter. Beispielsweise deniert Number den Operator @
zum Erzeugen eines Punktes aus einem Nummernpaar. Normalerweise werden durch dieses Idiom
die Smalltalk{Klassen erweitert, die den primitiven Typen in Java entsprechen. Dazu werden die
entsprechenden Klassen der Klassenbibliothek verandert.
In Java ist es weder moglich primitive Typen um neue Operatoren zu erweitern, noch bestehende
Klassen um neue Methoden zu erweitern. Selbstgeschriebene Klassen konnen Methoden denieren,
die genau die Aufgabe dieses Idioms erfullen. Da sich der Programmierer hierdurch aber nicht sehr
viel Schreibarbeit spart, wird eine solche Methode in Java meist uber einen Konstruktoraufruf der
zu instanziierenden Klasse ersetzt.
Migration Dieses Idiom funktioniert in Java nur fur selbstgeschriebene Klassen. Daher mussen
samtliche Shortcut{Konstruktormethoden, die Basisklassen erweitern, ersatzlos gestrichen werden.
Dies hat Einu auf die Klassen die diese Methoden verwenden. In ihnen mu der Aufruf der
Shortcut Constructor Method durch den direkten Aufruf des Konstruktors ersetzt werden. Fur
selbstgeschriebene Klassen wird eine Shortcut{Konstruktormethode durch eine gewohnliche Me-
thode dargestellt, die den passenden Konstruktor aufruft und das erzeugt Objekt zuruckgibt.
Probleme
 Die Basisklassen lassen sich in Smalltalk verandern, in Java dagegen nicht.
 Java unterscheidet primitive und Referenztypen.
 In Java konnen keine neuen Operatoren deniert werden.
Abhangigkeiten Base Class Extension 4.1.1, Objekterzeugung 4.1.2
5.1.4 Converter Method
Struktur Eine Konverter{Methode liefert ein Objekt, das das gleiche Protokoll versteht wie das
Ausgangobjekt, aber zu einer anderen Klasse gehort (beispielsweise Collection>>asSet). [Bec97,
S.28]
Unterschiede In der Smalltalk{Implementierung besitzen die beiden Klassen normalerweise eine
gemeinsame Superklasse, die das gemeinsame Protokoll deniert. Der Empfanger legt eine neue
Instanz der gewunschten Klasse an und initialisiert sie mit dem eigenen Status. Manchmal werden
bestehende Klassen um eine solche Konverter{Methode erweitert.
In Java wird das gemeinsame Protokoll entweder von einer gemeinsamen Superklasse oder von
einem Interface deniert. Falls beide Klassen das gleiche Interface implementieren, mussen sie nicht
mehr derselben Subklassenhierarchie angehoren. In Java legt die Konverter{Methode eine Instanz
der gewunschten Klasse durch Aufruf des Konstruktors an. Diesem wird das Empfangerobjekt
ubergeben. Eine Erweiterung von bestehenden Klassen der Klassenbibliothek ist nicht moglich.
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Migration Durch die Migration mu der Aufruf der Konstruktor{Methode in Smalltalk durch den
Aufruf des Konstruktors in Java ersetzt werden (siehe 5.1.1). Die Klasse des gewunschten Objekts
sollte einen Konstruktor denieren, dem das Ausgangsobjekt ubergeben wird. Dieser fullt die neu
angelegte Instanz.
In Smalltalk werden Basisklassen oft um Konverter{Methoden erweitert. In Java ist diese Erwei-
terung nicht moglich, weshalb solche Methoden bei der Migration ersatzlos wegfallen. Klienten einer
solchen Methode mussen die gewunschte Instanz in Java also selbst anlegen. Falls die gewunschte
Klasse keine passende Konverter{Konstruktor{Methode anbietet (siehe 5.1.5), mu die Konversion
im Klienten erfolgen.
Probleme
 Basisklassen konnen in Java nicht erweitert werden.
 Smalltalk deniert keine Interfaces.
Abhangigkeiten Protokoll (4.1.1), Interfaces (4.1.1), Base Class Extension (4.1.1), Konstruktor-
methode (4.1.2)
5.1.5 Converter Constructor Method
Struktur Im Gegensatz zu Converter Method liefert dieses Idiom ein Objekt, das uber ein anderes
Protokoll angesprochen werden soll. Dazu wird die Klasse instanziiert, deren Protokoll das neue
Objekt gehorchen soll. Das bisherige Objekt ist Argument fur die Instanziierung. [Bec97, S.29]
Unterschiede In Smalltalk ist eine Konverter{Konstruktor{Methode als Konstruktor{Methode
der Zielklasse ausgelegt, welche das Ausgangobjekt als Argument erhalt. Die neue Instanz ver-
wendet des Zustand des Ausgangobjekts, um den eigenen Zustand zu initialisieren. Der Name der
Konverter{Konstruktor{Methode enthalt den Typ des Ausgangsobjekts (Bsp: Date>>fromString).
Eine Java{Klasse stellt eine Konverter{Konstruktor{Methode durch einen Konstruktor dar.
Der Typ des Ausgangsobjekts wird durch den formalen Parameter des Konstruktors festgelegt;
der Name des Konstruktors ist durch den Klassennamen festgelegt. Bei komplexen Objekten ist
es in Java moglich, ein Interface zu erzeugen, welches das gewunschte Protokoll deniert. Das
Ausgangsobjekt mute dann dieses Interface implementieren. Der Zugri auf dieses Objekt uber
das zweite Protokoll geschieht durch eine Typumwandlung im Klienten.
Migration Die Migration besteht aus einer Ubersetzung der Konstruktor{Methode in einen Kon-
struktor (siehe 5.1.1). Falls in Java die Losung uber ein zusatzliches Interface gewahlt wird, be-
deutet das fur die Klienten eine explizite Typumwandlung anstatt des Aufrufs der Konverter{
Konstruktor{Methode. Auerdem ist dann zu beachten, da der Klient lediglich mit einem Objekt
arbeitet. Anderungen am Objekt, die uber das eine Protokoll erfolgen, sind also auch uber das
andere Protokoll zu sehen.
In Smalltalk werden Basisklassen oft um Konverter{Methoden erweitert. In Java ist diese Er-
weiterung nicht moglich, weshalb solche Methoden bei der Migration ersatzlos wegfallen. Klienten
einer solchen Methode mussen die gewunschte Konversion in Java also selbst vornehmen.
Probleme
 Basisklassen konnen in Java nicht erweitert werden.
Abhangigkeiten Base Class Extension 4.1.1, Konstruktormethode 4.1.2, Zweites Protokoll 4.1.1
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5.1.6 Comparing Method
Struktur Um Objekte miteinander vergleichen zu konnen, mu die Klasse eine Vergleichsopera-
tion implementieren. Die Objekte gehorchen dann einer
"
naturlichen\ Ordnung. [Bec97, S.32]
Unterschiede In Smalltalk deniert die Klasse Object die Methode <=. Die Vergleichsmethode
erspart in manchen Fallen die Angabe eines Sortierblockes (beispielsweise bei SortedCollection).
Die Vergleichsmethode mu zunachst testen, ob das zu vergleichende Objekt den gleichen Typ hat
wie der Empfanger. Anschlieend kann der Status verglichen werden.
In Java deniert eine Applikation die Ordnung der Instanzen einer Klasse durch implementie-
ren des Interface Comparable. Dieses enthalt die Methode compareTo(Object o). Der Test auf
Typvertraglichkeit des Arguments wie in Smalltalk ndet sich auch im Java{Code wieder, weil das
zu vergleichende Objekt als Instanz von Object ubergeben wird. Dann erfolgt ein Downcast, um
auf den Status des Arguments zugreifen zu konnen.
Vorteil der Java{Losung ist, da durch die Angabe des Interfaces im Kopf der Klassendenition
schon durch Studium der Klassendenition klar ist, ob ihre Instanzen vergleichbar sind. In einer
Smalltalk{Klasse mu die Vergleichsmethode gesucht werden, um daruber Klarheit zu haben.
Migration Damit eine Klasse in Java vergleichbar ist, mu sie das Comparable{Interface imple-
mentieren. In Java mu vor dem Zugri auf den Status des Arguments ein Downcast eingefugt
werden.
Probleme
 Smalltalk kennt keine Interfaces.
 Statische Typisierung in Smalltalk im Gegensatz zu dynamischer Typisierung in Java.
Abhangigkeiten Object{Framework 4.3.1
5.1.7 Execute Around Method
Struktur Vor und nach einer Operation mussen in machen Fallen bestimmte Aktionen ausgefuhrt
werden. [Bec97, S.37]
Unterschiede In Smalltalk erhalt die Execute Around{Methode vom Klienten einen Codeblock,
der von Aktionen umrahmt werden soll. Die Execute Around{Methode fuhrt zunachst die erste
Aktionen aus, wertet den erhaltenen Block aus und schliet die Methode mit der zweiten Aktion
ab.
In Java sind Codeblocke keine Objekte erster Klasse, weshalb sie nicht als Argumente verwendet
werden konnen. Daher mu der Execute Around{Methode ein Objekt ubergeben werden, welches
den auszufuhrenden Code kapselt. Hierzu mu ein Interface deniert sein, welches vom ubergebenen
Objekt implementiert wird. Nach der ersten Aktion innerhalb der Methode ruft sie dieses Objekt
uber das im Interface denierte Protokoll auf. Anschlieend erfolgt die abschlieende Aktion.
Migration Zunachst mu ein Interface angelegt werden. Die Execute Around{Methode und das
erhaltene Objekt kommunizieren uber das in diesem Interface denierte Protokoll. Falls das Objekt
nicht nur uber die externe Schnittstelle auf den Klienten zugreift, mu es eine Instanz einer inneren
Klasse sein. Eine Instanz einer inneren Klasse hat Zugri auf die Internas des Objekts, welches die
innere Klasse deniert. Naheres zur Migration von Blocken ist in 4.1.3 nachzulesen.
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Probleme
 In Java sind Blocke keine Objekte erster Klasse.
Abhangigkeiten Blocke (4.1.3), Innere Klassen (4.1.1), Protokoll (4.1.1), Interfaces (4.1.1)
5.1.8 Debug Printing Method
Struktur Zur Verwendung in Listen, Tabellen, Text{Widgets, Entwicklungswerkzeugen, etc. mu
ein Objekt eine textuelle Beschreibung von sich selbst erzeugen konnen. [Bec97, S.39]
Unterschiede In Smalltalk deniert hierzu die Klasse Object die Methode printOn:, welche von
einer interessierten Klasse uberschrieben werden kann.
Die Klasse Object deniert in Java die Methode toString(), welche genau die gleiche Funktion
hat wie printOn: in Smalltalk.
Migration Die Smalltalk{Methode printOn: erhalt im Gegensatz zur Java{Methode toString()
einen Stream als Argument. Sie mu ihre eigene textuelle Reprasentation an diesen Stream an-
hangen. In Java mu die Methode lediglich die textuelle Reprasentation zuruckgeben.
Probleme
 Keine.
Abhangigkeiten String 4.2.1, Objekt{Framework 4.3.1, Strome 4.2.3
5.1.9 Double Dispatch
Struktur Dieses Idiom lost das Problem, wie das Verhalten eines Methodenaufrufs vom Typ des
Parameters abhangig gemacht werden kann. [Bec97, S.55]
Unterschiede Die Empfangermethode delegiert den Aufruf an den Parameter, wobei der Typ des
ersten Emfangers im Namen der Nachricht an den zweiten Empfanger kodiert ist. Beispielsweise
arbeiten auf diese Art Integer und Float zusammen. Die Methode Integer>>add: ist so imple-
mentiert, da sie dem Argument die Nachricht addInteger: schickt. Ziel dieses Idioms ist es, eine
Fallunterscheidung in der Empfangermethode zu verhindern.
Dieses Idiom ist in Java nicht notwendig, weil uberschriebene Methoden in Java anhand der
Typen der Argumente ausgewahlt werden konnen. Dies wird durch das statische Typsystem in
Java ermoglicht.
Migration Die Migration dieses Idioms fuhrt zu einer Reihe gleichnamiger Empfangermethoden,
deren Signaturen sich im Typ des Parameters unterscheiden. Die Kodierung des Typs im Namen
der Methode wie in Smalltalk fallt weg.
Probleme
 Smalltalk ist dynamisch getypt im Gegensatz zur statischen Typisierung in Java.
 Eine Methode kann in Smalltalk nicht uberladen werden.
Abhangigkeiten Nachrichten (4.1.1), Dynamische Typisierung (4.1.1)
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5.1.10 Mediating Protocol
Struktur Zwei Objekte interagieren uber bestimmte Methoden. Das Mediating Protocol ist die
Gesamtheit dieser Methoden, die zur Interaktion zwischen zwei Objekten verwendet wird. [Bec97,
S.57]
Unterschiede Die Denition eines Mediating Protocol ist in Smalltalk informell gegeben durch
die spezizierten Methoden, uber die zwei Objekte miteinander sprechen. In der Entwicklungs-
umgebung kann eine Methode in eine bestimmte Protokollklasse eingeordnet werden (siehe 4.1.1).
Diese Zuordnung ist aber nicht zwingend. Sie hat lediglich Kommentarcharakter und wird norma-
lerweise zur Strukturierung der Methoden eines Objekts verwendet. Um das Protokoll zwischen
zwei Objekten herauszustellen, existiert in Smalltalk kein Mechanismus.
In Java eignen sich Interfaces zur formalen Denition eines Mediating Protocol. Alle darin
deklarierten Methoden mussen in einer implementierenden Klasse vorkommen. Dadurch kann ein
Objekt unter dem Typ des Interfaces erscheinen. Damit ist die Dokumentation eines Protokolls
eindeutig und die Uberprufbarkeit durch den Compiler ist gegeben. Ein anderes Objekt, das uber
dieses Protokoll mit dem Empfanger kommuniziert, ruft die Methoden uber dieses Interface auf.
Migration Zunachst mussen genau die Methoden erkannt werden, die das Mediating Protocol
denieren. Diese werden in zwei Interfaces zusammengefat. Samtliche Nachrichten zwischen den
kommunizierenden Objekten werden in Java nur uber diese Interfaces verschickt.
Probleme
 In Smalltalk konnen Protokolle zwischen Objekten nicht formal deniert werden wie durch
Interfaces in Java.
Abhangigkeiten Protokolle (4.1.1), Interfaces (4.1.1)
5.1.11 Explicit Initialization
Struktur Dieses Idiom setzt den Default{Wert einer Menge von Variablen auf einmal. Dazu wird
der Initialisierungscode an einer Stelle zusammengefat und zu Beginn ausgefuhrt. [Bec97, S.83]
Unterschiede Eine Smalltalk{Implementierung verwendet zum Setzen der Default{Werte von In-
stanzvariablen eine Initialisierungsmethode. Diese mu beim Anlegen einer neuen Instanz explizit
aufgerufen werden. Normalerweise wird hierzu die Konstruktormethode uberschrieben (siehe 5.1.1).
Klassenvariablen mussen in Smalltalk normalerweise nicht initialisiert werden, weil das Klassenob-
jekt durch seine Existenz im Image das Verlassen des Programms bis zum Neustart uberdauert.
Falls eine Initialisierung nach einem Neustart dennoch notwendig ist, kann dies durch Uberschrei-
ben der startup{Klassenmethode geschehen, die beim Neustart des Systems aufgerufen wird.
In Java werden Instanzvariablen entweder im Konstruktor oder in einem instance initializer
initialisiert. Zur Initialisierung von Klassenvariablen existieren static initializers. Diese werden
beim Laden der Klasse einmal ausgefuhrt. Daneben kann jede Variable bei ihrer Deklaration mit
einem literalen Wert initialisiert werden.
Migration Der Code zur Initialisierung von Klassenvariablen wird in Java in einem static initia-
lizer untergebracht. Der Aufruf der Initialisierungsmethode von startup aus mu entfernt werden.
Der Code zur Initialisierung von Instanzvariablen wird in Java in einem instance initializer
untergebracht. Der Aufruf der Initialisierungsmethode in der Konstruktormethode mu entfernt
werden.
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Probleme
 Die zeitliche Persistenz eines Klassenobjekts uber einen Neustart des Systems hinweg.
 Smalltalk deniert keinen Mechanismus zum Initialisieren einer Variablen.
 Smalltalk deniert kein Sprachkonstrukt zum Erzeugen einer Instanz.
Abhangigkeiten Instance{Erzeugung (4.1.2), Meta{Objekt{Protokoll (4.1.7), Initialisierung (4.1.1)
5.1.12 Lazy Initialization
Struktur Dieses Idiom setzt den Default{Wert einer einzelnen Variablen. Bei einem Zugri auf
die Variable wird festgestellt, ob sie noch uninitialisiert ist. Der erste Zugri setzt die Variable auf
ihren Default{Wert. [Bec97, S.85]
Unterschiede Eine Smalltalk{Klasse implementiert sehr haug eine Getter{Methode, um eine
Instanzvariable von auerhalb der Klasse zuganglich zu machen. Dieses Idiom fugt in diese Methode
einen Test ein, der zunachst feststellt, ob die Variable schon initialisiert wurde. Die Initialisierung
geschieht in dieser Methode.
In Java ist dieses Idiom ebenfalls moglich. In Java sind Getter{Methoden nicht notig, weil die
Sichtbarkeit von Instanzvariablen durch Modikatoren auf externe Klassen ausgeweitet werden
kann. Falls die Applikation nicht darauf angewiesen ist, da die Variable erst zum Zeitpunkt des
ersten Zugris initialisiert wird, kann diese Form der Initialisierung in Java durch eine lokale Initia-
lisierung ersetzt werden. Dabei erhalt die Variable ihren Default{Wert schon bei ihrer Deklaration
bzw. bei Ausfuhren des instance initializers.
Migration Bei der Migration kann entweder die Getter{Methode nach Java ubertragen werden
oder die Initialisierung durch eine Sprachkonstrukt erfolgen. Bei Ubertragung der Getter{Methode
sollte die Sichtbarkeit der Variablen auf private gesetzt werden, um den Zugri auf die Variable
uber die Getter{Methode zu erzwingen. Falls die Initialisierung der Variablen durch ein Sprach-
konstrukt erfolgt, kann die Getter{Methode weggelassen werden. Die Sichtbarkeit der Variablen
mu dann angepat werden.
Probleme
 Smalltalk deniert kein Sprachkonstrukt zur Initialisierung von Variablen.
 Smalltalk deniert kein Sprachkonstrukt zum Erzeugen einer Instanz.
Abhangigkeiten Sichtbarkeit von Variablen (4.1.1), Initialisierung von Variablen (4.1.1), Instanz-
methoden (4.1.1)
5.1.13 Enumeration Method
Struktur Manche Objekte enthalten eine Collection zum Speichern von Elementen. Solche Ob-
jekte benotigen eine Moglichkeit, einem Klienten Zugang zu diesen Elementen zu verschafen, ohne
die Collection komplett nach auen sichtbar zu machen. [Bec97, S.99]
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Unterschiede In Smalltalk implementiert ein solches Objekt die Methode do: welche einen inter-
nen Iterator darstellt. Dieser Iterator erhalt den auf den Elementen auszufuhrenden Code in Form
eines Codeblocks. Die Ausfuhrung dieser Nachricht delegiert sie an die verwendete Collection.
Die Klassenbibliothek von Java deniert keine internen Iteratoren. Ein Klient kann nur uber
einen externen Iterator Zugri auf die Elemente einer Collection erhalten. Iteratoren implemen-
tieren entweder das Interface Enumeration oder das Interface Iterator. Die Anforderung eines
Iterators delegiert das Objekt an die verwendete Collection und gibt der erhaltenen externen Ite-
rator an den Klienten zuruck.
Migration Die Delegation der Nachricht ist leicht umzuschreiben. Die Tatsache, da Java nur
externe Iteratoren kennt, macht allerdings mehr Arbeit. Das bedeutet fur den Klient, da er nicht
mehr einfach einen Codeblock angeben, der auf allen Elementen der Collection arbeiten soll. Der
Klient mu selbst eine Schleife programmieren, um uber alle Elementen zu iterieren und den Code
im Codeblock lokal auszufuhren.
Probleme
 Smalltalk kennt interne und externe Iteratoren fur Collections wahrend Java nur externe
Iteratoren deniert.
 In Java sind Codeblocke keine Objekte erster Klasse.
Abhangigkeiten Externe Iteratoren 4.2.3, Collections 4.2.1, Interfaces 4.1.1
5.1.14 Duplicate Removing Set
Struktur Eine haug gestellte Aufgabe ist das Entfernen von doppelten Elementen aus einer Col-
lection. Die Idee ist die Speicherung der Elemente in einer Menge unter Ausnutzung der Mengen{
Eigenschaft, da eine Menge kein Element doppelt enthalten kann. [Bec97, S.154]
Unterschiede Eine Smalltalk{Applikation erzeugt hierfur eine Instanz von Set und initialisiert
sie mit den Elementen der vorhandenen Collection. Eine Instanz von Set versteht das gleiche
Protokoll wie die ursprungliche Collection, weshalb die Applikation unverandert auf sie zugreifen
kann.
Das Collection{Toolkit deniert auch in Java eine Menge. Die Applikation mu also eine Imple-
mentierung hiervon instanziieren und mit der vorhandenen Collection initialisieren. Hierfur stellen
die Collections{Klassen Konvertiermethoden bereit. Da Set ein Subinterface von Collection ist,
versteht es ebenfalls das Collection{Protokoll.
Migration Bei der Migration ist ein Problem zu beachten, das bei jeder Verwendung einer Collec-
tions auftreten kann: Instanzen primitiver Typen konnen in Collections nicht gespeichert werden.
Sie mussen erst mit dem passenden Wrapper{Objekt gekapselt werden. Da die naturliche Art in
Java zur Speicherung von primitven Types ein Array ware, ist das Beseitigen von doppelten Ele-
menten nicht so einfach. Ein Array ist nicht Teil des Collection{Toolkits und kann deshalb nicht
auf einfache Art in eine Instanz von Set umgewandelt werden. Ob sich der Aufwand lohnt, jedes
Elemente eines Arrays in einen Wrapper zu packen, dann in einer Collection zu speichern und als
Menge zu verwenden, ist im Einzelfall zu entscheiden. In diesem Fall ist evtl. eine algorithmische
Losung angebracht.
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Probleme
 Java unterscheidet primitive Typen von Referenztypen
 Die Klassen des Collection{Toolkits konnen in Java nur Objekte speichern | keine primitiven
Elemente.
 Das Collection{Toolkit deniert keinen einfachen Mechanismus, um ein Array in eine Col-
lection zu verwandeln.
Abhangigkeiten Interface (4.1.1), Collections (4.2.1), Converter Method (5.1.4),
Datentypen (4.1.1)
5.1.15 Temporarily Sorted Collection
Struktur Um eine Collection zu sortieren, kann sie temporar in eine sich selbst sortierende Col-
lection konvertiert werden, wenn der Aufwand zu gro ware, dauerhaft eine sich selbst sortierende
Collection zu verwenden. [Bec97, S.155]
Unterschiede Eine Smalltalk{Applikation erzeugt jedesmal, wenn die Collection sortiert werden
mu eine neue SortedCollection. Diese sortiert sich selbst anhand der naturlichen Ordnung der
Elemente oder anhand eines von der Applikation ubergebenen Sortierblockes.
Java deniert zwei getrennte Mechanismen zur Sortierung von Collections und Arrays. Die
Methode java.util.Collections.sort() dient dem Sortieren von Collections. Bei Bedarf kann
ein Sortierblock angegeben werden. Ein Array speichert primitve Elemente. Die Deklaration eines
Arrays legt fest, welchen Typ die gespeicherten Elemente haben mussen. Die mehrfach uberladene
Methode java.util.Arrays.sort() dient dem Sortieren der verschiedenen moglichen Arrays.
Migration Die Migration mu grundsatzlich unterscheiden zwischen den Typen der gespeicherten
Elemente. Falls die Elemente in Java Referenztypen sind, erfolgt die Speicherung in einer Collection.
Diese kann bei Bedarf mit obiger Methode sortiert werden. Eine Speicherung in einer sich selbst
sortierenden Collection ist somit nicht notwendig. Die Verwendung eines Sortierblockes stot auf
die Schwierigkeit, da Java keine Codeblocke kennt. Daher mu der Methode ein Objekt ubergeben
werden, welches das Comparator{Interface implementiert.
Falls die Elemente der Collection in Java primitive Typen sind, kann die Collection entweder
durch ein Array dargestellt werden oder die Elemente werden mit Wrapper{Objekten gekapselt,
um sie in einer Collection zu speichern. Die Sortierung der zweiten Moglichkeit ist genau wie oben
beschrieben zu behandeln. Die Sortierung der ersten Moglichkeit verwendet die entsprechende
Sortiermethode fur Arrays.
Probleme
 Java unterscheidet zwischen primitiven und Referenztypen.
 Java kennt keine Codeblocke.
 Collections konnen in Java keine primitiven Elemente speichern.
Abhangigkeiten Codeblocke 4.1.3, Vergleich von Objekten 4.3.1 Interface (4.1.1), Collections
(4.2.1), Datentypen (4.1.1)
5.1.16 Cascade
Struktur Eine Kaskade deniert in Smalltalk die Moglichkeit, mehrere Nachrichten an einen
Empfanger zu schicken, wobei der Empfanger nur einmal angegeben werden mu. [Bec97, S.183]
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Unterschiede Die Moglichkeit zum Aufbau einer Kaskade reduziert in vielen Fallen die Notwen-
digkeit, eine temporare Variable anzulegen.
Java biete keine Moglichkeit zum Aufbau einer Kaskade. Daher mu das zu Beginn einer Kas-
kade stehende Objekt zunachst in einer temporaren Variablen gespeichert werden. Weitere Nach-
richten an dieses Objekt werden durch Zugri auf diese Variable verschickt.
Migration Die Migration besteht aus der Erzeugung einer temporaren Variablen und der Ex-
pandierung der Methodenaufrufe. In manchen Fallen ist die letzte Nachricht einer Kaskade die
Nachricht yourself. Dieser Fall wird in 5.1.17 behandelt.
Probleme
 Java deniert keine Kaskaden
Abhangigkeiten Nachrichten und Kaskadierung 4.1.1 Temporare Variablen (4.1.1),
5.1.17 Yourself
Struktur Manchmal ist es notig, am Ende einer Nachrichtenkaskade den Empfanger zu erfahren.
[Bec97, S.186]
Unterschiede Falls die letzte Nachricht der Kaskade in Smalltalk nicht den Empfanger zuruckgibt,
mu yourself angehangt werden, um den Empfanger der Nachrichten in der Kaskade zu erfahren.
Diese Nachricht macht nichts anderes, als den Empfanger dieser Nachricht zuruckzugeben. Nach
Beck ist dieses Idiom der Spitzenreiter unter den verwirrenden Nachrichten von Smalltalk.
Da in Java keine Nachrichtenkaskaden erlaubt sind, mu der Empfanger jedesmal explizit an-
gegeben werden (siehe 5.1.16). Damit wird yourself uberussig.
Migration Durch die Migration fallt diese Nachricht ersatzlos weg.
Probleme
 Java deniert keine Kaskaden.
Abhangigkeiten Nachrichten und Kaskadierung (4.1.1), Temporare Variablen (4.1.1), Ruckgabe-
wert einer Methode (4.1.1)
5.1.18 Interesting Return Value
Struktur Eine Methode sollte immer klar machen, ob der zuruckgegebene Wert weiterverwendet
werden kann. [Bec97, S.188]
Unterschiede Falls eine Methode in Smalltalk nicht explizit einen Ruckgabewert deniert, liefert
sie den Empfanger der Nachricht. Um klar zu machen, wann der Ruckgabewert einer Methode
zur Weiterverwendung gedacht ist, sollte in genau diesen Fallen ein explizites return erfolgen |
auch wenn dadurch der Empfanger selbst zuruckgegeben wird. Das Zuruckgeben des Emfangers
erleichtert das Verwenden eines Methodenaufrufs in einer Nachrichtenkette.
Aufgrund der statischen Typisierung mu eine Java{Methode schon im Methodenkopf angeben,
welche Typ der Ruckgabewert hat. Dadurch ist klar, ob die Methode ein weiterzuverwendendes
Objekt zuruckgibt. Die Return{Anweisung mu nicht konsultiert werden.
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Migration Dieses Idiom macht es der Migration besonders einfach zu entscheiden, welchen Ruck-
gabewert eine Methode speziziert. Allerdings ist dieses Idiom nur eine Konvention. Die Migration
kann sich nicht darauf verlassen da jedesmal, wenn der Empfanger fur den Klienten von Interesse
ist, eine Return{Anweisung dies explizit tut. Durch die Migration wird der Typ des zuruckgegebe-
nen Wertes im Methodenkopf angegeben.
Probleme
 Smalltalk zwingt eine Methode nicht dazu, eine explizite Aussage uber den Typ des Ruckga-
bewertes zu machen.
 Smalltalk verwendet dynamische Typisierung im Gegensatz zu statischer Typisierung in Java.
Abhangigkeiten Nachrichtenverkettung (4.1.1), Ruckgabewert (4.1.1), Dynamische Typisierung
(4.1.1)
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5.2 Migration von Entwurfsmustern
Entwurfsmuster spielen bei der Applikationsentwicklung in zweierlei Hinsicht eine wichtige Rol-
le. Als wiederverwendbares Design dienen sie dem Applikationsentwickler als Hilfsmittel bei der
Strukturierung der Applikation. Fur ihre Implementierung werden Plattformelemente verwendet.
Bei der Migration mussen diese Elemente durch die Elemente von Java ersetzt werden. In der
Klassenbibliothek treten Entwurfsmuster ebenfalls in Erscheinung. Dort geben sie vor, wie die
Elemente der Klassenbibliothek verwendet werden. Damit beeinussen sie die Architektur einer
Applikation, die diese Plattformelemente verwendet. Ein Entwurfsmuster wird in dieser Arbeit
ausschlielich dann behandelt, wenn dessen Smalltalk{Implementierung einen signikanten Unter-
schied zur Java{Implementierung aufweist bzw. die Smalltalk{Implementierung eine Eigenschaft
der Smalltalk{Plattform verwendet, die in Java nicht vorhanden ist.
Der Schwerpunkt liegt in der Darstellung, welche Elemente der Sprachplattformen zur Imple-
mentierung der Entwurfsmuster verwendet werden. Die Darstellung der Struktur der untersuchten
Entwurfsmuster kann hier nur ein Abri sein. Fur eine vollstandige Darstellung mu auf die Ori-
ginalliteratur verwiesen werden.
5.2.1 Abstract Factory
Struktur Dieses Muster dient dazu, Produkte einer Produktfamilie mit Hilfe einer Factory an-
zulegen, ohne deren konkrete Klassen wissen zu mussen. Ein Klient legt die konkreten Produkte
einer Produkt{Familie nicht direkt an, sondern kennt nur die concrete factory der Familie, die er
betrachtet. Der Klient spricht die concrete factory uber das Interface der abstract factory an.
Um ein konkretes Produkt zu erzeugen, verwendet der Klient eine Methode der abstract fac-
tory, die fur alle Objekte eines bestimmten Typs uber alle Familien hinweg gleich ist. Der Klient
referenziert ein konkretes Produkt uber ein abstraktes Produkt{Interface. [ABW98, S.31]
Unterschiede In Smalltalk sind drei verschiedene Implementierungsvarianten dieses Musters mog-
lich. Die erste Variante deniert in der abstract factory{Klasse die Methoden zum Erzeugen der
Produkte. Jede concrete factory{Klasse mu diese Methoden implementieren. Diese Implementie-
rungen erzeugen die konkreten Produkte. Die zweite Variante verwendet einen Teilekatalog, der fur
jede concrete factory die spezischen Produkt{Klassen enthalt. Dadurch ist nicht mehr fur jeden
Produkttyp eine eigene Methode zu implementieren. Die dritte Variante verwendet die reexiven
Eigenschaften von Smalltalk. Mit Hilfe dieser Eigenschaften wird der Name der zu instanziierenden
Produkt{Klasse dynamisch erzeugt.
In Java sind prinzipiell alle drei Implementierungsvarianten moglich. Bei der ersten Variante
mu ebenfalls fur jeden Produkttyp eine eigene Erzeugungsmethode in allen concrete factory{
Klassen implementiert werden. Der Teilekatalog der zweiten Variante wird in Java durch einen
Vector oder ein Element der Collection{Klassen dargestellt. Der Katalog speichert die Klassenob-
jekte der zu instanziierenden Produkte. Die dritte Variante erzeugt den Namen der zu erzeugenden
Klasse zur Laufzeit. Auch in Java lat sich der Name einer Klasse zur Laufzeit zusammenbauen.
Uber Class.forName() kann das Klassenobjekt ermittelt werden, uber welches das konkrete Pro-
dukt instanziiert werden kann.
Migration Vom Standpunkt der Uberprufbarkeit der Typsicherheit durch den Compiler aus ge-
sehen ist in Java die erste Variante vorzuziehen. Das wurde allerdings ein Ausprogrammieren
samtlicher factory{Methoden bedeuten. Auf der anderen Seite ele dadurch der Code zum Fullen
der Teilekataloge weg.
Bei der Migration der zweiten und dritten Variante wird das konkrete Produkt nicht durch
das Sprachkonstrukt new erzeugt, sondern durch das Klassenobjekt seiner Klasse. Dadurch ist
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ein Downcast auf die konkrete Klasse nach dem Erzeugen der Instanz erforderlich. In Smalltalk
ist dieser Downcast aufgrund des dynamischen Typsystems nicht notwendig. Durch das dynami-
sche Ermitteln des Klassenobjekts in der dritten Variante wird die Uberprufbarkeit noch weiter
verringert.
Probleme
 Dynamische Typisierung in Smalltalk im Gegensatz zu statischer Typisierung in Java.
Abhangigkeiten Abstrakte Klassen (4.1.1), Instanzerzeugung (4.1.2), Collection{Protokoll (4.2.1),
Symbole (4.1.1), Reexion (4.1.7)
5.2.2 Factory Method
Struktur Durch dieses Entwurfsmuster wird ein Protokoll zur Erzeugung eines Produkts deniert.
Die Entscheidung, welche konkrete Klasse instanziiert wird, fallt in einer Unterklasse.
Ein Klient erzeugt ein concrete product durch Aufruf einer creator{Klasse. Ein concrete creator
ist als Subklasse von creator fur die konkrete Instanziierung zustandig. Dieser concrete creator
implementiert die factory method, die in der creator{Klasse als abstrakte Methode deniert ist.
Dieses Entwurfsmuster wird typischerweise gebraucht um ein Framework zu realisieren. Oft
mussen in einem Framework parallele Klassenhierarchien instanziiert werden, wobei das Framework
die abstrakten Klassen dazu liefert. In der abstrakten Klasse wird eine factory method deniert, die
von der konkreten Klasse implementiert werden mu. Klienten sehen diese factory method nicht
direkt, sondern arbeiten uber die Schnittstelle, die diese Methode verwendet. [ABW98, S.63]
Unterschiede Die verschiedenen Implementierungsmoglichkeiten folgen dem Muster
"
Abstract
Factory\. Die einzige Implementierungsvariante dieses Musters, die spezische Elemente von Small-
talk verwendet, setzt eine Klasseninstanzvariable ein. Hierbei deniert die creator{Klasse eine Klas-
seninstanzvariable, die die Klasse des concrete product enthalt. Die factory method kann dadurch in
der abstrakten creator{Klasse nicht nur deniert, sondern auch implementiert werden. Sie verwen-
det die Klasseninstanzvariable, um die Klasse des zu instanziierenden concrete produkt zu erfragen.
Damit fallt die Notwendigkeit weg, in jeder Subklasse von creator eine factory method zu imple-
mentieren. Bei der Initialisierung der concrete creator{Klassen wird die Klasseninstanzvariable mit
der Klasse des concrete product gefullt. Durch die Einfuhrung dieser Klasseninstanzvariablen fallt
die abstrakte factory{Methode weg.
In Java sind keine Klasseninstanzvariablen deniert. Eine Losung dieses Problems ist, das
Entwurfsmuster in seiner ursprunglichen Form zu implementieren. Dadurch wird die abstrakte
factory{Methode wieder eingefuhrt. Die Implementierungen dieser factory{Methode in den con-
crete creator{Klassen liefern die Klasse des concrete product zuruck. Diese Klasse kann dann im
creator instanziiert werden.
Migration Durch die Migration wird die Klasseninstanzvariable durch die abstrakte factory{
Methode ersetzt. Weil dies lediglich intern die Implementierung des Musters modiziert, andert
sich fur Klienten der creator{Klasse nichts.
Probleme
 In Java sind keine Klasseninstanzvariablen deniert.
Abhangigkeiten Abstrakte Klasse 4.1.1, Klasseninstanzvariable 4.1.1, Reexion 4.1.7, Klassen-
methoden 4.1.1
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5.2.3 Prototype
Struktur Dieses Entwurfsmuser beschreibt eine Moglichkeit, Arten von Objekten durch eine pro-
totypische Instanz zu spezizieren. Ein neues Objekt wird durch Kopieren des Prototyps erzeugt.
[ABW98, S.77]
Unterschiede Die Erzeugung einer neuen Instanz besteht aus einem Kopieren der prototypischen
Instanz und anschlieendem Anpassen. Um ein Objekt zu kopieren, existieren in Smalltalk die
beiden Methoden shallowCopy und deepCopy. Die Klonierungsmethode des Prototypen verwendet
eine dieser Methoden, um eine Kopie von sich selbst anzulegen.
In Java dagegen existiert nur die eine Methode clone(). Standardmaig erzeugt sie eine ache
Kopie wie bei shallowCopy. Falls auch Objekte kopiert werden sollen, die im Prototypen enthalten
sind, mu die clone(){Methode uberschrieben werden.
Migration Falls die Smalltalk{Version nur shallowCopy verwendet, reicht in Java die Verwendung
der unveranderten clone(){Methode. Falls die Smalltalk{Applikation allerdings die Kopiermetho-
de uberschreibt oder sogar deepCopy verwendet, mu dies in der Java{Applikation nachgezogen
werden. In einem solchen Fall sind alle Klassen, die direkt oder indirekt als Element des Prototypen
vorkommen konnen, zu untersuchen. Dieses Uberschreiben von clone() kann Einu auf andere
Klienten der Klasse des Prototypen haben, falls fur sie die Unterscheidung von shallowCopy und
deepCopy in Smalltalk wichtig ist.
Probleme
 Smalltalk unterschiedet zwischen shallowCopy und deepCopy, wahrend Java nur die Methode
clone() deniert.
Abhangigkeiten Klassenmethoden 4.1.1, Objektinitialsierung 4.1.2, Kopieren von Objekten 4.3.1
5.2.4 Singleton
Struktur Das Singleton{Muster stellt sicher, da lediglich eine einzige Instanz der behandelten
Klasse existiert. Auerdem stellt das Muster nur einen einzigen Zugang zu der singularen Instanz
zur Verfugung. [ABW98, S.91]
Unterschiede Weil in Smalltalk die Sichtbarkeit von Methoden nicht eingeschrankt werden kann,
mu die Smalltalk{Implementierung eine Laufzeit{Losung verwenden, um ein beliebiges Anlegen
einer Instanz der Singleton{Klasse zu verhindern. Die Methoden new und bei Bedarf new: werden
uberschrieben, um einen Fehler zu erzeugen. Die Klassenmethode zum Erfragen der singularen In-
stanz erzeugt die Instanz erst beim ersten Aufruf und speichert sie in einer Klassenvariablen. Falls
jede Subklasse einer Hierarchie eine eigene Instanz besitzen soll, verwendet Smalltalk eine Klas-
seninstanzvariable. Um ein Klonieren der singularen Instanz zu verhindern, mussen die Methoden
shallowCopy und deepCopy uberschrieben werden.
In Java wird eine Instanz durch Aufruf des Konstruktors erzeugt. Dessen Sichtbarkeit kann
eingeschrankt werden. Der Sichbarkeits{Modikator private des Konstruktors verhindert, da
Instanzen der Singleton{Klasse beliebig angelegt werden konnen. Um ein Klonieren der singularen
Instanz zu verhindern, existieren zwei Verfahren: Die Sichtbarkeit von clone wird mit private
uberschrieben oder mit final markiert (falls keine Subklassen von Singleton benotigt werden).
Dadurch kann keine Subklasse der Singleton{Klasse angelegt werden. Dies reicht aus, um das
Klonieren der Klasse zu verhindern, da die Klasse Object die Sichtbarkeit von clone als protected
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deniert [Eck98, S.718]. In Java sind keine Klasseninstanzvariablen deniert. Falls jede Subklasse
eine eigene singulare Instanz benotigt, mu die Superklasse abstrakte Getter{ und Setter{Methoden
zum Zugri auf die singulare Instanz denieren. Die Subklassen mussen diese abstrakten Methoden
implementieren.
Migration Die Migration mu berucksichtigen, da in Smalltalk das beliebige Anlegen einer neu-
en Instanz nur zur Laufzeit verhindert werden kann. Der Konstruktor wird in Java als private
deklariert. Der Code in den Methoden new und new:, der in Smalltalk das Anlegen einer Instanz
verhindern soll, wird somit nicht mehr benotigt. Falls das Klonieren einer singularen Instanz ver-
hindert werden mu, so sind die oben beschriebenen Manahmen zu treen.
Die Denition einer eigenen Instanz in jeder Subklasse bedeutet das Entfernen der Klassen-
instanzvariablen und das Erzeugen von abstrakten Getter{ und Setter{Methoden in Java. Auf
Klienten der Singleton{Klasse hat das keinen Einu, weil diese beiden Methoden nur innerhalb
der Klasse verwendet werden.
Probleme
 Eine Smalltalk{Klasse kann die Sichtbarkeit ihrer Methoden nicht einschranken.
 In Smalltalk ist kein Sprachkonstrukt zum Anlegen von Instanzen deniert.
 In Java sind keine Klasseninstanzvariabeln deniert.
Abhangigkeiten Klassenvariablen und Klasseninstanzvariablen 4.1.1, Sichtbarkeit von Methoden
(4.1.1), Klassenmethoden (4.1.1), Instanzerzeugung (4.1.2), Klassenobjekt (4.1.7), Globale Variable
(4.1.1), Fehlermeldungen des Objekt{Framework (4.3.1), Kopieren von Objekten (4.3.1)
5.2.5 Adapter
Struktur Ein adapter pat das Interface eines Nachrichten{Senders (client) an das Interface ei-
nes Nachrichten{Empfangers (adaptee) an. Dadurch konnen zwei Klassen zusammenarbeiten, die
ansonsten eine inkompatible Schnittstelle besitzen. [ABW98, S.105]
Unterschiede In Smalltalk sind drei Varianten dieses Entwurfsmusters gebrauchlich: tailored ad-
apter, message based adapter und block based adapter. Tailored adapters werden fur jeden Einsatz
speziell erstellt. Die Anpassung an die Schnittstelle des Empfangers erfolgt durch feste Kodierung
der aufzurufenden Methoden des Empfangers im Adapter. Ein tailored adapter kann in einem
anderen Kontext nicht wiederverwendet werden. Message based adapters konnen mit den aufzuru-
fenden Methoden des Empfangers bei ihrer Instanziierung konguriert werden. Hierzu verwendet
der Adapter einen dynamischen Methodenaufruf. Block based adapters werden verwendet, falls
das Anpassen der Schnittstellen mehr als ein Umsetzen der Selektoren verlangt. In diesem Fall
konguriert der Klient den Adapter mit Codeblocken, die bei Bedarf ausgewertet werden.
In Java sind alle drei Varianten moglich. Die Funktionalitat, die durch den block based adap-
ter in Smalltalk abgedeckt wird, ist allerdings die von der Java{Klassenbibliothek am haugsten
eingesetzte Variante dieses Entwurfsmusters. Codeblocke sind in Java keine Objekte erster Klasse
und konnen daher nicht als Argument fur den Adapter verwendet werden. Ein block based adap-
ter wird in Java durch ein Adapterobjekt ersetzt, welches ein spezielles Interface implementiert.
Dieses Interface speziziert das Protokoll zwischen dem Sender und dem Adapterobjekt. Der Sen-
der ruft das Adapterobjekt uber die im Interface denierten Methoden auf. Diese Methoden des
Adapterobjekts wiederum fuhren die gewunschten Operationen auf dem Empfanger aus. Falls das
Adapterobjekt Zugri auf nicht{oentliche Variablen oder Methoden des Empfangers benotigt,
mu es als innere Klasse des Empfangers deniert sein (siehe 4.1.3). Die Variante message based
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adapter mu in Java aufgrund des statischen Typsystems den Typ des Empfangers kennen. Da
die Empfangerklasse erst zur Laufzeit bekannt ist, mu an dieser Stelle ein dynamischer Downcast
erfolgen. Die aufzurufende Methode wird durch die reexiven Eigenschaften von Java ermittelt.
Ein tailored adapter besitzt in Java genau die gleiche Klassenstruktur wie in Smalltalk.
Migration Da ein tailored adapter die aufzurufenden Methoden fest im Programmcode kodiert,
andert sich durch die Migration nichts.
Die Migration eines block based adapters bedeutet die Denition eines Interface und die Kap-
selung des Codes des Blocks in einer Klasse, die dieses Interface implementiert. Auerdem wird
der Code nicht mehr einfach ausgewertet, sondern mu uber das Interface aufgerufen werden.
Flanagan deniert einen UniversalActionListener, der message based adapters in Java mit
Hilfe der reexiven Eigenschaften realisiert [Fla97, S.222]. Dieser ersetzt nach der Migration den
message based adapter von Smalltalk.
Probleme
 Dynamische Methodenaufrufe sind in Java aufwendig.
 Java kennt keine Codeblocke.
 Dynamische Typisierung in Smalltalk im Gegensatz zu statischer Typisierung in Java.
Abhangigkeiten Abstrakte Klassen (4.1.1), Blocke (4.1.3), Selektor (4.1.1), Symbol (4.1.1), Dy-
namischer Methodenaufruf (4.1.1), Ereignisbehandlung (4.3.3)
5.2.6 Bridge
Struktur Dieses Muster trennt den Typ eines Objekts von seiner Implementierung. Dadurch
konnen sich beide unabhangig voneinander verandern. Die abstraction bietet lediglich die externe
Schnittstelle an. Der implementor realisiert die Funktionalitat, tritt nach auen aber nur uber die
abstraction in Erscheinung. [ABW98, S.121]
Unterschiede In Smalltalk werden zur Implementierung dieses Musters zwei Klassen verwendet.
Die eine Klasse deniert die abstraction. Sie delegiert samtliche Methodenaufrufe an die Instanz
der implementor{Klasse.
In Java kann dieses Entwurfsmuster auf die gleiche Art implementiert werden. Daneben existiert
aber die Moglichkeit, die beiden Klassen miteinander zu verschmelzen. Dazu wird ein Interface
deniert, welches die Rolle der abstraction ubernimmt. Die implementor{Klasse implementiert
dieses Interface. Dadurch fallt die Delegation der Methoden wie in der Smalltalk{Losung weg. Die
implementor{Objekte konnen nach wie vor gegeneinander ausgetauscht werden. Allerdings ist es
in manchen Fallen storend, da hierdurch die implementor{Klasse permanent an die abstraction
gebunden ist [Mar91].
Migration Durch die Migration konnen beide fur Java beschriebene Implementierungsvariante
erstellt werden.
Die erste Migrations{Moglichkeit fuhrt zu einer identischen Klassenstruktur wie in Smalltalk.
In Java werden die abstrakten Superklassen zusatzlich mit abstract markiert, um dem Compiler
die Uberprufung zu erleichtern.
Die zweite Migrations{Moglichkeit wandelt die abstraction{Klasse in ein Java{Interface um.
Samtlicher Delegationscode wird entfernt. Die implementor{Klassen mussen samtliche Methoden
implementieren, die in dem neu erstellten Interface deniert sind. Durch dieses Interface fallt
ebenfalls die abstrakte implementor{Klasse weg.
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Probleme
 Smalltalk kennt keine Interfaces.
 Dynamische Typisierung in Smalltalk im Gegensatz zu statischer Typisierung in Java.
Abhangigkeiten Abstrakte Superklasse (4.1.1), Dynamische Typisierung (4.1.1), Interface (4.1.1),
Vererbung (4.1.1)
5.2.7 Composite
Struktur Dieses Muster dient dazu, eine Baumstruktur aufzubauen. Durch die abstrakte com-
ponent{Klasse kann auf die Blatter (leaf) und Knoten (composite) uber die selbe Schnittstelle
zugegrien werden. [ABW98, S.137]
Unterschiede In Smalltalk deniert die component{Klasse lediglich ein Rumpf{Protokoll. Dieses
enthalt ausschlielich solche Methoden, die von allen Elementen der component{Hierarchie verstan-
den werden. Das Protokoll zum Zugri auf die Knoten ist ausschlielich in der composite{Klasse
deniert. Einem Klienten wird der Zugri auf dieses zusatzliche Protokoll durch die dynamische
Typisierung ermoglicht.
In statisch getypten Programmiersprachen muten aufgrund der Typsicherheit auch die Metho-
den des composite{Protokolls in der abstrakten Superklasse component deniert sein. Dies ist der
Fall bei der Java{Implementierung dieses Musters. Daneben bietet Java eine weitere Moglichkeit
zur Implementierung einer Baumstruktur. Das in der Klassenbibliothek vorhandene TreeNode{
Interface deniert alle Methoden, die fur einen Knoten in einer Baumstruktur benotigt werden.
Damit mussen Blatter und Knoten, die dieses Interface implementieren, nicht mehr von der glei-
chen Superklasse erben. Die Klassenbibliothek von Java deniert die Klasse DefaultTreeNode als
Standard{Implementierung des TreeNode{Interfaces. Durch Vererbung konnen beliebige Baum-
strukturen aufgebaut werden.
Migration Das Ergebnis der Migration kann eine der beiden moglichen Java{Varianten sein.
Bei der ersten Moglichkeit werden die Klassen des Composite{Musters fast unverandert verwen-
det. Lediglich die Methoden zur Realisierung des composite{Protokolls mussen in die component{
Klasse verschoben werden. Dieses Verschieben stellt die Uberprufbarkeit der Typsicherheit durch
den Compiler wieder her. Ein Downcast in den Klienten des Composite{Musters wird somit ver-
hindert.
Bei der zweiten Moglichkeit wird das oben beschriebene TreeNode{Interface verwendet. Die
leaf{ und die composite{Klassen mussen dieses Interface implementieren. Dadurch fallt die Notwen-
digkeit einer gemeinsamen component{Klasse weg. Der Wegfall dieser Einschrankung ermoglicht
groere Flexibilitat. Insbesondere wenn die Baumstruktur mit dem JTree{Widget zusammenar-
beiten konnen soll, ist die Implementierung des TreeNode{Interface durch die Knoten und Blatter
verlangt.
Probleme
 Dynamische Typisierung in Smalltalk im Gegensatz zu statischer Typisierung in Java.
 In Smalltalk sind keine Interfaces deniert.
Abhangigkeiten Abstrakte Superklasse (4.1.1), Dynamische Typisierung (4.1.1), TreeNode{Inter-
face (4.3.5), Interface (4.1.1)
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5.2.8 Proxy
Struktur Ein Proxy ist ein Ersatz oder ein Platzhalter fur ein anderes Objekt (real subject). Dieses
Entwurfsmuster ermoglicht das Uberwachen des Zugris auf das real subject. [ABW98, S.213]
Unterschiede Die klassische Implementierung dieses Musters besteht in der Denition einer ge-
meinsamen Superklasse fur die Proxy{ und die RealSubject{Klassen. Diese Superklasse deniert
das gemeinsame Protokoll, uber das ein Klient mit dem Proxy oder dem real subject kommuniziert.
Ein Klient kann somit nicht unterscheiden, ob er mit dem Proxy oder dem RealSubject kommu-
niziert. Die Mechanismen des dynamischen Methodenaufrufs und der dynamischen Typisierung
eronen in Smalltalk eine weitere Moglichkeit zur Implementierung dieses Musters. Hierzu wird
eine generische Proxy-Klasse deniert, die als Proxy fur jede beliebige RealSubject-Klasse dienen
kann, ohne da der Proxy und das real subject eine gemeinsame Superklasse haben mussen. Ein
generischer Proxy uberschreibt die Methode doesNotUnderstand, um uber alle Nachrichten infor-
miert zu werden, die er nicht versteht (Diese Fehlermethode wird immer dann aufgerufen, wenn ein
Objekt eine erhaltene Nachricht nicht durch eine Methode implementiert). Die nicht verstandene
Nachricht leitet er dann an das real subject weiter. Zur Vereinfachung der Implementierung erbt
ein Proxy{Objekt oft von nil (Da ein solches Objekt nicht von der Klasse Object abgeleitet ist,
erbt es keine Methoden). Um den Proxy durch das real subject zu ersetzen, kann die Methode
become: verwendet werden (Objekt{Mutation). Dadurch werden alle Referenzen zum Proxy auf
das real subject umgesetzt.
Die Java{Losung orientiert sich an der klassischen Implementierung. Jede RealSubject{Klasse
erhalt eine eigene Proxy{Klasse, wobei uber eine gemeinsame Superklasse das gemeinsame Proto-
koll deniert wird. In Java bleibt das Proxy{Objekt auch nach dem Zugri auf das real subject
erhalten | eine Objekt{Mutation ndet nicht statt, weil sie in Java nicht deniert ist.
Migration Die Migration der klassischen Implementierungsvariante ist einfach. Die Klassenstruk-
tur ist in Java identisch. Da die Proxy{Klasse und die RealSubject{Klasse eine gemeinsame Su-
perklasse haben, sind sie uber das gleiche Protokoll ansprechbar.
In Java kann aufgrund des statischen Typsystems kein generischer Proxy implementiert werden.
Daher mu jedes Verwenden der generischen Proxy{Klasse durch eine klassisch implementierte
Proxy{Klasse ersetzt werden. Jede RealSubject{Klasse benotigt eine abstrakte Subject{Klasse,
die das gemeinsame Protokoll der Proxy{Klasse und der RealSubject{Klasse deniert. Dadurch
nimmt die Migration einen groen Einu auf die Klassenstruktur und auf die Instanziierung des
Proxy. Die Instanziierung der generischen Proxy{Klasse und anschlieende Parametrisierung mit
dem real subject wird durch ein direktes Instanziieren der spezialisierten Proxy{Klasse ersetzt.
Der Aufruf zur Objekt{Mutation become: mu ersatzlos entfallen. Dies kann dazu fuhren, da
sich die verwendenden Klassen daruber bewut sein mussen, da es sich
"
nur\ um ein Proxy{Objekt
handelt.
Probleme
 Dynamisches Typsystem in Smalltalk im Gegensatz zum statischen Typsystem in Java.
 In Java ist keine Objekt{Mutation deniert.
 Ein Objekt kann in Java nicht von null erben.
Abhangigkeiten Objekt{Mutation (4.1.2), Dynamische Typisierung (4.1.1), Fehlermethoden von
Object (4.1.2), Null{Objekt (4.1.2)
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5.2.9 Command
Struktur Dieses Muster dient dem Kapseln von Operationen als Objekt. Dadurch konnen Klien-
ten mit verschiedenen Command{Objekten parametrisiert werden und ein Mechanismus zum Wi-
derrufen von Operationen wird ermoglicht. Typischerweise wird dieses Muster in der graphischen
Benutzeroberache verwendet, um Aktionen des Benutzers als Command zu kapseln. [ABW98,
S.245]
Unterschiede Bei Verwendung in einer graphischen Oberache registriert die Applikation ein
Command{Objekt bei einem Widget. Dieses Widget ruft dieses Command{Objekt auf, sobald es
vom Benutzer aktiviert wird. An dieser Stelle beschreiben wir drei mogliche Implementierungs-
varianten dieses Musters. Die erste Variante verwendet eine abstrakte Command{Klasse, die das
gemeinsame Protokoll samtlicher Commands deniert. Ein konkretes Command erbt von dieser
Superklasse. Die konkrete Command{Klasse enthalt den hart kodierten Methodenaufruf, um die
Methode aufzurufen, die die gekapselte Operation realisiert. Bei dieser Variante mu fur jede
gekapselte Operation eine eigene Klasse angelegt werden. Die zweite Variante verwendet eine ge-
nerische Command{Klasse. Diese wird bei ihrer Instanziierung mit der aufzurufenden Methode
parametrisiert. IBM Smalltalk deniert die Klassen Message und DirectedMessage, die Imple-
mentierungen dieses Entwurfsmusters sind. Die dritte Variante ist keine direkte Implementierung
des Command{Musters, weil auf eine Command{Instanz verzichtet wird. Das Ereignismodell er-
laubt es einem Klienten, direkt bei einer Ereignisquelle eine Behandlermethode fur ein bestimmtes
Ereignis zu registrieren. Bei Eintreten des Ereignisses ruft das Widget diese Behandlermethode
direkt auf, ohne ein Command{Objekt zu verwenden. Auf diese Art konnen bei einem Widget
mehrere Behandler registriert werden im Gegensatz zu dem einen Command{Objekt der beiden
ersten Varianten.
Die Klassenbibliothek von Java kennt keine direkte Implementierung des Command{Musters,
aber dennoch sind alle drei Varianten in Java ebenfalls moglich. Die erste Variante benotigt auch
in Java eine abstrakte Superklasse, um das gemeinsame Protokoll zu denieren. Der Methoden-
aufruf der von der Operation aufzurufenden Methode ist wieder hart in der konkreten Command{
Klasse kodiert. Die zweite Variante fuhrt einen dynamischen Methodenaufruf der Methode aus,
die bei der Parametrisierung gesetzt wurde. Dies wird durch die reexiven Eigenschaften von Java
ermoglicht. Diese Variante mu allerdings selbst implementiert werden, weil die Klassenbibliothek
von Java keine Standardimplementierung hierfur anbietet. Die dritte Variante verwendet das Er-
eignismodell von Java. Hiermit kann eine Applikation ein Behandlerobjekt bei einer Ereignisquelle
registrieren. Dazu mu das Behandlerobjekt ein Listener{Interface implementieren uber welches
die Ereignisquelle mit dem Behandlerobjekt kommuniziert. In Java kann, wie in Smalltalk, eine
beliebige Anzahl an Behandlern bei einer Ereignisquelle registriert werden. Der groe Vorteil der
Java{Implementierung ist, da die Behandler selbst wieder Objekte sind (nicht
"
nur\ Methoden)
und damit als vollwertige Command{Objekte verwendet werden konnen (beispielsweise in einer
Undo{Redo{Liste).
Migration Durch die Migration der ersten Variante andert sich die Klassenstruktur nicht. Ein
Klient eines Command{Objekts verwendet das in der Superklasse denierte Protokoll.
Bei der zweiten Variante musste eine generische Command{Klasse deniert werden. Instanzen
dieser Klasse mussen einen generischen Methodenaufruf ausfuhren. Das dazu benotigte Metho-
denobjekte der Methode, die durch die Operation aufgerufen werden soll, mu durch Reexion
ermittelt werden. Dadurch geht allerdings die Uberprufbarkeit der Typisierung durch den Compi-
ler verloren.
Bei der dritten Variante wird die Verwendung des jeweiligen Ereignismodells von Smalltalk
nach Java migriert. Dies wird in 4.3.3 und 5.2.12 behandelt. In Java ist diese Implementierung
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vorzuziehen, weil sie die Vorteile von Command{Objekten damit verbindet, mehrere Behandler
bei einer einzigen Ereignisquelle registrieren zu konnen.
Probleme
 Dynamische Typisierung in Smalltalk im Gegensatz zu statischer Typisierung in Java.
 Dynamischer Methodenaufruf ist in Java aufwendig.
 In der Java{Klassenbibliothek existiert kein Gegenstuck zu Message oder Directed Message.
Abhangigkeiten Dynamischer Methodenaufruf (4.1.1), Ereignismodell (4.3.3), Widgets (4.3.5),
Dynamische Typisierung (4.1.1)
5.2.10 Iterator
Struktur Dieses Entwurfsmuster beschreibt einen Mechanismus, mit dem auf die Elemente einer
Aggregation in sequentieller Weise zugegrien werden kann, ohne die zugrundeliegende Daten-
struktur oenlegen zu mussen. Ein Iterator verfugt uber ein Protokoll zu den Elementen einer
Aggregation; allerdings kann immer nur auf ein einziges Element zugegrien werden. Der Aufbau
der Aggregation bleibt den Klienten verborgen. [ABW98, S.273]
Unterschiede Die Klassenbibliothek von Smalltalk kennt zwei Arten von Iteratoren. Die Collec-
tion{Klassen denieren interne Iteratoren, die jedes Element einer Collection ansprechen. Der
interne Iterator wird durch den Aufruf von do: angestoen, dem ein Codeblock mitgegeben wird.
Dieser Codeblock wird uber allen Elementen der Aggregation ausgefuhrt. Zusatzlich denieren die
Collection{Klassen Filter{Iteratoren. Diese ltern gewisse Elemente aus der Aggregation heraus.
Sie sind ebenfalls als interne Iteratoren gestaltet. Innerhalb der Iteration kann kein Element in
die Collection eingefugt oder geloscht werden. Mit den Stream{Klassen deniert Smalltalk externe
Iteratoren. Diese bieten mehr Flexibilitat, weil der Ablauf der Iteration genauer kontrolliert werden
und die Stream{Instanz an verschiedenen Stellen im Klienten verwendet werden kann. Streams
erlauben das Einfugen und Loschen von Elementen wahrend der Iteration.
Die Java{Klassenbibliothek deniert nur die externen Iteratoren Enumeration, Iterator und
ListIterator. Eine Aggregation erzeugt einen Iterator fur ihre Elemente durch einen Metho-
denaufruf. Die drei verschiedenen Iterator{Interfaces unterscheiden sich hinsichtlich der Behalter{
Klassen uber deren Elemente sie iterieren konnen und hinsichtlich der Anderbarkeit der Elemente.
Interne Iteratoren oder Filter{Iteratoren sind nicht vorhanden. Neben den Iteratoren existiert in
Java ein anderer Mechanismus zum Zugri auf die Elemente eines Array. Primitive Elemente
konnen nur in einem Array gespeichert werden. Auf diese Elemente des Arrays wird uber den nu-
merischen Index zugegrien. Dieser Mechanismus ist in der Sprache deniert und wird nicht durch
die Klassenbibliothek unterstutzt.
Migration Interne Iteratoren werden in Java durch externe Iteratoren ersetzt. Dies bedeutet fur
die Klienten, da sie nun selbst eine Schleife programmieren mussen, die uber alle Elemente iteriert.
Der Schleifenrumpf besteht aus dem Code der in Smalltalk noch in Form eines Codeblockes an
den internen Iterator ubergeben wurde. Das Verhalten von Filteriteratoren mu in Java durch den
Klienten nachgebildet werden. In Smalltalk ist das Idiom
"
Enumeration Method\ ublich (siehe
5.1.13). Dabei erhalt die Iteratormethode den Codeblock nicht direkt vom Klienten, sondern durch
Delegation derjenigen Klasse, die die Collection zur Speicherung ihrer Elemente verwendet. Diese
Delegation mu bei der Migration uber samtliche Delegationsschritte zuruck bis zum ersten Aufruf
verfolgt werden. Dieser erste Aufruf ist auf oben beschriebene Weise zu migrieren.
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Externe Iteratoren konnen lesend oder schreibend auf eine Collection zugreifen bzw. absolut
positioniert werden (falls die Collection dies zulat). Die Migration von externen Iteratoren kann
unter Umstanden einiges an Umstrukturierung im Klienten bedeuten, weil in Java lediglich ein
ListIterator beliebig lesend und schreibend zugreifen bzw. beliebig positioniert werden kann.
Iteratoren konnen in Java nur mit Instanzen von Object arbeiten. D.h. bevor ein von einem
Iterator erhaltenes Object verwendet werden kann, mu erst ein Downcast auf den gewunschten
Typ erfolgen. Dies geschieht im Schleifenrumpf des Klienten.
Falls eine Collection nur solche Elemente enthalt, deren Entsprechungen in Java primitive Typen
haben, konnen die Elemente in einem Array gespeichert werden. Auf die Elemente eines Arrays
wird uber den Index zugegrien. Dadurch ist auch in Java ein beliebiges Lesen, Schreiben und
Positionieren moglich.
Probleme
 Java kennt keine internen Iteratoren.
 Durch die freiere Positionierbarkeit von Stream{Instanzen kann der Umfang der Umstruktu-
rierung von Klientencode nicht abgeschatzt werden.
 Dynamische Typisierung in Smalltalk im Gegensatz zu statischer Typisierung in Java.
 Java unterscheidet primitive Typen von Referenztypen.
Abhangigkeiten Collections (4.2.1), Strome (4.2.3), Dynamische Typisierung (4.1.1), Primitive
Typen und Referenztypen (4.1.1)
5.2.11 Memento
Struktur Ziel dieses Musters ist es, den internen Zustand eines Objekts zu sichern, um es spater in
diesen Zustand zuruckversetzen zu konnen. Ein Memento{Objekt speichert den internen Zustand
des Originator. Der Caretaker verwaltet die verschiedenen Mementos und veranlat gegebenenfalls
den Originator, den Zustand des gespeicherten Mementos anzunehmen. [ABW98, S.297]
Unterschiede In Smalltalk kann die Sichtbarkeit einer Methode nicht eingeschrankt werden. Da-
her ist die Beschrankung des Zugris auf das Memento ausschlielich durch den Originator schwie-
rig. In Smalltalk sind die Originator{ und die Memento{Klassen daher oft die selben. Der Originator
kopiert sich selbst und liefert diese Kopie als Memento. Unter Umstanden mu aus diesem Grund
in den Kopierproze eingegrien werden (copy oder deepCopy).
Java erlaubt zwei Arten der Implementierung des Memento{Musters. Sichtbarkeitsregeln wie
friend in C++ erreicht Java durch das Package{Konzept. Damit ist eine Implementierung moglich,
wie sie von Gamma et al. vorgeschlagen wird [GHJV95, S.283]. Das Memento kann auf den internen
Zustand des Originator zugreifen, wahrend das oentliche Interface diesen Zugri nicht erlaubt.
Zwei Klassen im gleichen Package haben eine zu friend vergleichbare Sichtbarkeit. Das Konzept
der inneren Klassen erlaubt in Java eine noch viel schlussigere Implementierung des Memento{
Musters. Das Memento wird als innere Klasse des Originators gestaltet. Ein Objekt dieser Klasse
kann also auf den vollstandigen inneren Zustand des Originator zugreifen, ohne da dieser Zugri
von auen moglich sein mu. Der innere Zustand des Memento{Objekts kann vor dem Zugri von
auen geschatzt werden. Um dieses innere Objekt dem Caretaker gegenuber eindeutig zu identi-
zieren, kann es mit einem Marker{Interface ausgestattet sein. Ein solches Interface deniert keine
Methoden, sondern dient lediglich der Markierung von Klassen, die dieses Interface implementieren
(Bsp.: Runnable in java.lang).
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Migration Die Smalltalk{Implementierung geht in den meisten Fallen von einer Kombination
des Originators und des Memento aus. Die Migration mu diese beiden voneinander trennen. Da
in Java die zweite oben beschriebene Alternative bevorzugt wird, mu der Memento{Anteil des
Originator als innere Klasse gestaltet werden. Das Memento{Protokoll mu dann eine Instanz dieser
inneren Klasse erzeugen bzw. zum Setzen des internen Zustandes akzeptieren. Die Denition eines
Memento{Marker{Interface ist nur dann notig, wenn das Memento von auen als solches erkannt
werden mu. Dies hangt vom Caretaker ab. Die Modikation des Kopierprozesses des Originators
ist nochmals zu uberprufen, da die Smalltalk{Losung hier evtl. eingegrien hat.
Probleme
 Die Sichtbarkeit von Methoden kann in Smalltalk nicht eingeschrankt werden.
Abhangigkeiten Sichtbarkeit von Variablen (4.1.1), Sichtbarkeit von Methoden (4.1.1), Kopieren
von Objekten (4.3.1), Interfaces (4.1.1)
5.2.12 Observer
Struktur Dieses Entwurfsmuster deniert eine eins{zu{n{Abhangigkeitsbeziehung. Ein Observer
kann sich bei einem Subjekt registrieren, um uber alle Anderungen im Subjekt automatisch unter-
richtet zu werden. Bei Eintreten der Anderung informiert das Subjekt alle registrierten Observer
uber diese Anderung. [ABW98, S.305]
Unterschiede Dieses Muster tritt in Smalltalk in zwei Varianten auf: als Abhangigkeits{Mecha-
nismus (4.3.2) und als Ereignismodell (4.3.3). Der Abhangigkeitsmechanismus existierte schon in
Smalltalk{80. Ein Objekt kann sich bei einem anderen als Abhangigem eintragen (addDependent:).
Sobald sich der Zustand des beobachteten Objekts andert (changed), werden alle registrierten Ob-
jekte benachrichtigt (update). Der Nachteil ist, da bei jedem Andern des Zustandes alle Observer
benachrichtigt werden. Das Ereignismodell erlaubt eine genauere Kontrolle uber die Benachrich-
tigung von beobachtenden Objekten uber ein Ereignis. Es klassiziert die moglichen Anderungen
als Ereignisse. Ein Observer registriert sich fur ein bestimmtes Ereignis und wird durch Aufruf
einer zu kongurierenden Methode uber das Ereignis benachrichtigt. Ein Observer wird nur uber
die Ereignisse informiert, fur die er sich registriert hat.
In Java sind beide Mechanismen deniert. Ein Observer, der den Abhangigkeitsmechanismus
nutzen will, mu aufgrund des statischen Typsystems in Java das Interface Observer implementie-
ren. Dann kann er sich bei einem Subjekt registrieren. Ein Subjekt mu von der Klasse Observable
erben, die die Verwaltung der Observer besorgt. Das Ereignismodell von Java klassiziert die Ande-
rungen ebenfalls nach Ereignissen. Ein Klient kann ein Behandler{Objekt fur ein Ereignis registrie-
ren. Dieses Behandlerobjekt mu das spezische Listener{Interface dieses Ereignisses implemen-
tieren. Die Ereignisquelle informiert alle Behandlerobjekte uber die in diesem Interface denierten
Methoden uber das Eintreten des Ereignisses. Der Methodenname kann im Gegensatz zu Smalltalk
nicht frei gewahlt werden, sondern ist im Listener{Interface deniert.
Migration Bei der Migration mu zwischen beiden Mechanismen unterschieden werden.
Der Abhangigkeitsmechanismus kann unter Verwendung der entsprechenden Java{Klassen di-
rekt nachgebildet werden. Schwierig wird die Migration, falls das Subjekt nicht von Object erbt,
weil in Java das Subjekt eine Subklassen von Observable sein mu. Im einfachsten Fall kann die
Observable{Klassen in die Vererbungskette eingehangt werden. Ansonsten ist eine Umstrukturie-
rung der Klassen notig, die aber vom Einzelfall abhangt.
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Die Migration einer Verwendung des Ereignismodells kann eine groere Anderung bedeuten. In
Smalltalk kann eine beliebige Methode eines beliebigen Objekts als Ereignisbehandler registriert
werden. In Java dagegen mu das zu registrierende Objekt das passende Listener{Interface imple-
mentieren. Ein Listener{Interface fat mehrere Methoden zusammen, die das Behandler{Objekt
uber das Eintreten des Ereignisses informieren. Die Behandlermethoden eines Interfaces werden in
Java gerne in einem eigenen Objekt zusammengefat. Falls die Behandlermethoden eines Listener{
Interfaces in Smalltalk uber mehrere Objekte verteilt sind, mussen sie in Java in einem Objekt
zusammengefat werden. Dies kann umfangreiche Verschiebungen von Methoden zur Folge ha-
ben, was sich in der Folge auf die Gestaltung der externen Schnittstellen der beteiligten Klassen
auswirken kann. Haug mu ein Behandlerobjekt auf den internen Zustand des registrierenden
Objekts zugreifen konnen. Dieses Recht kann das Behandlerobjekt dadurch erlangen, da es als
Instanz einer inneren Klasse deniert wird. Die Instanziierung eines solchen Objekts bedeutet fur
den Klienten, da er bei Registrieren zunachst eine solche innere Klasse denieren mu. Zudem
sind durch die Festlegung der Namen im Interface normalerweise Umbenennungen der Methoden
notwendig. Diese Umbenennung mu auch in allen anderen Klienten der Methode erfolgen. Diese
sind aufgrund des dynamischen Typsystems und aufgrund von dynamischen Methodenaufrufen
nicht immer leicht festzustellen.
Probleme
 Dynamischer Methodenaufruf ist in Java aufwendig.
 Der Abhangigkeits{Mechanismus ist nicht im Object{Framework enthalten. Daher mu ein
Subjekt von der Klasse Observable erben.
 Dynamisches Typsystem in Smalltalk im Gegensatz zum statischen Typsystem in Java.
 Listener{Interface schreibt Namen der Behandlermethoden in Java vor.
Abhangigkeiten Abhangigkeits{Mechanismus (4.3.2), Ereignismodell (4.3.3), Dynamischer Me-
thodenaufruf (4.1.1), Innere Klassen (4.1.1), Dynamische Typisierung (4.1.1)
5.2.13 Template Method
Struktur Dieses Muster beschreibt, wie lediglich das Skelett eines Algorithmus deniert werden
kann. Es bleibt den konkreten Subklassen vorbehalten, die noch fehlenden Schritte auszufullen.
Dieses Ausfullen erlaubt Subklassen eine Modikation des Algorithmus, ohne seine Struktur zu
andern.
Das Template{Muster ist der Schlussel zur sauberen Verwendung der Vererbung. Wiederver-
wendbarer Code kommt in die Superklasse, anwendungsspezischer in die Subklasse. [ABW98,
S.355]
Unterschiede Die Implementierung unterscheidet zwischen Template{Methoden, konkreten Me-
thoden, abstrakten Methoden und Hooks. Template{Methoden sind die strukturellen Bestandteile
des Algorithmus. Sie sind in der abstrakten Superklasse implementiert und verwenden die anderen
drei Methodenarten zur Realisierung des Algorithmus. Normalerweise ubernehmen Subklassen die
Template{Methoden unverandert, konnen sie aber erweitern. Konkrete Methoden realisieren die
Bestandteile des Algorithmus, die unveranderlich sind. Daher sind sie in der Superklasse imple-
mentiert und durfen in einer Subklasse nicht uberschrieben werden. Abstrakte Methoden sind in
der Superklasse lediglich deniert und mussen in einer konkreten Subklasse implementiert werden.
Hooks sind in der Superklasse denierte und implementierte Methoden, die bei Bedarf uberschrie-
ben werden konnen. Die Standardimplementierung ist meist sehr einfach. Solche Methoden dienen
der Erweiterung des Algorithmus.
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Die Unterschiede zwischen der Smalltalk{ und der Java{Implementierung sind nicht struktu-
reller Art. Die verwendeten Klassen und die Beziehungen zwischen den Klassen sind identisch.
Allerdings konnen in Java die verschiedenen Methodenarten klarer voneinander getrennt werden.
Abstrakte Methoden konnen mit abstract gekennzeichnet werden. Damit ist automatisch klar,
da die Superklasse ebenfalls abstrakt ist. Konkrete Methoden in der Superklasse sind nicht zum
Uberschreiben vorgesehen, weshalb sie in Java mit final markiert werden. Zudem konnen durch
Sichtbarkeits{Modikatoren die Methoden, die nicht zur externen Schnittstelle des Algorithmus
gehoren, mit private bzw. protected deklariert werden. Diese Modikatoren ermoglichen dem
Compiler, die korrekte Verwendung der Methoden in den Subklassen zu uberprufen.
Migration Die Migration besteht aus dem Einfugen oben genannter Modikatoren. Dadurch wird
in bestehenden Subklassen evtl. eine inkorrekte Verwendung des Protokolls festgestellt. Falls die-
se falsche Verwendung auf strukturelle Mangel in der Superklasse zuruckzufuhren ist, mu diese
refaktoriert werden.
Probleme
 In Smalltalk sind die Modikatoren abstract und final und die Sichtbarkeitsmodikatoren
nicht deniert.
 Dynamische Typisierung in Smalltalk im Gegensatz zur statischen in Java.
Abhangigkeiten Vererbung (4.1.1), Objekt{Framework (4.3.1), Methoden{Sichtbarkeit (4.1.1),
Abstrakte Klassen (4.1.1)
5.2.14 Visitor
Struktur Dieses Entwurfsmuster erlaubt es, die Operationen auf den Elementen einer Objekt-
struktur getrennt von diesen Elementen zu denieren. Durch dieses Muster kann eine neue Opera-
tion eingefugt werden, ohne da die Elementklassen dazu geandert werden mussen.
Ein Visitor sucht jedes Element einer Ojektstruktur auf (acceptVisitor:). Das Element wie-
derrum ruft eine auf das Element spezialisierte Methode im Visitor auf (visitConcreteElement:),
die die Operation auf dem Element ausfuhrt. [ABW98, S.371]
Unterschiede Durch dieses Muster wird in jedem Element der Objektstruktur die Methode auf-
gerufen, die den Visitor akzeptiert. Diese Methode enthalt in der klassischen Implementierungs-
variante dieses Musters den hart kodierten Methodenaufruf des Visitors, um dieses Element zu
verarbeiten. Durch die Moglichkeit, einen aufzurufenden Selektorennamen dynamisch zu erzeugen,
eronet sich in Smalltalk eine weitere Moglichkeit der Implementierung. Nicht mehr jede konkrete
Elementklasse der Objektstruktur enthalt die Methode zum Akzeptieren des Visitor, sondern nur
noch deren abstrakte Superklasse. Diese setzt den Selektor der im Visitor aufzurufenden Methode
dynamisch aus der Klasse des besuchten Elements zusammen und ruft dann den Visitor auf. Das
erspart den Elementenklasen, eine acceptVisitor{Methode zu implementieren.
Die Java{Version orientiert sich eher an der klassischen Variante. Ein dynamisches Zusammen-
setzen des Methodennamens ist zwar uber die reexiven Eigenschaften von Java moglich, aber in
zweierlei Hinsicht abzulehnen: Das Verwenden der Reection{API ist aufwendig und durch dessen
Verwendung wird die statische Typuberprufung unterlaufen.
Migration Die Migration ist davon abhangig, welche Implementierungsvariante in Smalltalk vor-
liegt. Die klassische Variante ist eins{zu{eins zu migrieren. In Java kann der Compiler dabei un-
terstutzt werden, die Vollstandigkeit der acceptVisitor{Methoden festzustellen, indem sie in der
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Superklasse als abstrakt markiert werden. Der Compiler moniert dann das Fehlen einer Implemen-
tierung.
Die Migration der zweiten Variante bedeutet entweder ein Nachbilden des dynamischen Me-
thodenaufrufs in Java uber die reexiven Eigenschaften von Java oder ein Umschreiben der Im-
plementierung auf die klassische Variante. Die klassische Variante hat den Vorteil der einfacheren
Implementierung, der groeren Performanz und der Uberprufbarkeit der Typsicherheit zur Uber-
setzungszeit. In diesem Fall entfallt die Standardimplementierung von acceptVisitor in der Su-
perklasse. Sie wird stattdessen als abstrakt markiert und jede Elementklasse mu eine Implementie-
rung dafur angeben. Das Nachbilden des dynamischen Methodenaufrufs beinhaltet ein Ermitteln
der passenden Method{Instanz der aufzurufenden Methode uber das Klassenobjekt des Visitors
mit Hilfe von getMessage(). Hierzu mu dynamisch die Klasse des besuchten Elements ermittelt
werden. Diese wird im Namen der zu ermittelnden Methode und in deren Argumenten kodiert.
Probleme
 Dynamischer Methodenaufruf ist in Java aufwendig.
 Statische Typisierung in Smalltalk im Gegensatz zu dynamischer in Java.
Abhangigkeiten Dynamischer Methodenaufruf (4.1.1), Dynamische Typisierung (4.1.1), Abstrak-
te Klassen (4.1.1)
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5.3 Migration von Architekturmustern
Architekturmuster dienen der Strukturierung der Applikationsarchitektur. Sie uben ihren Einu
durch ihre Realisierung in der Klassenbibliothek aus. In realen Systemen kommen Architekturmu-
ster meist als Kombination verschiedener Architekturmuster vor.
While it is important to understand the individual nature of each of these styles, most
systems typically involve some combination of several styles. [SG96, S.32]
Auch die in dieser Arbeit betrachteten Plattformen vermischen die untersuchten Architekturmuster
miteinander.
5.3.1 Virtuelle Maschine, Interpreter
Struktur Eine virtuelle Maschine simuliert auf einem Rechner eine nicht als Hardware vorhandene
Maschine. Diese interpretiert die Programme, die die simulierte Maschine als Ausfuhrungsplattform
verwenden.
In Smalltalk und Java werden Programme in einen Zwischencode ubersetzt. Die virtuelle Ma-
schine beider Sprachen interpretiert diesen Zwischencode und ruft die entsprechende Funktionalitat
des darunterliegenden Betriebssystems auf. [SG96, S.27]
Unterschiede In Smalltalk ist die virtuelle Maschine die Basis fur die gesamte Entwicklungsumge-
bung. Browser, Debugger, Editoren usw. sind alle in Smalltalk geschrieben. Die virtuelle Maschine
ist die Ausfuhrungsbasis fur alle Betriebssysteme, auf denen eine Smalltalk{Applikation ausgefuhrt
werden soll. Sie kapselt die hardwareabhangigen Eigenschaften und ermoglicht daher die Portie-
rung von Smalltalk{Applikationen. Normalerweise enthalt eine Smalltalk{Applikation die virtuelle
Maschine, die zu ihrem Ablauf notwendig ist. Die Applikation wird somit unabhangig von der
Installation auf der Zielmaschine. Um externe Funktionen aufzurufen, die direkt auf der Hard-
ware arbeiten, ermoglicht die VM von IBM Smalltalk die Denition einer neuen Primitive bzw.
den Aufruf von Funktionen in einer dynamisch ladbaren Unterprogrammbibliothek (beispielsweise
eine dynamic link library oder shared library). Der Grund fur externe Funktionen kann die Not-
wendigkeit zum Zugri auf die Hardware, die groere Performanz von direkt ausfuhrbarem Code
oder die Nutzung eines vorhandenen Programms sein. Allerdings geht damit die Portabilitat der
Applikation verloren.
In Java hat die virtuelle Maschine (JVM) die gleiche Funktion: Durch Kapseln der hardwa-
reabhangigen Eigenschaften soll die Portabilitat von Java{Anwendungen gewahrleistet werden.
Allerdings ist im Gegensatz zu Smalltalk die JVM nur in Ausnahmefallen die Basis fur die Ent-
wicklungsumgebung. Normalerweise lauft nur die fertig ubersetzte Applikation auf der JVM. Ein
Java{Programm verlat sich normalerweise auf die Installation einer virtuellen Maschine auf dem
Zielrechner. Das fertige Programm enthalt ausschlielich den ubersetzten Bytecode. Die Erweite-
rung um externe Funktionen erfolgt bei der JVM etwas anders als in Smalltalk. Eine Methode
kann im Java{Source{Code mit native markiert werden. Beim Aufruf dieser Methode wird die
entsprechende Funktion in einer dynamisch ladbaren Bibliothek gesucht, die vorher bei der JVM
registriert werden mu. Auch in Java geht hierdurch die Portierbarkeit verloren.
Migration Auf die Migration hat die virtuelle Maschine nur einen geringen Einu. Die Schwie-
rigkeiten betreen vor allem die Version der installierten virtuellen Maschine fur Java{Programme
und die Verwendung von externen Funktionen.
Da ein kompiliertes Java{Programm von der installierten virtuellen Maschine abhangig ist,
kann aufgrund von haugen Versionswechseln eine veraltete JVM auf dem Zielrechner vorhanden
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sein. Insbesondere die Ausfuhrbarkeit von Applets innerhalb eines Webbrowsers ist extrem von der
Version des verwendeten Webbrowsers abhangig.
Um externen Code migrieren zu konnen, mu in Java ein Wrapper in C geschrieben werden, der
die Methoden in der dynamisch ladbaren Bibliothek aufruft. Um applikationsspezische Primitive
verwenden zu konnen, mu der entsprechende Programmcode mit Hilfe des Java Native Interface{
API (JNI) komplett neu geschrieben werden, weil sich der Zugri auf die Laufzeitobjekte von C
aus in Smalltalk und Java sehr unterscheidet.
Probleme
 Unterschiedlicher Zugri auf Laufzeitobjekte aus einer C{Funktion heraus.
 Smalltalk liefert die virtuelle Maschine mit der Applikation aus, wahrend sich ein Java{
Programm auf die Installation verlat.
Abhangigkeiten Die virtuelle Maschine ist die Basis fur die Interpretation des erzeugten Zwi-
schencodes. Sie verwendet die Elemente der darunterliegenden Ausfuhrungsplattform.
5.3.2 Reexion
Struktur Die reexiven Eigenschaften einer Sprache ermoglichen einer Applikation den Zugri auf
Informationen uber sich selbst. Smalltalk wie Java haben reexive Eigenschaften, die sich jedoch
deutlich unterscheiden. [BMR+96, S.123]
Unterschiede Fur jede denierte Klasse in Smalltalk existiert eine Metaklasse. Die Klasse selbst
ist die einzige Instanz dieser Metaklasse. Durch Zugri auf die Metaklasse durch das Meta{Objekt{
Protokoll konnen die verfugbaren Klassen, sowie deren Methoden und Variablen ermittelt werden.
Daruber hinaus konnen alle diese Eigenschaften zur Laufzeit verandert werden. Die Werkzeuge
des Entwicklungssystems verwenden genau diese Eigenschaften von Smalltalk um neue Klassen
zu denieren. Durch das Meta{Objekt{Protokoll kann sogar das Verhalten der Sprache selbst
beeinut werden.
Die Reection{API in Java dient lediglich der Abfrage von Metainformationen. Mit Hilfe des
Klassenobjekts einer Klasse konnen die vorhandenen Konstruktoren, Methoden und Variablen
abgefragt werden. Ebenso ist der dynamische Aufruf von Methoden moglich. Ein Andern des
Systemverhaltens oder die Denition von neuen Klassen, Methoden oder Variablen ist uber das
Reection{API nicht moglich. Bei Bedarf kann eine neue Klasse vom Java{Compiler erzeugt wer-
den, um sie anschlieend mit Hilfe des ClassLoader bei der virtuellen Maschine zu registrieren.
Die Methoden zum Abfragen der Meta{Information sind uber mehrere Metaklassen verteilt,
die selbst wieder eine Hierarchie bilden, die parallel zur gewohnlichen Klassenhierarchie verlauft.
Die Abfrage von Informationen uber eine Klasse geschieht in Java uber das Klassenobjekt, welches
die in java.lang.reflect denierten Klassen verwendet.
Migration Die Verwendung des Meta{Objekt{Protokolls kann enormen Einu auf die Migrier-
barkeit einer Smalltalk{Anwendung haben. Sobald nicht nur Information uber die vorhandenen
Klassen abgefragt, sondern die Struktur oder das Verhalten des Laufzeitsystems verandert wird,
ist eine Neuentwicklung in Java nicht zu vermeiden.
Probleme
 Sehr machtiges Meta-Objekt-Protokoll in Smalltalk im Vergleich zur Reection{API, die
lediglich der Abfrage von Informationen dient.
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Abhangigkeiten Das Meta{Objekt{Protokoll ist die Basis fur das Klassensystem von Smalltalk.
Jedoch tritt es bei der Applikationsentwicklung kaum in Erscheinung. Vorwiegend Entwicklungs-
werkzeuge greifen uber das Meta{Objekt{Protokoll auf das Laufzeitsystem zu.
5.3.3 Interaktive Anwendung, MVC
Struktur Eine der wichtigsten Anforderungen an eine interaktive Anwendung ist es, die Kern-
funktionalitat der Anwendung unabhangig von der Benutzeroberache zu halten und das Aussehen
und Gestalten der Benutzeroberache moglichst exibel zu gestalten. [BMR+96, S.123]
Ein Standard{Konzept hierfur ist die Aufteilung in Modell, View und Controller (MVC). Die
Elemente von MVC sind:
 Das Modell, welches die Kernfunktionalitat enthalt und unabhangig von der Darstellung
gestaltet wird,
 die View, welche fur die Bildschirmdarstellung verantworlich ist und die durch einen Benach-
richtigungs{Mechanismus uber Anderungen im Modell informiert wird und
 der Controller, der Benutzereingaben verarbeitet und Ereignisse erzeugt.
Die beiden Komponenten View und Controller arbeiten sehr eng zusammen, wohingegen das Mo-
dell keine direkte Kenntnis von den beiden anderen Komponenten hat. Dadurch wird seine Un-
abhangigkeit von der Bildschirmdarstellung erreicht. [KP88]
Unterschiede MVC dient gleichfalls der Strukturierung von einzelnen Widgets und der Struktu-
rierung der gesamten Applikation.
Zur Realisierung der Widgets verwendet IBM Smalltalk die Oberachenelemente des Betriebs-
systems. Diese fassen die drei Komponenten in einem Objekt zusammen. Eine Applikation ist in
IBM Smalltalk nach dem MVC{Konzept aufgeteilt. Die Ereignisbehandlung dient der Benach-
richtigung des Modells durch die Controller{Elemente. Die View wird vom Modell durch einen
expliziten Methodenaufruf uber Anderungen unterrichtet. Uber den Abhangigkeitsmechanismus
ist es moglich, diese Benachrichtigung automatisch vorzunehmen.
In Java ist die MVC{Aufteilung auch bei den Widgets vorhanden. Allerdings fassen die Widgets
in Java die View und den Controller zusammen zum sogenannten Delegate (siehe Abbildung 5.1).
Die Standardimplementierungen (JButton usw.) erzeugen eine Kombination aus einem Dele-
gate und einem passenden Modell, womit das resultierende Widget nach auen wie in Smalltalk
erscheint. Die Applikation ist in Java ebenfalls nach dem MVC{Konzept aufgeteilt. Die Ereig-
nisbehandlung dient der Benachrichtigung des Modells durch die Controller{Elemente. Die View
kann vom Modell durch einen expliziten Methodenaufruf uber Anderungen unterrichtet werden.
Eine Java{Applikation kann aber auch eigene Adapter erstellen, die Anderung automatisch an die
View{Elemente weiterreichen.
Migration Der grundsatzliche Aufbau dieses Architekturmusters ist in Smalltalk und Java so ahn-
lich, da daraus keine groen Architekturanderungen der Applikation zu erwarten sind. Im Detail
unterscheiden sich die einzelnen Mechanismen, die zur Realisierung dieses Musters eingesetzt wer-
den soweit, da sie in begrenztem Umfang Einu auf die Architektur ausuben. Eine ausfuhrliche
Behandlung des GUI{Frameworks erfolgt im Abschnitt 4.3.5.
Probleme
 Abgesehen von Detailunterschieden der verwendeten Mechanismen ist mit keinen grundsatz-
lichen Problemen zu rechnen.




Abbildung 5.1: Delegate{Variante von MVC
Abhangigkeiten Dieses Architekturmuster verlat sich auf das Ereignismodell zur Benachrichti-
gung des Modells und den Abhangigkeitsmechanismus, um die Views automatisch aktualisieren





Dieses Kapitel zeigt, wie sich die Architektur einer Applikation bei einer Migration von Smalltalk
nach Java andert bzw. andern kann.
Hierzu werden die Erkenntnisse der beiden letzten Kapitel zueinander in Beziehung gesetzt.
Kapitel 4 fuhrte die Elemente der Smalltalk{Plattform auf und untersuchte sie daraufhin, wie
deren Funktionalitat in Java realisiert wird. Kapitel 5 betrachtete die Migration von Mustern auf
verschiedenen Abstraktionsebenen.
In diesem Kapitel werden Architekturanderungen auf zwei Wegen untersucht. Zunachst wird der
Einu der Problemklassen, die bei der Migration der Muster gefunden wurden, auf die Anderung
der Applikationsarchitektur dargestellt. Anschlieend werden die verschiedenen Plattformelemente
daraufhin untersucht, wie gro die Anderung der Applikationsarchitektur ist, die ihre Migration
mit sich bringt.
6.1 Einu der Problemklassen auf Architekturanderung
Dieser Abschnitt klassiziert die bei der Migration auftretenden Probleme und stellt dar, wel-
che Architekturanderungen durch diese Probleme bei einer Migration hervorgerufen werden. Die
Probleme wurden durch die Betrachtung der Migration der Idiome, Entwurfsmuster und Archi-
tekturmuster im letzten Kapitel gefunden. Dieser Abschnitt stellt deren Einu zusammenfassend
dar. Anhang C enthalt eine Kurzubersicht der behandelten Probleme.
Problem 1
Dynamische Typisierung in Smalltalk im Gegensatz zu statischer Typisierung in Java.
Hintergrund In Smalltalk fuhrt der Compiler lediglich eine Syntaxuberprufung durch und uber-
setzt das Programm in den Zwischencode der virtuellen Maschine. Eine Typuberprufung wird erst
zur Laufzeit vorgenommen. Sie stellt fest, ob ein Objekt die empfangene Nachricht tatsachlich
versteht.
In Java fuhrt der Compiler diese Typuberprufung statisch aus. Somit kann in den meisten Fallen
schon zur Ubersetzungszeit die falsche Verwendung eines Objekts festgestellt werden. Allerdings
kann auch in Java nicht immer die korrekte Verwendung eines Objekts garantiert werden (4.1.1).
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Architekturanderungen Um einem Objekt in Smalltalk eine Nachricht schicken zu konnen, mu
ein Klient dessen Typ nicht kennen. In Java mu der Typ bekannt sein, damit der Compiler statisch
uberprufen kann, ob der Empfanger die Nachricht versteht. Fur die Migration kann das folgendes
bedeuten:
 eine Verschiebung der in einer Subklasse denierten Methoden in die Superklasse, damit ein
Klient auf das Protokoll der Subklasse uber eine Referenz der Superklasse zugreifen kann
(5.2.8);
 eine explizite Typumwandlung auf die konkrete Klasse eines Objekts (Downcast) vor dessen
Verwendung | beispielsweise bei Speicherung in einer Collection (5.1.6);
 das Implementieren eines Java{Interfaces, uber das ein Klient auf ein Objekt zugreifen kann.
Dieses Interface wird vom Klienten deniert und ermoglicht ihm die Kommunikation mit
einem beliebigen Objekt, das zu einem spateren Zeitpunkt als er selbst erstellt wird.
In Smalltalk kann ein Symbol dazu verwendet werden, einen dynamischen Methodenaufruf aus-
zufuhren, d.h. die aufgerufene Methode ist erst zur Laufzeit bekannt. In Java bedeutet das ein
Ermitteln des Methodenobjekts mit Hilfe der reexiven Eigenschaften von Java. Zudem erzwingt
der Compiler die Kapselung des Aufrufs in einer Ausnahmebehandlung (5.2.5, 5.2.8, 5.2.9, 5.2.12).
In Java mussen samtliche Variablen, Parameter und Methoden eindeutig getypt sein. D.h. bei
der Migration mu diese Typisierung in den Programmtext eingebaut werden (5.1.18).
Polymorphie beschrankt sich in Smalltalk darauf, da der Klient die konkrete Klasse des
Empfangers nicht kennt. In Java ist die Auswahl polymorpher Methoden zusatzlich von den Typen
der Parameter abhangig. Dadurch fallen evtl. Smalltalk{Idiome weg, die auf eine solche polymorphe
Methodenauswahl in Smalltalk nachbilden (5.1.9).
Betroene Muster ComparingMethod (5.1.6), Double Dispatch (5.1.9), Interesting Return Value
(5.1.18), Abstract Factory (5.2.1), Adapter (5.2.5), Bridge (5.2.6), Composite (5.2.7), Proxy (5.2.8),
Command (5.2.9), Iterator (5.2.10), Observer (5.2.12), Template Method (5.2.13), Visitor (5.2.14)
Problem 2
Java unterscheidet primitive Typen und Referenztypen.
Hintergrund In Smalltalk sind ausschlielich Referenztypen deniert. In Java wird zwischen pri-
mitiven Typen und Referenztypen unterschieden (4.1.1).
Architekturanderungen Die Unterscheidung in primitive Typen und Referenztypen ist fur die
Migration insbesondere dann wichtig, wenn Elemente, die in Java primitiv sind, in Smalltalk als
Objekte verwendet werden. Fur die Migration eronen sich hier zwei Moglichkeiten.
Wenn die Objekteigenschaft fur die Operation auf dem primitiven Element notwendig ist (etwa
zur Speicherung in einer Collection), mu es in ein Wrapper{Objekt gepackt werden1 (5.1.14,
5.1.15).
Oft verwenden die Smalltalk{Operationen ein Element so, wie es der Verwendung eines primiti-
ven Elements in Java entsprache. Dann mu u.U. eine Smalltalk{Collection in ein primitives Array
in Java umgewandelt werden. Diese Umwandlung hat Einu auf die Iteratoren zum Durchlaufen
einer Collection (5.2.10). Zudem greifen Klienten dadurch auf andere Art auf die Elemente des
Arrays zu (4.1.1).
Betroene Muster Shortcut Constructor Method (5.1.3), Duplicate Removing Set (5.1.14), Tem-
porarily Sorted Collection (5.1.15), Iterator (5.2.10)
1Dieser Vorgang wird embedding genannt.
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Problem 3
In Java sind Blocke keine Objekte erster Klasse wie in Smalltalk.
Hintergrund In Smalltalk ist jedes Sprachkonstrukt ein Objekt. Auch Codeblocke konnen wie
gewohnliche Objekte in Variablen gespeichert werden oder einer Nachricht als Argumente mit-
gegeben werden. Sie werden durch einen Methodenaufruf im Kontext der denierenden Methode
ausgewertet.
In Java dienen Codeblocke lediglich der Strukturierung des Quelltextes.
Architekturanderungen Blocke werden in Smalltalk an vielen Stellen auf viele verschiedene Ar-
ten verwendet (4.1.3). Jede Art der Verwendung hat bei der Migration ihren speziellen Einu auf
die Applikationsarchitektur. Wir fuhren einige Verwendungen von Codeblocken auf, sofern dabei
deren Eigenschaft wichtig ist, als Objekte erster Klasse zu gelten:
 Durch Blocke realisierte Kontrollstrukturen werden in Java auf Sprachkonstrukte abgebildet.
 Interne Iteratoren werden in Java durch externe Iteratoren dargestellt. Der jeweilige Code-
block wird in den Schleifenrumpf verschoben (5.2.10).
 Der Einsatz von Blocken in Smalltalk als parallele Ablaufeinheiten fuhrt in Java zur Denition
neuer Klassen, die das Thread{Interface implementieren (4.1.5).
 Lokale Ausnahmebehandlung mu vom Klienten selbst ubernommen werden, was den Code
umstandlicher macht (4.3.4).
Insgesamt sind die Anderungen, die durch die unterschiedlichen Eigenschaften von Codeblocks
in Java und Smalltalk hervorgerufen werden, vielfaltiger Natur. In den meisten Fallen hat die
Migration jedoch keinen groen Einu auf die Architektur der Applikation.
Betroene Muster Execute Around Method (5.1.7), Enumeration Method (5.1.13), Temporarily
Sorted Collection (5.1.15), Adapter (5.2.5)
Problem 4
Sehr machtiges Meta-Objekt-Protokoll in Smalltalk im Vergleich zur Reection{API in Java.
Hintergrund Das Meta{Objekt{Protokoll deniert eine Schnittstelle, uber die Metainformati-
on abgefragt und die Klassenstruktur und das Verhalten des Smalltalk{Systems verandert werden
kann. Uber das Meta{Objekt{Protokoll hat man direkten Zugri auf das Klassensystem von Small-
talk.
Das Reection{API dient in Java lediglich der Abfrage von Metainformationen.
Architekturanderungen Falls in Smalltalk lediglich Metainformationen abgefragt werden, ist die
Anderung durch die Migration minimal. Falls dagegen die Klassenstruktur oder das Verhalten
des Systems geandert wird, kann die Anderung der Applikationsarchitektur so gro sein, da eine
Neuentwicklung in weiten Teilen notwendig ist.
Betroene Muster Reexion (5.3.2), Constructor Method (5.1.1), Constructor Parameter Me-
thod (5.1.2)
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Problem 5
Instanzvariablen sind in Smalltalk privat.
Hintergrund Instanzvariablen sind in Smalltalk nur fur die Instanz selbst sichtbar. Falls eine
Instanzvariable von auen zuganglich sein mu, wird eine Getter{ bzw. Setter{Methode deniert.
In Java kann die Sichtbarkeit von Variablen durch Sichtbarkeitsmodikatoren genau eingestellt
werden.
Architekturanderungen Im einfachsten Fall besteht die Migration aus der Angabe des Modika-
tors, der die Sichtbarkeit passend einstellt (private fur nach wie vor private Variablen und public
fur oentlich zugangliche Variablen).
Falls die Getter{ und Setter{Methoden entfernt werden sollen, mussen samtliche Klienten dieser
Methoden ebenfalls angepat werden. Dies ist aufgrund des dynamischen Typsystems nicht immer
einfach.
Ein Entfernen der Getter{Methoden birgt noch ein anderes Problem. Die Initialisierung einzel-
ner Variablen geschieht oft durch das Idiom Lazy Initialization. Dieses Idiom ist auf die Getter{
Methode angewiesen (5.1.12). Jedoch kann dieses Idiom meist durch lokale Initialisierung ersetzt
werden.
Betroene Muster Constructor Parameter Method (5.1.2)
Problem 6
Die Sichtbarkeit von Methoden kann in Smalltalk nicht eingeschrankt werden.
Hintergrund In Smalltalk sind samtliche Methoden oentlich zuganglich. Ihre Sichtbarkeit kann
nicht eingeschrankt werden. In Java dagegen ist mit Hilfe von Sichtbarkeitsmodikatoren eine sehr
genaue Einstellung moglich.
Architekturanderungen Um eine Methode privat zu machen, benotigt Smalltalk eine Laufzeit{
Losung. Dabei wird festgestellt, ob der Sender der Empfanger selbst ist (self). In Java kann dieser
Code durch die Markierung der Methode mit private entfallen (5.2.4).
Beim Memento{Muster fuhrt das beschriebene Problem dazu, da das Objekt selbst als Memen-
to verwendet wird. Durch den Sichtbarkeitsmechanismus besteht hierzu kein Anla mehr. Jedoch
mu dann eine eigene Memento{Klasse angelegt werden. Meist wird auch noch ein neues Interface
deniert, um die Memento{Klasse als solche markieren zu konnen (5.2.11).
In anderen Fallen kann der private{Modikator eine falsche Verwendung einer Methode auf-
decken, die vom Entwurf als privat angelegt ist (5.2.13).
Betroene Muster Singleton (5.2.4), Memento (5.2.11), Template Method (5.2.13)
Problem 7
In Smalltalk ist kein Sprachkonstrukt zum Erzeugen von Instanzen deniert.
Hintergrund In Smalltalk wird eine Instanz nicht durch ein explizites Sprachkonstrukt angelegt,
sondern von einer Klassenmethode (Konstruktormethode 5.1.1). Der Mechanismus zum Erzeugen
neuer Klassen wird von der Metaklassenhierarchie realisiert, die parallel zur gewohnlichen Klas-
senhierarchie verlauft (4.1.7).
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Architekturanderungen Der Code zum Anlegen einer wohlgeformten Instanz mu von der Klas-
senmethode in einen Java{Konstruktor verschoben werden. In Smalltalk sorgt der Vererbungsme-
chanismus der Klassenmethoden dafur, da eine Konstruktormethode in allen Subklassen sichtbar
ist. Konstruktoren in Java werden dagegen nicht vererbt (auer parameterlose Konstruktoren).
D.h. falls der Konstruktor der Superklasse einen oder mehrere Parameter deniert, ist er in den
Subklassen nicht vorhanden. Diese mussen einen solchen Konstruktor selbst denieren und darin
den Konstruktor der Superklasse explizit aufrufen.
In Java ist die Art der Konstruktorenverkettung in der Sprache deniert. In Smalltalk dage-
gen deniert die Implementierung der Konstruktormethode, wie die Konstruktoren in diesem Fall
miteinander verkettet werden (auf Konstruktorenverkettung kann sogar ganz verzichtet werden).
Die benutzergestaltete Konstruktorverkettung mu in Java in den von der Sprache vorgegebenen
Mechanismus eingepat werden. Der Teil der Konstruktormethode in Smalltalk vor dem Aufruf
des Konstruktors der Superklasse kann nicht direkt nach Java ubernommen werden. Im einfachsten
Fall hilft ein einfaches Umschreiben des Konstruktors. Allerdings kann u.U. ein Refaktorieren der
Klienten notwendig sein (4.1.2).
Die Idiome zur Erzeugung einer wohlgeformten Instanz werden auch dazu genutzt, die Initia-
lisierung von Instanzvariablen vorzunehmen. Die Initialisierung von Variablen wird in Java meist
von einem dedizierten Sprachkonstrukt ubernommen (5.1.11).
Betroene Muster Constructor Method (5.1.1), Constructor Parameter Method (5.1.2), Con-
verter Method (5.1.4), Converter Constructor Method (5.1.5), Explicit Initialization (5.1.11), Lazy
Initialization (5.1.12), Singleton (5.2.4)
Problem 8
In Smalltalk ist kein Sprachkonstrukt zum Initialisieren von Variablen deniert.
Hintergrund In Smalltalk fehlen die Sprachkonstrukte zum Initialisieren von Variablen. Daher
haben sich Idiome eingeburgert bzw. die Initialisierung wird beim Anlegen der Instanz vorgenom-
men.
Architekturanderungen Die Initialisierung einer Variablen geschieht in Java in einem static in-
itializer, einem instance initializer oder direkt bei der Variablendeklaration.
Das Kongurieren einer Instanz bzw. die Initialisierung wird in Smalltalk oft durch eine con-
structor parameter method erledigt (5.1.2). Die Migration bedeutet also ein Verschieben des ent-
sprechenden Codes in das passende Sprachkonstrukt.
Die Initialisierung einer Reihe von Variablen wird in Smalltalk oft in einer Initialisierungsme-
thode zusammengefat (5.1.11). Dieser Code wird in Java in einen instance initializer verschoben.
Dadurch entfallt der Aufruf der Initialisierungsmethode im Konstruktor.
Zur Initialisierung einer einzelnen Variablen wird oft eine Getter{Methode verwendet (5.1.12).
Diese kann in Java meist entfallen, indem die Initalisierung ebenfalls im instance initializer vorge-
nommen wird bzw. direkt bei der Deklaration der betroenen Variablen.
Betroene Muster Explicit Initialization (5.1.11), Lazy Initialization (5.1.12), Constructor Pa-
rameter Method (5.1.2)
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Problem 9
Basisklassen konnen in Smalltalk geandert werden, in Java dagegen nicht.
Hintergrund Ublicherweise wird eine Klasse dadurch erweitert, da eine neue Subklasse angelegt
wird. Durch den Mechanismus der base class extension kann in Smalltalk eine beliebige Klasse der
bestehenden Klassenbibliothek erweitert werden. D.h. eine Applikation kann neue Methoden fur
bestehende Basisklassen denieren. Diese Erweiterbarkeit schliet auch Operatoren mit ein, weil
Operatoren in Smalltalk als Methoden realisiert sind.
In Java konnen weder die Basisklassen erweitert werden, noch konnen neue Operatoren deniert
oder bestehende uberladen werden.
Architekturanderungen Die Erweiterung von Basisklassen bedeutet fur die Migration auf jeden
Fall ein Refaktorieren, weil samtlicher Code, der sich auf die Basisklassenerweiterung verlat, um-
geschrieben werden mu. Dies bedeutet in vielen Fallen das direkte Aufrufen eines Konstruktors
der gewunschten Klasse (5.1.4) oder die Verwendung einer komplizierteren Methode der Klassen-
bibliothek (5.1.3). Groe Architekturanderungen ergeben sich dadurch allerdings nicht.
Betroene Muster Shortcut Constructor Method (5.1.3), Converter Method (5.1.4), Converter
Constructor Method (5.1.5)
Problem 10
In Smalltalk sind keine Interfaces deniert.
Hintergrund Insbesondere die Klassen der Klassenbibliothek mussen oft auf Objekte zugreifen
konnen, deren Klassen erst spater deniert werden. In Smalltalk ist das aufgrund der dynamischen
Typisierung kein Problem. Um in Java trotzdem die Typsicherheit gewahrleisten zu konnen, sind
in Java Interfaces deniert. Sie sind eine Art Rumpfversion der Mehrfachvererbung (4.1.1).
Architekturanderungen Ein Interface mu uberall dort eingesetzt werden, wo eine fruher uber-
setzte Klasse auf eine Instanz einer erst spater zu denierende Klasse zugreifen mu. Dieses Inter-
face mu im Kopf der Klassendenition der spater denierten Klasse angegeben werden.
Durch Interfaces kann die Implementierung einer Klasse von ihrer Schnittstelle getrennt werden.
In Smalltalk werden hierzu manchmal getrennte Klassen verwendet, die uber Delegation mitein-
ander verbunden sind. In Java werden solche Klassen also manchmal zusammengefat. Dadurch
fallen meist gemeinsame Superklassen weg (5.2.6).
Interfaces konnen zu einem Abbau komplizierter Klassenhierarchien fuhren, falls die Superklas-
se in Smalltalk nur dazu dient, eine gemeinsame externe Schnittstelle zu denieren (5.2.7). Die
Schnittstelle wird in ein Interface gesteckt und die Klassenhierarchie zum Teil aufgelost werden.
Betroene Muster Converter Method (5.1.4), Comparing Method (5.1.6), Mediating Protocol
(5.1.10), Bridge (5.2.6), Composite (5.2.7)
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Problem 11
In Java sind keine Klasseninstanzvariabeln deniert.
Hintergrund Klasseninstanzvariablen sind eine Besonderheit von Smalltalk. Sie gehen darauf
zuruck, da jede Klasse in Smalltalk durch ihr Klassenobjekt reprasentiert wird. Eine Klassen-
instanzvariable ist eine Variable, die direkt diesem Klassenobjekt zugeordnet ist. Daher hat jede
Unterklasse eine eigene Klasseninstanzvariable, obwohl sie nur einmal in der Superklasse deklariert
ist.
Architekturanderungen Klasseninstanzvariablen mussen in Java entfallen. Es gibt kein direktes
Sprachkonstrukt, das die gleiche Funktionalitat erfullt. Sie werden durch abstrakte Getter{ und
Setter{Methoden dargestellt, die in der Superklasse deniert sind und von jeder Subklasse im-
plementiert werden mussen. Jede Verwendung dieser Variablen mu durch den entsprechenden
Methodenaufruf ersetzt werden. Die Anderung der Architektur ist jedoch minimal.
Betroene Muster Factory Method (5.2.2), Singleton (5.2.4)
Problem 12
Der Abhangigkeits{Mechanismus ist in Java nicht im Objekt{Framework enthalten.
Hintergrund In Smalltalk kann sich ein Observer bei einem beliebigen Objekt (Subjekt) fur den
Erhalt von Anderungsmeldungen registrieren. In Java dagegen mu das Subjekt von Observable
erben, um Observer verwalten zu konnen.
Architekturanderungen Die direkte Migration des Abhangigkeitsmechanismus bedeutet, da die
Klassenstruktur so umgebaut werden mu, da das Subjekt von Observable erbt. Das ist nicht
immer moglich. Auerdem funktioniert dieses Verfahren nur fur selbstgeschriebene Klassen, da in
die Vererbungsstruktur bestehender Klassen nicht eingegrien werden kann.
Meist wird der Abhangigkeitsmechanismus in Java durch das Ereignismodell ersetzt. Das Er-
eignismodell ist jedoch auch mit einer Architekturanderung verbunden. Der Observer mu ein
Listener{Objekt denieren, welches ein passendes Listener{Interface implementiert. Der Observer
kann sich auerdem nicht mehr fur jede Anderung im Subjekt registrieren, sondern mu sich auf
eine Ereignisklasse festlegen. Bei diesem Verfahren wird also eine Klasse, eine Interface und evtl.
noch eine Hilfsklasse zusatzlich in die Architektur eingebracht.
In beiden Fallen kann es notig sein, die Klassenstruktur zu andern.
Betroene Muster Observer (5.2.12), Interaktive Anwendung, MVC (5.3.3)
Problem 13
Listener{Interface schreibt Namen der Behandlermethoden in Java vor.
Hintergrund Listener{Klassen denieren das Protokoll, uber welches die ereigniserzeugenden Ob-
jekte mit registrierten Behandlerobjekten kommunizieren. Dieses Protokoll legt fest, welche Me-
thode im Behandlerobjekt zur Behandlung welchen Ereignisses aufgerufen wird. In Smalltalk kann
eine beliebige Methode zum Behandlen eines Ereignisses registriert werden.
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Architekturanderungen Dieses Problem kann in zweierlei Hinsicht zu einer Architekturanderung
fuhren.
Die Behandlermethoden, die zu einer Ereignisklasse gehoren, konnen in Smalltalk uber mehrere
Objekte verteilt sein. In Java mussen sie in einem Behandlerobjekt zusammengefat sein. Falls die
Behandlermethoden in ihren ursprunglichen Objekten auf den internen Zustand zugreifen, mu
diese Moglichkeit auch nach der Migration bestehen. Hierzu sind evtl. Adapter in Form von inneren
Klassen notig (5.2.5).
Weiterhin hat die Festlegung der Namen im Interface zur Folge, da die Behandlermethoden
umbenannt werden mussen. Folglich mu der Aufruf in allen Klienten geandert werden, die diese
Methoden aufrufen. Die Klienten sind aufgrund des dynamischen Typsystems bzw. aufgrund von
dynamischen Methodenaufrufen nicht immer leicht festzustellen.
Betroene Muster Observer (5.2.12)
Problem 14
Klassenobjekte bleiben in Smalltalk uber einen Neustart des Systems hinweg erhalten.
Hintergrund Eine Klasse wird in Smalltalk durch ein Klassenobjekt reprasentiert. Dieses Klassen-
objekt wird beim Anlegen der Klasse erzeugt. Anschlieend konnen die Klassenvariablen und Klas-
seninstanzvariablen vom Entwickler initialisiert werden. Vor dem Verlassen des Smalltalk{Systems
wird das Klassenobjekt im Image abgespeichert und beim Neustart wiederhergestellt. Die Initia-
lisierung geht nicht verloren und somit wird in machen Fallen kein expliziter Mechanismus zur
Initialisierung von Klassenvariablen und Klasseninstanzvariablen benotigt. In Java wird das Klas-
senobjekt bei jedem Laden der Klasse neu angelegt, weshalb die Klassenvariablen jedesmal wieder
neu initialisiert werden mussen.
Architekturanderungen In Java ist ein Sprachkonstrukt zum Initialisieren von Klassenvariablen
deniert (static initializer). Die Schwierigkeit liegt in diesem Fall darin, die Startwerte der Variablen
zu ermitteln. Eine Moglichkeit ist, den aktuellen Wert der Variablen zu nehmen. Daneben existiert
noch die Moglichkeit einer Initialisierung durch das Smalltalk{System. Manche registrierten Klas-
sen werden vom Smalltalk{System uber den Neustart unterrichtet (startUp). Diese konnen nun
ihrerseits Initialisierungen ausfuhren bzw. weitere Initialisierungsmethoden aufrufen. Durch die Mi-
gration nach Java kann ein Groteil dieser Initialisierungen im static initializer geschehen, weshalb
einige Methoden wegfallen konnen.
Betroene Muster Explicit Initialization (5.1.11), Lazy Initialization (5.1.12)
Problem 15
In Java sind keine internen Iteratoren deniert.
Hintergrund Interne Iteratoren werden in Smalltalk von den Collection{Klassen deniert. Sie
dienen dem Iterieren uber den Elementen einer Collection. Dem Aufruf eines internen Iterators
wird ein Codeblock mitgegeben, welcher die auszufuhrenden Aktionen auf dem Element kapselt.
In Java sind ausschlielich externe Iteratoren deniert.
Architekturanderungen Bei der Migration mussen interne Iteratoren folglich zu externen Ite-
ratoren umgeschrieben werden. Das bedeutet, in Java mu die Schleife zum Iterieren uber den
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Elementen explizit kodiert werden. Die verschiedenen Arten, Elemente beim Iterieren auszultern,
mussen von Hand nachgebildet werden (5.2.10).
Die Transformation zu externen Iteratoren kann sich ebenfalls auf Objekte auswirken, die eine
Collection zum Speichern von Elementen verwenden. Um einem Klienten Zugri auf diese Elemente
zu geben, wird in Smalltalk der Iteratorblock durch Delegation an die Collection weitergegeben.
In Java liefert dagegen die Collection einen externen Iterator. Dieser Iterator wird an den Klienten
weitergegeben (5.1.13).
Betroene Muster Enumeration Method (5.1.13), Iterator (5.2.10)
Problem 16
Smalltalk unterscheidet zwischen shallowCopy und deepCopy, wahrend Java nur die Methode
clone() deniert.
Hintergrund In Smalltalk sind zwei Mechanismen zum Kopieren eines Objekts vordeniert. D.h.
ein Klient kann sich beim Verwenden eines Objekts entscheiden, welcher Mechanismus in diesem
Fall verwendet werden soll. In Java fallt die Entscheidung uber die Art des Kopierens bei der
Denition der Klasse. In der Klassendenition kann der vordenierte Mechanismus uberschrieben
werden.
Architekturanderungen Schwierigkeiten sind zu erwarten, falls in Smalltalk beide Kopiermecha-
nismen einer Klasse gemischt verwendet werden. In Java mu dann der zweite Mechanismus durch
eine eigene Methode nachgebildet werden. Diese Methode mu im Extremfall in allen Klassen ein-
gefugt werden, deren Instanzen als Elemente des zu kopierenden Objekts vorkommen konnen. Das
fuhrt potentiell zu einer Erweiterung des Protokolls bei sehr vielen Klassen.
Dieses Nachbilden in Java funktioniert nur, wenn der Code samtlicher beteiligter Klassen selbst
verandert werden kann. Falls dies nicht der Fall ist, mu sich die Migration auf einen der beiden
Kopiermechanismen beschranken. Diese Beschrankung kann dazu fuhren, da die Klienten der zu
kopierenden Klasse selbst in den Kopierproze eingreifen mussen.
Betroene Muster Prototype (5.2.3)
Problem 17
In Java ist keine Objekt{Mutation deniert.
Hintergrund In Smalltalk konnen zwei Objekte gegeneinander ausgetauscht werden. Das bedeutet
ein Vertauschen samtlicher Verweise auf die beiden Objekte.
Architekturanderungen Die Objektmutation ist ein sehr machtiges Hilfsmittel in Smalltalk. Es
ist in Java nicht vorhanden. Um die Objekt{Mutation zu ersetzen kann es notig sein, mehrere
zusammenarbeitende Klassen zu erstellen (5.2.8). Alternativ konnte das Vertauschen samtlicher
Verweise von der Applikation selbst implementiert werden. Auf jeden Fall ist die Verwendung die-
ses Plattformelements mit groen Architekturanderungen verbunden. Glucklicherweise wird dieser
Mechanismus von Smalltalk sehr selten eingesetzt.
Betroene Muster Proxy (5.2.8)
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Problem 18
Ein Objekt kann in Java nicht von null erben.
Hintergrund Eine Subklasse erbt das Protokoll ihrer Superklasse. Durch das Erben von null
kann in Smalltalk eine Klasse deniert werden, die keinerlei Protokoll besitzt.
Architekturanderungen In Java existiert dieser Mechanismus nicht. Eine Klasse mu zumindest
von Object erben. Durch die Migration mussen entweder samtliche Methoden entsprechend uber-
schrieben werden, oder auf das Objekt wird uber ein Interface zugegrien, welches keine Methoden
deniert. Auf die Architektur der Applikation wirkt sich diese Anderung kaum aus. Zudem wird
dieser Mechanismus in Smalltalk selten eingesetzt.
Betroene Muster Proxy (5.2.8)
Problem 19
In Smalltalk sind Instanzen der Stream{Klassen freier positionierbar als in Java.
Hintergrund Die Stream{Klassen dienen dem Iterieren uber den Elementen einer Collection. Sie
konnen frei auf der zugrundeliegenden Collection positioniert werden. In Java konnen externe
Iteratoren lediglich sequentiell auf die Elemente zugreifen.
Architekturanderungen Die freie Positionierbarkeit kann es in Java notwendig machen, auf die
Elemente der Collection direkt zugreifen zu mussen. Dadurch wird die Kapselung der Collecti-
on durch den Iterator aufgehoben und der Code im Klienten zum Arbeiten mit den Elementen
wird komplizierter. Die Anderung in der Architektur druckt sich durch Andern des Protokolls der
beteiligten Klassen und Umschreiben des Zugriscodes auf die Elemente im Klienten aus.
Betroene Muster Iterator (5.2.10)
6.2 Bewertung der Plattformelemente
Jede Verwendung eines Plattformelements fuhrt bei der Migration zu einer mehr oder weniger star-
ken Anderung der Applikationsarchitektur. Der Grad dieser Anderung wird fur die verschiedenen
Plattformelemente diskutiert und der Einu auf die Architektur bewertet.
Hierzu denieren wir zunachst die beiden Bewertungskriterien Einu auf Applikationsarchitek-
tur und Unterschied zwischen Smalltalk und Java. Durch die Kombination dieser beiden Kriterien
konnen wir eine Aussage uber den Grad der Architekturanderung bei der Migration treen, die
sich aus der Verwendung des jeweiligen Plattformelements ergibt.
Einu auf Applikationsarchitektur
Um uber typische Architekturmerkmale sprechen zu konnen, betrachten wir Idiome, Entwurfsmu-
ster und Architekturmuster. Zur Implementierung dieser Muster werden die Elemente der Platt-
formen verwendet bzw. die Elemente werden anhand dieser Muster strukturiert. Um den Grad des
Einusses eines Plattformelements auf die Applikationsarchitektur zu bewerten, betrachten wir
auf welcher Ebene der Musterhierarchie sich das durch das Plattformelement realisierte Muster
bendet. Der Einu auf die Applikationsarchitektur ist eine qualitative Groe.
Beispielsweise ist die Verwendung der Methode yourself lediglich als Idiom zu nden. Daher ist
der Einu dieser Methode auf die Applikationsarchitektur gering. Das GUI{Framework dagegen
implementiert ein Architekturmuster. Daher ist sein Einu auf die Applikationsarchitektur sehr
gro.
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Unterschied zwischen Smalltalk und Java
Dieses Kriterium druckt aus, wieviel Anderungsaufwand im Programmcode durch die Migration
notwendig wird. Das kann ein Umstellen in der Klassenhierarchie bedeuten oder lediglich das Um-
formatieren von Programmcode. Hierbei interessiert uns nicht, ob diese konkreten Anderungen
beispielsweise durch einen Texteditor automatisch vorgenommen werden konnen oder vom Ent-
wickler noch von Hand durchgefuhrt werden mussen (Bsp. Umstellungen der Klassenstruktur).
Durch das Aufkommen von Werkzeugen zur Refaktorierung kann in Zukunft auch in diesem Be-
reich mehr automatisiert werden [Opd97]. Der Unterschied zwischen Smalltalk und Java ist eine
quantitative Groe.
Beispielsweise ist die Verwendung von Zufallszahlen auf beiden Plattformen nahezu identisch,
weshalb der Grad der Anderung gering ist. Dagegen bringt die Verwendung von Ausnahmen groe
Veranderungen mit sich.
Sprache (4.1.1)
Einu auf Architektur Die Sprache beschreibt, wie ein Programm aufgeschrieben wird und wie
die einzelnen Sprachkonstrukte zusammenarbeiten. Dadurch ist der gesamte Quellcode von den
Eigenschaften der Sprache abhangig. Allerdings hat die reine Quellcodeebene kaum einen Einu
auf die Architektur (Bsp. Operatoren, Ausdrucke, Literale, Namensraume). Die Sprache gibt aber
auch Moglichkeiten zur Gestaltung der Applikationsarchitektur vor (Bsp. Klassenbeziehungen, Pro-
grammdenition). Der Bereich dazwischen hebt sich von der reinen Quellcodeebene ab, hat aber
nur in Einzelfallen einen groeren Einu auf die Architektur (Datentypen, Variablen, Nachrichten
und Methoden). Daneben existieren Verwaltungsmechanismen, die aber eher der Quellcodeorgani-
sation dienen (Protokolle, Kategorien).
Unterschied zwischen Smalltalk und Java Die groten Unterschiede sind dort zu nden, wo der
Einu auf die Applikationsarchitektur nicht sonderlich gro ist. Dagegen sind die Moglichkeiten
der Gestaltung der Beziehungen zwischen den Klassen eng beieinander. Die Programmdenition
hebt sich hiervon ab. Die Trennungslinie zwischen Applikation und System ist nicht immer leicht zu
ziehen. Allerdings bieten die Entwicklungswerkzeuge hierfur meist eine Unterstutzung an, womit
Applikationen getrennt verwaltet werden konnen. Dadurch bleiben Anderungen in der Architektur
begrenzt.
Bewertung Insgesamt wirkt sich die Migration auf Sprachebene nicht so stark auf die Applika-
tionsarchitektur aus wie zunachst erwartet. Auch wenn sich Smalltalk und Java zum Teil stark
unterscheiden, so ist doch die Umsetzung in ein passendes Java{Konstrukt meist sehr naheliegend
und schlussig zu bewerkstelligen.
Fundamental (4.1.2)
Einu auf Architektur Die Elemente der Fundamental{Protokollklasse unterscheiden sich hin-
sichtlich ihres Einusses auf die Applikationsarchitektur. Teilweise ist der Einu zu vernachlassi-
gen (Zeichen, Boolesche Werte) oder nur in Details zu sehen (Pseudovariablen). Den weitreichend-
sten Einu hat die Klasse Object. Sie deniert das grundlegende Verhalten aller Objekte und
durchdringt damit die gesamte Applikation. Falls Objekt{Mutation auftritt, ist ihr Einu auerst
gro, allerdings begrenzt auf diese Stelle.
Unterschied zwischen Smalltalk und Java Die Arbeit mit Zeichen und Booleschen Werten un-
terscheidet sich nicht grundlegend. Die Objekt{Erzeugung und Initialisierung sind zwar auf andere
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Art realisiert, aber mit uberschaubarem Aufwand zu migrieren. Ein Mechanismus zum Freige-
ben von Objekten existiert in Smalltalk nur begrenzt. Die Smalltalk{spezischen Fehlermethoden
werden in Java meist nicht benotigt. Objekt{Mutation existiert in Java gar nicht.
Bewertung Objekt{Mutation ist der kritischste Aspekt von Fundamental. Die Anderungen kon-
nen im Einzelfall ziemlich weitreichend sein. Allerdings wird Objekt{Mutation selten verwendet.
Der Umgang mit Objekten unterscheidet sich im Detail, kann aber so in Java abgebildet werden,
da sich die Anderung der Architektur in Grenzen halt.
Valuable (4.1.3)
Einu auf Architektur Valuable ist laut ANSI{Standard fur Smalltalk der Uberbegri fur alle
Objekte, die durch Aufruf einer value{Methode ausgewertet werden. In dieser Arbeit betrachten
wir hiervon ausschlielich Codeblocke, die in Smalltalk als Objekte erster Klasse behandelt werden.
Der Einu von Codeblocken macht sich in einer Applikation vorwiegend im Detail bemerkbar. Sie
ermoglichen in Smalltalk die Realisierung von Kontrollstrukturen und die elegante Formulierung
von internen Iteratoren und einer lokalen Ausnahmebehandlung, wo sie nur einen geringen Einu
auf die Gesamtarchitektur entwickeln. Weiterhin sind sie die Ablaufeinheiten der Parallelverarbei-
tung von Smalltalk und die von der Ausnahmebehandlung zu schutzenden Programmstucke, wobei
der Einu dieser beiden Aspekte auf die Applikationsarchitektur deutlich zu spuren ist.
Unterschied zwischen Smalltalk und Java Codeblocke sind in Java auch vorhanden, konnen aber
nicht als Objekte erster Klasse verwendet werden, sondern dienen lediglich der Strukturierung
von Quellcode. Die Funktion der Codeblocke wird in Java in den meisten Fallen von anderen
Sprachkonstrukten oder Plattformelementen ubernommen.
Bewertung Die Unterschiede zwischen Java und Smalltalk sind nur dort deutlich ausgepragt, wo
kein groer Einu auf die Applikationsarchitektur besteht. Daher sind die Anderungen in der
Architektur meist zu vernachlassigen.
Der grote Unterschied liegt in der Parallelverarbeitung. Allerdings ist die Migration der Par-
allelverarbeitung aufgrund der sehr eingeschrankten Fahigkeiten von Smalltalk in diesem Bereich
kein Problem.
Reexion (4.1.7)
Einu auf Architektur Die reexiven Eigenschaften von Smalltalk sind Teil des Meta{Objekt{
Protokolls. Das Meta{Objekt{Protokoll deniert die Schnittstelle zum Klassensystem. Uber die-
ses Protokoll konnen Metainformationen abgefragt, aber auch die bestehende Klassenstruktur
verandert und das Verhalten des Systems beeinut werden. Die Abfrage und Verwendung von
Metainformationen kann aufgrund der Dynamik, die dadurch ermoglicht wird, einen mittleren
Einu auf die Applikationsarchitektur haben. Eine weitergehende Verwendung des Meta{Objekt{
Protokolls, wie Anderung der Klassenstruktur oder des Systemverhaltens, hat massiven Einu auf
die Applikationsarchitektur.
Unterschied zwischen Smalltalk und Java In Java sind lediglich solche reexive Eigenschaften
deniert, die der Abfrage von Metainformationen dienen. Eingrie in die Klassenstruktur bzw.
Veranderungen des Systemverhaltens sind nicht moglich.
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Bewertung Die intensive Verwendung des Meta{Objekt{Protokolls kann derart bestimmend fur
die Applikationsarchitektur sein, da oft nur eine Neuentwicklung moglich ist. Die Architektur der
gleichen Applikation kann in Java vollstandig anders aussehen, insbesondere weil viele Mechanis-
men des Meta{Objekt{Protokolls nicht nachgebildet werden konnen.
Ausnahmebehandlung (4.3.3)
Einu auf Architektur Eine Ausnahme bedeutet ein Abweichen vom ursprunglichen Kontroll-
u aufgrund einer unerwarteten Situation. Ein solches Abweichen kann sich auf dem Laufzeitstapel
uber mehrere Aktivierungsblocke, sprich uber mehrere Methodenaufrufe in moglicherweise unter-
schiedlichen Klassen hinziehen. Fur den Entwurf der Ausnahmebehandlung bedeutet das, da ein
solches dynamisches Abweichen vom ublichen Kontrollu uber mehrere Klassen hinweg bedacht
werden mu | im Einzelfall uber die gesamte Applikation hinweg.
Unterschied zwischen Smalltalk und Java In beiden Sprachen sind Blocke die Behandlungsein-
heiten der Ausnahmebehandlung. Eine Applikation kann fur einen Block einen Ausnahmebehandler
registrieren.
In Smalltalk kann im Gegensatz zu Java mit Hilfe von Ausnahme{Collections ein Behandler fur
eine ganz Reihe von Ausnahmen registriert werden. Zudem sind in Smalltalk Default{Behandler
deniert, die aufgerufen werden, falls entlang des Aufrufstapels kein Behandler gefunden werden
kann. In Java propagiert die Ausnahmebehandlung in einem solchen Fall bis zur main(){Methode.
Weil eine Applikation in Java Zugri auf diese Methode hat, kann sie dort die Default{Behandler
installieren und damit die Smalltalk{Funktionalitat sehr gut nachbilden.
Bewertung Die Verwendung der Ausnahmebehandlung fuhrt bei der Migration in der Regel zu
keinen groen Anderungen der Architektur, wenn auch die Implementierungsdetails sehr unter-
schiedlich sein konnen.
Widgets (4.3.5)
Einu auf Architektur Die vorhandenen Widget{Klassen bestimmen, aus welchen Elementen
sich eine graphische Benutzeroberache zusammensetzen kann und wie die Elemente zusammenar-
beiten. Die Gestaltung der Oberache ist idealerweise von der Kernfunktionalitat der Applikation
getrennt. Folglich beschrankt sich der Einu der Widgets auf die Architektur der Prasentations-
schicht.
Unterschied zwischen Smalltalk und Java Samtliche relevanten Widget{Klassen konnen in Java
ebenfalls dargestellt werden, auch wenn im Detail groe Unterschiede vorliegen (z.B. Layout{
Management).
Bewertung Aufgrund des unterschiedlichen Aufbaus mu die graphische Oberache normaler-
weise neugeschrieben werden. Die Gesamtarchitektur der Applikation ist aber mehr vom Interak-
tionsmechanismus zwischen der Prasentationsschicht und dem Applikationsmodell abhangig.
Ereignisbehandlung (4.3.3)
Einu auf Architektur Die Ereignisbehandlung dient dazu, einen Klienten uber das Eintreten
eines Ereignisses zu informieren (beispielsweise Aktion des Benutzers). Diese Ereignisse treten asyn-
chron auf. Durch die Ereignisbehandlung wird der Kontrollu umgedreht (Hollywood{Prinzip).
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Dieser Mechanismus hat einen groen Einu auf die Applikationsarchitektur, weil nicht mehr die
Applikation den Kontrollu bestimmt, sondern sich in den globalen Kontrollu einklinken mu.
Unterschied zwischen Smalltalk und Java Die Ereignisbehandlung wird in Smalltalk uber einen
dynamischen Methodenaufruf realisiert. Eine Applikation kann fur jedes denierte Ereignis einen
eigenen Behandler registrieren. In Java werden Behandlerobjekte registriert, deren Protokoll uber
ein Interface angesprochen wird. Zudem mussen die Behandlermethoden einer Ereignisklasse zu-
sammengefat werden. Da durch die Migration einige Umstrukturierungen notwendig sind, halt
sich der Unterschied im mittleren Rahmen.
Bewertung Die Verwendung der Ausnahmebehandlung kann bei der Migration zu mittleren
Anderungen in der Architektur fuhren.
Windows (4.3.5)
Einu auf Architektur Die Strukturierung der Fenster ist durch das GUI{Framework vorge-
geben. Es bestimmt den Lebenszyklus der verwendeten Fenster, sorgt fur den Anschlu an die
Applikationslogik und strukturiert den Aufbau der Fenster. Insbesondere aufgrund des verwen-
deten Ereignismodells hat der Anschlu an die Applikationslogik einen groen Einu auf die
Gesamtarchitektur der Applikation.
Unterschied zwischen Smalltalk und Java Der Aufbau der Fenster unterscheidet sich zwischen
Smalltalk und Java stark. Der Lebenszyklus ist in Smalltalk in feinere Schritte unterteilt und damit
spezischer zu beeinussen als in Java. Die Unterschiede in der Interaktion mit dem Applikations-
modell beruhen auf dem Ereignismodell.
Bewertung Insbesondere die Art des Anschlusses der Oberache an die Applikationslogik kann
zu Veranderungen in der Gesamtarchitektur fuhren. Das ist u.a. auf das Typsystem bzw. das Ereig-
nismodell zuruckzufuhren. Der unterschiedliche Lebenszyklus und vor allem der unterschiedliche
Aufbau des Widget{Baums fuhren zu Anderungen in der Prasentationsschicht, die aber auf diese
Schicht beschrankt bleiben.
Datentransfer in GUI (4.3.5)
Einu auf Architektur Zum Datentransfer in der graphischen Benutzeroberache durch den Be-
nutzer existieren zwei Mechanismen. Zum Verwenden der Clipboard{Funktionalitat ruft die Appli-
kation lediglich Methoden auf, die von bestehenden Objekte angeboten werden. Der Drag&Drop{
Mechanismus hat einen groeren Einu. Die Dialogsteuerung mu uber Aktionen des Benutzers
informiert werden, wozu eine Ereignisbehandlung vorgesehen werden mu. Diese tritt jedoch sehr
konzentriert in der Dialogsteuerung und selten in Erscheinung, weshalb der Einu auf die Ge-
samtarchitektur vergleichsweise gering ist.
Unterschied zwischen Smalltalk und Java Der Clipboard{Mechanismus wird auf ahnliche Art
realisiert. Der Drag&Drop-Mechanismus ist fur Java zwar vorgesehen, im Moment allerdings noch
nicht implementiert. Darauf mu bei der Migration also im Moment noch verzichtet werden.
Bewertung Durch die Migration der Verwendung des Datentransfermechanismus werden vorwie-
gend Anderungen in der Prasentationsschicht verursacht. Die Anderungen in der Gesamtarchitek-
tur fallen gering aus.
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Prozesse (4.1.5)
Einu auf Architektur Die Mechanismen zur Parallelverarbeitung konnen groen Einu auf
die Applikationsarchitektur haben, da die Zusammenarbeit und Synchronisation paralleler Prozesse
bedacht werden mu und sich der Kontrollu nicht mehr linear nachvollziehen lat.
Unterschied zwischen Smalltalk und Java Smalltalk bietet nur minimale Unterstutzung fur
Parallelverarbeitung. Dagegen ist Parallelverarbeitung eine der Starken von Java, weshalb Java
hier vielfaltige Moglichkeiten bietet. Zudem sind die Ablaufeinheiten in Smalltalk Codeblocke,
wahrend sie in Java vollstandige Objekte sind.
Bewertung Die Migration ist unproblematisch, kann aber einige architekturelle Anderungen nach
sich ziehen | insbesondere aufgrund der unterschiedlichen Ablaufeinheiten.
Objekt{Framework (4.3.1)
Einu auf Architektur Jedes Objekt erbt von der Klasse Object. Daher wirkt sich die Gestal-
tung dieses Protokolls auf die gesamte Applikation aus.
Unterschied zwischen Smalltalk und Java Die Klasse Object weist in Smalltalk und Java nur
geringe Unterschiede auf. Java fehlen einige Details (Bsp. addDependent), besitzt hingegen Eigen-
schaften, die in Smalltalk fehlen (Bsp. notify()).
Bewertung In einigen Fallen mussen in Java statt des Objekt{Protokolls andere Klassen ver-
wendet werden. Jedoch sind aufgrund von Object keine groen Anderungen in der Architektur zu
erwarten.
Collections (4.2.1)
Einu auf Architektur Collections sind in Smalltalk uberall zu nden. Sie implementieren grund-
legende Datentypen (Strings, Symbole) und stellen eine Behalterfunktionalitat zur Verfugung. Die
Behalterfunktionalitat dient unter anderem der Gestaltung von Aggregationen.
Die vorhandenen Datentypen beeinussen vorwiegend die Implementierung, nicht die Archi-
tektur einer Applikation. Die Eigenschaften der Behalterfunktionalitat bestimmt, wie dynami-
sche Klassenbeziehungen gestaltet werden konnen und nehmen dadurch Einu auf die Gestal-
tungsmoglichkeiten der Architektur.
Unterschied zwischen Smalltalk und Java Im wesentlichen decken die Java{Collections die
Behalter{Funktionalitat von Smalltalk ab. Die Smalltalk{Collections sind jedoch noch etwas kom-
fortabler und exibler.
Die Datentyp{Funktionalitat wird in Java durch Klassen dargestellt, die nicht zu den Collections
gehoren.
Bewertung Obwohl Collections in Smalltalk und Java viele Unterschiede aufweisen und deren
Einu auf die Architektur gegeben ist, halt sich die Anderung aufgrund der unterschiedlichen
Gewichtungen der einzelnen Aspekte in engen bis mittleren Grenzen.
Zufallszahlen (4.2.5)
Einu auf Architektur Der Einu auf die Architektur ist vernachlassigbar.
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Unterschied zwischen Smalltalk und Java Java kann hier mehr, aber ein groer Unterschied ist
nicht zu entdecken.
Bewertung Dieses Plattformelement hat gute Chancen dasjenige zu sein, dessen Migration die
geringsten Veranderungen in der Applikationsarchitektur hervorruft.
Strome (4.2.3)
Einu auf Architektur Strome dienen dazu, uber die Elemente einer Collection zu iterieren.
Aufgrund der Existenz von internen Iteratoren in Smalltalk kommen Strome nur selten zum Ein-
satz. Falls Strome eingesetzt werden, bestimmen sie die Art, wie auf die darunterliegende Collection
zugerien werden kann. Durch Strome der Zugri auf eine einzige Collection von vielen Stellen in
der Applikation aus moglich.
Unterschied zwischen Smalltalk und Java Im wesentlichen besitzen Smalltalk{Strome und ex-
terne Iteratoren in Java die gleichen Eigenschaften. Allerdings konnen viele Strome in Smalltalk
absolut positioniert werden. Dies geht in Java nicht.
Bewertung Meist hat die Migration von Stromen keine groen Anderungen der Applikationsar-
chitektur zur Folge. Falls die Eigenschaft der Positionierbarkeit eingesetzt wird, mu in Java der
Zugri direkt auf die Collection erfolgen. Dabei sind alle beteiligten Klassen zu andern, wenn der
Zugri auf den Strom in Smalltalk an mehreren Stellen erfolgt.
Dateistrome (4.2.4)
Einu auf Architektur Dateistrome dienen dem Zugri auf Dateien. Dieser Zugrismechanismus
hat eine eigene Architektur, die jedoch nur lokalen Einu hat.
Unterschied zwischen Smalltalk und Java Der Zugri auf Dateien ist in Smalltalk wie Java
strombasiert. Allerdings weist die konkrete Gestaltung des Zugris groe Unterschiede auf. Java
ist hierbei um einiges exibler.
Bewertung Auch wenn der Zugri auf Dateien viele Anderungen bedeutet, so ist doch die Ande-
rung in der Gesamtarchitektur nur punktuell zu sehen.
Zahlen (4.1.4)
Einu auf Architektur Der Einu der in einer Sprache vorhandenen Zahlen beschrankt sich
darauf, welche Rechnungen mit Zahlen problemlos moglich sind und wieviel in der Applikation
selbst berucksichtigt werden mu beim Umgang mit Zahlen. Dieser Einu tritt aber nur sehr
lokalisiert auf.
Unterschied zwischen Smalltalk und Java Durch die automatische Umwandlung in den benotig-
ten Zahlentyp in Smalltalk mu in der Applikation dafur nur in den seltensten Fallen Vorsorge
getroen werden. In Java mu jede Typumwandlung explizit erfolgen. Zudem decken sich die vor-
handenen Zahlentypen nicht vollstandig.
Bewertung Ein paar Detailunterschiede aber ohne Anderung an der Applikationsarchitektur.
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Datum und Zeit (4.2.2)
Einu auf Architektur Der Einu ist auerst gering.
Unterschied zwischen Smalltalk und Java Diese Elemente weisen in Smalltalk und Java wieder
einige Detailunterschiede auf, haben aber prinzipiell die gleiche Funktionalitat.
Bewertung Die Verwendung dieser Plattformelemente fuhrt zu keiner nennenswerten Anderung
in der Applikationsarchitektur.
Wie oben gesehen haben die verschiedenen Plattformelemente einen unterschiedlich groen
Einu auf die Architektur einer Applikation. Beispielsweise beeinut das GUI{Framework die
Applikationsarchitektur mehr, als die Klassen zur Datumsberechnung.
Gleichzeitig unterscheiden sich die verschiedenen Plattformelemente nach der Groe des Unter-
schiedes zwischen Java und Smalltalk. Insbesondere auf der Sprachebene sind sehr groe Unter-
































Abbildung 6.1: Architekturanderung durch Migration der Verwendung von Plattformelementen
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Die Anderung der Applikationsarchitektur durch die Migration eines Plattformelements er-
gibt sich aus der Kombination der beiden Bewertungskriterien (siehe Abbildung 6.1). Je groer der
Einu eines Plattformelements auf die Applikationsarchitektur und je groer die Unterschiede zwi-
schen Smalltalk und Java, desto groer ist die Anderung der Architektur einer Applikation. Zwei
Plattformelemente, die auf derselben Kurve liegen, fuhren zu einer vergleichbar groen Anderung
der Architektur einer Applikation bei der Migration. Die in der Abbildung dargestellten Hyperbeln
teilen die Plattformelemente in Aquivalenzklassen modulo
"
Grad der Anderung der Applikations-
architektur\ ein. Die Positionierung der Elemente darf nicht absolut aufgefat werden. Sie soll
vielmehr ein Ausdruck der Verhaltnisse der Plattformelemente zueinander sein.
6.3 Zusammenfassung
Dieses Kapitel nahrte sich dem Problem der Anderung der Applikationsarchitektur bei einer Mi-
gration auf zwei Wegen:
Zunachst wurden die Problemklassen, die bei der Migration der Muster gefunden wurden da-
hingehend untersucht, auf welche Art sie Einu auf die Anderung der Applikationsarchitektur bei
der Migration nehmen. Anschlieend wurde dargestellt, wie gro die Anderung der Applikations-
architektur ist, die die Verwendung der verschiedenen Plattformelemente mit sich bringt.
Die Aufgabenstellung der Arbeit war, den Einu der Sprachplattform einerseits und der ver-
wendeten bzw. induzierten Muster andererseits auf die Anderung der Applikationsarchitektur bei
einer Migration darzustellen. Dies geschah in den beiden vorausgehenden Kapiteln. Dieses Kapitel
tragt die daraus gewonnenen Erkenntnisse zusammen und stellt sie in konzentrierter Form dar.
Wir haben damit eine im Rahmen der Aufgabenstellung erschopfende Antwort gegeben.
7
Zusammenfassung
7.1 Gang der Untersuchung
Diese Arbeit vergleicht die Applikationsarchitekturen in Smalltalk und Java im Hinblick auf Mi-
gration. Das bedeutet, da die Architektur einer Applikation nur insoweit betrachtet wird, wie sie
fur die Migration eine Rolle spielt. Den Begri Applikationsarchitektur fassen wir als Kombination
von Mustern auf verschiedenen Abstraktionsebenen auf. Die Gesamtarchitektur einer Applikation
ergibt sich aus der Summe dieser Muster. Die Implementierungen dieser Muster sind abhangig von
den Elementen der jeweiligen Sprachplattform. Die Sprachplattform nimmt also auch Einu auf
die Architektur einer Applikation.
Speziell untersucht diese Arbeit, wie sich die Architektur einer Applikation durch die Migration
andert bzw. andern mu, damit eine Applikation im Java{Stil entsteht.
Die angestellte Untersuchung teilt sich in mehrere Schritte auf:
1. Zunachst wurden die Elemente beider Plattformen miteinander verglichen. Der Vergleich ver-
wendete eine moglichst herstellerunabhangige Strukturierung der Smalltalk{Plattform. Der
Schwerpunkt bei diesem Vergleich lag darauf, wie die Funktionalitat, die durch die Verwen-
dung eines Plattformelements genutzt wird, in Java angeboten und im Stil von Java genutzt
wird. Jedes Plattformelement wurde kurz vorgestellt, soweit es fur die Darstellung der Mi-
gration notig war. Das Element der Java{Plattform, welches die gleiche Funktionalitat wie
das betrachtete Element der Smalltalk{Plattform anbietet, wurde ebenfalls kurz erlautert.
Anschlieend erfolgte eine Beschreibung, wie die Verwendung eines Elements der Smalltalk{
Plattform nach Java zu portieren ist. Falls mehrere gangbare Alternativen vorlagen, wurden
diese aufgezeigt.
2. Danach wurde die Migration auf der Ebene von Mustern beschrieben. Muster sind Beschrei-
bungen von wiederverwendbarem Design. Sie sind in einem Mustersystem angeordnet, wel-
ches die Muster anhand unterschiedlicher Abstraktionsgrade unterscheidet. Sehr eng mit der
Sprachebene sind Idiome verknupft. Sie stellen Problemlosungen dar, die sich im taglichen
Umgang mit der Programmiersprache ergeben. Idiome sind fur diese Arbeit interessant, weil
sie die typische Verwendung der Sprachplattformen aufzeigen. Entwurfsmuster abstrahieren
mehr von der Implementierung. Sie sind eine Form von Mikroarchitektur. Zum einen werden
Entwurfsmuster von Applikationsentwicklern verwendet, um die Architektur einer Applikati-
on zu gestalten. Zum anderen existieren sie in der vorhandenen Klassenbibliothek. Durch die
Art ihrer Verwendung pragen sie einer Applikation eine Architektur auf. Architekturmuster
schlielich dienen der Strukturierung der Applikation insgesamt. Die in einer Sprachplatt-
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form vorhandenen Architekturmuster mussen verstanden werden, um die Elemente im Stil
der Plattform zu verwenden.
Die Untersuchung einer Reihe von Mustern zeigte deren spezische Implementierungen bzw.
Realisierungen auf. Die Verwendung der Elemente einer Sprachplattform ermoglicht zum
Teil eine sehr spezialisierte Implementierung eines Musters. Jede Musterimplementierung
wurde dann daraufhin untersucht, wie eine Migration nach Java erfolgen konnte bzw. wie die
Verwendung dieser Musterimplementierung migriert werden konnte. Diese Betrachtung der
Mustermigration kommt einer Betrachtung der Migration eines Teils der Architektur nach
Java gleich. Wichtig fur die Darstellung war die klare Auistung der Unterschiede, die eine
Migration problematisch machen.
3. Anschlieend wurden die Ergebnisse der beiden vorangehenden Schritte zusammengetragen.
Es erfolgte zunachst eine Diskussion der Probleme, die bei der Mustermigration gefunden
wurden und einer Darstellung des Einusses des jeweiligen Problems auf die Applikationsar-
chitektur. Jede Verwendung eines Plattformelements fuhrt bei der Migration zu einer mehr
oder weniger starken Anderung der Applikationsarchitektur. Der Grad dieser Anderung wur-
de fur die verschiedenen Plattformelemente bewertet und der Einu auf die Architektur
diskutiert.
7.2 Beitrag neuen Wissens
Durch die vorliegende Arbeit wurden einige wichtige Erkenntnisse gewonnen hinsichtlich der Archi-
tekturanderungen, denen eine Applikation bei der Migration von Smalltalk nach Java unterliegt.
1. Diese Arbeit prasentiert eine Auistung von konkreten Unterschieden zwischen Smalltalk
und Java und diskutiert fur jeden dieser Unterschiede, welchen Anderungen die Architektur
einer Applikation bei der Migration nach Java dadurch unterliegt.
2. Diese Arbeit fuhrt eine Reihe von Musterimplementierungen auf verschiedenen Abstraktions-
ebenen in beiden Sprachen auf, stellt sie einander gegenuber und diskutiert die Migration.
3. Diese Arbeit bewertet die verschiedenen Plattformelemente hinsichtlich des Anderungsbe-
darfs in der Applikationsarchitektur, der sich aus der Verwendung des jeweiligen Plattform-
elements ergibt.
4. Diese Arbeit gibt eine mogliche Strukturierung der Smalltalk{Plattform an, um uber die
Elemente der Sprache und der Klassenbibliothek sprechen zu konnen.
7.3 Oene Punkte
Der angestellte Vergleich geschah auf der Basis der | zum Zeitpunkt der Erstellung | aktuellen
Versionen von IBM Smalltalk und Java. Insbesondere die rasche Evolution der Java-Plattform mit
Hinzunahme weiterer Elemente (z.B. parametrische Typen) wird eine Fortfuhrung dieser Arbeit
erfordern.
Die in dieser Arbeit gegebenen Migrationshinweise wenden sich an einen menschlichen Leser, der
die Migration
"
von Hand\ vornimmt. Im Zuge einer vollstandigen Losung mute die Moglichkeit
einer Werkzeugunterstutzung dieser Migration weiter untersucht werden.
Auch in der nachsten Zukunft wird Smalltalk als Implementierungsplattform verwendet werden.
Um eine mogliche spatere Migration nach Java zu erleichtern, konnte ein Architekturstil{Handbuch
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erstellt werden. Dieses wurde Richtlinien dafur geben, wie Smalltalk{Programme so geschrieben
werden konnen, da sie moglichst leicht nach Java zu migrieren sind.
Ein aktuelles Thema in der Forschung zur Software{Architektur sind Architekturbeschreibungs-
sprachen. Es bleibt zu untersuchen, inwieweit diese Sprachen heutzutage schon dazu geeignet sind,
die Unterschiede der Applikationsarchitekturen im Hinblick auf Migration zu beschreiben. Gene-
ratives Programmieren ist ebenfalls ein aktuelles Thema. Hier bleibt zu untersuchen, inwieweit
die plattformabhangigen Elemente einer Applikation von Generatoren automatisch erzeugt werden
konnen.
Schlielich behandelt diese Arbeit nur einen Teil der Migrationsproblematik. Eine reine Uber-
setzung von Smalltalk nach Java kann nicht alleine stehen, sondern mu in ein Gesamtkonzept
zur Migration bzw. zum Reengineering eingebettet sein. Die vorliegende Arbeit stellt nur einen
Teilaspekt einer kompletten Systemmigration dar.
7.4 Fazit
Auch wenn die Java{ und Smalltalk{Plattformen viele Detailunterschiede aufweisen, so ist doch
die Verwandtschaft zwischen beiden so eng, da sich die Applikationsarchitekturen auf beiden
Plattformen sehr ahnlich sind.
Durch die Migration einer Applikation andert sich ihre Architektur. Das Ausma dieser Ande-
rung ist abhangig von den verwendeten Elementen der Smalltalk{Plattform und die Art der Rea-
lisierung ihrer Funktionalitat in Java. Insbesondere im Vergleich zu anderen objektorientierten
Programmiersprachen erscheinen die Anderungen bei einer Migration von Smalltalk nach Java je-
doch als eher gering. Allerdings ist die Java{Losung eines Problems oft um einiges uneleganter als
die Losung des gleichen Problems in Smalltalk, auch wenn die Losung direkt in Java erfolgt.
Allerdings wird es nicht moglich sein, jede beliebige in Smalltalk geschriebene Applikation au-
tomatisch zu konvertieren, sondern die Migrierbarkeit ist an einige Bedingungen geknupft. Die
intensive Verwendung von Elementen der Smalltalk{Plattform, die in Bezug auf Migration sehr
problembehaftet sind (Bsp. Meta{Objekt{Protokoll), steht einer Migration meist im Weg. Diese
Elemente kommen in gewohnlichen Applikationen jedoch eher selten vor. Auerdem verlat sich
der hier vorgestellte Ansatz darauf, da das zu migrierende Smalltalk{Programm dem Stil von
Smalltalk entspricht. Dieser Stil kommt in Form von Musterimplementierungen zum Ausdruck.
Insgesamt bedeutet das, da eine automatische Migration von Smalltalk nach Java, bei der ein




Dieses Kapitel enthalt mehrere Indices, die bei der Migration eines Smalltalkprogramms nach Java
helfen sollen. Jeder Index fuhrt die Konstrukte auf, die in Smalltalkprogrammen zu nden sind. Die
Eintrage verweisen auf die Stellen in der Arbeit, die das aufgefuhrte Konstrukt verwenden konnten
und die evtl. hilfreich bei der Migration eines Programms sind. Dies kann direkt die Diskussion eines
Plattformelements sein oder die Migrationsbeschreibung eines Musters. Hierzu ist dieses Kapitel
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atAllPut: 4.2.1
atEnd 4.2.3



































































































































































item. . . 4.3.5
key 4.1.4
keyAtValue: 4.2.1



































new 4.2.1, 4.1.5, 4.1.2, 5.2.1, 5.2.4
newDay. . . 4.2.2
newProcess 4.1.5
nextLine 4.2.4, 4.2.3

































































seed. . . 4.2.5
select: 4.2.1


















































5.2.1, 5.2.8, 4.1.2, 5.2.2


















































withAllSubclasses. . . 4.1.7
withAllSuperclasses. . . 4.1.7
xor: 4.1.2
year 4.2.2






Cfs. . . 4.2.4
Class 4.1.7
ClassDescription 4.1.7
Collection 4.2.1, 5.1.13, 5.1.14,
5.1.15







































Vergleich von Objekten 5.1.6
Zahlen 4.1.4
Zugri auf Umgebung 5.2.4














createApplicationShell CwTopLevelShell JFrame bei einer Applikation, JApplet
bei einem Applet
createPopupShell CwOverrideShell JWindow bietet ein Fenster oh-
ne jede Dekoration. Damit kann
CwOverrideShell nachgebaut werden.








createSelectionDialog CwSelectionBox Kein direktes Pendant. Mit JDialog
darstellbar.




Tabelle B.2: Creation convenience Methoden der Dialog{Klassen
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Methode Klasse Java
createDrawnList EwDrawnList JList mit einer Implementierung des
Interface ListCellRenderer
createFlowedIconList EwFlowedIconList JList mit einer Implementierung des
Interface ListCellRenderer und ent-
sprechendem LayoutManager
createIconArea EwIconArea Nicht vorhanden in Java.
createIconList EwIconList JList mit einer Implementierung des
Interface ListCellRenderer
createIconTree JTree, wobei der
BasicTreeCellRenderer eine ver-
gleichbare Funktionalitat anbietet.
createPMNotebook EwPMNotebook JTabbedPane mit Umstellung des L&F
durch den UIManager. Problem ist, da
Java keine Unterscheidung von minor
tabs und major tabs und keine Unter-









createScrolledIconArea EwIconArea Nicht vorhanden in Java.
createScrolledIconList EwIconList JList mit einer Implementierung des
Interface ListCellRenderer. Zusatz-
lich ein JScrollPane.




createScrolledTableList EwTableList swing.table bietet ein eigenes Package
zur Gestaltung von Tabellen. Zusatzlich
ein JScrollPane.
createScrolledTableTree EwTableTree Nicht vorhanden in Java.
createSlider EwSlider JSlider, allerdings werden keine Zah-
len auf der Skala angezeigt.
createSpinButton EwSpinButton Nicht vorhanden in Java.
createSplitWindow EwSplitWindow JSplitPane, allerdings kann ein
JSplitPane nur zwei Komponen-
ten aufnehmen. Jedoch kann durch
Schachtelung mehr dargestellt werden.
createTableList EwTableList swing.table bietet ein eigenes Package
zur Gestaltung von Tabellen.
createTableTree EwTableTree Nicht vorhanden in Java.
createToolBar EwToolBar JToolBar. Standardmaig ist eine Tool-
bar oatable, was jedoch ausgeschaltet
werden kann.
createWINNotebook JTabbedPane mit dem standardmaig
verwendeten Renderer.
Tabelle B.4: Creation convenience Methoden der erweiterten Widget{Klassen
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Methode Klasse Java
createArrowButton CwArrowButton BasicArrowButton, MetalScrollButton
oder OrganicScrollButton. Allerdings legt
man sich damit auf ein L&F fest. Wird
eigentlich nur indirekt verwendet (z.B. in
einer JScrollBar).
createBulletinBoard CwBulletinBoard Wird kaum verwendet. Kein direktes Pendant





createDrawnButton CwDrawnButton Nicht direkt unterstutzt. Realisierbar durch
eigene Implementierung von ButtonUI.
createForm CwForm Eine Implementierung von LayoutManager
mu als Layout{Manager beim Vater{Widget
installiert werden.
createFrame CwFrame Mit swing.border steht ein komplette Packa-
ge zum Gestalten von Rahmen zur Verfugung.
createLabel CwLabel JLabel
createList CwList JList







createRadioBox CwRowColumn ButtonGroup mit Instanzen von
JRadioButton als Elementen.
createRowColumn CwRowColumn Eine Implementierung von LayoutManager
mu als Layout{Manager beim Vater{Widget
installiert werden.
createScale CwScale JSlider
createScrollBar CwScrollBar JScrollBar innerhalb eines JScrollPane
createScrolledList CwList JList innerhalb eines JScrollPane
createScrolledText CwText Mit swing.text steht ein komplette Packa-
ge zur Behandlung von Texten zur Verfugung.
Allerdings mu noch eine JScrollPane einge-
baut werden.
createScrolledWindow CwScrolledWindow JScrollPane
createSeparator CwSeparator Kein eigenes Objekt. Stattdessen durch die
Methode addSeparator zu erzeugen.
Tabelle B.6: Creation convenience Methoden der Widget{Klassen








createText CwText Mit swing.text steht ein komplette




createMessageBox CwMessageBox JDialog oder JOptionPane
createSelectionBox CwSelectionBox JDialog oder JOptionPane























































Tabelle B.12: Abbildung von Smalltalk{Callbacks auf Java
C
Problemubersicht
Die unten abgebildete Liste ist eine Zusammenfassung der in Kapitel 6 behandelten Probleme.
Die hier aufgefuhrten Probleme wurden durch die Betrachtung der Migration von Mustern (Pat-
terns) auf verschiedenen Abstraktionsebenen gefunden. Diese Liste erhebt nicht den Anspruch,
jedes beliebige Migrationsproblem aufzufuhren, sondern ist unter dem Aspekt der Auswahl der
untersuchten Muster zu sehen. Wir haben jedoch versucht, diese Auswahl so breit wie moglich
anzulegen.
Problem 1 Dynamische Typisierung in Smalltalk im Gegensatz zu statischer Typisierung
in Java.
Problem 2 Java unterscheidet primitive Typen und Referenztypen.
Problem 3 In Java sind Blocke keine Objekte erster Klasse wie in Smalltalk.
Problem 4 Sehr machtiges Meta-Objekt-Protokoll in Smalltalk im Vergleich zur
Reection{API in Java.
Problem 5 Instanzvariablen sind in Smalltalk privat.
Problem 6 Die Sichtbarkeit von Methoden kann in Smalltalk nicht eingeschrankt werden.
Problem 7 In Smalltalk ist kein Sprachkonstrukt zum Erzeugen von Instanzen deniert.
Problem 8 In Smalltalk ist kein Sprachkonstrukt zum Initialisieren von Variablen deniert.
Problem 9 Basisklassen konnen in Smalltalk geandert werden, in Java dagegen nicht.
Problem 10 In Smalltalk sind keine Interfaces deniert.
Problem 11 In Java sind keine Klasseninstanzvariabeln deniert.
Problem 12 Der Abhangigkeits{Mechanismus ist in Java nicht im Objekt{Framework ent-
halten.
Problem 13 Listener{Interface schreibt Namen der Behandlermethoden in Java vor.
Problem 14 Klassenobjekte bleiben in Smalltalk uber einen Neustart des Systems hinweg
erhalten.
Problem 15 In Java sind keine internen Iteratoren deniert.
Problem 16 Smalltalk unterscheidet zwischen shallowCopy
Problem 17 In Java ist keine Objekt{Mutation deniert.
Problem 18 Ein Objekt kann in Java nicht von null





Aggregation Die Zusammenfassung mehrerer Objekte durch ein einziges.
API (Application programming interface) Spezikation einer Programmierschnittstelle.
Applikationsmodell Modelliert das Verhalten des Benutzers im Umgang mit den Domanenob-
jekten.
Bytecode Der vom Java{Compiler erzeugte Zwischencode.
Collection Eine Sammlung von Objekten. Eine Collection pat ihre Kapazitat gewohnlich auto-
matisch an.
Delegation Mechanismus zur Wiederverwendung von bestehenden Objekten. Damit wird die Ver-
antwortung fur die Ausfuhrung eines Methodenaufrufs an ein anderes Objekt ubertragen.
Beispielsweise delegieren Klassen, die selbst Elemente enthalten, die darauf bezogenen Auf-
rufe meist an die verwendete Collection.
Domanenobjektmodell Modell der Objekte des Problembereichs. Wird oft verwendet, um die
Spezikation zusammen mit den Fachexperten zu erstellen.
Downcast Durch eine explizite Typumwandlung wird der Typ eines Objekts auf den einer Un-
terklasse spezialisiert. Das Objekt mu eine Instanz dieser Unterklasse sein, auch wenn zuvor
nur uber das Interface der Oberklasse zugegrien wurde.
Embedding Um ein Element, welches kein Objekt ist, als Objekt verwenden zu konnen, wird es
von einem Wrapper{Objekt gekapselt.
Entwurfsmuster (Design Pattern) Beschreibung eines standig wiederkehrenden Designproblem
samt einer Auistung der Randbedingungen und einer Losung.
Fixed class In Smalltalk eine Klasse, die ausschlielich solche Variablen enthalt, die mit Namen
versehen sind. Ggs. zu Variable class.
Framework Eine Technik, umWiederverwendung in objekt-orientierten Programmiersprachen zu
realisieren. Ein wiederverwendbares Design in Form abstrakter Klassen bzw. eine generische
Applikation.
Getter-Methode Einen Methode, die einen lesenden Zugang zu einer Variablen von auerhalb
der Instanz erlaubt. In Smalltalk wird damit das Problem behoben, da Instanzvariablen
immer privat sind.
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Hollywood{Prinzip Umkehrung des Kontrollusses in einem Framework. Die Applikation gibt
die Kontrolle uber den Kontrollu an das Framework ab und reagiert nur noch auf Ereignisse
des Frameworks.
Hot Spot Die Stelle in einem Framework, die zur Erweiterung durch eine Applikation vorgesehen
ist.
Image In Smalltalk eine Datei, die alle instanziierten Objekte enthalt. Dadurch sind nach dem
Neustart des Systems alle zuvor erzeugten Objekte wieder verfugbar ohne Zutun der Appli-
kation.
Information hiding Ein Objekt wird als black-box betrachtet - interne Aspekte sind nach auen
nicht sichtbar. Nach auen ist lediglich das oentliche Interface zu sehen, wahrend die interne
Reprasentation verdeckt bleibt[WBWW90, S.18]. Siehe Kapselung.
Instanzvariable (instance variable) Jede Instanz einer Klasse erhalt ein eigenes Exemplar ei-
ner Instanzvariable. Das Scope einer Instanzvariablen ist im Normalfall die Instanz.
Iterator Wird verwendet, um uber den Elementen einer Sammlung zu iterieren. Interne Itera-
toren bearbeiten in einem Durchlauf alle Elemente der Sammlung, ohne dem Benutzer eine
Moglichkeit zum Eingreifen zu geben. Externe Iteratoren werden in einer externen Schleife
verwendet. Schmalltalk kennt beide Arten, Java nur externe Iteratoren.
Just{in{time{Compiler Ubersetzt vor einem Methodenaufruf den Zwischencode der Methode
in Objektcode des Prozessors. Dient der Verbesserung der Performance.
JVM (Java Virtual Machine) Interpreter fur den vom Java{Compiler erzeugten Zwischencode
(Bytecode).
Kapselung (encapsulation) Das Zusammenfassen des Zustands und des Verhaltens im Objekt,
um die Integritat der Daten garantieren zu konnen.
Klassenvariable (class variable) Eine Variable, die sichtbar ist fur die Klasse selbst und jede
Instanz dieser Klasse. Hiermit konnen Daten zwischen allen Instanzen der Klassen und ihrer
Unterklassen ausgetauscht werden. (Vgl. [Lew95, S.29])
Klasseninstanzvariable (class instance variable) Variablen dieser Art sind nur direkt fur die
Klasse | nicht fur ihre Instanzen | sichtbar. Jede Unterklasse bekommt eine eigene Kopie
der Klasseninstanzvariablen. (Vgl. [Lew95, S.29])
Klassenobjekt Der Reprasentant einer Klasse. Wird in Smalltalk bei Klassendenition automa-
tisch angelegt. In Java mu das Klassenobjekt explizit erfragt werden.
Komponente Eine Technik zur Realisierung von Wiederverwendung. In objekt-orientierten Spra-
chen besteht eine Komponente meist aus einer Gruppe von Objekten, die uber eine einheit-
liche Schnittstelle nach auen verfugen.
Late binding Erst beim Versenden einer Nachricht ermittelt das System die Methode, welche auf
die Nachricht reagiert.
Lightweight UI Framework Ein Framework in Java, mit dem die Widgets von Swing imple-
mentiert sind. Darin ubernimmt Java selbst das Zeichnen der Widgets.
Metainformationen Informationen uber die Klassen und Klassenstruktur, die von einer Appli-
kation erfragt werden konnen.
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Model{View{Controller siehe MVC.
MVC Die Aufteilung einer Applikation bzw. der Oberachenelemente in die Komponenten Model,
View und Controller. Das Model enthalt die Daten, die View sorgt fur die Darstellung und
der Controller verarbeitet Benutzereingaben.
Nachricht (message) Die Kommunikationseinheit, die an ein Objekt oder eine Klasse gesendet
wird.
Objekt-Komposition Methode zur Wiederverwendung von Funktionalitat eines anderen Ob-
jekts. Methodenaufrufe werden dabei an das wiederverwendete Objekt delegiert.
Package Sprachmechanismus in Java zum Strukturieren und Steuern der Sichtbarkeit der Klassen
eines Systems.
Polymorphie (polymorphism) Polymorphie ist die Eigenschaft, da ein Name Objekte vieler
verschiedener Klassen bezeichnen kann.
Poolvariable siehe Variablenpool
Refaktorierung Verandern eines Programmes bei Erhalt der Funktionalitat zum Verbessern der
Lesbarkeit, Wartbarkeit, Erweiterbarkeit, etc.
Uberschreiben (overriding) Durch Neudenition in der Subklasse ist die Denition einer uber-
schriebenen Methode nicht mehr implizit sichtbar, da sie von der lokalen Neudenition ver-
deckt wird. Um auf die ursprungliche Methode zuzugreifen, mu die Superklasse explizit
referenziert werden.
Unicode ist eine universelle Zeichenkodierung, die vom Unicode Consortium deniert wurde und
die als Nachfolger von ASCII propagiert wird.
Variable class In Smalltalk eine Klasse, deren Instanzvariablen uber einen Index angesprochen
werden. Ggs. zu Fixed class.
Variablenpool Ein Variablenpool ist in Smalltalk eine Gruppe an Variablen, die unter einem
Namen anprechbar sind. Bei der Denition einer Klasse mu angegeben werden, welche Pools
verwendet werden sollen. Der Pool Smalltalk wird standardmaig immer verwendet. (Vgl.
[GR83, S.47])
Vererbung Methode zur Wiederverwendung von Funktionalitat, die die Superklasse anbietet.
Diese Funktionalitat kann in Form von Kode, Variablen oder einer Signatur erfolgen.
Wiederverwendung (reuse) Oberbegri fur alle Techniken die darauf abzielen, vorhandenen
Code und bestehendes Design in neuen Programmen wiederzuverwenden. Manchmal auch
als Verwendung bezeichnet.
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