Abstract. Based on solid theoretical foundations, we present strong evidences that a number of reallife networks, taken from different domains like Internet measurements, biological data, web graphs, social and collaboration networks, exhibit tree-like structures from a metric point of view. We investigate few graph parameters, namely, the tree-distortion and the tree-stretch, the tree-length and the treebreadth, the Gromov's hyperbolicity, the cluster-diameter and the cluster-radius in a layering partition of a graph, which capture and quantify this phenomenon of being metrically close to a tree. By bringing all those parameters together, we not only provide efficient means for detecting such metric tree-like structures in large-scale networks but also show how such structures can be used, for example, to efficiently and compactly encode approximate distance and almost shortest path information and to fast and accurately estimate diameters and radii of those networks. Estimating the diameter and the radius of a graph or distances between its arbitrary vertices are fundamental primitives in many data and graph mining algorithms.
Introduction
Large networks are everywhere. Can we understand their structure and exploit it? For example, understanding key structural properties of large-scale data networks is crucial for analyzing and optimizing their performance, as well as improving their reliability and security [56] . In prior empirical and theoretical studies researchers have mainly focused on features like small world phenomenon, power law degree distribution, navigability, high clustering coefficients, etc. (see [8,9,11,26,39,?,51,54,65] ). Those nice features were observed in many real-life complex networks and graphs arising in Internet applications, in biological and social sciences, in chemistry and physics. Although those features are interesting and important, as it is noted in [56] , the impact of intrinsic geometrical and topological features of large-scale data networks on performance, reliability and security is of much greater importance.
Recently, a few papers explored a little-studied before geometric characteristic of real-life networks, namely the hyperbolicity (sometimes called also the global curvature) of the network (see, e.g., [4, 20, 28, 48, 56, 62] ). It was shown that a number of data networks, including Internet application networks, web networks, collaboration networks, social networks, and others, have small hyperbolicity. It was suggested in [56] that property, observed in real-life networks, that traffic between nodes tends to go through a relatively small core of the network, as if the shortest path between them is curved inwards, may be due to global curvature of the network. Furthermore, paper [48] proposes that "hyperbolicity in conjunction with other local characteristics of networks, such as the degree distribution and clustering coefficients, provide a more complete unifying picture of networks, and helps classify in a parsimonious way what is otherwise a bewildering and complex array of features and characteristics specific to each natural and man-made network".
The hyperbolicity of a graph/network can be viewed as a measure of how close a graph is to a tree metrically; the smaller the hyperbolicity of a graph is the closer it is metrically to a tree. Recent empirical results of [4, 20, 28, 48, 56, 62] on hyperbolicity suggest that many real-life complex networks and graphs may possess tree-like structures from a metric point of view.
In this paper, we substantiate this claim through analysis of a collection of real data networks. We investigate few more, recently introduced graph parameters, namely, the tree-distortion and the tree-stretch of a graph, the tree-length and the tree-breadth of a graph, the Gromov's hyperbolicity of a graph, the clusterdiameter and the cluster-radius in a layering partition of a graph. All these parameters are trying to capture and quantify this phenomenon of being metrically close to a tree and can be used to measure metric treelikeness of a real-life network. Recent advances in theory (see appropriate sections for details) allow us to calculate or accurately estimate those parameters for sufficiently large networks. By examining topologies of numerous publicly available networks, we demonstrate existence of metric tree-like structures in wide range of large-scale networks, from communication networks to various forms of social and biological networks.
Throughout this paper we discuss these parameters and recently established relationships between them for unweighted and undirected graphs. It turns out that all these parameters are at most constant or logarithmic factors apart from each other. Hence, a constant bound on one of them translates in a constant or almost constant bound on another. We say that a graph has a tree-like structure from a metric point of view (equivalently, is metrically tree-like) if anyone of those parameters is a small constant.
Recently, paper [4] pointed out that "although large informatics graphs such as social and information networks are often thought of as having hierarchical or tree-like structure, this assumption is rarely tested, and it has proven difficult to exploit this idea in practice; ... it is not clear whether such structure can be exploited for improved graph mining and machine learning ...".
In this paper, by bringing all those parameters together, we not only provide efficient means for detecting such metric tree-like structures in large-scale networks but also show how such structures can be used, for example, to efficiently and compactly encode approximate distance and almost shortest path information and to fast and accurately estimate diameters and radii of those networks. Estimating accurately and quickly distances between arbitrary vertices of a graph is a fundamental primitive in many data and graph mining algorithms.
Graphs that are metrically tree-like have many algorithmic advantages. They allow efficient approximate solutions for a number of optimization problems. For example, they admit a PTAS for the Traveling Salesman Problem [53] , have an efficient approximate solution for the problem of covering and packing by balls [25] , admit additive sparse spanners [23, 32] and collective additive tree-spanners [35] , enjoy efficient and compact approximate distance [23, 41] and routing [23, 31] labeling schemes, have efficient algorithms for fast and accurate estimations of diameters and radii [22] , etc.. We elaborate more on these results in appropriate sections.
For the first time such metric parameters, as tree-length and tree-breadth, tree-distortion and tree-stretch, cluster-diameter and cluster-radius, were examined, and algorithmic advantages of having those parameters bounded by small constants were discussed for such a wide range of large-scale networks.
This paper is structured as follows. In Section 2, we give notations and basic notions used in the paper. In Section 3, we describe our graph datasets. The next four sections are devoted to analysis of corresponding parameters measuring metric tree-likeness of our graph datasets: layering partition and its cluster-diameter and cluster-radius in Section 4; hyperbolicity in Section 5; tree-distortion in Section 6; tree-breadth, treelength and tree-stretch in Section 7. In each section we first give theoretical background on the parameter(s) and then present our experimental results. Additionally, an overview of implications of those results is provided. In Section 8, we further discuss algorithmic advantages for a graph to be metrically tree-like. Finally, in Section 9, we give some concluding remarks.
Notations and Basic Notions
All graphs in this paper are connected, finite, unweighted, undirected, loopless and without multiple edges. For a graph G = (V, E), we use n and |V | interchangeably to denote the number of vertices in G. Also, we use m and |E| to denote the number of edges. The length of a path from a vertex v to a vertex u is the number of edges in the path. The distance d G (u, v) between vertices u and v is the length of the shortest path connecting u and v in G. The ball B r (s, G) of a graph G centered at vertex s ∈ V and with radius r is the set of all vertices with distance no more than r from s (i.e., B r (s, G) = {v ∈ V : d G (v, s) ≤ r}). We omit the graph name G as in B r (s) if the context is about only one graph.
The diameter diam(G) of a graph G = (V, E) is the largest distance between a pair of vertices in G, i.e., diam(G) = max u,v∈V d G (u, v). The eccentricity of a vertex v, denoted by ecc(v), is the largest distance from that vertex v to any other vertex, i.e., ecc(v) = max u∈V d G (v, u). The radius rad(G) of a graph G = (V, E) is the minimum eccentricity of a vertex in G, i.e., rad(G) = min v∈V max u∈V d G (v, u). The center C(G) = {c ∈ V : ecc(c) = rad(G)} of a graph G = (V, E) is the set of vertices with minimum eccentricity.
Definitions of graph parameters measuring metric tree-likeness of a graph, as well as notions and notations local to a section, are given in appropriate sections.
Datasets
Our datasets come from different domains like Internet measurements, biological datasets, web graphs, social and collaboration networks. Table 1 shows basic statistics of our graph datasets. Each graph represents the largest connected component of the original graph as some datasets consist of one large connected component and many very small ones. [16] 41203 121309 10 5 itdk0304 [17] 190914 607610 26 14 DBLB-coauth [67] 317080 1049866 23 12 Amazon [67] 334863 925872 47 24 Biological Networks PPI [46] : It is a protein-protein interaction network in the yeast Saccharomyces Cerevisiae. Each node represents a protein with an edge representing an interaction between two proteins. Self loops have been removed from the original dataset. The dataset has been analyzed and described in [46] . Yeast [14] : It is a protein-protein interaction network in budding yeast. Each node represents a protein with an edge representing an interaction between two proteins. Self loops have been removed from the original dataset. The dataset has been analyzed and described in [14] . Homo [63] : It is a dataset of protein and genetic interactions in Homo Sapiens (Human). Each node represents a protein or a gene. An edge represents an interaction between two proteins/genes. Parallel edges, representing different resources for an interaction, have been removed. The dataset is obtained from BioGRID, a freely accessible database/repositiory of physical and genetic interactions available at http://www.thebiogrid.org. The dataset has been analyzed and described in [63] . 
Social and Collaboration Networks

Information network
Amazon [67] : It is an Amazon product co-purchasing network. The vertices of the network represent products purchased from the Amazon website and the edges link "commonly/frequently" co-purchased products.
Layering Partition, its Cluster-Diameter and Cluster-Radius
Layering partition is a graph decomposition procedure that has been introduced in [12, 21] and has been used in [12, 21, 24] and [7] for embedding graph metrics into trees. It provides a central tool in our investigation.
A layering of a graph G = (V, E) with respect to a start vertex s is the decomposition of V into the layers (spheres)
belong to the same cluster L i j if and only if they can be connected by a path outside the ball B i−1 (s) of radius i − 1 centered at s. See Fig. 1 for an illustration. A layering partition of a graph can be constructed in O(n + m) time (see [21] ). ′ such that uv ∈ E. It was shown in [12] that the graph Γ (G, s) is always a tree and, given a start vertex s, can be constructed in O(n + m) time [21] . Note that, for a fixed start vertex s ∈ V , the layering partition LP(G, s) of G and its tree Γ (G, s) are unique.
The cluster-diameter ∆ s (G) of layering partition LP(G, s) with respect to vertex s is the largest diameter of a cluster in LP(G, s), i.e., ∆ s (G) = max C∈LP(G,s) max u,v∈C d G (u, v). The cluster-diameter ∆(G) of a graph G is the minimum cluster-diameter over all layering partitions of G, i.e. ∆(G) = min s∈V ∆ s (G).
The cluster-radius R s (G) of layering partition LP(G, s) with respect to a vertex s is the smallest number r such that for any cluster C ∈ LP(G, s) there is a vertex v ∈ V with C ⊆ B r (v). The cluster-radius R(G) of a graph G is the minimum cluster-radius over all layering partitions of G, i.e., R(G) = min s∈V R s (G).
Clearly, in view of tree Γ (G, s) of G, the smaller parameters ∆ s (G) and R s (G) of G are, the closer graph G is to a tree metrically.
Finding cluster-diameter ∆ s (G) and cluster-radius R s (G) for a given layering partition LP(G, s) of a graph G requires O(nm) time 1 , although the construction of layering partition LP(G, s) itself, for a given vertex s, takes only O(n + m) time. Since the diameter of any set is at least its radius and at most twice its radius, we have the following inequality:
In Table 2 , we show empirical results on layering partitions obtained for datasets described in Section 3. For each graph dataset G = (V, E), we randomly selected a start vertex s and built layering partition LP(G, s) of G with respect to s. For each dataset, Table 2 shows the cluster-diameter ∆ s (G), the number of clusters in layering partition LP(G, s) and the average diameter of clusters in LP(G, s). It turns out that Graph n= diameter # of clusters cluster-average diameter % of clusters all graph datasets have small average diameter of clusters. Most clusters have diameter 0 or 1, i.e., they are essentially cliques (=complete subgraphs) of G. For most datasets, more than 95% of clusters are cliques.
To have a better picture on the overall distribution of diameters of clusters, in Table 3 , we show the frequencies of diameters of clusters for three sample datasets: PPI, Yeast, and AS Caida 20071105. It is interesting to note that, in all datasets, the clusters with large diameters induce a connected subtree in the tree Γ (G, s). For example, in PPI, the cluster with diameter 8 is adjacent in Γ (G, s) to all clusters with diameters 6 and 5. This may indicate that all those clusters are part of the well connected network core. Most of the graph parameters discussed in this paper could be related to a special tree H introduced in [24] and produced from a layering partition of a graph G.
Canonic tree H:
which has a neighbor in C = L i j and by making x C adjacent in H with all vertices v ∈ C (see Fig. 1d for an illustration). Vertex x C is called the support vertex for cluster C = L i j . It was shown in [24] that tree H for a graph G can be constructed in O(n + m) total time.
The following statement from [24] relates the cluster-diameter of a layering partition of G with embedability of graph G into the tree H.
Proposition 1 ([24]). For every graph G = (V, E) and any vertex
The above proposition shows that the distortion of embedding of a graph G into tree H is additively bounded by ∆ s (G), the largest diameter of a cluster in a layering partition of G. This result confirms that the smaller cluster-diameter ∆ s (G) (cluster-radius R s (G)) of G is, the closer graph G is to a tree metric. Note that trees have cluster-diameter and cluster-radius equal to 0. Results similar to Proposition 1 were used in [12] to embed a chordal graph to a tree with an additive distortion at most 2, in [21] to embed a k-chordal graph to a tree with an additive distortion at most k/2+2, and in [24] to obtain a 6-approximation algorithm for the problem of optimal non-contractive embedding of an unweighted graph metric into a weighted tree metric. For every chordal graph G (a graph whose largest induced cycles have length 3), ∆ s (G) ≤ 3 and R s (G) ≤ 2 hold [12] . For every k-chordal graph G (a graph whose largest induced cycles have length k), ∆ s (G) ≤ k/2 + 2 holds [21] . For every graph G embeddable non-contractively into a (weighted) tree with multiplication distortion α, ∆ s (G) ≤ 3α holds [24] . See Section 6 for more on this topic. 
Hyperbolicity
δ-Hyperbolic metric spaces have been defined by M. Gromov [44] in 1987 via a simple 4-point condition: for any four points u, v, w, x, the two larger of the distance sums
differ by at most 2δ. They play an important role in geometric group theory, geometry of negatively curved spaces, and have recently become of interest in several domains of computer science, including algorithms and networking. For example, (a) it has been shown empirically in [62] (see also [3] ) that the Internet topology embeds with better accuracy into a hyperbolic space than into an Euclidean space of comparable dimension, (b) every connected finite graph has an embedding in the hyperbolic plane so that the greedy routing based on the virtual coordinates obtained from this embedding is guaranteed to work (see [52] ). A connected graph
More formally, let G be a graph and u, v, w and x be its four vertices. Denote by S 1 , S 2 , S 3 the three distance sums,
. Then the hyperbolicity δ(G) of a graph G is the maximum hyperbolicity over all possible quadruplets of G, i.e.,
δ-Hyperbolicity measures the local deviation of a metric from a tree metric; a metric is a tree metric if and only if it has hyperbolicity 0. Note that chordal graphs, mentioned in Section 4, have hyperbolicity at most 1 [13] , while k-chordal graphs have hyperbolicity at most k/4 [66] .
In Table 4 , we show the hyperbolicities of most of our graph datasets. The computation of hyperbolicities is a costly operation. We did not compute it for only three very large graph datasets since it would take very long time to calculate. The best known algorithm to calculate hyperbolicity has time complexity of O(n 3.69 ), where n is the number of vertices in the graph; it was proposed in [40] and involves matrix multiplications. This algorithm still takes long running time for large graphs and is hard to implement. Authors of [40] also propose a 2-approximation algorithm for calculating hyperbolicity that runs in O(n 2.69 ) time and a 2 log 2 napproximation algorithm that runs in O(n 2 ) time. In our computations, we used the naive algorithm which calculates the exact hyperbolicity of a given graph in O(n 4 ) time via calculating the hyperbolicities of its quadruplets. It is easy to show that the hyperbolicity of a graph is realized on its biconnected component. Thus, for very large graphs, we needed to check hyperbolicities only for quadruplets coming from the same biconnected component. Additionally, we used an algorithm by Cohen et. el. from [27] which has O(n 4 ) time complexity but performs well in practice as it prunes the search space of quadruplets.
It turns out that most of the quadruplets in our datasets have small δ values (see Table 5 ). For example, more than 96% of vertex quadruplets in EVA and Erdös datasets have δ values equal to 0. For the remaining graph datasets in Table 5 , more than 96% of the quadruplets have δ ≤ 1, indicating that all of those graphs are metrically very close to trees. Table 5 : Relative frequency of δ-hyperbolicity of quadruplets in our graph datasets that have less than 10K vertices.
In the remaining part of this section, we discuss the theoretical relations between parameters δ(G) and ∆ s (G) of a graph. In [22] , the following inequality was proven.
Proposition 2 ([22]
). For every n-vertex graph G and any vertex s of G,
Here we complement that inequality by showing that the hyperbolicity of a graph is at most ∆ s (G).
Proposition 3. For every n-vertex graph G and any vertex
Proof. Let LP(G, s) be a layering partition of G and Γ (G, s) be the corresponding layering tree (consult Fig.  1 ). From construction of LP(G, s) and Γ (G, s), every cluster C of LP(G, s) separates in G any two vertices belonging to nodes (clusters) of different subtrees of the forest obtained from Γ (G, s) by removing node C. Note that every vertex of G belongs to exactly one node (cluster) of the layering tree Γ (G, s).
Consider an arbitrary quadruplet x, y, z, w of vertices of G. Let X, Y, Z, W be the four nodes in Γ (G, s) (i.e., four clusters in LP(G, s)) containing vertices x, y, z, w, respectively. In the tree Γ (G, s), consider a median node M of nodes X, Y, Z, W , i.e., a node M removing of which from Γ (G, s) leaves no connected subtree with more that two nodes from {X, Y, Z, W }. As a consequence, any connected component of graph G[V \ M ] (the graph obtained from G by removing vertices of M ) cannot have more than 2 vertices out of {x, y, z, w}. Thus, M separates at least 4 pairs out of the 6 possible pairs formed by vertices x, y, z, w. Assume, without loss of generality, that M separates in G vertices x and y from vertices z and w. See Fig. 2 for an illustration. 
for every a, b ∈ {x, y, z, w}. Now, since the two larger distance sums are between µ and µ + 2∆ s (G), where µ := µ x + µ y + µ z + µ w , we conclude that the difference between the two larger distance sums is at most
Combining Proposition 2 with Proposition 1, one obtains also the following interesting result relating the hyperbolicity of a graph G with additive distortion of embedding of G to its canonic tree H.
Proposition 4 ([22]). For any graph G = (V, E) and its canonic tree H = (V, F ) the following is true:
Since a canonic tree H is constructible in linear time for a graph G, by Proposition 4, the distances in n-vertex δ-hyperbolic graphs can efficiently be approximated within an additive error of O(δ log n) by a tree metric and this approximation is sharp (see [44, 43] and [22, 41] ).
Graphs and general geodesic spaces with small hyperbolicities have many other algorithmic advantages. They allow efficient approximate solutions for a number of optimization problems. For example, Krauthgamer and Lee [53] presented a PTAS for the Traveling Salesman Problem when the set of cities lie in a hyperbolic metric space. Chepoi and Estellon [25] established a relationship between the minimum number of balls of radius r + 2δ covering a finite subset S of a δ-hyperbolic geodesic space and the size of the maximum rpacking of S and showed how to compute such coverings and packings in polynomial time. Chepoi et al. gave in [22] efficient algorithms for fast and accurate estimations of diameters and radii of δ-hyperbolic geodesic spaces and graphs. Additionally, Chepoi et al. showed in [23] that every n-vertex δ-hyperbolic graph has an additive O(δ log n)-spanner with at most O(δn) edges and enjoys an O(δ log n)-additive routing labeling scheme with O(δ log 2 n) bit labels and O(log δ) time routing protocol. We elaborate more on these results in Section 8.
Tree-Distortion
The problem of approximating a given graph metric by a "simpler" metric is well motivated from several different perspectives. A particularly simple metric of choice, also favored from the algorithmic point of view, is a tree metric, i.e., a metric arising from shortest path distance on a tree containing the given points. In recent years, a number of authors considered problems of minimum distortion embeddings of graphs into trees (see [5, 6, 7, 24] ), most popular among them being a non-contractive embedding with minimum multiplicative distortion.
Let G = (V, E) be a graph. The (multiplicative) tree-distortion td(G) of G is the smallest integer α such that G admits a tree (possibly weighted and with Steiner points) with
The problem of finding, for a given graph G, a tree
, for all u, v ∈ V , is known as the problem of minimum distortion non-contractive embedding of graphs into trees. In a non-contractive embedding, the distance in the tree must always be larger that or equal to the distance in the graph, i.e., the tree distances "dominate" the graph distances.
It is known that this problem is NP-hard, and even more, the hardness result of [5] implies that it is NP-hard to approximate td(G) better than γ, for some small constant γ. The best known 6-approximation algorithm using layering partition technique was recently given in [24] . It improves the previously known 100-approximation algorithm from [7] and 27-approximation algorithm from [6] . Below we will provide a short description of the method of [24] .
The following proposition establishes relationship between the tree-distortion and the cluster-diameter of a graph.
Proposition 5 ([24]). For every graph G and any its vertex
Proposition 5 shows that the cluster-diameter ∆ s (G) of a layering partition of a graph G linearly bounds the tree-distortion td(G) of G.
Combining Proposition 5 and Proposition 1, the following result is obtained.
Proposition 6 ([24]).
For any graph G = (V, E) and its canonic tree H = (V, F ) the following is true:
Surprisingly, a multiplicative distortion turned into an additive distortion. Furthermore, while a tree
, for all u, v ∈ V , is NP-hard to find, a canonic tree H of G can be constructed in O(m) time (where m = |E|).
By assigning proper weights to edges of a canonic tree H or adding at most n = |V | new Steiner points to H, the authors of [24] achieve a good non-contractive embedding of a graph G into a tree. Recall that a canonic tree H = (V, F ) of G = (V, E) is constructed in the following way: identify for each cluster C = L i j ∈ LP(G, s) of a layering partition LP(G, s) of G an arbitrary vertex x C ∈ L i−1 which has a neighbor in C = L i j and make x C adjacent in H with all vertices v ∈ C (see Fig. 3a ). Note that H is an unweighted tree, without any Steiner points, and resembles a BFS-tree of G. Two other trees for G are constructed as follows. Tree H ℓ : Tree H ℓ = (V, F, ℓ) is obtained from H by assigning uniformly the weight ℓ = max{d G (u, v) : uv is an edge of H} to all edges of H. So, H ℓ is a uniformly weighted tree without Steiner points. It turns out that G embeds in tree H ℓ non-contractively. Note that, although the topology of the tree H ℓ can be Constructed trees have the following distance properties (for comparison reasons, we include also the results for H mentioned earlier).
Proposition 7 ([24]
). Let G = (V, E) be a graph, s be its arbitrary vertex, α = td(G), ∆ s = ∆ s (G), and H, H ℓ , H ′ ℓ be trees as described above. Then, for any two vertices x and y of G, the following is true:
As pointed out in [24] , tree H ′ ℓ provides a 6-approximate solution to the problem of minimum distortion non-contractive embedding of graph into tree.
In our empirical study, we analyze embeddings of our graph datasets into each of these three trees and measure how close these graph datasets resemble a tree from this prospective. We compute the following measures:
-maximum distortion right := max{
Σu,v∈V dG(u,v) .
A pair of distinct vertices u, v of G = (V, E) we call a right pair with respect to tree H = (V, v) then they are called a left pair. Note that G has no left pairs with respect to trees H ℓ and H ′ ℓ , hence. in case of trees H ℓ and H ′ ℓ , we talk only about maximum distortion, average distortion, average relative distortion and distance-weighted average distortion. Distance-weighted average distortion is used in literature when distortion of distant pairs of vertices is more important than that of close pairs, as it gives larger weight values to distortion of distant pairs (see [47] ). Clearly, any tree graph would have maximum distortion, average relative distortion and distance-weighted average distortion equal to 1, 0 and 1, respectively. Tables 6 and 7 show the results of embedding our graph datasets into trees H, H ℓ and H ′ ℓ , respectively. It turns out that most of the datasets embed into tree H with average distortion (right or left, right being usually better) between 1 and 1.5. Also, many pairs of vertices enjoy exact embedding to tree H; they preserve their original graph distances (for example, around 88% of the pairs in Erdös dataset, 72% of pairs in Homo release 3. Table 6 : Distortion results of embedding datasets into a canonic tree H.
As tree H ′ ℓ provides a 6-approximate solution to the problem of minimum distortion non-contractive embedding of graph into tree, dividing by 6 the max distortion values in Table 7 for tree H ′ ℓ , we obtain a lower bound on td(G) for each graph dataset G. 
Tree-Breadth, Tree-Length and Tree-Stretch
There are two other graph parameters measuring metric tree likeness of a graph that are based on the notion of tree-decomposition introduced by Robertson and Seymour in their work on graph minors [60] .
A tree-decomposition of a graph G = (V, E) is a pair ({X i |i ∈ I}, T = (I, F )) where {X i |i ∈ I} is a collection of subsets of V , called bags, and T is a tree. The nodes of T are the bags {X i |i ∈ I} satisfying the following three conditions (see Fig. 4 ):
1. i∈I X i = V ; 2. for each edge uv ∈ E, there is a bag X i such that u, v ∈ X i ; 3. for all i, j, k ∈ I, if j is on the path from i to k in T , then X i X k ⊆ X j . Equivalently, this condition could be stated as follows: for all vertices v ∈ V , the set of bags {i ∈ I|v ∈ X i } induces a connected subtree T v of T . For simplicity we denote a tree-decomposition ({X i |i ∈ I}, T = (I, F )) of a graph G by T (G).
The width of a tree-decomposition T (G) = ({X i |i ∈ I}, T = (I, F )) is max i∈I |X i | − 1. The tree-width of a graph G, denoted by tw(G), is the minimum width over all tree-decompositions T (G) of G [60] . The trees are exactly the graphs with tree-width 1.
The length of a tree-decomposition T (G) of a graph G is λ := max i∈I max u,v∈Xi d G (u, v) (i.e., each bag X i has diameter at most λ in G). The tree-length of G, denoted by tl(G), is the minimum of the length over all tree-decompositions of G [33] . The chordal graphs are exactly the graphs with tree-length 1. Note that these two graph parameters are not related to each other. For instance, a clique on n vertices has tree-length 1 and tree-width n − 1, whereas a cycle on 3n vertices has tree-width 2 and tree-length n. Analysis of few real-life networks (like Aqualab, AS Caida, Dimes) performed in [28] shows that although those networks have small hyperbolicities, they all have sufficiently large tree-width due to well connected cores. As we demonstrate below, the tree-length of those graph datasets is relatively small.
The breadth of a tree-decomposition T (G) of a graph G is the minimum integer r such that for every i ∈ I there is a vertex v i ∈ V with X i ⊆ B r (v i , G) (i.e., each bag X i can be covered by a disk B r (v i , G) := {u ∈ V (G) : d G (u, v i ) ≤ r} of radius at most r in G). Note that vertex v i does not need to belong to X i . The tree-breadth of G, denoted by tb(G), is the minimum of the breadth over all tree-decompositions of G [36]. Evidently, for any graph G, 1 ≤ tb(G) ≤ tl(G) ≤ 2tb(G) holds. Hence, if one parameter is bounded by a constant for a graph G then the other parameter is bounded for G as well.
Clearly, in view of tree-decomposition T (G) of G, the smaller parameters tl(G) and tb(G) of G are, the closer graph G is to a tree metrically. Unfortunately, while graphs with tree-length 1 (as they are exactly the chordal graphs) can be recognized in linear time, the problem of determining whether a given graph has treelength at most λ is NP-complete for every fixed λ > 1 (see [55] ). Judging from this result, it is conceivable that the problem of determining whether a given graph has tree-breadth at most ρ is NP-complete, too.
The following proposition from [33] establishes a relationship between the tree-length and the clusterdiameter of a layering partition of a graph.
Proposition 8 ([33]). For every graph G and any its vertex
Thus, the cluster-diameter ∆ s (G) of a layering partition provides easily computable bounds for the hard to compute parameter tl(G).
One can prove similar inequalities relating the tree-breadth and the cluster-radius of a layering partition of a graph.
Proposition 9. For every graph G and any its vertex s,
∆ s (G)/6 ≤ R s (G)/3 ≤ tb(G) ≤ R s (G) + 1 ≤ ∆ s (G) + 1.
Furthermore, a tree-decomposition of G with breadth at most 3tb(G) can be constructed in
Proof. The proof is similar to the proof from [33] of Proposition 8. First we show R s (G)/3 ≤ tb(G). Let T (G) be a tree-decomposition of G with minimum breadth tb(G). Let X 1 X 2 be an edge of T (G) and T 1 , T 2 be subtrees of T (G) after removing the edge X 1 X 2 . It is known [30] that set I = X 1 X 2 separates in G vertices belonging to bags of T 1 but not to I from vertices belonging to bags of T 2 but not to I. Assume that T (G) is rooted at a bag containing vertex s, the source of layering partition LP(G, s). Let C be a cluster from layer L i (i.e., C = L j i for some j = 1, · · · , p i ). Let Z be the nearest common ancestor of all bags of T (G) containing vertices of C. Let z be the vertex such that Z ⊆ B tb(G) (z, G).
Consider arbitrary vertex x ∈ C. Necessarily, there is a vertex y ∈ C and two bags X and Y of T (G) containing vertices x and y, respectively, such that Z = N CA T (G) (X, Y ) (i.e., Z is the nearest common ancestor of X and Y in T (G)). Let P be a shortest path of G from s to x. By the separator property above, P intersects Z. See Fig. 5 for an illustration. Let a be a vertex of P Z closest to s in G. Since both x and y belong to C, there exist a path Q from x to y in G using only intermediate vertices w with Note that, for the neighbor 1 must hold, i.e., B 3tb(G) (z, G) contains not only all vertices of C = L j i but also all neighbors of vertices of C laying in layer L i−1 . This fact will be useful in the second part of this proof. Now we show that tb(G) ≤ R s (G) + 1. Consider tree Γ (G, s) of a layering partition LP(G, s) and assume Γ (G, s) is rooted at node {s}. Let p(C) be the parent of node C in Γ (G, s). Clearly, Γ (G, s) satisfies already conditions 1 and 3 of tree-decompositions and only violates condition 2 as the edges joining vertices in different (neighboring) layers are not yet covered by bags (which are the clusters in this case). We can obtain a tree-decomposition Γ ′ from Γ (G, s) as follows. Γ ′ will have the same structure as Γ (G, s), only the nodes of Γ (G, s) will slightly expand to cover additional edges of G and form the bags of Γ ′ . To each node C of Γ (G, s) (assume C ⊆ L i ) we add all vertices from its parent p(C) (p(C) ⊆ L i−1 ) which are adjacent to vertices of C in G. This expansion of C results in a bag C + of Γ ′ which, by construction, contains now also each edge uv of G with u ∈ C ⊆ L i and v ∈ p(C) ⊆ L i−1 . Thus, Γ ′ satisfies conditions 1 and 2 of tree-decompositions. Also, if C ⊆ B r (z) for some vertex z and integer r, then C + ⊆ B r+1 (z) must hold. Furthermore, each vertex v of G that was in a node C now belongs to bag C + and to all bags formed from children of C in Γ (G, s) (and only to them). Hence, all bags containing v form a star in Γ ′ . All these indicate that Γ ′ is a tree-decomposition of G with breadth at most R s (G) + 1, i.e., tb(G) ≤ R s (G) + 1.
Furthermore, as we indicated in the first part of this proof, for any cluster C there is a vertex z in G such that C + ⊆ B 3tb(G) (z, G). The latter implies that the tree Γ ′ obtained from Γ (G, s) has breadth at most 3tb(G). Finally, since Γ ′ is constructible in linear time and R s (G) ≤ ∆ s (G) ≤ 2R s (G) holds for every graph G, the proposition follows.
⊓ ⊔ Hence, the cluster-radius R s (G) of a layering partition provides easily computable bounds for the treebreadth tb(G) of a graph. In Table 8 , we show the corresponding lower and upper bounds on the tree-breadth for some of our datasets. The lower bound is obtained by dividing R s (G) by 3, the upper bound is obtained by calculating the breadth of the tree-decomposition Γ ′ . Reformulating Proposition 1, we obtain the following result.
Proposition 10. For any graph G = (V, E) and its canonic tree H = (V, F ) the following is true:
Graphs with small tree-length or small tree-breadth have many other nice properties. Every n-vertex graph with tree-length tl(G) = λ has an additive 2λ-spanner with O(λn + n log n) edges and an additive 4λ-spanner with O(λn) edges, both constructible in polynomial time [32] . Every n-vertex graph G with tb(G) = ρ has a system of at most log 2 n collective additive tree (2ρ log 2 n)-spanners constructible in polynomial time [35] . Those graphs also enjoy a 6λ-additive routing labeling scheme with O(λ log 2 n) bit labels and O(log λ) time routing protocol [31] , and a (2ρ log 2 n)-additive routing labeling scheme with O(log 3 n) bit labels and O(1) time routing protocol with O(log n) message initiation time (by combining results of [35] and [37] ). See Section 8 for some details. Here we elaborate a little bit more on a connection established in [36] between the tree-breadth and the tree-stretch of a graph (and the corresponding tree t-spanner problem).
Graph
Rs(G) lower bound upper bound
The tree-stretch ts(G) of a graph G = (V, E) is the smallest number t such that G admits a spanning tree
T is called a tree t-spanner of G and the problem of finding such tree T for G is known as the tree t-spanner problem. Note that as T is a spanning tree of
The latter makes the tree-stretch parameter different from the tree-distortion where new (not from graph) edges can be used to build a tree. It is known that the tree t-spanner problem is NP-hard [15] . The best known approximation algorithms have approximation ratio of O(log n) [38, 36] .
The following two results were obtained in [36] .
Proposition 11 ([36]). For every graph G, tb(G) ≤ ⌈ts(G)/2⌉ and tl(G) ≤ ts(G).
Proposition 12 ([36]
). For every n-vertex graph G, ts(G) ≤ 2tb(G) log 2 n. Furthermore, a spanning tree
Proposition 12 is obtained by showing that every n-vertex graph G with tb(G) = ρ admits a tree (2ρ log 2 n)-spanner constructible in polynomial time. Together with Proposition 11, this provides a log 2 napproximate solution for the tree t-spanner problem in general unweighted graphs.
We conclude this section with two other inequalities establishing relations between the tree-stretch and the tree-distortion and hyperbolicity of a graph.
Proposition 13 ([34]). For every graph
G, tl(G) ≤ td(G) ≤ ts(G) ≤ 2td(G) log 2 n.
Proposition 14 ([34]).
For every δ-hyperbolic graph G, ts(G) ≤ O(δ log 2 n).
Proposition 13 says that if a graph G is non-contractively embeddable into a tree with distortion td(G) then it is embeddable into a spanning tree with stretch at most 2td(G) log 2 n. Furthermore, a spanning tree with stretch at most 2td(G) log 2 n can be constructed in polynomial time. Proposition 14 says that every δ-hyperbolic graph G admits a tree O(δ log 2 n)-spanner. Furthermore, such a spanning tree for a δ-hyperbolic graph can be constructed in polynomial time.
Use of Metric Tree-Likeness
As we have mentioned earlier, metric tree-likeness of a graph is useful in a number of ways. Among other advantages, it allows to design compact and efficient approximate distance labeling and routing labeling schemes, fast and accurate estimation of the diameter and the radius of a graph. In this section, we elaborate more on these applications. In general, low distortion embedability of a graph G into a tree T allows to solve approximately many distance related problems on G by first solving them on the tree T and then interpreting that solution on G.
Approximate distance queries
Commonly, when one makes a query concerning a pair of vertices in a graph (adjacency, distance, shortest route, etc.), one needs to make a global access to the structure storing that information. A compromise to this approach is to store enough information locally in a label associated with a vertex such that the query can be answered using only the information in the labels of two vertices in question and nothing else. Motivation of localized data structure in distributed computing is surveyed and widely discussed in [58, 42] .
Here, we are mainly interested in the distance and routing labeling schemes, introduced by Peleg (see, e.g., [58] ). Distance labeling schemes are schemes that label the vertices of a graph with short labels in such a way that the distance between any two vertices u and v can be determined or estimated efficiently by merely inspecting the labels of u and v, without using any other information. Routing labeling schemes are schemes that label the vertices of a graph with short labels in such a way that given the label of a source vertex and the label of a destination, it is possible to compute efficiently the port number of the edge from the source that heads in the direction of the destination.
It is known that n-vertex trees enjoy a distance labeling scheme where each vertex is assigned a O(log 2 n)-bit label such that given labels of two vertices the distance between them can be inferred in constant time [59] . We can use for our datasets their canonic trees to compactly and distributively encode their approximate distance information. Given a graph dataset G, we first compute in linear time its canonic tree H. Then, we preprocess H in O(n log n) time (see [59] ) to assign each vertex v ∈ V an O(log 2 n)-bit distance label. Given two vertices u, v ∈ V , we can compute in O(1) time the distance d H (u, v) from their labels and output this distance as a good estimate for the distance between u and v in G. On Fig. 6 , we demonstrate how accurate canonic trees represent pairwise distances in our datasets. For a given number ǫ ≥ 1, we show how many vertex pairs had a distortion less than ǫ, i.e., pairs u, v ∈ V with max{
dH (u,v) } < ǫ. We can see that H approximates distances for most vertex pairs with a high level of accuracy. Exact graph distances were preserved in H for at least 40% of pairs in 8 datasets (EPA, EVA, Erdös, Routeview, Homo, AS Caida 20071105, Dimes 3/2010 and AS Caida 20120601). At least 50% of pairs of 6 datasets have distance distortion in H less than 1.2. At least 60% of pairs for 6 datasets have distance distortion less than 1.3. At least 70% of pairs of 10 datasets have distance distortion less than 1.5. At least 80% of pairs of 14 datasets have distance distortion less than 2. At least 90% of pairs of 14 datasets have distance distortion less than 2.2. For the DBLB-coauth dataset, 80% (90%) of pairs embed into H with distortion no more than 2.2 (2.4, respectively; not shown on table). For the Amazon dataset, 80% (90%) of pairs embed into H with distortion no more than 3.2 (3.8, respectively; not shown on table).
Hence, using embeddings of our datasets into their canonic trees, we obtain a compact and efficient approximate distance labeling scheme for them. Each vertex of a graph dataset G gets O(log 2 n)-bit label from the canonic tree and the distance between any two vertices of G can be computed with a good level of accuracy in constant time from their labels only.
Approximating optimal routes
First we formally define approximate routing labeling schemes. A family ℜ of graphs is said to have an l(n) bit (s, r)-approximate routing labeling scheme if there exist a function L, labeling the vertices of each n-vertex graph in ℜ with distinct labels of up to l(n) bits, and an efficient algorithm/function f, called the routing decision or routing protocol, that given the label of a current vertex v and the label of the destination vertex (the header of the packet), decides in time polynomial in the length of the given labels and using only those two labels, whether this packet has already reached its destination, and if not, to which neighbor of v to forward the packet. Furthermore, the routing path from any source s to any destination t produced by this scheme in a graph G from ℜ must have the length at most s · d G (s, t) + r. For simplicity, (1, r)-approximate labeling schemes (distance or routing) are called r-additive labeling schemes, and (s, 0)-approximate labeling schemes are called s-multiplicative labeling schemes.
A very good routing labeling scheme exists for trees [64] . An n-vertex tree can be preprocessed in O(n log n) time so that each vertex is assigned an O(log n)-bit routing label. Given the label of a source vertex and the label of a destination, it is possible to compute in constant time the port number of the edge from the source that lays on the (shortest) path to the destination. Unfortunately, a canonic tree H of a graph G is not suitable for approximately routing in G; H may have artificial edges (not coming from G) and therefore a path of H from a source to a destination may not be available for routing in G. To reduce the problem of routing in G to routing in a tree T , tree T needs to be a spanning tree of G. Hence, a spanning tree T of G with minimum stretch (i.e., a tree t-spanner of G with t = ts(G)) would be a perfect choice. Unfortunately, finding a tree t-spanner of a graph with minimum t is an NP-hard problem.
For our graph datasets, one can exploit the facts that they have small tree-breadth/tree-length and/or small hyperbolicity.
If the tree-breadth of an n-vertex graph G is ρ then, by a result from [36] , G admits a tree (2ρ log 2 n)-spanner constructible in polynomial time. Hence, G enjoys a (2ρ log 2 n)-multiplicative routing labeling scheme with O(log n) bit labels and O(1) time routing protocol (routing is essentially done in that tree spanner). Another result for graphs with tb(G) = ρ, useful for designing routing labeling schemes, is presented in [35] . It states that every n-vertex graph G with tb(G) = ρ has a system of at most log 2 n collective additive tree (2ρ log 2 n)-spanners, i.e., a system T of at most log 2 n spanning trees of G such that for any two vertices u, v of G there is a tree T in T with d T (u, v) ≤ d G (u, v) + 2ρ log 2 n. Furthermore, such a system T for G can be constructed in polynomial time [35] . By combining this with a result from [37] , we obtain that every n-vertex graph G with tb(G) = ρ enjoys a (2ρ log 2 n)-additive routing labeling scheme with O(log 3 n) bit labels and O(1) time routing protocol with O(log n) message initiation time. The approach of [37] is to assign to each vertex of G a label with O(log 3 n) bits (distance and routing labels coming from log 2 n spanning trees) and then, using the label of source vertex v and the label of destination vertex u, identify in O(log n) time the best spanning tree in T to route from v to u.
If the tree-length of an n-vertex graph G is λ then, by result from [31] , G enjoys a 6λ-additive routing labeling scheme with O(λ log 2 n) bit labels and O(log λ) time routing protocol. If the hyperbolicity of an n-vertex graph G is δ then, by result from [23] , G enjoys an O(δ log n)-additive routing labeling scheme with O(δ log 2 n) bit labels and O(log δ) time routing protocol. Note that for any graph G, the hyperbolicity of G is at most its tree-length [22] .
Thus, for our graph datasets, there exists a very compact labeling scheme (at most O(log 2 n) or O(log 3 n) bits per vertex) that encodes logarithmic length routes between any pair of vertices, i.e., routes of length at most d G (u, v) + min{O(δ log n), 6λ, 2ρ log 2 n} ≤ diam(G) + O(log n) ≤ O(log n) for each vertex pair u, v of G. The latter implies very good navigability of our graph datasets. Recall that, for our graph datasets, diam(G) ≤ O(log n) holds.
Graph diameter radius # of BFS scans estimated radius Table 9 : Estimation of diameters and radii.
Approximating diameter and radius
Recall that the eccentricity of a vertex v of a graph G, denoted by ecc(v), is the maximum distance from v to any other vertex of G, i.e., ecc(v) : In general (even unweighted) graphs, it is still an open problem whether the diameter and/or the radius of a graph G can be computed faster than the time needed to compute the entire distance matrix of G (which requires O(nm) time for a general unweighted graph). On the other hand, it is known that both, the diameter and the radius, of a tree T can be calculated in linear time. That can be done by using 2 Breadth-First-Search (BFS) scans as follows. Pick an arbitrary vertex u of T . Run a BFS starting from u to find v ∈ F (u). Run a second BFS starting from v to find w ∈ F (v). Then d T (v, w) = diam(T ), i.e., v, w is a diametral pair of T , and rad(G) = ⌊(d T (v, w) + 1)/2⌋. To find the center of T it suffices to take one or two adjacent middle vertices of the (v, w)-path of T . Interestingly, in [22] , Chepoi et al. established that this approach of 2 BFS-scans can be adapted to provide fast (in linear time) and accurate approximations of the diameter, radius, and center of any finite set S of δ-hyperbolic geodesic spaces and graphs. In particular, for a δ-hyperbolic graph G, it was shown that if v ∈ F (u) and w ∈ F (v), then d G (v, w) ≥ diam(G) − 2δ and rad(G) ≤ ⌊(d G (v, w) + 1)/2⌋ + 3δ. Furthermore, the center C(G) of G is contained in the ball of radius 5δ + 1 centered at a middle vertex c of any shortest path connecting v and w in G.
Since our graph datasets have small hyperbolicities, according to [22] , few (2, 3, 4, ...) BFS-scans, each next starting at a vertex last visited by the previous scan) should provide a pair of vertices x and y such that d G (x, y) is close to the diameter diam(G) of G. Surprisingly (see Table 9 ), few BFS-scans were sufficient to get exact diameters of all of our datasets: for 13 datasets, 2 BFS-scans (just like for trees) were sufficient to find the exact diameter of a graph. Two datasets needed 3 BFS-scans to find the diameter, and only one dataset required 4 BFS-scans to get the diameter. We also computed the eccentricity of a middle vertex of a longest shortest path produced by these few BFS-scans and reported this eccentricity as an estimation for the graph radius. It turned out that the eccentricity of that middle vertex was equal to the exact radius for 6 datasets, was only one apart from the exact radius for 8 datasets, and only for 2 datasets was two units apart from the exact radius.
Conclusion
Based on solid theoretical foundations, we presented strong evidences that a number of real-life networks, taken from different domains like Internet measurements, biological datasets, web graphs, social and collaboration networks, exhibit metric tree-like structures. We investigated a few graph parameters, namely, the tree-distortion and the tree-stretch, the tree-length and the tree-breadth, the Gromov's hyperbolicity, the cluster-diameter and the cluster-radius in a layering partition of a graph, which capture and quantify this phenomenon of being metrically close to a tree. Recent advances in theory allowed us to calculate or accurately estimate these parameters for sufficiently large networks. All these parameters are at most constant or (poly)logarithmic factors apart from each other. Specifically, graph parameters td(G), tl(G), tb(G), ∆ s (G), R s (G) are within small constant factors from each other. Parameters ts(G) and δ(G) are within factor of at most O(log n) from td(G), tl(G), tb(G), ∆ s (G), R s (G). Tree-stretch ts(G) is within factor of at most O(log 2 n) from hyperbolicity δ(G). One can summarize those relationships with the following chains of inequalities:
δ(G) ≤ tl(G) ≤ td(G) ≤ ts(G) ≤ 2tb(G) log 2 n ≤ O(δ(G) log 2 n);
If one of these parameters or its average version has small value for a large scale network, we say that that network has a metric tree-like structure. Among these parameters theoretically smallest ones are δ(G), R s (G) and tb(G) (tb(G) being at most R s (G) + 1). Our experiments showed that average versions of ∆ s (G) and of td(G) have also very small values for the investigated graph datasets. In Table 10 , we provide a summary of metric tree-likeness measurements calculated for our datasets. Fig. 7 shows four important metric tree-likeness measurements (scaled) in comparison. Fig. 8 gives pairwise dependencies between those measurements (one as a function of another).
From the experiment results we observe that in almost all cases the measurements seem to be monotonic with respect to each others. The smaller one measurement is for a given dataset, the smaller the other measurements are. There are also a few exceptions. For example, EVA dataset has relatively large cluster-diameter, ∆ s (G) = 9, but small hyperbolicity, δ(G) = 1. On the other hand, Erdös dataset has ∆ s (G) = 4 while its hyperbolicity δ(G) is equal to 2 (see Figure 8a ). Yet Erdös dataset has better embedability (smaller average distortions) to trees H, H ℓ and H ′ ℓ than that of EVA, suggesting that the (average) cluster-diameter may have greater impact on the embedability into trees H, H ℓ and H We can see that the difference in average diameters of clusters was relatively small, resulting in small difference in embedability.
From these observations, one can suggest that for classification of our datasets all these tree-likeness measurements are important, they collectively capture and explain metric tree-likeness of them. We suggest that metric tree-likeness measurements in conjunction with other local characteristics of networks, such as the degree distribution and clustering coefficients, provide a more complete unifying picture of networks. 
