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Důvěrné informace jako hesla, kryptografické klíče, certifikáty apod. využíváme neustále
a na různých místech. Mobilní telefon může dobře posloužit jako úložiště takových údajů,
je však nutno dbát na zabezpečení dat. Cílem této práce je vytvořit program pro mobilní
telefony na platformě Windows Mobile, který bude všechny údaje udržovat na jediném
místě chráněném heslem. Vytvořený program umožní uchovávání hesel, kryptografických
klíčů, různých souborů, důležitých kontaktů, čísel platebních karet a dalších údajů. Některé
údaje bude možné číst ze vzdáleného serveru přes FTP protokol či z čipové karty. Současně
bude možná synchronizace dvou klientů prostřednictvím zabezpečené komunikace a další
užitečné funkce.
Abstract
Confidential information such as passwords, cryptographic keys, certificates, etc. are used
every day on various places. Mobile phone can be a good storage for such informations,
but is necessary to ensure data security. Main goal of this project is to create a program
for Windows Mobile phones which will keep all the informations in one place protected
by password. Designed program lets user to store passwords, cryptographic keys, various
files, important contacts, credit card numbers, etc. Some of the stored informations can be
downloaded from remote server via FTP protocol or from smart card. It is also possible
that two clients will synchronize their informations via Network and other usefull functions.
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Cílem tohoto projektu je vytvořit program, který bude sloužit pro ukládání důvěrných
informací. Software je vyvíjen pro mobilní platformu Windows Mobile.
V první kapitole této technické zprávy bude popsán důvod vzniku aplikace a její účel,
z čehož bude odvozeno zadání, jak bylo vytvořeno pro tento diplomový projekt.
Druhá kapitola se věnuje popisu problému, dále pak analýze stávajících řešení pro Win-
dows Mobile. Budou vybrány volně dostupné a placené programy, které budou porovnány,
aby mohly být vyzdvihnuty důležité a užitečné funkce a aby se poukázalo na jejich nedo-
statky. Také budou popsány způsoby ochrany dat a vybrané technologie.
Třetí kapitola detailně popíše všechny funkce programu, které buď vyplynuly ze zadání,
nebo se v existujících programech jevily jako užitečné či postrádané.
Popis implementace navrženého programu a vybraných funkcí bude uveden v kapito-
lách 4 a 5.
V šesté kapitole bude možné zhlédnout výslednou aplikaci a ve stručnosti bude popsáno
její používání. Budou shrnuty získané poznatky, navržené řešení a jeho implementace, také
budou diskutovány přednosti a nedostatky výsledného programu.
V závěru stručně zopakujeme vše, co bylo součástí této zprávy a podíváme se na další
možný vývoj projektu.
1.1 Cíl projektu
V dnešní době využíváme zabezpečeného přístupu k nejrůznějším věcem na mnoha místech.
Pro přihlášení na servery potřebujeme mít své uživatelské jméno a heslo, pro provedení
platby platební kartou v obchodě musíme znát PIN kód, pro provedení platby prostřednic-
tvím internetového bankovnictví potřebujeme vlastnit bezpečností certifikát, dveře budov
jsou zabezpečeny čtečkami čipových karet nebo panely pro zadání přístupového kódu. Ale
jsou to i další místa, kde běžně používáme tajné údaje pro úspěšný přístup.
Hesla nesmí být jednoduchá, aby měl případný útočník co nejmenší šanci uspět při
útoku hrubou silou nebo slovníkovým útokem. Používáme tedy dlouhá hesla složena kom-
binací znaků abecedy, číslic a nealfanumerických znaků. Navíc bychom neměli jedno heslo
opakovat na více místech, čímž roste počet údajů pro zapamatování. I když je lidská pa-
měť tím nejlepším místem z hlediska utajení, není zcela jistě nejvhodnějším místem pro
trvalé uchování. Stačí pár měsíců bez použití některého ze zapamatovaných údajů a heslo
může být nenávratně ztraceno. Pakliže tedy chceme mít zaručeno, že heslo nezapomeneme,
musíme si ho někam poznamenat.
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Nejméně bezpečné jsou kusy papíru, které bychom nosili neustále u sebe – nikdy totiž
nevíme, kdy budeme který údaje kde potřebovat. Cáry papíru (ale stejně tak i bloky, diáře)
můžeme lehce ztratit a případný nálezce si může heslo stejně tak lehce přečíst, neboť je
v čitelné formě – málokdo asi provádí šifrování na papír, aby pak v bance obsah dešifroval,
pokud si bude chtít údaj přečíst. Tuto práci za nás může udělat jiná výpočetní jednotka.
U některých údajů je navíc poznamenání na papír téměř nemožné – představa, že si na
kusu papíru přenášíme binární soubor, je velmi zvláštní. Místo papíru je lepší mít tento
údaj na některém digitálním médiu.
Pro tyto účely je vhodný mobilní telefon. Jednak splňuje to, že na něj lze uložit nej-
různější údaje (klíče, certifikáty, hesla a další), ale také to, že jej máme (téměř) vždy u sebe.
Stále zde však zůstává problém v případě krádeže či ztráty. Potenciální zloděj může uložené
údaje lehko přečíst a zneužít. Proto je třeba údaje zabezpečit a učinit je tak nepoužitelnými
pro neoprávněné osoby.
Pro mobilní telefony různých platforem existuje mnoho programů, které nabízí zabez-
pečené ukládání osobních údajů. Všechny nabízí v podstatě totéž – uchování hesel a dalších
informací v prostoru (souboru) chráněném heslem. Tyto programy a jejich funkce si po-
píšeme v kapitole 2.
Cílem tohoto projektu je vytvořit podobný program. Rozdíl oproti existujícím řešením
však bude patrný, jakmile si projdeme jejich možnosti, výhody a nevýhody. Pro úvod však
alespoň zmíníme, že program nebude nabízet pouze uchování hesel a podobných důležitých
údajů, ale půjde také o uložení bezpečnostních klíčů, certifikátů a dalších souborů. Pro
bližší informace zde uvádíme zadání práce:
1. Seznamte se s mobilní platformou Windows Mobile a tvorbou aplikací pro tento sys-
tém.
2. Prostudujte možnosti šifrovaného ukládání důvěrných informací a analyzujte stávající
řešení pro toto ukládání na mobilních platformách.
3. Navrhněte mobilní řešení pro Windows Mobile včetně bezpečné autentizace uživatele,
správy klíčů a řízení přístupu.
4. Navržené řešení implementujte.
5. Demonstrujte výhody a nevýhody vašeho řešení.
Jak je patrno ze zadání (a jak bylo avizováno v úvodu), vyvíjený program se soustředí
pouze na platformu Windows Mobile.
1.2 Návaznost na semestrální projekt
V rámci semestrálního projektu byla vypracována kapitola 2.2, která se zabývá analýzou
dostupných řešení, a kapitola 3, v níž je řešen návrh naší aplikace. Pro potřeby diplomové




V této kapitole nejprve popíšeme problematiku ukládání důvěrných informací, poté budou
rozebrána existující řešení pro Windows Mobile řešící tento problém. V dalších částech se
také budeme věnovat možným způsobům ochrany dat a technologiím, které použijeme.
2.1 Popis problematiky
V úvodní kapitole jsme probrali, že člověk často používá nejrůznější důvěrné informace.
Také jsme došli k závěru, že tyto informace je nutné někam ukládat, aby nedošlo k tomu,
že je zapomeneme. Proto jsme zvolili mobilní telefon jako nejvhodnější nástroj pro uložení
takových informací. S mobilním telefonem přichází totiž možnost data lehko ukládat, mít
je vždy u sebe a dobře je chránit pomocí odpovídajících programů.
Cílem všech programů zabývajících se touto oblastí je schraňovat uživatelovy důvěrné
informace na zabezpečeném místě. Těmito informacemi mohou být přístupové údaje na
internetové stránky či jiný podobný účet, čísla platebních karet spolu s PIN (Personal
Identification Number) kódy, osobní certifikáty a jiné kryptografické klíče, důležité kontakty
a další.
Samozřejmostí je perzistence vložených dat, proto je vše ukládáno do souborů. Různé
programy toto řeší několika přístupy. Pro uložení se používá buď jediný soubor, nebo více
nezávislých. Některé aplikace nedávají uživateli možnost ovlivnit umístění souboru, jiné
zase ano. Data uložená na disk nejsou v bezpečí a kdokoli si je může otevřít a přečíst. Z dů-
vodu správného utajení uložených dat je nezbytné jejich obsah šifrovat, což také všechny
programy dělají.
Programy se liší v pestrosti ukládaných záznamů, některé dávají uživateli velkou volnost,
jiné jej naopak limitují pevnými typy záznamů. Typy záznamů představují informace, které
máme možnost ukládat. Proto čím větší máme výběr, tím lépe. Ideálním stavem je, můžeme-
li definovat vlastní typy a získat tak neomezené možnosti.
Rozdíly mezi programy pocítíme i v dostupných funkcích. Opět platí, že čím více funkcí
aplikace nabízí, tím lépe, neboť se zlepší a zpříjemní a její používání. V některých přípa-
dech mohou také dostupné funkce kompenzovat nedostupnost některé vlastnosti, což bývá
v oblasti informačních technologií běžné.
Aplikace používají různé šifrovací algoritmy – v následujících částech bude u každého
z analyzovaných programů uveden výčet používaných symetrických šifer, bližší informace
ke každé z nich (Blowfish, 3DES, Rijndael, Tea, Cast128, RC4, Serpent, Twofish, AES a
další) lze nalézt v literatuře, viz [1].
5
2.2 Stávající řešení
V této části projdeme dostupná řešení - podíváme se jak na placené programy, tak na volně
dostupné.
U placených programů bývá k dispozici plně funkční verze s omezenou dobou používání
– trial verze. Tyto aplikace však na rozdíl od volně dostupných často obsahují pokroči-
lejší funkce. Výhodou neplacených produktů je využívání bez poplatků a u některých také
dostupný zdrojový kód.
Cílem této části je popsat zkušenosti s používáním vybraných programů z obou sfér a
zachytit jednak společné rysy všech programů – tedy to, co by v programu pro uchovávání
důvěrných informací nemělo chybět – jednak vyzdvihnout zajímavé a užitečné funkce někte-
rých řešení, které by určitě stálo za to implementovat i v tomto projektu, a jednak zachytit
nedostatky aplikací, aby návrh tohoto projektu mohl být vytvořen bez jejich opakování.
U programů nás bude zajímat několik důležitých bodů.
• Jak jsou data ukládána? Půjde především o informaci, jestli program používá pouze
jediný prostor pro ukládání dat nebo umožňuje, aby uživatel používal několik nezá-
vislých souborů (prostorů).
• Jaké informace lze ukládat? Vždy to budou hesla. Dále nás bude zajímat, jestli lze
uložit i důležité soubory, adresy webů, osobní kontakty a jiné údaje.
• Jaké další funkce program nabízí? V programech se určitě objeví zajímavé funkce, na
které se budeme snažit upozornit.
2.2.1 Placené programy
V této sekci si projdeme placené programy, u kterých byly k dispozici verze k vyzkoušení.
Testovány byly programy Handy Safe [26] a Password Manager XP [23].
Handy Safe
Tento program je dostupný pro vyzkoušení na sedm dní. Pro uchování dat využívá jediný
prostor – šifrovaný soubor. Ten je uživateli skryt – nevolí tedy jeho umístění ani pojmeno-
vání, jak je tomu u některých podobných programů, což uvidíme v dalších podkapitolách.
Při prvním spuštění nastavuje uživatel pouze heslo, kterým budou uložené informace šifro-
vány. Podle stránek výrobce (viz [26]) se pro šifrování dat používá šifra Blowfish.
Ukládané informace jsou na nejvyšší úrovni organizovány do kategorií. Druhou úrovní
jsou již samotné údaje. Program umožňuje pracovat právě na dvou úrovních – kategorie na
první, údaje na druhé. Hned na začátku používání program obsahuje několik ukázkových
kategorií. Nejsou však povinné a mohou být smazány nebo upraveny. Stejně tak mohou být
lehce přidány nové.
Program umožňuje vkládání záznamů různých typů (hesla, kontakty, PIN, atp.). Důležité
je, že tyto typy nejsou pevně stanoveny, ale skládají se z pojmenovaných polí (příkladem
může být pole s názvem Město, do nějž uživatel vyplní příslušný text), které lze libovolně
kombinovat. V programu jsou na výběr pole různých typů jako číslo, text a datum. Uživa-
tel si z těchto polí může poskládat libovolný údaj. K dispozici je několik předdefinovaných
šablon pro webovou stránku, platební kartu, adresu, různá přístupová hesla a další. Chybí
zde možnost přidat k záznamu soubor. Tímto by bylo možné uchovávat citlivé informace,
jako jsou certifikáty, soukromé klíče, apod.
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Obrázek 2.1: Aplikace Handy Safe – kategorie, záznamy, editace záznamu (převzato z [26]).
Vytváření záznamu probíhá tak, že nejprve je vybrána šablona, podle níž bude záznam
vytvořen. U jednotlivých polí pak vyplníme hodnoty, některá pole mohou zůstat prázdná.
Taková pole ale po potvrzení přidání záznamu zmizí a nelze je později vyplnit, což může být
docela nepříjemné, pokud například některý údaj v danou chvíli neznáme, ale rádi bychom
ho doplnili později. K záznamům lze při editaci přidávat další pole, což tento nedostatek
kompenzuje, už se ale jedná o složitější postup, než kdyby tam prázdné pole zůstalo.
Ukládání změn probíhá automaticky. Po každém přidání, editaci nebo smazání záznamu
proběhne automatické uložení. Po uživateli není ani vyžadováno heslo. Výjimkou je změna
hesla, kterým se provádí šifrování. Zde je třeba zadat i staré heslo. Nevyžádání hesla při
každé změně se může zdát nebezpečné, protože kdokoli pracuje s telefonem, může udělat
nenávratné změny. Na druhou stranu však vzroste pohodlí pro uživatele, který není nucen
zadávat heslo při každém zásahu.
Bezpečnost zvyšuje jiná funkce, kterou je automatický zámek. Je uplatněn ve dvou
případech. Prvním je, že jakmile máme program spuštěný a přepneme se na jiný, je po
návratu vyžadováno heslo. Toto je jakási kompenzace za výše zmíněném požadování hesla
při každé změně. Situace pro útočníka je zkomplikována, pokud nenajde telefon s touto
aplikaci spuštěnou a na popředí. I tato situace však lze ošetřit, a sice tím, že se zavede
časované uzamknutí. Po určitě době nečinnosti, kterou lze nastavit, se databáze uzamkne a
je vyžadováno opětovné zadání hesla. Automatický zámek napomáhá ke zvýšení bezpečnosti
aplikace, klesá však míra komfortu. Pokud například uživatel potřebuje zkopírovat údaj
z jiné aplikace, musí po přepnutí oken zadávat heslo.
Mimo jiné má program pěkné grafické uživatelské rozhraní. Nejedná se o jednoduché
ovládací prvky z prostředí Windows Mobile, ale barevná a příjemná okna, která jsou navíc
doplněna o obrázky na pozadí a ikony u záznamů, viz obrázek 2.1.
Mezi výhody programu patří určitě možnost definovat si vlastní typy záznamů a tedy to,
že uživatel není omezován pevně definovanými formáty. Užitečné je i automatické zamykání,
které kompenzuje nepřítomnost zadávání hesla při práci. Další výhodou je verze Handy Safe
pro PC, která navíc umožňuje synchronizaci. Jako výhoda se dá považovat fakt, že program
používá jeden soubor pro ukládání údajů, který je navíc uživateli skryt a nemusí se tak o něj
vůbec zajímat.
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Na tento způsob správy lze pohlížet i jako na nevýhodu, neboť některý uživatel může
chtít ovlivnit, kam se má soubor ukládat a pod jakým jménem, aby například mohl lehko
provádět zálohy dat (samotný program funkcí zálohování nedisponuje). Uživatel by také
mohl chtít používat více souborů, aby oddělil různá data. Hierarchie dat nabízí pouze dvě
úrovně, proto nelze data dobře třídit. Nevýhodami jsou také mizící nevyplněná pole při
vytváření záznamu, nepřítomnost polí pro heslo (u takového pole se nezobrazuje text, ale
pouze *), nemožnost provádět export dat a uchovávání souborů.
Password Manager XP
Program je k dispozici pro vyzkoušení na 30 dní. Na rozdíl od předchozí aplikace umožňuje
pracovat s více soubory a tak i s více prostory. Prostory se nazývají databáze (anglicky
database). Každá databáze představuje samostatný soubor, u kterého se volí umístění a
heslo. Pro šifrování souborů se používají šifry Blowfish, 3DES, Rijndael, Tea, Cast128,
RC4, Serpent, Twofish. Požadovanou šifru je možné vybrat v nastavení.
Zvláštností tohoto programu je správa uživatelů a přístupových práv. U každé databáze
se definují uživatelé s různými právy. Tato vlastnost je zbytečná v okamžiku, kdy není
vynuceno přihlášení uživatele. Po spuštění programu a odemčení databáze k ní uživatel
získává plný přístup, aniž by byl přihlášen jakýkoli uživatel. U databáze se však dá nastavit,
aby po jejím odemčení bylo nutné zadat ještě přihlašovací údaje uživatele. Bez vyplnění
těchto údajů se s databází nedá vůbec pracovat. Po úspěšném přihlášení se již aplikují
patřičná práva. Správa uživatelů je dotažena až k uživatelským skupinám, kterým je také
možné nastavovat práva a do nichž je možné uživatel třídit.
Vzhledem k tomu, že Windows Mobile jsou jedno-uživatelský operační systém, nelze tuto
funkci rozumně využívat v rámci jednoho mobilního telefonu. Více uživatelů používajících
jeden mobilní telefon nedává příliš smysl, jedná se spíš o osobní věc a každý člověk má svůj
mobilní telefon. Lepší využití se nabízí v rámci více mobilních telefonů. Údaje o uživatelích
jsou součástí databáze a ne programu. Pokud přeneseme databází na jiný telefon, můžeme
zajistit, aby zde měl uživatel jinou úroveň přístupu, pokud mu vytvoříme omezený účet.
Zde se však dostáváme do sporu s tím, co má být úkolem takové programu – tedy uchování
osobních údajů, nikoli sdílení osobních údajů dalším osobám. Určitě se nabízí situace, kde
by se tato funkce dala využít, nejedná se však o klíčovou funkci, kterou by měl každý
program disponovat.
Po stránce přidávání záznamů nabízí program velkou volnost a variabilitu. Pokud se
podíváme na databázi jako na kořenovou kategorii, můžeme definici databáze zapsat rekur-
zivně jako kategorii, která může obsahovat jednotlivé údaje a další kategorie. Počet úrovní
není nijak omezený.
Zajímavé jsou i typy vkládaných záznamů. Platí, že do databáze lze vkládat záznamy
složené z libovolných polí. Pro každou kategorii se definuje struktura jejich záznamů (typy
polí). Jinými slovy se řekne, jak budou vypadat všechny záznamy vložené do této kategorie
(například kategorie Hesla bude obsahovat záznamy s poli Název a Heslo). U kategorií ještě
stojí za zmínku, že každá kategorie dědí strukturu od své rodičovské kategorie. Nejvyšší
kategorie má na začátku strukturu programem předdefinovanou.
Nutnost definovat strukturu kategorie je pracná, protože uživatel musí definovat všechna
pole, která u daného záznamu bude chtít. Vhod by přišly šablony (jednak předdefinované,
jednak definovatelné), podle nichž by se dalo kategorie vytvářet.
Pole, která tvoří strukturu záznamu, může nabývat jednoho z mnoha typů. Nabízí se
jednoduchý řetězec, víceřádkový řetězec, heslo, URL, celé číslo, reálné číslo, booleovská
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hodnota, datum, výčtový typ a regulární výraz.
Každý záznam musí obsahovat povinná pole, jako jsou datum vytvoření, modifikace,
expirace, jméno uživatele, který záznam vytvořil/modifikoval, a přílohy (k čemu přílohy
slouží, se dostaneme později). Pole můžeme dále organizovat do libovolných sekcí. Každé
sekci pak v grafickém uživatelském rozhraní odpovídá jedna záložka na dialogu pro přidávání
a editaci. Jedinou povinnou sekcí je sekce Soubory obsahující přílohy.
Přílohy jsou libovolné soubory připojované k záznamům. Jeden záznam může mít ně-
kolik příloh libovolné velikosti. Funguje to tak, že soubory jsou fyzicky zkopírovány do
databáze, ale zůstávají také na disku. Z databáze se dají obnovit zpět do souborového
systému telefonu.
Abychom si to shrnuli, uděláme krátký přehled celé hierarchie programu Password Ma-
nager XP. Na nejvyšší úrovni jsou databáze. Ty obsahují kategorie, jejich obsahem mohou
být další kategorie nebo záznamy. Kategorie má definovanou strukturu, čímž definujeme
vkládané záznamy. Struktura záznamů je definována pomocí polí skládaných do sekcí.
Každá změna se musí explicitně uložit. Není ale třeba zadávat heslo. Velmi zvláštní
je to, že heslo není vyžádáno ani při změně hesla, kterým je soubor šifrován. U aplikace
je možnost využít funkci automatického zámku, jak byla prezentována v kapitole 2.2.1.
Nefunguje ale vůbec správně – k zamknutí databáze nedojde ani po nastaveném časovém
limitu, ani po přepnutí okna, ani po uzamknutí telefonu. V kombinaci s možnou změnou
hesla bez vyžádání starého heslo se dostáváme do nebezpečné situace, kdy útočník může
jednak lehko číst, jednak lehko měnit údaje v databázi.
Program nabízí další velmi užitečné funkce. Mezi ně patří vytváření záloh databází a
obnova z těchto záloh. Program automaticky produkuje zálohy při každém uložení a udržuje
několik posledních záloh. Mimo to lze manuálně vytvářet další zálohy podle libosti. Data-
bázi lze kdykoli obnovit ze zálohy a vrátit se tak do uloženého stavu. U zálohy se uchovává
kompletní stav včetně všech uložených údajů, struktur kategorií, nastavení databáze a uži-
vatelských účtů.
Důležitou funkcí je i synchronizace s jinou databází. Zvláště pokud se databáze využívá
k přístupu více uživatelů, což právě tento program také umožňuje, přijde tato funkce vhod
(hodí se samozřejmě i v jiných případech). Při synchronizaci se vybere soubor databáze
ze souborového systému telefonu. Program vyhledá změny a do databáze, nad níž byla
synchronizace volána, přidá nalezené rozdílné záznamy a kategorie. Současně může provádět
změny i do druhé databáze, s níž je synchronizován.
Po stránce uživatelského rozhraní se jedná o příjemný program složený ze standardních
ovládacích prvků Windows Mobile, viz obrázek 2.2.
Výhodami tohoto programu je extrémní variabilita a členění vkládaných záznamů včetně
možnosti připojovat soubory. Mimo to nabízí program také zajímavé funkce jako synchro-
nizaci položek a zálohy databází.
Za nevýhodu může být považována právě ona vysoká variabilita vytvářených záznamů.
Definování struktury kategorie se může někomu zdát pracné a složité. Na druhou se provádí
pouze jednou pro danou kategorii (na rozdíl od struktury záznamů jako u Handy Safe,
kde bylo třeba pro každý záznam definovat jeho strukturu). Z toho schématu také vyplývá
fakt, že v jedné kategorii mohou být záznamy pouze jednoho typu. Tomu musí uživatel
přizpůsobit organizaci svých údajů – nemůže například vytvořit kategorii s názvem Osobní,
kam by přímo ukládal osobní hesla, osobní kontakty, atp. Kontakty a hesla totiž budou mít
rozdílnou strukturu.
Nevýhodou je také nevyžádání hesla při změně hlavního hesla a nefunkčnost automa-
tického zamykání.
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Obrázek 2.2: Aplikace Password Manager XP – seznam databází, záznamy, editace záznamu
(převzato z [23]).
2.2.2 Volné programy
V kategorii programů určených zdarma k používání se podíváme na programy SecureWord [32]
a KeePass [29] .
U programů zdarma budeme pozorovat mnohem méně funkcí a volnosti ve struktuře
záznamů. Bude možné vytvářet hierarchie kategorií, záznamy však budou pouze pevné
struktury (pevně definované složení polí). I volné programy ale nabídnou některé zajímavé
funkce.
SecureWord
Prvním z programů v kategorii zdarma je program SecureWord. Tento program je velmi
jednoduchý a nabízí jen nejzákladnější funkce. Oproti předchozím aplikacím je zde jinak
nahlíženo na šifrované prostory. Program pracuje výhradně s uživateli a pro každého uži-
vatele je možné vytvořit jeho vlastní (jediný) šifrovaný prostor (na stránkách programu se
používá výrazu databáze). Toto schéma je velmi podobné schématu programu Password
Manager XP, kde se také pracuje s více databázemi. Namísto pojmenovávání databází se
u programu SecureWord pojmenovávají uživatelé, každému z nich pak náleží právě jedna
databáze. Jako šifry používá AES a Twofish.
Ukládané údaje jsou organizovány do kategorií. Podobně jako u předchozího programu
můžeme zavést rekurzivní definici, kdy každá kategorie může obsahovat ukládané údaje
a další kategorie. Informace, které mohou být vloženy do databáze, jsou pouze jednoho
pevného typu. Nelze tedy skládat záznamy z různých typů polí, ani není k dispozici více
typů záznamů, např. pro heslo, webovou stránku, platební kartu, kontakt, atp. Program
pracuje se záznamy typu poznámka (Note), která je složena z polí název, login, heslo,
URL, souborů a textového pole pro další informace. Soubory fungují jako přílohy, které
se zkopírují do databáze a je možné je obnovit zpět na souborový systém. Každá změna,
kterou uživatel v databázi provede, je automaticky uložena, což dohromady se schématem
více uživatelů a jejich prostorů odstiňuje uživatele od práce se soubory (uživatel se nemusí
starat, kam se informace ukládají).
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Obrázek 2.3: Aplikace SecureWord – záznamy (převzato z [32]).
Při přidávání a editaci poznámky jsou také u polí heslo a login dvě užitečná tlačítka –
jedním je generátor řetězců, druhým kopírování do schránky. Generátor slouží pro vytváření
náhodného řetězce u obou polí, ale může být použit i kdykoli jindy za běhu programu pro
vygenerování náhodné informace. Program generuje řetězce zvolených kritérií – nabízí se
malá a velká písmena abecedy, číslice, další nealfanumerické znaky, také volitelné znaky
zadané uživatelem a délka řetězce. Žádný z předchozích programů tuto funkci nenabízel,
přitom programy pro ukládání důvěrných informací slouží hlavně pro ukládání složitých a
rozličných hesel, proto se pomůcka pro jejich generování vždy hodí.
Druhé tlačítko u polí heslo a login slouží pro kopírování řetězce z pole do schránky.
V nastavení programu lze volit, zda po ukončení programu schránku vždy vyčistit, aby
nezůstávala tajná informace v paměti.
V nastavení také najdeme možnost, která zapíná zobrazování hesel (pokud je vypnuto,
zobrazí se namísto znaků hesla zástupný znak – *). Tuto možnost opět žádný předchozí
program nenabízel, přitom uživatel může chtít ovlivnit, zda chce mít hesla čitelná nebo
naopak. Dále nabízí program možnost vyhledávat záznamy v databázi. Po zadání řetězce
je projita celá hierarchie záznamů a v polích zvolených v nastavení programu se vyhledává
zvolený řetězec. Nalezené záznamy jsou ihned zobrazovány v hlavním okně aplikace.
Po grafické stránce se jedná o chudě a zastarale vypadající aplikaci, viz obrázek 2.3.
Výhodami tohoto programu jsou již dříve vyzdvižené funkce jako připojování souborů,
generátor hesel, možnost zobrazovat a ukrývat heslo a vyhledávání. Program existuje i ve
verzi pro PC. Pro někoho může být velkou výhodou i jednoduchost programu. Někomu
naopak může přijít slabá variabilita záznamů jako značná nevýhoda.
KeePass
Dalším zástupcem rodiny bezplatných programů je KeePass. Aplikace pracuje s termínem
databáze jako synonymem pro označení šifrovaného prostoru. Databázi odpovídá samo-
statný soubor, jehož umístění a název (samozřejmě i heslo) volí uživatel. Těchto souborů
může být libovolný počet. První zajímavostí této aplikace je tzv. složený klíč. Pro odemčení
databáze je stejně jako u ostatních aplikací použito heslo. Při vytváření databáze se ale
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nabízí možnost použít současně i soubor jako klíč. Pro odemčení je pak třeba zadat jednak
heslo, jednak zvolený soubor. V praxi můžeme mít například soubor schovaný na kartě a
používat jej pro odemykání databáze. V kombinaci s heslem je zvýšena bezpečnost. Jako
klíč pro šifrování databáze může být využita jedna z kombinací: heslo, heslo + soubor,
soubor. Data jsou šifrovány pomocí šifer AES a Twofish.
Vytvářené záznamy lze skládat do kategorií, které stejně jako u předchozích programů
mohou obsahovat záznamy a další kategorie. Informace ukládané do databáze mají na
první pohled pevně definovanou strukturu jako předchozí program SecureWord, jistá míra
variability se zde však nachází. Pevně definovaná pole jako název, uživatel, heslo, URL,
datum expirace, poznámky a přílohy jsou doplněny o seznam řetězcových polí, kde může
uživatel vkládat další údaje ve formě řetězců. U těchto polí může být navíc zvoleno skrytí
zobrazeného textu, což způsobí, že text se zobrazuje jako heslo (zobrazeny jsou zástupné
znaky – *). Přílohy fungují stejně jako v předchozích programech – jedná se o seznam
souborů, které jsou nahrány do databáze a mohou být exportovány zpět do souborového
systému. Všechny změny, které uživatel provede, musí být explicitně uloženy. Při ukládání
není vyžadováno heslo. Funkce změny šifrovacího klíče databáze (hesla či souboru) není
k dispozici.
Vzhledem k tomu, že změny mohou být uloženy bez vyžádání hesla, obsahuje program
funkci automatického zámku. Zámek se aplikuje ve dvou případech – prvním je časový
interval, po jehož uplynutí je třeba znovu zadat klíč, druhým je nutnost vyplnit klíč při
zamčení telefonu. Pro vytváření údajů v databázi je k dispozici generátor hesel, který
je dotáhnut na vyšší úroveň než u předchozího programu. Přibyla možnost použít znaky
z horní části ASCII tabulky, dále lze také heslo generovat na základě šablony a také můžeme
u generovaného hesla určit, které znaky nemají být použity. Ještě jedna funkce nebyla
zmíněna v úvodu při vytváření databáze. Tou je indikátor úrovně hesla. Jakmile uživatel
vyplňuje heslo, zobrazuje se, jak moc je dané heslo bezpečné (na základě délky a použitých
znaků).
Program existuje ve dvou verzích – KeePassPPC a KeePassSD. Obě jsou určeny pro
Windows Mobile. Prvním rozdílem je programovací jazyk, v němž jsou implementovány –
KeePassPPC v C++, KeePassSD v C#. Druhým rozdílem je formát souboru databáze a tím
pádem i kompatibilita s verzí programu pro PC. Oba formáty nejsou vzájemně kompatibilní.
Novější program KeePassSD s tím však počítá a zavádí funkci importu dat ze starého
formátu databáze do nového.
Po stránce grafického uživatelského rozhraní na tom program není zvlášť špatně, sice
nenabízí extra pěkné grafické prvky, ale působí příjemně, viz obrázek 2.4.
Hlavními výhodami této aplikace je přítomnost generátoru hesel, funkce automatického
zámku, připojování souborů k záznamům, zajímavá je také funkce složeného klíče. Nevý-
hodami je stejně jako u předchozího programu nemožnost vytvářet záznamy typu kontakt,
platební karta, atp., i když tato absence je částečně nahrazena volitelnými textovými poli
u záznamu.
2.2.3 Shrnutí dostupných řešení
Dalšími aplikacemi již nemá smysl se zabývat, neboť jsou si všechny velmi podobné. Raději
shrneme dosud získané zkušenosti, podíváme se na body uvedené v kapitole 2.
Z pohledu počtu šifrovaných prostorů – databází, jak to bývalo některými programy na-
zýváno – můžeme rozdělit programy na jednodatabázové a vícedatabázové. Obě schémata
mají své pro a proti. U jednodatabázového systému je uživateli odstíněna práce se soubory,
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Obrázek 2.4: Aplikace KeePassSD – odemčení databáze, hierarchie, editace záznamu (pře-
vzato z [29]).
nemusí volit umístění souboru nebo jeho název. Vše za něj řídí aplikace. U vícedatabázových
systémů se zpravidla uživatel sám stará o umístění souborů a volí i jejich název. Navíc může
ukládané informace rozdělovat do více souborů, aby oddělil méně a více důležité informace,
přičemž důležitějším položkám může například nastavit bezpečnější heslo. Jednodatabázo-
vým programem byl pouze HandySafe popsaný v kapitole 2.2.1, všechny ostatní rozebírané
programy byly vícedatabázové.
Rozdíl v typu ukládaných informací byl citelný u zpoplatněných aplikací a aplikací
zdarma. Zatímco aplikace volně k použití nabízeli jeden typ záznamu, kde šlo vyplnit pevně
dané informace (částečně obohaceno u aplikace KeePass), placené aplikace disponovaly větší
volností. U záznamů bylo možné skládat informace z libovolných polí, povinná pole byla jen
některá systémová jako datum vytvoření, editace, poznámka, atp. U programu Password
Manager XP bylo vytváření záznamů dotaženo k dokonalosti, neboť datový typ polí nabízel
mnoho variant od řetězců a čísel, přes datum až po výčtový typ a regulární výraz. Cenou
za toto vylepšení bylo složitější vytváření záznamů.
Zajímavých funkcí se ve všech čtyřech nástrojích objevilo mnoho. Pro zvýšení bezpeč-
nosti byl vhodný automatický zámek, který se staral o zamčení databáze (po časovém
intervalu, po přepnutí aplikace, po zamčení telefonu). Pakliže uživatel používá více data-
bází, synchronizace mu pomáhá při sjednocení změn v různých databázích. Uživatel může
někdy provést nechtěný zásah a smazat si část databáze. V tomto případě se hodí vytváření
záloh a obnova dat ze zálohy. Pro vytváření složitých a dlouhých hesel obsahovaly některé
aplikace generátor hesel. Při vytváření databáze v případě programu KeePass poskytnul
užitečnou informaci ukazatel síly hesla. U stejného programu bylo použito i složeného klíče
pro šifrování obsahu databáze. Program SecureWord toho nenabízel mnoho, ale jako jediný
z uvedených programů přišel s vyhledáváním v databázích. Zajisté by se našly další užitečné
funkce, toto byl však výběr těch velmi zajímavých.
Po zkušenostech s existujícími programy můžeme začít navrhovat program, který je
cílem tohoto projektu. V mnohém se bude určitě inspirovat, mnoho vlastností však bude
novinkou, kterou žádné ze zmíněných řešení nenabízelo.
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2.3 Způsoby ochrany dat
Důvěrné informace ukládané programy na disk (tj. na trvalou paměť mobilního zařízení)
musejí být vždy šifrovány. Proto se nyní zmíníme o možných variantách šifrování. Nebudeme
se snažit uvést kompletní výpis možností, zaměříme se pouze na nejvhodnější kandidáty
z dané oblasti.
Ještě doplňme, že teorii k pochopení šifrovacích algoritmů nebudeme uvádět. Zájemce
si tyto informace může dohledat např. v [1], [10] a [13].
Výběr šifer
Pro šifrování dat můžeme využít dvou typů kryptografie – symetrické a asymetrické.
Symetrická kryptografie
U symetrické kryptografie se používá jeden tajný klíč pro šifrování i dešifrování. V této ka-
tegorii je nejlepším kandidátem algoritmus AES (Advanced Encryption Standard, viz [13]).
Jedná se o blokovou šifru s velikostí bloku 128 bitů a velikostí klíče 128, 190 nebo 256 bitů.
I v naší aplikaci využijeme tuto šifru, velikost klíče ponecháme zatím dostačujících 128 bitů.
U blokové šifry AES musíme zvolit mód pro práci s bloky dat. Tím je CBC (Cipher-block
chaining, viz [5]). Podmínkou jeho použití je dodání inicializačního vektoru pro první blok
dat.
Asymetrická kryptografie
Na rozdíl od symetrické kryptografie používá asymetrická dva klíče – veřejný pro šifrování
dat a soukromý pro dešifrování dat. Z těchto dvou klíčů je samozřejmě důležité uchovat
v tajnosti klíč pro dešifrování dat, tedy soukromý. Veřejný klíč může být dostupný komukoli,
protože platí, že z něj nelze odvodit klíč soukromý.
Opět máme na výběr několik algoritmů, nejrozšířenějším je RSA (podle jmen autorů
Rivest, Shamir, Adelman, viz [10]). U této šifry volíme velikost klíče 2048 bitů.
Při použití asymetrické kryptografie použijeme standardní formát zpráv – OAEP (Opti-
mal Asymmetric Encryption Padding, viz [16]), u něhož se využívá hašovací funkce, v našem
případě SHA1 (Secure Hash Algorithm, viz [14]).
2.4 Relevantní technologie
Při řešení jakéhokoli problému narazíme vždy na otázku správné volby použitých technologií
– od platformy, pro níž budeme vyvíjet, přes programovací jazyk, až po použité knihovny.
Stručně si projdeme ty, které byly vybrány pro vypracování našeho projektu.
Platforma a programovací jazyk
Projekt je řešen pro platformu Windows Mobile. Pod tímto operačním systémem máme
k dispozici vývojové prostředí Microsoft Visual Studio. Jeho výhodou je jednoduchý vývoj
a testování aplikací díky propracovanému editoru zdrojových kódů a prvků grafického roz-
hraní, díky ladění projektů s použitím skvělého debuggeru a také díky možnosti spouštění
přeložených projektů v emulátoru.
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Programovací jazyk C++ (s využitím MFC ) byl zvolen z hlediska znalostí a zkuše-
ností, což zaručí vývoj bez komplikací. Alternativním jazykem pro tvorbu aplikací na tento
operační systém je C#, který také můžeme použít ve Visual Studiu, čímž získáme stejné
výhody jako v případě C++ a MFC. Důvodem, proč nebyl vybrán tento jazyk, byla hlavně
neznalost a strach z počátečních komplikací, které by mohly značně pozdržet úvodní fáze
vývoje. Naopak po dobrém zaučení by mohlo být psaní kódu díky vlastnostem jazyka rych-
lejší (automatická správa paměti, atp.). Po důkladném zvážení zvítězila jistota v podobě
C++.
Platforma Windows Mobile je ale v současnosti čtvrtou nejpoužívanější platformou na
mobilních zařízeních, viz [11]. Podle informací převzatých z téhož zdroje je na prudkém
vzestupu platforma Android od společnosti Google, zatímco oblíbenost Windows Mobile
opadá.
Právě Android by mohl být vhodnou alternativní platformou pro tvorbu tohoto pro-
jektu. Jejím programovacím jazykem je Java, která podobně jako C# umožňuje díky svým
vlastnostem rychlý vývoj aplikací.
Knihovny
U některých podproblémů je možné využít externích knihoven či kusů kódu. Každý dá určitě
za pravdu, že je rozumné nepokoušet se vytvářet vše od základu, když je na internetu k na-
lezení mnoho již vyzkoušených a odladěných knihoven. Tento postoj může značně urychlit
vývoj, pokud se nesetkáme s problémem, že ne každá knihovna je stavěna pro použití na
mobilních telefonech.
Portace knihoven na platformu Windows Mobile je velkou výzvou, neboť autoři knihoven
často nepočítají s použitím na mobilních zařízeních a pro překlad nenachystají potřebné
konfigurace. Ne vždy je záležitost převodu na Windows Mobile lehkým úkolem a ne vždy je
to možné. Ať už je to kvůli použití některé z nepodporovaných funkcí, nebo kvůli použitým
konstrukcím (např. vložený assembler), seznam knihoven vhodných pro daný problém se
velmi zužuje. Pokaždé je nutné vyzkoušet několik alternativ, než objevíme přeložitelný a
(správně) fungující nástroj.
Kryptografická knihovna
Obzvláště v případě kryptografické knihovny se vyplatí, zvolíme-li hotové a hojně pou-
žívané řešení. Takové knihovny jsou psány autory s několikaletými zkušenostmi v oblasti
kryptografie. Navíc jsou již v pokročilém stádiu vývoje, kdy jsou odhaleny mnohé chyby a
zákeřnosti, kterým bychom se zajisté vystavili v případě, že bychom se rozhodli pro vlastní
implementaci byť jen jedné šifry.
Knihovna nám také nabídne několik dalších komponent, které v aplikaci využijeme jako
třeba bezpečný generátor náhodných čísel a další.
Na Windows Mobile se opět budeme potýkat s problém při překladu knihoven. Rovnou
zmíníme, že knihovnou, kterou jsme vybrali pro náš projekt, je Crypto++ psaná v jazyce
C++ (viz [24]). Její součástí jsou i projekty pro překlad pomocí Microsoft Visual Studia,
však pouze ve verzi pro Win32.
Při hledání na internetu se dá narazit na několik návodů, mezi nimiž jsme s úspěchem
našli i jeden funkční, viz [2]. Návod se sice vztahuje na nižší verzi Crypto++, ale je možné
jej aplikovat i na novější.
Převod spočívá jednak v přidání nového projektu, kde používáme překladače pro mobilní
platformu a definujeme několik maker. V závislosti na těchto makrech musíme upravit i
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některé kusy kódu. Opravené zdrojové kódy jsou také součástí návodu, ale pouze pro nižší
verzi. U novějších je třeba ručně projít zdrojové soubory a podle změn upravit odpovídající
řádky kódu.
Další knihovny
Výčet použitých knihoven nekončí u kryptografické knihovny, protože snahou je využít další
hotová řešení. Ostatní nalezené kusy kódu už ale představují převzetí maximálně jedné třídy




Nyní se podíváme na návrh naší aplikace pro ukládání důvěrných informací. Minulá kapitola
nám ukázala klady a zápory používaných řešení, a proto si nyní dokážeme představit, co
by náš program měl umět.
Stejně jako jsme u každého programu v předchozí kapitole rozebírali tři klíčové body,
bude i v následujících podkapitolách popsán návrh projektu z těchto tří hledisek.
• Jak jsou data ukládána?
• Jaké informace lze ukládat?
• Jaké další funkce program nabízí?
3.1 Ukládání důvěrných informací
V prvním bodě – tedy otázce Jak jsou data ukládána? – máme na výběr z několika pre-
zentovaných možností. Budeme-li používat termínu databáze, pod nímž máme na mysli
uživatelův šifrovaný prostor pro ukládání informací, pak můžeme volit mezi jednodatabá-
zovým nebo vícedatabázovým schématem.
Při zkoušení aplikací se jevil jako vhodnější jednodatabázový systém. Windows Mobile
je jednouživatelský operační systém, proto se vždy bude jednat o důvěrné informace jednoho
uživatele, kterému bude stačit jediný společný prostor. Navíc má program sloužit (mimo
jiné) pro ukládání hesel, která si pak uživatel nemusí pamatovat, ale stačí mu, když bude
znát jedno heslo, jímž bude přistupovat k ostatním. Více databází by znamenalo více hesel a
tím pádem se vzdalujeme od původní ideje. Druhé schéma by také mohlo vést k extrému, že
by uživatel použil stejné heslo pro všechny své databáze, a dostal by se do situace, kdy mu
v podstatě stačí jediný prostor s vhodně vytvořenou hierarchií kategorií uvnitř databáze.
Jednodatabázové schéma s sebou nese řadu nevýhod – ty se budeme snažit odstranit pomocí
dodatečných funkcí uvedených v kapitole 3.3.
Jestliže bude navrhovaná aplikace využívat pouze jediný šifrovaný prostor, může uživa-
tele zcela odstínit od práce se souborem. Uživatel nebude schopen ovlivnit název souboru
ani jeho umístění a všechny změny, které provede, se budou ihned ukládat. Byli bychom
rádi, aby se souborem pro šifrovaný prostor kromě aplikace nikdo jiný nemanipuloval. Tím
však uživatel přichází o výhodu, kterou nabízí vícedatabázové schéma, u nějž může ovliv-
nit název a umístění souboru. Tou je (mimo jiné) zálohování souboru. Jelikož nechceme,
aby uživatel se souborem databáze pracoval, měli bychom mu tuto funkci nabídnout. Další
zmínka o zálohování padne v kapitole 3.3.
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Kromě jednoho z uvedených programů nabízely všechny vytváření neomezené hierarchie
kategorií. V každé kategorii, včetně kořenové, mohli být obsaženy jak dílčí informace, tak i
další kategorie. Stejně tak bude s kategoriemi pracovat i námi navrhovaná aplikace.
3.2 Typy ukládaných záznamů
Druhým bodem, podle nějž byly programy poměřovány, byla pestrost ukládaných záznamů.
Ukázalo se, že jeden pevný typ je nedostatečný. Nepokryjeme totiž celou škálu informací,
které se také řadí do kategorie důvěrných (např. kontakt, platební kartu, atp.). Obecně nám
libovolný počet pevně definovaných typů nemusí stačit, protože téměř vždy můžeme najít
novou informaci, kterou bychom rádi uložili, ale vhodný typ pro ni nemáme. Jako částečné
řešení se jeví mít jeden pevně definovaný typ doplněný o možnost přidávat další řetězcová
pole s dodatečnými informacemi. I to však byla pouze náhražka za skutečně variabilní
záznamy, u nichž si můžeme sami definovat, z jakých polí budou složeny.
Aplikace se tedy bude ubírat směrem záznamů s definovatelnými poli. Je ale důležité
zachovat při přidávání nového záznamu jednoduchost. Kdyby měl uživatel pokaždé, když
se chystá vložit novou informaci do databáze, nejprve určovat z jakých polí jakých typů
bude záznam složen, stala by se tato akce velmi zdlouhavou a otravnou záležitostí. Ideálním
řešením je předchystat několik šablon často používaných záznamů a nechat uživatele z těchto
šablon při přidávání vybrat. Tuto ideu je možné ještě více zdokonalit, pokud si uživatel bude
moct vytvářet nové šablony a editovat ty předdefinované.
Už jsme tedy stanovili, že vytvářené záznamy budou skládány z různých polí. Ještě
jsme však neurčili, jakého typu budou jednotlivá pole. Širokou paletu typů nabízel program
Password Manager XP v kapitole 2.2.1. Pro připomenutí: jednalo se o jednoduchý řetězec,
víceřádkový řetězec, heslo, URL, celé číslo, reálné číslo, booleovská hodnota, datum, výčtový
typ a řetězec vyhovující zadanému regulárnímu výrazu. Tyto typy bude nabízet i vytvářený
program.
K výše uvedenému výčtu přidáme další typ – tím bude soubor. U zkoumaných programů
existovala možnost přikládat k záznamům soubory jako přílohy. My ale přeneseme možnost
přidávat soubory přímo mezi pole záznamu. Díky tomu si uživatel bude moci sám definovat,
kde chce a nechce připojovat soubory, zatímco v případě příloh se možnost vložit soubor
zobrazovala vždy a všude. Můžeme navíc pracovat se soubory nejen z lokální paměti, ale
také se soubory umístěnými na serveru, k nimž budeme přistupovat přes FTP protokol, nebo
na čipové kartě. Uložené soubory bude možné exportovat a to do lokálního souborového
systému telefonu nebo na server přes FTP protokol.
Každý záznam bude mimo uživatelsky definovaná pole obsahovat další povinná a skrytá
pole. Povinným polem bude název záznamu a datum expirace. Je logické, že informace bude
nutné mezi sebou rozlišovat, k čemuž poslouží právě název. Expirací můžeme uživatele upo-
zorňovat na údaj, kterému brzy vyprší platnost. Skrytými poli se myslí taková pole, která
uživatel nebude přímo schopen ovlivnit, ale jejich přítomnost bude mít smysl i informační
hodnotu. Jedná se o údaje jako čas vytvoření a modifikace a další.
Díky těmto vlastnostem můžeme mezi důvěrné informace zařadit údaje o heslech k růz-
ným účtům (emailový, webový, pracovní) včetně libovolných doplňujících informací, údaje
o platebních kartách, vkládat můžeme informace o podstatných kontaktech (telefonní čísla,
adresy, atp.) a další užitečná data. Díky možnosti vkládání souborů můžeme ukládat zá-
znamy jako významné dokumenty, fotografie, ale také osobní certifikáty, soukromé a veřejné
klíče a další.
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3.3 Další funkce aplikace
Testované programy jsme dále poměřovali podle dodatečných funkcí, které nabízely. Ve
výčtu těch užitečných se určitě musí objevit automatický zámek, také možnost vytváření
záloh a jejich obnovy, synchronizace, vyhledávání a generátor hesel. Tyto funkce bude na-
bízet i náš projekt, proto si je popíšeme v následujících podkapitolách. Novinkami jsou
komunikační kanál aplikace a depozitní klíč.
3.3.1 Automatický zámek
U žádné aplikace v kapitole 2 nebylo třeba zadávat heslo, pokud uživatel provedl změnu
a chtěl ji uložit. To představuje potenciální nebezpečí, pokud se k aplikaci dostal útočník.
Mohl číst a libovolně a trvale měnit uložené informace, aniž by mu v tom cokoli bránilo. Pro
tyto případy některé aplikace zavedly automatický zámek, který provedl uzamčení databáze
(při kterém je třeba opětovně zadat heslo), jakmile nastala nějaká událost znamenající
konec práce uživatele s databází. Vhodnými událostmi pro uzamčení obsahu jsou vypršení
časového intervalu, přepnutí aplikace a zamčení telefonu. Je jasné, že ne každý uživatel bude
chtít využívat všechny varianty automatického zámku, proto bude mít uživatel možnost
vypínat jednotlivé způsoby v nastavení programu.
Pro automatický zámek aplikovaný při vypršení časového intervalu je důležitá doba
nepoužívání databáze, tedy doba, kdy není prováděna žádná akce jako práce se záznamy
nebo kategoriemi, otevření menu, vyvolání dialogu a další podobné. Další dva případy
zamykání jsou reakcemi na systémové události.
3.3.2 Zálohování
V podkapitole 3.1 jsme stanovili, že pokud uživatel nebude moci přistupovat k souboru
nesoucímu šifrovaná data (v praxi k němu přístup mít samozřejmě bude, my však budeme
chtít, aby s ním nemanipuloval), bude mít k dispozici nástroj, s jehož pomocí bude schopen
vytvořit si zálohy databáze pro případ nehody (vymazání části údajů, poškození souboru
nebo telefonu, atp.). Nejen že bude moct vytvářet zálohy ručně, program za něj bude také
vytvářet zálohy automaticky při každé změně. V nastavení programu bude možné určit
cestu pro vytváření záloh a počet, kolik posledních záloh má program udržovat. Uživatel
může nastavit, aby se záložní kopie vytvářely na přídavnou paměťovou kartu telefonu, takže
v případě havárie telefonu budou data zachována na této kartě. Z vytvořených záloh bude
možné převést databázi zpět do uloženého stavu.
3.3.3 Synchronizace
Program Password Manager XP uvedený v podkapitole 2.2.1 umožňoval synchronizovat
položky dvou databází. My používáme výhradně jediný prostor, proto se může zdát syn-
chronizace zbytečná. Můžeme ale zavést rozšíření, kdy budeme synchronizovat údaje dvou
klientů přes zabezpečenou síťovou komunikaci. Po navázání spojení obdrží klient, který
inicioval synchronizaci, údaje od protějšku a podle změn buď vloží, upraví, nebo smaže
rozdílné údaje. Klienti budou mít možnosti určit, zda se změny projeví i u druhého klienta.
Klienti se budou spojovat i za účelem, kdy si budou chtít vyměnit pouze část informací.
Po navázání spojení vybere jeden z nich položky databáze, které odešle druhé straně. Zde
se uloží do zvolené kategorie.
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Obrázek 3.1: Získávání hesla prostřednictvím komunikačního kanálu.
3.3.4 Vyhledávání
Pomocnou funkcí pro urychlení práce s databází je vyhledávání údajů. Uživatel zadá část
textu, který má obsahovat hledaný záznam. Program projde všechny záznamy a ty, jenž
obsahují zadaný řetězec, zobrazí. Vyhledávat lze téměř ve všech polích záznamů – stačí
je převést na řetězcovou reprezentaci. Pro jednoduchost bude vyhledávání nezávislé na
velikosti znaků (case insensitive) a na diakritice (řetězec=retezec).
3.3.5 Generátor hesel
Uživatel bude mít v aplikaci k dispozici i nástroj pro generování náhodných hesel podle
nastavených parametrů. Po zvolení délky hesla a znaků, z nichž má být heslo složeno (znaky
malé a velké abecedy, čísla, nealfanumerické a další znaky), program vytvoří heslo, které
může být uloženo do databáze a později použito. Nástroj bude k dispozici při vytváření
nového záznamu (u pole typu heslo), ale také jej bude možné vyvolat kdykoli za běhu
aplikace.
3.3.6 Komunikační kanál aplikace
Vytvářená aplikace bude sloužit jako přístupový bod k důvěrným informacím. Ostatní
aplikace jej budou moci využívat pro získávání těchto informací (nebude možné informace
měnit, ale pouze číst). Příkladem využití by mohl být doplněk internetového prohlížeče,
který se bude dotazovat na heslo na základě adresy serveru, tuto situaci ilustruje obrá-
zek 3.1. Výměny informací mezi aplikacemi bude realizována prostřednictvím komunikač-
ního protokolu, který zatím nebudeme definovat. Požadavky na protokol vyplynou až během
implementace.
Důležité je, aby zůstala zachována bezpečnost a nenastala situace, že libovolný program
bude moct získávat důvěrné informace na požádání. Proto si bude aplikace udržovat seznam
programů, s nimiž bude moct komunikovat. Spojení ostatních programů odmítne. U každého
programu bude také zvoleno heslo pro šifrování komunikace, které budou znát oba programy.
Je pak na uživateli, aby si spravoval tento seznam a volil bezpečná hesla.
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3.3.7 Depozitní klíč
V kryptografii je depozitní klíč (Key Escrow) opatřením, v rámci kterého jsou neveřejné klíče
svěřeny do úschovy důvěryhodnému třetímu subjektu, viz [15]. Nastane-li situace, že jsme
zapomněli či ztratili heslo k šifrovanému údaji, máme stále šanci, že se k původním datům
dostaneme, neboť máme záložní klíč, kterým můžeme data dešifrovat. Tohoto principu bude
aplikace využívat pro chránění šifrovaného prostoru v případě ztráty hesla.
3.4 Shrnutí
Navržený program se bude v mnohém podobat existujícím řešením pro ukládání hesel a
dalších osobních údajů. Kombinuje ale výhody všech těchto programů do jednoho kom-
plexního projektu a snaží se odstraňovat jejich nevýhody. Nabízí vytváření variabilních
záznamů, které mohou obsahovat různá pole – mezi jinými také soubor, který nemusí být
nutně nahrán v lokálním úložišti, ale třeba na FTP serveru nebo na čipové kartě.
Program také nabízí řadu funkcí. Většina se sice již objevila, nikdy však všechny do-
hromady. Žádný program zatím nenabízel dohromady možnosti jako automatický zámek,
zálohování, generátor hesel, vyhledávání, šablony pro záznamy a nové funkce pro síťovou




Implementace – struktura databáze
Nyní se v několika následujících stranách textu pokusíme nastínit implementaci navržené
struktury programu. I v této kapitole dodržíme zavedené schéma, kdy nejprve projdeme
návrh tříd struktury databáze, poté přejdeme na jádro celého projektu, což je systém atri-
butů, díky němuž můžeme vytvářet skutečně variabilní záznamy. Implementaci vybraných
funkcí se věnuje celá kapitola 5.
Při vytváření programu byl kladen důraz na dobrý návrh tříd, především na vhodné
použití návrhových vzorů. Návrhový vzor představuje obecné řešení problémů, které se vy-
užívá při návrhu programu (viz [4]). Mnoho tříd využívá těchto zažitých schémat. Tam,
kde je tak učiněno, se objeví popis daného návrhového vzoru, někdy i s diagramem tříd
(viz [3]). (Poznámka: pokud budeme vysvětlovat některý z návrhových vzorů, pak již ne-
budeme uvádět odkaz do použité literatury. U návrhových vzorů platí, že je čerpáno z [4].)
4.1 Struktura databáze
Jako první se budeme věnovat struktuře databáze. Pro zopakování uvedeme, že jsme v před-
chozích kapitolách zvolili přístup, kdy můžeme do sebe hierarchicky vkládat kategorie a
záznamy. Rekurzivně vyjádřeno může kategorie obsahovat několik kategorií a několik zá-
znamů. Na nejvyšší úrovni je kořenová kategorie. Hloubka zanoření těchto kategorií není
ničím omezena, snad jen volnou pamětí mobilního telefonu, která by v dnešní době neměla
být nijak limitující.
První pohled
V duchu předchozího odstavce navrhneme třídy reprezentující uvedené skutečnosti. Dopo-
sud jsme si řekli, že budeme rozlišovat mezi dvěma typy možných elementů:
• záznam, představující uživatelem uložené informace,
• a kategorii pro vhodné členění záznamů.
Pro tyto elementy vytvoříme dvě různé třídy, které pojmenujeme CIDatabaseRecord1 pro
záznam a CIDatabaseGroup pro kategorii. Vzhledem k tomu, že kategorie mohou v sobě
nést jak záznamy, tak další kategorie, je vhodné, pokud tyto dvě třídy vychází ze společného
1Prefix CI je použit u všech tříd, které vznikly v rámci tohoto projektu. Dvě písmena označují zkratku
pro Confidential Information.
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Obrázek 4.1: Návrh tříd 1
základu a kategorie na ně může nahlížet jako na stejné objekty bez ohledu na to, jakého
typu vlastně jsou.
Nabízí se nám dva způsoby, jak můžeme vyjádřit vzájemné propojení tříd. Prvním
způsobem je, že kategorie je rozšířením záznamu, což znázorňuje obrázek 4.1. Obrácená
závislost neplatí. Pokud by tomu tak bylo, pak by záznam s kategorií mimo jiné sdílel
vlastnost, že může obsahovat další vnořené záznamy a kategorie, což rozhodně nevyjadřuje
skutečnost.
Vraťme se ale k případu, kdy kategorie je odvozeným případem záznamu, jak je uve-
deno na obrázku 4.1. Pomiňme fakt, že záznam může a bude obsahovat libovolná, uživate-
lem definovaná pole pro popis ukládané informace, což zřejmě u kategorie chtít nebudeme
(s výjimkou některých systémových, viz část 4.2). Co nám vadí víc, je to, že tato hierarchie
neodráží, jak nahlížíme na záznamy a kategorie, sice jako na dva protikladné elementy.
Proto není vhodné, aby tyto třídy vycházely jedna z druhé. Logičtější bude druhý přístup
uvedený v následující části.
Druhým přístupem je vytvoření společné bázové třídy – CIDatabaseElement – z níž
budou obě třídy vycházet. Tato abstraktní bázová třída bude jednak obsahovat parametry
a chování společné pro obě třídy (jako nastavování některých parametrů, atp.), tak i vir-
tuální metody, které sice budou společné, ale jejich chování si musí každá odvozená třída
dodefinovat. Toto schéma již přesně odráží náš pohled na kategorie a záznamy, proto jsme
ho i zvolili v našem programu. Na obrázku 4.2 je tento návrh zobrazen na diagramu tříd.
Bázová třída
Bázová třída CIDatabaseElement slouží kategoriím k jednotnému přistupování ke vloženým
prvkům, ale také k tomu, aby nesla společné parametry – členské proměnné – a společné
metody.
Členské proměnné
Mezi společné parametry patří například identifikátor objektu, který je získán při přidání
do databáze a slouží pro jednoznačnou identifikaci prvku v rámci celé databáze. Přiřazování
těchto identifikátorů má ve správě až hlavní objekt třídy CIDatabase popsaný v části 4.1.
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Obrázek 4.2: Návrh tříd 2
Hierarchie databáze představuje stromovou strukturu. V ní platí, že každý prvek stromu
(kromě kořene) má svůj rodičovský uzel. Analogicky i v hierarchii databáze má každý
vložený prvek (kromě kořenové kategorie) svého rodiče a to bez ohledu na to, jestli se jedná
o kategorii či záznam (v terminologii stromu odpovídá záznamu listový uzel a kategorii
ostatní uzly). Rodič je dalším společným parametrem každého prvku v databázi a platí, že
rodičem je vždy kategorie.
Společné mohou být další jiné parametry jako například rodičovská databáze, která od-
kazuje na kategorii na nejvyšší úrovni (viz 4.1), a další parametry. Mezi ty zajímavější však
patří vektor atributů (v terminologii jazyka C++, třída vector). V úvodu této kapitoly bylo
řečeno, že atributy představují jádro aplikace a hlavně to, co umožňuje vytvářet variabilní
záznamy. Atributy reprezentují ona pole různých typů, která je možné u záznamů přidá-
vat, editovat a mazat. Vektor těchto atributů je udržován již v bázové třídě, neboť opět
platí, že každý prvek má své atributy. U kategorií ale na rozdíl od záznamů není možné
definovat vlastní atributy a vektor obsahuje pouze předdefinované systémové atributy. Více
o atributech bude uvedeno v části 4.2.
Metody
Nyní přejděme ke sdílení chování tříd. Jako první si představme metodu důležitou pro
kopírování objektů. Jedná se o abstraktní metodu klonování objektu, jež si musí každá
odvozená třída dodefinovat. Chování této metody je jednoduché, neboť jejím úkolem je při
zavolání na objekt dynamicky vytvořit jeho kopii a vrátit její ukazatel do paměti. Vytváření
kopie je jednoduchou záležitostí za předpokladu, že dbáme na správnou implementaci ko-
pírovacích konstruktorů. Klonování se využívá například při vkládání nových záznamů do
kategorie. Stačí ji předhodit jakýkoli objekt odvozený od bázové třídy a polymorfizmus
zajistí, že nám bude vrácen správný objekt, s nímž můžeme pracovat. Další případ využití
si popíšeme v podkapitole 5.1.
Výše zmíněný přístup mohl vzdáleně připomínat návrhový vzor Prototyp (angl. Proto-
type). Prototyp je
”
vytvářející“ návrhový vzor, který funguje právě na principu vzorových
instancí objektu – prototypů. Objektu je předložena vzorová instance a z ní jsou pomocí
klonování vytvořeny kopie, s níž pak program dále pracuje. Při kopírování prvků (kategorií
a záznamů) se také využívá jejich klonování, nicméně o návrhový vzor Prototyp se tak úplně
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Obrázek 4.3: Diagram návrhového vzoru Návštěvník
nejedná. Jeho přesnější použití uvidíme v některé z příštích podkapitol.
Vzhledem k tomu, že kategorie pracuje se svými potomky jednotným způsobem a stejně
tak je má i uloženy, může se nám hodit mechanizmus, jak zjišťovat, zda je prvek jednoho
či druhého typu (záznam či kategorie). Pro tyto účely slouží metody ToGroup a ToRecord,
které v bázové třídě vrací prázdné ukazatele (NULL-pointer), zatímco objekt odvozené
třídy vrací svůj ukazatel již se správným datovým typem. Metody lze využít jednak pro
zjišťování typu prvku, jednak pro jednoduché přetypování.
Díky vzoru Návštěvník (angl. Visitor) můžeme jednoduše oddělit algoritmus od vnitřní
struktury databáze. Pro tyto účely obsahuje bázová třída metodu Accept pro
”
přijetí“ ob-
jektu návštěvníka. Abstraktní třída návštěvníka dále definuje metody Visit pro
”
navštívení“
objektu. Vše pak spočívá v tom, že objekt, který přijme návštěvníka metodou Accept, za-
volá metodu Visit se sebou samým, čímž umožní návštěvníkovi provést určitou operaci nad
předaným objektem. Blíže ilustruje situaci diagram na obrázku 4.3. Důležité je, že metoda
Visit může mít jako parametr objekt libovolné odvozené třídy (v našem případě odvozené
od CIDatabaseElement) a cílit tak chování metod Visit na určité typy objektů. U tříd,
které mohou mít zanořeny další objekty – potomky (např. třída pro kategorie CIDatabase-
Group a vložené prvky typu CIDatabaseElement), jsou automaticky přesměrována přijetí
návštěvníka metodou Accept i na ně, čímž objekt návštěvníka putuje celou hierarchií.
V případě, že objekt takto přesměrovává volání na své potomky, můžeme chtít, a větši-
nou i chceme, znát okamžik, kdy skončilo iterování přes potomky a opouštíme daný prvek.
Příkladem může být vytváření XML reprezentace hierarchie databáze. Pokud by byla pou-











Za předpokladu, že používáme jedné metody Visit, nemáme prostředky pro zjištění oka-
mžiku, kdy skupina přestala iterovat přes své potomky, a tím pádem neznáme okamžik pro
vložení ukončovacího tagu </kategorie>. Řešením je namísto jedné metody Visit volat
dvojici metod VisitEnter a VisitLeave, která je určena pro podobné případy.
Konkrétní příklady využití návrhového vzoru Návštěvník budou uvedeny v některé
z pozdějších podkapitol.
Přesuňme se na další metody bázové třídy. Při používání databáze dochází k několika
operacím s prvky databáze. Mezi nejdůležitější patří přidání prvku, modifikace prvku a
odstranění prvku. V důsledku těchto operací může chtít sám prvek provést nějaké dodatečné
operace. Například při přidání provést dodatečnou inicializaci a nastavit nějaké své hodnoty,
při modifikaci může chtít nastavit čas modifikace nebo při odstranění uvolnit nepotřebné
prostředky. Např. u prvního případu – tedy přidání prvku do databáze – nám nemusí
stačit provádět tuto akci v konstruktoru nebo při klonování, neboť některé hodnoty v tento
okamžik ještě nejsou nastaveny, atd.
Pro tyto účely definujeme metody OnAdded, OnChanged, OnRemoved, které volá nad
objektem jeho rodič – vždy ve správný okamžik. Zde přichází další výhoda tohoto návrhu
– nejen, že tato volání provádíme ve vhodný čas, ale také zde můžeme provést dodatečnou
notifikaci některého objektu, který si tak přál. Příkladem může být grafická komponenta,
která bude reagovat na všechny tři typy událostí – při přidání vytvoří novou grafickou po-
dobu přidaného prvku, při editaci aktualizuje údaje v grafické komponentě a při odstranění
prvku smaže jeho grafickou reprezentaci.
Tento systém vychází z návrhového vzoru Pozorovatel (angl. Observer). Objekt, který
generuje události, si udržuje pole objektů – pozorovatelů, které má informovat. Pozorovatelé
implementují společné rozhraní, přes které jim jsou zasílány notifikace. V našem programu
používáme rozhraní CIDatabaseObserver. Navíc objekt typu element nemusí zajímat, co za
objekt si přeje být upozorňován. Může to být jednak ona grafická komponenta nebo pouhý
logovací objekt zaznamenávající provedené operace. Důležité je, že všichni upozorňovaní
implementují dané rozhraní.
Navíc zde můžeme namísto pole objektů použít návrhový vzor Řetěz odpovědnosti (resp.
Chain of responsibility). Každý objekt-pozorovatel vlastní mimo jiné odkaz na svého ná-
sledníka v řetězu. Na tento odkaz přepošle všechny notifikace, jakmile je sám zpracuje. Při
tomto přístupu je usnadněno ukládání pozorovatelů, neboť nám stačí znát odkaz na začátek
řetězu a ostatní objekty, které chtějí být informování o událostech, skládat za sebe. Diagram
popisující použití vzorů Pozorovatel a Řetěz odpovědnosti je na obrázku 4.4.
Výchozím chováním metod OnAdded, OnChanged, OnRemoved je přeposílání notifikací
pozorovatelům. Odvozené třídy mohou toto chování předefinovat, nadále však musí volat
i původní implementaci metod v rodičovské třídě, aby zachovaly uvedený mechanizmus,
nebo musí upozornění pozorovatelů provést samy.
Za zmínku stojí ještě metody pro serializaci a deserializaci, resp. pro vytvoření řetěz-
cové reprezentace a pro vytvoření objektu z řetězce, kterým se však bude blíže věnovat
podkapitola 5.1.
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Obrázek 4.4: Diagram návrhového vzoru Pozorovatel a Řetěz odpovědnosti
Prošli jsme si společné metody jak pro záznam, tak pro kategorii. Nyní se podíváme
přímo na tyto třídy a na to, jaké nové chování definují nebo jak upravují chování definované
v bázové třídě CIDatabaseElement.
Záznam
Třída záznamu nepřináší žádné nové chování, pouze předefinovává některé virtuální metody
z bázové třídy. Těmi jsou především operace pro vytváření kopie pomocí operace Clone a
přijetí návštěvníka metodou Accept. Všechny ostatní operace implementuje již třída CIDa-
tabaseElement. Pro doplnění ještě uvedeme, že název třídy pro záznam je CIDatabaseRe-
cord.
Kategorie
Třída pro kategorie musí být na rozdíl od předchozí obohacena o nové vlastnosti. Je to
vkládání nových záznamů, odstraňování přidaných záznamů a také například nalezení něk-
terého záznamu a vrácení jeho ukazatele. Při těchto operacích pracuje kategorie výhradně
s objekty typu CIDatabaseElement, tedy objekty bázové třídy, což byl jeden z hlavních
požadavků na objekt typu kategorie.
Při operaci vkládání je postup následující (parametrem operace je nový prvek):
1. vytvoření kopie prvku operací Clone,
2. zařazení vytvořeného objektu do vektoru (třída vector z STL),
3. nastavení dodatečných parametrů (rodič, atp.),
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4. zavolání operace OnAdded na vytvořeném objektu.
Inverzní operace k přidání prvku je jeho mazání. Zavolání metody pro odstranění záznamu
z kategorie představuje provedení následujících kroků:
1. nalezení prvku ve vektoru,
2. odstranění prvku z vektoru,
3. zavolání operace OnRemoved na mazaném objektu,
4. uvolnění paměti.
Když už mluvíme o okamžicích, kdy je prvek přidán, resp. smazán, bylo by vhodné zmínit i
okamžik editace některého elementu. Ukázalo se, že na rozdíl od předchozích dvou nemůže
tento okamžik zachytit nikdo jiný, než sám modifikovaný objekt. Totiž pokud budeme chtít
editovat některý z vložených prvků, získáme nejdříve jeho ukazatel (pomocí metod pro
vyhledání a získání prvku z kategorie), a pak nad ním provedeme zvolenou operaci. Vše
se tedy děje bez vědomí rodiče. Alternativou by bylo nezpřístupňovat ukazatel na vložené
objekty, jenže to by pak bylo zapotřebí vytvořit u kategorií nové operace, které by byly
dovoleny provádět s vloženými záznamy, a tato volání směrovat na potomky. Při větším
počtu operací by se však takové schéma stalo neúnosným a velmi by zdržovalo celý proces
vývoje.
Nyní ještě k dalším metodám třídy CIDatabaseGroup. Při práci s kategoriemi potře-
bujeme občas získat seznam vložených prvků. Přitom ale chceme zachovat princip zapouz-
dření, kdy se k daným proměnným nedostane nikdo jiný, než vlastní objekt. Pro řešení
tohoto problému existuje návrhový vzor Iterátor (angl. Iterator). Jeho úkolem je zpřístup-
nit postupně všechny prvky nějakého objektu bez odhalení způsobu jejich uložení (jejich
struktury). Iterátor má dáno rozhraní, s nímž můžeme pracovat a procházet tak jednotlivé
elementy. Skutečný objekt iterátoru však může na pozadí pracovat nad libovolnou struktu-
rou jako např. pole, strom, hašovací tabulka nebo v našem případě kategorie a její vložené
prvky. Rozhraní iterátoru typicky obsahuje dvě metody:
• HasNext pro testování, zda máme nějaké další prvky.
• Next pro získání následujícího prvku (při prvním volání vrací první prvek a posune
se na další, atp.).
V našem programu má navíc třída iterátoru, nazvaná CIDatabaseIterator, jednu uži-
tečnou funkci. Vzhledem k tomu, že kategorie obsahuje vektor vložených elementů a při
vkládání je nijak neřadí, jsou v poli různě pomíchány kategorie a záznamy. Při grafickém
vyjádření však většinou kvůli přehlednosti chceme, aby byly nejprve uvedeny všechny ka-
tegorie, pak až všechny záznamy (analogie např. u procházení složek na disku počítače,
kde máme nejprve seznam složek, pak až seznam souborů). Iterátor prochází vložené prvky
v uvedeném pořadí, důležité ale je, že vše se děje na pozadí za použití dvou operací Next a
HasNext. Iterátor by mohl provádět další funkce, jako řazení záznamů podle abecedy nebo
podle libovolného jiného parametru, tím se však dále nezabýváme. Stejně tak by mohla sama
kategorie zajišťovat, že prvky budou při vkládání řazeny podle daného kritéria. Řešení se
nabízí víc, v našem případě zařizuje správné pořadí prvků až iterátor.
Podobně jako třída záznamu, dodefinovává a předefinovává kategorie metodu pro klono-
vání a metodu pro přijetí návštěvníka. Co se týče návštěv, poprvé využíváme dvojici metod
VisitEnter a VisitLeave. Postup při provedení návštěvy je (Accept na kategorii):
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1. zavoláme první zmíněnou operaci – VisitEnter,
2. projdeme všechny vložené elementy a přesměrujeme přijetí návštěvníka metodou Ac-
cept,
3. zavoláme druhou operaci – VisitLeave.
Tímto máme zaručeno, že bude vždy projita celá struktura, neboť všechny vnořené kategorie
provedou tutéž posloupnost.
Databáze
Doposud jsme psali pouze o kategoriích a záznamech. Nezmínili jsme, co bude stát na
vrcholu celé hierarchie – co bude kořenem, tj. hlavní kategorií. Už z pojmenování je jasné,
že by stačilo vytvořit obyčejnou kategorii (objekt typu CIDatabaseGroup) a tu považovat za
kořen. Od kořenové kategorie (databáze, název třídy CIDatabase) však budeme požadovat
některé nové operace, případně rozšíření a úpravu těch stávajících. V základu se bude stále
jednat o kategorii, rodičovskou třídou proto bude CIDatabaseGroup.
V části 4.1 padla zmínka o identifikátorech. Bylo řečeno, že přidělování těchto identifi-
kátorů má ve správě databáze jako kořen celého stromu. Důvod je jasný, identifikátor musí
být jedinečný v rámci celého stromu a pouze kořen má přehled o všem, co se děje pod ním.
Úkolem identifikátoru je jednoznačně určit objekt, otázkou zůstává, jak tyto identifiká-
tory přidělovat. Pakliže se držíme zavedeného schématu, že kdokoli může získat ukazatel
na libovolnou kategorii a přímo přes ni vložit nový záznam, děje se přidání nového prvku
bez vědomí databáze. Jenže ta musí po vložení nového prvku nastavit jeho identifikátor.
Vzpomeňme nyní, že jsme zavedli mechanizmus, díky němuž známe okamžik přidání
elementu do kategorie (metody OnAdded, atp.) a také máme mechanizmus, díky němuž si
dokonce můžeme vyžádat, abychom o této události byli informování – použitím rozhraní
pozorovatele. Jestliže bude databáze implementovat rozhraní pozorovatele (což díky více-
násobné dědičnosti může, viz obrázek 4.4) a zaregistruje se u prvků jako pozorovatel, pak se
o každé změně (přidání, smazání, editace) ihned dozví a může provádět dodatečné operace.
U identifikátorů ještě chvíli zůstaneme. Databáze slouží jako hlavní přístupový bod pro
celý program. Pakliže si chceme vyžádat nějaký vložený element, použijeme identifikátoru
pro určení hledaného objektu. Hierarchie, kterou databáze skrývá, může být velmi rozlehlá
a prohledávání celého prostoru může být náročnou operací. Databáze proto při přidávání a
mazání prvků, resp. při jejich notifikacích, buduje asociativní pole, kde identifikátor před-
stavuje klíč a ukazatel hodnotu. Díky tomu dokážeme velmi rychle přistupovat ke všem
prvkům databáze bez ohledu na jejich umístění v hierarchii.
4.2 Atributy záznamů
Hierarchii databáze budou tvořit kategorie a záznamy. Kategorie umožňují vytváření stro-
mové struktury a slouží pro členění ukládaných záznamů. Záznamy jsou ale tou důležitější
částí databáze, neboť nesou veškeré informace. Od naší aplikace požadujeme, aby tyto in-
formace byly co možná nejvariabilnější a aby uživatel nebyl nijak omezován při uchovávání
dat. Toho docílíme právě pomocí atributů.
Abychom si vysvětlili, co vlastně atributy představují, uvedeme názorný příklad. Uži-
vatel si chce do databáze uložit své přístupové údaje na web www.vymysleny-web.cz. Uži-
vatelské jméno je adam, heslo je tajneheslo. Tento záznam se může skládat z několika polí:
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• Název záznamu (text), zde hodnota např. Heslo na vymysleny-web
• Uživatelské jméno (text), hodnota adam
• Heslo (skrytý text), hodnota tajneheslo
• URL (adresa webu), hodnota www.vymysleny-web.cz
• Poznámka (volitelný text), bez hodnoty.
Jednotlivá pole představují jednotlivé atributy záznamu a jak je vidět, atributy mohou být
různých typů.
Bázová třída
Nyní se dostáváme do podobné situace jako se záznamy a kategoriemi. Budeme totiž mít
několik různých typů atributů, ale potřebujeme k nim přistupovat jednotným způsobem.
Všechny atributy budou proto vycházet ze společné abstraktní třídy, která bude defino-
vat operace pro jednotnou manipulaci objekty. Třída nese očekávaný název CIAttribute a
všechny třídy atributů z ní budou vycházet.
Podobně jako bázová třída elementů databáze již nesla spoustu společných proměnných,
bude i kořenová třída pro atributy obsahovat několik důležitých parametrů. V prvé řadě je
to název atributu – z předchozího příkladu se jedná např. o Název záznamu, Uživatelské
jméno, atd. Tato proměnná je důležitá nejen pro uživatele, aby věděl, co který atribut
představuje, ale také pro nás jako programátory, neboť nám bude jednoznačně identifikovat
atribut ve vektoru atributů. Z toho plynou jistá omezení, k nim se však dostaneme v dalších
částech.
V části návrhu našeho programu jsme zmiňovali, že mimo uživatelem definované atributy
bude každý záznam nést i pevně definované informace. Pro zopakování řekněme, že šlo
o čas vytvoření, modifikace a expirace záznamu a také o název záznamu, o němž jsme
mluvili v předchozím odstavci. Pro účely rozlišení, zda se jedná o uživatelem vytvořený
nebo systémový atribut, nese bázová třída booleovskou proměnnou.
V téže části této zprávy jsme také prozradili, že některé ze systémových atributů bu-
dou sloužit databázi jako dodatečné informace a nikoli uživateli. Proto tyto údaje nebudou
viditelné, natož pak uživatelem přímo nastavitelné. Příkladem systémového atributu, který
bude uživateli neviditelný, je čas vytvoření a modifikace, naopak viditelné budou název a
čas expirace. Stejně jako máme booleovskou proměnnou pro nastavování systémových atri-
butů, vyhradíme paměť i pro viditelnost atributu. (Poznámka: čas vytvoření a modifikace
by mohly uživateli dávat nějakou informační hodnotu a mohl by je chtít znát, my však
ponecháme tyto údaje schované a budeme je využívat pouze pro své účely.)
Ze společných členských proměnných se přesuňme na společné metody. Pro kopírování
objektu vytvoříme metodu Clone stejně jako v případě elementů databáze, tedy třídy CI-
DatabaseElement. Odvozená třída zde má možnost vytvořit nový objekt pomocí správně
napsaného kopírovacího konstruktoru.
Nyní se dostáváme k metodám, které budeme využívat při vytváření převodů objekt →
řetězcová reprezentace, resp. řetězcová reprezentace → objekt, tedy serializaci a deserializaci.
Tyto dvě metody mohou být navrženy podle návrhového vzoru Šablonová metoda (angl.
Template method), která definuje kostru algoritmu pomocí volání metod, jejichž chování
specifikuje až konkrétní odvozená třída. Diagram znázorňující chování Šablonové metody
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Obrázek 4.5: Diagram šablonové metody Serialize
je na obrázku 4.5 (obrázek znázorňuje metodu Serialize třídy CIDatabaseElement, která je
ale také podle vzoru Šablonové metody).
V našem případě, např. při serializaci, se jedná o sérii kroků, jejichž výsledkem je řetězec
(XML). Metoda postupně volá následující metody:







2. Získání názvu atributu.
3. Získání hodnot atributu jako vhodně formátovaného řetězce.
4. Získání dalších údajů.
První dva kroky jsou výstižné, další dva si projdeme podrobněji. Použili jsme termín
”
vhodně formátovaný řetězec“. Úkolem tohoto kroku je, aby daná třída vytvořila řetězcovou
reprezentaci, která bude reflektovat obsah proměnných daného objektu. Posledním krokem





atribut“ a další. Pro lepší pochopení si v následujícím odstavci uvedeme příklad sumarizující
uvedené kroky.
Mějme atribut, který je typu
”
regulární výraz“. Jeho název je
”
Emailová adresa“. Ne-
jedná se o systémový atribut a je viditelný uživateli. Daný regulární výraz má tvar např.
([A-Za-z0-9]+)@(.+)\\.(\\a+) a jeho hodnota je test@priklad.cz.
První krok volaný na objekt atributu nesoucí řetězec podle zadaného regulárního výrazu
(což je příklad jedné z implementovaných tříd pro atributy) vrací řetězec např.
”
regexp“.
Druhý krok vrací název, tj.
”
Emailová adresa“.
Ve třetím kroku potřebujeme uchovat hodnoty konkrétního objektu atributu. Nejde
nám jen o samotný text, který nese, ale i regulární výraz, kterému musí text vyhovovat.
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Obě tyto hodnoty (a případné další, které potřebujeme znát pro obnovení přesného stavu
objektu atributu) převedeme do formátovaného řetězce třeba takto:
test@priklad.cz:([A-Za-z0-9]+)@(.+)\.(\a+)
Znak dvojtečky je použit jako oddělovač jednotlivých uložených částí. Ve skutečnosti raději
zvolíme některý jiný znak, např. netisknutelný, který uživatel nemůže běžně použít, což
může být znak s ASCII hodnotou 1.
Čtvrtým krokem ještě přidáme informaci o tom, že se jedná o nesystémový a viditelný
atribut, čímž máme vytvořenu textovou reprezentaci daného objektu, kterou můžeme v bu-
doucnu použít (a také použijeme, např. pro uložení na disk).
Aby tento mechanizmus byl k něčemu užitečný potřebujeme mít i inverzní metody.
Předchozí volání prováděla převod objekt→ text, nyní nás zajímá opačný směr, tedy text
→ objekt. Šablonová metoda používá tyto kroky:
1. Ověření typu atributu, viz dále.
2. Nastavení názvu atributu.
3. Nastavení hodnot atributu z vhodně formátovaného řetězce.
4. Nastavení dalších údajů.
Jak je vidět, tak kromě prvního kroku se jedná o inverzní volání z metody určené pro
serializaci. Liší se pouze první krok, kde namísto očekávané operace nastavení typu atributu,
používáme jen ověření typu. Pokud se hlouběji zamyslíme, pak dojdeme k závěru, že tento
krok je opravdu správně, neboť deserializaci provádí sám objekt, který už v době volání
deserializace musí být vytvořen. Nastavení typu atributu ve skutečnosti proběhne dříve
v podobě vytvoření objektu atributu, jemuž náleží daný typ. K operaci vytvoření správného
objektu atributů se vrátíme v následujících dvou částech.
Díky dvěma zmíněným převodům získáváme jednotný přístup k ukládání a načítání
(serializaci a deserializaci) objektů atributů a to způsobem, kdy už v bázové třídě určíme
postupy, ale chování prováděných kroků už závisí na konkrétní odvozené třídě (Šablonová
metoda).
Fakt, že dokážeme vytvářet záznamy s různým počtem atributů různých typů, kompli-
kuje vytváření jejich odpovídající grafické reprezentace pro vytváření a editaci záznamů.
Pokud bychom měli omezený počet typů záznamů, pak si pro každou možnost nachystáme
dialog ještě při tvorbě programu. Tento postup je ale u našeho programu nemyslitelný, ne-
boť trváme na variabilních, uživatelsky definovaných záznamech. Naše aplikace řeší vzhled
dialogu pro vytváření, resp. editaci, až za běhu programu.
Pro pomoc při vytváření grafického uživatelské rozhraní je navržena metoda Factory.
Jejím úkolem je vrátit objekt implementující rozhraní CIGUIFactory, který nám pomůže
v budování prvků dialogu. Skutečný objekt vrácený metodou Factory se bude lišit atribut
od atributu. To nám však nevadí, protože máme určeno rozhraní, přes nějž si vyžádáme
objekty pro sestavení uživatelského rozhraní.
Rozhraní CIGUIFactory obsahuje dvě abstraktní metody, jednu pro získání komponenty,
s níž budeme editovat hodnotu atributu a druhou pro nastavování parametrů samotného
atributu. Obecně obě metody vracejí objekt implementující rozhraní CIGUIComponent,
viz 5.6.
Jako příklad vezměme atribut typu regulární výraz z příkladu uvedeného před několika
odstavci. Atribut nám při zavolání metody Factory vrátí objekt pro vytvoření komponent
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grafického uživatelského rozhraní. První komponenta nám pomůže při vytváření a editaci
záznamu nastavit konkrétní hodnotu atributu, což je například test@priklad.cz. Druhá kom-
ponenta bude využita, jakmile se chystáme nastavovat, z jakých atributů bude záznam
složen. Zde je třeba definovat například název atributu, tj.
”
Emailová adresa“, a samotný
regulární výraz, tj. ([A-Za-z0-9]+)@(.+)\\.(\\a+).
Můžeme zde pozorovat další návrhový vzor – Abstraktní továrna (angl. Abstract fac-
tory). Jeho diagram je na obrázku 4.6. Abstraktní továrna nám nabízí jednotné rozhraní
pro vytváření zvolených komponent, přičemž dané komponenty mají také stanovené roz-
hraní. To, jakou továrnu dostaneme a jaké komponenty nám vyrobí, nás už pak nezajímá,
neboť se všemi pracujeme jednotným způsobem.
Z dalších zajímavých metod můžeme ještě zmínit tři, které jsme používali i u elementů
databáze. Jedná se o OnAdded, OnChanged, OnRemoved, jejichž význam je stejný pouze
s rozdílem, že již nepoužíváme pozorovatele a jejich informování, jakmile dojde k některé
z událostí.
Vektor atributů
Každý element databáze, ať už záznam nebo kategorie (nebo samotná databáze jako rozšíře-
ná kategorie), nese mezi členskými proměnnými vektor atributů. Nejedná se přímo o vektor,
ale o třídu CIAttributes, která tento vektor obaluje a definuje několik operací pro manipu-
laci s atributy. Vektor nese pole ukazatelů na bázovou třídu atributů, CIAttribute, kterou
jsme si definovali přesně pro tuto příležitost – abychom mohli ke všem objektům atributů
přistupovat jednotným způsobem.
Třída CIAttributes nabízí základní operace jako přidání, smazání a úprava elementů.
U vektoru atributů platí, že jméno atributu jej jednoznačně identifikuje v poli, proto musí
být unikátní. Při přidávání se tato podmínka kontroluje, aby následné operace pro odstra-
nění a editaci vybraného atributu mohly vyhledat prvek na základě jména.
Samozřejmostí je správně napsaný kopírovací konstruktor, který provádí kopie vložených
atributů operací Clone.
Mimo výše uvedené metody máme i zde k dispozici metody pro serializaci a deserializaci.
Chování těchto metod bude popsáno v části 5.1, abychom však mohli přejít dále, uveďme,
že při převodu textu (vzniklého serializací) na objekt atributu musíme nejprve vytvořit
příslušný objekt, a pak jej z daného textu nechat načíst svůj stav. Část vytvoření objektu
má na starosti třída uvedená v sekci Továrna atributů, která následuje.
Továrna atributů
Jak už bylo naznačeno, továrna atributů slouží pro vytváření objektů (tj. instancí) různých
tříd atributů. Jejím úkolem je udržovat seznam známých typů atributů a na vyžádání
vrátit nový objekt určeného typu. Než se pustíme do podrobnějšího popisu třídy, zastavíme
se u návrhových vzorů, které třída využívá. Jedná se hned o tři vzory.
Prvním je Prototyp, o kterém se objevila zmínka už dříve, viz 4.1.
Druhým je návrhový vzor Jedináček (angl. Singleton), díky němuž má tato třída pouze
jednu instanci a nelze vytvářet žádné další. Jedná se tak o
”
globální“ objekt, s nímž můžeme
pracovat kdekoli v projektu. Skutečná implementace této třídy obsahuje pouze statické
metody, hlavní je pak metoda vracející jedinou vytvořenou instanci, která je deklarován jako
statická proměnná uvnitř třídy. Tento způsob implementace vzoru Jedináček je označený
jako bezpečný ve více-vláknových aplikacích (thread-safe). I přesto, že v projektu budeme
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Obrázek 4.6: Diagram abstraktní továrny (ukázka některých tříd a jen některých metod)
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Obrázek 4.7: Diagram návrhového vzoru Tovární metoda
využívat více vláken, tato třída bude více vlákny využita maximálně pro čtení, proto není
nutné implementovat dodatečné zamykání.
Zbývá nám ještě třetí návrhový vzor, jenž třída továrny atributů používá. Už jsme
setkali s návrhovým vzorem obsahujícím v názvu slovo továrna. Jednalo se o Abstraktní to-
várnu v části 4.2. Nyní však nejde o tentýž vzor, neboť chování je trochu odlišné. Abstraktní
továrna nám dávala způsob, jak jednotnou cestou vytvářet komponenty daných rozhraní,
s nimiž pak pracujeme jednotně bez ohledu na konkrétní implementaci ať už samotného
objektu továrny, nebo objektů komponent. Zde však požadujeme, aby nám byl na požá-
dání vyroben objekt určeného typu. Tento návrhový vzor se nazývá Tovární metoda (angl.
Factory method). Diagram popisující všechny tři návrhové vzory je na obrázku 4.7.
Nyní si popíšeme některé statické metody třídy CIAttributeFactory. Instancovaný objekt
třídy CIAttributeFactory nese asociativní pole, které mapuje typ atributu na vytvářený
objekt. Do tohoto pole můžeme přidávat nové typy pomocí metody Register, při níž se
ověří, zda daný typ již není registrován, a případně se vloží. Při této akci je využíváno
prototypů, neboť my ve skutečnosti metodě předáme prototypový objekt, jenž si továrna
naklonuje a uschová pro pozdější použití.
Zde si všimněme výhod tohoto přístupu. V prvé řadě je výčet podporovaných atributů
je na jednom centrálním místě a kdokoli si může v kterýkoli okamžik zjistit, jaké atributy
aplikace podporuje. Přidání nového typu je otázkou jednoho jediného volání metody Re-
gister – po této operaci již aplikace dokáže vytvářet záznamy s tímto atributem, ukládat
tento atribut a opětovně načítat, prostě vše.
Další výhodou je, že tento výčet není staticky definovaný, ale dokáže se měnit kdykoli
za běhu programu. Toho by se dalo využít například pro dynamické načítání podporo-
vaných typů při startu aplikace z dynamických knihoven. Stačilo by, aby aplikace prošla
danou složku, našla DLL soubory, pokusila se získat ukazatel na metodu pro vytvoření
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prototypového atributu a při úspěchu si takový objekt zaregistrovala.
V neposlední řadě má tento přístup také výhodu v tom, že kromě části kódu, kde se
registrují typy atributů, nemusí být nikde jinde v kódu znám jejich konkrétní typ a se vším
se pracuje na obecné rovině.
Chování návrhového vzoru Prototyp je dotvořeno při vytváření objektu atributu. Akce
probíhá tak, že je předán řetězec určující, jaký atribut má být vytvořen, je prohledáno asoci-
ativní pole, čímž získáme prototypový objekt, ze kterého jednoduchým způsobem vyrobíme
kopii. Registrované prvky, tj. objekty atributů, totiž implementují rozhraní CIAttribute
s operací Clone.
Využití třídy CIAttributeFactory můžeme pozorovat ještě v jednom případě. Narazíme
na něj v části věnované dialogům, konkrétně při přidávání nového nebo editaci existujícího
atributu, kdy probíhá výběr typu atributu ze seznamu všech známých.
Co se týče atributů, pak máme z obecného pohledu vysvětleno vše potřebné, a proto
můžeme přejít na konkrétní typy atributů.
Konkrétní třídy atributů
V této části se zaměříme na seznam všech atributů, které aplikace implementuje, a ve
stručnosti si je popíšeme. Půjde o tyto typy: řetězec, víceřádkový řetězec, heslo, URL,
regulární výraz, číslo, pravdivostní hodnota, soubor, výčtový typ, datum a obrázek.
Mějme na paměti, že úkolem každé třídy je pomocí metody Factory dodat objekt, který
bude sloužit pro výrobu dvou komponent pro grafické rozhraní.
Název každé z tříd odpovídá vzorku CIAttributeXXX, kde text XXX je nahrazen odpo-
vídajícím typem atributu. Stejné pravidlo platí i pro konkrétní implementaci třídy továrny i
komponent grafického uživatelského rozhraní daného typu atributu. Základní třídou továrny
je CIGUIFactory, odvozené třídy mají název CIGUIFactoryXXX. Bázová třída komponent
nese název CIGUIComponent, odvozené třídy pak CIGUIComponentXXX a CIGUICom-
ponentXXXParameter (vzpomeňme, že továrna vyrábí dva typy komponent, o čemž jsme
psali v části 4.2).
Řetězec
Jedná se o základní atribut, který nese libovolnou textovou informaci. Daný řetězec není
nijak omezen. V názvu tříd (atributu, továrny, komponent) nahrazuje část XXX řetězcem
String. Následující čtyři typy dědí od této třídy.
Víceřádkový řetězec, heslo, URL
Třídy vychází z řetězce a mají stejné vlastnosti jako rodičovská třída až na jednu. Liší se
v objektu továrny pro výrobu komponent. Názvy tříd nesou namísto XXX StringMulti,
Password a URL.
Regulární výraz
Atribut typu regulární výraz také vychází z řetězce. Přidává jednu proměnnou nesoucí sa-
motný regulární výraz. Hodnota atributu, což je řetězec poděděný z třídy CIAttributeString,
musí odpovídat tomuto regulárnímu výrazu.
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Nalézt vhodnou třídu pro zpracování regulárních výrazů bylo velkou výzvou, proto se
k tomuto problému vrátíme, jakmile si projdeme všechny typy atributů. Namísto řetězce
XXX ve jménu tříd doplňujeme RegExp.
Číslo
Tento typ atributu umožňuje ukládat libovolné číslo – tedy celé i reálné. Třída se jmenuje
CIAttributeNumber.
Pravdivostní hodnota
Na typ pro pravdivostní hodnotu nahlížíme jako na číslo, které může mít pouze dvě hodnoty
– 0 nebo 1. Proto odvozujeme třídu od typu pro číselnou hodnotu a klademe větší omezení
na její obsah. Pro názvy tříd je použit text Boolean.
Soubor
Dostáváme se k zásadnímu typu atributu – souboru. Jedná se o atribut, díky kterému se
naše aplikace výrazně odlišuje od řešení rozebíraných v druhé kapitole. Prostřednictvím
tohoto atributu umožňujeme uchovávat v databázi binární soubory. Ty mohou být načteny
jednak ze souboru, jednak ze vzdáleného serveru a jednak z čipové karty. Systém stahování
a nahrávání souborů bude rozepsán v části 4.3.
Třída pro atribut souboru sama o sobě neobsahuje prostor pro uložení binárních dat
souboru. Dělá to o něco chytřeji, neboť nese pouze identifikátor souboru, který ukazuje do
tzv.
”
skladu souborů“. Tomuto problému je vymezena celá sekce 4.3, proto ji teď nebudeme
dále rozvádět. Ještě pro doplnění řekněme, že třídy mají v názvu File.
Výčtový typ
U atributu zvaného výčtový typ musíme znát nejen, jakou konkrétní hodnotu atribut má,
ale také musíme vymezit definiční obor typu, čili množinu variant. Hodnotu atributu před-
stavuje index jedné z alternativ výběru. Název tříd nese řetězec Enum.
Datum
Pomocí tohoto typu můžeme vkládat informace o datu. Údaj může být tvořen pouze datem
nebo datem i časem. Také je možné celý údaj zneplatnit a zakázat, což lze využít například
u systémového atributu Expirace, který je povinný, ale u některých záznamů nepotřebný.
Třídy jsou pojmenovány textem Date.
Obrázek
Typ se používá u záznamů a kategorií pro výběr obrázku, který u nich bude zobrazován.
Jedná se o typ podobný výčtu, kde ale není možné definovat obor hodnot. Ten je stanoven
pevně, neboť je odvozován od seznamu obrázků, které jsou definovány v aplikaci. Seznam
je sestavován ještě v době překladu, nikoli za běhu (což by zajisté šlo, takto je to zvoleno
pro jednoduchost). Třídy mají ve jménu Image.
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Zpracování regulárních výrazů
Pro zpracování regulárních výrazů existuje mnoho knihoven. Je proto zbytečné a pracné
pokoušet se vyrábět vlastní nástroj, který by navíc mohl obsahovat závažné chyby (což
může i některá knihovna volně dostupná na internetu).
Většina z dostupných nástrojů pro práci s regulárními výrazy je určena pro stolní počí-
tače, nikoli pro mobilní telefony. Objevuje se tak problém s portací knihovny na Windows
Mobile. Přesto bylo vyzkoušeno několik variant.
První byla robustní knihovna Boost, viz [21], psaná v C++. I když je možné najít
návody, jak tuto knihovnu zprovoznit, nepodařilo se to. Potíže nastaly ještě před překladem
pro Windows Mobile. Tato knihovna totiž využívá standardní knihovnu jazyka C++ (STL),
která je na Windows Mobile značně ořezaná. Prvním krokem při překladu knihovny Boost
proto je přeložení portované knihovny STL. Už zde došlo ke komplikacím, a tak se od této
knihovny upustilo. Jak se ale také ukázalo, jednalo se o zbytečně robustní řešení, které
nebylo zapotřebí.
Mezi několika dalšími pokusy přišly dvě knihovny (viz [20], [27]), jenž obě vycházely
ze stejné implementace regulárních výrazů od H. Spencera (viz [28], knihovna je psána
v jazyce C). V první z nich se však nejspíš autor pokoušel předělávat i logiku zpracování a
regulární výrazy nefungovaly, jak by se dalo očekávat, proto finálním řešením bylo použití
druhé varianty, která pouze přidala C++ (dokonce MFC) obálku nad volání jazyka C.
Tato knihovna nabízí jednoduché a přitom fungující řešení. Celá je také dostatečně malá
a nezvětšuje dramaticky velikost binárních souborů, což by se určitě nedalo říct o knihovně
Boost. Nevýhodou této knihovny je, že nepodporuje ignorování velikosti písmen (příznak
IGNORE CASE ). Vzhledem k tomu, že k dispozici jsou zdrojové kódy, je možné tento
nedostatek opravit, k čemuž však zatím nedošlo. První nápad, jak implementovat uvedené
rozšíření, je pracovat pouze s malými písmeny, což by obnášelo převádět jednak text, v němž
se hledá, jednak regulární výraz, kde by se úprava týkala pevných řetězců uvnitř regulárního
výrazu, intervalů ([A-Z]) a dalších.
Šablony atributů
Princip atributů, který používáme, výrazně komplikuje situaci vytváření záznamů. Při
něm je nutno ručně přidávat všechny atributy a následně vyplňovat jejich hodnoty. Pokud
bychom potřebovali vložit více záznamů s několika atributy, celá akce by trvala neúnosně
dlouho, byla by pracná a uživatele by otravovala. Jenže určit atributy záznamu je nutné.
Jiné aplikace mající pevně stanovené typy záznamů jen v prvním kroku vytváření záznamů
vyberou jeden z možných typů, a pak již vyplňují hodnoty. My si můžeme situaci výrazně
ulehčit, pokud zavedeme šablony.
Pomocí šablon se dostáváme na úroveň přednastavených typů záznamů, která však
rozhodně nejsou pevně stanovené. Šablona představuje vektor atributů (stejný vektor, jaký
má každý element databáze), z něhož můžeme vycházet při vytváření nového záznamu.
Při této akci vždy nejprve zvolíme šablonu (jakoby volíme typ záznamu), čímž dostaneme
záznam s přednastavenými atributy, a pak již nastavujeme jejich hodnoty.
Šablona sestává z vektoru atributů a názvu. Struktura má název CIAttributesTemplate,
třída uchovávající všechny šablony CIAttributesTemplates. Šablony se dají považovat za
globální objekt, který můžeme používat v celé aplikaci, proto se používá návrhový vzor
Jedináček (jeho popis je uveden v části 4.2).
Nabízené operace jsou klasické, tedy přidání, úprava, smazání, vyhledání a další. U této
třídy jsou povoleny šablony se stejným jménem – je jen na uživateli, jak se v nich vyzná.
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4.3 Práce se soubory
Práce se soubory se týká hlavně atributů typu soubor. Jeho úkolem je uchovávat binární
data, která je možné získat načtením souboru z lokálního souborového systému, vzdáleného
serveru přes FTP protokol nebo čipové karty. Jak se ukáže později, s výhodou můžeme
využít tohoto načítání i na jiných místech než jen u atributů. K atributům pracujícím se
soubory se váže ještě způsob, jak tyto soubory uložit do paměti a později i do zabezpečeného
prostoru databáze. Pro tyto účely je navržen tzv. sklad souborů.
Zdroje souborů
Pro práci se soubory, tedy jejich načítání a ukládání, se používají tzv. zdroje. Zdroje imple-
mentují společné rozhraní poskytující operace pro download a upload dat – CIFileSource.
Již v předchozích odstavcích se objevily zmínky o dostupných zdrojích, jednalo se o lokální
souborový systém, vzdálený server a čipovou kartu.
Dostupné zdroje si může aplikace kdykoli zjistit a sice pomocí další třídy implemento-
vané jako Jedináček – CIFileSourceManager.
Rozhraní zdrojů
Mezi základní operace rozhraní zdrojů CIFileSource patří operace pro přečtení souboru a
vrácení dat spolu s jejich velikostí. Operaci musí předcházet výběr dat z konkrétního média.
Nahrání dat se tak štěpí na dva podúkoly, prvním je vyhledání dat (např. projití souborů
a složek a vybrání souboru), druhým je načtení celého souboru do paměti. Operace načtení
sama alokuje potřebný buffer a vrací jeho ukazatel spolu s velikostí. Od tohoto okamžiku
zodpovídá za obsah bufferu volající objekt.
Další důležitou operací je uložení souboru. Zdroj musí umět nahrát obdržený buffer dat
na své médium. V tomto případě předává volající objekt ukazatel na binární data a velikost
dat, zdroj tato data uloží na zadané umístění, jehož výběr musel předcházet operaci uložení
dat, např. projití složek a souborů a výběr jména nového souboru.
Zdroje můžeme používat pro operace čtení i zápisu, ale můžeme také chtít, aby byl
určitý zdroj schopný jen data číst nebo naopak jen zapisovat. Rozhraní je pro tyto případy
uzpůsobeno a poskytuje operace CanDownload, resp. CanUpload, pro ověření, jestli pomocí
zdroje můžeme data číst, resp. zapisovat.
Lokální souborový systém
Prvním zdrojem je lokální souborový systém, jehož třída se nazývá CIFileSourceDisk. Tato
třída obaluje operace standardního vyhledání souboru pomocí dialogů, které známe z nej-
různějších aplikací pod nabídkami Otevřít a Uložit jako.. .. Je tedy možné data číst i zapi-
sovat.
Windows Mobile nenabízí kvalitní dialog pro procházení souborového systému, proto
bylo třeba využít jiné řešení v podobě třídy dostupné na internetu, viz [19].
Vzdálený server
V návrhu aplikace jsme zmínili možnost nahrávat soubory z nebo na vzdálený server pomocí
protokolu FTP. Tento postup umožňuje třída CIFileSourceFTP.
Spolupráci s FTP protokolem implementuje sama knihovna MFC, jenže pouze ve verzi
pro stolní PC. Pro mobilní telefony se nabízí řešení voláním funkcí WinAPI. Je možné využít
39
funkcí pro připojení na server, procházení vzdáleného serveru a dále také stažení souboru ze
serveru a upload souboru na server. Zmíněné funkce podporují tzv. callback volání, která
slouží pro zjišťování aktuálního stavu spojení. Pokud si nastavíme svou callback funkci,
můžeme sledovat průběh stahování a nahrávání souboru a případně obě akce přerušit.
Nevýhodou volání WinAPI funkcí je implementace pouze základní verze FTP protokolu.
Neumožňuje vytvořit zabezpečené spojení pomocí SSL (FTP over SSL), ani neimplementuje
bezpečnou verzi protokolu FTP – SFTP (SSH File Transfer Protocol). Tento nedostatek lze
řešit pomocnými knihovnami. Během hledání na internetu se všechny příklady odkazovaly
na knihovnu Chilkat (viz [22]), která je bohužel placená. K dispozici je pouze časově omezená
verze pro vyzkoušení, které by od začátku vývoje až po dokončení vypršela platnost. Další
možností je pokusit se implementovat zabezpečenou verzi FTP na vlastní pěst, což by si
ale žádalo více času, proto se do vlastní realizace pouštět nebudeme.
Kvůli faktu, že spojení není zabezpečené, se doporučuje využívat FTP spojení pouze
v některých případech, kdy víme, že buď nehrozí únik dat, nebo data nejsou citlivého rázu
(např. ukládání již zabezpečeného souboru, kde se k pravému obsahu nemůže nikdo jiný
dostat).
Stejně jako u souborového systému na lokálním disku i zde můžeme číst a zapisovat.
Čipová karta
Jelikož se oblast práce s čipovými kartami nevyžadovala v zadání, byla pouze prozkoumána
a náznakem implementována.
Podpora čipových karet byla ztížena tím, že nebylo k dispozici mobilní zařízení, které
disponovalo čtečkou karet. Programování podpory čteček se odehrálo na počítači s připoje-
nou externí čtečkou a napsaný kód se poté zanesl do naší aplikace. Vzhledem k tomu, že pro
práci s čtečkami je využito standardních volání WinAPI a že tato volání jsou dostupná jak
na platformě Win32, tak na Windows Mobile, můžeme předpokládat, že vše bude fungovat.
Jak je tomu ve skutečnosti by vyžadovalo řádné otestování a odladění přímo na mobilním
zařízení, což nebylo možné.
Zdroj pro čipové karty provede připojení na dostupnou čtečku karet a na vloženou
kartu. Poté využívá objektu podobného továrně atributů a elementů – jedná se o továrnu
podporovaných typů čipových karet CISmartCardFactory. Všechny typy karet implementují
rozhraní CISmartCard, které nabízí následující operace:
• testování typu karty – při této operaci má karta šanci ověřit, jestli vložená karta je
daného typu,
• získání seznamu souborů,
• vybrání souboru na kartě,
• přečtení souboru.
Po nalezení odpovídající karty může následovat práce s kartou. V současné době je
k dispozici jen jeden podporovaný typ karet, s nímž probíhal vývoj – GemXpresso Pro R3.
Je však jednoduché přidat podporu dalších typů karet. Třída pro kartu GemXpresso nese
název CISmartCardGemxpress.
Tento jediný podporovaný typ poskytuje pouze omezenou funkčnost. Jediné, co je možné
s kartou provést, je vzájemná autentizace mezi kartou a aplikací, následné získání seznamů
appletů instalovaných na kartě a zobrazení dialogu pro výběr jednoho z nich.
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Při implementaci vzájemné autentizace pomohly dvě výborné publikace ([6] a [18]),
z nichž byly převzaty všechny informace a algoritmy.
Výběr zdroje
Jestliže se při běhu aplikace dostaneme do situace, že potřebujeme načíst nebo uložit soubor,
máme k dispozici několik různých zdrojů. Seznam těchto zdrojů je k dispozici kdykoli a
kdekoli v programu díky třídě CIFileSourceManager. Tato třída je stejně jako továrna
atributů v části 4.2 navržena podle vzorů Jedináček, Prototyp a Tovární metoda.
Pomocí několika operací můžeme (za běhu) registrovat nové zdroje, mazat existující
a zjišťovat si jejich seznam. Kdykoli si můžeme získat zvolený zdroj a jednotným způsob
načítat a ukládat binární data souborů z různých umístění.
Systém zdrojů a jejich správy umožňuje lehce přidávat aplikaci nové možnosti ve čtení a
ukládání souborů. Stejně jako přidání typu atributu i přidání nového zdroje je jednoduchou
záležitostí díky centralizovanému přístupu přes třídu správce zdrojů a díky jednotnému
rozhraní, které každý zdroj implementuje. Příkladem nového zdroje může být právě zabez-
pečený FTP přístup, ale i jiné.
V několika předchozích odstavcích jsme prošli, jak je možné soubory stáhnout a nahrát.
Vzhledem k tomu, že vlastníme souborový atribut, který vyžaduje uchovávání těchto sou-
borů, musíme uvést, jak s nimi program pracuje a jak je uchovává. Této problematice se
budeme věnovat v následující části.
Sklad souborů
Pokud si uživatel vytvoří záznam, v němž figurují soubory (atributy typu soubor), musí
být tento soubor nahrán do paměti. Během editace záznamu, úpravy atributů záznamu
a podobných operací prováděných uživatelem dochází k vytváření kopii záznamů. Kopii
vytvoříme, abychom do ní mohli provádět změny, které pak promítneme do originálního
objektu nebo je zahodíme. Pokud bychom prováděli kopii atributu typu soubor, pak je
zapotřebí vytvářet i kopii bufferu, kde už může jít o velký kus paměti, neboť maximální
velikost souboru není omezena. Kopii vytváříme proto, aby dva objekty neukazovaly na
stejný kus paměti a vzájemně si ji nemazaly.
Možným řešením je skutečné sdílení paměti s tím, že přidáme počítadlo referencí a po
každém uvolnění objektu toto počítadlo snížíme, resp. při každém nové kopii počítadlo
zvýšíme. Poslední uvolňovaný objekt, tedy ten, jenž bude mít počet referencí nastavený na
hodnotu jedna, uvolní i přidělenou paměť.
Tento princip využijeme v našem projektu. Půjdeme však ještě o něco dál a soubory
budeme ukládat stranou mimo atributy – ve skladu souborů, třída CIFileStore. Propojení
mezi atributy a položkou ve skladu budeme realizovat identifikátorem souboru, který s sebou
ponese každý atribut typu soubor. K položce souboru ve skladu si přidáme i některé další
zajímavé informace jako je originální název souboru, velikost a kontrolní součet.
Při nahrávání nového souboru nejprve nahrajeme soubor do skladu, čímž získáme jeho
identifikátor. Tento identifikátor nastavíme atributu souboru, což má za důsledek zvýšení
počítadla referencí (při vytváření nového souboru je počítadlo nastaveno na nulu). Kopí-
rování atributu souboru v sobě zahrnuje operaci nastavení identifikátoru novému atributu,
která jen inkrementuje počítadlo – nedochází ke kopii paměti. Při uvolňování souboru na-
opak počítadlo snížíme. Jakmile dosáhneme nulové hranice počtu referencí, pak je logické
soubor z paměti smazat. My ale nebudeme uvolňovat soubor ihned a ponecháme ho s tím,
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Obrázek 4.8: Diagram vzoru Muší váha na souborovém skladu
že na něj nikdo neukazuje. Uživatel si může rozmyslet svou akci a soubor se pokusit opako-
vaně nahrát. Kdy dochází ke skutečnému odstranění souboru z paměti, si řekneme později
v sekci 5.1.
Můžeme pozorovat ještě jednu výhodu tohoto návrhu: soubory, které jsou nahrávány
do skladu souborů jsou kontrolovány, jestli již ve skladu neexistují, a pokud ano, pak se již
znova nevytváří, jen se vrátí existující identifikátor. Soubory při prohledávání porovnáváme
na základě velikosti a kontrolního součtu (CRC).
Schéma, kdy soubory neleží přímo u atributů, odpovídá i systému uložení dat na disk,
kde soubory leží mimo strukturu databáze. Podrobněji se k uložení na disk dostaneme
v části 5.1.
Z výše uvedených vlastností skladu souborů může být někomu patrný nový návrhový
vzor – Muší váha (angl. FlyWeight). Při tomto přístupu jsou sdíleny objekty zabírající velké
množství paměti několika různými objekty, které si na něj nesou pouze odkaz. Situace je
zobrazena na diagramu 4.8.
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Kapitola 5
Implementace – vlastnosti a funkce
V těchto podkapitolách navážeme na předešlé části a popíšeme některé doplňující třídy a
také způsob řešení vybraných funkcí.
5.1 Serializace a deserializace
V naší aplikaci vyžadujeme uchování dat a stavu aplikace mezi jednotlivými spuštěními.
Proto potřebujeme, abychom si veškerá potřebná data ukládali/načítali do/ze souboru. Co
se týče dat, která uchovávat, jedná se především o celý obsah databáze. Aplikace také
bude disponovat řadou užitečných funkcí, jejichž chování si bude uživatel přizpůsobovat
svým požadavkům pomocí různých nastavení. I tyto volby musíme ukládat, aby při příštím
spuštění byly ve stavu, v jakém je uživatel nechal.
Již několikrát jsme se zmínili o pojmech serializace a deserializace, ale k jejich implemen-
taci a využití se dostáváme až nyní. Serializace představuje v našem případě reprezentaci
vnitřního stavu objektu v textové formě vhodné pro uložení do souboru. Pro naše účely
volíme XML formátovaný text, protože pro jeho následné zpracování můžeme využít exis-
tující knihovny. Deserializací je myšlena opačná operace – převod z textového reprezentace
zpět na objekt – a je využita pro změnu při čtení ze souboru.
Pro parsování XML textu budeme používat knihovnu TinyXML, viz [34], protože se
jedná se o jednoduchou, malou knihovnu, kterou lze velmi lehko přeložit pro mobilní plat-
formu.
Ne vždy je možné využít XML formát (alespoň ne s knihovnou TinyXML). K takovému
případu dojdeme také, a proto budeme nuceni využít jiný formát.
Databáze
Databáze nesoucí veškeré uložené informace v podobě kategorií a záznamů je beze sporu
nejdůležitější částí, kterou je třeba uchovávat. Již v části 4.1, kde jsme objevili dvě metody
určené pro serializaci a deserializaci.
Serializace
Tuto metodu implementuje bázová třída elementů databáze. Zajímavé je, že žádná z odvo-
zených tříd pak nemusí toto chování předefinovávat, neboť je opět využito vzoru Šablonová
metoda. Metoda serializace provede převod základních údajů, jako jsou typ elementů a další.
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Dále však zavolá metodu SerializeAdditional, jejíž chování určí až odvozená třída. Uvnitř
může být jakákoli další informace, kterou si přeje odvozená třída uchovávat.
V případě třídy kategorie bude tato metoda provádět dodatečnou serializaci všech svých
potomků jednoduchým volání serializace na jejich objekty. Takto můžeme postupně získat
celou strukturu databáze, neboť každá kategorie rekurzivně provede serializaci svých po-
tomků, což mohou být záznamy nebo opět kategorie.
Bázová třída provádí mimo jiné i serializaci atributů. Právě ona totiž nese vektor atri-
butů jako svou členskou proměnnou. I vektor atributů disponuje operacemi pro serializaci.
Chování vektoru v případě volání této metody je stejné jako chování kategorie v případě
volání serializace dodatečných informací. Přesměrovává volání na jednotlivé atributy, čímž
dostaneme kompletní reprezentaci všech atributů.
Deserializace
Podobně jako v případě serializace i zde je chování definováno již v bázové třídě (ne, že by
v obou případech nešlo předefinovat, ale není to nutné). Princip je stejný – metoda provede
v bázové třídě deserializaci svých hodnot, pak zavolá metodu deserializace dodatečných
informací, která je definována v odvozených třídách.
Důležitý je zde i krok, který předchází deserializaci. Abychom si přiblížili problém,
vraťme se ještě k serializaci. Pokud chceme vytvořit textovou reprezentaci objektu, pak mu
dáme příležitost, ať tak provede sám. Výstupem je odpovídající text.
Jenže nyní při opačné konverzi máme text, ale nemáme objekt. Nemůže už říci textu:
vytvoř objekt. Co musíme udělat jako první, je vytvoření objektu tak, že nakoukneme do
textu, odvodíme, jaký objekt chceme, a nad tímto objektem zavoláme deserializaci.
Řekli jsme, že text bude formátovaný do XML a pro jeho zpracování použijeme kni-
hovnu TinyXML. Po parsování vlastníme XML objekty, z nichž si přejeme vytvořit celou
databázi. Databáze stojí na vrcholu celé hierarchie, proto můžeme očekávat, že na počátku
budeme volat deserializaci právě nad ní. Tato operace provede v bázové třídě zpracování
svých hodnot, poté provede deserializaci dodatečných hodnot. U třídy databáze, tedy ka-
tegorie, musíme deserializovat vložené elementy. Nyní právě nastává okamžik, kdy nevíme,
co vytvořit z XML objektů, a musíme do nich nakouknout (přečíst typ elementu z XML
objektu), abychom nejprve vytvořili odpovídající element databáze.
Potřebujeme prostředek, jak vytvářet elementy atributů. Jedním řešením je pevně de-
finovaná funkce, jež pomocí dat v XML určí, jaký objekt má vzniknout. Kvůli budoucím
třídám odvozeným od bázové třídy elementů databáze by bylo nutné tuto funkci modifikovat
a přidat vytvoření objektu pro nový typ. Druhým přístupem, který také implementujeme
v aplikaci, je vytvořit továrnu elementů stejně, jako byla využita továrna atributů (viz 4.2),
která však má v aplikaci bohatější využití. Úkolem továrny elementů je uchovávat známé
typy elementů a na požádání vrátit na základě typu nový objekt. Třída určená pro tyto
účely má jméno CIDatabaseElementFactory.
Máme tedy správný objekt, proto nad ním zavoláme deseriliaci a předáme mu XML
objekt nesoucí jeho vnitřní stav. Takto můžeme projít celou XML hierarchii a kompletně
obnovit stav databáze.
Ještě se vrátíme k deserializaci prováděné bázovou třídou, neboť ta má na starosti deseri-
alizaci atributů. Vektor atributů ve svém výčtu metod má i jednu určenou pro deserializaci,
jejíž princip je podobný jako v případě kategorie. Tedy pomocí továrny atributů vyrobí
odpovídající objekty, které provedou obnovení stavu z XML.
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Sklad souborů
Vzpomeňme ještě na část 4.3, kde jsme řekli, že používání souborového skladu způsobuje,
že soubory leží mimo atributy typu soubor a celou databázi. Nyní vyjde najevo fakt, proč
je toto ukládání v podstatě nezbytné.
Pokud bychom chtěli mít buffer binárních dat souboru umístěný přímo u atributu, bylo
by také nutné jej serializovat spolu s dalšími proměnnými objektu. U formátu XML, který
používáme, ale není možné vložit binární data dovnitř XML řetězce (alespoň knihovna
TinyXML to neumožňuje, ale už z principu to zřejmě nebude umět žádná knihovna). Aby
šla binární data přidat do XML, musela by být překódována např. do hexadecimálního tvaru
nebo pomocí Base64. Překódování dat by mělo za důsledek zbytečný nárůst výsledného
souboru. Jediným řešením je tak vyjmutí dat mimo XML.
Serializace
Pro serializaci již nepoužíváme žádný standardní formát jako XML. Sklad souborů obsahuje
několik záznamů – binárních souborů. Musíme si uvědomit, že u binárního souboru neplatí
to, co např. platí u řetězců jazyka C – tj. že jsou ukončeny znakem s hodnotou nula. Je nutné,
abychom znali velikost těchto binárních dat. Stejně tak pokud budeme serializovat několik
záznamů, musíme být následně schopni určit, kolik takových záznamů bylo. V případě XML
jsme nic takové řešit nemuseli – počet záznamů byl dán počtem sub-elementů, který jsme
znali díky vlastnostem XML. U binárních dat si musíme pomoct explicitním přidáním této
informace někam do dat.




• . . .,
• záznamN.
V hlavičce si uložíme všechny informace, které potřebujeme znát pro úspěšné načtení všech
záznamů. Skládá se z řádků zakončených dvojicí znaků \r\n (formát je podobný např.
hlavičce HTTP požadavku a odpovědi). Jediná informace obsažená v hlavičce nese číslo
udávající počet souborů.
Jednotlivé záznamy jsou také strukturované na hlavičku a data stejně jako výše. Ob-
sahem hlavičky je již více informací. O jaké se přesně jedná, můžeme odvodit z údajů
ukládaných u každého souboru: identifikátor, název, velikost, CRC pro kontrolu dat.
Ještě zde uvedeme jednu doplňující a důležitou poznámku. Část 4.3 psala o mazání zá-
znamů ze skladu souborů. Ke skutečnému odstranění souboru z paměti dochází prakticky až
s uvolňováním paměti celého skladu. Soubory, které uživatel zrušil, se stanou nereferencova-
nými, tj. mají počet referencí nastavený na nulu. Při serializaci tyto soubory nezahrnujeme
do výsledné reprezentace, čímž je de facto smažeme (spíš je neuchováme).
Deserializace
Tato operace vyžaduje ruční zpracování vstupního textu. Postupně si musíme načíst hla-
vičku, poté projít daný počet záznamů a v každém z nich opět nejprve zpracovat úvodní
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informace o velikosti atd. a načíst data souboru. Výsledkem je obnovený sklad souborů
s příslušnými záznamy a jejich identifikátory, jež budou využívat atributy záznamů.
Možné rozšíření skladu souborů
Když uvážíme, že sklad souborů může mít vysoký počet záznamů, jeho velikost v paměti
může narůst. K některým záznamům přitom vůbec při používání programu nepřistoupíme.
Řešit by se to dalo například načtením jen základních informací o souborech, zatímco data
by se do paměti nenačítala. Až v případě potřeby se musel dodatečně projít uložený soubor
a potřebná data vyhledat.
Tento nebo podobný princip, který by šetřil využití paměti, by určitě bylo možné imple-
mentovat, v našem projektu však načítáme vždy vše do paměti. Celá situace se zkomplikuje,
jakmile zavedeme šifrování uložených dat na disku. Při každém přístupu z důvodu doda-
tečného načtení by se musel soubor dešifrovat a zvýšila by se tak doba, než by byla data
připravena.
Nastavení
Součástí informací, které je třeba uchovávat, jsou i nastavení aplikace. Jedná se o uživatelem
zvolené hodnoty u nejrůznějších funkcí aplikace. Nyní nás nemusí zajímat o jaké hodnoty
či nastavení se jedná, ale o to, jak je provedena jejich serializace a deserializace.
Nastavení se skládá z několika podčástí. Každé funkci programu odpovídá jedna část,
která nese hodnoty zvolené uživatelem. Třída jedné části nastavení implementuje rozhraní
(CISettingsPart), jehož součástí jsou mimo jiné i operace pro serializaci a deserializaci.
Vzhledem k tomu, že nastavení je globální a týká se celé aplikace, jsou současně všechny
třídy implementovány jako Jedináček.
K dispozici je ještě třída CISettings (také Jedináček), která slouží jako seznam dostup-
ných objektů nastavení pro celou aplikaci. Prostřednictvím tohoto objektu dokážeme lehko
spravovat všechna dostupná nastavení – serializovat, deserializovat a nastavovat prostřed-
nictvím dynamického dialogu (k němu se dostaneme v části 5.6).
Serializace
U nastavení proběhne serializace jednoduchým převodem hodnot do XML řetězců. Instance
třídy CISettings projde postupně všechny své objekty.
Deserializace
Deserializace proběhne podobně jednoduše. Známe již všechny objekty nastavení, které
mohou být obsaženy v řetězci, proto necháme každý objekt nakouknout a vybrat svůj
XML element, z něhož načte své hodnoty.
Výsledný soubor
V předchozích částech jsme si ukázali, že každá část aplikace, která má být ukládána, má
přidánu funkcionalitu pro serializaci a deserializaci. Jedná se o databázi, sklad souborů a
uživatelská nastavení programu.
Zavoláme-li postupně jednotlivé části pro serializaci, dostaneme jejich spojením data,
která je možné uložit na disk. Naopak pokud použijeme obsah souboru, rozdělíme ho na
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jednotlivé části a předložíme mechanizmům deserializace, dostaneme uložený stav objektů
aplikace.
Všimněme si, že nastavení ukládáme spolu s ostatními informacemi. To proto, že i
nastavení budou zašifrována, protože jejich součástí mohou být (a budou) citlivá data (např.
přístupové údaje na FTP servery, atd.).
Načítání ze souboru využijeme ve dvou případech – prvním je logicky spouštění aplikace,
druhým je obnova ze zálohy. Tím však předbíháme, tato funkce bude vysvětlena později
(viz 5.5).
K operaci uložení dochází při každé změně, kterou uživatel provedl. Jakmile přidal,
smazal nebo editoval záznam či skupinu, změnil nastavení nebo provedl jinou akci vedoucí
k nutnosti vytvořit nový soubor, je volána serializace a uložení výsledku do souboru. Celá
akce může trvat dlouho, zvláště se zvětšující se databází. Proto je při serializaci vytvořeno
vlákno provádějící serializaci a zápis do souboru na pozadí.
5.2 Šifrování dat
Hlavním cílem programu je uchovávání citlivých dat. Tento proces by se neobešel bez
patřičné ochrany ve formě šifrování dat. Data, která jsme v předchozí části vytvořili z ob-
jektů pro uložení na disk, podstupují operaci šifrování, aby byla chráněna proti zneužití.
Naopak pokud chceme obnovit stav databáze z uloženého souboru, musí všemu předcházet
dešifrování.
Pro veškeré kryptografické operace budeme používat v úvodu zmiňovanou knihovnu
Crypto++, viz [24].
Depozitní klíč
Generování depozitního klíče je jednou z funkcí, kterou aplikace nabízí. Princip depozitního
klíče spočívá v tom, že nagenerujeme takový klíč, který nám umožní dostat se k uloženým
datům i bez znalosti hesla. Již z této věty je jasné, že po vygenerování depozitu je nesmírně
důležité ho důkladně uschovat. Jednak kvůli tomu, že po zapomenutí hesla je jedinou cestu,
jak získat uložená data, jednak kvůli tomu, že v případě vyzrazení klíče získá útočník přístup
ke všem citlivým datům v databázi.
Depozitní klíč není nic jiného než soukromý klíč, k němuž náleží i odpovídající veřejný
(mluvíme tedy o asymetrické kryptografii), pro jejichž generování můžeme použít knihovnu
Crypto++. Když si situaci používání depozitního klíče rozebereme, zjistíme, že se jedná
o docela komplikovaný problém. Při normální práci uživatel přistupuje k databázi pomocí
hesla, čímž dokáže dešifrovat její obsah. V okamžiku, kdy vygeneruje depozitní klíč, musí
mu být pro dešifrování umožněno použít buď heslo, nebo tento klíč. O tom, jak je docíleno
dešifrování pomocí obou metod, píšeme v následující části.
Šifrování a dešifrování
Pokud bychom použili jednoduché šifrování pomocí hesla, pak by stačilo vzít vstupní data a
zašifrovat je pomocí knihovny Crypto++ několika voláními (pomineme-li inicializaci a další
detaily). Chceme ale používat depozitní klíč, proto se nejedná o tak přímočarý postup. Při
operaci dešifrování je tomu stejně tak.
Abychom mohli použít obě možnosti při dešifrování, musíme tomu i uzpůsobit šifrování.
Než si popíšeme, jak tedy šifrování, resp. dešifrování, probíhá, popíšeme si, jak získáme klíč
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z uživatelského hesla.
Poznamenejme, že generování (pseudo)náhodných dat probíhá pomocí generátoru do-
dávaného spolu s Crypto++ – AutoSeededRandomPool.
Převod hesla na klíč
V úvodu jsme řekli, že použijeme šifru AES s délkou klíče 128 bitů. Těžko však můžeme
chtít po uživateli, aby zadal 128 bitů, pomocí nichž se má provést šifrování a dešifrování
dat. Pro tyto účely i sama knihovna Crypto++ disponuje třídou zvanou výstižně Passwor-
dBasedKeyDerivationFunction (volně přeloženo jako
”
funkce odvození klíče z hesla“). Jejím
úkolem je ze zadaného, libovolně dlouhého řetězce, třeba uživatelova hesla, vygenerovat klíč
o zadané délce. Třída, resp. volaná metoda, potřebuje dodat několik parametrů.
První parametrem pro odvození klíče z hesla je hašovací funkce, která bude použita
během generování. Tento parametr se specifikuje ještě při vytváření objektu jako parametr
dané šablonové třídy. Zvolenou hašovací funkcí je SHA256 (viz [14]). Další důležitou hod-
notu, jež musíme pro generování dodat, je tzv. key salt, neboli náhodná data, s nimiž se
promíchá vložené heslo. Spolu s těmito daty musíme funkci oznámit i jejich velikost. Mimo
předchozí údaje předáme ještě heslo, z něhož bude funkce vycházet, a jeho velikost a také
buffer pro vložení vygenerovaného klíče o zvolené velikosti.
Hlavně mějme na mysli, že klíč potřebujeme generovat jednak při šifrování, ale i při
dešifrování. My ale dodáváme náhodná data pro tvorbu klíče. Je jasné, že tato data musí
být shodná pro šifrování i při dešifrování, abychom dospěli ke stejnému klíči.
Šifrování dat
Dostáváme se k problému, jak vyřešit dvojí dešifrování, jednou pomocí hesla, jednou po-
mocí soukromého klíče. V praxi se běžně používá principu, že jakmile máme používat
asymetrickou kryptografii, nešifrujeme celou zprávu tímto mechanizmem, ale nagenerujeme
symetrický klíč, pomocí symetrické šifry utajíme data a klíč zašifrujeme pomocí veřejného
klíče. Asymetrická kryptografie je totiž výrazně pomalejší než symetrická.
Tohoto principu můžeme využít i zde. Použijeme uměle vygenerovaný klíč, kterým uta-
jíme naše data, a tento klíč si zašifrujeme ve dvou verzích – v jedné pomocí klíče (vygene-
rovaného z uživatelova hesla) šifrou AES (viz [13]), v druhé pomocí RSA (viz [10], [16]) a
veřejným klíčem.
U blokové šifry AES, kterou použijeme u jedné zprávy hned dvakrát (jednou pro utajení
klíče, jednou pro data zprávy), musíme zvolit mód pro práci s bloky. Tím je CBC (Cipher-
block chaining, viz [5]). Podmínkou jeho využití je dodání inicializačního vektoru pro první
blok dat.
Udělejme si malé shrnutí. Zprávu budeme šifrovat náhodným klíčem. Pro mód CBC
potřebujeme dodat inicializační vektor. Vygenerovaný klíč zašifrujeme ve dvou verzích,
jednou pomocí blokové symetrické šifry AES, jednou pomocí RSA. Pro zašifrování pomocí
AES potřebujeme opět inicializační vektor a také náhodná data (key salt) pro vytvoření
klíče z hesla, neboť i tuto informaci musíme uchovat pro pozdější dešifrování.
Nyní k samotnému postupu při provádění šifrování.
1. Generování náhodných dat
Nejprve si nagenerujeme několik proměnných nesoucí náhodná data. Je to v prvé řadě
key salt pro odvození hesla, dále pak inicializační vektor pro zašifrování náhodného
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klíče, inicializační vektor pro šifrování zprávy a samotný klíč. Všechny tyto informace
budeme ukládat i do výsledných dat.
2. Odvození klíče z hesla
3. Zašifrování náhodného klíče pomocí odvozeného klíče
4. Zašifrování náhodného klíče pomocí veřejného klíče
Tento krok se týká pouze případu, že jsme si již nagenerovali depozitní klíč. V opačném
případě se vymezený prostor vyplní náhodnou posloupností dat.
5. Šifrování vstupních dat pomocí náhodného klíče
Všechna zmíněná data tvoří výstup šifrování. Detailní podoba hlavičky obsahující in-
formace, které jsou vloženy před samotná zašifrovaná data, se nachází v příloze B.1.
Dešifrování dat
Data, která jsme si nachystali při šifrování, nesou vše potřebné pro úspěšné dešifrování.
Jeho postup se liší v závislosti na tom, jestli použijeme heslo nebo soukromý klíč.
V případě hesla si ze začátku dat přečteme náhodná data představující key salt a ini-
cializační vektor. Díky těmto dvěma hodnotám odvodíme dešifrovací klíč (stejný jako při
šifrování) a provedeme dešifrování části hlavičky, abychom získali klíč k hlavním datům a
také inicializační vektor. Nyní již máme všechna potřebná data, abychom získali originální
data.
Jestliže uživatel vybere pro dešifrování soukromý klíč, vyhledáme v hlavičce část dat
šifrovanou veřejným klíčem. Po úspěšném dešifrování obdržíme stejné údaje jako v pří-
padě dešifrování heslem, tedy klíč a inicializační vektor. Dále je proto postup stejný jako
v předchozím případě.
5.3 Úklid dat
Program po celou dobu běhu pracuje s citlivými daty. Jsou to jednak uložené záznamy jako
hesla a klíče, ale také heslo použité pro šifrování a další údaje.
V okamžiku ukončení aplikace tyto údaje mohou zůstat v paměti a program, který by
měl přístup k danému kusu paměti, by mohl data přečíst a zneužít. Je proto potřeba provést
před ukončením práce úklid proměnných nesoucí citlivá data. Tato akce může vypadat tak,
že se paměť přemaže nic neříkajícími hodnotami, třeba nulami. Problém úklidu zúžíme na
řetězcové proměnné a na pole binárních dat, která mohou nést obsah soukromých klíčů a
jiných souborů.
Situace však není tak jednoduchá. Představme si proměnnou typu string (knihovna
STL). Jednoduchý příkaz pro spojení několika řetězců si vytvoří několik dočasných objektů
v paměti, ke kterým nevlastníme přístup. Stejně tak tomu může být i při jiných operacích.
Je pak těžké zachytit operaci uvolnění objektu, když daný objekt nemáme přiřazený v pro-
měnné. Ještě komplikovanější je situace s řetězci knihovny MFC. Její třída CString používá
sdílení bufferů a počítání referencí. Knihovna se tak snaží ušetřit paměť i čas, když používá
sdílení namísto kopírování. Právě proto ale nemůžeme provést mazání paměti objektu vždy,
když se chystáme uvolnit paměť, protože jiný objekt může nést stejný ukazatel bufferu, což
by mělo za následek ztrátu dat.
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Cesta k řešení problému vede přes nově odvozené třídy od obou uvedených, tedy string
(resp. wstring pro Unicode znaky) a CString. Tyto třídy si popíšeme v následujících částech.
Řetězce STL
V rámci jazyka C++ a standardní knihovny STL máme pro práci s řetězci třídy string,
resp. wstring pro variantu Unicode. Ve skutečnosti se nejedná přímo o třídy, ale o typy




Třída basic string je šablonovou třídou, u níž se specifikuje typ znaku tvořící řetězec. Co
však není vidět v deklaracích typů výše, je, že šablonová třída basic string má další dva
parametry v šabloně:
basic_string<charT, traits, Alloc>
Druhý parametr traits nás až tak nezajímá, ten slouží k poskytování informací a operací
s typem znaku. Třetí parametr je mnohem důležitější, neboť zde se nachází typ třídy,
který se používá při alokacích a dealokacích paměti řetězce. Každá nová alokace, ale hlavně
dealokace a realokace použije objekt této třídy, čímž máme zaručeno, že veškerá paměť
všech řetězců půjde přes specifikovanou třídu.
Nyní zdánlivě odbočíme od třídy basic string a podíváme se na knihovnu Crypto++.
Jako kryptografická knihovna také musí řešit bezpečnost některých dat a tím pádem i úklid
paměti. Součástí této knihovny je například třída SecBlock. Opět se jedná o šablonovou
třídu, bližší deklarace vypadá následovně:
template<class T, class A~= AllocatorWithCleanup<T>>
class SecBlock< T, A~>
Třída SecBlock slouží pro definování bloků dat, kde typ elementu spolu s alokátorem pro
daný typ je součástí šablony třídy. Jedná se o podobnou konstrukci jako v případě třídy ba-
sic string. Objekt alokátoru nese název AllocatorWithCleanup, což již napovídá, že třída pro
práci s pamětí bude provádět jakýsi úklid. Při bližším zkoumání zdrojových kódů dojdeme
k poznatku, že třída skutečně těsně před uvolněním paměti provede její vynulování.
Co nás nyní nejspíš napadne, je spojení šablonové třídy pro řetězce a alokátoru z knihovny
Crypto++, což je možné, neboť alokátor knihovny Crypto++ nabízí stejné operace jako alo-
kátor z STL (jakoby tvůrci Crypto++ počítali s podobným využitím jejich alokátoru). Tím
nám vznikne nový typ, resp. dva typy, pro práci s řetězci, které si po sobě zařídí úklid





Proto stačí v celém programu namísto řetězců string a wstring používat typy CIstring a
CIwstring. Pokud se však dostaneme do situace, kdy musíme pracovat s typem CString,
např. v rámci implementace grafického uživatelského rozhraní, musíme vymyslet podobné
řešení i pro tuto třídu.
50
Řetězce MFC
Typ CString je podobně jako string či wstring definovaný pomocí typedef, jeho přesná
podoba v našem projektu je
typedef CStringT< TCHAR, StrTraitMFC_DLL< TCHAR > > CString;
Podobně jako u knihovny STL i zde máme třídu, která umožňuje pracovat s řetězci nehledě
na konkrétním typu pro znak. Třída CStringT ale není koncipovaná jako basic string. Ne-
setkáme se tu s možností explicitně určit třídu pro alokaci paměti, ale potřebujeme zaří-
dit, aby se paměť všech řetězců před uvolněním vynulovala. Nezapoňme také na problém
s počítáním referencí, který může situaci zkomplikovat – nebude například možné v de-
struktoru objektu jednoduše volat přemazání paměti, protože paměť může používat jiný
objekt (přístup k proměnné hlídající počet referencí je chráněný).
S čím se můžeme setkat u řetězců CStringT, je používání speciálních tříd odvozených
od rozhraní IAtlStringMgr, konkrétní implementací je třída CAtlStringMgr. Důležité je, že
každému konstruktoru řetězce CStringT můžeme předat ukazatel na objekt podle rozhraní
IAtlStringMgr a tento objekt bude použit pro alokaci, dealokaci a realokaci paměti pro
daný řetězec.
Systém není až tak průzračný jako v případě STL, ale i touto cestou lze docílit stejného
výsledku. Nyní si popíšeme kroky, které jsou k tomu potřeba.
1. Vytvoření třídy správce paměti – jedná se o třídu, která bude spravovat paměť, tedy
alokovat, realokovat a dealokovat. Tuto třídu můžeme odvodit od již existujících tříd
pro správu paměti, což také uděláme. Využijeme třídy CWin32Heap, u níž předefinu-
jeme chování metody Free, která je volána v případě požadavku na uvolnění paměti,
a metody Reallocate, která je volána v případě zvětšení paměti. Pro někoho může
být matoucí, že nás zajímá i operace realokace, nabízí se však jednoduché vysvětlení.
Při volání realokace může dojít k přesunu paměti na jiné umístění kvůli tomu, že na
aktuální adrese se již nenachází dostatečně velký, volný a spojitý kus paměti. V tomto
případě by zůstala na původní adrese neuklizená paměť, proto nás musí zajímat i ope-
race pro realokaci. U obou metod přidáme dodatečné nulování paměti, čímž zajistíme
úklid.
2. Vytvoření objektu správce paměti – musíme si definovat globální objekt pro správu
paměti, který vzápětí použijeme.
3. Vytvoření objektu správce řetězců – jedná se o globální objekt třídy CAtlStringMgr,
v rámci jehož konstruktoru specifikujeme objekt pro správu paměti vytvořený v před-
chozím kroku.
4. Definice třídy využívající nového správce řetězců – nová třída bude dědit z třídy
CString a konstrukci rodičovské třídy doplní o objekt správce řetězců, který jsme si
definovali, čímž zajistí jeho použití při každé práci s pamětí řetězců.
Postupně jsme se dopracovali až k výsledné třídě, kterou můžeme začít používat všude
na místě původní třídy CString.
Binární data
Binárními daty je myšleno použití polí pro uchování dat načtených ze souborů. Může se
jednat o citlivá data v podobě kryptografických klíčů, jejichž paměť budeme chtít také
uklidit.
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Díky tomu, že pro ukládání souborů v souborovém skladu, viz sekce 4.3, máme tato pole
na jednom jediném místě a nikdy je nikam nekopírujeme. To nám velmi usnadňuje práci.
Vzpomeňme také na fakt, že soubory nejsou z paměti uvolňovány dokud aplikace nekončí,
čímž zanikne i sklad souborů a jeho jednotlivé záznamy. V tento okamžik, tedy při mazání
záznamů datového skladu, můžeme ručně vynulovat přidělenou paměť a uvolnit ji.
Shrnutí
Pozitivní zprávou je, že při používání dodatečného čištění při dealokace paměti nedošlo
k žádnému výraznému poklesu výkonu.
Veškeré akce prováděné v rámci úklidu paměti samozřejmě předpokládají řádné ukončení
aplikace. Pokud by náhodou došlo k pádu aplikace (což by samozřejmě nastávat nemělo)
nebo tvrdému odstřelení aplikace, paměť zůstane jednak neuvolněná, ale také neuklizená.
Proti těmto stavům se aplikace bránit nedokáže.
Také je třeba brát na zřetel, že úklid svých proměnných provést můžeme, nikdy se
nám však nepodaří ovlivnit proměnné uvnitř systémových částí. Například komponenty
textového pole, kde zadáváme heslo, musejí vložený řetězec také ukládat v nějaké proměnné,
ke které se ale nemůžeme dostat. Podobně to může být i u funkcí, které si mohou vytvářet
kopie předaných parametrů, atd. Úklid můžeme provádět, ale jen ve svých částech, nikoli
v částech systému.
Nejlepší obranou proti úniku dat nejen z paměti i nadále zůstává zásada pracovat s te-
lefonem obezřetně a vyvarovat se instalace veškerých škodlivých aplikací, u nichž hrozí toto
nebezpečí.
5.4 Síťová komunikace
Aplikace umožňuje spojení dvou klientů přes síť. Navázání spojení se děje za účelem vzá-
jemné synchronizace databáze nebo za účelem výměny jen některých záznamů. Protože
posílaná data mohou obsahovat citlivé informace, je třeba komunikaci zabezpečit, aby ne-
mohlo dojít k přečtení dat neoprávněnou stranou. Není proto navazováno obyčejné spojení,
ale zabezpečené pomocí SSL.
Navázání SSL spojení
Pro vytvoření bezpečného kanálu mezi dvěma komunikujícími stranami můžeme použít
několik přístupů. Prvním je použití samostatné knihovny, která dodá bezpečnou vrstvu
nad klasické sokety jazyka C. K tomu slouží například knihovna OpenSSL, viz [30]. Pokud
se ale vydáme touto cestou, setkáme se s problémy jako u všech dosavadních knihoven, že
jejich překlad není stavěn na Windows Mobile. OpenSSL se bohužel nepodařilo správně
přeložit, proto bylo třeba najít vhodnou alternativu.
Naštěstí je podpora pro zabezpečenou síťovou komunikaci součástí Windows i Windows
Mobile. Pomocí několika funkcí je možné stejně jako v případě externí knihovny vytvořit
SSL spojení. Tyto funkce jsou dobře dokumentovány přímo na stránkách MSDN Library,
viz [12], konkrétně se jedná o funkce
• AcquireCredentialsHandle pro získání ukazatele na zabezpečovací informace,
• InitializeSecurityContext pro inicializaci SSL spojení ze strany klienta,
• AcceptSecurityContext pro inicializaci SSL spojení ze strany serveru.
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Některé z těchto funkcí musíme volat opakovaně, než dospějeme do plně vytvořeného a
bezpečného spojení. Jako v každé komunikaci je i zde jedna strana, která čeká na připojení
(server), a druhá, která iniciuje spojení (klient). Projděme si ve stručnosti kroky jednotli-
vých účastníků vedoucí k ustavení šifrované komunikace.
Server
1. V první fázi je vše stejné jako v případě vytváření normálního spojení pomocí soketů.
Objevují se volání socket, bind, listen a accept a následná obsluha klienta.
2. Server pak pomocí funkce AcquireCredentialsHandle získá ukazatel na zabezpečovací
informace. Tato funkce očekává mezi parametry ukazatel na načtený certifikát (více
o certifikátech rozebereme v části 5.4).
3. Poté následuje čekání na příchozí data od klienta pomocí standardního čtení dat ze
soketu. Přijatá data jsou předhozena funkci AcceptSecurityContext a vrácená hodnota
je poslána zpět klientovi.
4. Následuje několik podobných volání AcceptSecurityContext až do okamžiku, kdy funkce
vrátí hodnotu napovídající, že z jeho strany je spojení sestaveno.
5. Šifrované spojení je vytvořeno a můžeme komunikovat bezpečnou cestou.
Klient
1. Jako v případě serveru i zde je první fáze klasická. Vytvoří se soket a provede se
připojení na server.
2. Klient po připojení také volá funkci AcquireCredentialsHandle, zde však není třeba
předávat certifikát.
3. Povinností klienta je zahájit požadavkem na šifrovanou komunikaci. Proto volá Initi-
alizeSecurityContext a obdržená data pošle serveru.
4. Stejně jako v případě serveru následuje několik podobných kroků, kdy přijme data
od serveru, předá je funkci InitializeSecurityContext a výsledek pošle serveru. To vše
až do okamžiku, kdy hodnota vrácená od funkce InitializeSecurityContext říká, že
spojení je ustaveno.
5. Šifrované spojení je vytvořeno a můžeme komunikovat bezpečnou cestou.
Uvedené postupy ilustruje obrázek 5.1
Výsledkem ustavení bezpečného kanálu je ukazatel na bezpečnostní data (SecHandle),
pomocí něhož provádíme šifrování a dešifrování dat před odesláním a po přijetí.
Pomocí dokumentace z MSDN je možné tyto postupy implementovat, ale v rámci úspory
času se můžeme vydat hledat na internet, kde narazíme na několik připravených řešení
pracujících způsobem prezentovaným před několika odstavci, např. [33] a [25]. Uvedené
implementace se liší v použití typů soketů – první využívá standardních soketů a volání
funkcí socket, connect, accept, atp., druhá pracuje s MFC sokety, tj. třída CSocket.
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Obrázek 5.1: Vytvoření SSL spojení na Windows Mobile (převzato z [9]).
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Synchronní vs. asynchronní sokety
Se sokety můžeme pracovat dvěma způsoby – synchronně a asynchronně. V prvním případě
jsou všechny operace blokující, tzn. že při nich dochází k zablokování běhu programu, dokud
daná operace není dokončena (nebo nedojde k vypršení časovače – tzv. timeout). V opačném
případě (u asynchronního přístupu) je u všech operací, které mohou způsobit zablokování
běhu programu, ihned vrácena hodnota značící, že operace nemůže být ještě provedena (je
vrácena chyba WSAEWOULDBLOCK ).
Nalezené implementace pracují každá v jednom z režimů. V případě standardních soketů
je použito blokovacích operací, v případě MFC soketů pracujeme asynchronně. Oba přístupy
zásadně mění způsob řešení komunikace.
Použité řešení
Při implementaci funkcí aplikace, při nichž je třeba pracovat s komunikací po síti, jsme
šli cestou, kdy jsme nejprve pracovali na úrovni nezabezpečené komunikace. Tiše jsme
předpokládali, že v budoucnu bude jednoduché přejít na zabezpečenou komunikaci pouhým
přidáním patřičné knihovny a lehkou úpravou zdrojových kódů. První knihovnou, na kterou
jsme narazili při hledání na internetu byla OpenSSL, viz [30], která pracuje se standardními
sokety a je psána v jazyce C. Z tohoto důvodu i naše třídy používaly stejné sokety a volání
jazyka C.
V okamžiku, kdy mělo přijít na řadu používání knihovny, nastal problém s překladem.
Vhodnou alternativou se proto zdály výše uvedené implementace, u obou je ale háček při
jejich používání.
První varianta není funkční na Windows Mobile, verze s MFC sokety zase pracuje na
jiném principu, protože používá asynchronní přístup. V případě blokujících (synchronních)
operací, které aplikace používá, je třeba pracovat s vlákny pro obsluhu klientů a také pro
přijímání dat na pozadí, avšak u třídy CSocket jsme na každou událost (příchozí spojení,
data k dispozici) upozorněni voláním virtuálních metod. Proto můžeme pracovat nebloko-
vaně (samotné operace však jsou blokující). Jedná se tedy o dva rozdílné přístupy a přechod
mezi nimi není záležitostí změny pár řádků kódu, ale předělání celého systému. Jak časem
vyšlo najevo, mnohem jednodušší se ukázala snaha najít chybu v první z implementací
využívající standardní sokety.
Chyba spočívala ve špatném ustavování SSL spojení (pouze na Windows Mobile, na
PC vše fungovalo), při němž se obě komunikující strany dostaly do fáze, kdy čekaly na
data od protistrany, což vedlo k deadlocku. Při zkoušení implementace s CSocket variantou
však ustavování spojení fungovalo, chyba musela být někde v používání funkcí Initialize-
SecurityContext a AcceptSecurityContext. Naštěstí se při vytváření zabezpečeného kanálu
obě varianty příliš neliší, a proto stačilo převzít a upravit pouze tuto část, čímž se celá
komunikace rozběhla.
Rozdíl obou implementací je, že CSocket verze narozdíl od druhé ze zmiňovaných lépe
ošetřuje všechny možné stavy, které při ustavování komunikace mohou nastat (a v případě
Windows Mobile zřejmě i nastanou).
Certifikát
Pro vytvoření zabezpečeného serveru potřebujeme vlastnit certifikát. I v části 5.4 při vy-
tváření spojení na straně serveru, jej bylo třeba určit, abychom provedli správnou iniciali-
zaci. Součástí certifikátu musí být jak veřejný, tak soukromý klíč, který server použije pro
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dešifrování dat od klientů.
V ideálním stavu bychom měli vlastnit certifikát podepsaný certifikační autoritou. Kaž-
dý klient potom může mít jistotu, že jde o právoplatný certifikát a právoplatný server.
Na počítačích s operačním systémem Windows jsou k dispozici funkce pro zkontrolování
právoplatnosti certifikátu tak, že si ověříme celý řetěz certifikačních autorit. Problémem je,
že tato funkce není dostupná na Windows Mobile. Proto i kdybychom vlastnili certifikát po-
depsaný certifikační autoritou, nemůžeme ověřit jeho pravost (alespoň ne pomocí Windows
Mobile funkcí).
Mimo to, pro testovací účely budeme stejně používat certifikát, který si sami pode-
píšeme, tzv. Self-signed. Odkaz na návod, jak získat takový certifikát, je uveden v literatuře,
viz [7]. Tento problém je možné řešit i programově, ale opět pouze na PC, nikoli na mo-
bilním zařízení. Kompletní seznam funkcí CryptoAPI, které nejsou dostupné na Windows
Mobile, uvádí [17].
Během práce s certifikáty a vytvářením spojení nastalo několik problémů. Jediným cer-
tifikátem, který byl program na Windows Mobile schopen načíst a zinicializovat s ním
serverovou část komunikace, byl typ PKCS#12 načítaný ze souboru. Pro tento typ dis-
ponuje Windows Mobile funkcí PFXImportCertStore, která načte certifikát do virtuálního
skladu a umožní s ním pracovat. Vytvořený certifikát je navíc chráněn heslem, i s tím si ale
aplikace a zmíněná funkce poradí.
Již jsme řekli, že nevlastníme právoplatný certifikát podepsaný certifikační autoritou
a nemáme na Windows Mobile způsob, jak takový certifikát ověřit. Proto musíme hledat
jiný způsob, jak kontrolovat, jestli chceme komunikovat pomocí daného certifikátu. Vybrána
byla nakonec varianta, kdy klient v okamžiku ustavení spojení přečte informace o certifikátu
serveru, konkrétně název a sériové číslo, a poskytne je uživateli na ověření. Ten se může
rozhodnout, jestli chce komunikovat nebo raději ukončit spojení.
Prošli jsme si vytvoření bezpečné komunikace a můžeme přejít k jejímu využití.
Synchronizace dvou klientů
Síťová komunikace (nyní již vždy zabezpečená) je využita pro synchronizaci a výměnu zá-
znamů databáze mezi dvěma klienty. Při těchto operacích strana, na jejíž popud se dva
účastníci chtějí spojit, musí počkat, až mu to protistrana umožní, což udělá tím, že vy-
tvoří server (nabídne synchronizaci). Iniciující strana se pak může připojit a vybrat akci.
Serverová část se musí podřídit klientské a provádět akci, kterou obdrží.
Výměna záznamů
První akcí je zasílání položek databáze. V tomto případě mohou obě strany ručně vybírat
položky a předat je přes síť protistraně. Té se objeví přijatá data a spolu s nimi i strom
databáze, v němž může vybrat místo pro uložení nebo data odmítnout. Jakmile se jedna
strana rozhodne výměnu dat ukončit, přechází se zpět do nabídky výběru akce.
Synchronizace
Synchronizací je myšlena synchronizace databází obou stran. Po úspěšném provedení akce
by tedy měly mít obě strany shodný obsah databáze. Že tomu tak vždy nemůže být se
přesvědčíme vzápětí.
Průběh synchronizace vypadá tak, že iniciující strana zvolí synchronizaci z nabídky a
současně pošle protistraně obsah svojí databáze. Data posílá z důvodu urychlení komuni-
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kace, protože druhá strana může chtít také provést synchronizaci do své databáze. Tímto
ušetříme výměnu několika zpráv. V odpovědi protistrany na požadavek synchronizace je pro
změnu obsah její databáze. Oba účastníci si nyní mohou porovnat rozdíly a nesrovnalosti
opravit.
Proces synchronizace databáze pak probíhá následovně.
1. Vytvoření databáze z přijatých dat – obnova serializovaných dat do podoby hierarchie
databáze. Tímto získáme ukazatel na kořenovou kategorii databáze.
2. Synchronizace hlavní skupiny s přijatou skupinou – nad naší kořenovou kategorií
zavoláme metodu pro synchronizaci, které předáme ukazatel na přijatou skupinu.
3. Projdeme postupně všechny záznamy kategorie a hledáme rozdíly. Budeme vycházet
z toho, že položky, které jsou shodné, můžeme identifikovat podle stejného času vy-
tvoření. Toto určitě platí, nezachytíme ale takové situace, kdy si dva uživatelé vytvořili
stejné položky, ale nezávisle na sobě. U takových položek se (s největší pravděpodob-
ností) bude lišit čas vytvoření a algoritmus je klasifikuje jako rozdílné. Naopak pokud
budou dvě položky vytvořeny ve stejný čas, přičemž půjde o rozdílné položky, aplikace
je může a nemusí klasifikovat jako shodné. V případě, že najdeme dvě stejné položky,
určující je čas modifikace elementu. U stejných časů modifikace se jedná o stejné a
nezměněné elementy, u rozdílných časů necháme rozhodnout uživatele jak s polož-
kami naložit. Celkově dostáváme následující případy (algoritmus bere položky přijaté
kategorie jednu po druhé a hledá odpovídající položku v lokální kategorii):
situace 1) položka nebyla nalezena – tuto položku můžeme přidat, protože ji nevlastníme
(dostáváme se do komplikované situace, neboť zde mohlo dojít i k situaci, že
jsme tuto položku vlastnili, ale již byla smazána, viz níže),
situace 2) položka byla nalezena a je nezměněna – tento element můžeme přeskočit, neboť
ho vlastníme a je stejný jako na vzdálené straně,
situace 3) položka byla nalezena, ale je změněna – uživatel rozhodne, co s daným elementem
provedeme, má tři možnosti:
situace 3a) použije oba prvky, nový bude přidán,
situace 3b) přepíše atributy aktuálního prvku atributy přijatého (u kategorie nepřepisuje
elementy uvnitř),
situace 3c) ponechá atributy aktuálního prvku a ignoruje atributy přijatého.
4. Pokračujeme rekurzivně na vnořených karegoriích spolu s porovnávou kategorií. Ro-
zebereme si jednotlivé situace z předchozího bodu:
situace 1) není třeba pokračovat rekurzivně, neboť tato kategorie byla celá nově přidána,
situace 2) pokračujeme uvnitř této kategorie,
situace 3a) přidali jsme novou kategorii a ponechali jsme i starou, proto nemusíme pokračo-
vat uvnitř ani jedné z nich,
situace 3b) původní atributy kategorie jsme přepsali, pokračujeme rekurzivně uvnitř této
skupiny,
situace 3c) pokračujeme uvnitř dané kategorie.
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Hlavní nevýhodou tohoto přístupu je fakt, že neznáme historii akcí provedených v naší
databázi, proto nedokážeme rozlišit situace, kdy záznam chybí z důvodu, že existoval a
byl smazán nebo že byl nově přidán. V obou případech nebude při prohledávání kategorie
nalezen, a proto bude opět přidán. V případě, že bychom uchovávali historii, můžeme lehce
zjistit, zda se jedná o starý smazaný záznam.
Pokud bychom se rozhodli ještě implementovat historii, musela by ji tvořit stručná re-
prezentace prováděných akcí a jejich elementů. O něco podobného jsme se v našem projektu
nepokusili a ponechali jsme jen výše uvedený algoritmus synchronizace.
Komunikační kanál aplikace
Komunikační kanál aplikace slouží pro meziprocesovou komunikaci. Ostatním procesům
umožníme čtení hodnot z databáze přes některé z dostupných mechanizmů pro komunikaci
procesů. Na Windows Mobile se opět zužují možnosti, které k tomuto účelu můžeme využít.
Pro meziprocesovou komunikaci by mohli posloužit například roury (angl. pipes), těžko
bychom je ale hledali na Windows Mobile. Pěkný výčet možností nabízí např. [8].
Přestože se nám počet použitelných způsobů komunikace značeně snížil, zůstal je-
den osvědčený a již jednou použitý – sokety. Můžeme zrecyklovat implementované řešení
(v tomto případě SSL spojení) pro další problém, což je vždy vítaná vlastnost, protože si
ušetříme práci. Dostaneme navíc dvě funkce – zabezpečení na úrovni šifrování dat a také
možnost komunikovat s procesy z jiných zařízení různých typů (můžeme navázat spojení
z počítače na mobilní telefon, atp.). Stejně tak přichází i nevýhody, za které můžeme po-
važovat i zmíněnou dostupnost z jiných prvků v síti, proto dáme uživateli na výběr, jestli
chce akceptovat připojení z nelokálních adres (lokální jsou adresy localhost, resp. 127.0.0.1 ).
Další nevýhodou, která by se ale mohla vyskytovat i u jiných mechanizmů než u soketů, je
možnost navázat spojení se všemi aplikacemi. Budeme proto chtít zavést alespoň jednodu-
chou autentizaci připojovaných klientů.
Komunikační kanál aplikace je implementován formou zabezpečeného serveru běžícího
na pozadí po celou dobu spuštění aplikace. Pro inicializaci serveru je použit stejný certifikát
jako v případě spojení dvou klientů při synchronizaci a výměně záznamů databáze. Po
připojení klienta je ověřena jeho adresa a v případě nelokální adresy je podle předvolby
uživatele spojení přijato nebo odmítnuto. Samozřejmostí je, že uživatel může celý kanál
zrušit, aby nebyl dostupný žádné aplikaci. Server je konkurentní, dokáže obsloužit více
klientů současně.
Původním plánem, jak ověřovat identitu připojených procesů, bylo udržování seznamu
aplikací včetně přiřazeného hesla, viz 3.3.6. Takový byl však záměr v případě použití rour,
kde by snad bylo možné název procesu vyčíst (mohl by ale být lehce podvržen). Pokud ale
použijeme sokety, nemůžeme si název připojeného procesu zjistit. Navíc ani nepotřebujeme
heslo pro šifrování komunikace, protože komunikace je zabezpečena SSL spojením. Jediné,
co musíme řešit, je komunikace pouze s právoplatnými procesy.
Autentizace klientů probíhá pomocí předvoleného hesla, které nastavíme v naší aplikaci.
Od připojených klientů budeme očekávat, aby v každé zprávě, připojili toto heslo, čímž si
ověříme, že jde o aplikace, kterým jsme heslo sdělili. Díky zabezpečené komunikaci toto
heslo zůstane utajené. Podmínkou je, aby i aplikace udrželi heslo v tajnosti.
Proti útoku na náhodné testování hesla bojuje aplikace počítáním neplatných pokusů
a v případě překročení stanovené hranice zakáže spojení z dané IP adresy po celou dobu
běhu aplikace. Po vypnutí a zapnutí aplikace nebo jen restartování naslouchacího serveru
je možné se z dané adresy znovu připojit. Pro aplikace připojující se ze stejné adresy je
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to trochu nevýhoda, protože jedna aplikace to pokazí všem, ale aspoň to donutí uživatele
hledat příčinu.
Pro lepší využití by mohl být kanál rozšířen o možnost zápisu nových položek do data-
báze, v této fázi nám však stačí čtení. Stejně tak by mohla být řešena pokročilejší autentizace
připojovaných aplikací. Opět si prozatím vystačíme s implementovanou variantou.
Komunikační protokol
Pro zasílání zpráv mezi účastníky používáme vlastní formát zpráv XML. Každý příkaz je
obalen do tagu s názvem command nesoucí atribut name pro určení typu příkazu. Odpověď
na stejný příkaz pak obaluje tag reply s atributem name stejného názvu.





Uveďme si také kompletní list zatím použitých názvů příkazů (příkazy se používají
u synchronizace a u komunikačního kanálu):
• SET ACTION – pomocí tohoto příkazu vybírá iniciující strana akci, která bude prove-
dena. Možné akce jsou tři – synchronizace, výměna záznamů a žádná akce. Struktura
příkazu obsahuje uvnitř tagu command tag action obalující zvolenou akci – jednu
z hodnot, sync, send a none. V případě akce sync se na stejné úrovni jako tag action








































• QUERY – dotaz na konkrétní element a konkrétní atribut. Element je rozlišen na













Při synchronizaci a výměně položek mohou být součástí dat i binární soubory, které
není možné do XML vložit. Serializované soubory jsou vloženy za XML strukturu, která
je zakončena nulovým znakem, aby se XML parser nepokoušel zpracovávat i binární data.
Ihned po nulovém znaku následují soubory ve formátu stejném jako v případě souborového
skladu, viz 5.1.
Uvedený protokol je velmi jednoduchý a zatím je použit pro malé množství příkazů. Je
ale dobře rozšiřitelný jednak o další příkazy, jednak o větší parametrizaci příkazů, chybových
hlášek, atd.
5.5 Další funkce
Součástí návrhu aplikace bylo množství užitečných funkcí. V této části si projdeme jejich
implementaci.
Automatický zámek
Automatický zámek je funkcí, která automaticky – po určité době, při přepnutí okna nebo
po uzamčení telefonu – vynutí zadání hesla k databázi formou dialogu. Při zamčení nedojde
k fyzickému odstranění údajů databáze z paměti, ale je znemožněna práce s databází, dokud
není znovu zadáno správné heslo.
Zámek spočívá v zobrazení modálního dialogu, v němž uživatel zadá heslo nebo vloží
depozitní klíč. V opačném případě může dialog zrušit, v tomto okamžiku je ukončena celá
aplikace.
Během uzamčení databáze nedojde k zneškodnění a uvolnění paměti databáze. Díky
tomu jsou záznamy databáze dostupné pro čtení prostřednictvím komunikačního kanálu.
Mimo možnosti automatického zámku může samozřejmě uživatel kdykoli zamknout da-
tabázi ručně.
Časovaný zámek
Pro měření intervalu, kdy uživatel nepracuje, byla navržena speciální třída, zvaná CIWatch-
Dog. Funkcí této třídy je po inicializaci spustit vlákno, které čeká na jednu ze dvou možných
událostí:
1. vypršení stanovené doby nebo
2. signalizaci události.
Při vypršení doby generuje zprávu, kterou zpracuje hlavní okno aplikace. V důsledku této
zprávy dojde k uzamčení databáze. Ve druhé situaci se zahájí nové čekání znovu od začátku
doby. Třída slouží jako
”
hlídací pes“, kterého musí aplikace při každé uživatelově aktivitě
resetovat (signalizovat událost), aby nedošlo k vypršení stanovené doby.
61
Uzamčení při změně okna
Pokud dojde k přepnutí okna, generuje systém Windows Mobile zprávu, která je oknům
zaslána (jak tomu, které bylo aktivní, tak tomu, které se stane aktivní).
Jakmile hlavní okno aplikace obdrží zprávu, že má být přepnuto z aktivního na neak-
tivní, generuje událost pro uzamčení (stejně jako v případě časovaného zámku).
Zamčení při uzamčení telefonu
Uzamčením telefonu je myšlen stav, kdy uživatel na mobilním zařízení stiskne tlačítko pro
zapnutí/vypnutí. V takovém případě zařízení běží dál, ale je převedeno do stavu spánku.
Systém Windows Mobile nemůže v této situaci aplikaci oznámit, že se chystá přejít do
režimu spánku (zřejmě kvůli tomu, aby nemohla nějaká aplikace uspání ovlivnit). Proto je
třeba ošetřit až stav, kdy se aplikace probouzí.
Pro tyto účely slouží funkce CeRunAppAtEvent, která při probouzení spustí určitý pro-
gram. My zvolíme, aby tímto programem byla přímo naše aplikace, která zajistí zaslání
zprávy o uzamčení již běžící instanci.
Zálohování
Zálohování se u aplikace děje ve dvou způsobech. Prvním jsou zálohy, které si provede
uživatel ručně, když cítí, že je potřeba si aktuálně uložená data uschovat. Kdykoli může
z nabídky aplikace vybrat okamžité provedení zálohy databáze, což vede k tomu, že se vezme
aktuálně uložený datový soubor se všemi informacemi a zkopíruje se na vybrané umístění.
V případě ruční zálohy může být tímto umístěním jak lokální disk, tak FTP server.
Pokud si dobře vzpomínáte, pak jsme říkali, že nezabezpečený FTP protokol můžeme
dobře využít v některých ojedinělých případech. Tím je právě uložení zálohy, neboť citlivá
data, která budeme posílat přes síť, jsou šifrována.
Druhým případem zálohování jsou automatické zálohy. Ty se dějí vždy při ukládání
změn databáze tak, že se opět použije vytvořený soubor a zkopíruje se na předem dané
umístění – tentokrát se může jednat pouze o lokální disk. Jejich hlavní významem je ucho-
vávání stavu v případě, že by uživatel omylem něco smazal nebo by jiným způsobem přišel
o část dat. Mimo to mohou být zálohy vytvářeny na paměťovou kartu, kde jsou odděleny
od vestavěné paměti telefonu, která může být nedostupná v případě poruchy – narozdíl od
paměťové karty.
Uživatel volí, jak často se zálohy provádějí (kolikáté uložení znamená novou zálohu) a
kolik posledních záloh se ponechává.
Inverzní funkcí k vytváření záloh je obnova ze zálohy. Při obnově můžeme použít jaký-
koli soubor nesoucí obsah databáze. Soubor může být nahrán jak z lokálního souborového
systému, tak z FTP serveru.
Při vytváření zálohy se vždy uloží celý stav včetně nastavení programu. Proto při obno-
vování databáze můžeme volit, jestli má být opět obnoveno vše nebo pouze prvky databáze.
Ostatní
Vyhledávání
Vyhledávání slouží pro rychlé nalezení prvků databáze. Pro tuto funkci je navržena třída
CIDatabaseVisitorFind, resp. CIDatabaseVisitorFindRegExp dědící od třídy CIDatabase-
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Visitor představující návrhový vzor Návštěvník. Díky těmto dvěma třídám můžeme projít
celou databázi a s každým záznamem provést libovolnou operaci.
V případě dvou výše uvedených tříd projdeme atributy každého navštíveného prvku
a testujeme je na zadaná kritéria vyhledávání. Jak již název tříd napovídá, jedná provádí
klasické hledání na bázi hledání podřetězců, zatímco druhá pracuje s regulárními výrazy (re-
gulární výrazy mají oproti druhému přístupu jednu nevýhodu, kterou je tzv. case-sensitive
porovnávání, viz 4.2).
Při porovnávání atributů je využita jejich řetězcová reprezentace. Nezávisle na typu
atributu (číslo, datum, výčtový typ, atp.) dostaneme vždy vyjádření v textové podobě,
které lehko porovnáme.
Generátor hesel
Podle zadaných parametrů nageneruje tato třída náhodné heslo. Parametry jsou délka,
znaky, které mají být použity (znaky malé abecedy, znaky velké abecedy, čísla, závorky,
mezery, ostatní nealfanumerické znaky jako !@#$%&*ˆ, atp.) a znaky, které nemají být
použity (podobné znaky jako 0Ool1, opakující se znaky, atp.)
Generování (pseudo)náhodných hodnot zajišťuje generátor z knihovny Crypto++.
Schránka
Pro usnadnění používání uložených údajů spolupracují dialogy se schránkou Windows Mo-
bile. Týká se to hlavně hesel, která jsou v textových polích pod zástupným znakem, aby je
nebylo možné přečíst. Vedle každého pole pro uložení hesla je proto tlačítko na zkopírování
textu do schránky.
O údaje ve schránce je nutné se dobře postarat i v případě, že mají být smazány.
Stejně jako jsme chtěli u citlivých údajů před uvolněním jejich paměti provést přepsání
hodnot, i u schránky budeme provádět podobnou operaci. Oknu, které vlastnilo původní
obsah schránky, je v okamžiku mazání zaslána zpráva, díky níž můžeme přemazat paměť
ve správný okamžik. Stejná údržba je provedena i při ukončování aplikace.
5.6 Grafické uživatelské rozhraní
Doposud jsme popisovali převážně funkční části aplikace, teď se zlehka zaměříme na prvky
grafického uživatelského rozhraní. Nebudeme určitě rozebírat každý dialog a každou kom-
ponentu, zmíníme se jen o významnějších částech rozhraní.
Na začátku uvedeme poznámku k dynamice všech oken aplikace. Ve druhé části pro-
jdeme některé dialogy, pomocí nichž uživatel pracuje s aplikací. Druhá sekce projde některé
komponenty, které bylo třeba vyrobit speciálně pro potřeby naší aplikace.
Dynamické rozhraní
U všech oken aplikace platí, že rozložení prvků je u každého z nich přepočítáváno, aby vždy
sedělo na rozlišení daného telefonu. U mobilních zařízení se totiž můžeme setkat velkou
škálou rozlišení displejů, proto je tato funkce nezbytná.
Aplikace byla také od začátku vývoje zamýšlena jako více-jazyčná. Proto byly všechny
texty rozhraní umísťovány do jedné třídy, která je dostupná v celém projektu. Pro úplnou
podporu více-jazyčnosti je však potřeba tyto řetězce vyjmout z uvedené třídy a přesunout
do externího souboru, odkud by musely být načítány. Na tento úkol bohužel nezbyl čas.
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Důležité však je, že je vše připraveno a že další vynaložené úsilí k tomu, aby program mohl
být přeložen do dalších jazyků, bude minimální.
Dialogy
Nyní si uvedeme tři významné dialogy – půjde o dialog pro přidávání a editaci záznamu,
dialog pro přidávání a editaci atributu a dialog pro nastavení. Důvodem, proč zrovna tyto
tři, je jejich dynamické vytváření.
Dialog záznamů
Tento dialog používáme pokaždé, chceme-li přidat nový záznam nebo editovat existující.
Dialogu je předán vektor atributů záznamu, z něhož je sestaven dialog.
Vzpomeňme, že u každého atributu existuje metoda pro získání továrny komponent –
Factory. Objekt, který obdržíme, implementuje rozhraní abstraktní továrny a umožní nám
vyrobit dva druhy komponent.
První typ komponenty je významný pro tento dialog, neboť s jeho pomocí nastavujeme
hodnoty atributu. Užitím několika metod můžeme komponentu lehce začlenit do dynamicky
vytvářeného dialogu. Pokud tento postup provedeme pro všechny atributy, získáme kom-
pletní grafickou reprezentaci vektoru atributů záznamu, s jejíž pomocí dokážeme nastavovat
hodnoty záznamu.
Dialog atributů
V předchozím odstavci jsme rozebrali, jak můžeme měnit hodnotu atributu. Jak ale víme,
u atributů můžeme ovlivňovat i jeho parametry (např. název atributu nebo tvar regulárního
výrazu). Proto nám abstraktní továrna vrácená metodou Factory vrací dva typy kompo-
nent. V předešlém odstavci jsme popsali první typ, nyní je čas na druhý.
Úkolem komponenty je vytvořit grafickou reprezentaci pro úpravu parametrů atributu.
Jelikož oba druhy komponent implementují stejné rozhraní, pracuje se s nimi identicky. Obě
tak dokážeme lehko vložit na jakýkoli dialog a pracovat s nimi.
Dialog nastavení
Posledním z dynamicky vytvářených je dialog nastavení. Téměř každá funkce (automatický
zámek, zálohy, správce FTP, správce šablon, atd.) umožňuje uživateli nastavovat nějaké
vlastnosti. U automatického zámku je to například povolení jednotlivých typů zámků nebo
hodnota časového intervalu u časovaného zámku, u automatických záloh zase cesta pro
uložení, atp.
Ovládací prvky všech těchto parametrů by se určitě nevešly na jeden dialog (pokud
bychom nepoužili posuvníky), proto používáme záložkový styl. Na dialogu máme vytvořenu
komponentu pro podporu záložek a jednotlivé dialogy nastavení vkládáme na záložky.
V části 5.1 jsme uvedli, že v aplikaci máme objekt-jedináček typu CISettings, který
uchovává všechna nastavení – objekty rozhraní CISettingsPart. Každému objektu odpovídá
jedna funkce a jedna záložka na dialogu, proto je úkolem každého takového objektu vrátit
přímo objekt záložky, který bude připojen na dialog. Dokážeme tedy jednoduše a dynamicky
spravovat všechny funkce a jejich nastavení. Důležité také je, že přidání nastavení nové
funkce by bylo otázkou několika málo kroků díky dynamickému dialogu a správě nastavení
se společným rozhraním.
64
Další prvky grafického rozhraní
Jen ve stručnosti se ještě podíváme na dva grafické prvky. Prvním je komponenta s auto-
matickou správou posuvníků, druhá slouží pro zobrazování úrovně bezpečnosti hesla.
Posuvníkové okno
V několika případech se obsah dialogu nevejde na dostupnou plochu. Jde o dialog pro vy-
tváření a editaci záznamů, který už ze své podstaty může lehce přetéct maximální dostupnou
plochu (kvůli vysokému počtu atributů), a atributů uvedených v části 5.6.
Implementace posuvníkového okna je převzata z internetu, viz [31]. Knihovna MFC sice
disponuje třídou pro automatickou správu posuvníků, ale třída je určena pouze pro hlavní
okna aplikace, nikoli pro dialogy.
Práce s touto třídou vypadá tak, že posuvníkové okno zabere celou plochu dialogu a
každá přidaná komponenta má posuvníkové okno jako rodiče. Komponenty pak vkládáme i
mimo rozměry hlavního okna, podmínkou ale je, že si musíme pamatovat celkovou velikost
zabranou komponentami. Jediné, co následuje, aby posuvníky fungovaly, je předání této




Pro informaci uživatele je dobré mít nástroj, pomocí něhož mu sdělíme, jak bezpečné je
použité heslo. Komponenta pro zobrazení úrovně hesla je reprezentována průběhovou lištou
(progress bar). Její rozsah sahá od nuly až po maximální počet bodů, které může heslo
dostat. Pakliže chceme zobrazit, jak je heslo bezpečné, předáme mu ho na ohodnocení.
Podle získaných bodů nastaví část průběhu (čím více, tím lépe).
Heslo je hodnoceno podle složení a délky. Body jsou přičteny, jestliže obsahuje malé
znaky, velké znaky, čísla, mezery, závorky, nealfanumerické znaky, ale také pokud se neo-
pakuje stejný typ znaků za sebou (např. nenajdeme dva malé znaky vedle sebe) nebo je




Přes úvodní analýzu, návrh naší aplikace a její implementaci jsme dosáhli finálního výsledku.
Můžeme se proto podívat, jak vypadají některé významné části hotového programu a jak
se s ním pracuje.
Také si ukážeme aplikaci, která vznikla pouze jako ukázka meziprocesové komunikace,
a zhodnotíme celý program.
Testování aplikace probíhalo převážně v emulátoru Windows Mobile zařízení prostřed-
nictvím Visual Studia, ale také na reálném zařízení s operačním systémem Windows Mo-
bile 6.1 (HTC Touch HD).
6.1 Pohled na aplikaci
Aplikace disponuje několika funkcemi a mnoha různými dialogovými okny. Proto by nebylo
rozumné snažit se do této zprávy navkládat obrázky zachycující všemožné situace použí-
vání aplikace. Soustřeďme se raději jen na několik zásadnějších a pěkných příkladů použití
aplikace.
Ihned po spuštění aplikace přichází na řadu zadání hesla nebo depozitního klíče. V pří-
padě prvního spouštění aplikace je samozřejmě nejprve nutné toto heslo zvolit. Depozitní
klíč může být naopak vytvořen kdykoli za běhu aplikace. Situace se zadáváním hesla ilu-
struje obrázek 6.1, konkrétně část vlevo. Stejný dialog je otevřen také vždy při uzamčení
databáze.
Po úspěšném odemčení databáze vypadá aplikace jako na tomtéž obrázku vpravo.
Můžeme zde pozorovat několik základních kategorií, které jsou vloženy automaticky s prv-
ním vytvořením databáze. Na nástrojové liště dole je k dispozici několik často používaných
tlačítek – přidání záznamu a kategorie, smazání položky, uzamčení databáze, vyhledání
položky a generátor hesel. Všechny tyto příkazy, ale i další, jsou dostupné z menu.
Obrázek 6.2 zobrazuje dva z nejdůležitějších dialogů. Vlevo je dialog určený pro přidání,
resp. editaci záznamu. Na obrázku jsou názorně vidět informace, které jsme si uváděli
v kapitole 5. Každý prvek je složen z atributů, povinnými atributy jsou Název a Expirace
(a Ikona, která však není zachycena na obrázku), každému atributu odpovídá jeden řádek
na dialogu.
• Název – atribut typu text reprezentován textovým polem.
• Expirace – atribut typu datum reprezentován kalendářem.
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Obrázek 6.1: Dialog pro odemčení databáze, hlavní okno s několika kategoriemi
Obrázek 6.2: Dialog pro vytvoření, resp. editaci záznamu, dialog pro přidání, resp. editaci
jednoho atributu záznamu
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Obrázek 6.3: Dialog pro nahrání souborů z dostupných zdrojů, dialog generátoru hesel
• Veřejný klíč – atribut typu soubor reprezentován textovým polem s tlačítkem, které
umožní vyhledat soubor v dostupných zdrojích.
• Soukromý klíč – podobně jako veřejný klíč, na obrázku je však soukromý klíč vybrán
a načten do databáze, a proto jsou zobrazeny tlačítka pro export a smazání daného
souboru.
• Poznámky – atribut typu více-řádkový text reprezentován textovým polem.
Tlačítko Atributy. . . otevře dialog se seznamem atributů, kde si uživatel vybere jeden a
může provést jeho úpravu, což vede k dialogu na obrázku 6.2 vpravo. Z roletového menu
je možné vybrat typ atributu a následně upravit hodnoty v polích níže. Na obrázku je
naznačena editace atributu typu regulární výraz. Samotné hodnoty na dialogu napovídají,
že se jedná o atribut pro vkládání emailů podle příslušného regulárního výrazu.
Před několika odstavci jsme psali o atributu typu soubor a dostupných zdrojích souborů.
Ty zobrazuje dialog na obrázku 6.3 vlevo. Po vybrání zdroje je možné pomocí příslušné
metody vybrat a nahrát soubor do paměti. Stejný dialog pro výběr zdroje je použit i
v případě exportu souboru z paměti nebo v případě jakékoli jiné práce se soubory.
Vpravo je zobrazen nástroj pro generování hesel. Dialog používá komponentu pro ilu-
straci úrovně hesla (průběhová lišta nad tlačítkem Generovat), dále je k dispozici několik
voleb pro tvar hesla.
Dostáváme se k další z několika funkcí aplikace – synchronizaci a výměně položek přes
síť. Levá část obrázku 6.4 znázorňuje práci serveru, který čeká na připojení protější strany
(v aplikace se jedná o nabídku Nabídnout synchronizaci). Naproti tomu pravá část přesta-
vuje práci klienta, jehož úkolem je připojit se k připravenému serveru (nabídka Synchroni-
zovat).
Po té, co klient provede připojení, vypadá situace jako na obrázku 6.5. Vlevo je nejprve
zachycen okamžik, kdy klient úspěšně vytvořil SSL spojení a požaduje od uživatele potvr-
zení certifikátu. Jakmile je certifikát přijat, má klientské strana za úkol vybrat prováděnou
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Obrázek 6.4: Ukázka synchronizace na straně serveru nabízejícího synchronizaci a synchro-
nizace na straně klienta připojujícího se k protistraně
Obrázek 6.5: Dotaz klientovi na připojení k serveru ohledně certifikátu zabezpečeného spo-
jení a dialog pro výběr akce po úspěšném spojení serveru a klienta
69
Obrázek 6.6: Povolení mezi-procesové komunikace v nastavení aplikace a připojení pomocí
ukázkové aplikace pro přečtení hodnoty z databáze.
akci. Do této nabídky je uživatel vrácen vždy po skončení akce (provedení synchronizace
nebo výměna položek). Protistrana – server – může provádět akci, kterou vybere klient, ale
sám akci ovlivnit nemůže (pouze se odpojit).
Pro ilustraci vzhledu a dokreslení fungování některých funkcí aplikace nám výše uvedené
informace již stačí. Nyní následuje popis ukázkové aplikace pro meziprocesovou komunikaci.
6.2 Testovací program
Součástí výsledné práce je i projekt, který umožňuje připojení k naší databázi důvěrných
informací – projekt CommunicationTest. Předpokladem pro správnou funkci je běžící apli-
kace s odemčenou databází a povolenou síťovou komunikaci.
Jedná se o jednoduchý dialogový program, který se skládá z textového pole pro zadání
hesla, stromu pro zobrazení obsahu databáze a roletového menu pro výběr dotazovaného
atributu vybraného prvku, viz obrázek 6.6 vpravo. Vlevo je ještě zobrazena naše aplikace,
konkrétně dialog pro nastavení a záložka pro meziprocesovou komunikaci, na níž je třeba ji
jednak povolit, jednak nastavit heslo pro autentizaci.
Cílem této ukázkové aplikace není vytvořit plnohodnotný program, ale pouze ukázat,
že meziprocesová komunikace skutečně funguje a že dělá, co se od ní očekává.
I to mimo jiné dokazuje pravá část obrázku 6.6, protože okno se zprávou obsahuje text
!fmN@Qg5A4, což je odpověď na dotaz na hodnotu atributu Heslo záznamu Tajne heslo.
6.3 Shrnutí práce
V poslední části této kapitoly se zaměříme na hodnocení výsledného programu, proto si
řekneme něco o jeho výhodách a nevýhodách.
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6.3.1 Výhody
Při návrhu tříd byl kladen důraz na dobrou rozšiřitelnost aplikace. Jednak z hlediska mož-
ných atributů, které aplikace podporuje, jednak z hlediska nových funkcí. Díky uživatelským
typům záznamů se aplikace vyrovnává placeným verzím obdobných programů. K tomu ještě
disponuje funkcemi, které jsou součástí většiny aplikací, jako automatický zámek, tvorba
záloh a obnova ze zálohy, generátor hesel, vyhledávání, spolupráce se schránkou Windows a
další. Mimo ně však nabízí i nové funkce jako zabezpečenou komunikaci přes síť (za účelem
synchronizace a výměny položek), tvorbu depozitního klíče, spolupráci s FTP a čipovými
kartami a možnost komunikace mezi procesy za účelem sdílení uložených údajů.
Citlivá data jsou chráněna v šifrovaném souboru. Pakliže jsou nahrána do paměti, je
jejich obsah před uvolněním uklizen, aby nezůstal dostupný pro jiné procesy. I veškerá síťová
komunikace (kromě FTP) je zabezpečena.
Při programování byly použity návrhové vzory, které by měly usnadnit hledání souvis-
lostí tříd a zpřehlednit návrh. Celý kód je doplněn o bohaté komentáře (zvláště v nároč-
nějších pasážích).
Aplikace používá více vláken – i na to byl brán ohled a kde je třeba, je přidáno zamykání
a signalizace pomocí událostí.
Grafické uživatelské rozhraní je dynamicky vytvářeno a to jak z pohledu rozmístění
prvků podle rozlišení displeje zařízení, tak z pohledu řetězců ovládacích prvků.
Všechny funkce, které byly na začátku vybrány, se podařilo implementovat, a proto se
aplikace řadí (po stránce funkcí) nad všechny testovaná řešení.
6.3.2 Nevýhody
První nevýhodou je již zmíněné připojení na FTP server, které není šifrované a není proto
doporučeno pro přenos citlivých údajů.
Podpora čipových karet jako zdroje dat byla pouze prozkoumána a jen náznakem im-
plementována. I tak ji nebylo možné vyzkoušet, neboť mobilní zařízení s čtečkou čipových
karet nebylo k dispozici.
Jako další minusový bod se nabízí implementace pouze jednoduché synchronizace zá-
znamů, které chybí záznamy o historii provedených lokálních akcí.
Stejně tak by mohl být vylepšen souborový sklad, aby nezaplňoval paměť načtením
souborů, které nebudou použity.
Přestože je aplikace stavěna s podporou více jazyků, není vše dotaženo k dokonalosti a
aplikace tak zná jen jeden jazyk.
Návrhem na rozšíření (čímž už zabíháme do jiné kategorie) by také mohlo být zprostřed-
kování zápisu skrze komunikační kanál. Určitě by ale pak bylo třeba vylepšit autentizaci
aplikací. Dalším rozšířením by mohlo být dynamické načítání podporovaných atributů a
zdrojů z externích knihoven a mnoho dalších nápadů.
Snahou bylo udělat co nejpříjemnější a nejpoužitelnější grafické uživatelské rozhraní.
MFC toho z tohoto pohledu příliš nenabízí, proto by bylo zapotřebí pro lepší vzhled a lepší
ovládání využít externí knihovnu.




Tématem projektu bylo ukládání důvěrných informací na Windows Mobile. V této zprávě
jsme popisovali jednotlivé části postupu projektu.
Nejprve jsme si systematicky prošli komerční a volná řešení nalezená na internetu, která
jsme testovali a hodnotili za účelem vhodného návrhu našeho projektu. U obou skupin
programů jsme identifikovali několik zajímavých vlastností a funkcí.
Dále následovala kapitola návrhu aplikace, v níž jsme popsali vlastnosti a funkce, které
budeme požadovat. Některé funkce vyplynuly ze zadání, u některých jsme se inspirovali
z testovaných aplikací.
Poté již přišla na řadu nejobsáhlejší část této zprávy zabírající dvě kapitoly – implemen-
tace. V nich byly rozebrány důležité třídy. Kde to bylo možné, byl uveden i návrhový vzor
s příslušným diagramem tříd. Kapitoly se postupně zmiňovaly o struktuře databáze, sys-
tému atributů, práci se soubory, serializaci a deserializaci dat, šifrování a úklidu dat, síťové
komunikaci a dalších funkcích a o některých významných prvcích grafického uživatelského
rozhraní.
Před závěrem byla ještě uvedena kapitola s popisem výsledného a ukázkového programu
a zhodnocení hotového projektu, kde jsme uvedli výhody i nevýhody výsledné práce.
Ve finále se podařilo implementovat veškeré stanovené cíle a body zadání. U některých
jsme sice dosáhli jen základání a jednoduché funkčnosti, vše ale bylo zmíněno a vysvětleno
v průběhu zprávy a také v části 6.3.
7.1 Další vývoj
Již v průběhu jednotlivých částí této práce jsme zmiňovali některá možná rozšíření. Pro
připomenutí se jednalo o rozšíření skladu souborů, které by zahrnovalo zpožděné načítání
souborů kvůli šetření paměti. Dále šlo také o podporu zabezpečeného přístupu přes FTP
protokol. Bylo by také možné implementovat podporu dalších zdrojů, aby vzrostla použi-
telnost aplikace (mimo to je třeba zlepšit podporu čipových karet).
Dobrým krokem by také bylo dotažení mezi-procesové komunikace na úroveň, kdy by
mobilní zařízení sloužilo jako centrální bod pro všechny důvěrné údaje v síti. Připojené apli-
kace by jednak mohly číst uložené údaje, ale také je do databáze zapisovat. Mobilní telefon
by v síti sloužil jako zabezpečené úložiště informací. Nutností by byla úprava autentizace
připojených aplikací, řešit by se mohla i různá oprávnění aplikací, atp.
Protože je aplikace psána ve Visual Studiu pomocí jazyka C++ a knihovny MFC, je
lehké vytvořit verzi pro platformu Win32. Díky tomu by uživatel mohl mít aplikaci na všech
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svých strojích (s operačním systémem Microsoft Windows) a pomocí funkce synchronizace
lehko sdílet své údaje – nutnou úpravou by v tomto případě bylo dotažení synchronizačního
mechanizmu (jak bylo uvedeno v 5.4).
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Následuje výpis obsahu přiloženého disku.
• doc – složka obsahující tuto zprávu
• bin – složka obsahující přeložené soubory projektu pro Windows Mobile platformu
• src – složka obsahující zdrojové kódy a jiné soubory projektu
– Communication – třídy potřebné pro komunikaci
– CommunicationTest – ukázková aplikace pro mezi procesovou komunikaci
– Compiled – složka vytvořena během překladu pro binárních souborů
– Core – hlavní soubory aplikace (třída aplikace, hlavní okno, atp.)
– Crypto – vlastní třída obalující knihovnu Crypto++
– cryptopp560 – soubory knihovny Crypto++
– Database – veškeré třídy implementace databáze (hierarchie, atributy, pomocné
třídy pro procházení, atp.)
– Dialogs – dialogy aplikace
– Files – třídy pro práci se soubory různých zdrojů
– GUI – třídy prvků grafického uživatelského rozhraní
– Help – soubory nápovědy
– openfiledialog – soubory pokročilého dialogu výběru souborů
– regexp – soubory knihovny pro regulární výrazy
– res – obrázky a další soubory, které jsou zkompilovány do výsledné aplikace
– Settings – zdrojové soubory pro třídy nastavení aplikace
– tinyxml – zdrojové soubory knihovny TinyXML
– Utils – složka s užitečnými třídami
– Confi.sln – hlavní soubor projektu
– Confi.vcproj – soubor projektu Confi
– README – Soubor README




B.1 Formát hlavičky šifrovaných dat
V části 5.2 věnující se šifrování dat jsme zmínili způsob, jakým je dosaženo možnosti přistu-
povat k databázi dvěma způsoby – pomocí hesla nebo pomocí soukromého klíče.
Řekli jsme, že data jsou zašifrována náhodným klíčem (symetrickou šifrou) a tento klíč
je zašifrován jak symetrickým algoritmem a uživatelovým heslem, tak pomocí asymetrické
kryptografie a vygenerovaného veřejného klíče. Obě části tvoří hlavičku výsledného souboru,




// 0 - 16 16 Key salt
// 16 - 32 16 Inicializační vektor
//////////////////////////// Encrypted
// 32 - 40 8 Řetězec CONFI001
// 40 - 56 16 Inicializační vektor
// 56 - 72 16 Klíč
// 72 - 128 56 Rezervováno pro budoucí využití
// 128 - 240 112 Nevyužito kvůli asymetrické kryptografii
// 240 - 256 16 AES zarovnání
//////////////////////////// Asymmetric encryption
// 256 - 272 16 Key salt (pro kontrolu)
// 272 - 288 16 Inicializační vektor (pro kontrolu)
// 288 - 296 8 Řetězec CONFI001
// 296 - 312 16 Inicializační vektor
// 312 - 328 16 Klíč
// 328 - 384 56 Rezervováno pro budoucí využití
// 384 - 512 128 Nevyužito kvůli asymetrické kryptografii
Hlavička má celkem 512 bajtů. Prvních 256 bajtů je určeno symetrické kryptografii a
přístupu s heslem, druhých 256 bajtů slouží k dešifrování asymetrickou kryptografií.
V obou částech jsou stejné informace, postupně jsou za sebou key salt (náhodná data
pro odvození hesla, viz 5.2), inicializační vektor pro AES v režimu CBC, ověřovací řetězec
CONFI001, inicializační vektor a klíč pro dešifrování dat databáze pomocí symetrické šifry
AES v režimu CBC. Tyto části využívají pouze 72 bajtů, zbytek prostoru je nevyužit.
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V první části hlavičky potřebujeme pouze ponechat rezervu pro jednoznačné zarovnání
dat na velikost bloku (viz
”
AES zarovnání“ v hlavičce).
V případě asymetrické kryptografie pokud používáme 2048-bitové klíče, je velikost jed-
noho bloku právě zvolených 256 bajtů dat (odpovídá půlce velikosti hlavičky). Velikost
vlastních dat, která můžeme zašifrovat, však nesmí být v případě formátu zpráv OAEP
(viz [16]), který používáme, větší než výraz k − 2 ∗ hLen − 2, kde k je počet bajtů klíče,
hLen je počet bajtů hašovací funkce. Hašovací funkcí je SHA1 (viz [14]), jejíž výstup je
dlouhý 160 bitů, tedy 20 bajtů. Výsledkem je 256− 2 ∗ 20− 2, což dává 214bajtů.
Z tohoto důvodu můžeme pozorovat ve formátu druhé části hlavičky část
”
Nevyužito
kvůli asymetrické kryptografii“, která zajišťuje, že zpráva určená pro šifrování asymetrickou
kryptografií nebude větší než požadovaný výraz. Navíc informací v hlavičce není mnoho,
proto nám stačí 128 bajtů (které stejně nejsou využity zcela), zbytek je prázdný.
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