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Kurzfassung
Diese Arbeit untersucht den Einfluss von Daten auf das Verhalten und die Korrektheit
eines verteilten Systems.
Ein verteiltes System besteht aus mehreren Services. Ein Service ist eine selbständige,
plattformunabhängige Einheit, die anderen Services eine bestimmte Funktionalität über
eine wohldefinierte Schnittstelle zur Verfügung stellt. Die Services kommunizieren un-
tereinander durch Senden und Empfangen von Nachrichten. Eine Nachricht kann Daten
aus einem potentiell unendlich großen Wertebereich enthalten.
Services werden mit dem Ziel entworfen, dass sie eine bestimmte Aufgabe erfüllen. Die
Aufgabe kann z. B. darin bestehen, einen Geschäftsprozess erfolgreich abzuschließen. Ein
Service ist stets eingebunden in ein verteiltes System, das aus mehreren Services besteht.
Zum Erfüllen der Aufgabe sind die Services aufeinander angewiesen. Kein Service allein
kann die Aufgabe erfüllen, sondern muss dazu mit mindestens einem anderen Service
interagieren.
Jeder Service wird im allgemeinen von einer anderen Partei zur Verfügung gestellt.
Diese Parteien finden sich zum Lösen einer gemeinsamen Aufgabe zusammen und treffen
dabei häufig zum ersten Mal aufeinander. Um das gemeinsame Ziel zu erreichen, müssen
die Parteien zusammenarbeiten. Jeder Partei sind die internen Abläufe der Services
der anderen Parteien in der Regel unbekannt. Trotz der wechselseitigen Unkenntnis der
Parteien untereinander muss gewährleistet sein, dass die Services korrekt miteinander
interagieren, so dass stets das gemeinsame Ziel erreicht werden kann.
In dieser Arbeit betrachten wir die Interaktion von jeweils genau zwei Services mit-
einander. Damit zwei Services erfolgreich miteinander zusammenarbeiten können, muss
ihr Verhalten miteinander kompatibel sein. Miteinander kompatible Services nennen wir
Partner.
Ziel dieser Arbeit ist es, zu entscheiden, ob ein Service mindestens einen Partner hat.
Aufgrund der Daten kann der Zustandsraum eines Service sehr groß oder sogar unendlich
groß werden. Daher ist es nicht trivial, zu entscheiden, ob ein Service einen Partner hat.
Wir untersuchen zwei Klassen von Services mit unendlich vielen Zuständen. Für diese
Klassen stellen wir Algorithmen vor, welche zu einem gegebenen Service einen Partner
synthetisieren, falls ein solcher existiert. Auf diese Weise entscheiden wir die Existenz





This thesis studies the influence of data on the behavior and the correctness of a distri-
buted system.
A distributed system consists of several services. A service is a self-contained, platform-
independent entity which provides a certain functionality to other services via a well-
defined interface. The services communicate with each other by sending and receiving
messages. A message may contain data from a potentially infinite domain.
Services are designed with the goal in mind that they can fulfill a specific task. This
task may, for example, involve to successfully completete a business process. A service is
always embedded into a distributed system that consists of several services. The services
rely on each other to fulfill the task. No single service can accomplish the task on its
own. A service has to interact with at least one other service in order to fulfill the task.
Each service is provided by a different party. These parties come together to solve a
common goal. Thereby, the parties often meet each other for the first time. In order to
achieve their common goal, all parties have to cooperate with each other. In general, no
party knows the internal processes of the services of the other parties. Despite the fact
that the parties do not know each other, correct interaction between the services must
be guaranteed, so that their common goal can always be achieved.
In this thesis, we consider the interaction of exactly two services. In order to success-
fully cooperate with each other, the behaviour of the two services must be compatible.
We call compatible services partners.
The goal of this thesis is to decide whether a given service has at least one partner.
Due to the data, the state space of a service may be very large or even infinite. Therefore,
deciding the existence of a partner is a non-trivial problem.
We investigate two classes of services with infinitely many states. For these classes,
we present algorithms that synthesize a partner of a service, if it exists. This allows us
to decide the existence of a partner. Furthermore, we investigate the minimum amount
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1. Einführung und Ziele der Arbeit
Arbeitsabläufe, an denen mehrere Organisationen beteiligt sind, sind im allgemeinen
verteilt organisiert. Die beteiligten Parteien befinden sich an verschiedenen Orten und
tauschen Informationen und reale Güter miteinander aus. An diesem Austausch sind
häufig rechnergestützte Informationssysteme beteiligt. Der Austausch muss koordiniert
ablaufen, damit die Organisationen zusammenarbeiten können.
Diese Arbeit wurde aus Mitteln des Graduiertenkollegs METRIK - Modellbasierte
Entwicklung von Technologien für selbstorganisierende dezentrale Informationssysteme
im Katastrophenmanagement finanziert. Daher soll hier ein Szenario aus dem Kata-
strophenmanagement als ein Beispiel für ein verteiltes, von mehreren Organisationen
gebildetes System dienen.
Nach dem Eintreten einer Naturkatastrophe - etwa einer Flut - kommen viele Par-
teien und Organisationen zusammen, um im Katastrophengebiet Hilfe zu leisten. Diese
Parteien sind meist heterogen zusammengesetzt. Diese setzen sich zusammen aus staatli-
chen Organisationen wie Polizei, Feuerwehr, dem Militär sowie Ärzten, dem Technischen
Hilfswerk, Freiwilligen und anderen lokalen Helfern.
Alle diese Parteien müssen zusammenarbeiten, um im Einsatzgebiet erfolgreich Hilfe
leisten zu können. Dämme müssen errichtet werden, Verletzte müssen versorgt und Erste
Hilfe muss geleistet werden. Dabei sind die beteiligten Parteien aufeinander angewiesen.
Medizinische Ausrüstung muss verteilt werden, Sandsäcke und andere Ausrüstungsge-
genstände müssen verteilt werden.
Keine der Organisationen kann ihr Ziel allein erreichen. Feuerwehr und Militär sind
beim Errichten eines Dammes auf freiwillige Helfer angewiesen. Weiterhin sind diese auf
die Ausrüstung und technische Unterstützung des Technischen Hilfswerks angewiesen.
Die beteiligten Organisationen unterscheiden sich hinsichtlich ihrer Organisationss-
trukturen. Ihre internen Abläufe sind in der Regel nicht aufeinander abgestimmt. Viele
der Organisationen treffen zum ersten Mal aufeinander.
Es muss gewährleistet sein, dass alle Organisationen zusammen ihr gemeinsames Ziel
- etwa die Errichtung eines Dammes - erreichen können.
Die an diesem verteilten System beteiligten Parteien können wir als Services darstellen.
Ein Service ist eine selbständige Einheit, welche einen Dienst anbietet, der von anderen
Services genutzt werden kann. Services kommunizieren untereinander durch Senden und
Empfangen von Nachrichten. Die in dieser Arbeit betrachteten Services sind zustands-
behaftet.
Ziel der Arbeit ist es, die Korrektheit der Interaktion der Services zu analysieren. In
dieser Arbeit betrachten wir die Interaktion von jeweils genau zwei Services miteinander.
Damit zwei Services erfolgreich miteinander zusammenarbeiten können, muss ihr Verhal-
ten miteinander kompatibel sein. Miteinander kompatible Services nennen wir Partner.
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Ein Service, der keinen Partner hat, ist nicht sinnvoll nutzbar. In dieser Arbeit charakte-
risieren wir die Existenz von Partnern mit bestimmten Eigenschaften. Ein Schwerpunkt
dieser Arbeit liegt in der Betrachtung des Einflusses von Daten auf die Kompatibilität
von Services.
Um formal definieren zu können, wann ein verteiltes System korrekt ist, benötigen
wir ein formales Modell. Dieses formale Modell abstrahiert in geeigneter Form von der
Wirklichkeit und bildet nur die relevanten Eigenschaften eines Service ab. Mit Hilfe
eines formalen Modells kann ein Service und sein Verhalten durch formale Methoden
analysiert werden.
In dieser Arbeit konzentrieren wir uns auf funktionale Eigenschaften. Nicht-funktionale
Eigenschaften wie die Zeit oder die Kosten zur Ausführung eines Service werden nicht
betrachtet.
Es gibt viele verschiedene Formalismen zur Beschreibung von Services. Formal be-
schreiben wir einen Service in dieser Arbeit durch eine Erweiterung endlicher Automa-
ten. Wir erweitern den endlichen Automaten so, dass mit diesem die Verarbeitung von
Daten durch den Service beschrieben werden kann.
Daneben werden in der Literatur weitere Formalismen verwendet.
Ein wichtiger Formalismus sind Offene Netze [6, 57]. Diese werden aufgrund ihres
engen Bezuges zu Workflows auch als open workflow nets bezeichnet. Einige der in die-
ser Arbeit verwendeten Konzepte wurden ursprünglich für Petrinetze formuliert. Offene
Netze erweitern Petrinetze [78] um Interfaceplätze zum Senden und empfangen von Nach-
richten. Beschränkte Petrinetze können in äquivalente endliche Automaten umgewandelt
werden.
Arbeitsabläufe in Unternehmen (Workflows) und Web Services werden häufig mit
Sprachen wie der Business Process Modeling Language (BPMN) und der Business Pro-
cess Execution Language (BPEL) beschrieben. Lohmann definiert in [52] eine Semantik
für BPEL Prozesse und eine Transformation dieser Prozesse in Petrinetze. BPEL Pro-
zesse sind oftmals Teil eines offenen Systems und können daher in offene Netze übersetzt
werden.
In der Literatur werden Services häufig mit Prozessalgebren [10] beschrieben. Dies
betrifft insbesondere Web-Services [80]. Es gibt viele verschiedene Varianten von Pro-
zessalgebren, Zu den bekanntesten zählen Milners klassische CCS [64], CSP [35] oder
LOTOS [12]. LOTOS erlaubt insbesondere die Spezifikation von Daten.
Oclets [20, 22] erlauben eine szenariobasierte Beschreibung des Verhaltens von Ser-
vices. Aus mit Oclets spezifizierten verteilten Abläufen können Services mit dem spezi-
fizierten Verhalten abgeleitet werden.
Damit der Einfluss von Daten auf das Verhalten eines Services analysiert werden kann,
muss im verwendeten formalen Modell spezifiziert werden, wie Daten durch den Service
manipuliert werden.
In vielen Formalismen werden Daten nur in stark abstrahierter Form behandelt. Das
Verhalten eines Service kann damit häufig nur grob wiedergegeben werden. Einige für die
korrekte Interaktion von Services relevante Eigenschaften des Verhaltens können damit
möglicherweise nicht wiedergegeben werden. Wir benötigen ein Servicemodell, welches
Daten in expliziter Form berücksichtigt und in dem für die Analyse der Korrektheit
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relevanten Aspekte ausgedrückt werden können.
Es gibt verschiedene Erweiterungen von Petrinetzen um Daten, welche unter dem
Oberbegriff High-Level Petrinetz zusammengefasst werden. Dazu zählen gefärbte Pe-
trinetze [38] algebraische Petrinetze [92], und Petrinetzschemata [79]. Daten werden in
High-Level Petrinetzen durch farbige Marken dargestellt.
CPN Tools [77] sind ein bekanntes Werkzeug zum Modellieren gefärbter Petrinetze.
Zwei Services betrachten wir formal als kompatibel, wenn beide zusammen stets ihren
jeweiligen Endzustand erreichen können.
Damit können wir die in dieser Arbeit betrachteten Hauptprobleme formal formulie-
ren:
1. Entscheidungsproblem: Sind zwei Services füreinander Partner?
2. Bedienbarkeit: Hat ein Service einen Partner?
3. Synthese: Wie konstruiert man zu einem Service einen Partner, falls ein solcher
existiert?
Diese Probleme sind gelöst für ein auf endlichen Automaten basierendes Servicemo-
dell, welches Daten nicht explizit berücksichtigt. Für Modelle von Services, die Daten
berücksichtigen sind diese Probleme noch offen.
Modelle von Systemen, die Daten berücksichtigen sind in der Regel wesentlich schwe-
rer zu analysieren als Modelle von Systemen, die dies nicht tun. Daten können sehr vie-
le verschiedene Ausprägungen haben. Der Zustandsraum eines Service kann durch die
Einführung von Daten sehr groß werden. Dadurch wird die Berechnung des Zustands-
raumes mit rechnergestützten Mitteln erschwert. Dieses Problem ist in der Literatur als
Zustandsraumexplosion bekannt.
Mit Hilfe von Binary Decision Diagrams (BDDs) [13] können Zustandsräume mit Mil-
liarden von Zuständen kompakt repräsentiert werden. Symbolisches Modelchecking ver-
wendet BDDs zum Verifizieren von Systemen. Couvreur et al. benutzen Data Decisision
Diagrams, eine Erweiterung von BDDs, um Petrinetze zu analysieren [18]. Zustandsräu-
me von Services mit unendlich vielen Zuständen sind nicht mit BDDs darstellbar.
In dieser Arbeit betrachten wir Services mit unendlich vielen Zuständen. Für Services
mit unendlich vielen Zuständen stellt sich zunächst die grundlegende Frage nach der
Entscheidbarkeit der betrachteten Probleme. Um die Entscheidbarkeit der untersuch-
ten Probleme zu garantieren, ist es notwendig, die Ausdrucksfähigkeit der betrachteten
Services einzuschränken.
Wir untersuchen in dieser Arbeit zwei Klassen von Services mit unendlich vielen Zu-
ständen. Für diese stellen wir Algorithmen vor, um die oben definierten Probleme zu
lösen. Ferner untersuchen wir, wie viel Speicherplatz bzw. wie viele Variablen ein Part-
ner eines Services mindestens benötigt.
1.1. Gliederung und Beiträge der Arbeit
Die Arbeit gliedert sich in drei aufeinander aufbauenden Teile.
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1.1. Gliederung und Beiträge der Arbeit
Teil 1 Der erste Teil führt das in dieser Arbeit verwendete formale Modell zur Darstel-
lung von Services ein. Serviceautomaten erweitern endliche Automaten um Variablen,
so dass Services mit unendlich vielen Zuständen dargestellt werden können. Serviceau-
tomaten ermöglichen es, die Verarbeitung von Daten durch den Service mit Hilfe von
Funktionen und Bedingungen zu spezifizieren. Die konkrete Repräsentation der Funk-
tionen und Bedingungen lassen wir an dieser Stelle bewusst offen. Diese wird im Verlauf
der Arbeit für jede Klasse von Serviceautomaten passend gewählt.
Es werden elementare Operationen wie die Komposition von Services, das Verschmel-
zen von Knoten und das Eliminieren von Variablen definiert.
Obwohl Services eines verteilten Systems in der Regel asynchron kommunizieren, ver-
wenden wir bei der Komposition von Services aus formalen Gründen ein synchrones
Kommunikationsmodell. Wir führen danach asynchrone Kommunikation auf synchrone
Komposition zurück.
Teil 2 Teil 2 führt das Konzept des Partners eines Serviceautomaten ein und betrachtet
zunächst grundlegende Fragestellungen zur Existenz von Partnern. Es werden verschie-
dene Kompatibilitätskriterien vorgestellt, welche definieren, wann zwei Services Partner
füreinander sind. Wir verwenden in dieser Arbeit durchgängig das Kompatibilitätskrite-
rium schwache Terminierung.
Ein Service heißt bedienbar, wenn er mindestens einen Partner hat. Wir untersuchen,
wann ein Service bedienbar ist und welche Art Partner er hat. Wir zeigen, dass im all-
gemeinen unentscheidbar ist, ob zwei Serviceautomaten Partner sind und dass Bedien-
barkeit unentscheidbar ist. Diese Beobachtung motiviert die Definition von Identitätsau-
tomaten, einer besonders einfachen Klasse von Serviceautomaten, die nur ein Minimum
an Ausdrucksmitteln verwendet.
Wir zeigen, dass Variablen eines Partners unter bestimmten Umständen überflüssig
sind und eliminiert werden können. Wir zeigen außerdem, dass innerhalb der Klasse der
Identitätsautomaten ein Partner eines zyklischen Service im allgemeinen unendlich viele
Variablen hat. Aufgrund dieser Beobachtung schränken wir unsere weiteren Betrachtun-
gen auf azyklische Serviceautomaten ein.
Teil 3 Der dritte Teil stellt Algorithmen zum Entscheiden der Bedienbarkeit von Ser-
viceautomaten vor. Wir entscheiden die Bedienbarkeit eines Serviceautomaten konstruk-
tiv durch die Synthese eines Partners. Wir stellen Algorithmen für verschiedene Klassen
azyklischer Serviceautomaten vor.
• Zunächst stellen wir einen Algorithmus zum Synthetisieren von Partnern azykli-
scher Serviceautomaten mit endlich vielen Zuständen vor. Die Korrektheit der
anderen Algorithmen können wir auf die Korrektheit dieses Algorithmus zurück-
führen.
• Für azyklische Formelautomaten, eine Klasse von Serviceautomaten, deren Prädi-
kate in einer entscheidbaren Theorie des Prädikatenkalküls erster Stufe formuliert
sind, stellen wir einen Algorithmus zur Synthese eines Partners vor. Für Teilklassen
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von Formelautomaten, deren Prädikate in einer entscheidbaren Theorie (wie etwa
Presburger-Arithmetik) formuliert sind, kann mit diesem Algorithmus effektiv ein
Partner synthetisiert werden.
Wir demonstrieren beispielhaft, wie Partnersynthese zur Synthese eines Adapters
verwendet werden kann.
• Für azyklische Identitätsautomaten (einem Spezialfall von Formelautomaten) stel-
len wir einen eigenen Algorithmus zur Synthese eines Partners vor, der ohne die
Verwendung prädikatenlogischer Formeln auskommt. Die Motivation, einen eige-
nen Algorithmus für diese Teilklasse von Formelautomaten vorzustellen, speist sich
aus der Hoffnung, diesen so erweitern zu können, dass auch Partner zyklischer Ser-
viceautomaten synthetisiert werden können. Wir zeigen, dass Knoten eines Part-
ners eines Identitätsautomaten unter bestimmten Bedingungen miteinander ver-
schmolzen werden können. Dies stellt die Möglichkeit in Aussicht, einen zyklischen
Partner durch Faltung aus einem azyklischen zu erzeugen. Das Problem, Partner
für zyklische Serviceautomaten zu synthetisieren, bleibt in dieser Arbeit ungelöst.
Als Nebenresultat der oben genannten Synthesealgorithmen erhalten wir Verfahren,
um zu entscheiden, ob zwei gegebene Services der beiden genannten Klassen Partner
füreinander sind. Ob die Services azyklisch sind, spielt dabei keine Rolle.
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In diesem Abschnitt führen wir die formalen Grundlagen und Konzepte ein, die in dieser
Arbeit verwendet werden. Insbesondere stellen wir Serviceautomaten als formales Modell
für Services vor.
2.1. Grundbegriffe und Notation
Wir führen zunächst formale Grundbegriffe und Notationen ein.
Die Kardinalität einer MengeM notieren wir mit |M |. Wir schreiben N für die Menge
der natürlichen Zahlen einschließlich 0 und Z für die Menge der ganzen Zahlen. Ei-
ne Multimenge über M ist eine Funktion M → N. Die Menge der Multimengen über
M notieren wir mit bags(M). Multimengen notieren wir in eckigen Klammern. Wir
schreiben z. B. [a, b, b] für die Multimenge über {a, b}, die einmal das Element a und
zweimal das Element b enthält. Die symmetrische Differenz zweier Mengen A und B ist
A4B =
Def
(A \B) ∪ (B \A).
Die Komposition zweier Funktionen f : A → B, g : B → C ist die Funktion f ◦ g :
A → C mit (f ◦ g)(x) = g(f(x)) für jedes x ∈ A. Eine Permutation einer Menge M ist
eine Bijektion σ : M →M .
Eine Äquivalenzrelation über einer Menge M ist eine reflexive, transitive und sym-
metrische Relation R ⊆ M × M . Die Äquivalenzklasse eines Elements m ∈ M ist
[m]R =Def {m
′ ∈ M |mRm′}. Wir schreiben kurz [m], falls R vom Kontext klar ist und
keine Verwechselung mit Multimengen möglich ist. Die Zerlegung einer Menge M nach
R ist die Menge der Klassen M\R =Def {[m]R|m ∈M}.
Wir fixieren im folgenden eine Menge U von Grundelementen, das Universum, und die
Menge X der Variablen.
Sei X ⊆ X eine Menge von Variablen. Dann heißt eine Funktion β : X → U Belegung
(über X). Eine Menge P von Belegungen über X heißt Prädikat (über X).
Die Einschränkung einer Belegung β : X → U auf eine Variablenmenge X ′ ⊆ X ist
die Belegung β|X′ : X ′ → U mit β|X′(x) = β(x) für jedes x ∈ X ′. Die Einschränkung
eines Prädikates P auf X ′ ist die Menge der Einschränkungen der Belegungen in P auf
X ′.
β′ : X ′ → U heißt Erweiterung einer Belegung β : X → U auf X ′ ⊇ X, wenn
β(x) = β′(x) für x ∈ X ′. Die Erweiterung eines Prädikates P auf X ′ ist die Menge der
Erweiterungen der Belegungen in P auf X ′.
Ein Prädikat wird formal üblicherweise durch eine prädikatenlogische Formel darge-
stellt. Prädikatenlogische Formeln führen wir formal in Abschnitt 11.1 ein. Konjunkti-
on, Disjunktion und Negation einer Formel entsprechen Durchschnitt, Vereinigung und
7
2. Ein formales Modell für Services
Komplement von Prädikaten. Die Existenzquantisierung einer Variable einer Formel ent-
spricht der Einschränkung des Prädikates auf die Variablenmenge ohne die quantisierte
Variable.
Ein Prädikat kann alternativ auch als eine Äquivalenzklasse von Belegungen, spezi-
fiziert durch einen Repräsentanten, dargestellt werden. Eine äquivalenzklassenbasierte
Darstellung von Belegungsmengen verwenden wir in Abschnitt 13.1.
Auf die konkrete Form der Darstellung eines Prädikates legen wir uns in dieser Arbeit
nur dann fest, wenn sie formal eine Rolle spielt. Zur Darstellung der Serviceautomaten
wählen wir in allen Beispielen eine informelle Notation.
2.2. Serviceautomat
In diesem Abschnitt führen wir Serviceautomaten als formale Repräsentation von Ser-
vices ein. Services kommunizieren durch den Austausch von Nachrichten über ihre Nach-
richtenkanäle. Die Nachrichtenkanäle bilden das Interface eines Serviceautomaten. Eine
Nachricht kann Daten enthalten, welche wir als Tupel von Werten notieren.
Serviceautomaten kommunizieren in unserem Modell grundsätzlich synchron mitein-
ander. Um asynchrone Kommunikation in unserem Servicemodell darzustellen, können
wir Serviceautomaten mit einem Nachrichtenpuffer komponieren (siehe Abschnitt 2.3.1).
Obwohl im synchronen Kommunikationsmodell nicht zwischen dem Senden und dem
Empfangen einer Nachricht unterschieden wird, werden wir die Kommunikation zwi-
schen Serviceautomaten gelegentlich als Austausch von Nachrichten beschreiben. Dies
macht die Funktionsweise vieler Serviceautomaten anschaulicher und hilft, den Informa-
tionsfluss zwischen Serviceautomaten verständlicher darzustellen.
Abbildung 2.1 zeigt einen Serviceautomaten. Ein Serviceautomat A besteht aus einer
Menge von Knoten Q, einer Menge von Nachrichtenkanälen C, einer Menge gerichteter
Kanten E, einem Anfangsknoten q0 und einer Menge von Endknoten Ω.
Der Anfangsknoten wird durch einen eingehenden Pfeil gekennzeichnet. Einen End-
knoten stellen wir mit doppelter Umrandung dar.
Jedem Knoten und jedem Kanal wird von einer Funktion var jeweils eine endliche
(ggf. leere) Menge von Variablen zugeordnet. Jede Variable eines Knotens repräsentiert
einen Speicherplatz des Service. Eine Variable eines Kanals korrespondiert zu einem
Datenelement, das in einer Nachricht über den Kanal kommuniziert wird.
Die Beschriftung einer Kante eines Serviceautomaten besteht aus zwei Teilen. Eine
Kante ist zum einen beschriftet entweder mit einem Kanal oder dem speziellen Symbol
τ . Das Symbol τ bezeichnet eine interne, nicht kommunizierende Aktion des Serviceau-
tomaten. Hinter dem Kanal notieren wir die ihm zugeordneten Variablen.
Zum anderen steht an jeder Kante ein Prädikat, der sogenannte Guard der Kante. Der
Guard spezifiziert gleichzeitig die Vorbedingung, die erfüllt sein muss, damit die Kante
ausgeführt werden kann, und die Nachbedingung, die nach dem Ausführen der Kante
gilt und gegebenenfalls den Inhalt der Nachricht, welche die Kante auf ihrem Kanal
kommuniziert.




























Abbildung 2.1.: Serviceautomat Shop
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stellten Index new (Kurzschreibweise auch n) gekennzeichnet, um sie von gleichnamigen
Variablen des Quellknotens zu unterscheiden. Zuweisungen einer Variablen an sich selbst
der Art x := x+1 können auf diese Weise als Prädikat der Form xnew = x+1 dargestellt
werden.
Andere vergleichbare Modelle wie Extended Finite Automata (EFA) [84] bestimmen
die Belegung der Variablen nach Ausführen einer Kante durch eine unabhängig vom
Guard spezifizierte Funktion. Für die Operationen, die wir auf unsere Serviceautomaten
anwenden werden, ist es jedoch vorteilhaft, den Effekt einer Kante durch ein einziges
Prädikat auszudrücken.
Beispiel Der Serviceautomat Shop in Abb. 2.1 zeigt ein Geschäft mit Kanälen request,
reject, offer und confirm. Der Kanal request hat die zwei Variablen a0 und a1. Der Kanal
reject hat eine leere Variablenmenge.
Der Serviceautomat Shop nimmt von einem Kunden eine Anfrage entgegen auf dem
Kanal request. Die Anfrage besteht aus dem angefragten Produkt (in a0) und einer
Obergrenze (in a1) für den Preis, den der Kunde bereit ist, für dieses Produkt zu zahlen.
Die beiden Daten werden in den Variablen prod und max gespeichert.
Die Variable prod nimmt Werte aus einer Menge PRODID von Bestellnummern von
Produkten an und max Werte aus einer Menge von Preisen PRICE.
Wenn das Produkt teurer ist als die angegebene Preisobergrenze des Kunden, wird
die Anfrage des Kunden abgelehnt (reject). Der Serviceautomat geht danach zurück in
seinen Anfangszustand und wartet auf weitere Anfragen. Andernfalls schickt er dem
Kunden ein Angebot, in dem er dem Kunden den Preis des Produktes mitteilt (offer).
Nach Eingang der Bestätigung (confirm) durch den Kunden schließt der Serviceautomat
das Geschäft ab und geht in seinen Endknoten.
Der Typ einer Variablen wird in unserem formalen Modell nicht explizit spezifiziert.
Jede Variable kann prinzipiell mit jedem beliebigen Wert aus dem Universum U belegt
werden. Der Bereich der Werte, die eine Variable tatsächlich annehmen kann, kann bei
Bedarf durch die Guards eingeschränkt werden. In technischen Beispielen, in denen wir
keine expliziten Einschränkungen angeben, nehmen wir stets an, dass U die Menge der
ganzen Zahlen ist.
Wir definieren nun Serviceautomaten formal. Die Funktion varnew ordne dabei je-
der Variablen x eines Knotens des Serviceautomaten jeweils eine neue, d. h. in keinem
anderen Knoten benutzte Variable xnew zu.
Definition 2.1 (Serviceautomat) Ein Serviceautomat A = (Q,C, var , q0, E,Ω) be-
steht aus
• einer (ggf. unendlich großen) Menge von Knoten Q.
• einer Menge C von Nachrichtenkanälen
• einer Funktion var : Q ∪ C ∪ {τ} → X , die jedem Knoten und jedem Kanal eine
endliche Menge von Variablen zuordnet und q0 und τ die leere Menge zuordnet.
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• einem Anfangsknoten q0 ∈ Q mit var(q0) = ∅
• einer Menge von Kanten E
• einer Menge Ω ⊆ Q von Endknoten.
Die Variablenmengen der Kanäle sind jeweils zueinander disjunkt und disjunkt zu den
Variablen der Knoten.
Eine Kante ist ein Tupel e = (q, c,G, q′), wobei
• q ∈ Q der Quellknoten e,
• q′ ∈ Q der Zielknoten von e,
• c ∈ C ∪ {τ} ein Kanal oder das Symbol τ
• G ein Prädikat über der Variablenmenge var(q) ∪ var(c) ∪ varnew(var(q′))
G nennen wir den Guard von e. Wir schreiben kurz var(e) für die Variablenmenge des
Guards von e.
Die Variablen der einzelnen Knoten eines Serviceautomaten müssen im Gegensatz
zu den Variablen der Kanäle nicht disjunkt voneinander sein. Endknoten können im
Gegensatz zum Anfangsknoten Variablen haben.
Ein Pfad ist eine Folge von Kanten eines Serviceautomaten.
Definition 2.2 (Pfad) Sei A ein Serviceautomat. Ein Pfad (der Länge n) von einem
Knoten q von A zu einem Knoten q′ ist eine Folge von Kanten e1 . . . en, so dass es
Knoten q0, . . . , qn gibt mit q0 = q, qn = q′ und ei = (qi, ci, Gi, qi+1) für 0 ≤ i ≤ n− 1.
Wir definieren nun das Transitionssystem eines Serviceautomaten. Abb. 2.2 zeigt einen
Serviceautomaten und sein Transitionssystem.
Definition 2.3 (Transitionssystem) Sei Σ ein Alphabet und Z eine Menge von Zu-
ständen. Dann heißt TS = (Σ, Z, z0, δ,Ω) Transitionssystem, wobei z0 ∈ Z der Anfangs-
zustand, δ ⊆ Z × (Σ ∪ {τ}) × Z eine Menge von Transitionen und Ω ⊆ Z eine Menge
von Endzuständen ist.
Die Einschränkung eines Transitionssystems auf die vom Anfangszustand aus erreich-
baren Zuständen nennen wir Erreichbarkeitsgraph.
Zwei Graphen heißen isomorph zueinander, wenn sie bijektiv aufeinander abgebildet
werden können.
Definition 2.4 (Isomorphismus) Seien TS1 = (Σ, Z1, z1,0, δ1,Ω1) und
TS2 = (Σ, Z2, z2,0, δ2,Ω2) Transitionssysteme. Eine bijektive Funktion f : Z1 → Z2
heißt Isomorphismus (zwischen TS1 und TS2), wenn für jedes Paar z, z′ ∈ Z1 gilt:
(z, a, z′) gdw. (f(z), a, f(z′)). Zwei Transitionssysteme heißen isomorph, wenn es einen
Isomorphismus zwischen ihnen gibt.
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(b) Transitionssystem von A
Abbildung 2.2.: Ein Serviceautomat und sein Transitionssystem
Ein Serviceautomat kann kommunizierende und nicht-kommunizierende Aktionen aus-
führen. Das Ausführen der nicht-kommunizierenden Aktion τ entspricht einem internen
Schritt. Das Ausführen einer kommunizierenden Aktion entspricht dem Kommunizieren
einer Nachricht an einen anderen Service. Eine kommunizierende Aktion besteht aus
einem Kanal und einer Belegung der Variablen dieses Kanals.
Die kommunizierende Aktionen bilden zusammen das Alphabet des Serviceautomaten.
Definition 2.5 (Aktion, Alphabet eines Serviceautomaten) Sei
A = (Q,C, var , q0, E,Ω) ein Serviceautomat. Sei c ∈ C ein Kanal und β eine Belegung
über var(c). Dann heißt (c, β) kommunizierende Aktion von A.
Die kommunizierenden Aktionen bilden das Alphabet Σ(A) des Serviceautomaten. Das
spezielle Symbol τ heißt nicht-kommunizierende Aktion und ist nicht Teil des Alphabets.
Eine Folge kommunizierender Aktionen w ∈ Σ∗(A) nennen wir Eingabewort von A.
Zur Vereinfachung der Notation nehmen wir an, dass die Variablen jedes Kanals geord-
net sind. Damit können wir eine kommunizierende Aktion kompakt als Tupel schreiben,
also etwa a.(3, 5) für eine Aktion eines Kanals mit zwei Variablen, die mit den Zahlen 3
bzw. 5 belegt sind.
Ein Knoten und eine Belegung seiner Variablen bilden zusammen einen Zustand des
Serviceautomaten.
Definition 2.6 (Zustand, Instanz) Sei A = (Q,C, var , q0, E,Ω) ein Automat. Sei
q ∈ Q, β eine Belegung von var(q). Dann heißt z = (q, β) ein Zustand von A. z nennen
wir eine Instanz von q.
Ein Zustand z = (q, β) heißt Anfangszustand, falls q = q0 und Endzustand, falls
q ∈ Ω. Die Menge der Zustände von A ist Z(A).
Ein Schaltmodus einer Kante ist eine Belegung, die jeder Variable des Quellknotens
und des Zielknotens der Kante sowie den Variablen des Kanals der Kante einen Wert
zuordnet. Der Begriff des Schaltmodus ist den gefärbten Petrinetzen [38] entlehnt.
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Definition 2.7 (Schaltmodus) Sei A = (Q,C, var , q0, E,Ω) ein Serviceautomat und
e = (q, c,G, q′) eine Kante von A. Eine Belegung α : var(e)→ U nennen wir Schaltmo-
dus von e.
Ein Guard ist eine Teilmenge aller Schaltmodi einer Kante. Der Guard definiert, welche
Instanzen des Quellknotens und des Zielknotens der Kante durch einen Schritt verbunden
sind und welche Aktion in diesem Schritt ausgeführt wird.
Definition 2.8 (Schritt, Aktivierung) Sei A = (Q,C, var , q0, E,Ω) ein Serviceauto-
mat und e = (q, c,G, q′) eine Kante von A. Seien z = (q, β), z′ = (q′, β′) Zustände von A
und α ∈ G ein Schaltmodus von e mit α(x) = β(x) für x ∈ var(q) und α(xnew) = β′(x)
für xnew ∈ varnew(var(q′)).
Dann heißt (z, e, α, z′) Schritt von A. Wir schreiben kurz z e,α→A z′ für einen Schritt.
e heißt aktiviert in z für einen Schaltmodus α von e, wenn es einen Zustand z′ und
einen Schritt z e,α→A z′ gibt.
Jedem Schritt ist jeweils eindeutig eine Aktion zugeordnet.
Definition 2.9 (Aktion eines Schrittes) Sei A = (Q,C, var , q0, E,Ω) ein Serviceau-
tomat und e = (q, c,G, q′) eine Kante von A. Sei z e,α→A z′ ein Schritt von A.
Sei c 6= τ ein Kanal, β die Einschränkung von α auf var(c). Dann nennen wir a =
(c, β) ∈ Σ(A) die (kommunizierende) Aktion von e in Schaltmodus α.
Sei c = τ . Dann nennen wir τ die (nicht-kommunizierende) Aktion von e in Schalt-
modus α).
Wir schreiben kurz z a→A z′, wenn es einen Schritt z e,α→A z′ gibt, so dass a die Aktion
von e in α ist.
Das Transitionssystem eines Serviceautomaten ist der Graph, der aus den Zuständen
und Schritten des Serviceautomaten gebildet wird. Jeder Schritt ist mit seiner jeweiligen
Aktion beschriftet.
Definition 2.10 (Transitionssystem eines Serviceautomaten) Sei
A = (Q,C, var , q0, E,Ω) ein Serviceautomat. Das Transitionssystem von A ist das Tran-
sitionssystem TS(A) = (Σ(A), Z(A), z0, δ, ZΩ), wobei
• z0 der Anfangszustand von A,
• δ = {(z, a, z′)|z a→A z′} und
• ZΩ die Menge der Instanzen der Endknoten von A.
Abb. 2.2 zeigt das Transitionssystem eines Serviceautomaten A.
Ein Ablauf eines Serviceautomaten A ist eine Sequenz von Schritten. Die Sequenz der
kommunizierenden Aktionen, die dieser Ablauf ausführt, nennen wir Trace.
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Definition 2.11 (Ablauf, Trace) Sei A = (Q,C, var , q0, E,Ω) ein Serviceautomat.
Ein Ablauf r von A von einem Zustand z zu einem Zustand z′ ist eine Folge z e1,α1→ A
z1
e2,α2→ . . . en−1,αn−1→ A zn−1 en,αn→ A z′ von Schritten von z nach z′. Dabei sind z1, . . . , zn−1 ∈
Z(A). Die Anzahl der Schritte n nennen wir die Länge des Ablaufes.
Sei ai ∈ Σ(A) ∪ {τ} jeweils die Aktion des i-ten Schrittes.
Das Wort w ∈ Σ∗(A), das aus a1, . . . , an durch Streichen der τ entsteht, nennen wir
den Trace des Ablaufes.
Wir schreiben z ∗→A z′, wenn es einen Ablauf von z zu z′ gibt. Wir schreiben z w=⇒A z′,
wenn es einen Ablauf von z zu z′ mit dem Trace w gibt.
Einen Ablauf, der beim Anfangszustand von A beginnt, nennen wir einen Ablauf von
A. Den Trace eines Ablaufes von A nennen wir einen Trace von A. Die Menge der Traces
von A sei TrA(A).
Ein endlicher Automat kann als ein Spezialfall eines Serviceautomaten mit endlich
vielen Zuständen und leerer Variablenmenge dargestellt werden. Ein Zustandsautomat
ist das Äquivalent eines endlichen Automaten in unserem Formalismus. Ein Zustandsau-
tomat kann im Gegensatz zu einem endlichen Automaten auch unendlich viele Zustände
haben. Für jede Kante eines Zustandsautomaten gibt es genau einen Schaltmodus, in
dem sie aktiviert ist.
Definition 2.12 (Zustandsautomat) Ein Serviceautomat A heißt Zustandsautomat,
wenn die Variablenmenge jedes seiner Knoten leer ist und |G| = 1 für jede Kante e =
(q, c,G, q′) ist.
Die Kanäle eines Zustandsautomaten dürfen im Gegensatz zu den Knoten Variablen
haben.
Ein Zustandsautomat ist isomorph zu seinem Transitionssystem. Wir identifizieren
daher einen Zustandsautomaten mit seinem Transitionssystem und unterscheiden nicht
zwischen Knoten und Zuständen.
Zu jedem Serviceautomaten gibt es einen Zustandsautomaten mit isomorphem Tran-
sitionssystem. Aus dem Transitionssystem eines Serviceautomaten können wir einen iso-
morphen Zustandsautomaten gewinnen. Diesen nennen wir die Entfaltung des Service-
automaten.
Definition 2.13 (Entfaltung eines Serviceautomaten) Sei A = (Q,C, var , q0, E,Ω)
ein Serviceautomat. Die Entfaltung von A ist der Zustandsautomat
unfold(A) = (Z(A), C, var ′, z0, E′, ZΩ) mit
• var ′(q) = ∅ für q ∈ Q,
• var ′(c) = var(c) für jeden Kanal c ∈ C,
• z0 der Anfangszustand von A,
• ZΩ die Menge der Instanzen der Endknoten von A,
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• E′ = {(z, c,Ga, z′)|z a→ z′, a = (c, β) ∈ Σ(A) ∪ {τ}}, wobei Ga = {βa} und βa ist
die Belegung der Variablen von c mit a = (c, βa) ∈ Σ(A).
Einen Serviceautomaten, in dessen Transitionssystem alle ausgehenden Kanten eines
Zustands verschiedene Beschriftungen haben und keine mit τ beschriftete Kante vor-
kommt, nennen wir deterministisch.
Definition 2.14 (Deterministischer Serviceautomat) Ein Serviceautomat A heißt
deterministisch, wenn keine Kante mit τ beschriftet ist und es für jeden erreichbaren
Zustand z und jede kommunizierende Aktion a ∈ Σ(A) höchstens einen Schritt z e,α→ z′
mit der Aktion a gibt.
Ein weiterer wichtiger Spezialfall von Serviceautomaten sind azyklische Serviceauto-
maten.
Definition 2.15 (Azyklischer Serviceautomat, Tiefe) Sei A ein Serviceautomat.
Ein Kreis ist ein Pfad der Länge mindestens eins mit gleichem Anfangs- und Endknoten.
A heißt azyklisch, wenn A keinen Kreis enthält. Die Tiefe von A ist die maximale Länge
eines Pfades von A.
Ein Spezialfall azyklischer Serviceautomaten sind baumförmige Serviceautomaten.
Definition 2.16 (Baumförmiger Serviceautomat) Ein Serviceautomat A heißt
baumförmig, wenn es vom Anfangsknoten zu jedem Knoten genau einen Pfad gibt.
Zu einer bezüglich Präfixbildung abgeschlossenen Sprache L (d. h., zu jedem Wort
aus L ist jeder Präfix des Wortes auch in L) über dem Alphabet eines Serviceautomaten
können wir einen deterministischen, baumförmigen Zustandsautomaten mit der Trace-
menge L bilden. Jedes Wort aus L korrespondiert zu genau einem Pfad des Baumes und
umgekehrt.
Definition 2.17 (Kanonischer Baum) Sei A = (Q,C, var , q0, E,Ω) ein Serviceauto-
mat und L ⊆ Σ∗(A) eine bezüglich Präfixbildung abgeschlossenen Sprache.
Dann ist der kanonische Baum (zu A) mit der Sprache L der Zustandsautomat B =
(L,C, var , ε, E, L) mit dem Transitionssystem so dass w a→B wa für jedes w ∈ Σ∗ und
a ∈ Σ.
Jeder Zustand des kanonischen Baumes ist nach Konvention ein Endzustand.
Wir benötigen ein Mittel, um das Verhalten von Serviceautomaten miteinander zu
vergleichen. Dazu benutzen wir den von Milner [65] eingeführten Begriff der schwachen
Simulationsrelation zwischen Serviceautomaten. Ein Serviceautomat B simuliert einen
Serviceautomaten A, wenn er stets jede Aktion von A nachahmen kann.
Definition 2.18 (Schwache Simulationsrelation) Seien A und B Serviceautomaten
mit dem gleichen Alphabet Σ. Sei % ⊆ Z(A)×Z(B) eine Relation, so dass für jedes Tupel
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Abbildung 2.3.: Simulationsrelation. S2 simuliert S1, aber nicht umgekehrt
(zA, zB) ∈ % gilt:
Wenn zA
w=⇒A z′A für ein w ∈ Σ∗ und z′A ∈ ZA, dann gibt es (z′A, z′B) ∈ % mit zB w=⇒B
z′B.
% heißt schwache Simulationsrelation, wenn die Anfangszustände zA0 , zB0 von A und
B in Simulationsrelation stehen, d. h. (zA0 , zB0 ) ∈ %. Wir sagen B simuliert A schwach,
wenn eine schwache Simulationsrelation zwischen A und B existiert.
Wir bezeichnen für den Rest dieser Arbeit die schwache Simulation kurz als Simulation.
Die Simulationsbeziehung definiert eine verhaltensbasierte Ordnung auf der Menge
der Serviceautomaten.
Lemma 2.1 (Quasiordnung) Die Simulationsbeziehung zwischen Serviceautomaten de-
finiert eine Quasiordnung auf der Menge der Serviceautomaten, d. h. sie ist reflexiv und
transitiv.
Statt „B simuliert A“ sagen wir alternativ auch B ist permissiver als A. Ein Ser-
viceautomat ist ein permissivster Serviceautomat in einer Menge von Serviceautomaten,
wenn er alle anderen Serviceautomaten der Menge simuliert.
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2.3. Komposition von Serviceautomaten
Ein Service wird nicht in Isolation ausgeführt, sondern ist eingebunden in einen Zusam-
menschluss mehrerer Services, welche miteinander kommunizieren. Services kommuni-
zieren über ihre Nachrichtenkanäle miteinander. Damit Services miteinander kommu-
nizieren können, müssen ihre Nachrichtenkanäle miteinander verbunden werden. Das
Verbinden mehrerer Services beschreiben wir formal durch die Komposition von Service-
automaten.
Wir betrachten in dieser Arbeit zwei verschiedene Kommunikationsmodelle: Synchrone
Kommunikation und asynchrone Kommunikation. Während das asynchrone Kommuni-
kationsmodell sich gut eignet, um die Kommunikation von Services in einem verteilten
System zu beschreiben, ist das synchrone Kommunikationsmodell formal wesentlich ein-
facher zu handhaben. Aus diesem Grund bildet das synchrone Kommunikationsmodell
die Grundlage der in dieser Arbeit verwendeten formalen Definitionen.
Im asynchronen Kommunikationsmodell übernimmt stets ein Service, der Sender einer
Nachricht, die Rolle des Initiators einer Kommunikation und ein anderer Service über-
nimmt die Rolle des Empfängers der Nachricht. Die Richtung des Informationsflusses ist
im asynchronen Modell immer eindeutig bestimmt.
Im synchronen Kommunikationsmodell dagegen wird formal nicht unterschieden zwi-
schen dem Sender und dem Empfänger einer Nachricht. Senden und Empfangen einer
Nachricht finden gleichzeitig statt. Die am Nachrichtenaustausch beteiligten Services sind
dabei gleichberechtigt. Es ist meist nicht möglich, dem Informationsfluß eine eindeutige
Richtung zuzuordnen.
Häufig ist die Interaktion von Services miteinander intuitiv einfacher zu verstehen,
wenn dem Nachrichtenaustausch eine Richtung und damit jedem Service eine bestimmte
Rolle zugeordnet werden kann. Daher eigenen sich asynchron kommunizierende Services
manchmal besser für Erläuterungen anhand von Beispielen.
Die Komposition zweier asynchron kommunizierender Services kann formal auf die
synchrone Komposition der beiden Services mit einem Nachrichtenpuffer zurückgeführt
werden. Asynchrone Kommunikation wird in Abschnitt 2.3.1 eingeführt.
Die in dieser Arbeit behandelten Probleme sind im Kern unabhängig von der Art und
Weise, wie Nachrichten kommuniziert werden. In einzelnen Fällen sind für asynchrone
Kommunikationsmodell geringfügige Anpassungen gegenüber dem synchronen notwen-
dig.
Wir stellen zunächst die Komposition synchron kommunizierender Serviceautomaten
vor. Die synchrone Komposition zweier Serviceautomaten ist eine Variante des Kreuz-
produktes, welches von den endlichen Automaten bekannt ist.
Das Kreuzprodukt zweier Zustandsautomaten entspricht genau dem Kreuzprodukt
endlicher Automaten. Für Serviceautomaten mit Variablen definieren wir eine Verallge-
meinerung des Kreuzproduktes. Das Transitionssystem des Kreuzproduktes zweier Ser-
viceautomaten ist das Kreuzprodukt ihrer Entfaltungen.
Damit wir das Kreuzprodukt zweier Serviceautomaten bilden können, müssen diese
interfaceäquivalent sein, d. h. sie müssen die gleichen Kanäle haben.
17








a0 ∈ {1, 2}
yn = a0
b.b0







b0 ∈ {1, 2}
(a) B
q0
(q1, y = 1) (q2, y = 2)
q3








(b) Transitionssystem von B
Abbildung 2.4.: Serviceautomat B
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Definition 2.19 (Interfaceäquivalente Serviceautomaten) Zwei Serviceautomaten
A und B heißen interfaceäquivalent, wenn beide Serviceautomaten die gleichen Kanal-
mengen haben und jeder Kanal in beiden Serviceautomaten die gleiche Variablenmenge
hat.
Serviceautomaten sind genau dann interfaceäquivalent, wenn sie das gleiche Alphabet
haben.
Aus formalen Gründen nehmen wir an, dass keine Variable eines Knotens eines der
beiden Serviceautomaten gleichzeitig eine Variable eines Knotens des jeweils anderen
Serviceautomaten ist. Damit kann jede Variable eines Knotens des Kreuzproduktes ein-
deutig einem der beiden Serviceautomaten zugeordnet werden. Wir nehmen in dieser
Arbeit stets an, dass je zwei Serviceautomaten, deren Kreuzprodukt wir bilden, disjunk-
te Variablenmengen (mit Ausnahme der Variablen der Kanäle) haben, ohne dies explizit
zu erwähnen. Dies ist keine Einschränkung, da Variablen immer geeignet umbenannt
werden können.
Die Serviceautomaten A (Abb. 2.2) und B (Abb. 2.4) sind interfaceäquivalent. Abb.
2.5 zeigt das Kreuzprodukt von A und B.
Jeder Knoten des Kreuzproduktes A×B zweier Serviceautomaten A und B ist jeweils
ein Paar von einem Knoten von A und einem Knoten von B. Die Variablenmenge des
Knotens ist die Vereinigung der Variablen der beiden kombinierten Knoten.
Für jede τ -Kante von A oder B hat das Kreuzprodukt eine entsprechende τ Kante.
Ein τ -Schritt von A ändert nicht den Knoten von B und die Belegung seiner Variablen.
Die gilt analog für einen τ -Schritt von B.
Für ein Paar von Kanten von A und B, die mit dem gleichen Kanal c beschriftet sind,
hat das Kreuzprodukt eine mit c beschriftete Kante, die sich aus der Kombination der
beiden Kanten ergibt. Der Guard der neuen Kante ist die Konjunktion der Guards der
beiden Kanten.
Die Kante des Kreuzproduktes ist daher genau dann ausführbar, wenn die Guards
beider Kanten erfüllt sind. Da die Variablen des gemeinsamen Kanals c der kombinierten
Kanten in beiden Guards vorkommen, kann die neue Kante nur dann ausgeführt werden,
wenn diese Variablen in A undB gleich belegt sind, d. h. wenn A undB die gleiche Aktion
ausführen können.
Definition 2.20 (Kreuzprodukt) Seien A = (QA, C, varA, qA0 , EA,ΩA) und
B = (QB, C, varB, qB0 , EB,ΩB) interfaceäquivalente Serviceautomaten. Keine Variable
eines Knotens von A sei eine Variable eines Knotens von B und umgekehrt.
Das Kreuzprodukt von A und B ist der Serviceautomat
A×B =
Def
(QA ×QB, C, var , (qA0 , qB0 ), E,ΩA × ΩB)
mit var(qA, qB) = varA(qA) ∪ varB(qB) für jeden Knoten (qA, qB) ∈ QA ×QB.
Die Kantenmenge ist die kleinste Menge E mit
• τ -Schritt in A:
Wenn (qA, τ, G, q′A) ∈ EA,
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(b) Transitionssystem von A× B
Abbildung 2.5.: Kreuzprodukt A × B der Serviceautomaten aus Abb. 2.2 und Abb. 2.4
und dessen Transitionssystem
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dann ((qA, qB), τ, G′, (q′A, qB)) ∈ E,
wobei G′ = G ∧∧x∈var(qB) xnew = x
• τ -Schritt in B:
Wenn (qB, τ, G, q′B) ∈ EB,
dann ((qA, qB), τ, G′, (qA, q′B)) ∈ E,
wobei G′ = G ∧∧x∈var(qA) xnew = x
• kommunizierender Schritt:
Wenn c ∈ C, (qA, c, GA, q′A) ∈ EA, (qB, c, GB, q′B) ∈ EB, dann ((qA, qB), c, GA ∧
GB, (q′A, q′B)) ∈ E
Einen Zustand z = ((qA, qB), γ) des Kreuzproduktes schreiben wir auch als z =
(qA, qB, α, β), wobei α und β jeweils die Einschränkungen von γ auf die Variablen von qA
bzw. qB sind. Wir schreiben z auch als das Paar z = (zA, zB) der Zustände zA = (qA, α)
und zB = (qB, β) von A bzw. B.
Nach Definition des Kreuzproduktes folgt
Korollar 2.2 Für das Kreuzprodukt zweier interfaceäquivalenter Serviceautomaten A
und B gilt
• (qA, qB, α, β) τ→A×B (q′A, q′B, α′, β′) gdw.
– (qA, α) τ→A (q′A, α′) und (q′B, β′) = (qB, β) oder
– (q′A, α′) = (qA, α) und (qB, β)
τ→B (q′B, β′)
• (qA, qB, α, β) a→A×B (q′A, q′B, α′, β′) gdw.
(qA, α) a→A (q′A, α′) und (qB, β) a→B (q′B, β′)
für a ∈ Σ(A) = Σ(B).
Die Entfaltung des Kreuzproduktes zweier Serviceautomaten ist das Kreuzprodukt
der Entfaltungen der beiden Serviceautomaten nach der üblichen Definition des Kreuz-
produktes für endliche Automaten.
Lemma 2.3 (Kreuzprodukt der Entfaltung) Seien A,B interfaceäquivalente Ser-
viceautomaten. Dann ist unfold(A×B) isomorph zu unfold(A)× unfold(B).
Abläufe zweier Serviceautomaten sind genau dann gemeinsam im Kreuzprodukt aus-
führbar, wenn sie den gleichen Trace haben.
Lemma 2.4 Seien A,B interfaceäquivalente Serviceautomaten. Dann gilt (zA, zB) ∗→A×B
(z′A, z′B) gdw. zA
w=⇒A z′A und zB w=⇒B z′B.
Das Kreuzprodukt zweier Serviceautomaten verallgemeinern wir zur synchronen Kom-
position zweier Serviceautomaten. Bei der synchronen Komposition müssen die Kanal-
mengen der komponierten Serviceautomaten im Unterschied zum Kreuzprodukt nicht
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gleich sein. Nachrichtenkanäle, die nur in einem der komponierten Serviceautomaten
vorkommen, werden nicht miteinander synchronisiert. Mit der Synchronen Komposition
können im Unterschied zum Kreuzprodukt Kompositionen von mehr als zwei Services
beschrieben werden.
Definition 2.21 (Interfacekompatible Serviceautomaten) Zwei Serviceautomaten
heißen interfacekompatibel, wenn jeder Kanal, der in beiden Serviceautomaten vorhan-
den ist, in beiden Serviceautomaten die gleiche Variablenmenge hat.
Die synchrone Komposition zweier interfacekompatibler Serviceautomaten ist wieder
ein Serviceautomat. Kanäle, welche die komponierten Serviceautomaten teilen, werden
miteinander verschmolzen und aus dem Interface entfernt. Schritte der Serviceautoma-
ten, welche über diese Kanäle kommunizieren, werden zu internen, nicht kommunizie-
renden Schritten der Komposition. Der Guard einer Kante, die über einen von den
Serviceautomaten geteilten Kanal kommuniziert, wird eingeschränkt auf die Menge sei-
ner Variablen ohne die Variablen des entfernten Kanals. Diejenigen Kanäle, welche von
den komponierten Serviceautomaten nicht geteilt werden, bilden das Interface des durch
die Komposition neu entstandenen Serviceautomaten. Schritte, die über nicht geteilte
Kanäle kommunizieren, werden unabhängig voneinander ausgeführt.
Definition 2.22 (Synchrone Komposition) Seien A = (QA, CA, varA, qA0 , EA,ΩA)
und B = (QB, CB, varB, qB0 , EB,ΩB) interfacekompatible Serviceautomaten. Keine Va-
riable eines Knotens von A sei eine Variable eines Knotens von B und umgekehrt.
Die synchrone Komposition von A und B ist der Serviceautomat
A⊗B =
Def
(QA ×QB, CA4CB, var , (qA0 , qB0 ), E,ΩA × ΩB)
mit var(qA, qB) =Def varA(qA) ∪ varB(qB) für jeden Knoten (qA, qB) ∈ QA ×QB.
Die Kantenmenge ist die kleinste Menge E mit
• Schritt in A:
wenn c ∈ (CA \ CB) ∪ {τ} und (qA, c, G, q′A) ∈ EA,
dann ((qA, qB), c, G′, (q′A, qB)) ∈ E
wobei G′ = G ∧∧x∈var(qB) xnew = x
• Schritt in B:
wenn c ∈ (CB \ CA) ∪ {τ} und (qB, B,G, q′B) ∈ EB,
dann ((qA, qB), c, G′, (qA, q′B)) ∈ E
wobei G′ = G ∧∧x∈var(qA) xnew = x
• kommunizierender Schritt:
wenn c ∈ CA ∩ CB, (qA, c, GA, q′A) ∈ EA und (qB, c, GB, q′B) ∈ EB,
dann ((qA, qB), τ, G′, (q′A, q′B)) ∈ E
wobei G′ = (GA ∧GB)|X mit X = var(qA, qB) ∪ varnew(var(qA, qB)).
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Abbildung 2.6.: Ein ungeordneter Nachrichtenpuffer ohne Kapazitätsbeschränkung
In dieser Arbeit betrachten wir überwiegend die Komposition von genau zwei Service-
automaten. Die formale Unterscheidung zwischen Kreuzprodukt und synchroner Kom-
position ist in diesem Szenario unerheblich. In den formalen Definitionen werden wir
daher stets mit dem Kreuzprodukt statt mit der Komposition arbeiten.
Formal benötigen wir die Komposition zum Komponieren von Nachrichtenpuffern und
Adaptern.
2.3.1. Asynchron kommunizierende Serviceautomaten
Im in Abschnitt 2.3 vorgestellten synchronen Kommunikationsmodell findet das Sen-
den und Empfangen einer Nachricht gleichzeitig statt. Ein System, in welchem sich die
miteinander kommunizierenden Prozesse an ein- und demselben Ort befinden, kann mit
diesem Modell gut beschrieben werden.
In einem verteilten System befinden sich Sender und Empfänger in der Regel an ver-
schiedenen Orten, so dass zwischen dem Senden und dem Empfangen einer Nachricht
immer eine gewisse Zeit vergeht, in welcher die Nachricht unterwegs ist. Ein asynchro-
nes Kommunikationsmodell, in dem zwischen Senden und Empfangen einer Nachricht
unterschieden wird, eignet sich daher besser, um ein verteiltes System zu beschreiben.
Das Senden und Empfangen einer Nachricht beschreiben wir formal durch das Schrei-
ben und Lesen in und aus einem Nachrichtenpuffer . Diesen Nachrichtenpuffer kompo-
nieren wir synchron mit den Serviceautomaten, welche er verbindet.
In diesem Abschnitt illustrieren wir, wie asynchrone Kommunikation auf synchrone
Kommunikation zurückgeführt werden kann. Diese Reduktion stellen wir vor, da die in
dieser Arbeit behandelten Begriffe und Probleme ursprünglich für Modelle asynchron
kommunizierender Services eingeführt wurden. Formal spielt asynchrone Kommunikati-
on im Rahmen dieser Arbeit keine zentrale Rolle.
Abb. 2.6 zeigt einen Nachrichtenpuffer für einen Kanal a und ein zweielementiges
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(c) Komposition von C
und D
Abbildung 2.7.: Asynchron kommunizierende Serviceautomaten und ihre Komposition
Universum U = {1, 2}. Ein Nachrichtenpuffer hat je einen Kanal zum Senden (notiert
mit vorangestelltem Ausrufezeichen !) und zum Empfangen (notiert mit vorangestelltem
Fragezeichen ?) von Nachrichten. Sende- und Empfangskanal haben die gleiche Varia-
blenmenge. Jeder Zustand eines Nachrichtenpuffers ist eine Multimenge von Nachrichten.
Eine Nachricht ist eine Belegung der Variablen der Kanäle. Eine Nachricht notieren wir
in Tupelschreibweise analog zu der Notation, die wir für Aktionen verwenden. Dem Tu-
pel stellen wir den Namen des Nachrichtenpuffers voran. Die Aktionen des Sendekanals
fügen jeweils eine Nachricht zur Multimenge hinzu, die des Empfangskanals entfernen
eine Nachricht. Der Nachrichtenpuffer ist genau dann in seinem Endzustand, wenn er
leer ist.
Abb. 2.7 zeigt zwei asynchron kommunizierende Serviceautomaten. Die Kanäle der
Serviceautomaten sind jeweils zueinander komplementär, so dass jeweils ein Serviceau-
tomat Nachrichten in dem Puffer schreibt und der andere Nachrichten aus dem Puffer
entfernt. Der linke Serviceautomat C hat einen Sendekanal !a, der rechte Serviceauto-
mat D hat den dazu komplementären Empfangskanal ?a. Die asynchrone Komposition
der Serviceautomaten wird gebildet, indem beide synchron mit dem Nachrichtenpuffer
komponiert werden.
Ein asynchron kommunizierender Serviceautomat ist ein Serviceautomat zusammen
mit einer Menge von Nachrichtenpuffern, so dass jeder Kanal des Serviceautomaten
jeweils entweder ein Sendekanal oder ein Empfangskanal eines der Nachrichtenpuffer
ist. Zwei asynchron kommunizierende Serviceautomaten sind kompatibel, wenn sie die
gleiche Menge von Nachrichtenpuffern haben und jeweils komplementäre Kanäle eines
Nachrichtenpuffers benutzen. Kompatible asynchron kommunizierende Serviceautoma-
ten werden komponiert, indem sie synchron miteinander und allen ihren Nachrichten-
puffern komponiert werden.
Wir nehmen in diesem asynchronen Kommunikationsmodell an, dass ein Nachrichten-
puffer unbegrenzt groß ist. Mit einem unbegrenzt großen Nachrichtenpuffer ist es immer
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möglich, Nachrichten zu senden, ohne einen Pufferüberlauf zu verursachen oder ältere
Nachrichten zu überschreiben. Weiterhin nehmen wir an, dass Nachrichten ungeordnet
im Nachrichtenpuffer gespeichert werden. Nachrichten können sich also gegenseitig auf
dem Weg zum Empfänger überholen.
Dieses asynchrone Kommunikationsmodell entspricht dem Kommunikationsmodell der
endlichen Automaten, die in [57] zur Beschreibung von Services verwendet werden. Einige
der in dieser Arbeit verwendeten Begriffe und Techniken Konzepte wurden ursprünglich
für dieses Servicemodell definiert. Offene Netze [31, 6], kommunizieren ebenfalls nach
diesem Modell. Ein offenes Netz mit endlichem Erreichbarkeitsgraphen kann in einen
äquivalenten asynchron kommunizierenden Serviceautomaten umgewandelt werden.
Daneben gibt es weitere asynchrone Kommunikationsmodelle, die geordnete Nachrich-
tenpuffer verwenden oder sich in der Pufferkapazität unterscheiden. Lohmann [55] stellt
eine Klassifizierung unterschiedlicher Kommunikationsmodelle vor.
2.3.2. Wissensfunktion
In diesem Abschnitt führen wir ein grundlegendes Konzept zur Analyse eines verteilten
Systems ein, welches das Wissen eines Service über einen anderen Service beschreibt.
Die Services eines verteilten Systems haben im allgemeinen nur unvollständiges Wissen
über den Zustand des Gesamtsystems. Jeder Service kennt seinen eigenen Zustand, nicht
aber den Zustand der Services, mit denen er kommuniziert.
Jeder Service verhält sich aus Sicht eines anderen Service wie eine „black box“. Die
Zustandsübergänge, die ein Service intern ausführt, sind für den jeweils anderen Service
nicht sichtbar. Für die Umgebung eines Service sind lediglich die von diesem gesendeten
Nachrichten sichtbar. Bei einem nichtdeterministischen Serviceautomaten kann einer
Nachricht nicht eindeutig ein Zustandsübergang zugeordnet werden. Daher kann anhand
der von einem Service gesendeten Nachrichtensequenz nicht eindeutig bestimmt werden,
in welchem Zustand dieser sich gerade befindet.
Durch Beobachtung der kommunizierten Nachrichten kann jedoch die Menge der Zu-
stände, in der sich ein Serviceautomat möglicherweise befindet, eingeschränkt werden.
Jedem Eingabewort w eines Serviceautomaten ordnen wir die Menge der Zustände zu,
die über einen Ablauf erreichbar sind, der dieses Wort als Trace hat. Diese Menge ist
das Wissen der Umgebung des Serviceautomaten nach Eingabe w.
Definition 2.23 (Wissen eines Eingabewortes) Sei A ein Serviceautomat mit An-
fangszustand z0 und w ∈ Σ∗(A) ein Eingabewort von A. Dann ist
knowA(w) =Def {z|z0
w=⇒A z}
das Wissen über A für die Eingabe w.
Jedem Trace des Serviceautomaten ist mindestens ein Zustand zugeordnet.
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Korollar 2.5 Für jedes Eingabewort w ∈ Σ(A)∗ eines Serviceautomaten A gilt
knowA(w) 6= ∅ gdw. w ∈ Tr(A)
Für einige ausgewählte Traces des Serviceautomaten A aus Abb. 2.2 erhalten wir die
folgenden Mengen.
knowA(ε) = {p0}
knowA(a.1 b.1) = {(p2, x = 1), p3}
knowA(a.2 b.2) = {(p2, x = 1), (p2, x = 2)}
In dieser Arbeit untersuchen wir vornehmlich die Interaktion zwischen jeweils genau
zwei miteinander komponierten Services. In einem verteilten System mit genau zwei
Services können wir jedem Service zuordnen, was dieser Service in einem seiner Zustände
über den jeweils anderen Service weiß.
Das Wissen eines Zustandes z eines Serviceautomaten B über den Serviceautomaten
A ist die Menge der Zustände des Serviceautomaten A, in denen A sich befinden kann,
wenn B sich in Zustand z befindet.
Definition 2.24 (Wissen eines Zustandes) Seien A,B interfaceäquivalente Service-
automaten. Das Wissen von B über A in einem Zustand zB von B ist die Menge
knowA,B(zB) =Def {zA ∈ Z(A), (zA, zB) erreichbar in A×B}
Aus dem Transitionssystem von A × B erhalten wir für ausgewählte Zustände von B
die folgenden Wissensmengen.
knowA,B(q0) = {p0}
knowA,B(q2, y = 1, z = 1) = {p0, (p2, x = 1), p3}
knowA,B(q2, y = 2, z = 2) = {(p2, x = 2), (p2, x = 1)}
Das Wissen eines Zustands eines Serviceautomaten B über einen Serviceautomaten A
ist die Vereinigung des Wissens der Traces der Abläufe, über die der Zustand erreichbar
ist.






Beweis Folgt aus Def. und Lemma 2.4. 
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Es ist z. B. Tr(q2, y = 1, z = 1) = {ε, a.1 b.1}. Das Wissen des Zustandes (q2, y =
1, z = 1) über A ergibt sich aus dem Wissen seiner beiden Traces.
knowA,B(q2, y = 1, z = 1) = knowA(ε) ∪ knowA(a.1 b.1)
= {p0} ∪ {(p2, x = 1), p3}
Das Wissen jedes Eingabewortes kann schrittweise mittels Induktion berechnet wer-
den. Dazu berechnet man zunächst knowA(ε) und wendet auf diese Zustandsmenge wie-
derholt die Funktion event an. Die Funktion event ordnet einer Zustandsmenge die Menge
der Zustände zu, die von einem beliebigen Zustand der Menge über eine kommunizie-
rende Aktion a und beliebig viele nicht-kommunizierende Schritte erreichbar sind.
Definition 2.25 (Event) Sei A ein Serviceautomat, Z ′ ⊆ Z(A), a ∈ Σ. Dann sei
eventA(Z ′, a) =Def {z
′|z ∈ Z, z a=⇒A z′}
Die Funktion eventA entspricht der Kombination der closure und event genannten
Funktionen aus [57].
Korollar 2.7 Sei A ein Serviceautomat, w ∈ Σ∗(A) und a ∈ Σ(A). Dann gilt
eventA(knowA(w), a) = knowA(w a)
Aus Korollar 2.7 folgt insbesondere, dass das Anhängen einer Aktion a an Eingabe-
worte mit gleichem Wissen wieder zu Eingabeworten mit gleichem Wissen führt.
Korollar 2.8 Sei A ein Serviceautomat mit Alphabet Σ. Dann gilt für w,w′ ∈ Σ∗
und a ∈ Σ mit wa,w′a ∈ Tr(A): Wenn knowA(w) = knowA(w′), dann knowA(wa) =
knowA(w′a).
2.4. Weitere Operationen auf Serviceautomaten
In diesem Abschnitt stellen wir einige einfache Operationen zum Verändern von Ser-
viceautomaten vor. Der Leser kann diesen Abschnitt zunächst überspringen und die
Operationen bei Bedarf dann nachschlagen, wenn sie in späteren Kapiteln benötigt wer-
den.
2.4.1. Entfernen von Knoten und Zuständen
Unter der Einschränkung eines Zustandsautomaten auf eine Zustandsmenge Z ′ verstehen
wir den Zustandsautomaten, der aus diesem durch Entfernen aller Zustände entsteht, die
nicht in Z ′ sind. Für Serviceautomaten, die keine Zustandsautomaten sind, definieren wir
zwei verschiedene Verallgemeinerungen der Einschränkung. Beide Verallgemeinerungen
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∧0 ≤ xn ≤ 3
τ
xn = z
∧0 ≤ xn ≤ 3
τ
yn2 = x
(b) q nach Einschränkung
Abbildung 2.8.: Einschränkung eines Knotens q auf die Zustandsmenge M = {(q, x =
i)|0 ≤ x ≤ 3}
entsprechen semantisch einer Einschränkung der Entfaltung des Serviceautomaten, auf
den sie angewendet werden.
Die Einschränkung eines Serviceautomaten auf eine Knotenmenge Q′ ist der Service-
automat, der aus diesem durch Entfernen aller Zustände entsteht, die nicht in Q′ sind.
Aus technischen Gründen verlangen wir, dass der Anfangsknoten stets in Q′ enthalten
ist, da sein Serviceautomat stets einen Anfangsknoten haben muss.
Definition 2.26 (Einschränkung auf Knotenmenge) Sei A ein Serviceautomat mit
einer Knotenmenge Q. Q′ sei eine Teilmenge von Q, die mindestens den Anfangszustand
enthält. Die Einschränkung von A auf eine Knotenmenge Q′ bezeichne den Serviceau-
tomaten, der aus A durch Entfernen aller Knoten entsteht, die nicht in Q′ sind. Das
Entfernen eines Knotens schließe dabei das Entfernen angrenzender Kanten ein.
Die Einschränkung eines Serviceautomaten auf eine Zustandsmenge Z ′ bezeichnet
dagegen einen Serviceautomat, dessen Guards so angepasst werden, dass nur Zustände
aus der Schnittmenge der erreichbaren Zustände mit Z ′ erreichbar sind.
Definition 2.27 (Einschränkung auf Zustandsmenge) Seien A ein Serviceautomat,
q ein Knoten von A, der nicht der Anfangsknoten von A ist und M eine Menge von In-
stanzen von q. Sei A′ der Serviceautomat A′, der aus A entsteht, indem jeder Guard G
einer eingehenden Kante von q durch den Guard
G′ = {γ ∈ G|es ex. (q, β) ∈M mit γ(xnew) = β(x) für x ∈ var(x)}
ersetzt wird. Dann sagen wir A′ entsteht aus A durch Einschränkung von q auf M .
In syntaktischer Darstellung entspricht das Einschränken eines Knoten dem Ersetzen
der Guards seiner eingehenden Kanten mit ihrer Konjunktion mit einer Formel, welche
die Menge der Belegungen der Zustände repräsentiert, auf die der Knoten eingeschränkt
28
2.4. Weitere Operationen auf Serviceautomaten
wird. Die Einschränkung eines Knotens q eines Serviceautomaten auf eine MengeM von
Instanzen von q entspricht in der Entfaltung des Serviceautomaten dem Entfernen aller
Instanzen von q, die nicht in M enthalten sind.
Abb. 2.8 zeigt die Einschränkung eines Knotens q auf die Menge seiner Instanzen, in
denen x mit ganzen Zahlen zwischen 0 und 3 belegt ist.
2.4.2. Verschmelzen von Knoten
Unter dem Verschmelzen von Knoten eines Serviceautomaten verstehen wir das Zusam-
menfassen von Knoten zu einem neuen Knoten. Diese Operation ist aus der Graphen-
theorie auch als das Kontrahieren von Knoten bekannt. Beim Verschmelzen werden zwei
oder mehrere Knoten durch einen neuen Knoten ersetzt. Die zu den verschmolzenen
Knoten adjazenten Kanten werden dabei ebenfalls zusammengefasst, so dass diese zum
neu entstandenen Knoten adjazent sind.
Wir definieren die Verschmelzungsoperation von Knoten zunächst für einzelne Zu-
stände eines Zustandsautomaten. Anschließend verallgemeinern wir die Operation auf
Knoten von Serviceautomaten.
Definition 2.28 (Verschmelzen von Zuständen) Sei A ein Zustandsautomat mit
Zustandsmenge Z und z1, z2 ∈ Z. Der Zustandsautomat A′, der aus A durch Verschmel-
zen von z1 und z2 zu einem neuen Zustand z12 entsteht, sei wie folgt definiert:
• A′ habe die Zustandsmenge Z ′ = (Z ∪ {z12}) \ {z1, z2}.
• A′ habe die gleichen Kanäle wie A.
• z12 sei der Anfangszustand von A′ gdw. z1 oder z2 der Anfangszustand von A ist.
Andernfalls habe A′ den gleichen Anfangszustand wie A.
• z12 sei ein Endzustand von A′ gdw. z1 oder z2 ein Endzustand von A ist. Auf allen
anderen Zuständen stimme die Endzustandsmenge von A′ mit der von A überein.
Die Kantenmenge von A′ sei folgendermaßen definiert: Für z, z′ ∈ Z \ {z1, z2} sei
• z a→A′ z′ gdw. z a→A z′
• z a→A′ z12 gdw. z a→A z1 oder z a→A z2
• z12 a→A′ z gdw. z1 a→A z oder z2 a→A z
• z12 a→A′ z12 gdw. es ex. i, j ∈ {1, 2} mit zi a→A zj
Da beim Verschmelzen mehrerer Zustände die Reihenfolge, in der diese verschmolzen
werden, keine Rolle spielt, können wir das Verschmelzen zweier Zustände kanonisch auf
das Verschmelzen von Mengen von Zuständen verallgemeinern.
Knoten eines Serviceautomaten werden in der gleichen Weise verschmolzen wie ein-
zelne Zustände. Allerdings können jeweils nur Knoten mit gleicher Variablenmenge ver-
schmolzen werden. Die Variablenmenge des entstehenden Knotens ist gleich der Menge
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der Variablen der Knoten, aus denen er entsteht. Dadurch ist gewährleistet, dass die Va-
riablenmenge zu den in den Guards der adjazenten Kanten benutzten Variablen passt.
Für Knoten mit unterschiedlicher Variablenmenge ist die Verschmelzungsoperation
nicht definiert. Die Variablen von Knoten, welche die gleiche Anzahl von Variablen haben,
können gegebenenfalls so umbenannt werden, das ein Verschmelzen möglich ist. Für jede
Möglichkeit, Variablen durch Umbenennung aufeinander abzubilden, entsteht nach dem
Verschmelzen im allgemeinen ein anderes Transitionssystem.
Definition 2.29 (Verschmelzen von Knoten) Sei A = (Q,C, var , q0, E,Ω) ein Ser-
viceautomat und q1, q2 Knoten von A mit var(q1) = var(q2). Der Serviceautomat A′ =
(Q′, C, var ′, q′0, E′,Ω′), der aus A durch Verschmelzen von q1 und q2 zu einem Knoten
q12 entsteht, sei wie folgt definiert:
• Q′ = (Q ∪ {q12}) \ {q1, q2}.
• var ′(q) = var(q) für q ∈ Q \ {q1, q2} und var ′(q12) = var(q1) = var(q2),
• q′0 = q12 falls q0 = q1 oder q0 = q2, andernfalls sei q′0 = q0.
• Ω′ = Ω ∪ {q12}, falls q1 ∈ Ω oder q2 ∈ Ω, Ω′ = Ω, sonst.
Die Kantenmenge E′ sei wie folgt definiert: Für q, q′ ∈ Q \ {q1, q2} gelte
• (q, c,G, q′) ∈ E′ gdw. (q, c,G, q′) ∈ E
• (q, c,G, q12) ∈ E′ gdw. es ex. i ∈ {1, 2} mit (q, c,G, qi) ∈ E
• (q12, c, G, q) ∈ E′ gdw. es ex. i ∈ {1, 2} mit (qi, c, G, q) ∈ E
• (q12, c, G, q12) ∈ E′ gdw. es ex. i, j ∈ {1, 2} mit (qi, c, G, qj) ∈ E
Abb. 2.9 zeigt einen Teil eines Serviceautomaten (ohne Anfangsknoten) vor und nach
dem Verschmelzen zweier Knoten.
Das Verschmelzen zweier Knoten eines Serviceautomaten entspricht im Transitions-
system des Serviceautomaten dem paarweisen Verschmelzen von Instanzen der beiden
Knoten. Dabei werden jeweils Zustände mit gleicher Variablenbelegung verschmolzen.
Korollar 2.9 Seien A,A′, q1, q2 und q12 wie in Def. 2.29. Dann ist die Entfaltung von
A′ isomorph zu dem Zustandsautomaten, der aus der Entfaltung von A entsteht, indem
für jede Belegung β die Zustände (q1, β) und (q2, β) zu jeweils einem neuen Zustand
verschmolzen werden. Der neue Zustand entspricht jeweils dem Zustand (q12, β) von A′.
Beispiel Das Verschmelzen der Knoten q1 und q2 des Serviceautomaten aus Abb. 2.9 re-
sultiert im Transitionssystem (Abb. 2.10) im Verschmelzen der beiden Zustände (q1, x =
1) und (q2, x = 1) zu (q12, x = 1). Analog werden die beiden Zustände (q1, x = 2) und
(q2, x = 2) zu (q12, x = 2) verschmolzen.
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von q1 und q2
Abbildung 2.9.: Verschmelzen von Knoten
(p1, y = 1) (p2, z = 1)
(q1, x = 1) (q2, x = 1)
(p3, y = 1) (p4, z = 1)
τ τ
τ τ
(p1, y = 2) (p2, z = 2)
(q1, x = 2) (q2, x = 2)
(p3, y = 2) (p4, z = 2)
τ τ
τ τ
(a) vor Verschmelzen von q1 und q2
(p1, y = 1) (p2, z = 1)
(q12, x = 1)
(p3, y = 1) (p4, z = 1)
τ τ
τ τ
(p1, y = 2) (p2, z = 2)
(q12, x = 2)
(p3, y = 2) (p4, z = 2)
τ τ
τ τ
(b) nach Verschmelzen von q1 und q2
Abbildung 2.10.: Transitionssystem (Ausschnitt) des Serviceautomaten in Abb. 2.9
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xn = x ∈ {0, 1}
yn = z ∈ {0, 1}
x 6= 1 ∨ z 6= 1
τ
xn = x ∈ {0, 1}
zn = y ∈ {0, 1}










xn = x ∈ {0, 1}
z ∈ {0, 1}
x 6= 1 ∨ z 6= 1
τ
xn = x ∈ {0, 1}
zn ∈ {0, 1}
xn 6= 1 ∨ zn 6= 0
(b) nach Elimi-
nation
Abbildung 2.11.: Elimination der Variablen y in q
2.4.3. Elimination einer Variablen
Das Eliminieren einer Variablen aus einem Knoten bezeichnet eine Operation, welche ei-
ne Variable aus der Variablenmenge eines Knotens entfernt. Die Guards der adjazenten
Kanten des Knotens werden beim Eliminieren auf die neue Variablenmenge des Kno-
tens eingeschränkt. Die eingeschränkten Guards hängen nicht mehr von der eliminierten
Variablen ab.
Abb. 2.11 zeigt einen Ausschnitt eines Serviceautomaten und dessen Knoten q vor und
nach Elimination seiner Variablen y.
Definition 2.30 (Eliminination einer Variablen) Sei x die Variable eines Knotens
q eines Serviceautomaten A = (Q,C, var , q0, E,Ω).
Der Serviceautomat A′, der aus A durch Elimination einer Variable x von q hervor-
geht, ist der Serviceautomat, der aus A entsteht, indem
• x aus der Menge der Variablen von q entfernt wird,
• der Guard jeder eingehenden Kante e von q durch seine Einschränkung auf die
Variablenmenge var(e) \ {xnew} ersetzt wird und
• der Guard G jeder ausgehenden Kante e von q durch seine Einschränkung auf die
Variablenmenge var(e) \ {x} ersetzt wird.
Auf Kanten, welche eine Schleife bilden, werden dabei beide Einschränkungen nachein-
ander angewendet.
Die Einschränkung der Guards können wir syntaktisch durch existentielle Quantifizie-
rung der eliminierten Variable ausdrücken.
Das Eliminieren einer Variablen entspricht im Transitionssystem des Serviceautomaten
dem Verschmelzen vieler Zustandsmengen zu jeweils einem neuen Zustand. Es werden
32
2.4. Weitere Operationen auf Serviceautomaten
(p, x = 0, z = 0) (p, x = 0, z = 1) (p, x = 1, z = 0) (p, x = 1, z = 1)
(r, x = 0, z = 0) (r, x = 0, z = 1) (r, x = 1, z = 0) (r, x = 1, z = 1)
(q, x = 0, y = 0) (q, x = 0, y = 1) (q, x = 1, y = 0) (q, x = 1, y = 1)
τ τ τ
τ τ τ
(a) vor Elimination von y in q
(p, x = 0, z = 0) (p, x = 0, z = 1) (p, x = 1, z = 0) (p, x = 1, z = 1)
(r, x = 0, z = 0) (r, x = 0, z = 1) (r, x = 1, z = 0) (r, x = 1, z = 1)
(q, x = 0) (q, x = 1)
τ τ τ
τ τ τ
(b) nach Elimination von y in q
Abbildung 2.12.: Transitionssystem (Ausschnitt) des Serviceautomaten in Abb. 2.12
dabei alle Zustände, deren Variablenbelegung sich nur in der eliminierten Variablen
unterscheidet, zu jeweils einem Zustand verschmolzen.
Beispiel Im Beispiel aus Abb. 2.11 werden die Zustände (q, x = 0, y = 0) und (q, x =
0, y = 1) zu dem Zustand (q, x = 0) verschmolzen (Abb. 2.12). Analog dazu werden die
Zustände (q, x = 1, y = 0) und (q, x = 1, y = 1) zu dem Zustand (q, x = 1) verschmolzen
(Abb. 2.12).
Korollar 2.10 Sei x eine Variable eines Knotens q eines Serviceautomaten
A = (Q,C, var , q0, E,Ω). A′ sei der Serviceautomat, der aus A durch Elimination von
x aus q entsteht. Zu jeder Belegung β von var(q) \ {x} sei Zβ die Menge der Instanzen
von q, deren Variablenbelegung auf allen Variablen außer x mit β übereinstimmt.
Dann ist die Entfaltung von A′ isomorph zu dem Zustandsautomaten, der aus der
Entfaltung von A durch Verschmelzen jeder Menge Zβ von Zuständen zu jeweils einem
Zustand entsteht.
Jeder Schritt im Transitionssystem des Zustandsautomaten entspricht einer Belegung,
die den Guard einer dem Knoten angrenzenden Kante erfüllt.
Ein Schritt, der durch Einschränkung seiner Belegung auf die Variablenmenge eines
Knotens, aus dem eine Variable eliminiert wurde, entsteht, führt im neuen Transitions-
system zu dem Zustand, der ebenfalls durch Einschränkung seiner Belegung aus dem
Zielzustand des ursprünglichen Schrittes entsteht.
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Beispiel Sei e die Kante von q nach r.
Aus dem Schritt (q, x = 0, y = 0) e,γ→ (r, x = 0, z = 0) mit
γ : x 7→ 0, y 7→ 0, xn 7→ 0, zn 7→ 0
wird nach Eliminierung von y durch Einschränkung auf die Variablenmenge {x, xn, zn}
der Schritt (q, x = 0) e,γ
′
→ (r, x = 0, z = 0) mit
γ′ : x 7→ 0, xn 7→ 0, zn 7→ 0
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Wir geben einen kurzen Überblick über formale Modelle von Services, die Daten berück-
sichtigen.
Mit den in dieser Arbeit verwendeten Serviceautomaten vergleichbare Formalismen
findet man in [84, 61, 14]. Diese Arbeiten erweitern endliche Automaten um Variablen
oder Parametervektoren. Die Beschriftung einer Kante eines Automaten besteht aus
einem Ereignis, einem Guard und einer Funktion, welche den Variablen neue Werte
zuweist. Die Variablen sind allerdings im Unterschied zu unserem Modell global und nicht
an einzelne Knoten gebunden. Bei der Analyse der mit den Formalismen beschriebenen
Systeme wird meist auf Werkzeuge zur Verifikation endlicher Automaten zurückgegriffen.
Dabei werden z. B. BDDs [13] eingesetzt.
Services, die Daten untereinander austauschen, die aus einer unendlich großen Domäne
stammen, haben nicht nur unendlich viele Zustände, sondern auch ein unendlich großes
Alphabet. Für Systeme dieser Art benötigen wir geeignete Analysemethoden.
Es gibt einige durch Variablen erweiterte endliche Automaten die Sprachen erkennen,
die über einem unendlich großen Alphabet gebildet werden. Dazu gehören z. B. Guar-
ded Variable Automata [9], Finite Memory Automata [42, 68], Fresh Variable Automata
[8], Data Automata [11] und Variable Automata [29]. Nicht alle von diesen sind dar-
auf ausgelegt oder dazu geeignet, Transitionssysteme von Services zu beschreiben. Die
Kriterien dafür, wann ein Wort von einem Automaten akzeptiert wird, sind zum Teil
recht komplex. Guarded Variable Automata und Data Automata erkennen Worte, deren
Buchstaben paarweise in Gleichheits- oder Ungleichheitsbeziehung zueinander stehen.
In dieser Beziehung sind sie den später in Abschnitt 5.2 definierten Identitätsautomaten
ähnlich.
Hennessy et al. [34, 51] stellen symbolische Transitionssysteme (STS) vor, eine an Pro-
zessalgebra angelehnte graphbasierte Repräsentation eines Transitionssystems, die Ter-
me verwendet, um Werte zu repräsentieren. Jeder Knoten eines STS hat wie in unserem
Formalismus seine eigene Menge von Variablen. Mit jeder Aktion des Transitionssystems
kann ein Wert aus einer unendlich großen Menge assoziiert sein. Symbolische Transiti-
onssysteme ähnlich denen in [34, 51] werden unter anderem zum Analysieren von Web
Services benutzt [71]. Mit diesen werden z. B. Eigenschaften wie boundedness [59] oder
Simulationsrelationen zwischen Systemen berechnet [34, 7, 98, 71].
Für Petrinetze gibt es verschiedene Erweiterungen, mit denen Daten dargestellt wer-
den können. Ein Zustand eines Petrinetzes wird durch Marken definiert, welche sich auf
den Plätzen des Petrinetzes befinden. Daten werden in Petrinetzen meist durch farbige
Marken dargestellt. Für technische Details sei hier auf die Standardliteratur verwiesen
[97, 38]. Für einige Petrinetzvarianten existieren kompakte Repräsentationen des Zu-
standsraumes, mit denen Eigenschaften wie z. B. die Erreichbarkeit von Markierungen
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analysiert werden kann. Viele Techniken zur Erreichbarkeitsanalyse nutzten Symmetrie-
beziehungen zwischen Farben aus [39, 37, 30].
Well-Formed Coloured Nets (WFN) [15] sind eine Klasse gefärbter Petrinetze, die nur
bestimmte Guards und Funktionen verwendet. Jede Farbe, die eine Marke eines WFN
annehmen kann, ist Element einer von endlich vielen Domänen D1, . . . , Dn. Der sym-
bolische Erreichbarkeitsgraph (SRG) eines WFN ist eine kompakte Repräsentation des
Zustandsraumes, die Symmetrien zwischen Farben der gleichen Domäne ausnutzt. Einen
Spezialfall dieses SRG werden wir für eine Serviceklasse in Abschnitt 13.1 definieren.
Van der Werf [32] entwirft eine Petrinetzklasse, um Datenbanktransitionen zu model-
lieren und zu analysieren. Für diese definiert er eine Zustandsraumrepräsentation, mit
der die Erreichbarkeit von Markierungen entschieden werden kann.
Lazić et al. [50] stellen Data Nets, eine Verallgemeinerung von Petrinetzen vor, deren
Marken Werte aus unendlich großen linear geordneten Domänen annehmen können. Die
Autoren zeigen, dass Eigenschaften wie Überdeckbarkeit und Terminierung für Data Nets
entscheidbar sind.
Schmidt [82, 81] definiert eine Klasse algebraischer Petrinetze ohne Guards. Für ein
algebraisches Petrinetz definiert er eine kompakte Repräsentation des Zustandsraumes,
den parametrisierten Erreichbarkleitsgraphen. Dieser ist unter bestimmten Vorausset-
zungen endlich. Mit Hilfe des parametrisierten Erreichbarkeitsgraphen kann entschieden
werden, ob bestimmte Markierungen des Petrinetzes erreichbar sind.
Pommerau et al. [73] definieren Petri nets with counters (PNZ), eine Klasse von
place/transition Netzen erweitert um einen globalen Vektor von integer-Variablen, auf
denen lineare Transformationen ausgeführt werden können. Jede Transition eines PNZ
besitzt als zusätzliche Anschrift eine linear condition (z. B. x < y ∧ x + 2y = 3z) und
ein linear update (z. B. x := 2x+ y). Für ein PNZ definieren die Autoren eine kompakte
Repräsentation des Erreichbarkeitsgraphen. Diese erhält die exakte Semantik des PNZ,




In diesem Abschnitt haben wir ein formales Servicemodell vorgestellt, in welchem die
Verarbeitung von Daten durch einen Service beschrieben werden kann.
Das Servicemodell erweitert einen endlichen Automaten um Variablen und Prädikate.
Dies ermöglicht die Beschreibung eines Services mit unendlich vielen Zuständen. Wir ha-
ben bewusst offen gelassen, wie die Prädikate formal dargestellt werden. Die Prädikate
werden formal zunächst als (im allgemeinen unendlich große) Mengen von Belegungen
definiert. Wir legen hier noch keine endliche Darstellung der Prädikate in einem be-
stimmten Formalismus fest. Dies erleichtert es uns später, für jede Serviceklasse und
Analysemethode eine für diese geeignete Darstellung zu wählen.
Im nun folgenden Teil 2 der Arbeit stehen semantische Aspekte des Verhaltens im Vor-
dergrund, für welche die gewählte Darstellung der Prädikate keine entscheidende Rolle
spielt. Die konkrete Darstellung der Prädikate des Serviceautomaten wird erst in Teil 3
der Arbeit relevant. Die dort vorgestellten Algorithmen benötigen eine konkrete endliche
Darstellung, um Mengen von Zuständen mit rechnergestützten Mitteln berechnen und
endlich darstellen zu können.
Wir haben grundlegende Operationen und Konzepte für Serviceautomaten definiert.
Die wichtigste Operation ist die Komposition von Services. Wir komponieren Services
formal durch Bildung des Kreuzproduktes. Im Gegensatz zu dem in [96, 57] verwen-
deten Servicemodell kommunizieren unsere Serviceautomaten nicht asynchron, sondern
synchron. Asynchrone Kommunikation können wir auf synchrone Kommunikation zu-
rückführen. Da in Teil 3 der Arbeit nur azyklische Serviceautomaten betrachtet werden,
ist die maximale Anzahl von Nachrichten im Nachrichtenpuffer beschränkt. Eine Son-
derbehandlung der asynchronen Kommunikation, um die Anzahl der Nachrichten im
Nachrichtenpuffer zu beschränken und damit die endliche Darstellbarkeit des Zustands-
raumes zu gewährleisten, ist daher nicht erforderlich.
Weiterhin haben wir Operationen zum Entfernen und Verschmelzen von Knoten bzw.
zum Eliminieren von Variablen definiert. Diese Operationen werden wir in späteren
Kapiteln benutzen.
Ein wichtiges Konzept zur Analyse von Kompositionen zweier Services ist die Wis-
sensfunktion. Die Wissensfunktion ist ein nützliches Konzept, um den Zusammenhang
zwischen den Zuständen einzelner Serviceautomaten und Zuständen von Kompositionen
von Serviceautomaten zu beschreiben. Sie spielt eine zentrale Rolle beim Verschmelzen
von Knoten und bei der Synthese von Partnern. Die Wissensfunktion werden wir in Teil 3
dieser Arbeit auf Klassen von (potenziell unendlich vielen) Zuständen von Serviceauto-
maten erweitern. Eine solche Erweiterung auf unendlich viele Zustände ist bisher nur




Im folgenden Teil 2 definieren wir den Begriff des Partners eines Service und untersu-





5. Partner und Bedienbarkeit eines Service
Services werden mit dem Ziel entworfen, dass sie eine bestimmte Aufgabe erfüllen. Die
Aufgabe kann z. B. darin bestehen, einen Geschäftsprozess erfolgreich abzuschließen.
Ein Service ist eingebunden in ein verteiltes System, das aus mehreren Services besteht.
Zum Erfüllen der Aufgabe sind die Services aufeinander angewiesen. Kein Service allein
kann die Aufgabe erfüllen, sondern muss dazu mit mindestens einem anderen Service
interagieren.
In dieser Arbeit betrachten wir die Interaktion von jeweils genau zwei Services mit-
einander. Damit zwei Services erfolgreich miteinander zusammenarbeiten können, muss
ihr Verhalten miteinander kompatibel sein. Das Verhalten zweier Services ist kompatibel,
wenn die Komposition der Services ein Kompatibilitätskriterium, eine zum Erfüllen der
Aufgabe notwendige Eigenschaft, erfüllt.
Es gibt viele unterschiedliche Kompatibilitätskriterien. Ein elementares Kriterium ist
die Deadlockfreiheit. Ein Deadlock ist ein Systemzustand, in dem jeder der beteiligten
Services blockiert ist und nicht mit der Ausführung fortfahren kann. Deadlocks treten
häufig in verteilten Systemen auf und verhindern, dass die Services ihre gemeinsame
Aufgabe erfüllen können.
Definition 5.1 (Deadlock) Ein Zustand eines Serviceautomaten A heißt Deadlock,
wenn er keinen Nachfolgerzustand hat. Ein Serviceautomat A heißt deadlockfrei, wenn
kein erreichbarer Zustand ein Deadlock ist.
Ein stärkeres Kompatibilitätskriterium ist schwache Terminierung. Ein Serviceauto-
mat terminiert schwach, wenn von jedem erreichbaren Zustand ein Endzustand erreich-
bar ist. Das Erfüllen einer Aufgabe durch die Services können wir in vielen Fällen durch
das Erreichen ihrer jeweiligen Endzustände darstellen.
Definition 5.2 (Schwache Terminierung) Ein Serviceautomat A heißt schwach ter-
minierend, wenn es für jeden erreichbaren Zustand z einen Endzustand z′ gibt, so dass
z
∗→A z′.
Ein Serviceautomat, in dem ein Deadlock erreichbar ist, terminiert nicht schwach.
Neben diesen beiden elementaren Kompatibilitätskriterien gibt es weitere Kompa-
tibilitätskriterien. Varianten der beiden genannten Kompatibilitätskriterien sind z. B.
responsiveness [56] und starke Terminierung [95]. Komplexere Kompatibilitätskriterien
können beispielsweise durch temporallogische Formeln spezifiziert werden [72, 49].
Zwei Services heißen Partner, wenn ihre Komposition das Kompatibilitätskriterium
erfüllt. Zu jedem Kompatibilitätskriterium ergibt sich eine Partnerrelation. In dieser Ar-


















Abbildung 5.1.: Kompatibilitätskriterien. A1 ist deadlockfrei und terminiert schwach. A2
ist deadlockfrei aber terminiert nicht schwach. A3 ist nicht deadlockfrei
und terminiert nicht schwach.
Daher definieren wir den Begriff des Partners speziell für dieses Kompatibilitätskriteri-
um.
Definition 5.3 (Partner) Zwei Serviceautomaten A und B heißen Partner, wenn A×
B schwach terminiert. Partners(B) bezeichne die Menge der Partner von B.
Ein Partner entspricht einem Regler (controller) in der Kontrolltheorie [75]. In [83, 57,
96] wird auch die Bezeichnung Strategie für Partner verwendet. Der Begriff des Partners
wird in [57] für asynchron über einen unbeschränkten Nachrichtenpuffer kommunizieren-
de Services definiert.
Für asynchron kommunizierende Serviceautomaten können wir einen analogen Part-
nerbegriff bilden. Zwei asynchron kommunizierende Serviceautomaten A und B sind
Partner, wenn A ⊗ P ⊗ B schwach terminiert. Der Serviceautomat P bezeichnet da-
bei die Komposition aller Nachrichtenpuffer (siehe Abschnitt 2.3.1), über die A und
B kommunizieren. Alle Theoreme dieser Arbeit beziehen sich stets auf Partner nach
Definition 5.3.
Beispiel Wir illustrieren den Partnerbegriff anhand eines Beispiels aus dem Katastro-
phenschutz. Abb. 5.2 zeigt einen Mitarbeiter des Katastrophenschutzes Worker1. Der
Mitarbeiter benötigt Sandsäcke, um einen Damm gegen eine bevorstehende Flut zu er-
richten. Die Sandsäcke hat er nicht vorrätig, sondern muss sie bei einem Vorratslager
des Katastrophenschutzes anfordern. Zu diesem Zweck hat der Mitarbeiter einen Kanal
order, über den Bestellungen für verschiedene Ausrüstungsgegenstände verschickt werden
können. Das Bestellen eines Sandsacks entspricht dem Senden der Bestellnummer des
Sandsackes bagId auf Kanal order. Über den Kanal deliver kann der Arbeiter gelieferte
Gegenstände entgegennehmen.
Das Vorratslager Supply1 nimmt Bestellungen für Sandsäcke entgegen. Wenn Worker1
auf Kanal order die Bestellnummer bagId des Sandsacks schickt, empfängt Supply1 diese
Nachricht und schickt über den Kanal deliver einen Sandsack zurück. Diesen empfängt
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Abbildung 5.3.: Vorratslager des Katastrophenschutzes
42
Supply1 Supply2 Supply3 Supply4
Worker1 X - X X
Worker2 - - X X
Worker3 - - - -
Worker4 - - - X
Tabelle 5.1.: Partner der Katastrophenschutzmitarbeiter
Worker1 auf Kanal deliver und schließt seine Arbeit am Damm ab. Danach sind beide
Serviceautomaten in ihrem Endzustand. Damit sind Worker1 und Supply1 Partner.
Dagegen sind Worker1 und Supply2 keine Partner. Supply2 hat ausschließlich Pum-
pen vorrätig. Supply2 kann im Gegensatz zu Supply1 keine Bestellungen von Sandsäcken
entgegen nehmen. In Zustand (start, start′) des Kreuzproduktes kann weder die Akti-
on order.bagId noch die Aktion order.pumpId ausgeführt werden. Der Zustand ist ein
Deadlock. Worker1 und Supply2 erreichen daher ihren jeweiligen Endzustand nicht.
Supply3 hat sowohl Sandsäcke als auch Pumpen vorrätig und ist daher ein Partner von
Worker1.
Der Katastrophenschutzmitarbeiter Worker2 kann zwei verschiedene Tätigkeiten aus-
führen: Dämme errichten oder Wassereinbrüche abpumpen. Der Mitarbeiter entscheidet
sich nichtdeterministisch für eine der beiden Tätigkeiten und bestellt entweder einen
Sandsack oder eine Pumpe. Weder Supply1 noch Supply2 sind Partner von Worker2. Im
Kreuzprodukt von Worker2 und Supply1 wird der Deadlock (choice2, start′) erreicht, wenn
Worker2 eine Pumpe bestellt. Eine analoge Situation ergibt sich für die Komposition von
Worker2 und Supply2.
Supply3 ist ein Partner von Worker2, da sowohl Bestellungen für Sandsäcke als auch
für Pumpen entgegengenommen werden können.
Worker3 hat keinen Partner. Der Serviceautomat entscheidet sich zunächst nichtde-
terministisch dazu, in einen der beiden Zustände wait1 oder wait2 zu gehen. In Zustand
wait1 benötigt Worker3 einen Sandsack, um in seinen Endzustand zu gelangen. In Zu-
stand wait2 benötigt Worker3 eine Pumpe, um in seinen Endzustand zu gelangen. Falls
der Serviceautomat einen anderen als den benötigten Gegenstand erhält, geht er in einen
Deadlock.
Die Entscheidung, ob Worker3 in den Zustand wait1 oder wait2 geht, wird nicht kommu-
niziert. Daher kann ein potentieller Partner nicht wissen, welcher Gegenstand geliefert
werden muss, damit Worker3 garantiert in seinen Endzustand gelangt. Daher hat Worker3
keinen Partner. Wir sagen, Worker3 ist nicht bedienbar.
Ein Service heißt bedienbar, wenn er mindestens einen Partner hat.
Definition 5.4 (Bedienbarkeit) Ein Serviceautomat A heißt bedienbar, wenn es min-
destens einen Partner P von A gibt. A heißt bedienbar innerhalb einer Menge von Ser-
viceautomaten S, wenn es einen Partner P von A mit P ∈ S gibt.
In dieser Arbeit betrachten wir ausschließlich die Bedienbarkeit eines Service für
das Kompatibilitätskriterium schwache Terminierung. Für das Kompatibilitätskriteri-
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Abbildung 5.5.: Serviceautomaten mit Variablen
um Deadlockfreiheit ist der Serviceautomat InternalLoop in Abb. 5.4 ein Partner jedes
Serviceautomaten. Die Komposition erreicht nie einen Deadlock, da InternalLoop immer
einen τ -Schritt ausführen kann. Ein Service ist für dieses Kompatibilitätskriterium daher
immer trivial bedienbar.
Die Menge der möglichen Partner schränken wir in der Regel auf Serviceautomaten
einer bestimmten Klasse ein.
Nicht bedienbare Services sind inhärent fehlerhaft, da sie niemals ihre Aufgabe erfüllen
können. Ein Ziel dieser Arbeit ist, entscheiden zu können, ob ein Service bedienbar ist. Zu
wissen, ob ein Service bedienbar ist, ist für den Entwickler des Services ein großer Vorteil.
Fehler im Design des Service können damit frühzeitig erkannt und behoben werden. Ein
Entscheidungsverfahren für Bedienbarkeit kann dem Entwickler viele aufwändige Tests
ersparen und verhindern, dass grundlegende Fehler erst während des Betriebs gefunden
werden.
Ziel dieser Arbeit ist, ein Entscheidungsverfahren für die Bedienbarkeit eines Service zu
finden. Wir betrachten dabei verschiedene Klassen von Serviceautomaten. Der Schwer-
punkt liegt dabei auf Serviceautomaten mit unendlich vielen Zuständen. Diese eignen
sich gut, um die Verarbeitung von Daten in Services formal zu beschreiben.
Um einen Serviceautomaten mit unendlich vielen Zuständen in unserem Formalismus
endlich darzustellen, benötigen wir Variablen.
Beispiel Der Serviceautomat Worker4 in Abb. 5.5 hat eine Variable x und eine Funktion
equip. Die Domäne von x ist formal das Universum U , welches hier sowohl Ausrüstungs-
gegenstände als auch deren Bestellnummern umfasst. In diesem konkreten Fall kann x
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Werte aus der Menge der Bestellnummern {bagId, pumpId, boatId} annehmen. Die Funk-
tion equip ordnet jeder Bestellnummer seinen Gegenstand zu.
Worker4 verhält sich ähnlich wie Worker2. Worker4 wählt zufällig eine Bestellnummer
eines Ausrüstungsgegenstandes aus, sendet diese auf dem Kanal order und speichert sie
in der Variablen x. Im Knoten wait wartet Worker4 dann auf das Eintreffen des bestellten
Ausrüstungsgegenstandes. Nur wenn genau dieser Gegenstand vom Kanal deliver emp-
fangen wird, kann Worker4 in seinen Endzustand gelangen. Der Serviceautomat Supply4
ist ein Partner von Worker4.
Für ein Servicemodell für Services mit endlich vielen Zuständen existiert bereits ein
Entscheidungsverfahren für Bedienbarkeit [96]. Dieses Modell abstrahiert von konkreten
Daten. Nachrichten, die auf einem Kanal gesendet oder empfangen werden, werden nicht
nach ihrem Inhalt unterschieden. Das Verhalten eines Service kann daher in der Regel
nur vergleichsweise grob wiedergegeben werden. Eine Entscheidung eines Service dar-
über, wie eine Nachricht verarbeitet werden soll, die in der realen Welt vollständig vom
Inhalt einer Nachricht bestimmt wird, wird in diesem Modell meist als nichtdeterminis-
tische Entscheidung dargestellt. Auf diese Weise wird jeder Ausgang einer Entscheidung
abgedeckt. Diese Darstellung ist hinreichend genau, solange zwischen den Nachrichten
keine inhaltlichen Abhängigkeiten bestehen. Die Zuordnung zwischen Bestellnummern
und Ausrüstungsgegenständen wie in unserem Beispiel geht in einer solchen Darstellung
verloren. Zwischen der Bestellung eines Sandsackes und einer Pumpe wird nicht unter-
schieden. Diese von Daten abstrahierende Darstellung ist daher nicht fein genug, um
ableiten zu können, dass bei Lieferung eines anderen als des bestellten Ausrüstungsge-
genstandes ein Deadlock erreicht wird.
In dieser Arbeit wollen wir ein Entscheidungsverfahren entwickeln für ein Modell von
Serviceautomaten, welches Daten explizit berücksichtigt. Die Daten können im allgemei-
nen aus einer unendlich großen Domäne stammen. Die von uns betrachteten Serviceau-
tomaten haben daher im allgemeinen unendlich viele Zustände.
Serviceautomaten mit endlich vielen Zuständen können mit dem in [96] beschriebenen
Servicemodell analysiert werden. Dazu wird der Serviceautomat einfach durch Entfal-
tung in einen äquivalenten endlichen Automaten umgewandelt. Die Entfaltung hat für
jede mögliche Nachricht einen eigenen Kanal. Auf diese Weise werden die verschiedenen
Ausprägungen der über einen Kanal kommunizierten Daten unterscheidbar und inner-
halb des Formalismus analysierbar.
Für Services mit unendlich vielen Zuständen ist eine Reduktion dieser Art nicht mög-
lich, da die Entfaltung dann selbst unendlich groß ist. Um Services mit unendlich vielen
Zuständen analysieren zu können, benötigen wir Verfahren, die explizit Bezug auf die
verwendeten Variablen, Funktionen und Relationen nehmen. Serviceautomaten, deren
Variablen (im Unterschied etwa zu der Variable von Worker4) tatsächlich unendlich vie-
le verschiedene Werte annehmen können, sind im allgemeinen wesentlich schwieriger zu
analysieren, insbesondere im Zusammenspiel mit Funktionen. Ob ein Service bedienbar
ist oder nicht, hängt empfindlich von den benutzten Funktionen ab.
Wir betrachten dazu den Serviceautomaten AddFunc in Abb. 5.6. AddFunc wählt nicht-
deterministisch eine ganze Zahl n und kommuniziert die Zahl n + 1 auf dem Kanal a.
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Abbildung 5.6.: Serviceautomaten mit unendlich vielen Zuständen
Danach empfängt AddFunc eine zweite Zahl m auf Kanal b und vergleicht diese mit n.
Ist die empfangene Zahl m gleich n, geht AddFunc in seinen Endzustand. Andernfalls
verbleibt AddFunc in einem Deadlock.
Der Serviceautomat SubFunc ist ein Partner von AddFunc. SubFunc zieht von der Zahl,
die er auf Kanal a erhält, eins ab und sendet diese auf Kanal b. Es ist intuitiv klar, dass
jeder Partner von AddFunc sich so ähnlich verhält wie SubFunc, d. h. er sendet auf Kanal
b eine Zahl, die um eins kleiner ist als die Zahl, die er auf a empfangen hat. Jeder Partner
von SubFunc hat unendlich viele Zustände. Daher ist SubFunc innerhalb der Menge der
Serviceautomaten ohne Variablen und mit endlich vielen Knoten nicht bedienbar.
Ersetzt man die umkehrbare Additionsfunktion in AddFunc durch eine nicht umkehrba-
re Funktion, ist der Serviceautomat nicht mehr bedienbar. Der Serviceautomat SignFunc
ist mit AddFunc bis auf die benutzte Funktion identisch. SignFunc benutzt statt der
Additionsfunktion die Signumfunktion, d. h. er sendet auf a das Vorzeichen der nicht-
deterministisch gewählten Zahl. SignFunc ist nicht bedienbar, da aus dem Vorzeichen der
vom Serviceautomaten gewählten Zahl die ursprüngliche Zahl nicht rekonstruiert werden
kann.
Der Rest dieses Teils ist wie folgt gegliedert: Wir zeigen zunächst, dass Bedienbarkeit
im allgemeinen nicht entscheidbar ist (Abschnitt 5.1).
Wir betrachten dann in Abschnitt 5.2 Serviceautomaten, die nur Variablen, aber keine
Funktionen oder Konstanten verwenden und zeigen, dass mindestens die Gleichheits- und
die Ungleichheitsrelation notwendig sind, um Partner für diese Serviceautomaten darstel-
len zu können. Einen Serviceautomaten, der Werte nur bezüglich paarweiser Gleichheit
oder Ungleichheit unterscheidet, nennen wir Identitätsautomat.
In den Abschnitten 5.3 und 6.1 zeigen wir, dass unter bestimmten Voraussetzungen
Zustände von Partnern verschmolzen werden oder Variablen von Partner eliminiert wer-
den können.
Wir zeigen in Abschnitt 6.2, dass Partner von Identitätsautomaten im allgemeinen
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unendlich viele Variablen benötigen und daher nicht endlich darstellbar sind.
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5.1. Unentscheidbarkeit der Bedienbarkeit
In diesem Abschnitt zeigen wir, dass die Bedienbarkeit eines Serviceautomaten im all-
gemeinen unentscheidbar ist.
Für ungefärbte offene Petrinetze ist Bedienbarkeit unentscheidbar [62], falls die Anzahl
der Marken auf den Plätzen des offenen Petrinetzes nicht beschränkt ist. Petrinetze mit
unbeschränkten Plätzen haben im allgemeinen unendlich viele Zustände. Die Bedienbar-
keit eines Services, der durch einen asynchron kommunizierenden endlichen Automaten
beschrieben werden kann, ist dagegen entscheidbar unter der Nebenbedingung, dass die
Anzahl der Nachrichten in den Nachrichtenpuffern beschränkt ist [96].
Für unser Servicemodell wird die Unentscheidbarkeit der Bedienbarkeit nicht durch der
Anzahl die Nachrichten bedingt, sondern ergibt sich daraus, dass jede einzelne Nachricht
einen von unendlich vielen Werten annehmen kann.
Wir zeigen, dass wir eine Zählermaschine als Spezialfall eines Serviceautomaten aus-
drücken können. Zählermaschinen sind turingmächtig [66].
Eine Zählermaschine ist eine Registermaschine mit einer endlichen Anzahl von Re-
gistern („Zählern“), die jeweils nicht-negative ganze Zahlen speichern. Der Befehlssatz
einer Zählermaschine besteht aus den zwei Befehlen INC und JZDEC. INC erhöht den
Inhalt eines Registers um 1, JZDEC vermindert ihn um 1 oder führt einen Sprung aus,
falls der Inhalt des Registers gleich 0 ist.
Definition 5.5 (Zählermaschine) Eine n-Zählermaschine ZM besteht aus einer end-
lichen Menge von Zuständen Z, einem Anfangszustand z0 ∈ Z, einem Endzustand
zf ∈ Z, n Zählern c1, . . . , cn und einer endlichen Menge von Anweisungen der Form
z: INC(ci, z)
bzw. z: JZDEC(ci, z′, z′′)
wobei z ∈ Z \ {zf}, z′, z′′ ∈ Z.
Die Semantik der Befehle können wir in Pseudocode wie folgt ausdrücken:
INC(ci, z): ci := ci + 1; goto z′;
JZDEC(ci, z′, z′′): if ci = 0 then goto z′ else ci := ci − 1; goto z′′;
Die Eingabe einer Zählermaschine ZM ist eine Zahl x ∈ N. In der Anfangskonfigu-
ration der Zählermaschine ZM ist das erste Register mit x initialisiert. Alle anderen
Register sind mit 0 initialisiert. Eine Zählermaschine akzeptiert die Eingabe x, wenn die
Zählermaschine von der Anfangskonfiguration aus ihren Endzustand erreichen kann. Es
ist unentscheidbar, ob eine Zählermaschine eine Eingabe akzeptiert [66].
Theorem 5.1 Es ist unentscheidbar, ob eine 2-Zählermaschine eine Eingabe x ∈ N
akzeptiert.
Wir reduzieren das Problem, zu entscheiden, ob eine Zählermaschine ZM eine Ein-
gabe akzeptiert, auf das Problem, zu entscheiden, ob zwei Serviceautomaten Partner
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cn2 = c2 + 1
τ
cn1 = c2
cn2 = c2 + 1
(b) AZM
Abbildung 5.7.: Programm einer 2-Zählermaschine und der daraus generierte Serviceau-
tomat
sind. Dazu wandeln wir die Zählermaschine ZM und ihre Eingabe x jeweils in einen
Serviceautomaten um:
Für jede Zählermaschine ZM konstruieren wir einen Serviceautomaten AZM . Die
Knotenmenge des Serviceautomaten ist die Zustandsmenge der Zählermaschine erweitert
um einen zusätzlichen Knoten qstart. AZM hat einen einzigen Kanal input der Stelligkeit
1, der dazu dient, die Eingabe x zu lesen. qstart und zf sind Anfangs- bzw. Finalknoten
von AZM . Jeder Knoten mit Ausnahme von qstart hat die Variablenmenge c1, . . . , cn, d. h.
eine Variable für jedes Register. qstart hat keine Variablen. Von qstart geht eine Kante
zum Anfangszustand z0 der Zählermaschine. Diese Kante setzt das erste Register c1 auf
die über den Kanal input kommunizierte Eingabe x und setzt alle anderen Register auf
0. Die Anweisungen der ZM werden folgendermaßen in Kanten übersetzt:
1. Für jede Anweisung der Form z: INC(ci, z′) existiert eine τ -Kante von z zu z′ mit
dem Guard cni = ci + 1 ∧
∧
1≤j≤n,i6=j cnewj = cj .
2. Für jede Anweisung der Form z: JZDEC(ci, z′, z′′) existiert eine τ -Kante von z zu
z′ mit dem Guard ci = 0 ∧ ∧j cnewj = cj und eine τ -Kante von z zu z′′ mit dem
Guard ci 6= 0 ∧ cni = ci − 1 ∧
∧
1≤j≤n,i6=j cnewj = cj .
Abb. 5.7 illustriert die Transformation beispielhaft für eine Zählermaschine.
Für jede Eingabe x ∈ N bezeichne Px den Serviceautomaten mit zwei Zuständen, der
in seinem Anfangszustand die Aktion input.x ausführt und in seinen Endzustand geht.
Dann gilt folgendes Lemma:
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Lemma 5.2 Sei ZM eine Zählermaschine, x ∈ N. Dann sind AZM und Px Partner
gdw. ZM akzeptiert die Eingabe x.
Mit Theorem 5.1 folgt, dass im allgemeinen unentscheidbar ist, ob zwei Serviceauto-
maten füreinander Partner sind. Es folgt weiterhin, dass auch die Existenz eines Partners
unentscheidbar ist.
Theorem 5.3 Es ist unentscheidbar, ob ein Serviceautomat bedienbar ist.
Beweis Sei ZM eine Zählermaschine und x ∈ N beliebig. Sei ZM ′ die Zählermaschine,
die das erste Register durch eine geeignete Folge von Befehlen auf x setzt und sich dann
wie ZM verhält. Dann hält ZM genau dann bei Eingabe x, wenn es einen Partner von
AZM ′ gibt. Daher ist nicht entscheidbar, ob ZM bedienbar ist. 
Im Rest der Arbeit werden wir uns folglich auf Klassen von Serviceautomaten ein-
schränken, die in ihrer Ausdrucksfähigkeit eingeschränkt sind.
In Abschnitt 11 zeigen wir, dass Bedienbarkeit für azyklische Presburgerautomaten
entscheidbar ist. Presburgerautomaten können Addition, Subtraktion und Nulltest aus-
drücken und damit die Befehle INC und JZDEC simulieren.
In Abschnitt 5.2 führen wir Identitätsautomaten ein. Ein Identitätsautomat kann nur
prüfen, ob je zwei Variablen mit dem gleichen Wert belegt sind. Die Befehle INC und
JZDEC können nicht simuliert werden. Ob Bedienbarkeit für zyklische Identitätsauto-
maten im allgemeinen Fall entscheidbar ist, ist ein offene Frage.
5.2. Minimale Ausdrucksfähigkeit von Partnern
Im vorangegangenen Abschnitt haben wir gezeigt, dass im allgemeinen unentscheidbar
ist, ob ein Serviceautomat bedienbar ist. Wenn wir entscheiden wollen, ob zu einem ge-
gebenen Serviceautomaten ein Partner existiert, müssen wir die Menge der betrachteten
Serviceautomaten daher notwendigerweise einschränken.
Die Klasse von Serviceautomaten, auf die wir uns einschränken, muss dabei mit be-
dacht gewählt werden:
Einerseits darf sie nicht zu groß sein, damit die Existenz von Partnern in dieser Klasse
noch entscheidbar ist. Andererseits muss die Klasse groß genug sein, damit ein Partner
eines Serviceautomaten der Klasse noch mit den in dieser Klasse zur Verfügung stehenden
Ausdrucksmitteln darstellbar ist.
Ein Serviceautomat aus einer Klasse S von Serviceautomaten hat im allgemeinen
sowohl innerhalb als auch außerhalb von S Partner. Bei ungeschickter Wahl von S ist es
möglich, dass jeder Partner eines Serviceautomaten aus S außerhalb von S liegt.
In diesem Abschnitt betrachten wir exemplarisch einen Serviceautomaten, der mit
einem Minimum an Ausdrucksmitteln darstellbar ist. Diesen Serviceautomaten können
wir allein mit Variablen und der Gleichheitsrelation darstellen, ohne Konstanten und
Funktionen zu verwenden.
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Abbildung 5.8.: Serviceautomat ForceInequal
Wir zeigen, dass zur Darstellung eines Partners dieses Serviceautomaten entweder
Konstanten oder die Ungleichrelation notwendig sind. Diese Beobachtung ist insbeson-
dere deshalb wichtig, da die Klasse der Identitätsautomaten, d. h. der Serviceautomaten,
die nur Variablen, die Gleichheitsrelation und die Ungleichheit benutzen, bereits sehr
schwierig zu analysieren ist. In dieser Klasse gibt es, wie wir in Abschnitt 6.2 zeigen wer-
den, Serviceautomaten, deren Partner innerhalb dieser Klasse nicht mehr endlich dar-
stellbar sind. Aufgrund dieses Umstandes können wir daher bereits für sehr elementare
Klassen von Serviceautomaten keinen Algorithmus angeben, der zu jedem Serviceauto-
maten garantiert einen Partner innerhalb derselben Klasse konstruiert.
Wir betrachten den Serviceautomaten ForceInequal in Abb. 5.8. Das Universum von
ForceInequal ist die Menge der ganzen Zahlen. Den Serviceautomaten ForceInequal können
wir allein unter Verwendung von Variablen und der Gleichheitsrelation darstellen. Die
Partner von ForceInequal sind mit dieser Beschränkung nicht darstellbar, wie wir sehen
werden:
ForceInequal erhält als Eingabe auf Kanal a zwei Zahlen, die in den Variablen x und y
gespeichert werden. Dann wählt der Serviceautomat zufällig eine der beiden Zahlen (x
in branch1, y in branch2) aus und kommuniziert diese über den Kanal b. In jedem der
beiden Zweige führt jeweils eine andere Aktion zum Endknoten (c in branch1 bzw. d in
branch2).
Der Serviceautomat P1 ist ein Partner von ForceInequal. P1 kommuniziert auf Kanal
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Abbildung 5.9.: Serviceautomaten mit zu ForceInequal äquivalentem Interface
a zwei voneinander verschiedene Zahlen 1 und 2. Je nachdem, welche der beiden Zahlen
ForceInequal auswählt und anschließend auf b kommuniziert, führt P1 entweder die Aktion
c oder d aus. Auf beiden Wegen gelangt ForceInequal in seinen Endzustand.
Der Serviceautomat P2 ist kein Partner von ForceInequal. P2 kommuniziert die gleiche
Zahl zwei mal an ForceInequal. Anhand der von ForceInequal über den Kanal b kom-
munizierten Nachricht kann P2 nicht entscheiden, ob ForceInequal in Zustand rec1 oder
rec2 ist, da diese Nachrichten in beiden Fällen identisch sind. Daher kann P2 anhand
der Nachrichten nicht entscheiden, ob die Aktion c oder d ausgeführt werden muss, um
ForceInequal in seinen Endzustand zu bringen.
Verallgemeinernd können wir schlussfolgern: Jeder Partner von ForceInequal muss auf
Kanal a zwei voneinander verschiedene Zahlen kommunizieren. Daher ist auch der Ser-
viceautomat P3, welcher beliebige voneinander verschiedene Zahlen auf a kommuniziert,
ein Partner von ForceInequal.
Der Serviceautomat P3 ist ein Identitätsautomat. Je zwei Variablen eines Guards eines
Identitätsautomaten stehen jeweils in einer Gleichheits- oder Ungleichheitsbeziehung
zueinander.
Formal definieren wir einen Identitätsautomaten, ohne uns auf eine spezielle syntakti-
sche Darstellung der Guards festzulegen. Wir definieren die Prädikate statt dessen direkt
als Mengen von Belegungen. Dieser Ansatz hat den Vorteil, dass wir später in Abschnitt
13 Äquivalenzklassen von Belegungen und Zuständen eines Identitätsautomaten bilden
können, ohne auf die konkrete Darstellung der Äquivalenzklassen einzugehen.
Jedes Prädikat eines Identitätsautomaten ist identitätsbewahrend, d. h. jedes Paar
von Variablen ist in jeder Belegung entweder mit dem gleichen Wert belegt oder mit
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Abbildung 5.10.: Serviceklassen und Partnermengen. Partner eines Serviceautomaten
aus einer Klasse S liegen oft außerhalb von S. S= bezeichnet die Menge
der Serviceautomaten, die nur Variablen, Konjunktion und die Gleich-
heitsrelation benutzt. S=,6= bezeichnet die Menge der Serviceautoma-
ten, die zusätzlich die Ungleichheitsrelation benutzt.
verschiedenen Werten belegt.
Definition 5.6 (Identitätsäquivalente Belegungen) Zwei Belegungen β, β′ heißen
identitätsäquivalent, wenn für jedes Paar von Variablen x, y gilt: β(x) = β(y) gdw.
β′(x) = β′(y).
Definition 5.7 (Identitätsbewahrendes Prädikat) Ein Prädikat P heißt identitäts-
bewahrend, wenn jedes Paar β, β′ ∈ P identitätsäquivalent ist.
Jedes identitätsbewahrende Prädikat können wir als Konjunktion von Formeln der
Form x = y und x 6= y für Variablen x und y schreiben.
Definition 5.8 (Identitätsautomat) Ein Serviceautomat heißt Identitätsautomat, wenn
der Guard jeder Kante ein identitätsbewahrendes Prädikat ist.
Disjunktionen (z. B. x = y ∨ x 6= z) können nicht durch ein identitätsbewahrendes
Prädikat ausgedrückt werden. Alternativen können aber durch explizite Verwendung
mehrerer Kanten im Serviceautomaten ausgedrückt werden (z. B. eine Kante mit dem
Guard x = y und eine Kante mit dem Guard x 6= z).
Ebenso sind Prädikate, welche die Relation zwischen zwei Variablen nicht festlegen,
nicht identitätsbewahrend. Das Prädikat x = x′∧ y = y′ legt z. B. die Relation zwischen
x und y nicht fest. Es kann aber äquivalent durch die Disjunktion (x = x′ ∧ y = y′ ∧x =
y) ∨ (x = x′ ∧ y = y′ ∧ x 6= y) dargestellt werden.
Serviceautomaten, deren Prädikate nur aus Variablen, dem Gleichheitszeichen und
dem booleschen Operatoren ∧,∨,¬ gebildet werden, können wir daher durch Hinzufü-
gen endlich vieler Kanten in einen äquivalenten Identitätsautomaten umwandeln. Wir
werden gelegentlich in Darstellungen von Identitätsautomaten die kompaktere Notation
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mit booleschen Operatoren verwenden. Für die formalen Beweise ist die äquivalenzklas-
senbasierte Darstellung der Prädikate in der Regel praktischer.
Man beachte, dass ForceInequal selbst kein Identitätsautomat ist, da im Guard der
Kante von start zu choice nicht spezifiziert wird, ob a0 = a1 oder a0 6= a1 gilt. Durch
Teilen der Kante in zwei Kanten mit entsprechenden Guards kann der Serviceautomat
aber in einen Identitätsautomaten umgewandelt werden.
Identitätsautomaten sind die hinsichtlich der Anzahl der verwendeten Ausdrucksmit-
tel einfachste Klasse von Serviceautomaten mit Variablen, innerhalb der man sinnvolle
Aussagen über Partner machen kann.
Das Gleichheitszeichen ist in unserem Formalismus unverzichtbar, da es den Bezug
zwischen den Variablen eines Knotens und den Variablen seiner Nachfolgerknoten her-
stellt. Das Ungleichzeichen ist notwendig, um Ausprägungen von Werten unterscheiden
zu können.
Eine Variante von ForceInequal wird in [94] als gefärbtes offenes Petrinetz dargestellt.
Die Variante kann in der Petrinetzdarstellung ohne Guards, also insbesondere ohne Ver-
wendung des Gleichheitszeichens formuliert werden. In der Petrinetzdarstellung wird
daher besonders deutlich, wie elementar der Serviceautomat ForceInequal ist. Die Petri-
netzvariante trifft selbst keine Entscheidung, die vom Inhalt der vom Partner empfange-
nen Nachrichten abhängt. Die Inhalte der Nachrichten werden durch den Service lediglich
weitergeleitet, ohne dass diese vom Service gelesen werden. Ein Partner der Petrinetz-
variante muss also Inhalte von Nachrichten unterscheiden, obwohl die Petrinetzvariante
selbst Inhalte von Nachrichten nicht beachtet.
5.3. Eine Transformationsregel für Partner
In diesem Abschnitt stellen wir eine Transformationsregel für Partner vor. Wenn zwei
Zustände eines Zustandsautomaten B das gleiche Wissen über einen Partner A von B
haben, können diese zu einem Zustand verschmolzen werden. Wir zeigen für azyklische1
Serviceautomaten, dass die Partnereigenschaft bei dieser Operation erhalten bleibt.
Beispiel Der Zustandsautomat B in Abb. 5.11 ist ein Partner von A. Die Zustände z1
und z4 von B haben das gleiche Wissen über A.
knowA,B(z0) = {s0}
knowA,B(z1) = knowA,B(z4) = {s1, s3}
knowA,B(z2) = {s2}
knowA,B(z3) = {s4, s5}
knowA,B(z5) = {s4, s5, s7}
1die Beschränkung auf azyklische Serviceautomaten ist möglicherweise nicht notwendig. Ein allgemeiner
Beweis für zyklische Serviceautomaten konnte jedoch nicht gefunden werden.
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Abbildung 5.11.: Verschmelzen von Zuständen eines Partners. B′ entsteht aus B durch
Verschmelzen von z1 und z4 zu z1,4
Durch Verschmelzen von z1 und z4 zu z1,4 entsteht der Zustandsautomat B′. Dieser
ist auch ein Partner von A. Der Zustandsautomat, der durch Verschmelzen von z0 und
z4 entsteht, ist dagegen kein Partner von A. In diesem wäre der Zustand s6 erreichbar.
Wir können am Beispiel feststellen, dass der durch Verschmelzung entstandene Zu-
stand z1,4 das gleiche Wissen über A hat wie die beiden Zustände, aus denen er entstan-
den ist.
knowA,B′(z1,4) = {s1, s3}
Die anderen Zustände haben ebenfalls in B′ das gleiche Wissen wie in B.
Aufgrund dieser Eigenschaft bleibt auch die Eigenschaft von B erhalten, ein Partner
von A zu sein.
Wir zeigen zunächst, dass das Wissen der Zustände des Zustandsautomaten durch
die Verschmelzung nicht verändert wird. Dies folgt zunächst für die verschmolzenen
Zustände aus Korollar 2.6. Analog zu Korollar 2.8 können wir zeigen, dass die Gleichheit
des Wissens sich auf den Nachfolgerzuständen fortsetzt.
Im Beweis nutzen wir aus, dass in einem azyklischen Graphen oberhalb der verschmol-
zenen Knoten keine neuen Pfade entstehen, sondern nur bereits existierende Pfade zu-
sammengefasst werden. Das Verschmelzen eines Knotens mit einem seiner Nachfahren
schließen wir dabei explizit aus. Dadurch würde ein Kreis und somit neue, unendlich
lange Pfade entstehen.
Lemma 5.4 Seien A, B interfaceäquivalente azyklische Zustandsautomaten und z1, z2
Zustände von B mit knowA,B(z1) = knowA,B(z2), so dass z1 kein Nachfahre von z2 und
z2 kein Nachfahre von z1 ist. Sei B′ der Zustandsautomat, der aus B durch Verschmelzen
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von z1 und z2 zu einem Zustand zneu entsteht. Dann ist
knowA,B′(zneu) = knowA,B(z1) = knowA,B(z2)
und
knowA,B′(z) = knowA,B(z)
für jeden Zustand z 6= zneu von B′.
Beweis Nach Konstruktion von B′ und wegen der Azyklizität von B′ entsteht jeder
Ablauf zu zneu in B′ entweder aus einem Ablauf zu z1 oder einem Ablauf zu z2 in B.
Daher gilt TrB′(zneu) = TrB(z1) ∪ TrB(z2).
Daraus folgt mit Korollar 2.6
knowA,B′(zneu) = knowA,B(z1) ∪ knowA, B(z2)
= knowA,B(z1)
= knowA,B(z2)
Wir zeigen nun knowA,B(z) = knowA,B′(z) für jeden Zustand z von B′.
⊆: Gilt trivial, da alle in A×B erreichbaren Zustände auch in A×B′ erreichbar sind.
⊇: Sei zA ∈ knowA,B′(z). Nach Def. (Wissen) ist (zA, z) in A×B′ erreichbar.
Fall 1: (zA, z) ist über einen Ablauf von A×B′ erreichbar, der nicht über zneu verläuft.
Dann existiert genau dieser Ablauf auch in A×B. Damit ist (zA, z) in A×B erreichbar
und somit zA ∈ knowA,B(z).
Fall 2: (zA, z) ist nur über einen Ablauf von A × B′ erreichbar, der über zneu verläuft.
Dann ist in A×B′ ein Zustand (z′A, zneu) erreichbar, von dem aus (zA, z) erreichbar ist.
Nach Lemma 2.4 gibt es w so, dass z′A
w=⇒A zA und zneu w=⇒B′ z. Nach Konstruktion
von B′ ist z1
w=⇒B z oder z2 w=⇒B z. Nach Lemma 2.4 ist (zA, z) von (z′A, z1) oder von
(z′A, z2) aus in A×B erreichbar.
Nach Vor. ist knowA,B′(zneu) = knowA,B(z1) = knowA,B(z2). Nach Def. (Wissen) folgt
damit aus der Erreichbarkeit von (z′A, zneu), dass auch (z′A, z1) und (z′A, z2) in A × B
erreichbar sind.
Damit ist (zA, z) in A×B erreichbar und somit zA ∈ knowA,B(z). 
Dieses Lemma besagt, dass die Menge der erreichbaren Zustände des Kreuzproduktes
durch das Verschmelzen der Zustände nicht größer wird. Da von jedem erreichbaren
Zustand von A×B ein Endzustand erreichbar ist, ist dieser erst recht in A×B′ erreichbar.
Theorem 5.5 Seien A, B interfaceäquivalente azyklische Zustandsautomaten, die Part-
ner sind und z1, z2 Zustände von B mit knowA,B(z1) = knowA,B(z2), so dass z1 kein
Nachfahre von z2 und z2 kein Nachfahre von z1 ist.
Sei B′ der Zustandsautomat, der aus B durch Verschmelzen von z1 und z2 zu einem
Zustand zneu entsteht. Dann ist B′ ein Partner von A.
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Beweis Sei (zA, z′B) ein in A × B′ erreichbarer Zustand. Wir zeigen: Von (zA, z′B) ist
ein Endzustand erreichbar. Sei f die Funktion, die z1 und z2 auf zneu abbildet und jeden
anderen Knoten auf sich selbst. Dann gibt es einen Zustand zB von B mit f(zB) = z′B.
Aus zA ∈ knowA,B′(z′B) folgt mit Lemma 5.4 zA ∈ knowA,B(zB). Damit ist (zA, zB) in
A×B erreichbar.
Nach Voraussetzung ist von (zA, zB) in B ein Endzustand (zΩA, zΩB) erreichbar. Nach
Lemma 2.4 gibt es ein Wort w mit zA
w=⇒A zΩA und zB w=⇒B zΩB. Da zu jedem Ablauf
von B ein Ablauf in B′ mit gleichem Trace existiert, gilt auch f(zB)
w=⇒B′ f(zΩB). Nach
Lemma 2.4 ist damit (zΩA, f(zΩB)) von (zA, f(zB)) in A × B′ erreichbar. Dieser ist ein
Endzustand. 
Man beachte, dass nach Definition der Verschmelzungsoperation zneu ein Endzustand
ist, wenn z1 oder z2 Endzustände sind.
In Abschnitt 6.1 stellen wir eine Anwendung dieses Theorems vor.
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In diesem Abschnitt untersuchen wir, wie viele Speicherplätze ein Partner eines Ser-
viceautomaten benötigt und wann Speicherplätze weggelassen werden können. Diese
Fragestellung ist aus praktischer Sicht interessant, da ein Service sparsam mit seinen
Ressourcen umgehen sollte und nicht mehr Speicher verwenden sollte als zur Erfüllung
seiner Aufgabe notwendig ist. Aus theoretischer Sicht ist zum anderen eine Untergrenze
für die Anzahl der mindestens benötigten Variablen interessant.
Wir zeigen einerseits, dass in bestimmten Fällen Variablen eines Serviceautomaten
überflüssig sind und weggelassen werden können. Wir zeigen andererseits, dass es Ser-
viceautomaten gibt, deren Partner unendlich viele Speicherplätze benötigen. Dies führt
zu der wichtigen Erkenntnis, dass es Identitätsautomaten gibt, deren Partner im allge-
meinen nicht endlich darstellbar sind.
6.1. Eliminieren redundanter Variablen
In diesem Abschnitt untersuchen wir, wann eine Variable eines Partners eines Serviceau-
tomaten eliminiert werden kann. Eine Variable eines Knotens entspricht einem Speicher-
platz des Serviceautomaten. Wir definieren, wann eine Variable eines Serviceautomaten
redundant ist und zeigen, dass eine redundante Variable eines Partners mit der in Ab-
schnitt 2.4.3 vorgestellten Operation eliminiert werden kann, ohne dass der Partner die
Eigenschaft verliert, ein Partner zu sein.
Beispiel Der Serviceautomat A in Abb. 6.1 wählt nichtdeterministisch zwei ganze Zah-
len, speichert diese in den Variablen x und y und kommuniziert diese auf a und b. Für
welche Aktion A in seinen Endzustand geht, hängt nur von der auf b kommunizierten
Zahl ab, nicht aber von der auf a kommunizierten Zahl. Daher ist die Variable z0, in wel-
cher der Partner B von A die auf a kommunizierte Zahl speichert, intuitiv überflüssig. Die
in z0 gespeicherte Zahl wird nicht dazu benötigt, dass B auf c die Zahl kommunizieren
kann, die A in seinen Endzustand bringt. Daher kann z0 eliminiert werden. Der Service-
automat B′, der aus B hervorgeht, indem z0 in q2 eliminiert wird, ist daher ebenfalls ein
Partner von A.
Eine Variable x eines Knotens q eines Serviceautomaten B heißt redundant bezüglich
eines Serviceautomaten A, wenn sie keine Information darüber enthält, in welchem Zu-
stand sich A befindet. Formal bedeutet dies, dass sich das Wissen eines Zustands von B
über A nicht ändert, wenn die Belegung von x verändert wird.
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Abbildung 6.1.: Serviceautomat A und sein Partner B vor und nach Elimination von z0
Definition 6.1 (Redundante Variable) Seien A,B interfaceäquivalente Serviceau-
tomaten und q ein Knoten von B. Eine Variable x von q heißt redundant (in q bzgl.
A), wenn für jedes Paar in B erreichbarer Instanzen (q, β1) und (q, β2) von q mit
β1(y) = β2(y) für jede Variable y von q mit x 6= y gilt:
knowA,B(q, β1) = knowA,B(q, β2)
Da das Wissen nicht erreichbarer Zustände immer leer ist, fordern wir die Gleichheit
des Wissens nur für erreichbare Zustände.
Aus der Definition folgt unmittelbar, dass eine Variable eines Knotens, deren Bele-
gung vollständig durch die Belegung der anderen Variablen des Knotens festgelegt wird,
redundant ist. Dann nämlich gibt es zu jeder Belegung dieser Variablen genau eine er-
reichbare Instanz. Ein Spezialfall eines solchen Zusammenhangs stellen zwei Variablen
dar, die stets den gleichen Wert haben. Von diesen ist eine Variable überflüssig. Alpern
et al. [3] untersuchen, wie Variablen identifiziert werden können, welche mit dem gleichen
Wert belegt werden.
Beispiel Die Variable z0 ist im Knoten q2 von B redundant. Für beliebige i, j ∈ Z gilt
knowA,B(q2, z0 = i, z1 = j) = {(p2, y = j)}
Das Wissen von B über A in q2 hängt also nicht der Belegung von z0 ab. z1 ist in q2
dagegen nicht redundant. In Knoten q1 ist z0 nicht redundant, denn es gilt für jedes
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i ∈ Z
knowA,B(q1, z0 = i) = {(p2, x = i)}
Der Serviceautomat, der durch Eliminieren einer redundanten Variablen aus einem
azyklischen Partner entsteht, ist selbst wieder ein Partner. Daher ist der Serviceautomat
B′, der aus B durch Eliminieren von z0 entsteht, auch ein Partner von A.
Im allgemeinen gilt das folgende Theorem:
Theorem 6.1 (Eliminieren einer redundanten Variable) Seien A,B azyklische Part-
ner, q ein Knoten von B und x eine bezüglich A redundante Variable von q. Kein nicht
erreichbarer Zustand von B habe einen Nachfolger.
Dann ist der Serviceautomat B′, der aus B durch Eliminierung von x in q entsteht,
ein Partner von A.
Das Eliminieren einer redundanten Variablen entspricht (siehe Korollar 2.10) dem
Verschmelzen vieler Knoten mit jeweils gleichem Wissen. Die Korrektheit des Theorems
folgt damit direkt aus dem Theorem 5.5 aus Abschnitt 5.3. Da die Serviceautomaten
azyklisch sind und je zwei Instanzen eines Knotens nicht Nachfolger füreinander sind,
sind die Voraussetzungen zum Anwenden von Theorem 5.5 erfüllt.
Weiterhin ist anzumerken, dass aufgrund der Voraussetzung in Theorem 6.1, dass nicht
erreichbare Zustände keine Nachfolger haben, das Verschmelzen eines nicht erreichbaren
Zustands effektiv dessen Entfernung entspricht. Diese Feststellung ist wichtig, da ein
nicht erreichbarer Zustand immer eine leere Wissensmenge hat und daher nicht die Vor-
aussetzung von Theorem 5.5 erfüllt. Das Verschmelzen eines Zustandes mit einem nicht
erreichbaren Zustand, der keinen Nachfolger hat, verändert den Erreichbarkeitgraphen
nicht.
In Abschnitt 13.3 zeigen wir, wie für eine Variable eines Knotens eines Identitätsau-
tomaten entschieden werden kann, ob sie redundant ist.
6.2. Partner mit unbeschränkt viel Speicher
Im vorangegangenen Abschnitt haben wir gezeigt, dass Variablen von Knoten eines Part-
ners unter bestimmten Umständen überflüssig sind und eliminiert werden können. In
diesem Abschnitt untersuchen wir, wie viele Variablen ein Serviceautomat mindestens
benötigt, um ein Partner eines gegebenen anderen Serviceautomaten zu sein.
Diese Fragestellung ist interessant, da ein Service nicht mehr Speicher verwenden
sollte, als zur Erfüllung seiner Aufgabe notwendig ist. Wir wollen daher wissen, wie viel
Speicherplatz ein Partner eines Serviceautomaten mindestens benötigt.
Definition 6.2 (Speicherbeschränkter Serviceautomat) Ein Serviceautomat A
heißt k-speicherbeschränkt, wenn jeder Knoten von A höchstens k Variablen hat.
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Da die Entfaltung eines Serviceautomaten keine Variablen hat, hat jeder bedienbare
Serviceautomat immer auch einen Partner ohne Variablen. Schränken wir die Menge der
betrachteten Partner auf eine Klasse ein, innerhalb der die Entfaltung nicht darstellbar
ist, ist die Frage nach der Anzahl der benötigten Variablen nicht trivial. Die Anzahl der
benötigten Variablen hängt offensichtlich von der betrachteten Serviceautomatenklasse
ab. Ist es in der Klasse z. B. möglich, durch Gödelisierung einer Sequenz von Werten den
Inhalt mehrerer Variablen in einer Variablen zu komprimieren, dann gibt es zu jedem
Partner auch einen Partner mit höchstens einer Variablen.
Innerhalb der Klasse der Identitätsautomaten ist Gödelisierung nicht möglich, da die
Klasse keine Funktionen erlaubt. Da die einzige Beziehung, die in der Klasse ausgedrückt
werden kann, die Gleichheit oder Ungleichheit ist, können zwei Variablen höchstens dann
zusammengefasst werden, wenn sie garantiert immer gleich belegt sind.
Jeder Wert, den ein Serviceautomat dieser Klasse selbst erzeugt oder von einem an-
deren Serviceautomaten erhält, und der nicht gleich einem bereits in einer anderen Va-
riablen gespeicherten Wert ist, muss in einer eigenen Variable gespeichert werden, falls
er später noch einmal benutzt werden soll. Es stellt sich die Frage, wie lange ein in einer
Variablen gespeicherter Wert gebraucht wird und wann er gelöscht oder überschrieben
werden kann.
Intuitiv könnte man annehmen, dass jeder bedienbare Identitätsautomat auch einen
Partner in seiner Klasse hat, der in etwa genau so viele Variablen hat wie er selbst. Ein
solche Partner könnte den Inhalt jeder Variable des Service spiegeln und beim Kommu-
nizieren von Nachrichten auf diese Bezug nehmen.
Wie der in Abb. 6.2 abgebildete Serviceautomat RandomSeq zeigt, ist dies ein Irrtum.
Jeder Partner dieses Serviceautomaten innerhalb der Klasse der Identitätsautomaten
hat unendlich viele Knoten und Variablen. Der Serviceautomat RandomSeq selbst hat
dagegen nur zwei Variablen:
RandomSeq produziert in den Knoten loop1 bis loop4 eine im Wesentlichen zufällige
Folge von Wertepaaren, welche über den Kanal a kommuniziert werden. Diese Folge
kann beliebig lang werden. Jeder Partner muss die gesamte Folge vollständig speichern.
Durch einen Trick zwingt RandomSeq einen potentiellen Partner dazu, jedes Glied der
Folge zu speichern: Unter die Folge wird an einer zufälligen Stelle (Schritt von loop1
zu loop2) ein Paar von Werten gemischt, welches zur erfolgreichen Terminierung des
Serviceautomaten notwendig ist. Dieses Paar wird in den Variablen k und v gespeichert.
Um RandomSeq in seinen Endzustand zu bringen, genügt es, wenn der Partner sich die
zweite Komponente dieses einen Paares merkt und später auf Kanal c kommuniziert.
Alle anderen Paare sind unwichtig. Für den Partner ist aber zunächst nicht erkennbar,
bei welchem Paar der Folge es sich um das relevante handelt. Daher muss der Partner
zunächst alle Paare speichern.
RandomSeq kommuniziert im Anschluss an die Folge auf Kanal b eine Information, die
es dem Partner erlaubt, das relevante Paar zu identifizieren. Die erste Komponente des
Paares dient hierbei als eindeutiger Schlüssel. Kein anderes Paar stimmt mit diesem auf
der ersten Komponente überein. Damit ist es dem Partner möglich, aus der gespeicherten
Folge das relevante Paar zu finden und genau die Aktion auszuführen, die RandomSeq
in seinen Endzustand bringt.
61
















kn = k, vn = v,
a.(a0, a1)
kn = k, vn = v
a0 = k, a1 = v
a.(a0, a1)
kn = k, vn = v
a0 6= k
τ














Abbildung 6.2.: Identitätsautomat RandomSeq
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Abbildung 6.3.: Identitätsautomat UnlimitedMemory
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Der Serviceautomat UnlimitedMemory ist ein Partner von RandomSeq. UnlimitedMemory
speichert jedes auf Kanal a kommunizierte Paar und führt dazu in jedem Schritt zwei
neue Variablen ein. UnlimitedMemory hat unendlich viele Knoten und die Anzahl der Va-
riablen pro Knoten wächst unbeschränkt. Zu dem auf b kommunizierten Schlüssel wählt
UnlimitedMemory den zugehörigen Wert aus und kommuniziert diesen auf c.
Intuitiv ist klar, dass jeder Partner von RandomSeq sich so ähnlich wie UnlimitedMemory
verhält und eine beliebig lange Folge von Paaren speichern muss. Jeder Partner von
RandomSeq innerhalb der Klasse der Identitätsautomaten hat daher unendlich viele Va-
riablen.
Wir beweisen nun formal, dass jeder Partner von RandomSeq eine unbeschränkt wach-
sende Anzahl von Variablen hat. Die Argumentation des Beweises folgt dem Pidgeonhole-
Prinzip. Wir nehmen an, dass ein Partner existiert, der höchstens 2n Variablen in jedem
Knoten hat. Wir betrachten dann eine Folge von n + 1 Paaren. Mindestens eines der
n+ 1 Paare kann der Partner nicht speichern.
Theorem 6.2 Es gibt einen bedienbaren Identitätsautomaten, so dass kein speicherbe-
schränkter Identitätsautomat ein Partner von diesem ist.
Beweis Sei B ein n-speicherbeschränkter Identitätsautomat, der ein Partner von
RandomSeq ist. Sei n eine natürliche Zahl. Wir betrachten das Eingabewort
w = a.(0, 1) a.(2, 3) a.(4, 5) . . . a.(2n, 2n+1) ∈ Σn+1(B). Sei (q, β) ein Zustand von B, der
in B über die Sequenz w erreichbar ist. q hat nach Voraussetzung höchstens n Variablen.
Daher gibt es ein i ∈ {0, . . . , n}, so dass keine der Variablen von q mit dem Wert 2i oder
2i+ 1 belegt ist.
Andererseits gibt es einen Zustand (p, α) von RandomSeq, der über die Sequenz w
erreichbar ist, in dem k mit i und v mit n + i belegt sind (die Belegung von k und v
wird nach Konstruktion von RandomSeq nichtdeterministisch gewählt).
Angenommen, von (p, q, α, β) ist der Komposition ein Endzustand erreichbar. Dann
hat B auf dem Weg zum Endzustand zuletzt die Zahl 2i + 1 auf c gesendet. Da aber
keine Variable von (q, β) mit 2i + 1 belegt war, muss B die Zahl 2i + 1 irgendwo auf
diesem Weg zufällig erzeugt haben. Daher existiert ein ähnlicher 1 Ablauf, in dem statt
2i+1 eine andere Zahl auf c kommuniziert wird. Dieser Ablauf führt dann in den Knoten
reject. Dies ist ein Widerspruch zu der Annahme, dass B ein Partner ist. 
Keine der Variablen von UnlimitedMemory ist redundant.
Um besser zu verstehen, warum die gesamte von RandomSeq erzeugte Sequenz ge-
speichert werden muss, hilft es, ein kleineres Beispiel zu betrachten, welches das von
RandomSeq verursachte Problem auf seinen Kern reduziert.
Der Serviceautomat RandomSeq2 in Abb. 6.4 hat nur zwei Knoten und eine einzige
Variable x. RandomSeq2 erzeugt wie RandomSeq eine beliebig lange Sequenz zufälliger
Werte, die auf dem Kanal a kommuniziert werden. Einer der Werte wird zufällig aus-
gewählt und in der Variablen x gespeichert. Welcher der Werte ausgewählt wird, wird
nicht an die Umgebung kommuniziert.
1Diese Ähnlichkeit kann formal durch eine Symmetrie beschrieben werden, vgl. dazu Lemma 13.2
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Abbildung 6.4.: Serviceautomat ohne redundante Variablen
Der Serviceautomat NoRedundancy speichert die ersten drei der auf a kommunizierten
Werte in den Variablen y0, y1 und y2. Keine Variable eines Knotens von NoRedundancy
ist redundant bzgl. RandomSeq2.
Für den Knoten q3 und jedes Tripel i, j, k ∈ Z gilt beispielsweise:
knowRandomSeq2(q3, y0 = i, y1 = j, y2 = k) =
{(p0), (p1, x = i), (p1, x = j), (p1, x = k)}
Jede der Variablen y0, y1, y2 enthält mit einer gewissen Wahrscheinlichkeit den Wert,
der in x gespeichert ist. Welche der Variablen den gleichen Wert wie x enthält, ist von
Ablauf zu Ablauf unterschiedlich. Da keine eindeutige Zuordnung zwischen x und einer
der Variablen von NoRedundancy existiert, die mit dem gleichen Wert wie x belegt ist,
kann keine der Variablen eliminiert werden, ohne Information über die Belegung von x
zu verlieren.
Diese Argumentation gilt in analoger Weise für die Knoten und Variablen des Service-
automaten UnlimitedMemory.
Der Serviceautomat RandomSeq zeigt, dass ein Partner eines Service im allgemeinen
die gesamte Historie der mit dem Service ausgetauschten Nachrichten speichern muss.
Für Klassen von Serviceautomaten, in denen es nicht möglich ist, durch Gödelisierung
oder ähnliche Techniken Sequenzen von Werten in einer einzigen Variable zu speichern,
bedeutet dies, dass Partner im allgemeinen keine endliche Darstellung innerhalb der
gleichen Klasse haben.
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Für den in Teil 3 vorgestellten Partnersynthesealgorithmus ist es daher notwendig, die
Menge der betrachteten Services einzuschränken. Durch die Einschränkung auf azykli-
sche Services können wir gewährleisten, dass ein bedienbarer Service auch einen endlich
darstellbaren Partner hat. Die Anzahl der benötigten Variablen ist dann durch die ma-
ximale Länge eines Pfades eines azyklischen Serviceautomaten beschränkt.
Das Phänomen, dass einer Variable des Serviceautomaten RandomSeq nicht eindeutig
die Variable des Partner zugeordnet werden kann, die den gleichen Wert speichert, ist
unabhängig vom Kommunikationsmodell der Serviceautomaten. In welcher Weise die
von RandomSeq erzeugten Werte an den Partner kommuniziert werden, spielt für die
Beziehungen der Variablen der Serviceautomaten zueinander keine Rolle. In Bezug auf
die Bedienbarkeit von RandomSeq ist bei asynchroner Kommunikation allerdings ent-
scheidend, dass alle auf dem Kanal a gesendeten Nachrichten vor dem Empfangen der
Nachricht auf Kanal b bereits empfangen wurden. Wird diese Reihenfolge nicht ein-
gehalten, kann der Kanal a von einem Partner wie ein unbeschränkter Speicherplatz
verwendet werden, so dass der Partner selbst nur noch endlich viele Variablen braucht.
Durch geeignete Modifikation des Serviceautomaten RandomSeq kann die Einhaltung
der Reihenfolge jedoch erzwungen werden. Dazu genügt es, nach dem Senden jeder Nach-
richt auf a auf eine Empfangsbestätigung des Partners zu warten, aus der erkennbar ist,
dass die Nachricht auch tatsächlich vom Partner gelesen wurde. Daher gilt ein zu Theo-
rem 6.2 analoges Theorem auch für asynchron kommunizierende Services.
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In diesem Kapitel geben wir einen Überblick über einige Varianten des Partnerbegriffes
sowie mit dem Partnerbegriff verbundene Probleme und Ergebnisse. Die meisten Ergeb-
nisse betreffen Services mit endlich vielen Zuständen und das Kompatibilitätskriterium
Deadlockfreiheit.
Kompatibilitätskriterien Neben Deadlockfreiheit und schwacher Terminierung gibt es
weitere Kompatibilitätskriterien. Responsiveness [93] ist stärker als Deadlockfreiheit und
fordert, dass beide Services immer wieder Nachrichten austauschen. Services, die unend-
lich lange eine interne Schleife ausführen wie der Serviceautomat in Abb. 5.4 werden
dadurch ausgeschlossen.
Starke Terminierung [95] fordert, dass ein Service in jedem Ablauf seinen Endzustand
garantiert erreicht. Dies ist eine stärkere Forderung als schwache Terminierung, die ledig-
lich fordert, dass von jedem Zustand ein Weg zu einem Endzustand existiert. Schwache
Terminierung erlaubt unendlich lange Abläufe, in denen kein Endzustand vorkommt.
Weinberg [95] stellt einen Synthesealgorithmus für Partner für starke Terminierung vor,
mit dem die Bedienbarkeit eines Service mit endlich vielen Zuständen für starke Termi-
nierung entschieden werden kann.
Mit temporallogischen Formeln [72, 49] können zeitliche Abfolgen bestimmter Zustän-
de eines Systems spezifiziert werden. Schwache Terminierung kann durch eine spezielle
temporallogische Formel ausgedrückt werden. Die Existenz eines Partners eines Service
für ein beliebiges temporallogisch formuliertes Kompatibilitätskriterium zu entscheiden
ist ein offenes Problem. Kupferman et al. [48] stellen einen Algorithmus vor, mit dem
für spezielle temporallogische Formeln entschieden werden kann, ob ein offenes System
in jeder beliebigen Umgebung die spezifizierte Formel erfüllt.
Von Partnern, die ein verhaltensbasiertes Kompatibilitätskriterium erfüllen, kann man
zusätzlich fordern, dass sie weitere nicht-funktionale Eigenschaften erfüllen. Jedem Ab-
lauf eines Service kann z. B. eine Ausführungszeit oder Kosten anderer Art zugeordnet
werden. Unter allen Partnern des Service möchte man im allgemeinen einen Partner
finden, welcher die Kosten der Ausführung minimiert. Dieses Problem wird in [28, 89]
behandelt.
Austauschbarkeit Ein Service wird im Laufe seines Lebenszyklus mehrfach aktualisiert
und durch neuere Versionen ersetzt. Dieser Austausch wird im allgemeinen unbemerkt
von anderen Services, welche mit diesem zusammenarbeiten, vollzogen. Es ist wünschens-
wert, dass alle diese Services weiterhin mit dem Service zusammenarbeiten können, d. h.,
die neue Version des Service soll abwärtskompatibel zur alten Version sein. Formal kann
Abwärtskompatibilität durch die Austauschbarkeit von Services beschrieben werden. Ein
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Service A heißt austauschbar durch einen Service A′, wenn jeder Partner B der von A
auch ein Partner von A′ ist.
Van der Aalst [1] und Parnjai [70] stellen einige Transformationsregeln für Services vor,
welche die Partnermenge eines Service für das Kompatibilitätskriterium Deadlockfreiheit
erhalten.
Die Menge der Partner eines Service ist im allgemeinen unendlich groß. Zu entscheiden,
ob ein Service A durch einen anderen Service A′ austauschbar ist, ist daher ein nicht-
triviales Problem. Um Austauschbarkeit zu entscheiden, benötigt man ein Verfahren, um
unendlich große Mengen von Partnern zu Vergleichen.
Bedienungsanleitungen (Operating Guidelines) [57] sind eine endliche Repräsentation
der Menge aller Partner eines Service für das Kompatibilitätskriterium Deadlockfrei-
heit. Mit Hilfe von Bedienungsanleitungen kann algorithmisch entschieden werden, ob
ein Service ein Partner eines anderen Service ist. Es kann auch algorithmisch entschieden
werden, ob die von zwei Bedienungsanleitungen repräsentierten Servicemengen in einer
Teilmengenbeziehung stehen. Somit kann mit Bedienungsanleitungen die Austauschbar-
keit [86] von Services entschieden werden.
Kaschner [43] stellt eine Repräsentation einer Bedienungsanleitung durch BDDs [13]
vor. Mit Hilfe dieser Repräsentation kann für einen Service mit großer Zustandsmenge
effizient entschieden werden, ob ein anderer Service ein Partner ist für das Kompatibili-
tätskriterium Deadlockfreiheit.
Es existieren Varianten der Bedienungsanleitung für Responsiveness [56], starke und
schwache Terminierung [95]. Neben Bedienungsanleitungen existieren tracebasierte An-
sätze zum Entscheiden der Austauschbarkeit von Services [87, 93].
Weitere Ergebnisse zu Deadlockfreiheit Klai et al. [45] kondensieren ein offenes Sys-
tem, dargestellt durch ein gelabeltes Transitionssystem (LTS), zu einem sogenannten
Symbolic Observation Graph (SOG). Der SOG erhält die Information darüber, ob das
ursprüngliche LTS deadlockfrei ist. Das Kreuzprodukt zweier SOGs ist isomorph zum
SOG des Kreuzproduktes ihrer LTS. Daher können SOGs zum effizienten Testen von
Kompositionen offener Systeme auf Deadlockfreiheit verwendet werden.
Findlow [23] stellt eine Transformation für Petrinetze vor, welche die Deadlockfrei-
heit eines Petrinetzes erhält. Die Arbeit definiert eine Äquivalenzrelation zwischen den
Plätzen des Petrinetzes1. Verschmelzen äquivalenter Plätze erhält die Eigenschaft des
Petrinetzes, deadlockfrei zu sein. Diese Äquivalenzrelation wird lokal durch die Nach-
barschaft eines Platzes definiert. Sie kann daher auf die internen Plätzen eines offenen
Netzes angewendet werden und ist unabhängig davon, mit welchem anderen offenen
Netz dieses komponiert wird. Das Verschmelzen äquivalenter interner Plätze des offenen
Netzes erhält die Deadlockfreiheit in jeder Komposition des offenen Netzes mit einem
anderen offenen Netz.
1Formal ist die Äquivalenz auf den Plätzen der Entfaltung eines gefärbten Petrinetzes definiert, sie
kann aber auch direkt auf den Plätzen eines ungefärbten Petrinetzes definiert werden
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Ergebnisse zu Daten Die in hier und in Kapitel 5 vorgestellten Kompatibilitätskriterien
nehmen keinen expliziten Bezug auf Daten. Daten werden erst zu einem Problem bei
der Analyse eines Services.
In [63, 91, 4, 88] werden Diagnoseverfahren zum Auffinden von Datenflussfehlern in
Workflows vorgestellt. Ein Datenflussfehler liegt beispielsweise vor, wenn auf uninitiali-
sierte Daten lesend zugegriffen wird, d. h., ein Lesezugriff vor dem ersten Schreibzugriff
erfolgt. Eine andere Art Datenflussfehler liegt vor, wenn auf einmal geschriebene Da-
ten niemals lesend zugegriffen wird. Bei der Analyse von Datenflussfehlern werden die
konkreten Ausprägungen der Daten meist nur in stark abstrahierter Form dargestellt,
so dass nicht alle Aspekte des Einflusses von Daten auf das Verhalten des untersuchten
Systems im Modell wiedergegeben werden. [91, 4] verwenden Petrinetze zur Analyse der
Workflows und berücksichtigen dabei auch die Auswirkungen der Ausprägungen der Da-
ten auf den Kontrollfluss. In [91] kann es durch die Abstraktion von den Ausprägungen
der Daten zu fehlerhaften Diagnosen kommen. Um mögliche Fehldiagnosen als solche zu
erkennen, verfeinern Heinze et al. [33] den Ansatz von [91] und unterscheiden zwischen
möglichen und sicheren Datenflussfehlern.
Es wäre wünschenswert, entscheiden zu können, ob ein Serviceautomat mit der Ne-
benbedingung bedienbar ist, dass dieser frei von Datenflussfehlern ist. Die Anwesenheit
von Datenflussfehlern wird in der hier zitierten Literatur durch temporallogische For-
meln charakterisiert. Mit einem Entscheidungsverfahren für Bedienbarkeit für temporal-
logische Formeln könnte daher auch die datenflussfehlerfreie Bedienbarkeit entschieden
werden.
Die Synthese von Partnern für temporallogische Formeln ist jedoch noch ein offenes
Problem. Ein weiteres Problem ist, dass bereits mit den zitierten Verfahren aufgrund
der Abstraktion der Daten im allgemeinen nicht entschieden werden kann, ob ein Da-
tenflussfehler vorliegt oder nicht. Um die Bedienbarkeit eines Service zu entscheiden,
wären die Verfahren daher nicht genau genug.
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8. Zusammenfassung
In diesem Abschnitt haben wir den Begriff des Partners eines Serviceautomaten und
den Begriff der Bedienbarkeit eingeführt. Erwartungsgemäß ist die Bedienbarkeit eines
Serviceautomaten im allgemeinen unentscheidbar. Die gilt selbst dann, wenn die Er-
füllbarkeit jedes Guards des Serviceautomaten entscheidbar ist. Wir untersuchen daher,
wie die Ausdrucksfähigkeit von Serviceautomaten geeignet eingeschränkt werden kann,
so dass Bedienbarkeit entscheidbar wird.
Wir haben festgestellt, dass Partner eines Serviceautomaten mindestens die Gleichheit
bzw. Ungleichheit von Nachrichten unterscheiden können müssen. Dies motiviert die De-
finition von Identitätsautomaten, einer Klasse von Serviceautomaten, die nur Variablen
vergleichen kann und keine Funktionen, Konstanten oder Prädikate außer der Gleich-
heitsrelation und deren Negation benutzt. Es zeigt sich leider, dass es bereits in dieser
einfachen Klasse Serviceautomaten gibt, die bedienbar sind, deren Partner jedoch nicht
endlich darstellbar sind. Diese Beobachtung betrifft jedoch nur zyklische Serviceauto-
maten. Für azyklische Serviceautomaten werden wir im folgenden Teil 3 Algorithmen
vorstellen, die zu jedem bedienbaren Serviceautomaten einen endlich darstellbaren Part-
ner synthetisieren.
Wir haben außerdem zwei Transformationsregeln für Partner vorgestellt. Wir haben
gezeigt, dass unter bestimmten Bedingungen Zustände von Services miteinander ver-
schmolzen werden können und Variablen eliminiert werden können. Diese Transforma-
tionen helfen, die Größe bzw. Komplexität eines Service zu reduzieren. Wir haben offen
gelassen, wie die Voraussetzungen zum Anwenden der Transformationsregeln auf Ser-
vices mit unendlich vielen Zuständen überprüft werden können. In Abschnitt 13.3 wer-
den wir zeigen, wie die Transformationsregel zum Verschmelzen von Knoten speziell auf





9. Motivation und Anwendungen
Wir haben im vorangegangenen Teil gesehen, dass die Existenz von Partnern im all-
gemeinen unentscheidbar ist. Für Klassen von Serviceautomaten, für die Bedienbarkeit
entscheidbar ist, wollen wir die Bedienbarkeit algorithmisch entscheiden können. Die
Existenz eines Partners zeigen wir konstruktiv durch die Synthese eines solchen.
Für die Partnersynthese gibt es wichtige Anwendungen. Zum einen dient sie zur Plausi-
bilitätsprüfung während der Entwicklung eines Service. Die Bedienbarkeit eines Services
ist eine elementare Eigenschaft eines Services, die in Isolation überprüft werden kann,
ohne Annahmen über das Verhalten der Umgebung zu machen.
Ein Service, der nicht bedienbar ist, ist inhärent fehlerhaft. Ein nicht bedienbarer
Service zeigt in jeder beliebigen Umgebung, in der er ausgeführt wird, fehlerhaftes Ver-
halten. Das Überprüfen der Bedienbarkeit erlaubt es, Fehler im Entwurf eines Service
zu entdecken, die eine korrekte Interaktion mit dem Service unmöglich machen.
Die Bedienbarkeit eines Service allein ist noch nicht ausreichend, um zu garantieren,
dass der Service in allen Umgebungen das gewünschte Verhalten zeigt. Es existieren ge-
nauere Verfahren, welche die Diagnose von Fehlern im Interaktionsverhalten ermöglichen
[54]. Es ist weiterhin möglich, einen fehlerhaften Service automatisch so zu korrigieren,
dass er mit einem anderen Service zusammenarbeiten kann [53].
Eine weitere wichtige Anwendung ist die Synthese von Adaptern. Viele Services können
allein deshalb nicht miteinander zusammenarbeiten, weil ihre Interfaces nicht zueinan-
der kompatibel sind. In diesem Fall kann ein Adapter dazu verwendet werden, um die
Interfaces miteinander zu verbinden. Ein solcher Adapter kann nicht nur inkompatible
Interfaces überbrücken, sondern auch Verhaltenskompatibilität herstellen. Ein verhal-
tensbasierter Adapter passt die Kommunikation der verbundenen Service so an, dass ein
Kompatibilitätskriterium erfüllt wird.
Im Kern ist ein solcher Adapter ein Partner der beiden Services, die er verbindet,
d. h., die Komposition der beiden Services und des Adapters erfüllt das Kompatibili-
tätskriterium. Ein Adapter kann daher mit Hilfe eines Algorithmus zur Partnersynthese
konstruiert werden [27]. Häufig ist es wünschenswert, dass der synthetisierte Adapter zu-
sätzliche Bedingungen bezüglich des erlaubten Verhaltens oder der entstehenden Kosten
[26] einhält.
In Kapitel 12 zeigen wir exemplarisch einen Adapter, der eine Inkompatibilität im
Format der ausgetauschten Daten zwischen zwei Services beseitigt. Auf die technischen
Aspekte der Synthese eines solchen Adapters gehen wir dabei nur oberflächlich ein.
Partnersynthese ist ein Spezialfall der Controllersynthese. Die Kontrolltheorie befasst
sich mit der Steuerung von Fertigungsanlagen (plants). Ein Regler (controller) wird da-
für verwendet, die Fertigungsanlage zu steuern. Der Regler erhält Informationen von
Sensoren, welche die Fertigungsanlage überwachen. Auf Grundlage dieser Informatio-
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nen steuert der Regler das Verhalten der Fertigungsanlage. Im allgemeinen sind nicht
alle Aspekte des Verhaltens der Anlage steuerbar. Die zahlreichen in der Controller-
synthese verwendeten Modelle und Ansätze unterscheiden sich darin, welche Aktionen
der Fertigungsanlage gesteuert werden können und welche Ereignisse oder anderweitige
Informationen über den Zustand der Fertigungsanlage beobachtbar sind.
Ein Partner kann als spezieller Regler betrachtet werden, der das Verhalten eines
anderen Service steuert.
In diesem Teil der Arbeit zeigen wir die Synthese eines Partners für zwei Klassen von
Services mit unendlich vielen Zuständen. Wir definieren die Klasse der Serviceautomaten,
deren Prädikate mit Formeln der Prädikatenlogik erster Stufe notiert werden. Diese
Serviceautomaten nennen wir Formelautomaten. Wir zeigen, dass für spezielle azyklische
Formelautomaten, deren Formeln in einer entscheidbaren Theorie wie z. B. Presburger-
Arithmetik formuliert sind, Bedienbarkeit entschieden werden kann.
Wir präsentieren in Kapitel 13 einen weiteren Synthesealgorithmus für azyklische
Identitätsautomaten. Identitätsautomaten sind ein Spezialfall von Formelautomaten.
Für Identitätsautomaten können wir die Transformationsregel (Abschnitt 5.5) zum Ver-
schmelzen von Zuständen eines Partners auf Knoten des Partners verallgemeinern. Durch
Verschmelzen von Knoten könnte es unter bestimmten Umständen möglich sein, aus ei-
nem baumförmigen Partner einen zyklischen Partner zu erzeugen. Die Forschung ist
hierzu jedoch nicht abgeschlossen.
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10. Algorithmische Grundlagen der
Partnersynthese
In diesem Kapitel stellen wir einen Synthesealgorithmus für Partner eines azyklischen
Serviceautomaten vor. Wir beschränken uns dabei zunächst auf Zustandsautomaten mit
endlich vielen Zuständen. In den Kapiteln 11 und 13 verallgemeinern wir später den
Algorithmus auf Serviceautomaten mit unendlich vielen Zuständen.
Der in diesem Kapitel vorgestellte Algorithmus ist eine Variante des von Wolf in [96]
vorgestellten Algorithmus. Der ursprüngliche Algorithmus wurde für asynchron kom-
munizierende endliche Automaten formuliert, welche auch Zyklen enthalten dürfen. Der
Algorithmus von Wolf konstruiert zunächst einen Überapproximation genannten endli-
chen Automaten, aus dem durch Entfernen von Zuständen ein Partner erzeugt wird.
Eine endlich darstellbare Verallgemeinerung dieser Überapproximation für Serviceau-
tomaten mit endlich vielen Zuständen konnte in dieser Arbeit nicht gefunden werden.
Unser Algorithmus benutzt daher eine Variante der Überapproximation, die speziell auf
azyklische Serviceautomaten ausgelegt ist.
Die Korrektheit der in den späteren Abschnitten vorgestellten Algorithmen kann auf
die Korrektheit dieses Algorithmus zurückgeführt werden.
Die Arbeitsweise des Algorithmus illustrieren wir anhand des Zustandsautomaten A
in Abb. 10.1.
Zu einem gegebenen Zustandsautomaten A wird zunächst ein Serviceautomat U0 kon-
struiert, welchen wir als Überapproximation der Partnermenge bezeichnen. Aus diesem
werden solange Zustände entfernt, bis entweder alle Zustände entfernt wurden (genau
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Abbildung 10.1.: Ein Zustandsautomat A
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Abbildung 10.2.: Kanonische Überapproximation U0
(z0, ε)
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Abbildung 10.3.: Kreuzprodukt A× U0
Partner ist (genau dann ist der Service bedienbar).
Der ursprüngliche Algorithmus von Wolf konstruiert die Überapproximation aus Men-
gen von Zuständen des gegebenen Automaten. In unserer Variante des Algorithmus ist
die Überapproximation ein Baum mit beschränkter Tiefe. Die Tiefe des Baumes richtet
sich nach der maximalen Länge eines Ablaufs des gegebenen Zustandsautomaten A.
Definition 10.1 (Kanonische Überapproximation der Partnermenge) Sei A ein
azyklischer Serviceautomat der Tiefe k. Dann nennen wir den kanonischen Baum U0 zu
A mit der Sprache L = Σk(A) die kanonische Überapproximation der Partnermenge
von A.
Abb. 10.2 zeigt die kanonische Überapproximation U0 der Partnermenge von A aus
Abb. 10.1.
Aus der Überapproximation entfernen wir iterativ schlechte Zustände. Einen Zustand
von U nennen wir schlecht, wenn er in einem Zustand des Kreuzproduktes vorkommt,
von dem kein Endzustand erreichbar ist.
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Definition 10.2 (Guter/schlechter Zustand) Seien A,B interfaceäquivalente Ser-
viceautomaten. Ein Zustand zB von B heißt gut (bzgl. A), wenn für jeden Zustand
zA ∈ knowA,B(zB) gilt: Von (zA, zB) ist ein Endzustand in A × B erreichbar. Andern-
falls nennen wir den Zustand schlecht.
Beispiel Der Zustand ba von U0 ist ein schlechter Zustand, da von (z5, ba) kein Endzu-
stand erreichbar ist. Alle anderen Zustände von U0 sind gut.
Ein Partner hat nach Definition nur gute Zustände.
Korollar 10.1 Zwei Serviceautomaten A und B sind Partner gdw. jeder Zustand von
B gut bzgl. A ist.
Das Syntheseverfahren besteht darin, solange schlechte Zustände aus der Überappro-
ximation zu entfernen, bis nur noch gute Zustände übrig sind oder alle Zustände entfernt
wurden. Den erzeugten Partner können wir als Fixpunkt einer Folge kleiner werdender
Serviceautomaten beschreiben. Den Fixpunkt nennen wir den kanonischen Partner.
Definition 10.3 (Kanonischer Partner) Sei A ein azyklischer Zustandsautomat der
Tiefe k. Sei U0, U1, U2, . . . eine Folge von Serviceautomaten so, dass U0 die kanonische
Überapproximation der Partnermenge von A ist und Ui+1 entstehe aus Ui durch Ent-
fernen aller bzgl. A schlechten Zustände von Ui. Sei U∗ der Fixpunkt der Folge, d. h.
dasjenige Ui mit dem kleinsten Index i, das keinen schlechten Zustand enthält. Dann
nennen wir U∗ den kanonischen Partner von A.
Die Synthese eines kanonischen Partners beschreiben wir explizit in Algorithmus 1.
Algorithmus 1 Synthese eines kanonischen Partners
Eingabe: Ein azyklischer Zustandsautomat A mit Tiefe k ∈ N
U0 := kanonische Überapproximation der Partnermenge von A
z0 := Anfangszustand von U0
i := 0
while es ex. ein schlechter Zustand z ∈ Z(Ui):
Ui+1 := Einschränkung von Ui auf die guten Zustände von Ui
i := i+ 1
if z0 ∈ Z(Ui)
return Ui
else
return „A ist nicht bedienbar“
Beispiel Durch Entfernen von bb entsteht aus U0 der Serviceautomat U1 in Abb. 10.4. In
U1 ist b ein schlechter Zustand, da von (z2, b) und (z4, b) kein Endzustand erreichbar ist.
Durch Entfernen von b (einschließlich seines Nachfolgers bb) entsteht der Serviceautomat
U2 in Abb. 10.5. U2 ist ein Partner von A.
Der Algorithmus konstruiert genau dann einen Partner, wenn ein solcher existiert.


























Abbildung 10.5.: Zweiter (und letzter) Iterationsschritt der Partnersynthese
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10.1. Korrektheit des Algorithmus
Wir zeigen nun die Korrektheit des Algorithmus. Der Beweis folgt der Argumentation
in [96].
Wir definieren zunächst die Matchingrelation zwischen zwei Serviceautomaten. Die
Matchingrelation setzt Zustände mit gleichen Traces in Relation. Die hier vorgestellte
Definition unterscheidet sich von der Definition in [96, 57] dadurch, dass τ -Schritte an-
ders als kommunizierende Schritte behandelt werden. Diese Anpassung ist notwendig,
da unsere Überapproximation im Gegensatz zu der dort vorgestellten keine τ -Schleifen
enthält.
Definition 10.4 (Matchingrelation) Seien A und B interfaceäquivalente Serviceau-




{(zA, zB) ∈ Z(A)× Z(B)| es ex. w mit zA0 w=⇒A zA, zB0 w=⇒B zB}
die Matchingrelation zwischen A und B.
Wir fixieren im folgenden einen azyklischen Zustandsautomaten A der Tiefe k. Jeder
Partner von A tauscht mit A höchstens k Nachrichten aus, da A seinen Endzustand nach
höchstens k Schritten erreicht. Um Bedienbarkeit zu entscheiden, ist es daher ausrei-
chend, nur Serviceautomaten zu betrachten, deren Traces höchstens die Länge k haben.
Ein Partner von A kann Abläufe mit längeren Traces haben, diese Abläufe werden aber
im Kreuzprodukt mit A nie ausgeführt.
Lemma 10.2 Sei A ein azyklischer Serviceautomat der Tiefe k. Dann ist A bedienbar
gdw. es einen Partner P von A gibt mit Tr(P ) ⊆ Σk(A).
Die kanonische Überapproximation U0 simuliert jeden Partner P von A, der höchstens
k kommunizierende Schritte macht und die Matchingrelation ist eine schwache Simula-
tionsrelation.
Lemma 10.3 Sei P ein azyklischer Partner von A mit Tr(P ) ⊆ Σk(A) und sei % die
Matchingrelation zwischen P und U0. Dann ist % eine schwache Simulationsrelation.
Da jeder Ablauf der Überapproximation genau einem Trace entspricht, können wir
Lemma 2.6 mit Hilfe der Matchingrelation wie folgt umformulieren.
Lemma 10.4 Sei P ein zu A interfaceäquivalenter Serviceautomat und % die Matching-
relation zwischen P und U0. Dann gilt





10.2. Synthese für asynchron kommunizierende Serviceautomaten
Dieses Lemma entspricht Lemma 4 aus [57].
Zustände der Überapproximation, die mit einem Zustand eines beliebigen Partners P
von A in Relation stehen, werden vom Algorithmus nicht entfernt.
Lemma 10.5 Sei P ein schwach terminierender Partner von A. Sei Ui ein Serviceau-
tomat der in Def. 10.3 definierten Folge. Sei % die Matchingrelation zwischen P und Ui
und (zP , zU ) ∈ %. Dann ist zU ein guter Zustand von Ui bzgl. A.
Beweis Sei zA ∈ knowA,Ui(zU ). Aus Lemma 10.4 folgt zA ∈ knowA,P (zP ). Da A und P
Partner sind, ist von (zA, zP ) ein Endzustand (zFA , zFP ) in A×P erreichbar. Nach Lemma
2.4 gibt es ein Wort w mit zA
w=⇒A zFA und zP w=⇒P zFP . Wegen schwacher Simulation
gibt es ein Paar (zFP , zFU ) ∈ % mit zU w=⇒U zFU . Nach Lemma 2.4 ist (zFA , zFU ) in A × U
von (zA, zU ) erreichbar. Nach Def. (guter Zustand) ist damit zU ein guter Zustand von
Ui. 
Falls A mindestens einen Partner hat, wird insbesondere der Anfangszustand von
A nicht entfernt, da dieser mit dem Anfangszustand des Partners in Relation steht.
Andererseits ist jeder Fixpunkt der Folge, der mindestens einen Zustand hat, ein Partner.
Dies folgt direkt aus der Definition des guten Zustandes.
Daraus folgt unmittelbar die Korrektheit des Algorithmus.
Theorem 10.6 Sei z0 der Anfangszustand von A. Dann ist z0 ∈ Z(U∗) gdw. A ist
bedienbar.
Der kanonische Partner ist sogar ein permissivster Partner von A unter allen Part-
nern P mit Tr(P ) ⊆ Σ(A)k. Gemäß Lemma 10.5 wird im speziellen kein Zustand der
Überapproximation entfernt, der mit einem Zustand eines permissivsten Partners in Re-
lation steht. Da die Matchingrelation eine schwache Simulationsrelation ist, simuliert der
kanonische Partner den permissivsten Partner. Daher ist dieser selbst ein permissivster
Partner.
10.2. Synthese für asynchron kommunizierende
Serviceautomaten
Der vorgestellte Synthesealgorithmus kann in leicht modifizierter Form dafür verwendet
werden, einen Partner eines asynchron kommunizierenden azyklischen Serviceautoma-
ten A zu synthetisieren. Dafür werden die Sende- und Empfangskanäle von A mit ihrem
jeweiligen Nachrichtenpuffer (siehe Abschnitt 2.3.1) synchron komponiert. Die Komposi-
tion aller zu A gehörigen Nachrichtenpuffer notieren wir mit MsgBuf(A). Um einen einen
Serviceautomaten B zu synthetisieren, so dass A⊗MsgBuf(A)⊗B schwach terminiert,
genügt es, den Synthesealgorithmus auf die Eingabe A⊗MsgBuf(A) anzuwenden.
Dieses Vorgehen bedarf einer kurzen Rechtfertigung, da A⊗MsgBuf(A) nicht azyklisch
ist und im allgemeinen unendlich viele Zustände hat. Die Anzahl der Nachrichten, die
A mit einem beliebigen Partner austauschen kann, ist genau wie im synchronen Fall
79
10. Algorithmische Grundlagen der Partnersynthese
beschränkt durch die Tiefe k von A. Jeder Nachrichtenpuffer muss im Endzustand leer
sein. Um die Bedienbarkeit von A zu entscheiden, genügt es daher, die Existenz eines
Partners zu zeigen, der maximal k Nachrichten sendet oder empfängt.
Lemma 10.7 Sei A ein azyklischer asynchron kommunizierender Serviceautomat mit
der Tiefe k, und MsgBuf(A) die synchrone Komposition der Nachrichtenpuffer von A.
Dann hat A ⊗ MsgBuf(A) einen Partner (nach Def. 5.3) gdw. es einen azyklischen
Serviceautomaten B der Tiefe k gibt, so dass A⊗MsgBuf(A)⊗B schwach terminiert.
Daher kann genau wie im synchronen Fall der kanonische Baum der Tiefe k als Über-
approximation U0 der Partnermenge verwendet werden. Dieser simuliert jeden Service-
automaten B, so dass B höchstens k Nachrichten kommuniziert und A⊗MsgBuf(A)⊗B
schwach terminiert. Die Komposition A⊗MsgBuf(A)⊗U0 ist azyklisch. Wenn A ein end-
lich großes Alphabet und endlich viele Zustände hat, gilt dies auch für die Komposition
A ⊗MsgBuf(A) ⊗ U0. Daher sind alle Zustandsräume, die der Algorithmus berechnet,
endlich groß. Daher kann ein mit A asynchron kommunizierender Partner B effektiv
berechnet werden.
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Im vorangegangenen Kapitel haben wir die Grundlagen der Partnersynthese anhand von
Zustandsautomaten mit endlich vielen Zuständen kennen gelernt. Wir wollen uns nun
Servieautomaten mit unendlich vielen Zuständen zuwenden. Wie in Abschnitt 5.1 gezeigt
wurde, ist Bedienbarkeit für Serviceautomaten im Allgemeinfall unentscheidbar. Daher
können wir das Syntheseproblem nur dann lösen, wenn wir die Menge der betrachteten
Serviceautomaten einschränken.
In diesem Kapitel lösen wir das Syntheseproblem für eine Klasse azyklischer Service-
automaten, deren Prädikate in der Prädikatenlogik erster Stufe darstellbar sind. Diese
Serviceautomaten nennen wir Formelautomaten.
Die Prädikatenlogik der ersten Stufe ist im allgemeinen unentscheidbar. Es gibt jedoch
entscheidbare Spezialfälle (siehe [67] für einen Überblick). Zu diesen gehören z. B. die
Theorien der Prädikatenlogik erster Stufe der booleschen Algebren, der reell abgeschlos-
senen Körper, der algebraisch abgeschlossenen Körper und der Abelschen Gruppen. Von
besonderem Interesse ist außerdem Presburger-Arithmetik, da sie vergleichsweise aus-
drucksstark ist.
In diesem Kapitel stellen wir einen Synthesealgorithmus vor, der unendlich große
Mengen von Zuständen mit prädikatenlogischen Formeln beschreibt. Um ausdrücken
zu können, dass unendlich viele Zustände alle bei der Synthese relevanten Eigenschaften
erfüllen, sind Quantoren zwingend erforderlich.
Im folgenden Abschnitt 11.1 definieren wir die Grundlagen der Prädikatenlogik erster
Stufe. In Abschnitt 11.3 formulieren wir grundlegende Eigenschaften eines Serviceau-
tomaten mit Hilfe prädikatenlogischer Formeln. Den Algorithmus zur Synthese eines
Partners stellen wir in Abschnitt 11.4 vor.
11.1. Prädikatenlogische Formeln
In Abschnitt 2.1 haben wir ein Prädikat als Menge von Belegungen definiert. Dabei haben
wir zunächst bewusst offen gelassen, in welchem Formalismus die Prädikate dargestellt
werden. Je nach betrachteter Automatenklasse und Fragestellung sind unterschiedliche
Darstellungen sinnvoll. Die konkrete Darstellung können wir jeweils passend zur verwen-
deten Analysemethode oder Berechnungsmethode wählen.
In diesem Abschnitt definieren wir zunächst allgemein die prädikatenlogischen For-
meln der Prädikatenlogik erster Stufe. In der Prädikatenlogik erster Stufe können wir die
Presburger-Arithmetik formulieren. Presburger-Arithmetik ist eine entscheidbare Theo-
rie. Für diesen Spezialfall ist es algorithmisch möglich, die prädikatenlogischen Formeln
auf Erfüllbarkeit zu prüfen. Der mit der Prädikatenlogik erster Stufe vertraute Leser
kann diesen Abschnitt überspringen und bei Bedarf zu einem späteren Zeitpunkt lesen.
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Die Terme und Formeln der Prädikatenlogik erster Stufe werden über der Signatur
gebildet, die aus den folgenden Zeichen besteht:
• den Quantoren ∀ und ∃,
• den logischen Operatoren ∧,∨, =⇒ , ⇐⇒ und ¬,
• den logischen Konstanten TRUE und FALSE
• den Klammersymbolen ( und )
• dem Gleichheitszeichen =,
• einer Menge von Variablen X = {x0, x1, . . . } ,
• einer Menge von Funktionssymbolen F = {F0, F1, . . . }.
• einer Menge von Relationssymbolen R = {R0, R1, . . . }.
Jedes Funktionssymbol Fi und jedes Relationssymbol Ri hat eine Stelligkeit n ∈ N.
Funktionssymbole der Stelligkeit 0 nennen wir Konstanten.
Über dieser Signatur bilden wir die Menge der Terme. Im Rahmen dieser Arbeit be-
schränken wir uns auf eine Prädikatenlogik mit nur einer Sorte, d. h. alle Terme haben
den gleichen Typ. Dies schränkt die Möglichkeiten bei der Modellierung von Serviceau-
tomaten stark ein, ist aber für die in der Arbeit behandelten Probleme ausreichend.
Definition 11.1 (Term) Die Menge TERM der Terme ist induktiv definiert.
• Sei x ∈ X eine Variable. Dann ist x ein Term.
• Sei F ein n-stelliges Funktionssymbol, T1, . . . , Tn Terme. Dann ist F (T1, . . . Tn)
ein Term.
Aus den Termen bilden wir Formeln. Wie üblich bezeichnen wir eine Variable in einem
Term als frei, wenn sie im Geltungsbereich keines Quantors vorkommt.
Definition 11.2 (Formel) Die Menge FORM der Formeln ist wie folgt definiert.
• TRUE und FALSE sind Formeln.
• Seien T1, T2 ∈ TERM. Dann ist T1 = T2 eine Formel.
• Seien T1, . . . , Tn ∈ TERM, R ein n-stelliges Relationssymbol. Dann ist R(T1, . . . , Tn)
eine Formel.
• Seien T1, T2 Formeln. Dann sind T1 ∧ T2, T1 ∨ T2, T1 =⇒ T2 und T1 ⇐⇒ T2
Formeln.
• Sei T eine Formel. Dann ist ¬T eine Formel.
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• Sei T eine Formel, x eine Variable, die frei in T vorkommt. Dann sind ∀x : T und
∃x : T Formeln.
Die Bedeutung der Funktionssymbole in F und Relationssymbole in R ist abhängig
von ihrer Interpretation. Die booleschen Verknüpfungen werden stets mit der üblichen
Semantik interpretiert.
Definition 11.3 (Interpretation) Eine Interpretation I ist ein Zuordnung, die eine
Menge U , das Universum fixiert und
• jedem n-stelligen Funktionssymbol F ∈ F eine n-stellige Funktion F I : Un → U
und
• jedem n-stelligen Relationssymbol R eine n-stellige Relation RI ⊆ Un
zuordnet.
Die Menge aller Funktionen F I und die Menge aller Relationen RI bildet zusammen mit
der Trägermenge U eine Struktur .
Für eine gegebene Interpretation evaluiert ein Term für eine Belegung zu einem Ele-
ment in U und eine Formel zu einem der Wahrheitswerte true oder false.
Definition 11.4 (Evaluierungsfunktion) Seien I eine Interpretation und β eine Be-
legung. Die Evaluierungsfunktion evalI,β ist für Terme wie folgt induktiv definiert:
evalI,β(x) = β(x) für x ∈ X
evalI,β(F (T1, . . . , Tn)) = F I (evalI,β(T1), . . . , evalI,β(Tn))
Die Anwendung von evalI,β auf eine Formel ergibt einen Wahrheitswert nach der üblichen
Semantik.
Wenn die Interpretation I im gegebenen Kontext klar ist, schreiben wir kurz evalβ für
evalI,β.
Definition 11.5 (Erfüllbarkeit) Eine Belegung β erfüllt eine Formel Φ für eine ge-
gebene Interpretation, wenn die Evaluierungsformel für diese zu true auswertet. Eine
solche Belegung nennen wir auch Modell von Φ. Eine Formel Φ heißt erfüllbar, wenn
sie mindestens ein Modell hat.
Terme, die für jede Belegung zum gleichen Wert evaluieren, nennen wir semantisch
äquivalent.
Definition 11.6 (Termäquivalenz) Seien T1, T2 Terme und I eine Interpretation. T1
und T2 heißen semantisch äquivalent (T1 ≡I T2), wenn evalI,β(T1) = evalI,β(T2) für jede
Belegung β.
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Wenn die Interpretation I im gegebenen Kontext klar ist, schreiben wir kurz ≡ für ≡I .
Semantisch äquivalente Terme identifizieren wir miteinander. Insbesondere mit Blick
auf Lesbarkeit und Verständlichkeit ist diese Identifikation sinnvoll, da sie uns erlaubt,
komplizierte Terme durch einfachere äquivalente Terme zu ersetzen.
11.2. Formelautomaten
Wir werden nun eine Klasse von Serviceautomaten definieren, die wir mit Hilfe von
Entscheidungsverfahren für Formeln der Prädikatenlogik erster Stufe analysieren kön-
nen. Einen Serviceautomaten, dessen Guards wir mit Formeln der Prädikatenlogik erster
Stufe darstellen können, nennen wir Formelautomat.
Definition 11.7 (Formelautomat) Sei A ein Serviceautomat, so dass es zu jedem
Guard G eine prädikatenlogische Formel ΦG gibt, so dass G die Menge der erfüllenden
Belegungen von ΦG ist. Dann nennen wir A Formelautomat.
Die in Kapitel 2 allgemein für Serviceautomaten definierten Operationen können im
speziellen auch auf Formelautomaten angewendet werden. Für die Operationen, die Prä-
dikate des Serviceautomaten verändern, müssen wir zeigen, dass die resultierenden Prä-
dikate wieder als prädikatenlogische Formeln darstellbar sind. Diese ist aber bei allen
vorgestellten Operationen meist durch einfache boolesche Verknüpfungen möglich. Jeder
Guard einer Kante des Kreuzproduktes zweier Formelautomaten entsteht z. B. durch
Konjunktion zweier Guards der verknüpften Formelautomaten.
Korollar 11.1 Das Kreuzprodukt zweier Formelautomaten ist wieder ein Formelauto-
mat.
In den folgenden Beispielen werden wir bevorzugt Presburger-Arithmetik [74] als Inter-
pretation für unsere Beispiele verwenden. Die in dieser Arbeit vorgestellten Ergebnisse
sind jedoch nicht spezifisch für Presburger-Artithmetik. Jede der in [67] aufgeführten
entscheidbaren Theorien wäre eine ebenso geeignete Wahl. Presburger-Arithmetik ist ei-
ne Theorie der ganzen Zahlen mit Addition. Auf der Trägermenge Z sind die Funktionen
+ und − sowie die Relationen <,≤ und = mit ihrer Standardbedeutung definiert. Ein
Beispiel für eine Formel in Presburger-Arithmetik ist z. B.
∃x : 3x+ y ≤ z ∧ x = y
Die Erfüllbarkeit einer Presburger-Formel kann durch Quantorenelimination [16] oder
automatenbasierte [44] Ansätze entschieden werden. Die Laufzeitkomplexität der Ent-
scheidungsverfahren wächst stark mit der Anzahl der Quantoren in einer Formel [24].
Formelautomaten, deren Formeln in Presburger-Arithmetik darstellbar sind, nennen
wir kurz Presburgerautomaten. Die Serviceautomaten in Abb. 11.1 und Abb. 11.2 sind
Presburgerautomaten.
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11.3. Erreichbarkeit und schwache Terminierung
Bevor wir uns der Synthese eines Partners zuwenden, leiten wir in diesem Abschnitt
zunächst elementare Formeln zur Beschreibung erreichbarer Zustände eines Formelau-
tomaten her. Diese brauchen wir später bei der Partnersynthese, um unendlich große
Mengen guter bzw. schlechter Zustände der Überapproximation in endlicher Form dar-
zustellen.
Ein nützliches Nebenresultat ist, dass wir mit Hilfe dieser Formeln entscheiden kön-
nen, ob ein Serviceautomat der von uns betrachteten Serviceautomatenklasse schwach
terminiert. Damit können wir entscheiden, ob zwei Serviceautomaten Partner sind.
Für jeden Knoten q eines azyklischen Formelautomaten können wir eine Formel ange-
ben, deren Modellmenge genau die erreichbaren Instanzen von q beschreibt. Diese Formel
nennen wir die Erreichbarkeitsformel von q. Für den Anfangsknoten ist die Erreichbar-
keitsformel stets TRUE. Die Erreichbarkeitsformeln aller anderen Knoten können gebil-
det werden, indem der azyklische Formelautomat beim Anfangsknoten beginnend von
oben nach unten abgearbeitet wird. Die Erreichbarkeitsformel eines Knotens q ergibt sich
jeweils aus den Erreichbarkeitsformeln seiner direkten Vorgänger und den Guards der
Kanten, die q mit diesen verbindet. Die in den Guards vorkommenden new-Variablen
bilden wir auf die ihnen zugeordneten Variablen des Knotens q ab. RENAMEnew be-
zeichne im folgenden die Funktion, die jede Variable xnew in einer Formel durch die mit
ihr assoziierte Variable x ersetzt.
Definition 11.8 (Erreichbarkeitsformel) Sei A ein azyklischer Formelautomat mit
der Kantenmenge E. Wir definieren die Erreichbarkeitsformel ΦReq induktiv für jeden
Knoten q von A. Für den Anfangsknoten q0 sei
ΦReq0 =Def TRUE





Dabei sei für jede Kante e = (q′, c, G, q)
ΦRee =Def RENAMEnew
(
∃x1, . . . , xn : ∃c1, . . . , cm : ΦReq′ ∧ ΦG)
)
wobei x1, . . . , xn die Variablen von q′ und c1, . . . , cm die Variablen des Kanals c bezeich-
nen (zur Erinnerung: Für c = τ ist die Variablenmenge von c leer).
Korollar 11.2 Für jeden Zustand (q, β) eines ein Formelautomaten A gilt:
β erfüllt ΦReq gdw. (q, β) ist erreichbar in A.
Beweis Beweis durch Induktion.
Anfang: Für q0 gilt die Behauptung Trivial.
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2 ≤ xn ≤ 5
τ
6 ≤ yn ≤ 8
a.a0
a0 = x





zn = y + 1
q ΦReq ΦFinq
q0 TRUE TRUE
q1 2 ≤ x ≤ 5 0 ≤ x ≤ 3
q2 6 ≤ y ≤ 8 0 ≤ y
q3 (2 ≤ z ≤ 3) ∨ (7 ≤ z ≤ 9) TRUE
Abbildung 11.1.: Azyklischer Formelautomat
Schritt: Sei e = (q′, c, G, q) ∈ E eine Kante. Nach Vor. ist (q′, β′) erreichbar gdw. β′
erfüllt ΦReq′ . Nach Konstruktion von ΦRee gilt β ∈ ΦReq′ gdw. es ex. ein erreichbarer Zustand
(q′, β′) mit (q′, β′) e,γ→ (q, β). Daraus folgt (q, β) ist erreichbar gdw. β erfüllt ΦReq . 
Beispiel Abb. 11.1 zeigt einen Formelautomaten und seine Erreichbarkeits- und Final-




q2 ist einfach zu sehen. Die Formel Φ
Re
q3
ergibt sich aus den Erreichbarkeitsformeln der beiden Vorgängerknoten und den Guards
der beiden Kanten. Für die Kante von q1 zu q3 erhalten wir die Formel
∃x : ∃a0 : (2 ≤ x ≤ 5) ∧ (a0 = x ∧ 0 ≤ x ≤ 3 ∧ zn = x)
Dies ist äquivalent zu 2 ≤ zn ≤ 3. Für die Kante von q2 zu q3 erhalten wir die Formel
∃y : ∃b0 : (6 ≤ y ≤ 8) ∧ (b0 = y ∧ 0 ≤ y ∧ zn = y + 1)
Dies ist äquivalent zu 7 ≤ zn ≤ 9. Durch Umbenennen von zn in z und disjunktive
Verknüpfung der beiden Formeln erhalten wir die Formel ΦReq3 .
Analog dazu definieren wir für jeden Knoten q eine Finalformel, welche die Belegungen
von q beschreibt, für die ein Endzustand erreichbar ist. Diese berechnen wir von den
Endzuständen aus rückwärts. In der folgenden Definition bezeichne RENAMEold die
Funktion, welche die Variablen in den Formeln der Nachfolger von q durch ihre jeweiligen
new-Variablen ersetzt (d. h., jede Variable x wird durch xnew ersetzt).
Definition 11.9 (Finalformel) Sei A ein azyklischer Formelautomat mit Anfangskno-










Dabei sei für jede Kante e = (q, c,G, q′)
ΦFine =Def ∃x
new
1 , . . . , x
new





wobei x1, . . . , xn die Variablen von q′ und c1, . . . , cm die Variablen des Kanals c bezeich-
nen.
Die Finalformel beschreibt die schwächste Vorbedingung dafür, dass ein Endzustand
erreicht werden kann und entspricht in etwa der weakest precondition in Dijkstras pre-
dicate transformer semantics [19].
Korollar 11.3 Für jeden Zustand (q, β) eines Formelautomaten A gilt:
β erfüllt ΦFinq gdw. von (q, β) ein Endzustand erreichbar ist.
Aus den Korollaren 11.2 und 11.3 folgt unmittelbar, dass genau dann von jeder erreich-
baren Instanz von q ein Endzustand erreichbar ist, wenn jede Belegung, die ΦReq erfüllt,
auch ΦFinq erfüllt. Damit können wir durch prädikatenlogische Formeln charakterisieren,
wann ein azyklischer Formelautomat schwach terminiert.
Theorem 11.4 (Schwache Terminierung) Ein azyklischer Formelautomat A termi-
niert schwach gdw. für jeden Knoten q von A
∀x1, . . . , xn : ΦReq =⇒ ΦFinq
gilt, wobei x1, . . . , xn die Variablen von q bezeichnen.
Damit können wir insbesondere für azyklische Presburgerautomaten entscheiden, ob
diese Partner sind. Dazu müssen wir lediglich Theorem 11.4 auf das Kreuzprodukt der
Automaten anwenden.
Beispiel Die Belegung x = 4 erfüllt ΦReq1 , aber nicht ΦFinq1 . Vom Zustand (q1, x = 4) ist
kein Endzustand erreichbar. Für alle anderen Knoten gilt ΦReq =⇒ ΦFinq .
11.4. Synthesealgorithmus
In diesem Abschnitt stellen wir einen Synthesealgorithmus für azyklische Formelauto-
maten vor. Die Synthese eines Partners eines Formelautomaten folgt dem selben Prinzip
wie die Synthese eines Partners eines Serviceautomaten mit endlich vielen Zuständen,
welches wir in Kapitel 10 vorgestellt haben. Zuerst wird ein Formelautomat konstruiert,
der zu der in Kapitel 10 definierten Überapproximation der Partnermenge äquivalent ist,
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b0 = x− 1
Abbildung 11.3.: Partner von PlusOne
d. h., das gleiche Transitionssystem besitzt. Auf dieser Variante der Überapproximation
werden Operationen ausgeführt, welche äquivalent zum Entfernen von Zuständen aus
dem Erreichbarkeitsgraphen sind.
Wir stellen zunächst die Darstellung der Überapproximation der Partnermenge aus
Def. 10.1 als Formelautomat vor. Danach zeigen wir, wie wir Mengen schlechter Zustände
mit Hilfe prädikatenlogischer Formeln darstellen und durch eine geeignete Operation aus
der Überapproximation entfernen können. Als Illustration dient uns dabei der Service-
automat PlusOne in Abb. 11.2. Dieser ist eine Variante des Serviceautomaten AddFunc
aus Abb. 5.6 in Kapitel 5.
Im folgenden nehmen wir an, dass ein azyklischer Formelautomat A mit endlich vielen
Knoten gegeben ist. Wir definieren einen zur in Def. 10.1 definierten Überapproximati-
on der Partnermenge äquivalenten Formelautomaten, den Historybaum. Die Anzahl der
































Abbildung 11.4.: Historybaum U0 der Tiefe 2
dung von Variablen unendlich viele Zustände haben. Die Konstruktion des Historybau-
mes reflektiert die Beobachtung, dass ein Partner eines Serviceautomaten im allgemeinen
alle vom Serviceautomaten kommunizierten Nachrichten speichern muss.
Abb. 11.4 zeigt den zu PlusOne interfaceäquivalenten Historybaum U0 der Tiefe 2.
Der Historybaum hat für jede Sequenz von Kanälen genau einen Knoten. Jeder Knoten
hat Variablen, welche den Inhalt der vom Historybaum kommunizierten Nachrichten
speichern. Die Anzahl der Variablen der Knoten wächst mit jeder Nachricht, die der
Historybaum kommuniziert. Jedes Eingabewort legt eindeutig einen Knoten und die
Belegung seiner Variablen fest. Umgekehrt kann dieses Eingabewort aus der Belegung
der Variablen eines Knotens rekonstruiert werden.
Beispiel In U0 sind z. B. das Eingabewort a.2 b.3 und der Zustand (u4, x0 = 2, x1 = 3)
einander eineindeutig zugeordnet.
Der Erreichbarkeitsgraph des Historybaumes ist daher ein deterministischer Baum.
Definition 11.10 (Historybaum) Sei A ein azyklischer Formelautomat der Tiefe k ∈
N mit der Kanalmenge C. Der Historybaum (zu A) der Tiefe k ist der Formelautomat
U = (Q,C, var , q0, E,Ω) mit
• der Knotenmenge Q = Ck,
• dem Anfangsknoten q0 = ε,
• und der Endknotenmenge Ω = Q.
Die Variablenmenge jedes Knotens sei induktiv für jeden Knoten wie folgt definiert:
Für den Anfangsknoten sei var(ε) = ∅.
Für w ∈ Ck−1 und c ∈ C sei var(wc) = var(w) ∪ {xw,c,1, . . . , xw,c,n}.
Dabei sei n die Anzahl der Variablen des Kanals c und xw,c,i bezeichne für jedes i jeweils
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eine frische Variable. Jeder Kanal von U habe die gleichen Variablen wie in A. Die
Kantenmenge sei definiert als
E =
Def
{(w, c,Gw,c, wc)|w ∈ Ck−1, c ∈ C}








Dabei sei var(c) = {c1, . . . , cn} für c ∈ C.
Die Konstruktion des Historybaumes ist unabhängig von der Wahl des Universums U .
Die Entfaltung des Historybaumes zu einem Formelautomaten A der Tiefe k ist iso-
morph zum kanonischen Baum mit der Sprache Σk(A). Dieser ist nach Definition die
kanonische Überapproximation der Partnermenge von A.
Korollar 11.5 Sei A ein azyklischer Formelautomat der Tiefe k. Die Entfaltung des
kanonischen Historybaumes zu A der Tiefe k ist isomorph zur kanonischen Überappro-
ximation in Def. 10.1.
Wir definieren nun eine Operation auf dem Historybaum, die äquivalent zum Entfernen
schlechter Zustände aus der Überapproximation ist.
Wir leiten zunächst Formeln her zum Beschreiben von Mengen guter bzw. schlech-
ter Zustände des Historybaumes. Dafür benutzen wir die in Abschnitt 11.3 definierten
Erreichbarkeits- und Finalformeln.
Mit Hilfe der Formeln können wir für eine konkrete Belegung der Variablen eines
Knotens (p, q) des Kreuzproduktes des gegebenen Serviceautomaten A und der Über-
approximation U prüfen, ob von dem durch diese Belegung spezifizierten Zustand ein
Endzustand des Kreuzproduktes erreichbar ist. Falls von (p, q) für diese Belegung kein
Endzustand erreichbar ist, bildet q zusammen mit dieser Belegung einen schlechten Zu-
stand des Historybaumes.
Diesen Sachverhalt illustrieren wir am Beispiel.
Beispiel Abb. 11.6 zeigt exemplarisch zwei Abläufe (von unendlich vielen) des Kreuz-
produktes von PlusOne und dem Historybaum U0 der Tiefe 2. Vom erreichbaren Zustand
(cmp, u4, y = 3, z = 5, x0 = 4, x1 = 5) des Kreuzproduktes ist kein Endzustand erreich-
bar. Daraus folgt unmittelbar, dass (u4, x0 = 4, x1 = 5) ein schlechter Zustand von U0
ist.
Wie man leicht anhand von Tabelle 11.1 überprüfen kann, erfüllt die Belegung y 7→
3, z 7→ 5, x0 7→ 4, x1 7→ 5 des Zustands des Kreuzproduktes die Erreichbarkeitsformel des
Knotenpaares (cmp, u4), aber nicht dessen Finalformel.
Aus einer Belegung, welche die Erreichbarkeitsformel erfüllt, aber nicht die Finalfor-
mel, erhalten wir also durch Einschränkung auf die Variablen der Überapproximation die
Belegung eines schlechten Zustandes der Überapproximation. Diese Beobachtung können
wir wie folgt formalisieren.
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Abbildung 11.5.: Kreuzprodukt PlusOne× U0
(gen, u0) (send, u0, y = 3)
(rec, u1, y = 3, x0 = 4)
(cmp, u4, y = 3, z = 3, x0 = 4, x1 = 3)
(cmp, u4, y = 3, z = 5, x0 = 4, x1 = 5)
(fin, u4, x0 = 4, x1 = 3)







Abbildung 11.6.: Transitionssystem von PlusOne× U0 (Ausschnitt)
PlusOne× U0
q ΦReq ΦFinq
(gen, u0) TRUE TRUE
(send, u0) TRUE TRUE
(rec, u1) y + 1 = x0 TRUE
(cmp, u4) y + 1 = x0 ∧ z = x1 y = z
(fail, u4) x1 6= x0 − 1 FALSE
(fin, u4) x1 = x0 − 1 TRUE
Tabelle 11.1.: Erreichbarkeits- und Finalformeln für PlusOne× U0
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Korollar 11.6 Seien A,B interfaceäquivalente Serviceautomaten, (p, q) ein Knoten von
A × B, var(q) die Menge der Variablen von q und γ eine Belegung, die ΦRe(p,q) erfüllt,
aber ΦFin(p,q) nicht erfüllt. Dann ist (q, γ|var(q)) ein schlechter Zustand.
Um zu entscheiden, ob ein Zustand (q, β) der Überapproximation ein guter oder ein
schlechter Zustand ist, müssen wir alle Knotenpaare (p, q) und alle Belegungen γ über-
prüfen, die auf den Variablen von q mit β übereinstimmen. Diese Überlegung führt zu
einer Charakterisierung der guten Instanzen des Knotens q durch eine Formel ΦGoodq , die
wie folgt definiert ist.
Definition 11.11 (Formel für gute Zustände) Seien A, B kompatible Formelauto-





∀xp1, . . . , xpnp : ΦRe(p,q) =⇒ ΦFin(p,q)
Dabei bezeichnen xp1, . . . , xpnp jeweils die Variablen des Knotens p.
Die Formel ΦGoodq beschreibt genau die erreichbaren Instanzen eines Knotens q, die
gute Zustände sind.
Lemma 11.7 Seien A,B interfaceäquivalente Formelautomaten. Ein Zustand (q, β) von
B ist ein guter Zustand bzgl. A gdw. β erfüllt ΦGoodq .
Beweis =⇒ : Sei (q, β) ein guter Zustand vom B, p ein Knoten von A und α eine
beliebige Belegung von x1, . . . , xn. Sei γ eine Belegung, die auf den Variablen von p mit
α übereinstimmt und auf den Variablen von q mit β übereinstimmt.
Wir zeigen: γ erfüllt ΦRe(p,q) =⇒ ΦFin(p,q).
Fall 1: (p, q, γ) ist nicht erreichbar in A × B. Dann ist ΦRe(p,q) nicht erfüllt und die obige
Formel gilt.
Fall 2: (p, q, γ) ist erreichbar in A × B. Nach Def. (guter Zustand) ist von (p, q, γ) ein
Endzustand erreichbar. Nach Korollar 11.3 ist ΦFin(p,q) erfüllt und die obige Formel gilt.
⇐= : Sei β eine Belegung, die ∀x1, . . . , xm : ΦRe(p,q) =⇒ ΦFin(p,q) erfüllt.
Wir zeigen: β ist ein guter Zustand. Sei (p, α) ∈ know(q, β) beliebig. Sei γ eine Belegung,
die auf den Variablen von p mit α übereinstimmt und auf den Variablen von q mit β
übereinstimmt. Dann erfüllt γ die Formel ΦRe(p,q) =⇒ ΦFin(p,q). Da (p, q, γ) nach Def.
(Wissen) erreichbar ist, erfüllt γ die Formel ΦRe(p,q). Daraus folgt, dass auch ΦFin(p,q) erfüllt
ist.
Damit ist von (p, q, γ) ein Endzustand erreichbar. Nach Def. ist (q, α) ein guter Zustand.

Die Formel ΦGoodq ist genau dann äquivalent zu TRUE, wenn jede erreichbare Instanz
von q ein guter Knoten ist. Zwei Serviceautomaten sind wiederum Partner genau dann,
wenn jeder Zustand eines der beiden Serviceautomaten ein guter Zustand ist. Damit
erhalten wir den folgenden Satz.
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Korollar 11.8 Seien A und B interfaceäquivalente Formelautomaten. Dann sind A und
B Partner gdw. ΦGoodq ≡ TRUE für jeden Knoten q von B.
Beispiel Für den Knoten u4 erhalten wir gemäß Def. 11.11 die Formel
ΦGoodu4 = x1 = x0 − 1
Diese ergibt sich aus den Formeln für die Knotenpaare (cmp, u4), (fail, u4), (fin, u4) in
Tabelle 11.1. Man sieht leicht, dass die Formel x1 6= x0 + 1 =⇒ FALSE (von (fail, u4))
äquivalent ist zu x1 = x0 + 1. Ebenso ist x1 = x0 + 1 =⇒ TRUE (von (fin, u4))
offensichtlich äquivalent zu TRUE.
Für (cmp, u4) ergibt sich gemäß der Tabelle die Formel ∀y, z : x0 = y + 1 ∧ x1 =
z =⇒ y = z. Für diese Formel ist die Äquivalenz zu x1 = x0 − 1 nicht unmittelbar
offensichtlich, weswegen hier ein formaler, wenn auch einfacher Beweis notwendig ist.
Korollar 11.9 ∀y, z : x0 = y + 1 ∧ x1 = z =⇒ y = z ist äquivalent zu x1 = x0 − 1.
Beweis =⇒ : Seien x0, x1 beliebige Zahlen, so dass die Formel ∀y, z : x0 = y+ 1∧x1 =
z =⇒ y = z gilt. Wähle y := x0− 1, z := x1. Wegen Gültigkeit der Formel folgt daraus
x0 − 1 = x1.
⇐= : Angenommen, es gilt x1 = x0−1 und x0 = y+1∧x1 = z. Dann folgt unmittelbar
y = z. 
Die Belegung des schlechten Zustands (u4, x0 = 4, x1 = 5) erfüllt die Formel ΦGoodu4
nicht. U0 ist daher offensichtlich kein Partner von PlusOne. Die Belegung des guten
Zustands (u4, x0 = 4, x1 = 3) erfüllt dagegen die Formel ΦGoodu4 .
Nachdem wir eine Beschreibung der Menge der guten bzw. schlechten Zustände mittels
einer prädikatenlogischen Formel definiert haben, definieren wir nun eine Operation auf
dem Historybaum, welche die schlechten Zustände aus dem Erreichbarkeitsgraphen der
Überapproximation entfernt.
Wir kombinieren dazu die in Def. 2.27 definierte Einschränkungsoperation mit der
Formel, welche die guten Zustände des Historybaumes beschreibt. Durch Hinzufügen (d.
h., konjunktive Verknüpfung) der Formel ΦGoodq zu jedem Guard einer eingehenden Kante
eines Knotens q der Überapproximation schränken wir so die Menge der erreichbaren
Instanzen von q auf die guten Zustände ein.
Definition 11.12 (Einschränkung eines Formelautomaten auf gute Zustände)
Seien A ein Formelautomat, q ein Knoten von A, der nicht der Anfangsknoten ist und
Φ eine Formel, in der nur die Variablen von q frei vorkommen. Sei A′ der Formelauto-
mat, der aus A entsteht, indem jeder Guard Φe einer eingehenden Kante e von q durch
Φe ∧ RENAMEold(ΦGoodq ) ersetzt wird. Dann nennen wir A′ die Einschränkung von A
in q auf ihre guten Zustände.
Der Operator RENAMEold ersetzt wieder jede Variable x von q durch xnew.
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Abbildung 11.7.: Serviceautomat U1
Beispiel Durch Einschränken von u4 mit der Formel x1 = x0 + 1 erhalten wir den
Serviceautomaten U1 in Abb. 11.7. Durch die Einschränkung wird in unserem Beispiel
in dem in Abb. 11.6 abgebildeten Transitionssystem die Kante von (rec, u1, y = 3, x0 = 4)
zu (cmp, u4, y = 3, z = 5, x0 = 4, x1 = 5) entfernt, womit der Deadlock (fail, u4, x0 =
4, x1 = 5) nicht mehr erreichbar ist.
Damit können wir die Synthese eines Partners genau wie in Kapitel 10 durch die
Berechnung des Fixpunktes einer Folge von Einschränkungsoperationen beschreiben:
Solange ein Knoten q existiert, so dass ΦGoodq nicht äquivalent zu TRUE ist, wenden
wir die in Def. 11.12 definierte Einschränkungsoperation auf den Historybaum an. Wenn
für ein Folgeglied ΦGoodq äquivalent zu TRUE für jeden Knoten q ist, ist keine weitere
Einschränkung möglich. Nach Korollar 11.8 ist das Folgeglied dann ein Partner.
Ist dagegen für ein Folgeglied die Formel ΦGoodq0 für den Anfangsknoten q0 nicht äqui-
valent zu TRUE, ist der gegebene Formelautomat nicht bedienbar.
Damit erhalten wir den Algorithmus 2 zur Synthese eines Partners eines azyklischen
Formelautomaten. Für jede Formel, welche die guten Instanzen eines Knotens q be-
schreibt, geben wir dabei das jeweilige Folgeglied, auf die sie sich bezieht, als Superskript
an.
Die Korrektheit des Algorithmus folgt daraus, dass der Historybaum und die auf ihm
ausgeführte Operation äquivalent sind zu der Überapproximation aus Kapitel 10 und
der auf dieser ausgeführten Operation.
Theorem 11.10 (Korrektheit) Algorithmus 2 gibt genau dann einen Partner von A
zurück, wenn A bedienbar ist.
Beispiel Die Überapproximation U1 in unserem Beispiel ist nicht weiter einschränkbar.
Wie man anhand der in Tab. 11.2 angegebenen Prädikate leicht nachprüfen kann, gilt
die in Theroem 11.4 angegebene Implikation für jeden Zustand des Kreuzproduktes.
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Abbildung 11.8.: Kreuzprodukt PlusOne× U1
PlusOne× U1
q ΦReq ΦFinq
(gen, u0) TRUE TRUE
(send, u0) TRUE TRUE
(rec, u1) y + 1 = x0 y + 1 = x0
(cmp, u4) y = z = x1 = x0 − 1 y = z
(fail, u4) FALSE FALSE
(fin, u4) x1 = x0 − 1 TRUE
Tabelle 11.2.: Erreichbarkeits- und Finalformeln für PlusOne× U1
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Algorithmus 2 Partnersynthese für azyklische Formelautomaten
Eingabe: Ein azyklischer Formelautomat A der Tiefe k ∈ N
Bezeichne U0 = (Q,C, var , q0, E,Ω) den kanonischen Historybaum zu A der Tiefe k
i := 0
while es ex. q ∈ Q \ {q0} mit ΦGood,Uiq 6≡ TRUE:
Ui+1 := Einschränkung von Ui in q auf gute Zustände von Ui (Def. 11.12)
i := i+ 1
if ΦGood,Uiq0 ≡ TRUE
return Ui
else
return „A ist nicht bedienbar“
11.5. Synthese für asynchron kommunizierende
Serviceautomaten
Die Synthese eines Partners eines asynchron kommunizierenden azyklischen Formelau-
tomaten kann auf die Synthese eines synchron kommunizierenden azyklischen Formelau-
tomaten zurückgeführt werden. Dazu muss der gegebene Formelautomat lediglich, wie
in Abschnitt 10.2 gezeigt, mit einem Nachrichtenpuffer komponiert werden.
Damit die Komposition aus gegebenem Serviceautomaten, Nachrichtenpuffern und
Historybaum endlich viele Knoten hat, benötigen wir eine endliche Darstellung des Nach-
richtenpuffers.
Abb. 11.9 zeigt einen ungeordneten, unbeschränkten Nachrichtenpuffer für einen Ka-
nal mit einer einzigen Kanalvariablen a0. Dieser Nachrichtenpuffer ist äquivalent zu dem
in in Abschnitt 10.2 beschriebenen Nachrichtenpuffer. Jede Variable speichert den Inhalt
genau einer Nachricht. Die Maximalzahl der Nachrichten im Puffer ist nicht begrenzt.
Die Inhalte der Nachrichten können in beliebiger Reihenfolge gelesen werden. Nachrich-
tenpuffer für Kanäle mit mehreren Kanalvariablen werden nach dem gleichen Schema
konstruiert.
Die maximale Länge eines Ablaufes der Komposition des gegebenem Serviceautomaten
mit den Nachrichtenpuffern und dem Historybaum ist, wie bereits in Abschnitt 10.2
begründet, beschränkt. Die synchrone Komposition des gegebenen Serviceautomaten,
seiner Nachrichtenpuffer und des Historybaumes hat daher stets endlich viele Knoten
und der Algorithmus 2 kann in der gleichen Weise wie Alorithmus 1 zur Synthese eines
Partners verwendet werden. Die Korrektheit wird wieder von Lemma 10.7 garantiert.
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Abbildung 11.9.: Unbeschränkter ungeordneter Nachrichtenpuffer für einen Kanal a
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Da Services in der Regel unabhängig voneinander entwickelt werden, sind ihre Interfaces
häufig nicht miteinander kompatibel. Die Interfaces unterscheiden sich beispielsweise
bezüglich der Anzahl der Kanäle oder dem Format der über diese kommunizierten Daten.
Die Services können in diesem Fall nicht direkt miteinander komponiert werden. Um
zwei Services zu komponieren, deren Interface sich nur in Details unterscheiden, kann
ein Adapter als Vermittler zwischen den beiden Services dienen.
Beispiel Abb. 12.1 zeigt zwei Serviceautomaten Customer und Shop. Deren Interfaces
sind nicht miteinander kompatibel.
Die Menge PRODID bezeichnet eine Menge von Bestellnummern für Produkte und
PRICE die Menge der Preise der Produkte. Die Funktion product ordnet jeder Bestell-
nummer ein Produkt zu. Die Funktionen price und shipping ordnen jeder Bestellnummer
den Preis des jeweiligen Produktes bzw. dessen Lieferkosten zu.
Das Interface der Serviceautomaten unterscheidet sich in der Form der Rechnung.
Shop schlüsselt die Lieferkosten und den Preis des bestellten Produktes einzeln auf
(invoiceLong). Der Serviceautomat Customer dagegen verlangt den Gesamtpreis als Ein-
zelposten (invoiceShort).
Die beiden Serviceautomaten können aufgrund ihres unterschiedlichen Interfaces nicht
direkt miteinander komponiert werden. Sie können aber unter Zuhilfenahme des Adap-
ters in Abb. 12.2 miteinander komponiert werden. Der Adapter übersetzt das Rech-
nungsformat für den Kunden. Der Adapter addiert dabei die Produkt- und Lieferkosten.
Der Kunde erfährt somit die Gesamtkosten des bestellten Produktes und kann diese, wie
vom Händler erwartet, bezahlen (pay).
Aufgabe eines Adapters ist es, die Kommunikation zwischen Services so anzupassen,
dass das komponierte System eine bestimmte Eigenschaft erfüllt, etwa eines der in Ab-
schnitt 5 eingeführten Kompatibilitätskriterien.
Formal besteht das Problem der Adaptersynthese darin, zu zwei Serviceautomaten
A und B einen Serviceautomaten C, den Adapter, zu finden, so dass die Komposition
von A, C und B das Kompatibilitätskriterium erfüllt. Aus technischen Gründen ist es
(abweichend vom Beispiel) dabei sinnvoll, anzunehmen, dass die Interfaces von A und
B disjunkt sind. Der Adapter C ist also ein Partner der parallelen Komposition von A
und B für das jeweilige Kompatibilitätskriterium.
Das Problem der Adaptersynthese kann daher auf die Partnersynthese zurückgeführt
werden. Den in Abschnitt 11.4 vorgestellten Algorithmus können wir daher verwenden,
um einen Adapter für azyklische Serviceautomaten zu konstruieren.
Das Verhalten eines auf diese Weise erzeugten Adapters mag bei praktischen Anwen-






































(e0, e1) ∈ PRICE× PRICE
e0 = price(yprod), e1 = shipping(yprod)
pay.d0
d0 ∈ PRICE
d0 = price(yprord) + shipping(yprod))
(b) Shop






(e0, e1) ∈ PRICE× PRICE




Abbildung 12.2.: Adapter für Customer und Shop
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oder Geld können durch den Adapter aus dem Nichts erschaffen werden, um die Services
in ihre Endzustände zu bringen.
Damit ein Adapter für praktische Anwendungen tauglich ist, sind weitere Beschrän-
kungen der Fähigkeiten des Adapters notwendig.
Gierds [27] stellt einen petrinetzbasierten Ansatz zur Adaptersynthese vor. Dieser er-
laubt, durch eine Menge von Transformationsregeln zu spezifizieren, welche Nachrichten
neu erzeugt oder ineinander umgewandelt werden dürfen und welche nicht. Die Einhal-
tung der Transformationregeln wird dadurch erzwungen, dass ein weiterer Service E der
Komposition hinzugefügt wird, welcher die durch die Transformationsregeln vorgegebe-
nen Beschränkungen erzwingt.
Über eine zu diesen Petrinetzen analoge Konstruktion wäre auch in unserem Formalis-
mus möglich. Diese müssten aber an die derzeitigen Beschränkungen unseres Formalis-
mus angepasst werden und dürften beispielsweise keine Zyklen enthalten. Eine sinnvolle
Umsetzung einer der Synthese eines Adapters bleibt daher ein offenes Problem.
Fahland et al. [21] beschreiben eine Anwendung der Adaptersynthese auf Servicemo-
delle mit endlich vielen Zuständen, die mit CPN Tools erstellt wurden. Dabei stehen
nicht datenspezifische Aspekte der Kommunikation wie die Reihenfolge der Nachrichten
im Vordergrund.
Eine offene Frage bleibt, wie die Transformationsregeln um datenspezifische Aspekte
erweitert werden könnten. Denkbar wäre z. B., eine Obergrenze für Kredite angeben zu




In diesem Kapitel stellen wir einen weiteren Synthesealgorithmus speziell für Partner
azyklischer Identitätsautomaten vor. Da Identitätsautomaten ein Spezialfall von Formel-
automaten sind, können wir Partner azyklischer Identitätsautomaten bereits mit dem in
Kapitel 11 vorgestellten Algorithmus konstruieren. Wir benötigen den neuen Syntheseal-
gorithmus daher nicht, um die Bedienbarkeit eines Identitätsautomaten zu entscheiden.
Ziel dieses Kapitels ist es vielmehr, eine Analysetechnik speziell für Identitätsauto-
maten vorzustellen. Wir stellen einen graphbasierten Synthesealgorithmus für Partner
vor. Die Konzepte, die wir in Kapitel 10 für einzelne Zustände definiert haben, verall-
gemeinern wir auf Mengen von Zuständen, welche die Knoten eines Graphen bilden.
Das Verhalten eines Service spiegelt sich in der Struktur dieses Graphen wieder. Dies
erleichtert es, sich wiederholendes Verhalten des Service zu erkennen und Techniken wie
Faltung auf den Service anzuwenden.
Wir glauben, dass der in diesem Kapitel vorgestellte graphbasierte Ansatz geeignet
ist, insbesondere Partner zyklischer Identitätsautomaten zu analysieren und zu synthe-
tisieren. Zwar hat nicht jeder Identitätsautomat einen endlich darstellbaren Partner. Es
wäre jedoch wünschenswert, einen Algorithmus angeben zu können, der einen Partner
eines zyklischen Identitätsautomaten synthetisieren kann, falls ein endlich darstellbarer
Partner existiert.
Ein solcher Algorithmus zur Synthese eines Partners eines zyklischen Serviceautoma-
ten konnte in dieser Arbeit nicht gefunden werden. Die in diesem Kapitel vorgestellte
Darstellung des Zustandsraumes eines Serviceautomaten bildet jedoch eine gute Grund-
lage, um graphbasierte Techniken zu untersuchen, die die bei der Synthese eines zykli-
schen Partner hilfreich sein könnten. Durch Faltung der graphbasierten Darstellung des
Zustandsraumes könnte es möglich sein, zyklische Partner zu erzeugen.
Die Knoten des Graphen, der den Zustandsraum eines Identitätsautomaten darstellt,
definieren wir als Äquivalenzklassen von Zuständen. Äquivalente Zustände verhalten sich
gleich bezüglich aller für den Algorithmus relevanten Eigenschaften. Die Definition der
Äquivalenzklassen nutzt Symmetrien zwischen Abläufen von Identitätsautomaten aus.
Die ausgenutzten Symmetrien gelten übergreifend auf allen Identitätsautomaten. Die
Äquivalenzen der Zustände bleiben daher erhalten, wenn der Identitätsautomat verän-
dert wird, etwa durch Entfernen von Knoten oder durch Komposition mit einem anderen
Identitätsautomaten.
Der in diesem Kapitel vorgestellte Synthesealgorithmus konstruiert zwei Graphen:
Einen Graphen für die Überapproximation der Partner des gegebenen Serviceautomaten,
aus welcher durch Entfernen von Knoten ein Partner erzeugt wird, und einen Graphen
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für die Komposition der Überapproximation mit dem gegebenen Serviceautomaten. Die
relevanten Eigenschaften äquivalenter Zustände bleiben über alle Iterationsschritte des
Algorithmus erhalten. Die Knoten der beiden Graphen müssen daher nicht nach jedem
Iterationsschritt neu berechnet werden.
Den Begriff des Wissens eines Zustandes können wir verallgemeinern auf Knoten des
Graphen der Überapproximation der Partner eines Identitätsautomaten. Das Wissen
jedes Knotens des Graphen der Überapproximation ist eine Menge von Knoten des Gra-
phen der Komposition. Die Verallgemeinerung des Wissens auf Knoten erlaubt wiederum,
dass Theorem zum Verschmelzen einer Zustände eines Partners aus Abschnitt 5.3 auf
Knoten von Identitätsautomaten zu verallgemeinern.
Für beliebige Formelautomaten konnte in dieser Arbeit keine Verallgemeinerung des
Wissens eines Zustandes dieser Art gefunden werden. Die Instanzen der Knoten der in
Kapitel 11 betrachteten Formelautomaten verhalten sich nicht bezüglich aller relevanten
Eigenschaften gleich.
Wir stellen zunächst den symbolischen Erreichbarkeitsgraphen eines Identitätsautoma-
ten vor. Dieser erlaubt auf einfache Weise, die Erreichbarkeit von Zuständen des Identi-
tätsautomaten zu prüfen. Danach zeigen wir, wie der symbolische Erreichbarkeitsgraph
verwendet werden kann, um aus einer Variante der Überapproximation der Partnermen-
ge eines azyklischen Identitätsautomaten einen Partner zu konstruieren.
13.1. Symbolischer Erreichbarkeitsgraph
Der symbolische Erreichbarkeitsgraph (SRG) ist eine endliche Darstellung des Transiti-
onssystems eines Identitätsautomaten. Mit dem SRG können wir
• entscheiden, ob ein Zustand erreichbar ist
• entscheiden, ob von einem Zustand aus ein Endzustand erreichbar ist
Wir können dagegen nicht für beliebige Paare von Zuständen entscheiden, ob zwischen
diesen ein Pfad existiert.
Die Darstellung nutzt Symmetriebeziehungen zwischen Zuständen eines Identitätsau-
tomaten, um Äquivalenzklassen von Zuständen zu bilden. Abb. 13.2 zeigt einen Teil des
Erreichbarkeitsgraphen des Identitätsautomaten A aus Abb. 13.1. Aus jeder Äquivalenz-
klasse sind exemplarisch jeweils nur zwei Zustände dargestellt.
Eine Symmetrie ist formal ein Graphenautomorphismus, d. h. ein Isomorphismus zwi-
schen einem Graphen und sich selbst. Der Isomorphismus bildet jeden Pfad des Graphen
auf einen sich spiegelbildlich zu diesem verhaltenden Pfad ab.
Der in der Arbeit vorgestellte symbolische Erreichbarkeitsgraph ist eine stark verein-
fachte Variante des symbolischen Erreichbarkeitsgraphen eines Well-Formed Coloured
Nets (WFN) [15]. Well-Formed Coloured Nets sind eine Klasse gefärbter Petrinetze, die
nur bestimmte Guards und Funktionen erlaubt. Die Knoten des symbolischen Erreich-
barkeitsgraphen eines WFN sind Äquivalenzklassen.
Die in dieser Arbeit zur Definition des symbolischen Erreichbarkeitsgraphen verwen-






















Abbildung 13.1.: Identitätsautomat A
[p0]
[p1, x = 0, y = 1]
[p2, x = 0, y = 1]
a.(0, 1)
τ
[p1, x = 2, y = 4]
[p2, x = 2, y = 4]
a.(2, 4)
τ [p1, x = 0, y = 0]
[p3, x = 0, y = 0, z = 0]
[p4, x = 0, z = 0]





[p1, x = 2, y = 2]
[p3, x = 2, y = 2, z = 2]
[p4, x = 2, z = 2]





Abbildung 13.2.: Erreichbarkeitsgraph von A (Ausschnitt). Umrandungen kennzeichnen
identitätsäquivalente Zustände.
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Identitätsäquivalenz (Def. 5.6) auf Zustände und ein Spezialfall der für WFN benutzten
Äquivalenz.
Zwei Instanzen eines Knotens heißen identitätsäquivalent, wenn jedes Paar von Varia-
blen x und y, die in einer Instanz des Knotens mit dem gleichen Wert belegt sind, auch
in der anderen Instanz mit dem gleichen Wert belegt sind.
Definition 13.1 (Identitätsäquivalente Zustände) Sei q ein Knoten eines Service-
automaten A. Instanzen (q, β), (q, β′) von q heißen identitätsäquivalent (wir schreiben
(q, β) ∼id (q, β′)), wenn β und β′ identitätsäquivalent sind. Die Identitätsäquivalenzklas-
se eines Zustandes z notieren wir mit [z]id.
Identitätsäquivalente Zustände verhalten sich symmetrisch zueinander: Eine Kante ei-
nes Identitätsautomaten ist immer entweder für jeden Zustand einer Äquivalenzklasse
aktiviert oder für gar keinen. Die Nachfolger identitätsäquivalenter Zustände sind eben-
falls jeweils wieder identitätsäquivalent zueinander. Alle Zustände einer Äquivalenzklasse
verhalten sich daher gleich bezüglich Erreichbarkeit vom Anfangszustand.
Die Symmetrien zwischen Zuständen und Abläufen können wir formal durch Permuta-
tionen beschreiben. Eine Permutation ist eine bijektive Funktion σ : U → U , die jedem
Wert aus dem Universum U eineindeutig einen anderen Wert zuweist. Permutationen
werden häufig zum Beschreiben von Symmetrien in Petrinetzen verwendet [37, 39, 30].
Durch Permutieren der Werte, die in einem Ablauf eines Identitätsautomaten vor-
kommen, erhalten wir einen zu diesem symmetrischen Ablauf, der ebenfalls ausführbar
ist.
Definition 13.2 (Permutieren eines Zustandes) Sei z = (q, β) ein Zustand eines
Serviceautomaten A und σ : U → U eine Permutation. Dann sei σ(z) =
Def
(q, β ◦ σ) der
Zustand, der aus z durch Anwenden der Permutation σ hervorgeht.
Belegungen eines Knotens sind genau dann identitätsäquivalent, wenn sie durch Per-
mutation auseinander hervorgehen. Die Permutation von Werten eines Zustandes erhält
die paarweisen Gleichheits- bzw. Ungleichheitsbeziegungen zwischen den Werten.
Korollar 13.1 (Symmetrie identitätsäquivalenter Belegungen) Belegungen β, β′
sind identitätsäquivalent gdw. es eine Permutation σ : U → U gibt, so dass β = β ◦ σ.
Beweis Folgt aus der Beobachtung, dass u = v gdw. σ(u) = σ(v) für jedes Paar u, v ∈ U .

Beispiel Durch Anwenden der Permutation σ : 0 7→ 2, 1 7→ 4 geht aus dem Zustand
(p1, x = 0, y = 1) der Zustand (p1, x = 2, y = 4) hervor. Der Zustand (p1, x = 0, y = 0)
kann dagegen nicht durch Permutation aus (p1, x = 0, y = 1) erzeugt werden.
Von Zuständen, die durch Anwenden einer Permutation σ auseinander hervorgehen,
sind wieder Zustände erreichbar, die durch Anwenden der gleichen Permutation ausein-
ander hervorgehen. Wir können daher eine Permutation auf einen Ablauf anwenden und




[p1, x = 0, y = 1]
[p2, x = 0, y = 1]
[p1, x = 0, y = 0]
[p3, x = 0, y = 0, z = 0]
[p4, x = 0, z = 0]
[p3, x = 0, y = 0, z = 1]
Abbildung 13.3.: Symbolischer Erreichbarkeitsgraph von A
Definition 13.3 (Permutieren eines Eingabewortes) Sei A ein Identitätsautomat
und σ : U → U eine Permutation. Für jede Aktion a = (c, γ) ∈ Σ(A) bezeichne σ(a) die
Aktion (c, γ ◦ σ).
Für w = a1a2 . . . am ∈ Σm(A) sei σ(w) =Def σ(a1)σ(a2) . . . σ(am) die Permutation von
w mit σ.
Beispiel Aus dem Ablauf p0
a.(0,0)→ (p1, x = 0, y = 1) b.1→ (p3, x = 0, y = 0, z = 1) wird
durch Anwenden der Permutation σ : 0 7→ 2, 1 7→ 4 der Ablauf
p0
a.(2,2)→ (p1, x = 2, y = 4) b.4→ (p3, x = 2, y = 2, z = 4).
Durch Anwenden einer Permutation auf einen Ablauf erhalten wir einen zu diesem
symmetrischen Ablauf, der ebenfalls ausführbar ist.
Korollar 13.2 (Symmetrische Abläufe) Sei A ein Identitätsautomat und (q, β), (q′, β′)
Zustände von A und σ : U → U eine Permutation.
Dann gilt (q, β) w=⇒A (q′, β′) gdw. (q, β ◦ σ) σ(w)=⇒A (q′, β′ ◦ σ).
Im speziellen folgt daraus, dass entweder jeder Zustand einer Äquivalenzklasse vom
Anfangszustand aus erreichbar ist oder gar keiner.
Korollar 13.3 (Symmetrie der Erreichbarkeit) Sei A ein Identitätsautomat, z, z′ ∈
Z(A) identitätsäquivalente Zustände. Dann ist z erreichbar in A gdw. z′ ist erreichbar
in A.
Diese Beobachtung motiviert die Definition des symbolischen Erreichbarkeitsgraphen
(SRG). Der symbolische Erreichbarkeitsgraph entsteht aus dem Erreichbarkeitsgraphen
eines Serviceautomaten durch Verschmelzen der Zustände der Identitätsäquivalenzklas-
sen. Abb. 13.3 zeigt den symbolischen Erreichbarkeitsgraphen des Identitätsautomaten
A in Abb. 13.1.
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Definition 13.4 (Symbolischer Erreichbarkeitsgraph) Sei A ein Identitätsautomat.
Der symbolische Erreichbarkeitsgraph (SRG) von A ist der Graph mit der Knotenmenge
V = Z(A)\∼id
und der Kantenmenge E =
{
([z]id, [z′]id)|z a→A z′}
}
.
Die Äquivalenzklasse des Anfangszustandes bezeichnen wir als den Anfangsknoten des
SRG. Eine Klasse von Instanzen eines Endknotens von A bezeichnen wir ebenso als
Endknoten des SRG.
Der symbolische Erreichbarkeitsgraph eines Identitätsautomaten mit endlich vielen
Knoten hat ebenfalls endlich viele Knoten: Die Menge der Instanzen eines Knotens q des
Identitätsautomaten mit n Variablen zerfällt in höchstens !n Identitätsäquivalenzklassen.
Aus dem symbolischen Erreichbarkeitsgraphen eines Serviceautomaten kann der ur-
sprüngliche Erreichbarkeitsgraph des Serviceautomaten nicht rekonstruiert werden, da
die Beschriftungen der Kanten nicht erhalten bleiben. Wir können jedoch Aussagen über
die Existenz gewisser Abläufe des Serviceautomaten machen:
Wenn im symbolischen Erreichbarkeitsgraphen eine Kante von einer Klasse Z zu einer
Klasse Z ′ existiert, dann gibt es für jeden Zustand z ∈ Z des Serviceautomaten einen
Schritt zu einem Zustand z′ ∈ Z ′. Insbesondere können wir aus dem SRG für jeden
Zustand des Serviceautomaten erkennen, ob von diesem aus ein Endzustand erreichbar
ist.
Theorem 13.4 Es ist entscheidbar, ob ein Identitätsautomat mit endlich vielen Knoten
schwach terminiert.
Da das Kreuzprodukt zweier Identitätsautomaten wieder ein Identitätsautomat ist,
können wir entscheiden, ob diese füreinander Partner sind.
Das Konzept des SRG kann prinzipiell erweitert werden auf Serviceautomaten, die aus-
drucksstärker sind als Identitätsautomaten. Die Knoten des ursprünglichen symbolischen
Erreichbarkeitsgraphen eines Well-Formed Nets sind Klassen einer permutationsbasier-
ten Äquivalenzrelation, die wesentlich feiner ist als die hier verwendete Identitätsäqui-
valenz. Der Guard einer Transition eines WFN kann im Unterschied zum Guard eines
Identitätsautomaten eine Nachfolgerfunktion enthalten. Mit der feineren Äquivalenzre-
lation können im SRG Nachfolgerbeziehungen zwischen Werten dargestellt werden. Da
die feinere Äquivalenzrelation jedoch zu mehr Äquivalenzklassen führt, kann sie nicht
in Kombination mit dem im nächsten Abschnitt vorgestellten Partnersynthesealgorith-
mus verwendet werden. Der SRG der Überapproximation der Partermenge hätte bei
Verwendung der feineren Äquivalenzrelation unendlich viele Knoten.
Im folgenden Abschnitt beschreiben wir die Synthese eines Partners eines azyklischen
Identitätsautomaten.
13.2. Synthesealgorithmus
Die Synthese eines Partners eines azyklischen Identitätsautomaten folgt dem gleichen

















Abbildung 13.4.: Identitätsautomat FailOnEq
maten interfaceäquivalenter Serviceautomat konstruiert, der äquivalent ist zur Überap-
proximation der Partnermenge aus Kapitel 10. Aus diesem wird dann durch Entfernen
von Zuständen ein Partner erzeugt.
Wir definieren zunächst den Identitätshistorybaum. Der Identitätshistorybaum ist eine
Variante des in Abschnitt 11.4 vorgestellten Historybaumes. Der Erreichbarkeitsgraph
des Identitätshistorybaumes ist ebenso wie der Erreichbarkeitsgraph des Historybaumes
isomorph zum kanonischen Baum und damit zur kanonischen Überapproximation der
Partnermenge in Kapitel 10.
Der Identitätshistoryautomat ist selbst ein Identitätsautomat. Einen Partner eines
Identitätsautomaten erzeugen wir durch Entfernen von Knoten aus dem Identitätshis-
torybaum.
Abb. 13.4 zeigt einen Identitätsautomaten FailOnEq und Abb. 13.6 den zu FailOnEq
interfaceäquivalenten Identitätshistorybaum U0. Der Identitätshistorybaum ist so kon-
struiert, dass seine Struktur isomorph zu seinem symbolischen Erreichbarkeitsgraphen
ist. Dies ermöglicht es später, gezielt Knoten aus dem symbolischen Erreichbarkeitsgra-
phen zu entfernen.
Der Identitätshistorybaum funktioniert nach dem gleichen Prinzip wie der History-
baum nach Def. 11.10. Der Identitätshistorybaum speichert jeden Wert, der in einem
Eingabewort vorkommt, in einer Variablen. Kommt im Eingabewort mehrfach der glei-
che Wert vor, wird dieser nur einmal gespeichert. Je nachdem, in welcher Relation die
Aktionen des Eingabewortes zueinander stehen, wird in andere Knoten verzweigt. Un-
terschieden wird dabei nur die paarweise Gleichheit bzw. Ungleichheit von Werten.
In jedem Schritt wird der Inhalt der kommunizierten Nachricht mit jedem bereits in
einer Variablen gespeicherten Wert verglichen. Abhängig vom Ergebnis des Vergleichs
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Abbildung 13.5.: Identitätshistorybaum U0 der Tiefe 3
q0
q1, x0 = 0
q2, x0 = 0 q3, x0 = 0, x1 = 1
q4, x0 = 0 q5, x0 = 0, x1 = 1 q6, x0 = 0, x1 = 1 q7, x0 = 0, x1 = 1 q8, x0 = 0, x1 = 1, x2 = 2
Abbildung 13.6.: Symbolischer Erreichbarkeitsgraph von U0
trifft der Identitätshistorybaum eine Fallunterscheidung und verzweigt in einen anderen
Nachfolgeknoten. Ist der Inhalt der Nachricht noch in keiner Variablen gespeichert, wird
in einen Nachfolgeknoten verzweigt, in dem eine neue Variable eingeführt wird, welche
den Inhalt der Nachricht speichert. Ist dagegen der Inhalt der Nachricht bereits in ei-
ner Variablen gespeichert, wird im Nachfolgeknoten keine neue Variable eingeführt. Je
nachdem, mit welcher Variablen der Inhalt der Nachricht übereinstimmt, wird dabei in
einen anderen Nachfolgeknoten verzweigt.
Wir beschreiben im Folgenden die Konstruktion des Identitätshistorybaumes. Der Le-
ser kann die formalen Details der Konstruktion bei Bedarf überspringen. Die wesentli-
che Eigenschaften des Identitätshistorybaumes sind, dass sein Erreichbarkeitsgraph ein
kanonischer Baum ist und seine Struktur isomorph zu seinem symbolischen Erreichbar-
keitgraphen ist.
Formal definieren wir die Knoten des Identitätshistorybaumes als Äquivalenzklassen
108
13.2. Synthesealgorithmus
von Eingabeworten. Die Konstruktion des Identitätshistorybaumes über Äquivalenzklas-
sen ist wesentlich einfacher zu definieren als über eine induktive Definition. Die Kanten
zwischen den Äquivalenzklassen sind so definiert, dass die Eingabe eines Wortes genau
in die Äquivalenzklasse des wortes führt.
Die Äquivalenzklassen werden durch die Identitätsäquivalenzrelation für Eingabeworte
gebildet. Zwei Eingabeworte heißen identitätsäquivalent, wenn sie durch Anwendung
einer Permutation auseinander hervorgehen. Permutieren von Werten erhält analog zu
Korollar 13.1 die Gleichheitsbeziehungen zwischen den Werten eines Eingabewortes.
Definition 13.5 (Identitätsäquivalente Einagbeworte) Sei A ein Identitätsauto-
mat. Worte w,w′ ∈ Σn(A) heißen identitätsäquivalent (geschrieben w ∼id w′), wenn es
eine Permutation σ : U → U gibt mit σ(w) = w′. Die Identitätsäquivalenzklasse eines
Wortes w notieren wir mit [w]id.
Beispiel Das Eingabewort a.2 a.2 a.0 ist identitätsäquivalent zu a.0 a.0 a.1. Die Knoten
des Identitätshistorybaumes U0 in Abb. 13.6 sind die folgenden Klassen der Identitäts-
äquivalenz:
q0 = [ε]id q5 = [a.0 a.0 a.1]id
q1 = [a.0]id q6 = [a.0 a.1 a.0]id
q2 = [a.0 a.0]id q7 = [a.0 a.1 a.1]id
q3 = [a.0 a.1]id q8 = [a.0 a.1 a.2]id
q4 = [a.0 a.0 a.0]id
Die Eingabe a.0 a.0 a.0 führt z. B zu dem Zustand (q4, x0 = 0). Die Eingabe a.0 a.1 a.2
führt zu dem Zustand (q8, x0 = 0, x1 = 1, x2 = 2).
Die Anzahl der Variablen eines Knotens des Identitätshistorybaumes ist gleich der
Anzahl der verschiedenen Werte, die in seinem Repräsentanten vorkommen.
Beispiel Der Knoten q4 mit dem Repräsentanten a.0 a.0 a.0 hat nur eine Variable x0.
Der Knoten q8 mit dem Repräsentanten a.0 a.1 a.2 hat drei Variablen.
Die Anzahl der Variablen ist von der Wahl des Repräsentanten unabhängig.
Um die Kanten zwischen den Knoten des Identitätshistorybaumes zu definieren, be-
nötigen wir für jeden Knoten einen fest gewählten Repräsentanten. Die Repräsentanten
der Knoten müssen dabei zueinander passend gewählt werden: Wir verlangen, dass für
jeden Repräsentanten w einer Äquivalenzklasse auch jeder Präfix von w der Repräsen-
tant seiner jeweiligen Klasse ist. D. h., den Repräsentanten jedes Knotens wählen wir
so, dass er aus dem Repräsentanten seines Vorgängers durch Anhängen einer Aktion
hervorgeht.
Beispiel Die Repräsentanten a.0 bzw. a.0 a.1 der Knoten q1 bzw. q3 von U0 sind Präfixe
des Repräsentanten a.0 a.1 a.2 von q8.
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Im folgenden bezeichne wq den fest gewählten Repräsentanten eines Knotens q des
Identitätshistorybaumes. Jedem Wert u ∈ U , der im Repräsentanten wq eines Knotens q
vorkommt, ordnen wir eineindeutig eine Variable xu zu. Diese Variablen bilden zusam-
men die Variablenmenge von q.
Beispiel Im Repräsentanten a.0 a.1 a.0 des Knotens q6 kommen die Werte 0 und 1 vor.
Der Knoten q6 hat dementsprechend die Variablenmenge x0 und x1.
Die Guards der Kanten des Identitätshistorybaumes definieren wir so, dass jede Va-
riable xu von q mit u belegt wird, wenn der Ablauf mit dem Trace wq ausgeführt wird.
Wird ein Ablauf mit einem zu wq identitätsäquivalentem Trace ausgeführt, werden die
Variablen entsprechend mit den in dessen trace vorkommenden Werten belegt. Es werden
in keinen Ablauf zwei Variablen mit dem gleichen Wert belegt.
Definition 13.6 (Identitätshistorybaum) Sei A = (QA, C, varA, qA,0, EA,ΩA) ein
Identitätsautomat. Der Identitätshistorybaum zu A der Tiefe k ∈ N ist der Serviceau-
tomat U =
Def
(Q,C, var , q0, E,Ω) mit
• Q = Σk(A)\ ∼id.
• q0 = [ε]id
• Ω = Q
Die Variablenmenge jedes Knotens q mit dem Repräsentanten wq sei
var(q) = {xu|u ∈ U , u kommt in einer Aktion in wq vor}
Die Kantenmenge E sei folgendermaßen definiert:
([w]id, c, G[w]id,[wa]id , [wa]id) ∈ E gdw. w ∈ Σk−1(A), a ∈ Σ(A).
Den Guard für eine Kante zwischen zwei Knoten q, q′ mit den Repräsentanten wq und













Dabei sei a′ = (c, γ), var(c) = {c0, . . . , cn−1} und ui = γ(ci) für 0 ≤ i ≤ n− 1.
Die Wahl des Repräsentanten eines Knotens beeinflusst die Namensgebung seiner Va-
riablen, nicht jedoch die Struktur und die Semantik des Identitätshistorybaumes.
110
13.2. Synthesealgorithmus
Nach Konstruktion des Identitätshistorybaumes sind alle erreichbaren Instanzen eines
Knotens zueinander identitätsäquivalent. Jeder Knoten entspricht genau einer Äquiva-
lenzklasse. Der symbolische Erreichbarkeitsgraph des Identitätshistorybaumes ist daher
isomorph zu diesem.
Korollar 13.5 Die erreichbaren Instanzen jedes Knotens des Identitätshistorybaumes
sind paarweise zueinander identitätsäquivalent.
Ebenfalls nach Konstruktion ist das Transitionssystem des Identitätshistorybaumes
ein deterministischer Baum: Jedes Eingabewort w legt eindeutig einen Zustand z fest
und zu jedem Zustand z gibt es genau ein Eingabewort w, welches zu diesem führt.
Korollar 13.6 Sei A ein Identitätsautomat. Der Erreichbarkeitsgraph des Identitäts-
historybaumes zu A der Tiefe k ist isomorph zum kanonischen Baum zu der Sprache
L = Σk(A) und damit isomorph zur kanonischen Überapproximation (Def. 10.1) zu A
der Tiefe k.
Aufgrund der eins-zu-eins-Beziehung zwischen Knoten des Identitätshistorybaumes
und den Knoten des symbolischen Erreichbarkeitsgraphen können einzelne Knoten des
symbolischen Erreichbarkeitsgraphen gezielt entfernt werden. Dies nutzen wir bei der
Partnersynthese aus.
Für einen gegebenen Identitätsautomaten A synthetisieren wir einen Partner, indem
wir Knoten aus dem Identitätshistorybaum entfernen. So, wie wir in Kapitel 10 zwi-
schen guten und schlechten Zuständen der Überapproximation unterschieden haben, un-
terscheiden wir zwischen guten und schlechten Knoten. Das Entfernen eines einzelnen
schlechten Knotens aus dem Identitätshistorybaum entspricht dem Entfernen einer (im
allgemeinen unendlich großen) Menge von schlechten Zuständen. Wir entfernen solange
schlechte Knoten aus dem Identitätshistorybaum, bis dieser nur noch gute Knoten hat
oder alle Knoten entfernt wurden. Hat der resultierende Identitätsautomat mindestens
einen Knoten, ist er ein Partner von A. Andernfalls ist A nicht bedienbar.
Jeder Knoten des Identitätshistorybaum entspricht einer Klasse identitätsäquivalenter
Zustände. Identitätsäquivalente Zustände verhalten sich gleich bezüglich der Eigenschaft,
gute oder schlechte Zustände zu sein.
Lemma 13.7 (Symmetrie guter Zustände) Seien A,B interfaceäquivalente Identi-
tätsautomaten und (q, β), (q, β′) identitätsäquivalente Zustände von B. Dann ist (q, β)
gut bzgl. A gdw. (q, β′) gut bzgl. A.
Beweis Nach Korollar 13.1 gibt es eine Bijektion σ : U → U , so dass β′ = β ◦ σ.
Sei (q, β′) ein guter Zustand und sei (p, α) ∈ knowA,B(q, β). Nach Def. (Wissensfunkti-
on) ist (p, q, α, β) in A×B erreichbar. Wegen Symmetrie (Lemma 13.2) ist (p, q, α◦σ, β◦σ)
in A×B erreichbar. Nach Voraussetzung ist von (p, q, α ◦ σ, β ◦ σ) ein Endzustand von
A × B erreichbar. Wegen Symmetrie (Lemma 13.2) ist auch von (p, q, α, β) ein Endzu-
stand erreichbar. Nach Def. (guter Zustand) ist (q, β) ein guter Zustand. 
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Diese Symmetrie rechtfertigt die Erweiterung der Definition des guten Zustandes auf
Klassen identitätsäquivalenter Zustände.
Definition 13.7 (Gute Identitätsäquivalenzklasse) Seien A,B Identitätsautoma-
ten, z ein bzgl. A guter Zustand von B. Dann nennen wir [z]id gut (bzgl. A). Andernfalls
nennen wir [z]id schlecht (bzgl. A).
Jeder Knoten des Identitätshistorybaumes entspricht nach Konstruktion genau einer
Identitätsäquivalenzklasse. Daher bezeichnen wir einen Knoten nach seiner Klasse eben-
falls als gut oder schlecht.
Wir benötigen nun noch ein Verfahren, um zu entscheiden, ob eine Klasse gut oder
schlecht ist. Ein direktes Prüfen, ob der Repräsentant der Klasse nach Def. 10.2 ein
guter Zustand ist, ist nicht möglich, da das Wissen des Zustandes im allgemeinen eine
unendlich große Menge ist. Um eine endliche Darstellung des Wissens eines Zustandes
zu erhalten, erweitern wir die Wissensfunktion know auf Klassen identitätsäquivalenter
Zustände.
Bei der Erweiterung der Wissensfunktion auf Klassen ist eine subtile Änderung der
Definition notwendig, damit aus der symbolischen Wissensfunktion die gewöhnliche Wis-
sensfunktion know durch Entfaltung rekonstruiert werden kann.
Die Wissensfunktion ordnet jedem Zustand eines Serviceautomaten B eine Menge von
Zuständen eines Serviceautomaten A zu. Eine direkte Verallgemeinerung der Wissens-
funktion würde jeder Klasse von Zuständen von B eine Menge von Klassen von Zustän-
den von A zuordnen. Bei einer Verallgemeinerung dieser Art ist jedoch nicht eindeutig
rekonstruierbar, welchem Zustand einer Klasse von B welche Menge von Zuständen von
A zugeordnet wird.
Die hier definierte symbolische Wissensfunktion ordnet statt dessen jeder Klasse von
Zuständen von B eine Menge von Klassen von Zuständen des Kreuzproduktes A×B zu.
Bei Bildung der Äquivalenzklassen auf den Zuständen des Kreuzproduktes von A und
B (statt auf den Zutänden von B) bleibt die Zuordnung zwischen den Zuständen von A
und B erhalten.
Definition 13.8 (Symbolische Wissensfunktion) Seien A, B interfaceäquivalente
Identitätsautomaten. Das symbolische Wissen eines Zustandes (q, β) von B sei definiert
als
sknowA,B(q, β) =Def {[p, q, α, β]id|(p, q, α, β) erreichbar in A×B}
Die symbolische Wissensfunktion sknow erweitern wir kanonisch auf Klassen identitäts-
äquivalenter Zustände. Für die Äquivalenzklasse von (q, β) definieren wir
sknowA,B([q, β]id) =Def sknow(q, β)
Beispiel Abb. 13.7 zeigt den symbolischen Erreichbarkeitsgraphen von FailOnEq × U0




[p1, q1, y = 0, x0 = 0]
[p2, q2, y = 0, z = 0, x0 = 0] [p2, q3, y = 0, z = 1, x0 = 0, x1 = 1]
[p3, q2, x0 = 0] [p4, q2, x0 = 0] [p3, q3, x0 = 0, x1 = 1]
Abbildung 13.7.: Symbolischer Erreichbarkeitsgraph von FailOnEq× U0
Z sknowFailOnEq,U0(Z)
[q0] {[p0, q0]}
[q1, x0 = 0] {[p1, q1, y = 0, x0 = 0]}
[q2, x0 = 0] {[p2, q2, y = 0, z = 0, x0 = 0], [p3, q2, x0 = 0], [p4, q2, x0 = 0]}
[q3, x0 = 0, x1 = 1] {[p2, q3, y = 0, z = 1, x0 = 0, x1 = 1], [p3, q3, x0 = 0, x1 = 1]}
Tabelle 13.1.: Symbolisches Wissen von U0 über FailOnEq
Es ist [p2, q3, y = 0, z = 1, x0 = 0, x1 = 1]id ∈ sknowFailOnEq,U0([q3, x0 = 0, x1 = 1]id).
Es erscheint zunächst überflüssig, dass der Repräsentant (q3, x0 = 0, x1 = 1) der Klasse
[q3, x0 = 0, x1 = 1]id) auch Bestandteil des Repräsentanten der Klasse [p2, q3, y = 0, z =
1, x0 = 0, x1 = 1]id ist. Würden wir diesen Bestandteil jedoch weglassen und der Klasse
[q3, x0 = 0, x1 = 1]id die Klasse [p2, y = 0, z = 1]id statt der Klasse [p2, q3, y = 0, z =
1, x0 = 0, x1 = 1]id zuordnen, könnten wir die erreichbaren Zustände von A × B nicht
mehr korrekt rekonstruieren. Es ist nämlich [p2, y = 0, z = 1]id = [p2, y = 1, z = 0]id.
Setzen wir die Repräsentanten dieser beiden Klassen mit dem Repräsentanten (q3, x0 =
0, x1 = 1) zusammen, erhalten wir die beiden Zustände (p2, q3, y = 0, z = 1, x0 = 0, x1 =
1) und (p2, q3, y = 1, z = 0, x0 = 0, x1 = 1). Letzterer ist im Gegensatz zu ersterem in
FailOnEq× U0 nicht erreichbar.
Die Erweiterung der symbolischen Wissensfunktion sknow auf Klassen identitätsäqui-
valenter Zustände ist wohldefiniert.
Korollar 13.8 (Wohldefiniertheit) Es gilt sknowA,B(zB) = sknowA,B(z′B) für iden-
titätsäquivalente Zustände zB und z′B von B.
Beweis Nach Def. (symb. Wissen) und wegen Symmetrie (Korollar 13.3) gilt (p, q, α, β) ∈
sknowA,B(q, β) gdw. (p, q, α◦σ, β ◦σ) ∈ sknowA,B(q, β ◦σ) für jede Bijektion σ : U → U .
Mit Korollar 13.1 folgt die Behauptung. 
Der Bezug zwischen der Wissensfunktion und der symbolischen Wissensfunktion ergibt
sich direkt aus ihrer Definition.
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Korollar 13.9 Seien A,B interfaceäquivalente Identitätsautomaten und (q, β) ein Zu-
stand von B. Dann gilt
(p, α) ∈ knowA,B(q, β)
gdw. (p, q, α, β) erreichbar in A×B
gdw. [p, q, α, β]id ∈ sknowA,B([q, β]id)
Mit der symbolischen Wissensfunktion und dem symbolischen Erreichbarkeitsgraphen
wir entscheiden, ob eine Klasse von Zuständen gut oder schlecht ist.
Lemma 13.10 (Gute Identitätsäquivalenzklasse) Seien A,B interfaceäquivalente
Identitätsautomaten, Z eine Klasse identitätsäquivalenter Zustände von A × B. Dann
ist Z gut (bzgl. A) genau dann wenn im symbolischen Erreichbarkeitsgraphen von A×B
von jeder Klasse Z ′ ∈ sknow(Z) ein Endknoten erreichbar ist.
Beispiel Die Klasse [q2, x0 = 0] von U0 ist schlecht bzgl. FailOnEq, da vom Knoten
[p3, q2, x0 = 0] ∈ sknowFailOnEq,U0([q2, x0 = 0]) kein Endknoten im symbolischen Erreich-
barkeitsgraphen von FailOnEq × U0 erreichbar ist. Damit ist q2 ein schlechter Knoten
von U0.
Algorithmus 3 Partnersynthese für azyklische Identitätsautomaten
Eingabe: Ein azyklischer Identitätsautomat A der Tiefe k ∈ N
Sei U0 = (Q,C, var , q0, E,Ω) der Identitätshistorybaum zu A der Tiefe k
while es ex. schlechter Knoten q von Ui:
Ui+1 := Einschränkung von Ui auf die (bzgl. A) guten Knoten von Ui
if Ui enthält q0
return Ui
else
return „A ist nicht bedienbar“
Nun können wir den Algorithmus zur Synthese eines Partners eines azyklischen Iden-
titätsautomaten formulieren. Genau so, wie der Algorithmus 2 aus Kapitel 10 schlech-
te Zustände aus dem kanonischen Baum entfernt, entfernt Algorithmus 3 iterativ die
schlechten Knoten aus dem Identitätshistorybaum.
Beispiel Durch Entfernen von q2 entsteht U1 (Abb. 13.8) aus U0. Abb. 13.9 zeigt den
symbolischen Erreichbarkeitsgraphen von U1.
Im symbolischen Erreichbarkeitsgraphen von FailOnEq×U1 gibt es von jedem Knoten
einen Pfad zu einem Endknoten. Damit ist U1 ein Partner von FailOnEq.
Die Korrektheit des Algorithmus 3 folgt direkt aus der Äquivalenz des Identitätshisto-
















































Abbildung 13.8.: Serviceautomat U1
[p0, q0]
[p1, q1, y = 0, x0 = 0]
[p2, q3, y = 0, z = 1, x0 = 0, x1 = 1]
[p3, q3, x0 = 0, x1 = 1]
Abbildung 13.9.: Symbolischer Erreichbarkeitsgraph von FailOnEq× U1
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13.3. Verschmelzen von Knoten
In diesem Kapitel stellen wir eine Regel zum Verschmelzen von Knoten eines Partners
eines Identitätsautomaten vor. Wir zeigen außerdem, wie redundante Variablen eines
Partners eines Identitätsautomaten berechnet werden können.
In Abschnitt 5.3 haben wir gezeigt, dass Zustände eines Partners eines azyklischen
Serviceautomaten, welche das gleiche Wissen über den Serviceautomaten haben, ver-
schmolzen werden können. Der Partner behält dabei seine Eigenschaft, ein Partner des
gegebenen Serviceautomaten zu sein. Dieses Resultat für einzelne Zustände verallgemei-
nern wir auf Knoten eines Identitätsautomaten.
Wir zeigen, dass aus einem Partner eines Identitätsautomaten durch Verschmelzen
zweier Knoten mit äquivalentem symbolischen Wissen wieder ein Partner hervorgeht.
Die beiden Knoten, die verschmolzen werden, müssen zudem zwei technische Neben-
bedingungen erfüllen:
• Die beiden Knoten haben die gleiche Variablenmenge
• Die erreichbaren Instanzen jedes Knotens sind jeweils zueinander identitätsäqui-
valent
Die Gleichheit der Variablenmengen der beiden Knoten wird in der Definition der in
Abschnitt 2.4.2 eingeführten Verschmelzungsoperation (Def. 2.29) vorausgesetzt und ist
notwendig, damit dem durch Verschmelzen entstehenden Knoten wieder eindeutig eine
Menge von Variablen zugeordnet werden kann. Gegebenenfalls können Variablen vor
dem Verschmelzen geeignet umbenannt werden. In jedem Fall können nur Knoten mit
der gleichen Anzahl Variablen verschmolzen werden.
Die Äquivalenz der erreichbaren Instanzen der Knoten ist notwendig, damit beiden
Knoten des Partners jeweils genau ein Knoten des symbolischen Erreichbarkeitsgraphen
zugeordnet werden kann. Falls sich die erreichbaren Instanzen eines Knotens auf mehrere
Äquivalenzklassen verteilen, kann der Identitätsautomat gegebenenfalls durch Aufspal-
ten von Knoten verfeinert werden, so dass diese Eigenschaft erfüllt ist.
Knoten mit gleichem symbolischen Wissen nennen wir symbolisch wissensäquivalent.
Zum Vergleichen des symbolischen Wissens zweier Knoten q1 und q2 benötigen wir
aus technischen Gründen eine Operation zum Umbenennen von Knoten. Das symboli-
sche Wissen eines Knotens q eines Partners B eines Identitätsautomaten A besteht aus
Identitätsäquivalenzklassen der Zustände des Kreuzproduktes von A×B. Der Knoten q
ist daher selbst Bestandteil der Repräsentanten der ihm zugeordneten der Identitätsä-
quivalenzklassen.
Beim Vergleichen des symbolischen Wissens zweier Knoten q1 und q2 von B wollen
wir daher die Knoten q1 und q2 ignorieren und die Repräsentanten der Identitätsäquiva-
lenzklassen nur anhand der Variablenbelegung und des Knotens von A vergleichen. Der
technisch einfachste Weg, Repräsentanten auf diese Weise zu vergleichen, besteht darin,
die Knoten q1 und q2 in den Repräsentanten umzubenennen.
Zu diesem Zweck definieren wir die Umbenennungsoperation RenameNode , die einen
Knoten in einem Zustand des Kreuzproduktes ersetzt. Für Knoten q1, q2 von B und
116
































Abbildung 13.10.: Zwei Identitätsautomaten, die Partner sind
einen Zustand (p, α, q1, β) von A×B sei
RenameNodeq1→q2(p, α, q1, β) =Def (p, α, q2, β)
Die Umbenenungsoperation wenden wir kanonisch auf Klassen von Zuständen und
Mengen von Klassen an. Das symbolische Wissen zweier Knoten q1 und q2 wird dadurch
vergleichbar. Zwei Knoten q1 und q2 von B sind symbolisch wissensäquivalent, wenn sie
das gleiche symbolische Wissen haben unter der Voraussetzung, dass q1 und q2 in den
verglichenen Zuständen nicht unterschieden werden.
Definition 13.9 (Symbolisch wissensäquivalente Knoten) Seien A und B inter-
faceäquivalente Identitätsautomaten, q1, q2 Knoten von B mit jeweils gleicher Varia-
blenmenge und Z1 bzw. Z2 die Menge der erreichbaren Instanzen von q1 bzw. q2. Die
erreichbaren Instanzen seien jeweils zueinander identitätsäquivalent, d. h. Z1 und Z2
seien Klassen identitätsäquivalenter Zustände.
Sei sknowA,B(Z1) = RenameNodeq1→q2(sknowA,B(Z2). Dann nennen wir q1 und q2
symbolisch wissensäquivalent.
Beispiel Abb. 13.10 zeigt zwei Identitätsautomaten C und D. Der Serviceautomat D ist
isomorph zu einem symbolischen Erreichbarkeitsgraphen. Die Klassen [q1, y = 0]id und
[q2, y = 0]id enthalten jeweils genau die in D erreichbaren Instanzen von q1 bzw. q2.
Die Knoten q1 und q2 sind symbolisch wissensäquivalent, denn es gilt
RenameNodeq1→q2 ([p1, q1, x = 0, y = 0]id) = [p1, q2, x = 0, y = 0]id
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[p0, q0]
[p1, q1, x = 0, y = 0] [p1, q2, x = 0, y = 0]
[p2, q3] [p3, q4]
[p1, q5, x = 0, y = 0] [p1, q5, x = 0, y = 1]
Abbildung 13.11.: Symbolischer Erreichbarkeitsgraph von C× D
Z sknowC,D(Z)
[q0] {[p0, q0]}
[q1, y = 0] {[p1, q1, x = 0, y = 0]}
[q2, y = 0] {[p1, q2, x = 0, y = 0]}
[q3] {[p2, q3]}
[q4] {[p3, q4]}
[q5, y = 0] {[p1, q5, x = 0, y = 0], [p1, q5, x = 0, y = 1]}
Tabelle 13.2.: Symbolisches Wissen von D über C
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Abbildung 13.12.: D nach Verschmelzen von q1 und q2
d. h., die Repräsentanten der mit den Knoten assoziierten Klassen (und damit die Klassen
selbst) gehen durch Umbenennen von q1 in q2 und umgekehrt auseinander hervor. Keine
weiteren Knoten von D sind symbolisch wissensäquivalent.
Der Serviceautomat in Abb. 13.12, der aus D durch Verschmelzen von q1 und q2
entsteht, ist wieder ein Partner von C.
Die Äquivalenz des symbolischen Wissens zweier Knoten q1 und q2 impliziert die
Gleichheit des Wissens von Paaren von Instanzen der beiden Knoten, die wir bei gleicher
Belegung der Variablen der beiden Knoten erhalten.
Lemma 13.11 Seien A und B interfaceäquivalente Identitätsautomaten und seien q1, q2
symbolisch wissensäquivalente Knoten von B.
Dann gilt knowA,B([q1, β]id) = knowA,B([q2, β]id) für jede Belegung β der Variablen
von q1 bzw. q2.
Beweis Sei (qA, α) ∈ knowA,B([q1, β]id). Nach Def. (Wissen) ist (p, q1, α, β) in A × B
erreichbar. Nach Def. (symb. Wissen) ist [p, q1, α, β]id ∈ sknow([z1]id) für jede in B
erreichbare Instanz z1 von q1. Nach Voraussetzung ist auch [p, q2, α, β]id ∈ sknow([z2]id)
für jede in B erreichbare Instanz z2 von q2. Nach Def. (symb. Wissen) ist (p, q2, α, β)
erreichbar in A×B. Nach Def. (Wissen) ist (p, α) ∈ knowA,B([q2, β]id). 
Aufgrund der Äquivalenz des Wissens und des symbolischen Wissens können wir das
in Abschnitt 5.3 für einzelne Zustände gezeigte Theorem 5.5 auf Knoten eines Identitäts-
automaten verallgemeinern. Das Verschmelzen symbolisch wissensäquivalenter Knoten
eines azyklischen Partners erhält die Partnereigenschaft.
Theorem 13.12 Seien A und B azyklische Identitätsautomaten, die Partner sind und
seien q1, q2 symbolisch wissensäquivalente Knoten von B, so dass keiner der beiden Kno-
ten ein Nachfahre des jeweils anderen ist.
119
13. Partnersynthese für Identitätsautomaten
Sei B′ der Serviceautomat, der aus B durch Verschmelzen (nach Def. 2.29) von q1
und q2 hervorgeht. Dann ist B′ ein Partner von A.
Beweis Semantisch entspricht das Verschmelzen von q1 und q2 dem Verschmelzen der
Zustände (q1, β) und (q2, β) für jede Belegung β (Korollar 2.9). Da (q1, β) und (q2, β)
nach Lemma 13.11 das gleiche Wissen über A haben, bleibt nach Theorem 5.5 die Part-
nereigenschaft erhalten. 
Dieses Theorem ist insbesondere in Hinblick auf die Synthese zyklischer Partner in-
teressant. Die Synthese eines Partners für einen zyklischen Identitätautomaten ist ein
offenes Problem. Wie in Abschnitt 6.2 gezeigt, gibt es innerhalb der Klasse der Identi-
tätsautomaten nicht immer einen endlich darstellbaren Partner.
In den Fällen, in denen ein endlich darstellbarer zyklischer Partner existiert, könnte ein
solcher möglicherweise durch Faltung aus einem nicht tiefenbeschränkten Identitätshisto-
rybaum erzeugt werden. Unter günstigen Umständen könnte dieser zu einem zyklischen
Serviceautomaten mit endlich vielen Knoten zusammengefaltet werden. Wir wollen diese
Idee hier kurz skizzieren.
Bei der Faltung werden alle Knoten mit äquivalentem symbolischen Wissen zu jeweils
einem Knoten verschmolzen. Vor dem Falten ist es notwendig, so viele überflüssige Va-
riablen des Identitätshistorybaumes zu eliminieren wie möglich. Andernfalls hätte die
symbolische Wissensäquivalenz stets unendlich viele Klassen: Die Anzahl der Variablen
der Knoten des Identitätshistorybaumes wächst unbeschränkt mit dessen Tiefe. Kno-
ten mit einer unterschiedlichen Anzahl von Variablen sind grundsätzlich nie symbolisch
wissensäquivalent.
Möglicherweise existiert eine Teilklasse von Identitätsautomaten, die jeweils mindes-
tens einen speicherbeschränkten Partner haben, falls sie bedienbar sind. Für eine solche
Klasse von Identitätsautomaten hätte der Identitätshistorybaum nach dem Eliminieren
aller redundanten Variablen möglicherweise endlich viele symbolisch wissensäquivalente
Knoten. Aus dem gefalteten Identitätshistorybaum könnte anschließend durch Entfernen
von Knoten ein Partner erzeugt werden.
Ob eine Variable x eines Knotens redundant ist, prüft man an der Auswirkung, die
ihre Änderung auf das symbolische Wissen der Identitätsäquivalenzklasse des Knotens
hat. Ist die Variable x redundant, ändert sich in den Repräsentanten der Klassen, die
zusammen das symbolische Wissen des Knotens bilden, jeweils die nur die Belegung von
x. Die anderen Bestandteile der Repräsentanten bleiben unverändert.
Lemma 13.13 Seien A und B interfaceäquivalente Identitätsautomaten und x eine Va-
riable eines Knotens q von B. Dann ist x redundant in q bzgl. A gdw. für jedes Paar
(q, β) und (q, β′) von erreichbaren Instanzen von q, die sich nur in der Belegung von x
unterscheiden und für jeden Zustand (p, α) von A gilt:
[p, q, α, β]id ∈ sknowA,B([q, β]id) gdw. [p, q, α, β′]id ∈ sknowA,B([q, β′]id)
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Beweis Die Behauptung folgt aus der Definition der Redundanz und der Äquivalenz von
gewöhnlichem Wissen und symbolischem Wissen. Es ist knowA,B(q, β) = knowA,B(q, β′)
äquivalent zu
(p, α) ∈ knowA,B(q, β) gdw. (p, α) ∈ knowA,B(q, β′)
Nach Korollar 13.9 ist dies äquivalent zu
[p, q, α, β]id ∈ sknowA,B([q, β]id) gdw. [p, q, α, β′]id ∈ sknowA,B([q, β′]id)
Zusammen mit der Definition der Redundanz folgt die Behauptung. 
Eine entscheidende Aufgabe bei der Lösung des Syntheseproblems für zyklische Iden-
titätsautomaten wird sein, ein hinreichendes Kriterium dafür zu finden, dass die Anzahl
der Variablen pro Knoten des Identitätshistorybaumes auf endlich viele reduziert wer-
den kann. Dies ist nicht bei jedem Identitätsautomaten möglich. Wie in Abschnitt 6.2
gezeigt wurde, benötigen Partner mancher Identitätsautomaten im allgemeinen eine un-
beschränkt wachsende Anzahl von Variablen.
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14. Stand der Technik
Es existieren zahlreiche Arbeiten zur Synthese von Controllern, die auf der Basis von
endlichen Automaten modelliert werden [76]. Dennoch gibt es vergleichsweise wenige
Arbeiten, die sich explizit mit Daten befassen.
Die frühesten uns bekannten Arbeiten zur Synthese von Controllern für Systeme mit
unendlich vielen Zuständen stammen von Kumar und Garg [25, 46, 47]. Kumar et al.
stellen ein allgemeines Framework zur Beschreibung eines Systems mit unendlich vielen
Zuständen vor. Ein Zustand ist eine Belegung von endlich vielen Variablen mit natürli-
chen Zahlen. In ihrem Framework ist Bedienbarkeit im allgemeinen unentscheidbar. Es
existiert jedoch stets ein eindeutig bestimmter größter Controller. Die Autoren zeigen,
dass eine spezielle Klasse von Petrinetzen in ihrem Framework beschrieben werden kann,
für die Bedienbarkeit entscheidbar ist. Die Anzahl der Marken auf einem Platz des Pe-
trinetzes korrespondiert dabei jeweils mit der Belegung einer Variable des Frameworks.
Das Petrinetz selbst ist ungefärbt.
Kaylon et al. [41, 40] stellen ein auf abstrakter Interpretation [17] basierendes Verfah-
ren zur Synthese eines Controllers für ein offenes System mit unendlich vielen Zuständen
vor. Ein Zustand des Systems entspricht einer Belegung einer endlichen Menge globa-
ler Variablen. Ihr Algorithmus garantiert nicht, dass stets ein Controller erzeugt wird,
falls ein solcher existiert und kann daher nicht zum Entscheiden der Bedienbarkeit des
Systems verwendet werden. Mit Hilfe abstrakter Interpretation können Zustandsmengen
mit speziellen Eigenschaften (z. B. Deadlocks) nur näherungsweise berechnet werden. Der
Algorithmus entfernt daher oft mehr Zustände als notwendig und erzeugt nicht immer
einen größtmöglichen Controller.
Lohmann et al. [58] skizzieren beispielhaft die Synthese eines Partners für ein spe-
zielles algebraisches Petrinetz. Sie geben jedoch keinen allgemeinen Algorithmus zur
Partnersynthese. Sie verallgemeinern das in [96] vorgestellte Konstruktionsverfahren für
Partner und benutzen parametrisierte Markierungen [81] zum Repräsentieren von Men-
gen von Zuständen. Die Berechnung der parametrisierter Markierungen basiert auf der
Unifikation von Termen. In der ursprünglichen Version des von den parametrisierten
Markierungen gebildeten parametrisierten Erreichbarkeitsgraphen kann die Ungleich-
heit von Termen nicht explizit ausgedrückt werden. Um die Ungleichheit von Termen
darstellen zu können, weichen die Autoren vom ursprünglichen Konstruktionsalgorith-
mus des parametrisierten Erreichbarkeitsgraphen ab und unifizieren bestimmte Terme in
einigen symbolischen Markierungen nicht. Statt dessen wird für diese Terme eine Fallun-
terscheidung vorgenommen und für jede Relation, in denen die Terme stehen können, ein
alternativer Zweig im Graphen eingeführt. Diese Relationen werden bei der Formulierung
der Guards des Partners berücksichtigt.
Mit dem in [58] vorgeschlagenen Verfahren ist es schwierig, einen Service wie Ran-
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domSeq aus Abschnitt 6.2 zu analysieren, da aufgrund des dort beschriebenen Zuord-
nungsproblems zwischen einer Variable des Service und einer Variable des Partners im
allgemeinen keine eindeutigen Relationen zwischen Variablen angegebenen werden kön-
nen. Der parametrisierte Erreichbarkeitsgraph kann zwar die erreichbaren Zustände eines
einzelnen Service darstellen. Er erhält jedoch nicht die Beziehungen zwischen Zuständen
zweier miteinander interagierender Services.
Ein termbasierter Ansatz zur Repräsentation von Mengen von Zuständen ähnlich dem
des parametrisierten Erreichbarkeitsgraphen könnte jedoch möglicherweise bei der Syn-
these von Partnern von Services mit speziellen Einschränkungen zum Erfolg führen.
Mögliche Kandidaten wären beispielsweise Services ohne Negation, die selbst keine aus
einer unendlich großen Domäne nichtdeterministisch gewählten Werte erzeugen. Die Be-
ziehungen zwischen Zuständen zweier miteinander interagierender Services sind unter
dieser Voraussetzung etwas einfacher und möglicherweise durch einfachere Beziehungen
zwischen Termen ausdrückbar.
Viele Arbeiten zur Controllersynthese, die sich mit Daten beschäftigen, beschränken
sich auf Systeme mit endlich vielen Zuständen. Der Zustandsraum der Systeme wird
häufig entweder mit Hilfe von BDDs [13] oder explizit durch einen endlichen Automaten
dargestellt [69, 84, 85].
Markovsky [60] stellt ein prozessalgebrabasiertes Framework zur Modellierung kom-
munizierender Systeme vor, welche Daten verarbeiten und untereinander kommunizieren
können. Er stellt ein Verfahren zur Synthese eines Controllers eines solchen Systems vor.
Für das kontrollierte System können verschiedene Anforderungen spezifiziert werden,
die erfüllt werden sollen, darunter auch Deadlockfreiheit. Der Ansatz setzt voraus, dass
neben dem zu kontrollierenden System ein weiteres Observer genanntes System gege-
ben ist, welches die Ereignisse des kontrollierten Systems beobachtet und auf dessen
Variablen der Controller lesend zugreifen kann.
Zur Controllersynthese für ungefärbte Petrinetze gibt es zahlreiche Arbeiten (siehe [36]
für einen Überblick). Für gefärbte Petrinetze gibt es mehrere Algorithmen zur Synthese
von Controllern, welche auf den Well-Formed Nets (WFN) [15] und ihrem symbolischen
Erreichbarkeitsgraphen aufbauen.
Abid et al. [2] stellen drei verschiedene Ansätze zur Synthese eines Controllers für ein
WFN vor. Der synthetisierte Controller des ersten Ansatzes besteht aus einem einzigen
Platz, der über Kanten mit Transitionen des WFN verbunden ist. Die Bögen werden
mit Hilfe der Regionentheorie [5] berechnet. Der Controller sorgt dafür, dass das WFN
deadlockfrei ist und keine verbotenen Markierungen erreicht werden. Der zweite Ansatz
optimiert den Synthesealgorithmus, indem die Berechnung der Regionen auf dem symbo-
lischen Erreichbarkeitsgraphen ausgeführt wird. Der dritte Ansatz stellt einen Controller
mit mehreren Plätzen vor.
Thierry-Mieg et al. [90] kombinieren den symbolischen Erreichbarkeitsgraphen eines
WFN mit Data Decision Diagrams [18] zur Darstellung des Erreichbarkeitsgraphen eines




In diesem Teil haben wir die Synthese eines Partners für zwei Klassen von Services
mit unendlich vielen Zuständen gezeigt. Ein Synthesealgorithmus für Partner dient ei-
nerseits dazu, die Bedienbarkeit von Services konstruktiv zu entscheiden. Eine weitere
Anwendung besteht in der Synthese von Adaptern.
Wir haben zunächst einen Algorithmus zum Synthetisieren von Partnern azyklischer
Serviceautomaten mit endlich vielen Zuständen vorgestellt und dessen Korrektheit be-
wiesen. Der Algorithmus setzt formal synchrone Kommunikation zwischen den Service-
automaten voraus.
Das Syntheseproblem für asynchron kommunizierende Serviceautomaten kann auf das
Syntheseproblem für synchron kommunizierende Serviceautomaten zurückgeführt wer-
den. Da azyklische Services nur endlich viele Nachrichten miteinander austauschen kön-
nen, ist die Anzahl der Nachrichten in jedem Nachrichtenpuffer beschränkt. Im Gegen-
satz zu dem in [96] beschriebenen Synthesealgorithmus für asynchron kommunizierende
zyklische Serviceautomaten muss im azyklischen Fall die Maximalzahl der Nachrichten
in einem Puffer nicht explizit beschränkt werden, um einen endlichen Zustandsraum zu
garantieren.
Den Synthesealgorithmus für Serviceautomaten mit endlich vielen Zuständen haben
wir auf azyklische Serviceautomaten mit unendlich vielen Zuständen verallgemeinert.
Wir haben Formelautomaten, eine Klasse von Serviceautomaten mit unendlich vielen
Zuständen definiert, deren Guards durch Formeln der Prädikatenlogik erster Stufe dar-
gestellt werden. Ein Formelautomat spezifiziert die Verarbeitung von Daten durch Funk-
tionen, Relationen und Variablen.
Für einen Formelautomaten haben wir gezeigt, wie Mengen von Zuständen mit be-
stimmten Eigenschaften mit Hilfe prädikatenlogischer Formeln beschrieben werden kön-
nen. Für eine geeignet gewählte Interpretation ist die Erfüllbarkeit der Formeln ent-
scheidbar. Für diese Interpretation ist z. B. entscheidbar, ob ein Serviceautomat schwach
terminiert.
Eine prädikatenlogische Formel erlaubt eine feinere Beschreibung einer Zustandsmen-
ge, als z. B. eine intervallbasierte Darstellung von Zuständen. Intervallbasierte Abstrak-
tionen von Zuständen werden häufig im Zusammenhang mit abstrakter Interpretation
[17] verwendet. Mit prädikatenlogischen Formeln können wir insbesondere Mengen von
Zuständen eines Serviceautomaten beschreiben, deren Eigenschaften durch Beziehungen
zu Zuständen eines anderen Serviceautomaten definiert werden. Wie wir in Teil 2 gesehen
haben, können die Beziehungen von Zuständen zweier Identitätsautomaten zueinander
nicht durch Intervalle dargestellt werden.
Die Bedienbarkeit eines Formelautomaten ist für eine geeignet gewählte Interpretation
ebenfalls entscheidbar. Wir stellen einen Algorithmus zum Synthetisieren eines Partners
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eines azyklischen Serviceautomaten vor. Die Schritte, die dieser Algorithmus ausführt,
sind jeweils äquivalent zu den Schritten, die der entsprechende Algorithmus für Service-
automaten mit endlich vielen Zuständen ausführt. Jede Operation des Algorithmus auf
dem unendlich großen Transitionssystem eines Serviceautomaten beschreiben wir durch
eine Operation auf den Guards des Serviceautomaten. Mit Hilfe dieses Algorithmus kann
die Bedienbarkeit spezieller Formelautomaten wie z. B. Presburgerautomaten entschie-
den werden.
Wir haben außerdem demonstriert, wie der Synthesealgorithmus für Partner von For-
melautomaten zur Synthese von Adaptern eingesetzt werden kann. Um praxistaugliche
Adapter zu synthetisieren, muss der Ansatz um die Möglichkeit erweitert werden, Neben-
bedingungen zu spezifizieren, die der Adapter einhalten muss. Diese Erweiterung bleibt
Gegenstand zukünftiger Arbeiten.
Offen bleibt auch die Frage, unter welchen Bedingungen es möglich ist, einen Partner
eines zyklischen Serviceautomaten zu synthetisieren. Im allgemeinen ist die Existenz
eines Partners eines zyklischen Formelautomaten unentscheidbar. Wir vermuten jedoch,
dass eine Teilklasse zyklischer Identitätsautomaten existiert, in der die Bedienbarkeit
eines Serviceautomaten entscheidbar ist. Nicht jeder bedienbare Identitätsautomat hat,
wie in Teil 2 gezeigt, einen endlich darstellbaren Partner. Ein erster Schritt zur Lösung
des Syntheseproblems wäre daher, zunächst eine Klasse von Identitätsautomaten zu
finden, in der jeder bedienbare Serviceautomat einen Partner mit endlich vielen Knoten
hat.
Die Notwendigkeit, eine spezielle Klasse von Identitätsautomaten zu finden und die
endliche Darstellbarkeit von Partnern innerhalb dieser Klasse formal beweisen zu kön-
nen, motiviert die Einführung eines weiteren Ansatzes zur Synthese von Partnern speziell
für Identitätsautomaten. Dieser Ansatz nutzt Symmetriebeziehungen zwischen Abläufen
aus, um unendlich große Mengen von Zuständen mit bestimmten Eigenschaften darzu-
stellen. Mengen von Zuständen eines Identitätsautomaten können wir durch Äquivalenz-
klassen von Zuständen darstellen. Wir haben einen Synthesealgorithmus für azyklische
Identitätsautomaten vorgestellt, der auf der äquivalenzklassenbasierten Darstellung von
Zuständen aufbaut.
Der äquivalenzklassenbasierte Ansatz bildet eine gute Grundlage für eine Verallge-
meinerung des Synthesealgorithmus auf zyklische Identitätsautomaten. Die Anzahl der
Knoten, die ein Partner mindestens benötigt, kann durch Äquivalenzklassen einfacher
analysiert werden als durch eine allgemeine formelbasierte Darstellung von Zustands-
mengen.
Wir definieren eine Äquivalenzrelation zwischen Knoten eines Partners, die symboli-
sche Wissensäquivalenz. Die Anzahl der Äquivalenzklassen der symbolischen Wissens-
äquivalenz hängt maßgeblich von der Anzahl der Variablen des Partners ab. Für einen
Partner, dessen Anzahl von Variablen pro Knoten beschränkt ist, ist auch die Anzahl
der Klassen der symbolischen Wissensäquivalenz endlich.
Symbolisch wissensäquivalente Knoten eines azyklischen Partners eines Identitätsau-
tomaten können miteinander verschmolzen werden. Hierbei bleibt die Partnerbeziehung
der beiden Serviceautomaten erhalten.
Wir vermuten, dass in ähnlicher Weise durch Verschmelzen symbolisch wissensäquiva-
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lenter Knoten eine zyklische Variante des Identitätshistorybaumes erzeugt werden kann,
aus dem anschließend mit dem in Kapitel 13 vorgestellten Synthesealgorithmus ein eben-
falls zyklischer Partner erzeugt werden kann.
Wir vermuten, dass bei der Konstruktion der zyklischen Variante des Identitätshis-
torybaumes die Eliminierung redundanter Variablen eine wichtige Rolle spielen würde:
Es müssen ausreichend viele Variablen eliminiert werden können, so dass die Knoten
des Identitätshistorybaumes sich auf höchstens endlich viele Klassen der symbolischen
Wissensäquivalenz verteilen.
Die Ausarbeitung eines Ansatzes zur Synthese von Partnern zyklischer Serviceauto-
maten bleibt jedoch weiterhin Gegenstand zukünftiger Arbeiten. In dieser Arbeit konnte
keine Klasse zyklischer Identitätsautomaten gefunden werden, so dass jeder bedienbare






16. Zusammenfassung und Ergebnisse der
Arbeit
Mit diesem Kapitel schließen wir unsere Arbeit ab und fassen den Inhalt und die Ergeb-
nisse der Arbeit zusammen. Wir zeigen weiterhin offene Probleme auf.
Den Ausgangspunkt dieser Arbeit bilden verteilte Systeme, die nach dem Paradigma
des Service-Oriented Computing (SOC) aufgebaut sind. Ein solches verteiltes System
besteht aus mehreren Services. Die Services interagieren miteinander durch den Aus-
tausch von Nachrichten. Die Nachrichten enthalten im allgemeinen Daten. Jeder Service
kann Daten speichern und verarbeiten.
In dieser Arbeit haben wir untersucht, wann Services zusammenarbeiten können. Zu
diesem Zweck haben wir Serviceautomaten, ein formales Modell zur Darstellung von
Services definiert. Dieses Servicemodell spezifiziert durch Prädikate, wie Daten durch
den Service behandelt werden.
Zwei Services, die miteinander zusammenarbeiten können, nennen wir formal Partner.
Zwei Serviceautomaten sind Partner, wenn sie ein bestimmtes Kompatibilitätskriterium
erfüllen. Wir haben in dieser Arbeit das Kompatibilitätskriterium schwache Terminie-
rung betrachtet.
Einen Serviceautomaten, der mindestens einen Partner hat, nennen wir bedienbar. Die
Bedienbarkeit eines Serviceautomaten ist eine grundlegende Voraussetzung dafür, dass
der Serviceautomat in einem verteilten System eingesetzt werden kann. In der Arbeit
haben wir untersucht, wann ein Serviceautomat bedienbar ist und welche Eigenschaften
seine Partner haben.
Für zwei Klassen von Serviceautomaten, Formelautomaten und Identitätsautomaten,
haben wir Algorithmen zum Entscheiden der Bedienbarkeit vorgestellt. Die Serviceau-
tomaten beider Klassen haben unendlich viele Zustände. Die Klassen unterscheiden sich
bezüglich der Prädikate, die als Guards eines Serviceautomaten verwendet werden.
Bedienbarkeit von Formelautomaten Ein Formelautomat ist ein Serviceautomat, des-
sen Guards Formeln des Prädikatenkalküls erster Stufe sind. Ein Presburgerautomat ist
ein Spezialfall eines Formelautomaten, dessen Formeln durch in Presburger-Arithmetik
spezifiziert werden. Die Erfüllbarkeit einer Formel in Presburger-Arithmetik ist ent-
scheidbar.
Wir haben in der Arbeit einen Algorithmus zum Synthetisieren eines Partners eines
azyklischen Formelautomaten vorgestellt. Mit diesem Algorithmus kann die Bedienbar-
keit eines Presburgerautomaten konstruktiv entschieden werden.
Die Ergebnisse zur Bedienbarkeit von Presburgerautomaten fassen wir kurz zusam-
men:
128
• Für azyklische Presburgerautomaten ist Bedienbarkeit entscheidbar.
• Für zyklische Presburgerautomaten ist Bedienbarkeit unentscheidbar.
Bedienbarkeit von Identitätsautomaten und Speicherplatzbedarf von Partnern Iden-
titätsautomaten sind ein Spezialfall von Presburgerautomaten. Ein Identitätsautomat
erlaubt nur Guards, welche die paarweise Gleichheit bzw. Ungleichheit von Variablen
ausdrücken können. Identitätsautomaten sind die bezüglich der Ausdrucksfähigkeit ih-
rer Guards einfachste Klasse von Serviceautomaten mit unendlich vielen Zuständen, in-
nerhalb der sinnvolle Aussagen über die Bedienbarkeit eines Serviceautomaten gemacht
werden können.
Identitätsautomaten eigenen sich besonders gut dazu, zu untersuchen, wie groß ein
Serviceautomat sein muss und wie viel Speicherplatz er mindestens benötigt, um mit
einem anderen Serviceautomaten zusammenarbeiten zu können.
Wir haben einen Algorithmus zur Synthese eines Partners eines azyklischen Service-
automaten vorgestellt. Dieser benutzt Äquivalenzklassen zur Repräsentation unendlich
großer Mengen von Zuständen. Mit Äquivalenzklassen kann die Anzahl der Knoten, die
zur Darstellung eines Partners notwendig sind, einfacher abgeschätzt werden, als dies
mit einer formelbasierten Repräsentation von Zustandsmengen möglich wäre. Für eine
zukünftige Verallgemeinerung des Synthesealgorithmus auf zyklische Serviceautomaten
könnte der äquivalenzklassenbasierte Ansatz Vorteile bieten.
Die beiden wichtigsten Resultate zu Identitätsautomaten fassen wir kurz zusammen:
• Es existiert ein bedienbarer zyklischer Identitätsautomat, der keinen endlich dar-
stellbaren Partner in der Klasse der Identitätsautomaten hat.
• Für azyklische Identitätsautomaten ist Bedienbarkeit entscheidbar und jeder be-
dienbare Identitätsautomat hat einen endlich darstellbaren Partner.
Die Entscheidbarkeit der Bedienbarkeit eines Identitätsautomaten folgt im azyklischen
Fall trivial aus der Entscheidbarkeit der Bedienbarkeit für Presburgerautomaten. Um die
Bedienbarkeit eines azyklischen Identitätsautomaten zu entscheiden, ist der Syntheseal-
gorithmus für Identitätsautomaten also nicht notwendig.
Ob die Bedienbarkeit eines zyklischen Identitätsautomaten im allgemeinen Fall ent-
scheidbar ist, ist weiterhin offen. Ein Algorithmus zum Synthetisieren eines Partners
eines zyklischen Identitätsautomaten konnte in dieser Arbeit nicht gefunden werden.
Wir konnten jedoch zeigen, dass es einen bedienbaren zyklischen Identitätsautomaten
gibt, dessen Partner nicht als endlicher Identitätsautomat darstellbar sind. Ein Partner
eines Serviceautomaten muss im allgemeinen alle Nachrichten speichern können, die er
vom Serviceautomaten erhält. Für zyklische Serviceautomaten können Nachrichtense-
quenzen beliebig lang werden. Ein Identitätsautomat benötigt deswegen unendlich viele
Speicherplätze und ist infolgedessen nicht endlich darstellbar.
Die Anzahl der Nachrichten, die ein azyklischer Serviceautomat verarbeiten kann,
ist dagegen stets endlich. Daher muss ein Partner eines azyklischen Serviceautomaten
höchstens endlich viele Nachrichten speichern können.
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Die Erkenntnis, dass ein Partner jede Nachricht speichern können muss, bestimmt
maßgeblich die Art und die Funktionsweise des Partners, den der Partnersynthesealgo-
rithmus, mit dem wir die Bedienbarkeit von azyklischen Formelautomaten entscheiden,
konstruiert. Der vom Algorithmus synthetisierte azyklische Partner speichert jede Nach-
richt, die er erhält, in einem eigenen Speicherplatz solange, bis er einen Endzustand
erreicht.
Transformationsregeln Wir haben Transformationsregeln angegeben, welche die Ei-
genschaft eines Serviceautomaten, Partner eines anderen Serviceautomaten zu sein, er-
halten. Diese können verwendet werden, um die Größe eines Partner zu reduzieren.
Wir haben ein Kriterium vorgestellt, um redundante Speicherplätze eines azyklischen
Partners zu identifizieren, d. h. Speicherplätze, deren Inhalt keine Bedeutung für die
weitere Interaktion der Serviceautomaten hat. Solche Speicherplätze können entfernt
werden. Der Partner ist nach dem Entfernen des Speicherplatzes wieder ein Partner.
Es wurde eine Regel zum Verschmelzen von Zuständen eines Partners eines azykli-
schen Serviceautomaten vorgestellt. Der Partner ist nach dem Ausführen der Verschmel-
zungsoperation wieder ein Partner. Die Verschmelzungsregel haben wir verallgemeinert
auf Knoten eines Identitätsautomaten. Das Verschmelzen zweier Knoten entspricht dem
Verschmelzen unendlich vieler Zustände.
Offene Probleme Ein offenes Problem ist die Synthese von Partnern zyklischer Ser-
viceautomaten. Im allgemeinen ist die Existenz eines Partners eines zyklischen Service-
automaten unentscheidbar. Es könnte jedoch eine Klasse Identitätsautomaten existieren,
für die Bedienbarkeit im zyklischen Fall entscheidbar ist. Da ein bedienbarer Identitäts-
automat nicht immer auch einen endlich darstellbaren Partner hat, muss zunächst eine
Klasse gefunden werden, in der jeder bedienbare Serviceautomat auch mindestens einen
Partner mit endlich vielen Knoten hat.
Wir vermuteten, dass für einen zyklischen Identitätsautomaten, der einen endlich dar-
stellbaren Partner hat, ein solcher Partner auch algorithmisch konstruiert werden kann.
Wir glauben, dass die Identifizierung und Entfernung von Speicherplätzen, welche den
Inhalt nicht mehr benötigter Nachrichten speichern, ein zentraler Bestandteil eines Syn-
thesealgorithmus für Partner zyklischer Serviceautomaten sein wird.
Durch Verschmelzen von Knoten und Entfernen redundanter Variablen könnte es unter
bestimmten Voraussetzungen möglich sein, einen Partner mit unendlich vielen Knoten
und unbeschränkt vielen Speicherplätzen zu einem Partner mit endlich vielen Knoten
und endlich vielen Speicherplätzen zu reduzieren. Mit einem geeigneten Algorithmus
könnte es möglich sein, zunächst einen baumförmigen Partner mit unbeschränkter Tiefe
(bzw. einen endlichen Präfix von diesem) zu konstruieren, der anschließend zu einem
zyklischen Partner zusammengefaltet wird. Die Ausarbeitung eines solchen Algorithmus
bleibt eine Aufgabe zukünftiger Arbeiten.
Der Ansatz zur Synthese von Adaptern muss ebenfalls verfeinert werden. Ein in prak-
tischen Anwendungsfällen sinnvoll einsetzbarer Adapter muss neben der Einhaltung des
Kompatibilitätskriteriums die Einhaltung weiterer Nebenbedingungen garantieren. Die
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Fähigkeit des Adapter, Nachrichten zu erzeugen oder umzuwandeln müssen beschränkt
werden können auf solche, die im gegebenen Anwendungsfall sinnvoll und möglich sind.
Mit dem in der Arbeit vorgestellten Partnersynthesealgorithmus für Formelautomaten
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ΦFinq , siehe Finalformel
ΦGoodq , siehe Formel für gute Zustände
ΦReq , siehe Erreichbarkeitsformel
Σ(A), siehe Alphabet
⊗, siehe synchrone Komposition
∼id, siehe identitätsäquivalent∗→, siehe Ablauf
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