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Resumen Los significativos avances en tecnicas automaticas de anóli- 
sis, como model checking, constraint solving y computación evolutiva, 
adquieren constantemente mayor relevancia en actividades complejas de 
construccion de software, y son exitosamente utilizadas para generar tests 
automaticamente, refinar requisitos de software, verificar disenos, y des­
cubrir errores de programas. Sin embargo, el uso de tales tecnicas para 
asistir en actividades de ensenanza-aprendizaje es muy escaso. En este 
trabajo, analizamos el uso del lenguaje formal Alloy y su extension Dy- 
nAlloy, que incorpora acciones y programas, como herramienta educati­
va, para la asistencia y el soporte de tareas de elaboracion y comprension 
de especificaciones, y otras actividades en las cuales las especificaciones, 
entendidas como descripciones declarativas de software, son centrales. 
Mostraremos como el analisis automatico subyacente a estos lenguajes 
puede emplearse efectivamente para dar soporte en la depuracion de es­
pecificaciones, permite introducir naturalmente conceptos que suelen es­
capar a cursos introductorios, como el no determinismo, y puede facilitar 
el uso de abstracciones de datos adecuadas en cursos introductorios.
1. Introducción
En las áltimas decadas, los enormes avances en tecnicas automaticas de anali­
sis han comenzado a dar lugar a novedosas aplicaciones en diversas areas de la 
Ingeniería de Software. En efecto, algunas tecnologías de analisis automatico co­
mo el model checking [5], constraint solving (SAT, SMT) [4] y la computación 
evolutiva [10], se aplican con exito a tareas como la operacionalizacion de requi­
sitos, la verificacion de diseños de software, la generacion automatica de tests, 
el descubrimiento de defectos en software, entre otras. Sin embargo, la adopcioán 
de estas poderosas tecnologías como herramientas de apoyo a actividades educa­
tivas en Ciencias de la Computacioán es escasa. A pesar del limitado uso de estas 
táecnicas para tareas vinculadas a la educaciáon en Informáatica, es significativo el 
potencial que las mismas tienen, en particular como formas de automatizar, o 
semi automatizar, actividades de soporte a los estudiantes. Un ejemplo singu­
lar es el PEX [13], una herramienta de generacion automatica de tests basada 
en ejecucion simbálica dinámica. PEX ha sido utilizada con exito para realizar 
debugging automáatico y asá guiar estudiantes en la construccioán de programas,
mediante la contrastacion de las soluciones de los estudiantes con implemen- 
taciones correctas (secretas) para detectar discrepancias de comportamiento y 
proveer las mismas como feedback a los usuarios [14]. Otro ejemplo similar, ba­
sado en tests como feedback para estudiantes en la resolución de ejercicios, lo 
constituye la herramienta Codeboard1, que permite cargar ejercicios de progra­
mación (en varios lenguajes), proveer tests ocultos para los mismos, y ejecutar 
los tests sobre las resoluciones de los estudiantes, para proveer feedback previo 
a la entrega de los trabajos.
Mientras PEX y CodeBoard se concentran en proveer feedback automati- 
camente, pero vinculado a la construcción de programas, en este artículo ana­
lizamos un problema igualmente relevante, el de proveer feedback automatico 
vinculado a la construccion de especificaciones. Es ampliamente aceptado en el 
ambito de la Ingeniería de Software y las Ciencias de la Computacion que una co­
rrecta, precisa y completa comprensióon del problema a resolver, y una adecuada 
captura del mismo, son fundamentales para el desarrollo efectivo y eficiente de 
software. Mas aón, en contextos de programacion in the small, suele contarse con 
lenguajes formales para capturar “el problema” , idealmente previo al desarrollo 
del software en sí mismo. De hecho, no son pocas las asignaturas de programación 
vistas en carreras de Computacion del país y del exterior que utilizan tales len­
guajes como parte de la instruccion fundamental de la disciplina. Sin embargo, 
la asistencia y soporte a los estudiantes en relacioón a la ayuda en construccióon de 
especificaciones es casi enteramente manual, dependiendo de contar, en persona, 
con un instructor o asistente que funcione como “oráculo” , es decir, que evalóe 
las soluciones de estudiantes y guóe a los mismos en la resolucióon de problemas 
con sus especificaciones. Esto deriva en frecuentes problemas relacionados a las 
dificultades tanto a la hora de escribir especificaciones como de comprenderlas, 
observados por docentes y estudiantes. Las tecnicas avanzadas de constraint sol- 
ving, y en particular las basadas en satisfactibilidad booleana (SAT solving) y 
satisfactibilidad módulo teorías (SMT solving) tienen el potencial de contribuir 
a paliar este problema, como ilustraremos y discutiremos en este artículo. Más 
precisamente, nos concentraremos en el uso del lenguaje relacional Alloy, y su 
extensioón DynAlloy, que incorpora acciones y programas, y mostraremos cóomo 
estos lenguajes y las herramientas de analisis (basadas en SAT solving) asocia­
das a los mismos pueden ser usadas para asistir en tareas como las descriptas 
previamente.
2. DynAlloy y su Herramienta de Análisis
En esta seccióon describimos Alloy y DynAlloy, los dos lenguajes que analiza­
mos y proponemos para el anóalisis de especificaciones como parte de actividades 
educativas. Alloy [7] es un lenguaje de especificacion, de los denominados basa­
dos en modelos. La sintaxis de Alloy es simple e intuitiva para los desarrolladores 
acostumbrados a lenguajes orientados a objetos, con una semóntica relacional 1
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simple. Sus modelos se componen de dominios de datos, propiedades y opera­
ciones entre estos dominios. Una característica que destaca a Alloy sobre otros 
lenguajes formales de especificación como Z [9] y B [1] radica en su principal ob­
jetivo centrado en brindar analisis automatico. Alloy Analyzer es la herramienta 
soporte del lenguaje que permite simular modelos y buscar contraejemplos de 
propiedades, en modelos acotados. El analisis de modelos Alloy se basa en la 
reduccion de los mismos a formulas proposicionales cuyas satisfactibilidad se ve­
rifica mediante la utilizacion de SAT-solvers [6,12]. DynAlloy [8] extiende Alloy 
con estado, acciones que permiten alterar el mismo, programas compuestos de 
acciones, y aserciones de corrección parcial que acompañan tales programas. Si 
uno especifica dominios de datos en Alloy, y programas sobre los mismos usando 
DynAlloy, es posible simular la ejecucióon de tales programas, y buscar contra­
ejemplos en modelos acotados, para aserciones de correccion parcial (pre y post 
condiciones, etc.).
Los dominios de datos en (DynAlloy) se construyen a traves de signaturas 
(el ónico tipo predefinido es Int). Suponiendo que queremos modelar secuencias 
de elementos es cierto tipo, podemos definir el dominio de los elementos (sobre 
el cual definiremos secuencias) utilizando una signatura simple, de la siguiente 
manera:
s ig  Elem {  }
Las signaturas pueden tambien tener estructura, definida en terminos de campos. 
Por ejemplo, podemos modelar secuencias de elementos de tipo Elem usando la 
siguiente signatura:
Una secuencia tiene un conjunto de óndices, una longitud, y una funcióon que 
para cada índice, indica cual es el elemento almacenado en el mismo. Notese 
como podemos definir campos de tipos relacionales (es una de las potencias del 
lenguaje). Ahora, si solicitamos a la herramienta que nos brinde un ejemplo de 
una secuencia de caracteres, seguramente nos desilusionaremos un poco, porque 
aón no hemos capturado en el modelo algunos elementos importantes sobre las 
secuencias. Debemos imponer, por ejemplo, que el tamanño de una secuencia es 
siempre mayor o igual a 0, el conjunto de indices es el rango de 0 a la longitud de 
la secuencia menos 1, etc. Estas restricciones son especificadas en Alloy mediante 
hechos, que restringen modelos con formulas que se imponen como validas, como 
axiomas. Por ejemplo, tenemos para nuestro modelo:
Ademas de hechos, Alloy soporta predicados y aserciones. Ambas modelan pro­
piedades; los predicados son formulas que capturan modelos con características 
particulares. Por ejemplo, podemos caracterizar palíndromos con un predicado 
como el siguiente:
Las acciones atómicas se definen por su pre y postcondición (es decir, su defi­
nición es un hecho). En cambio las pre y postcondiciones para programas son 
aserciones, es decir se verificaran (en escenarios acotados). DynAlloy provee tres 
operadores que permiten componer acciones atómicas: composicion secuencial 
(;), eleccion no determinista (+) e iteracion (*). Ademas de los operadores de 
composición, Dynalloy ofrece la posibilidad de incorporar tests (asunciones) en 
la especificacion de los programas y azócar sintóctico que convierten el proce­
so de especificacion en una tarea de programación en un lenguaje imperativo. 
La verificacióon de estos programas se realiza mediante la definicioón de pre y 
postcondiciones de los mismos. A modo de ejemplo de programa móas complejo 
anotado por su especificacion, consideremos la bósqueda secuencial:
Las aserciones capturan propiedades a verificar, es decir fóormulas que uno espera 
que sean verdaderas en todos los modelos que satisfagan los hechos. Por ejemplo, 
la siguiente asercióon:
Esta asercion indica que en toda secuencia, si un índice es menor que la longitud 
de la secuencia y mayor o igual a cero, entonces la secuencia esta “definida” en 
ese índice. La diferencia principal entre predicados y aserciones esta en anali- 
sis. Mientras Alloy Analyzer buscara instancias de predicados, la herramienta 
buscara contraejemplos de aserciones.
El modelo anterior es estático, en el sentido que no captura estado, ni permi­
te cambiar estados. Si bien estos elementos se pueden codificar en Alloy (como 
predicados que vinculan estados previos y posteriores a la ejecucion de operacio­
nes, y modelos ad hoc de trazas de ejecucion), DynAlloy provee una forma mas 
conveniente, eficiente y clara de hacerlo, a traves de acciones y programas [8]. 
La siguiente accion, por ejemplo, agrega un elemento al final de una secuencia:
DynAlloy Analyzer permite realizar diversos analisis sobre especificaciones 
(Dyn)Alloy. Ademas de buscar instancias de predicados y contraejemplos de
aserciones, permite simular ejecuciones de programas DynAlloy, y verificar aser­
ciones de corrección parcial. La verificación se realiza, al igual que en el caso 
de Alloy, mediante una reduccion a SAT solving, y para escenarios acotados (es 
decir que, para todo escenario acotado que satisfaga la precondicion, al ejecutar 
el programa deriva necesariamente en un estado que satisface la postcondicion). 
El comando de analisis recibe una especificacion de las cotas. Por ejemplo, el 
comando:
check busquedaSecuencialCorrecta fo r  1 Seq, 5 Elem, 5 lurs
verificaróa que efectivamente el programa cumple con su especificacióon en todas 
las ejecuciones de hasta 5 iteraciones (5 lurs), partiendo de estados compuestos 
por 1 secuencia (1 Seq) y hasta 5 elementos (5 Elem). Esta comprobacion podría 
evidenciar problemas en la especificacion y /o  el programa. Suponiendo que esta 
comprobacion se satisface, no constituye una prueba, pues solo garantiza la co- 
rreccion del programa en un nómero de escenarios acotados. La Figura 1 muestra 
una captura de pantalla de DynAlloy Analyzer, con el programa correspondiente 
a la buósqueda secuencial. Los contraejemplos se pueden visualizar de diferentes 
maneras, como ilustraremos mas adelante.
Figura 1. DynAlloy Analyzer: Interfaz gráfica con un ejemplo simple
3. Análisis del uso Educativo de (Dyn)Alloy
En esta seccióon discutiremos una variedad de tareas en las cuales herramien­
tas como las asociadas a Alloy y DynAlloy pueden contribuir en el desarrollo de 
especificaciones.
3.1. Asistencia en la Elaboración de Especificaciones
Especificar formalmente lo que se intenta resolver mediante un programa es 
una tarea compleja. Demanda no solo comprender el lenguaje de especificacion y 
la semóantica de sus construcciones, sino el uso correcto de sus construcciones, y 
la captura correcta mediante las mismas del problema en cuestióon. Es frecuente 
encontrarse con dificultades vinculadas a la construccióon de especificaciones in­
consistentes (a veces sutilmente), casos no considerados, y demóas problemas. En
Suponiendo que los docentes proveen la especificación correcta dada precedente­
mente, Alloy podría utilizarse como asistente automático, mediante el chequeo 
de la siguiente asercion:
assert esPalindromoEstEsCorrecto {
a l l  s: Seq | esPalindromo[s] i f f  esPalindromoEst[s] }
Alloy Analyzer producirá en este caso contraejemplos, como el que se muestra en 
la Fig. 2, que el estudiante puede aprovechar para depurar su especificacion. En 
el mismo se muestra que la especificacioán no es equivalente para la secuencia de 
un elemento. Efectivamente, la especificacion provista por el estudiante intenta 
evaluar entre la posicion 0 y la posicion 1 de la secuencia, con esta áltima inexis­
tente. Con este razonamiento el estudiante podría corregir su especificacion.
estas circunstancias, y por tratarse las especificaciones de objetos formales no 
ejecutables, los estudiantes tienen pocas herramientas para depurar sus especifi­
caciones mas que ponerlas a consideracion de docentes. Constraint solving puede 
usarse para ayudar en estas circunstancias, como herramienta de comprobaciáon 
automaática.
Consideremos el siguiente ejemplo. Supongamos que se desea especificar una 
operacián que, dada una secuencia s, determina si la misma es o no un palíndro­
mo. Esta operacián puede ser especificada como mostramos en la seccion anterior. 
Este ejemplo, de hecho, fue tomado de un examen. Un error comán cometido 
con frecuencia en la resolucioán de este ejercicio en el mencionado examen se dio 
en el manejo de Indices. Mas precisamente, muchos estudiantes escribieron la 
siguiente especificaciáon:
Figura2. Contra-ejemplo generado por Alloy Analyzer
3.2. Asistencia en la Derivación/Verificación de Programas
Verificar que un programa satisface su especificacián es indecidible, y por lo 
tanto, escapa a lo que puede resolverse automáaticamente. Sin embargo, podemos 
automatizar parte de las tareas en este proceso, y como mánimo brindar ayuda a 
los estudiantes mediante herramientas, en pasos de estos procesos que correspon­
den a los denominados “eureka” (i.e., que requieren de la intervencián por parte 
del usuario, para la provision de definiciones adecuadas). Un ejemplo de esto es 
la verificacion de programas iterativos, que demanda la provision de invariantes 
adecuados. Consideremos, por ejemplo, el siguiente caso. Supongamos que conta­
mos con el programa anotado para la buásqueda secuencial, provisto en la secciáon 
anterior. La verificacion del mismo requiere la provision de un invariante adecua­
do para el ciclo. Podemos sin embargo realizar algunas tareas automaticamente
Ahora que tenemos una propuesta de invariante, podemos realizar nuevos análi­
sis. Una primera comprobacián consiste en chequear que, para un námero aco­
tado de escenarios, esta formula se comporta como un invariante, es decir, es 
valida antes de comenzar a iterar, y se preserva luego de cada iteración. Esto se 
consigue en DynAlloy simplemente agregando:
assert inv;
como sentencia inmediatamente previa al ciclo, y como uáltima sentencia del 
cuerpo del mismo. Nuevamente, los contraejemplos que pudieran surgir de esta 
etapa ayudaran al estudiante a depurar y mejorar su invariante. Finalmente, si 
esta nueva etapa es superada, debemos comprobar que el invariante es inductivo. 
Si bien esta tarea se realiza siguiendo reglas de inferencia y el calculo de weakest 
precondition, DynAlloy Analyzer puede emplearse para encontrar contraejemplos 
automáaticamente, y depurar el invariante previo a encarar la prueba. Esto se 
consigue verificando las siguientes aserciones de correccion parcial:
usando DynAlloy Analyzer, incluso previo a la construccion del invariante. La 
primera es comprobar, para ejecuciones acotadas en su nuámero de iteraciones y 
para conjuntos de estados acotados, si efectivamente el programa cumple con su 
especificacián. Por ejemplo, el comando:
check busquedaSecuencialCorrecta fo r  1 Seq, 5 Elem, 5 lurs
verifica, como describimos anteriormente, que el programa satisfaga su especifi- 
cacion en los escenarios y ejecuciones acotados segán se indica en el mismo. Sin 
embargo, esto no constituye una prueba, dado que podrían existir ejecuciones 
mas extensas (con mas iteraciones) o sobre estados más complejos que violen la 
propiedad. Una verificacián completa del mismo demanda una prueba, que re­
quiere un invariante para el ciclo del programa. Un posible invariante, que debe 
ser provisto por el usuario, es el siguiente:
Para nuestro ejemplo, proofObligl se cumple, mientras que proofOblig2 y 
proofOblig3 no se cumplen; el invariante no es inductivo, dado que debe forta­
lecerse con el rango de la variable i.
3.3. No Determinismo y Abstracciones de Datos
En asignaturas sobre metodologías de la programación (programación estruc­
turada, verificación de programas in the small, etc.), suele emplearse pseudo- 
código de algún tipo, para facilitar la comunicación de disenos algorítmicos, y 
no estar atado a un lenguaje de programación particular. Se usa desde pseudo- 
codigo informal, hasta lenguajes del estilo del lenguaje de comandos con guardas 
(GCL) de Dijkstra. Si bien estos lenguajes ofrecen facilidades como no determi­
nismo (en IF o DO, en el caso de GCL, por ejemplo) o tipos de datos mús 
abstractos que los disponibles en lenguajes de programacióon, el no contar con 
herramientas de software que soporten los lenguajes limitan su utilizacion. De 
hecho, si miramos bibliografía que utilice lenguajes como GCL (e.g., [2,3]), rara 
vez se utiliza no determinismo. En cuanto al uso de abstracciones de datos, es 
común observar un uso intensivo de cadenas de caracteres y de tipos numericos 
en cursos introductorios. La utilizacion de lenguajes y herramientas de analisis 
como DynAlloy pueden ayudar a resolver parcialmente este problema. Conside­
remos el caso de no determinismo. Para esto pensemos en el acertijo conocido 
como el Problema de las Jarras de Agua: dadas dos jarras de agua de 3 y 4 li­
tros respectivamente, sin marcas de nivel de contenido, podemos conseguir tener 
exactamente 2 litros en una de ellas si las acciones que podemos hacer son pasar 
el contenido de una a otra, vaciar o llenar cualquiera de las jarras? En DynAlloy 
podemos capturar este problema naturalmente con elecciúon no determinista, e 
incluso ilustrar la definiciúon ad hoc de tipos de datos de manera sumamente 
conveniente, como mostramos a continuacion:
}
run a certijoJ a rra s  fo r  7 but 5 in t lu rs exactly
Figura 3. Traza de Ejecución del problema de las Jarras de Agua
La Figura 3 ilustra la herramienta en ejecución, mostrando una solución al 
acertijo.
4. Discusión, Conclusiones y Trabajos Futuros
La Ingeniería de Software Educacional [14] propone el uso de tecnología de 
analisis con fines educativos. Las ventajas de este uso son variadas, especialmente 
en momentos en los cuales se empieza a observar un uso regional mas intensivo 
de plataformas de educacion a distancia. En este tipo de contextos, contar con 
herramientas de tutoring y asistencia automatica a los estudiantes (que podría 
derivar incluso en corrección automática de ejercicios o similares) son sumamen­
te útiles. Mientras existen casos exitosos de tales tecnologías, como PEX [14] y 
CodeBoard, los mismos se concentran en codigo. En este trabajo, nos centramos 
en tareas vinculadas a la construccion de especificaciones, centrales en el desa­
rrollo de software, y mostramos cómo el constraint solving, específicamente SAT 
solving, puede ayudar en tareas como la asistencia a la construccion de especi­
ficaciones, y la evaluacion preliminar de invariantes. Mas aún, lenguajes como 
Alloy y DynAlloy, estudiados en este artículo, brindan flexibilidad en abstraccio­
nes de datos (conjuntos, relaciones built-in) y construcciones de programacion 
(eleccion no determinista, iteracion acotada), que pueden usarse para incorporar, 
por ejemplo, resolucion de acertijos como parte de la enseñanza de la algoítmica, 
con soporte computacional (el uso de acertijos en la enseñanza de la programa- 
cion es propuesto en varios trabajos, notablemente [11]). Sin embargo, nuestra 
propuesta no viene sin limitaciones. Incorporar lenguajes como Alloy y DynAlloy 
tienen sus dificultades, incluyendo el uso de un lenguaje adicional en el proceso 
de enseñanza aprendizaje. En nuestra opinion, su correcta adopcion demanda la
construcción de interfaces que permitan a los estudiantes incorporar la tecno­
logía sin necesidad de aprender nuevos lenguajes y abstracciones; la discrepancia 
entre las construcciones de (Dyn)Alloy y las construcciones de metodologías de 
construccion de programas como las utilizadas en [2,3] (estas últimas centradas 
en el uso de expresiones cuantificadas con diferentes tipos de “cuantificacion” , 
numericas por ejemplo) hacen al desarrollo de interfaces adecuadas una tarea a 
la vez indispensable y compleja.
Este artículo presenta un anúlisis de cuanto tienen para aportar herramientas 
de anúlisis basado en constraint solving como Alloy y DynAlloy. En cuanto a 
trabajo futuro, planeamos realizar estudios de campo que nos ayuden a construir 
interfaces adecuadas para la tecnología estudiada, incorporar las herramientas a 
asignaturas de enseñanza de la programacion y evaluar el impacto de las mismas 
en los procesos de ensenanza-aprendizaje.
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