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Předmětem této bakalářské práce byl návrh rozšířeného HTML editoru. Čtenář je nejdříve
seznámen s jazyky HTML a JavaScript. Následuje přehled existujících WYSIWYG HTML
editorů a jejich srovnání. Pro navržení rozšířeného HTML editoru bylo nutné specifikovat
nevýhody existujících editorů, ze kterých vznikly požadavky na rozšířený editor. Tento
byl následně navržen a implementován v jazyce JavaScript zapomoci knihovny Dojo. Pro
testování byly navrženy dvě ukázkové webové aplikace: blog a encyklopedie. Aplikace blog
byla využita také pro testování uživatelského rozhraní. V průběhu testování si uživatelé
vyzkoušeli navržený editor a editor TinyMCE. Na závěr jsou shrnuty výsledky testování
a možná budoucí práce na navrženém editoru.
Abstract
Subject of this bachelor’s thesis was design of extended HTML editor. Reader is familiarized
with HTML and JavaScript languages at first. Following is overview of existing WYSIWYG
HTML editors and their comparison. The design of extended HTML editor requires a spe-
cification of disadvantages of existing editors. From these, the requirments for extended
HTML editor were formed. The editor was designed and implemented using JavaScript and
Dojo library. Two web applications were created for testing: blog and encyclopedia. The
blog application was used for an user interface testing. Users tried out designed editor and
editor TinyMCE during the testing. The results of the testing are summarized in conclusion
together with proposal of a future work.
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Tvorba a sazba psaných dokumentů na počítači je v dnešní době naprostou samozřejmostí.
Stále častěji se tato práce provádí v prostředí internetového prohlížeče (dále jen prohlížeče)
z důvodu přímé publikace dokumentu na internetu.
Jedním z hlavních požadavků na editory textu v prohlížeči je výstupní formát ve zna-
čkovacím jazyce HTML. Dalším požadavkem je tzv. efekt “WYSIWYG” (z angl. What
You See Is What You Get - co vidíš to dostaneš), tedy efekt kdy už v průběhu tvorby
dokumentu vidí uživatel výslednou podobu dokumentu tak, jak bude publikován.
Nejčastěji jsou uživatelům předkládána řešení založená na textových procesorech Micro-
soft Office Word nebo LibreOffice Writer. Avšak technologie spjaté s internetovými pro-
hlížeči umožňující tvorbu těchto editorů nejsou dostatečně standardizovány[23] a tudíž se
jejich tvorba stává problematická.
Předmětem této práce je tvorba rozšířeného HTML editoru. Motivací pro tuto práci jsou
zejména negativní vlastnosti existujících řešení. Existující editory nejsou pro webdesignéra
dostatečně flexibilní. Uživatel má buď příliš velkou volnost, nebo je příliš omezován v mož-
nostech formátování dokumentu. Webdesignér tak stojí před otázkou jak docílit potřebné
rovnováhy. Také uživatelské rozhraní založená na Microsoft Office Word nebo LibreOffice
Writer nejsou v prostředí internetového prohlížeče příliš pohodlná a uživatele často mate
různé chování oproti těmto klasickým editorům. Navrhovaný editor by měl tyto a další
problémy specifikované v této práci umět řešit.
V následujících kapitolách se nejprve seznámíme se základními nástroji, které budou
použity – jazyky HTML a JavaScript – jejich historií a významnými znaky. Dále se sezná-
míme s existujícími HTML editory a provedeme jejich srovnání. Následuje hlavní část této
práce – návrh a implementace rozšířeného HTML editoru. Návrh editoru vychází zejména
ze specifikace negativních vlastností existujících editorů, která kapitole s návrhem před-
chází. Implementovaný editor je pro testovací účely nasazen do dvou zvlášť vytvořených
aplikací (blog a encyklopedie). Po popisu ukázkových aplikací následuje testování navrže-
ného editoru, popis metodiky testování a souhrn testování. V závěru se věnuji zhodnocení




Jazyk HTML[17] je značkovací jazyk vycházející z jazyka SGML[16] (Standard Generalized
Markup Language). SGML je systém sloužící k definici strukturovaných typů dokumentů
a značkovacích jazyků, které tyto soubory vytváří. V jazyku HTML lze vytvářet dokumenty,
které se při interpretaci prohlížečem převedou na uživatelsky přívětivou reprezentaci. Jazyk
HTML je majoritním jazykem pro reprezentaci internetových stránek. V této kapitole se
seznámíme s historií tohoto jazyka, jeho postupným vývojem, popíšeme si základy tohoto
jazyka a shrneme budoucí vývoj.
2.1 Historie
2.1.1 ENQUIRE – Počátky Hypertextu
Za předchůdce hypertextových dokumentů, tedy dokumentů provázaných mezi sebou po-
mocí odkazů je považován systém ENQUIRE[4]. Tento systém byl vyvinut pro CERN v roce
1980 britským informatikem Timem Berners-Leem.
ENQUIRE sloužil pracovníkům v CERNu k vytváření technických dokumentů a jejich
propojování. Časem se však začalo ukazovat, že údržba dokumentů a zejména jejich propo-
jení stojí pracovníky příliš mnoho času. Vznikla potřeba po systému podobném ENQUIRE,
ale přístupném a škálovatelném (ve smyslu zjednodušení spojení mezi dokumenty tak, aby
se v průběhu času mohly dokumenty spojovat bez žádných dalších úprav v samotných
dokumentech). Tak vznikl první koncept webu.
2.1.2 První specifikace
V roce 1989, začal Berners-Lee pracovat na první verzi návrhu Hypertextu[2]. Tento text
měl přesvědčit management CERNu o tom, že globální hypertextový systém je v jejich
zájmu. Základní myšlenkou, díky které byl tento nárvh úspěšný, bylo vytvoření hypertex-
tové reprezentace již existujících systémů a databází tak, že původní systémy zůstaly stále
funkční (z hlediska původních klientů).
Berners-Lee poprvé specifikoval jazyk HTML v roce 1990. V tomto roce také napro-
gramoval první HTML prohlížeč a server. V roce 1991 vznikl dokument nazvaný “HTML
Tags”[3], který je seznamem 20ti elementů, používaných v jazyce HTML. Navržené elementy
vycházely z dokumentačního formátu SGMLguid vyvinutého na základě SGML a používa-
ného v CERNu.
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Berners-Lee považoval HTML za aplikaci SGML. Formálně tak byl jazyk HTML defi-
nován v roce 1993 v dokumentu IETF “Hypertext Markup Language (HTML) – A Repre-
sentation of Textual Information and MetaInformation for Retrieval and Interchange”[5]
jehož autory byli Berners-Lee a Dan Connolly. V tomto dokumentu bylo využito SGML
k definici gramatiky jazyka HTML.
V roce 1993 také vznikl dokument – Internet-Draft “HTML+ (Hypertext Markup
Format)”[24], který doporučoval standardizaci rozšíření základního HTML o tabulky a for-
muláře (autorem byl Dave Raggett).
Internetové návhry (Internet-Draft) HTML a HTML+ vyexpirovaly na začátku roku
1994. IETF založila pracovní skupinu HTML Working Group, která v roce 1995 dokončila
specifikaci “HTML 2.0”[6]. Šlo o první specifikaci, která měla být považována za standard
pro všechny budoucí implementace jazyka HTML. Tato specifikace byla publikována jako
dokument RFC 1866 (Request for Comments) a osahovala myšlenky z obou původních
návrhů.
2.1.3 Vývoj jazyka HTML
Od verze HTML 2.0 do současnosti prošel jazyk HTML bouřlivým vývojem. Mnoho navr-
hovaných rozšíření či úprav v dokumentech Internet-Draft neprošlo do dalších verzí jazyka.
V této kapitole naleznete chronologicky řazený seznam důležitých milníků ve vývoji
jazyka HTML.
Říjen 1991
Vznik dokumentu “HTML Tags” – neformální dokument CERNu obsahující seznam prvních
HTML tagů.
Červen 1992
První neformální návrh DTD (definice typu dokuemntu) pro HTML.
Listopad 1992
HTML DTD 1.1 – neformální nárh
Červen 1993
Hypertext Markup Language publikován jako návrh (Internet draft) pracovní skupinou
IETF IIIR. Tento dokument byl téhož měsíce nahrazen verzí 1.2. Následován šesti dalšími
návrhy pracovní skupiny IETF vedl konečne k návrhu HTML 2.0.
Listopad 1993
HTML+ bylo publikováno jako konkurenční návrh (Internet-Draft) k návrhu HTML.
Březen 1995
HTML 3.0 navrženo na standard organizaci IETF. 28. září 1995 nárh expiroval bez větší ode-
zvy. Návrh zahrnoval velkou část HTML+ (tabulky, obtékání textu, matematické vzorce).
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Listopad 1995
• HTML 2.0 publikováno jako RFC 1866[6]. Následovaly RFC dokumenty rozšiřující
možnosti jazyka HTML
• RFC 1867[20] – podpora pro odesílání souborů z HTML formulářů.
Květen 1996
RFC 1942 – podpora pro HTML tabulky[25].
Srpen 1996
RFC 1980 – podpora pro obrázkové mapy (tag IMAGEMAP)[28].
Leden 1997
• RFC 2070 – internacionalizace HTML[30]
• HTML 3.2 [26] publikováno jako doporučení W3C (W3C recommendation). HTML
3.2 bylo první verzí, kterou vyvinula a standardizovala pouze organizace W3C (World
Wide Web Consorcium), protože organizace IETF uzavřela pracovní skupinu HTML
(HTML Working Group) v září 1996.
Ve verzi 3.2 byla zrušena navržená podpora pro reprezentaci matematických vzorců.
Byla adoptována většina proprietárních rošíření jazyka HTML od společnosti Nets-
cape ve snaze usměrnit vývoj jazyka.
Prosinec 1997
HTML 4.0 publikováno jako doporučení W3C (W3C recommendation)[14]. Obsahuje 3 va-
rianty:
• striktní (Strict) – zastaralé/nepodporované elementy nejsou povoleny
• přechodná (Transitional) – zastaralé/nepodporované elementy jsou povoleny
• Frameset – sloužící pouze pro dokumenty obsahující výhradně elementy rámců (FRAME)
Do verze 4.0 bylo adoptováno mnoho proprietárních rozšíření zejména od společností Nets-
cape a Microsoft. Zároveň však, v rámci podpory kaskádovacích stylů, byly veškeré vizuálně
formátovací elementy označeny jako nepodporované. HTML 4.0 je aplikací SGML splňující
normu ISO 8879 – Standard Generalized Markup Language SGML.
Duben 1998
HTML 4.0 znovu vydáno bez navýšení čísla verze. Pouze drobné úpravy.
Prosinec 1999
HTML 4.01 publikováno jako doporučení W3C (W3C recommendation)[17]. Součástí jsou
3 stejné varianty jako v HTML 4.0.
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Květen 2000
Verze HTML 4.01 Strict byla publikována jako norma ISO/IEC 15445:2000.
Červen 2000
RFC dokumenty 2070, 1980, 1942, 1867, 1866 označeny jako zastaralé a nahrazeny doku-
mentem RFC 2854[8].
Leden 2008
HTML5 publikováno jako pracovní návhr (Working-Draft) organizací W3C.
2.1.4 XHTML
Jazyk XHTML vznikl jako přechodný jazyk do světa XML. Cílem bylo získat typ doku-
mentu, který bude validním XML dokumentem a zároveň bude v co největší míře zachovávat
zpětnou kompatibilitu s předchozími verzemi jazyka HTML.
Tvůrci jazyka XHTML vycházeli z HTML verze 4.0 a XML verze 1.0. Popis specifik
a jednotlivých verzí jazyka XHTML je nad rámec této práce, další informace lze nalézt
např. v [21, 22].
2.2 Popis jazyka HTML
Zdrojový kód v jazyce HTML se zapisuje a ukládá do obyčejného textového souboru. Tento
kód je následně přímo interpretován HTML prohlížečem.
Ukázka 2.1: Ukázka jednoduchého HTML 4.0 dokumentu












Dokument HTML je vždy složen z definice typu dokumentu DOCTYPE, Následuje koře-
nový element HTML, který obsahuje záhlaví HEAD a tělo BODY.
Do záhlaví se zapisují různé (meta)informace o dokumentu, které nemají přímý vliv
na zobrazení dokumentu. Součástí záhlaví je povinně element TITLE, který určuje titulek
dokumentu, který by se měl zobrazit v záhlaví okna. Většinou záhlaví obsahuje informace
o kódování textu, odkazy na soubory stylů (CSS – Cascading Style Sheet) či klientské skripty
JavaScriptu a nakonec také meta-informace o dokumentu (zejména) pro vyhledávače.
Do těla se již zapisují elementy sloužící k vytváření struktury dokumentu. Specifikace
HTML verze 4.01 [17] obsahuje 91 typů elementů z toho 87 typů lze použít v rámci těla
dokumentu. Základní elementy lze naléz v tabulce 2.1. Kompletní ukázka jednoduchého
HTML dokumentu je uvedena v příkladu 2.1.
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Tabulka 2.1: Výběr základních HTML Elementů
Element Popis
A z angl. Anchor – kotva. Slouží k vytváření odkazů v rámci
dokumentu i mezi jednotlivými dokumenty.
FORM element pro tvorbu formuláře
H1 - H6 nadpisy úrovní 1 až 6







UL seznam s odrážkami
2.3 Budoucnost jazyka HTML
Vývoj internetu jde dopředu velkými kroky. Jazyk HTML se dnes již nepoužívá pouze
k vytváření dokumentů a odkazování mezi nimi, ale tvoří se v něm (za pomoci skripto-
vání) interaktivní, funkční aplikace. To je značný posun od původní koncepce a je proto
pochopitelné, že neustále vznikají požadavky na rozšíření či úpravu standardů HTML, či
XHTML.
V době psaní této práce je již zřejmé, že budoucností jazyka HTML je jazyk HTML5[15].
Organizace W3 Consorcium původně chtěla prosazovat standardy založené na jazyku XML
– XHTML, avšak připravovaná verze XHTML2[1], která měla ambice stát se majoritním
a moderním jazykem pro web, nakonec nesplňovala skoro žádné z požadavků vývojářů webů
po celém světě. Jako odpověď na tuto “ignoranci” byla založena skupina WHATWG – “The
Web Hypertext Application Technology Working Group” v roce 20041. Zakladateli této sku-
piny byli zaměstnanci společností Apple, Mozilla Foundation a Opera Software. V rámci
této skupiny vzniklo několik návrhů, které později sloužily jako základy při tvorbě specifi-
kace jazyka HTML5. Zejména kvůli zájmu veřejnosti, který skupina WHATWG způsobila
a nezájmu veřejnosti o XHTML2 byla 7.3.2007 organizací W3C znovu založena pracovní
skupina HTML, která začala pracovat na HTML5. Jazky XHTML2 je v současné době
zveřejněn pouze ve formě W3C Notes a není prakticky podporován.
2.3.1 HTML5
Jazyk HTML5[15] je jazyk vycházející z jazyků XHTML a HTML. Je navržen tak aby
podporoval obě formy serializace - XML (XHTML) i HTML. Součástí návrhu tohoto jazyka
jsou nové elementy podporující sémantiku a multimédia (SECTION, NAV, FOOTER, CANVAS,
VIDEO, AUDIO atd.). V době psaní této práce je HTML5 zveřejněno jako pracovní dokument
W3C (W3C working draft). I přesto je již velká část novinek implementována v majoritních
webových prohlížečích2.
1Internetové stránky organizace www.whatwg.org




JavaScript[10] je prototypový skriptovací jazyk. Jedná se o dynamický, slabě typovaný ja-
zyk, který podporuje funkce první třídy (first-class function). V jazyce JavaScript je jazykem
více programovacích paradigmat. Lze v něm programovat objektově orientovaně, impera-
tivně i funkcionálně. V této kapitole se seznámíme s historií tohoto jazyka a seznámíme se
s jeho základnímy rysy.
3.1 Historie a vývoj jazyka JavaScript
Na počátku JavaScriptu stála společnost Netscape s požadavkem na jazyk, který by byl
přístupnější pro kódery a webdesignery než současně podporovaný jazyk Java. Společnost
Netscape najala programátora Brendana Eicha, který se rozhodl vytvořit slabě typový
skriptovací jazyk - LiveScript. V době vydání prohlížeče Netscape Navigator verze 2.0 (1995)
byl (z důvodů zejména marketingových) přejmenován na JavaScript .
JavaScript se velice rychle začal používat spíše pro práci se samotným dokumentem, než
pro účely komunikace s vloženými applety. Tím započal trend v přeměně statických HTML
dokumentů v interaktivní uživatelské aplikace.
Úspěch JavaScriptu je přikládán zejména jeho jednoduchosti použití. Vše co je potřeba
pro vyzkoušení JavaScriptu je editor textových souborů a prohlížeč podporující JavaScript.
Na druhou stranu, kvůli neexistujícím vývojářským nástrojům (debugger, vývojářské pro-
středí atp.) byl JavaScript mnohými odsouzen jako jednoduchá hračka pro oživení doku-
mentů, což na dlouhou dobu zastínilo jeho obrosvký potenciál.
Společnost Netscape se snažila JavaScript prosadit i v jejich serverovém řešení LiveWire.
JavaScript na straně serveru však nikdy nedosáhl popularity ASP1 či PHP2. Teprve v letech
2009, 2010 začal být o JavaScript na straně serveru větší zájem, což vedlo ke vzniku open
source projektu Node.js3.
V roce 1996 vydala společnost Microsoft prohlížeč Internet Explorer verze 3.0, která
mj. obsahovala podporu pro kopii JavaScriptu nazvanou JScript. Jazyk JScript byl však
o jednu verzi pozadu oproti JavaScriptu, což vedlo k prvním problémum s kompatibilitou.
To bylo motivací pro společnosti Netscape a Sun pro standardizaci jazyka JavaScript
za pomoci organizace ECMA (European Computer Manufacturers Association). V roce
1Skriptovací prostředí pro server sloužíci k tvorbě dynamických internetových stránek od společnosti
Microsoft. Další informace dostupné online na http://msdn.microsoft.com/en-us/library/aa286483.aspx
2Skriptovací jazyk a interpret pro server sloužící k tvorvě dynamických internetových stránek vyvýjený
skupinou The PHP Group. Další informace dostupné online na: http://php.net
3Stránky projektu http://nodejs.org
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1997 vzniká standard ECMAScript[9], který byl následně v roce 1998 uznán jako standard
ISO/IEC 16262.
V průběhu prací na standardu ECMAScript společnosti Netscape i Microsoft uvedly
čtvrtou generaci prohlížečů. Kompletně rozdílná verze objektového modelu dokumentu
(DOM – document object model) v těchto prohlížečích vedla pouze k tříštění kompati-
bility. Vznikaly knihovny které přizpůsobovaly prohlížeč Internet Explorer blíže k chování
prohlížeče Netscape a naopak. Nebylo neobvyklé, že pro zachování kompatibility napříč
prohlížeči se psal ten samý kód 2x.
To vedlo společnosti Microsoft, Netscape a mnoho dalších ke standardzizaci DOM. Za
pomoci organizace W3C vznikl ke konci roku 1998 standard DOM Level 1[7].
V roce 1999 byla publikována 3. verze standardu jazyka ECMAScript, do které byla
přidána podpora pro regulární výrazy, příkazy try, catch, finally. Tuto verzi podporuje
většina prohlížečů.
Na začátku roku 1999 započaly práce na standardu jazyka ECMAScript verze 4. Součástí
tohoto návrhu bylo velké množství rozšíření (třídní objektově orientované programování,
přetežování operátorů, genetátory). Práce byly v roce 2003 přerušeny a nakonec nebyla
tato verze publikována (hlavně kvůli sporu o budoucnosti ECMAScriptu mezi tvůrci 4.
verze a odbornou veřejností)
Internet Explorer verze 5 byl uveden na trh 18. března 1999. Tato verze poprvé mj. ob-
sahovala objekt XMLHttpRequest[27, ?], který později zásadně ovlivnil vývoj JavaScriptu.
Objekt XMLHttpRequest byl implementován v jádru Gecko (prohlížeč Mozilla, Firefox)
v roce 2000, použitelný se však stal až v roce 2002 s verzí jádra Gecko 1.0.
Implementací objektu XMLHttpRequest ve všech moderních prohlížečich byla spuštěna
nová vlnu zájmu o JavaScript. Projekty jako Google Maps inspirovaly celou řadu nových
webových aplikacích založených na tomto objektu. Začaly vznikat komplexní knihovny zjed-
nodušující práci mj. také s objektem XMLHttpRequest.
Jak již bylo řečeno v kapitole o HTML, v roce 2004 byla založena skupina WHAWG –
The Web Hypertext Application Technology Working Group. Cílem této skupiny bylo také
navržení nových JavaScriptových API usnadňujících tvorbu webových aplikací. Vznikly tak
např. API Web Workers[13] (podpora paralelního programování), Web Sockets[11] (obou-
straný komunikační kanál mezi klientem a serverem), Canvas 2D kontext[12] (vykreslování
2D grafiky) a mnoho dalších.
V roce 2006 začala pracovní skupina Web API Working group pod záštitou organizace
W3C pracovat na dokumentu “The XMLHttpRequest Object”[18]. V současné době práce
v pokračuje v pracovním dokumentu “XMLHttpRequest Level 2”[19]
V roce 2009 započaly práce na 5. verzi standardu jazyka ECMAScript. Součástí stan-
dardu jsou nové metody pro implicitní datové typy (Objekty), ale také změny základů
jazyka (striktní mód, konstanty, gettery a settery atd.). Standard byl publikován v červnu
2011.
3.2 Základní rysy jazyka JavaScript
V této kapitole budou v rámci jednotlivých podkapitol popsány základní rysy jazyka Ja-
vaScript podle standardu ECMAScript verze 3, která je dnes stále nejvíce rozšířená a pod-
porovaná napřič prohlížeči. [10]
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3.2.1 Imperativní a strukturovaný jazyk
JavaScript je postavený na syntaxi podobné jazyku C. Jsou podporovány podmínky if,
cykly for a while atd.
3.2.2 Dynamický jazyk
Jazyk je nazýván dynamickým, pokud za běhu provádí většinu činnosti, kterou by jiné
jazyky dělaly v době kompilace. JavaScript obsahuje tyto rysy dynamického jazyka:
• datové typy proměnných jsou určeny až v době běhu programu
• funkce eval umožňuje vykonávat nový kód v JavaScriptu předaný této funkci jako
řetězec.
• změna objektů i celého objektového modelu v za běhu programu
3.2.3 Funkcionální jazyk
JavaScript vychází z jazyků SELF a Scheme a tedy podporuje tyto základní rysy funkcio-
nálního programování[10], které v těchto jazycích lze nalézt:
• Funkce první třídy (First-class functions). Funkce lze předávat jako argument, vracet
jako výsledek a přiřazovat do proměnných. Znakem funkcionálního jazyka je např.
popora pro funkci map(), která jako svůj argument přebírá seznam a funkci, která
(po zavolání funkce map()) bude aplikována na každý prvek předaného seznamu.
• Zanořování funkcí umožňuje definovat funkce v rámci těla jiné funkce. Instance takto
vnořené funkce je vytvořena zvlášť pro každou invokaci nadřazené funkce.
• Uzávěry (closures) umožňují při invokaci zanořené funkce přístup k proměnným ze
svého lexikálního oboru platnosti (lexical scope) i v případě, že k invokaci dojde
v úplně jiném prostředí. Viz. příklad 3.1
Ukázka 3.1: Ukázka lexikálního oboru platnosti a vnořených funkcí
// globa´lnı´ promeˇnna´ ”x”
var x = ’I am from global scope’;
// definujeme funkci ”fn1” ktera´ prˇijı´ma´ jeden parametr
function fn1(attr) {
// loka´lnı´ promeˇnna´ ”x” ”zamaskuje” globa´lnı´ promeˇnnou ”x”
var x = ’I am from local scope’;
/*
uka´zka jine´ mozˇnosti definice funkce:
anonymnı´ funkce prˇirˇazena´ do loka´lnı´ promeˇnne´
*/
var fn2 = function () {
console.log(x); // vypı´sˇeme hodnotu promeˇnne´ x
console.log(attr); // vypı´sˇeme hodnotu promeˇnne´ attr
}
// vra´tı´me na´mi vytvorˇenou zanorˇenou funkci
return fn2;
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}// Do promeˇnne´ fn2 je ulozˇena reference na na´mi definovanou anonymnı´ vnitrˇnı´
funkci.
var fn2 = fn1(’Hello 1’);
// Prˇi zavola´nı´ funkce tı´mto zpu˚sobem:
fn2();
/*
Jsou do konzole vypsa´ny hodnoty:
I am from local scope
Hello 1
Interpret JavaScriptu si ”pamatuje” lexika´lnı´ okolı´ funkce v dobeˇ definice
funkce a to i po dokoncˇenı´ nadrˇazene´ funkce. Proto je sta´le dostupny´
atribut prˇedany´ prˇi vola´nı´ nadrˇazene´ funkce a proto je globa´lnı´ promeˇnna´
”x” maskova´na promeˇnnou ”x” z nadrˇazene´ funkce.
*/
// vytvorˇı´me dalsˇı´ 3 nove´ funkce
var fn3 = fn1(’Hello 2’);
var fn4 = fn1(’Hello 3’);
var fn5 = fn1(’Hello 4’);
// po zavola´nı´:
fn3(); // vypı´sˇe ”I am from local scope” a ”Hello 2”
fn4(); // vypı´sˇe ”I am from local scope” a ”Hello 3”
fn5(); // vypı´sˇe ”I am from local scope” a ”Hello 4”
3.2.4 Prototypové objektově orientované programování
V JavaScriptu se objekty nedefinují pomocí tříd, ale pomocí funkcí. Funkci lze použít jako
konstruktor objektu. Metody se potom realizují jako zanořené funkce přířazené přes proměn-
nou this jako atribut objektu. Dědičnost se nejčastěji realizuje pomocí speciálního atributu
objektu prototype, který odkazuje na objekt, pomocí kterého byl objekt vytvořen. Pře-
psáním této hodnoty můžeme vytvořit spojení objektu s obecnějším objektem (dědičnost).
Ukázka definice objektů a dědičnosti je uvedena v příkladu 3.2.
Tento přístup má však drobný nedostatek. Přepsáním výchozí vlastnosti prototype
ztratíme přednastavenou vlastnost constructor. Tato vlastnost by měla odkazovat na
funkci konstruktoru, která objekt vytvořila. Jedním z řešení je nastavit tuto vlastnost
explicitně[10].
Flexibilita tohoto přístupu k dědičnosti umožňuje implementovat např. vícenásobnou
dědičnost, nebo systém s rolemi.
Ukázka 3.2: Ukázka definice objektů a prototypové dědičnosti
// Obecna´ ”trˇı´da” ClassAnimal
// metoda sayHello vypı´sˇe do konzole pozdrav
function ClassAnimal() {
this.greeting = null;





// vytvorˇı´me instanci obecne´ho objektu
var animal = new ClassAnimal();
// Specialozovana´ ”trˇı´da” ClassDog
// nastavuje objektu vy´chozı´ pozdrav
function ClassDog() {
this.greeting = ”Woof! Woof!”;
}
// nastavı´me nadrˇazeny´ objekt na instanci obecneˇjsˇı´ho objektu
ClassDog.prototype = new ClassAnimal();
// tı´m objekty vytvorˇene´ z trˇı´dy ClassDog zı´skaly metodu sayHello
// Obdobne´, pouze jiny´ vy´chozı´ pozdrav
function ClassCat() {
this.greeting = ”Meow! Meow!”;
}
ClassCat.prototype = new ClassAnimal();
// Prˇenastavı´me ”ztraceny´” konstruktor
ClassCat.prototype.constructor = ClassCat;
// vytvorˇı´me instance specializovaneˇjsˇı´ch trˇı´d
var dog = new ClassDog();
var cat = new ClassCat();
dog.sayHello(); // ve vy´pisu konzole bude ”Woof! Woof!”





Pod pojmem “WYSIWYG HTML editor” rozumíme aplikaci či komponentu, která umožňuje
uživateli zapisovat a formátovat text pomocí uživatelského rozhraní, bez nutnosti znalosti
zákonitostí jazyka HTML či CSS, na jejíž výstupu je HTML kód. Výstupní HTML kód po
zobrazení v prohlížeči musí reprodukovat stejný obraz, jako viděl uživatel v editoru (WY-
SIWYG). Vzhledem k zaměření aplikace (výstup v HTML), je užitečné (či přímo poža-
dované) aby samotná byla implementována pomocí webových technologií (HTML, CSS,
JavaScript) a tedy byla spustitelná ve webovém prohlížeči.
V této práci máme za cíl vytvořit “Rozšířený HTML editor”. Abychom mohli v závěru
posoudit, zda jsme uspěli s “rozšířením”, musíme mít s čím porovnávat. Proto zde uvedu
několik rozšířených, volně dostupných online WYSIWYG editorů.
Na konci této kapitoly je tabulka obsahující porovnání následujících editorů.
4.1 TinyMCE
WYSIWYG HTML editor (na obrázku 4.1)1. Patří mezi nejpopulárnější a nejpokročilejší
řešení. Velká uživatelská základna zaručuje dostupnost velkého množství rozšíření (zásuv-
ných modulů) a dobrou podporu v případě problémů. Editor pro svou funkcionalitu využívá
atributu contentEditable[23], který vhodně doplňuje vstupně výstupnímy filtry tak,
aby výstupní kód byl konzistentní napříč různými verzemi prohlížečů. TinyMCE má uživa-
telské rozhraní podobné textovým procesorům jako je Microsoft Office Word. Je rozšířitelný
pomocí vlastních zásuvných modulů.
4.2 CKEditor
WYSIWYG HTML editor (na obrázku 4.2)2. Vyrovnaný konkurent editoru TinyMCE.
Implementuje stejnou množinu funkcí jako editor TinyMCE, navíc však přímo obsahuje
podporu pro správce souborů. Technicky je realizován podobně jako TinyMCE, tedy po-
mocí atributu contentEditable. Z hlediska uživatelského rozhraní se CKEditor chová
a vypadá podobně jako TinyMCE.
1Domovká stránka editoru TinyMCE: www.tinymce.com
2Domovká stránka editoru CKEditor www.ckeditor.com
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Obrázek 4.1: HTML WYSIWYG editor TinyMCE
Obrázek 4.2: HTML WYSIWYG editor CKEditor
4.3 elRTE
WYSIWYG HTML editor (na obrázku 4.3)3. Podporuje v základu stejnou množinu funkcí
jako editory TinyMCE či CKEditor. Implementuje podporu pro správce souborů “elFinder”.
Neexistuje však žádná dokumentace a tudíž je potřeba informace vyhledávát přímo ve
zdrojových souborech. Taktéž staví na technice contentEditable.
3Domovká stránka editoru elRTE www.elrte.org
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Obrázek 4.3: HTML WYSIWYG editor elRTE
4.4 Ghost Edit
WYSIWYG HTML editor (na obrázku 4.4), který lze nalézt na webové adrese: www.ghosted.it.
Prozatím nedokončený projekt, zajímavý svým návrhem. Editor umožňuje úpravu vlože-
ných objektů přímo v textu, nikoliv přes nabídky. Např. velikost vloženého obrázku lze
změnit klasickým způsobem tažením za roh obrázku pomocí myši. Mnohem přístupnější
nabídky se styly dokumentu (nadpis 1.-3. úrovně, odstavec) vybízejí potencionální uživa-
tele k jejich používání, což vede k jednotnému a kvalitnějšímu výstupnímu kódu i podobě
dokumentu. Tento editor neumožňuje tvorbu vlastních zásuvných modulů a také nemá žád-
nou dokumentaci. Technicky realizován pomocí atributu contentEditable.
Obrázek 4.4: HTML WYSIWYG editor Ghost Edit
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4.5 CLEditor
WYSIWYG HTML editor4. Je postavený nad JavaScriptovou knihovnou jQuery5 jako zá-
suvný modul. Podporuje možnosti jednoduchého formátování textu a rozšíření pomocí zá-
suvných modulů. Absence dokumentace.
4.6 dijit.Editor
Online WYSIWYG HTML editor, který je součástí knihovny dijit JavaScriptového fra-
meworku Dojo.6 Vysoká rozšiřitelnost pomocí mnoha dostupných zásuvných modulů a ve-
lice jednoduchý návrh nových, díky objektově orientovanému návrhu v prostředí Dojo
knihovny. Editor samotný je realizován pomocí několika tříd což např. umožnuje úplnou
změnu uživatelského rozhraní. Základní rozhraní je realizováno pomocí třídy dijit.Toolbar,
do které jsou přidávána tlačítka dijit.form.Button. Technicky realizován pomocí atri-
butu contentEditable.
4.7 YUI Rich Text Editor
Online WYSIWYG HTML editor, který je součástí JavaScriptového frameworku YUI lib-
rary.7 Není přímo textovým editorem, ale pouze základní komponentou pro editor. Tento
přístup je výhodný, pokud si chceme vytvořit vlastní uživatelské rozhraní editoru. Není
nutné implementovat sjednocení chování v různých prohlížečích a další problémy spojené
např. s vykreslováním či výstupem editoru. Stačí použít API pro komunikaci s toutu kom-
ponentou. Pro samotnou editaci využívá atributu contentEditable.
4.8 Srovnání
Z popisu jednotlivých editorů této kapitoly vyplývá, že si je většina podobná implementací
(použití contentEditable), ale také uživatelským rozhraním. V tabulce 4.1 porovnávám
podporu základních vlasností jako je ukládání akcí uživatele do historie (zpět a vpřed),
práce se schránkou (kopírovat, vložit, vyjmout), klávesové zkratky, vložení předformátova-
ného textu (RTF) z jiných textových procesorů (Microsoft Word, LibreOffice Writer atd.).
Podporu pro vkládání odkazů, tabulek, obrázků a dalších objektů do tvořeného dokumentu.
Srovnávám ale také pokročilé vlastnosti jako je přístupné programátorské rozhraní (API),
rozšířitelnost pomocí zásuvných modulů, podpora pro jednoduchý překlad uživatelského
rozhraní (lokalizaci) a podporu pro ovlivnění výstupního HTML programátorsky. Např.
změna výchozího tagu pro tučný řez z <b> na <strong>, specifikace povolených tagů
na výstupu atp. Posledním srovnávaným kritériem je možnost přizpůsobení uživatelského
rozhraní editoru.
Všechny atributy byly testovány ve webovém prohlížeči Google Chrome verze 16.0.912.75.
Znak pomlčky (“–”) v tabulce srovnání 4.1 specifikuje, že daná vlastnost je buď implemen-
tována částečně, nebo je pro ni potřeba dalšího zásahu programátora. U posledního bodu
4Domovská stránka editoru CLEditor: www.premiumsoftware.net/cleditor/
5jQuery – Knihovna ulehčující práci s DOM prohlížeče (vyhledávání, průchod, manipulace) a tvorbu
přenositelného kódu. Domovská stránka projektu: www.jquery.com
6Demo např. na adrese http://demos.dojotoolkit.org/demos/editor/
7Demo např. na adrese http://yuilibrary.com/yui/docs/editor/editor-instance.html
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znamená znak pomlčky, že změnu lze provést jen v určitých ohledech. Zaškrknutí (X) u po-
sledního bodu znamená, že editoru lze jednoduchým způbem upravit uživatelské rozhraní
(je to umožněno architekturou editoru).
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historie X X X 7 X X X
schránka X X X – X X X
kl. zkratky X X X – X X –
vložit Word X X X X X X X
odkazy X X X X X X –
tabulky X X X 7 – X –
obrázky X X X X X X –
embed X X X 7 – X –
API X X 7 7 X X X
pluginy X X X 7 X X –
lokalizace X X X 7 7 7 –
modifikace výstupu X X X 7 7 X 7
přizpůsobeí UI 7 – 7 7 7 X X
Pro editor elRTE neexistuje dokumentace, ve které by bylo zdokumentováno programá-
torské rozhraní API. Editor dijit.Editor je ve výchozím stavu (narozdíl od editorů tinyMCE,
CKEditor a elRTE). Editory TinyMCE, CKEditor, elRTE a dijit.Editor umožňují definici
vlastních filtračních funkcí pro korekci výstupního HTML kódu. Dijit.Editor přímo nepod-
poruje lokalizaci, avšak knihovna Dojo obsahuje pro tento úkol podporu a napojení na
editor dijit.Editor by nebylo tak náročné jako v případě ostatních editorů. V tabulce jsem
uznal podporu pro vkládání prvků pomocí zásuvných modulů, jen pokud byl zásuvný modul
přítomen v základní distribuci.
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Kapitola 5
Návrh a implementace HTML
editoru
V této kapitole specifikujeme negativní vlastnosti editorů z kapitoly 4, které v rozšířeném
HTML editoru budeme chtít vyřešit či zlepšit. Je vhodné poznamenat, že cílem autorů
editorů z 4. kapitoly nemuselo nutně být řešení těchto problémů. Nárvh rozšíření vychází
z praktických zkušeností chování uživatelů. Uživatelé, ač znalí práce s textovým procesorem
(napr. Microsoft Word, či LibreOffice Writer), nejsou v mnoha případech bez větších obtíží
schopni nastavit správný vzhled HTML dokumentu (zejména kvůli špatnému odstínění
uživatele od zákonitostí jazyka HTML a CSS).
Následně se pokusíme navrhnout nový editor, který by řešil popsané problémy.
Abych předešel nedorozuměním, v následujícím textu bude webdesignér ten, kdo vy-
tvořil (nakódoval, naprogramoval) dané stránky a použil v administračním rozhraní některý
z WYSIWYG HTML editorů. Uživatel poté bude ten, kdo administrační rozhraní využívá
k tvorbě obsahu daných stránek.
5.1 Specifikace negativních vlastností existujících řešení
Aby bylo možné navrhnout editor rozšířený či nějak vylepšený oproti existujícím řešením,
je nutné specifikovat problémy a negativní vlastnosti existujících editorů. V následujících
odstavcích se zaměřím na hlavní problémy, které byly zároveň motivací pro tuto práci.
Všechny uvedené negativní vlastnosti platí pro většinu srovnávaných editorů z kapitoly 4.
5.1.1 Nestabilita výsledného kódu a zobrazení
Představme si například, že v editoru chceme tvořit texty o několika kapitolách se základním
formátováním, obrázky a dalšími objekty. Tyto texty budeme umísťovat na webové stránky
a našim cílem je, aby všechny texty byly formátovány konzistentně (stejné typy, velikosti
a řezy písma pro dané typy odstavců). Jediným pohodlným řešením jsou předdefinované
styly. Ty se však ve většině prezentovaných editorů použivájí velmi neobratně (jsou ukryty
v nabídce).
Dalším problémem je, že použití stylů v dokumentech není pro většinu uživatelů in-
tuitivní. Z testování navrhovaného editoru, které proběhlo v rámci této práce (kapitola 6
vyplývá, že většina uživatelů o možnosti použití stylů ani neví.
I kdyby se uživateli podařilo vytvářet pohledem konzistetní dokumenty, struktura vý-
sledného HTML kódu bude s největší pravděpodobností pro každý jednotlivý článek jiná
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a většinou ne příliš “hezká”. WYSIWYG HTML editory, implementované v HTML a Ja-
vaScriptu, generují HTML značky dokumentu tak, jak uživatel píše text a formátuje,
čímž vzniká nepěkný kód (napr. častokrát zbytečné vícenásobné obalení textu formátova-
cími elementy). Jako prevenci špatného výstupního kódu implementují editory různé filtry
a opravné mechanismy.
5.1.2 Příliš mnoho voleb, které uživatel nepotřebuje
Činnost tvorby dokumentu by měla být zaměřena především na tvorbu obsahu dokumentu
a nikoliv jeho vzhledu. Vzhled dokumentu by měl být dán publikačním médiem. V případě
HTML editoru je publikačním médiem webová stránka, která má (měla by mít) nějakou da-
nou podobu (výchozí barva, týp a řez písma a struktura dokumentu, kterou navrhl designér
webové stránky). Uživatel editoru nepotřebuje (či dokonce nesmí) mít možnost ovlivňovat
výchozí podobu struktury dokumentu. Např. u vloženého obrázku do textu uživatel nemá
potřebu nastavovat tloušťku či barvu okraje, odsazení od textu apod. Všechny tyto vlast-
nosti by měly být definovány na úrovni návrhu webové stránky (designu) a uživatel by měl
maximálně rozhodnout o umístění, velikosti a zdroji obrázku.
5.1.3 Poloviční WYSIWYG
Všechny editory z kapitoly 4 spadají do kategorie WYSIWYG. Zkratka WYSIWYG –
“What You See Is What You Get” se dá přeložit do češtiny jako “Co vidíš, to dostaneš”.
Ve spojení s HTML editorem, tato vlastnost znamená, že dokument který vytvoříme bude
po uložení přesně takový jaký ho vidíme v době tvorby. To ale ve většině případů není
pravda. Uživatel totiž v průběhu tvorby vidí pouze dokument, který by byl po uložení
stejný, pokud by byl vložen do prázdné stránky s bílým pozadím. Dokumenty vytvořené
v online WYSIWYG HTML editorech, se většinou použijí vložením výstupního kódu do
již vytvořené stránky, která může vypadat a většinou vypadá úplně jinak než prázdná bílá
stránka.
Takto vložený dokument může způsobit závažné problémy v původním formátování.
Stačí aby text byl zalomen prohlížečem na několika místech jiným způsobem a vznikne
celkový posun v toku textu, změní se pozice vložených objektů atd.
Tento problém se řeší nastavením šířky editoru dle šířky cílového pole pro obsah na
stránce tak, aby odpovídal 1:1 obsahové části. Tento postup je poměřně pracný.
5.1.4 Obtížně editovatelné složité dokumenty
Existují případy, kdy si uživatel nevystačí pouze s nadpisy, textem a obrázky. Často cílový
dokument musí obsahovat, elementy které jsou specifické pro konkrétní internetovou stránku
(specifické grafy či diagramy, seznam použité literatury atp.).
V praxi se setkáváme s řešením, kdy je editace dokumentu rozdělena na několik polí
(na obrázku 5.1). Výhodou tohoto řešení je plná kontrola nad výstupem “speciálních” polí.
Nevýhodou je potom absence kýženého efektu WYSIWYG.
Druhým možným řešením je tvorba zásuvného modulu pro editor (pokud jsou zásuvné
moduly podporovány). Výhodou oproti prvnímu řešení je, že uživatel stále pracuje v editoru,
ve kterém je samotný textový dokument (efekt WYSIWYG není porušen). Nevýhodou
je, že představené WYSIWYG editory přistupují k výstupu ze zásuvného modulu jako
k obyčejnému obsahu, což umožnuje uživateli libovolně upravit obsah generovaný zásuvným
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modulem1. To snižuje kontrolovatelnost obsahu z hlediska webdesignéra (viz. kapitola 5.1.5)
a navíc klade nároky na zásuvný modul samotný, který by měl umět pracovat i s daty, která
byla takto pozměněna.2
Obrázek 5.1: Řešení po složitější dokumenty: rozdělit text do několika oken editoru a po-
třebná pole nastavit mimo tyto editory.
5.1.5 Obtížná kontrola ze strany webdesignéra
Webdesignér, který na svých stránkách chce použít některý z představených HTML WY-
SIWYG editorů stojí před složitým rozhodováním. Chce pozdějšímu uživateli dát dosta-
tečné prostředky k formátování dokumentu. Zároveň však nechce, aby každý dokument,
který uživatel vytvoří, vypadal jinak. Ve zkratce, cílem webdesignéra je, aby každý kus
obsahu (element či blok) vytvořený uživatelem vypadal za všech okolností stejně. Což by
1např. pokud zásuvný modul generuje tabulku, editor umožní úpravu výstupu jako by to byla běžná
tabulka
2Z implementačního pohledu, velmi komplikované! Uživatel není editorem nijak omezován, co může
upravit a zásuvný modul se tedy musí umět vypořádat i s nepředpokládatelnými situacemi.
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v konečném důsledku měl chtít i samotný uživatel - tvůrce dokumentu. Udržování konzis-
tence je však pro mnoho uživatelů příliš složité či časově náročné.
Příkladem může být např. možnost vložení tabulky s daty. Za předpokladu, že se na
cílové internetové stránce taková tabulka vyskytuje často, určitě pro tabulku existuje vý-
chozí stylopis obsahující informace o formátování tabulky (podoba záhlaví, odsazení textu
v buňkách, šířka samotné tabulky atp.). Toto se v představených WYSIWYG editorech
(většinou) řeší explicitním přiřazením stylopisu (třídy) uživatelem v nastavení tabulky. Což
jednak přidává uživateli starost, a navíc mu to umožňuje vytvářet tabulky bez správného
stylopisu.
Tento problém by šel vyřešit tvorbou vlastních zásuvných modulů (pokud by to zvo-
lený editor podporoval), které by zjednodušily možnosti nastavení potřebných prvků na
minimum a používaly vhodné stylopisy implicitně.
5.2 Návrh editoru
V předchozí kapitole byly specifikovány negativní vlastnosti existujcích řešení. Na základě
těchto vlastností lze specifikovat podmínky a požadavky, které musí splňovat navrhovaný
rozšířený editor. Ty jsou následující:
• Zobrazovat obsah dokumentu tak, jak bude zobrazený na výsledné stránce. Editační
oblast editoru musí být lehce formátem přizpůsobitelná obsahové oblasti výsledné
stránky (velikost, vnejší i vnitřní odsazení atp.) zejména kvůli řešení problémů se
zalamováním textu a pozicováním ojektů.
• Serializace a deserializace dokumentu do HTML. Výsledný dokument musí při uložení
být ve formátu validního kódu HTML bez žádných dalších podpůrných prostředků
(kód v JavaScript, JSON atp.). Z tohoto HTML kódu musí umět editor také svůj stav
obnovit (načíst dokument).
• Umožňovat jasně definovat kaskádové styly pro povolené prvky dokumentu. Existující
editory umožňují specifikovat obecné styly pro jednotlivé elementy HTML. Konkrét-
nější případy se realizují pomocí přiřazení atributu class. To však musí explicitně
provést uživatel. Navrhovaný editor by měl umožňovat přiřadit styly jednotlivým
prvkům dokumentu, nikoliv konkrétním HTML elementům.
• Ponechávat uživateli maximální možnou úroveň přizpůsobitelnosti dokumentu, ale
ne větší, než zamýšlel webdesignér. Uživatel musí mít možnost realizovat vše, co by
v daném dokumentu mohl chtít. Zároveň s přidělenými možnostmi však nesmí získat
možnost realizovat nekorektní úpravy z pohledu webdesignera (např. umožňovat uži-
vatelské nastavení atributu style libovolného elementu je v navrhovaném editoru
nepřípustné, ale nejde jen o tento atribut).
• Podporovat zásuvné moduly, jejihž výstupní obsah nepůjde uživatelem znehodnotit.
Zásuvné moduly, jejichž výsledný generovaný kód může uživatel lehce upravit jsou
problematické z hlediska dodržování stanovených pravidel (z pohledu webdesignéra).
Řešením je neumožňovat úpravy generovaného kódu jinak, než znovu pomocí původ-
ního zásuvného modulu.
K těmto základním požadavkům jsem po uvážení přidal následující rozšiřující poža-
davky, které povedou k lepší použitelnosti v porovnání s existujícími editory:
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• Využití principů OOP pro maximální zjednodušení tvorby zásuvných modulů. Zá-
suvný modul editoru by měl být objekt splňující předem stanovené rozhraní. Toto
rozhraní by mělo být co nejjednodužší a nejpochopitelnější a mělo by vést k co nej-
rychlejší implementaci.
• Odstínění uživatele od zákonitostí HTML a CSS. Uživatel by v průběhu práce vůbec
neměl přijít do styku s HTML či CSS kódem.3 Veškerá nastavení týkající se for-
mátu obsahu musí být vztažena relativně k danému obsahu a nikoli k HTML uzlu
reprezentujícímu dané pole. Např. uživatel nesmí přijít do styku s přiřazováním hod-
not jednotlivých HTML atributů (class, style, cellspacing atp.). Nebo např. tvorba
tabulky po uživateli nesmí žádným způsobem vyžadovat znalost zákonitostí tvorby
tabulek v HTML (dělení na tělo, řádky a buňky).
• Co nejvyšší míra přizpůsobitelnosti při nasazení. Webdesignér by měl mít při nasazení
možnost libovolně přizpůsobit uživatelské rozhraní editoru, vybrat zásuvné moduly
a případně přizpůsobit jejich nastavení.
5.2.1 Konceptuální návrh
Základním stavebními kameny dokumentu pro editor jsou bloky různých typů – pole. Pole,
která obsahují další pole se nazývají kontejnery. Každé pole má přesně specifikovaný typ,
dle třídy, která ho reprezentuje. Výsledný dokument vzniká vhodným zkládáním různých
typů polí. Pole je reprezentací nějakého modelu dat (např. pole typu “graf” by mohlo být
reprezentací nějakého tabulkového modelu dat). Každý typ pole má (může mít) přiřazený
editor modelu pole. Po úpravě modelu pole editorem modelu se aktualizuje reprezentace
(např. upravíme tabulku s daty, pole s grafem se překreslí s aktuálními daty). Jádro editoru
umožňuje manipulaci s poli, tedy vkládání, odebírání a přesouvání v rámci dokumentu.
5.2.2 Volba knihovny
Implementačním jazykem je JavaScript. Z volně dostupných knihoven pro tento jazyk jsem
si vybral knihovnu Dojo4 zejména kvůli následujícím vlastnostem:
• emulace vícenásobné třídní dedičnosti5
• knihovna Dijit s komponentami uživatelského rozhraní6
• podpora pro práci s DOM a událostmi
Poznámka: v následujícím textu se pro plně kvalifikované identifikátory tříd používá no-
tace pomocí znaku tečky i pomocí lomítka. Tedy ’package.package.Class’ určuje stej-
nou třídu jako ’package/package/Class’. Důvodem je, že v javascriptovém kódu se
(nejen) mezi moduly navigujeme pomocí znaku tečky ale zároveň se balíky tvoří pomocí
adresářové struktury na disku.
3V realizovaném editoru je implementováno pole pro zadávání přímo kódu ve formátu HTML. Toto pole
je však volitelné, přímo nesouvisí a není v rozporu s tímto požadavkem.
4Verze 1.7, web projektu: www.dojotoolkit.org
5pomocí metody dojo/ base/declare. Dokumentaci je možné nalézt online na adrese:
www.dojotoolkit.org/reference-guide/1.7/dojo/declare.html




Diagram základních tříd editoru je na obrázku 5.2. V následujících kapitolách postupně ve
popíši úkol nejvýznamějších tříd, které se nejvíce podílejí na činnosti editoru.
Tři úrovně editoru
Editor je rozdělen do tří základních úrovní. Na nejvyšší úrovni definuje webdesignér
vlastní editor (nebo používá některý z přededem vytvořených). Na obrázku 5.2 to jsou třídy
FullFeaturedEditor a TestAppAEditor. Tento editor je definován jako třída která
dědí z třídy BaseEditor. Přetížením (override) metody AddToolbarButtons může
webdesignér nastavit jaká pole mají být dostupná pro přidání v hlavním panelu nástrojů.
Dědičnost jako forma konfigurace byla volena zejména z důvodu jednodužší rozšířitelnosti
a přizpůsobitelnosti z hlediska webdesignéra.
Na nižší úrovni je abstraktní třída BaseEditor, která se stará o správné vykreslení
panelu nástrojů i s tlačítky a napojení na instanci třídy EditorCore.
Na nejnižší úrovni je třída EditorCore. Tato třída se stará o správné vytváření
polí a kontejnerů. Také obsahuje metody pro ukládání a načítání dokumentů. Pokud by
webdesignér měl specifické požadavky na uživatelské rozhraní, může používat přímo tuto
třídu a volat její veřejné metody7.
Abstraktní třída pole fields.Field
Tato třída slouží k vytváření vlastních typů polí. Obsahuje veškerou nutnou funkciona-
litu tak, aby pro konkrétní typy polí bylo potřeba definovat pouze metody pro serializaci
a deserializaci a vhodně nastavit významné atributy (např. typ kořenového elementu, atri-
buty, vnitřní obsah atd.). Situaci nejlépe vystihuje diagram tříd 5.3 – konkrétní typy polí
(Heading, Text, Image atp.) dědí přímo z třídy fields.Field.
Abstraktní třída editoru polí fieldEditors.FieldEditor
Tato třída slouží k vytváření editorů modelu polí. Třída očekává že odvozená třída pro kon-
krétní editor pole bude definovat metody getEditor, setValue a getValue. V nej-
jednodužších případech (např. třída LineEditor) stačí definovat pouze tyto tři metody.
Metoda getEditor musí vracet objekt který je potomkem třídy dijit. WidgetBase,
tedy komponentu která představuje uživatelské rozhraní pro zadávání konkrétních hodnot.
Samotná knihovna dijit obsahuje mnoho základních komponent, případně definice vlast-
ních komponent je velice jednoduchá a přímočará. V rámci této práce bylo vytvořeno mnoho
vlastních komponent. Z hlediska editorů polí to byly:
• třída ImagePicker pro výběr či vkládání obrázku z předem známé URL
• třída ImageLibrary představující plně funkční knihovnu obrázků s podporou pro
nahrávání z lokálního disku (s úložištěm na serveru podporujícím php).
Situaci opět nejlépe popisuje diagram tříd 5.3. Je zřejmé, že každý typ pole má přiřazen
vlastní typ editoru pole, který je potomkem třídy fieldEditors.FieldEditor.
7náhrada či úprava kompletně celého uživatelského rozhraní by byla možná úpravou třídy View, která
definuje podobu a chování panelů pro pole a kontejnery.
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Obrázek 5.2: Diagram základních tříd editoru
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Abstraktní třída kontejneru containers.Container
Kontejnér je druh pole, který může obsahovat další pole. Vzhledem ke specifickým poža-
davkům na serializaci a deserializaci nebylo použito dědičnosti ze třídy fields.Field.
Třída EditorCore však pracuje s kontejnery, jako by se jednalo o klasická pole8. Tato
třída obsahuje všechny potřebné metody tak, aby jedinou starostí konkrétních typů kon-
tejnerů byla serializace a deserializace. Tato práce v základu obsahuje pouze kontejner pro
sloupcové rozložení ve třídě containers.Columns.
Balíky customFields a customFieldEditors
Z koncepce editoru vyplývá, že webdesignér musí mít jednoduchou možnost vytvářet další
pole a jejich editory. K tomuto účelu slouží balíky customFields a customFieldEditors,
do kterých lze libovolně zařadit další třídy, které budou potomky třídy fields.Field
resp. fieldEditors.FieldEditor.
Pro ukázku obsahuje tato práce definici dvou vlastních typů polí a jednoho editoru pole.
• Třída vlastního pole customFields.ResultTable – jedná se o ukázku složi-
tějšího druhu pole reprezentující tabulku konkrétní struktury. Model je uložen ve for-
mátu JSON9 pomocí třídy dojo/data/FileReadStore. Serializací vznikne vhodně
formátovaná tabulka, která navíc v jednom ze sloupců přidává automaticky obrázek,
dle hodnoty v modelu.
• Třída vlastního editoru pole customFieldEditors.TableEditor – slouží
k editaci modelu pole tabulky (třída customFields.ResultTable. Základem je
komponenta dojox/grid/DataGrid, která má povolený editační mód. Výsledek se
předává v objektu třídy dojo/data/FileReadStore.
• Třída vlastního pole customFields.Toc – ukázka typu pole bez výchozího edi-
toru modelu. Na základě nadpisů obsažených v dokumentu generuje obsah (TOC -
table of contents). Bere v úvahu úrovně nadpisů a generuje i odkazy na jednotlivé
nadpisy.
5.2.4 Implementace zásuvných modulů
Díky tomu, že knihovna Dojo podporuje definici modulů pomocí API AMD 10[29], je možné
si do těchto balíku načíst libovolný JavaScriptový kód (podporující AMD), takže webde-
signer není odkázán pouze na možnosti knihovny Dojo.
Balíky v Dojo vznikají v modulech. Modul vzniká zavoláním funkce define, které je
předán seznam závislostí modulu, a anonymní funkce která modul definuje. Po získání všech
závislostí je zavolána předávaná funkce, jejíž návratová hodnota se považuje za výsledný
modul. Balík se tedy realizuje návratovou hodnotou typu object, kde členské proměnné
návratového objektu jsou považovány za položky modulu.
Webdesignér tedy může v balících customFields a customFieldEditors definovat
libovolný počet položek. Ukázková definice položky balíku je ve ukázce zdrojového kódu ??
8Což je umožněno zejména dynamickým typováním JavaScriptu. V jazycích se statickým typováním by
muselo být rozhraní explicitně uvedeno.
9Popis formátu JSON online na www.json.org, definován ve 3. edici standardu ECMA-262
10Domovská stránka projektu AMD: https://github.com/amdjs/amdjs-api/wiki/AMD
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Obrázek 5.3: Diagram tříd znázorňjící strukturu polí a kontejnerů
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// ... a dalsˇı´ potrˇebne´
], function(declare, array, lang) {
// funkci define prˇeda´va´me anonymnı´ funkci, jejı´zˇ argumenty
// jsou nacˇtene´ moduly urcˇene´ ze seznamu za´vislostı´
// definujeme balı´k, ktery´ budeme vracet
var pack = {};
// definujeme cˇleny balı´ku
pack.EntityA = function () {};
pack.EntityB = function () {};
pack.EntityC = function () {};
// vracı´me balı´k jako ”hodnotu” modulu
return pack;
});
Položky balíku customFields resp. customFieldEditors, které budou reprezento-
vat pole resp. editory polí musí být třídy deklarované pomocí funkce dojo/ base/declare.
Tyto třídy musí splňovat rozhraní specifikované v odstavci 5.2.4 pro pole a odstavci 5.2.4
pro editory polí.
Předem stanovené rozhraní pro třídy polí
Povinné rozhraní pro třídy polí definuje naprosé minimum, které je potřeba v třídě imple-
mentovat aby pole v editoru fungovalo. Třída pole musí být potomkem třídy fields.Field
(avšak nemusí být přímým potomkem). V definici třídy je nutné uvést:
• atribut fieldTitle jako řetězec, který definuje titulek pole v palenech nástrojů
a dalších místech
• atribut className jako řetězec, který určuje plně kvalifikované jméno třídy (ve
formátu balı´k.na´zevTrˇı´dy).
• atribut editor jako reference na třídu, která bude realizovat editaci tohoto pole.
Tato třída musí být potomkem třídy fieldEditors.FieldEditor
Třída fields.Field sama obsahuje základní metody serialize() a deserialize()
pro ukládání a načítání hodnoty pole, které předpokládají že v členské proměnné value
objektu pole je uložen řetězec reprezentující innerHTML hodnotu pole. Častějším případem
je však přetížení těchto metod.
Předem stanovené rozhraní pro třídy editorů polí
Povinné rozhraní pro třídy editorů polí definuje naprosé minimum, které je potřeba v třídě
implementovat aby editor pole v editoru fungoval. Třída editoru pole musí být potomkem
třídy fieldEditors.FieldEditor (avšak nemusí být přímým potomkem). V definici
třídy je nutné uvést:
29
• atribut title jako řetězec, který definuje titulek dialogového okna s editorem
• atribut dialogSize jako pole Array, obsahující rozměry dialogu pro css vlastnosti
width a height. Např. hodnota tohoto atributu [’800px’, ’420px’]) znamená,
že dialogové okno s editorem bude mít rozměry 800 x 420 px.
• metoda getEditor() jejíž návratovou hodnotou by měla být instance libovolného
potomka třídy dijit/ WidgetBase. Typickým příkladem je nějaký editační prvek
např. dijit/form/SimpleTextarea.
Třída fieldEditors.FieldEditor sama obsahuje základní metody getValue()
a setValue() pro ukládání a načítání hodnoty z hodnoty pole. Tyto metody předpo-
kládají, že editační prvek z metody getEditor() podporuje čtení a nastavení atributu
value pomocí metody attr(). Tato metoda je součástí třídy dijit/ WidgetBase.
5.3 Výsledná implementace
Implementace tohoto editoru a manuál k instalaci a nastavení je k nalezení na přiloženém
CD A a jsou blíže popsány v kapitole 5.4. Pro účely testování byl editor nasazen do dvou
demonstračních aplikací, speciálně vytvořených pro tuto práci (také k nalezení na CD). Na
obrázku 5.4 je snímek obrazovky výsledného editoru.
Obrázek 5.4: Výsledná podoba editoru
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5.4 Demonstrační aplikace
Pro účely testování byly speciálně pro tuto práci vytvořeny dvě internetové aplikace:
• administrační rozhraní nějakého jednoduchého blogu
• aplikace pro správu článků encyklopedie podobné www.wikipedia.org
Obrázek 5.5: Snímek prohlížeče s otevřenou testovací aplikací A
Pomocí těchto aplikací je možné si editor vyzkoušet bez nutnosti ruční instalace editoru
do vlastní webové aplikace. Navíc byla jedna z těchto aplikací použita pro testování uživa-
telského rozhraní v kapitole 6. Testovací aplikace je možné nalézt na CD v příloze A. Na
tomto CD je také uložen návod pro instalaci těchto aplikací.
Implementačním jazykem je jazyk PHP ve verzi 5 a data článků jsou ukládána do
databáze MySQL.
5.4.1 Testovací aplikace A - administrační rozhraní jednoduchého blogu
Po přihlášení do administračního rozhraní si uživatel vybere k editaci některý z existujících
článků11. Zvolený článek se automaticky načítá do editoru, ve kterém s ním je možno libo-
volně pracovat a následně uložit. Aplikace umožňuje zobrazení náhledu článku tak jak bude
vypadat zasazený v cílovém blogu. Pro editor v této testovací aplikaci je použita speciálně
vytvořená třída EditorTestAppA, která jej konfiguruje tak aby umožňoval vkládat nad-
pisy, formátovaný text, obrázky pomocí knihovny obrázků, sloupcový kontejner a speciální
pole tabulka výsledků. Podoba této aplikace v prohlížeči je na obrázku 5.5.
11implementace vytváření nových článků a mazání existujících článků nebyla předmětem této práce, proto
v testovací aplikaci tato možnost není
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5.4.2 Testovací aplikace B - správa článku encyklopedie
Druhá aplikace vychází z uživatelského rozhraní otevřené encyklopedie www.wikipedia.org,
tedy konkrétně aplikace jménem MediaWiki12, na které je encyklopedie Wikipedia posta-
vená. Uživatel má k dispozici několik předpřipravených článků. Přepnutím do editačního
režimu v záhlaví článku se ten samý článek načte v editoru. Pro editor v této testovací apli-
kaci je použita speciálně vytvořená třída EditorTestAppB, která jej konfiguruje tak aby
umožňoval vkládat nadpisy, formátovaný text, obrázky pomocí knihovny obrázků, sloup-
cový kontejner a speciální pole generující obsah článku.




Pro potřeby testování byla použita testovací aplikace A z kapitoly 5.4.1. Navíc byla z této
aplikace vytvořena kopie, do které byl nasazen editor TinyMCE, který byl představen v ka-
pitole 4.1. Jako hlavní oponent byl zvolen právě tento editor z těchto důvodů:
• nejvyšší podobnost uživatelského rozhraní s textovými procesory jako je Microsoft
Office Word, nebo LibreOffice Writer
• vysoká popularita mezi webdesignéry a firmami1
• možnost rozšíření pomocí pluginů (což bylo pro testování nutné)
• existence (kvalitní) dokumentae a podpora komunity (fóra, irc kanál, mailing list)
• předešlé zkušenosti s nasazením tohoto editoru do různých systémů pro správu obsahu
(CMS – content management system).
6.1 Metodika testování
Testování editoru probíhalo na 10ti uživatelích různých úrovní počítačové gramotnosti při
osoboním pohovoru. Celý průběh testování jsem zapisoval do protokolu o testování, který
je uveden v příloze C.
Úkolem uživatele bylo vytvořit dokument z přílohy D. Nejprve v editoru TinyMCE
a poté v testovaném editoru. Uživatelé měli k dispozici text dokumentu v čistém neformá-
tovaném textu pro kopírování a obě potřebné fotografie uložené na disku v lehce přístupné
složce.
Metodika testování osobním pohovorem byla volena zejména kvůli technické náročnosti
realizace nepřímého pozorování (přes videozáznam, monitoring atp.). Nevolil jsem metodu
testování pomocí anonymního formuláře na internetu, protože navržený test je časově ná-
ročný – v průměru kolem 40 minut na jednoho uživatele. Takto náročný test by mnoho
uživatelů dobrovolně nevyplnilo a pokud ano, nedalo by se spolehnout na pravdivost vý-
sledků.
V průběhu testování jsem uživatele nijak neomezoval ve vyjadřování. Pokud uživatele
napadla nějaká připomínka již v průběhu testování, ihned jsem si ji poznamenal. Primárně
se však jednalo o test s odloženým verbálním popisem.
1Seznam firem používající editor TinyMCE ve svých produktech je k nalezení např. na adrese:
www.tinymce.com/enterprise/using.php
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Před započetím testu byl uživateli předložen před-dotazník (který lze nalézt v příloze
B) zjištující jeho znalosti a zkušenosti práce s počítačem, v procesorech textu, publikace na
internetu prosřednictvím prohlížeče (znalost editoru TinyMCE) a také znalost HTML.
Po vyplnění dotazníku bylo sděleno co je úkolem uživatele. Na testovacím počítači byly
představeny všechny potřebné nástroje a jejich umístění. Ač to uživatel netušil, orientačně
byl zaznamenán čas počátku a konce práce v průběhu testování obou editorů. Vždy po do-
končení práce v jednom z editorů proběhl rozhovor, při kterém bylo zejména zjišťováno, jak
se uživateli rozhraní zdálo intuitivní, s čím měl největší problémy a zda výsledný dokument
odpovídal jeho představám (i v průběhu testování).
Nejvíce informací jsem však získal z pozorování uživatelů při práci a z poznámek, které
uživatelé sami doplnili.
6.2 Výsledky testování
Skupina testovaných uživatelů byla relativně rovnoměrně rozdělená co se zkušeností s prací
na počítači týče. Nejméně zkušený uživatel, který test prováděl neznal práci se schránkou
(byla mu dodatečně vysvětlena pro zrychlení práce) a nevěděl o existenci úrovňování textu
pomocí nadpisů (z hlediska textových editorů). Nejvíce zkušený uživatel byl programátor
znalý webových technologií.
6.2.1 Začátečnící a méně pokročilí uživatelé
Uživatelé, kteří nebyli příliš znalí práce v textových procesorech, měli problém v editoru
TinyMCE dokument dokončit v požadované podobě. Vzhledem k neznalosti stylů nebyli
schopní vytvořit správný nadpis (element H1, H2 atd.), což vedlo k jiné podobě a také jiné
sémantice dokumentu (což je důležitý faktor). Většinou se tito uživatelé snažili nadpis rea-
lizovat pomocí změny řezu a velikosti písma a případným přidáním podtržením či horizon-
tální čáry (HTML element HR). Dalším častým problémem bylo správné vložení a umístění
obrázků dle požadavků. Zásuvný modul do TinyMCE není řešen příliš uživatelsky přívětivě
a samotné nastavení parametrů pro správné zobrazení také není příliš vhodné.
Na druhou stranu, editor TinyMCE umožňoval oproti navrženému editoru vložit celý
textový dokument najednou do editační oblasti. To uživatelům ušetřilo velkou část času
(nejen těm méně zkušeným) a umožnilo to soustředit se hlavně na formátování. Také podob-
nost s uživatelským rozhraním běžných textových editorů byla výhodou editoru TinyMCE.
Formátovací funkce uživatelé přímo hledali v panelu nástrojů a většinou i sami nalezli.
Méně zkušení uživatelé si navržený editor velmi pochvalovali. Bylo zjevné, že tito uživa-
telé, si neznámé uživatelské rozhraní pečlivě prohlížejí než provedou nějakou akci. Někteří
uživatelé potřebovali prvotní pomocný impulz k výběru vhodného pole z nabídky (neuvědo-
mili si absenci kurzoru, snažili se vložit text přímo stejně jako v případě editoru TinyMCE),
ostatní uživatelé začali experimentovat s vkládáním různých polí a dále už se je navržený
editor snažil navigovat pomocí krátkých nápověd (“TEXT - 2x kliknout pro úpravu” atp.).
U všech méně zkušených uživatelů jsem pozoroval společný zajímavý úkaz – pokud
uživatel prováděl již po druhé nějakou akci (vložení sloupců, nastavení úrovně nadpisu
atp.) vždy již takto konal s jistotou. Uživatel si pamatoval, kde potřebnou funkci najde.
V průběhu testování bylo většinou po vytvoření první poloviny testovacího dokumentu (což
odpovídá vyzkoušení všech potřebných funkcí) zjevné velké zrychlení v následující práci.
Toto tvrzení se nedá říct o editoru tinyMCE, kde uživatelé v naprosté většině zapomněli
jak a kde předchozí stejnou akci provedli.
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6.2.2 Středně pokročilí uživatelé
Zajímavou skupinu uživatelů tvořili uživatelé pokročilé znalosti práce na počítači a v texto-
vých procesorech. Editor TinyMCE těmto uživatelům činil problémy zejména při vkládání
fotografií. Dva uživatelé znali použití stylů a provedli správné formátování s jistotou. Ostatní
formátovali stejně jako první skupina uživatelů.
V Navrženém editoru tito uživatelé až na jednu výjimku nebyli schopni překlenout rozdíl
v uživatelském rozhraní oproti známým editorům. Postrádali kurzor a nemožnost ovládání
základního rozhraní klávesnicí. Stejně jako méně zkušení uživatelé se snažili text vložit celý
najednou již na začátku. Někteří uživatelé se až do konce testování snažili nějakým způso-
bem pracovat přímo s reprezentací polí, přestože si po chvilce uvědomili že tímto způsobem
editor nefunguje. Tato skupina z navrženého editoru nebyla příliš nadšena. Většinou řekli,
že by s takovým editorem pracovat nechtěli, ale také uznali že práce byla více přímočará
co se týče formátování.
6.2.3 Pokročilí uživatalé
Pokročilí uživatelé neměli ani s jedním z editorů technické problémy. Jediným problémem,
stejně jako u obou předchozích skupin, bylo prvotní použití pole sloupců, na které jsem
musel upozornit. Všichni uživatelé, kteří dělali test totiž předpokládali, že obrázek půjde
vedle textu později nějak přidat.
6.3 Souhrn testování
Ve výsledku byly naměřené časy tvorby dokumentů v obou editorech od 18 min do 35 min.
V rámci jednoho testování byl největší časový rozdíl mezi editory roven cca. 8 minut. Nutno
však poznamenat, že když byl uživatel v průběhu testu bezradný, vždy jsem trochu poradil
(v případech obou editorů).
Na základě testování nelze jednoznačně určit, který editor byl úspěšnější. Díky výsled-





V této práci bylo úkolem navrhnout a imlementovat rozšířený HTML editor. Veškeré poža-
davky na editor specifikované v kapitole 5.2 byly splňeny. Největší podíl na tom má samotný
princip editoru, který umožňuje tvorbu dokumentu pomocí “stavebních” bloků – polí. Tento
princip umožňuje, aby se dokument v průběhu tvorby i po dokončení zobrazoval v editoru
tak, jak bude později zobrazen na cílové stránce. Také umožňuje jasnou specifikaci stylů
(tříd) prvků dokumentu na základě samotného prvku a nikoliv na základě elementu DOM.
Na principu editoru také staví řešení serializace a deserializace dokumentu do HTML
a odstínění uživatele od HTML a CSS. Uživatel přichází do styku pouze s prvky vyšší úrovně
– poli editoru. Veškerá nastavení se týkají konkrétních polí a nikoliv elementů HTML.
Již od počátku práce byl editor navrhován s úmyslem podpory zásuvných modulů.
Vlastně i všechna navržená standardní pole nejsou nic jiného, než zásuvné moduly, které jsou
však v základní distribuci. Díky zásuvným modulům může webdesignér přesně specifikovat
co uživatel v dokumentu může a co nemůže, což byl jeden z hlavních požadavků na editor.
Použitá knihovna Dojo umožňuje psát v JavaScriptu jednotný kód využívající prin-
cipů objektově orientovaného paradigmatu. Veškerá funkcionalita editoru je rozdělená do
logických tříd a je intenzivně využíváno dědičnosti, zapouzdření a polymorfismu. Zvolená
architektura umožňuje zájemci přizpůsobit si editor dle konkrétních požadavků.
Výsledky testování ukázaly, že uživatelé zvyklí na práci ve známých procesorech textu si
většinou nebyli schopni zvyknout na absenci kurzoru a nemožnost přímého ovládání pomocí
klávesnice. Na druhou stranu méně zkušení uživatelé si editor většinou pochvalovali pro svou
jednoduchost a přímočarost. Uživatelské rozhraní jim přišlo intuitivní. Na závěr však obě
skupiny potvrdily, že tvořený dokument se už v průběhu tvorby přesně podobal cílovému
dokumentu bez nutnosti nastavování a dolazování formátu. To se v případě porovnávaného
editoru TinyMCE nedalo tvrdit.
V průběhu přímého sledování uživatelů při testování jsem došel k závěru, že uživatelské
rozhraní editoru není v několika případech tak intuitivní, jak bylo zamýšleno. Architektura
editoru však odděluje uživatelské rozhraní od jádra, tudiž oprava či kompletní náhrada
by nebyla problémová a mohla by být předmětem budoucí práce. Problematická je např.
nemožnost tvorby kontejneru z existujících polí. Pokud je v dokumentu pole s textem a uži-
vatel vedle něj chce umístit další objekt (např. obrázek), musí nejprve celý text zrušit,
vytvořit kontejner sloupce a znovu do něj text přidat.
Předmětem budoucí práce by také mohla být podpora klasického kurzoru, klávesnice
a schránky pro kopírování a vložení. Tyto prvky totiž nejvíce postrádali zkušenější uživa-
telé. V rámci další práce bych navrhoval doplnění polí pro seznamy (číslované, odrážkové)
a obecné tabulky.
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Díky své architektuře editor umožňuje tvorbu mnohem zajímavějších funkcí, než po-
skytují standardní editory. Ukázkou může být prezentované pole pro generování obsahu
dokumentu – customFields.Toc. Ale možnosti jsou daleko větší. Pole např. může mít
obousměrnou vazbu se serverovou aplikací. Serverová aplikace např. může využívat data
z pole pro analýzu a vyhledávání. Na druhou stranu lze také vytvořit pole, které bude
automaticky aktualizováno ze strany serveru. Editor je záměrně navržen tak, aby tvorba
případných rozšíření byla co nejjednodužší a nejrychlejší.
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Na přiloženém cd lze nalézt:
• složka Editor – zdrojové kódy editoru včetně knihovny Dojo ve verzi 1.7.2
• složka TestAppA – zdrojové kódy testovací aplikace Blog včetně návodu pro instalaci
• složka TestAppB – zdrojové kódy testovací aplikace Wikipedia včetně návodu pro
instalaci
• složka PisemnaZprava – elektronická verze této práce (PDF a zdrojové soubory
LaTeX)




Dotazník, který jsem s uživateli vyplnil před započetím samotného testování. Dokument je
vytisknutý až na další straně kvůli omezenému prostoru na této straně.
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Editor TinyMCE
Poznámky v průběhu testování
Úkol Poznámka
Pochopení základních principů 
uživatelského rozhraní
Použití stylů pro nastavení správné úrovně 
nadpisu
Vložení obrázků z knihovny





Bylo uživatelské rozhraní lehce 
pochopitelné?
Nejproblematičtější část při tvorbě 
dokumentu
Odpovídá vytvořený dokument úmyslům 
uživatele?
Použil by uživatel tento dokument k 




Dotazník, který jsem s uživateli vyplnil v průběhu samotného testování. Dokument je vy-
tisknutý až na další straně kvůli omezenému prostoru na této straně.
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Navrhovaný editor
Poznámky v průběhu testování
Úkol Poznámka
Pochopení základních principů 
uživatelského rozhraní
Nastavení správné úrovně nadpisu
Pochopení funkcionality pole sloupců




Bylo uživatelské rozhraní lehce 
pochopitelné?
Nejproblematičtější část při tvorbě 
dokumentu
Odpovídá vytvořený dokument úmyslům 
uživatele?
Použil by uživatel tento dokument k 




Na následujícím dokumentu byl testován editor z této práce a editor TinyMCE. Úkolem bylo
vytvořit stejně formátovaný dokument v obou těchto editorech. Dokument je vytisknutý až
na další straně kvůli omezenému prostoru na této straně.
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NHL - NATIONAL HOCKEY LEAGUE
National Hockey League (NHL) je jedna z nejprestižnějších hokejových lig, které se účastní
týmy z USA a Kanady.
Hraje  ji  30  mužstev,  která  jsou  rozdělena  do  dvou  konferencí,  východní  a  západní.  Obě
konference jsou rozděleny celkem na šest divizí, každá po třech. Ve východní konferenci jsou
tyto  divize:  severovýchodní,  atlantická  a  jihovýchodní.  V  západní  konferenci  jsou  divize:
centrální, severozápadní a pacifická. V každé divizi je pět týmů.
Sezóna je rozdělena na dvě části. První je tzv. základní část, v níž každé družstvo odehraje 82
utkání. Po skončení základní části nastává druhé kolo tzv. play off. Do play off postupuje osm
nejlepších  družstev  z  každé  konference.  Poté  se  hrají  série  na  4  vítězná  utkání.  1.  mužstvo
východní konference hraje s 8. týmem východní konference, 2. hraje se 7., 3. hraje s 6. a 4. s 5.
Úplně stejně se hraje play off i v západní konferenci. Na konci zbydou dvě družstva (jedno z
východní a druhé ze západní) a sehrají mezi sebou finálovou sérii na 4 vítězné zápasy. Vítěz
získává  trofej  pro  vítěze  -  Stanley  Cup.  Po  sezóně  probíhá  draft  nováčků  a  nejlepší  hráči
uplynulé sezóny mohou být odměněni některou z trofejí.
Historie
Proběhla série jednání v kanadské National  Hockey Association (NHA) mezi Eddie Livingstonem, který byl  vlastníkem Toronto Blueshirts,  a  ostatními
vlastníky  -  vlastníky  Montreal  Canadiens,  Montreal  Wanderers,  Ottawa Senators  a  Quebec  Bulldogs.  Všichni  jmenovaní  se  sešli  ve  Windsor  Hotelu  v
Montrealu, aby jednali o budoucnosti NHA. Jejich diskuse dne 22. listopadu 1917 vedla ke vzniku NHL. Bývalí členové NHA - Montreal Canadiens, Montreal
Wanderers a Ottawa Senators byli zakládajícími členy NHL spolu s novým týmem Toronto Arenas.
I když v prvním desetiletí liga těžce bojovala o přežití, týmy NHL byly na ledě velmi úspěšné. Za dobu od vzniku NHL se stalo pouze jednou, a to v roce
1925, že tým z NHL nevyhrál Stanley Cup a vyhrál ho tým z konkurenčních lig. Od roku 1926 již pak po zániku konkurenčních lig patřil Stanley Cup pouze
NHL. Následně započal proces rozšiřování: Boston Bruins (první tým z USA, který hrál NHL) a Montreal Maroons vstoupili do ligy v sezóně 1924-25; New
York Americans a Pittsburgh Pirates se přidali o sezónu později. V sezóně 1926-27 vstoupily další týmy - New York Rangers, Chicago Black Hawks, a Detroit
Cougars (nynější Detroit Red Wings). NHL tak měla 10 účastníků. Světová hospodářská krize spolu s následnou 2. světovou válkou zapříčinila, že z ligy
musely v průběhu času odejít 4 týmy, a to zejména z finančních důvodů. Od roku 1942 tak ligu hrála šestice týmů (Montreal Canadiens, Toronto Maple Leafs,
Detroit  Red Wings, Chicago Black Hawks, Boston Bruins a New York Rangers) zvaná jako Original Six.  Po dobu čtvrt  století  se poté osazenstvo ligy
neměnilo.
18. ledna 1958 byl zaznamenán důležitý milník v historii ligy. Willie O'Ree se stal prvním hráčem černé pleti, který si zahrál NHL.
V polovině 60. let 20. století vznikla NHL konkurence v podobě Western Hockey League, která se plánovala prohlásit za hlavní ligu a každoročně vyzývat
NHL v bojích o Stanley Cup. NHL se tuto hrozbu snažila odvrátit rozšířením o šestici týmů v sezóně 1967-68. Novými týmy se staly: Los Angeles Kings,
Oakland Seals (později zrušen), Pittsburgh Penguins, Philadelphia Flyers, Minnesota North Stars (v roce 1993 přestěhován do Dallasu, přejmenován na Dallas
Stars) a St. Louis Blues. O tři roky později se do ligy připojily týmy Vancouver Canucks a Buffalo Sabres.
V roce 1972 byla založena World Hockey Association (WHA), která byla pro NHL vážným konkurentem.
NHL se tak rozhodla pospíšit si s dalším rozšířením o celky New York Islanders a Atlanta Flames (od roku
1980 Calgary Flames), aby zabránila WHA, aby se zmocnila nových stadionů v těchto městech. O dva roky
později byly přidány týmy Kansas City Scouts (od roku 1976 Colorado Rockies a od roku 1982 New Jersey
Devils) a Washington Capitals. Obě ligy bojovaly o hráče a fanoušky až do zániku WHA po sezóně 1978-79.
Čtyři týmy ze šesti členů WHA se přidaly do NHL: Hartford Whalers (od roku 1997 Carolina Hurricanes),
Québec Nordiques (od roku 1995 Colorado Avalanche),  Edmonton Oilers,  a Winnipeg Jets (od roku 1996
Phoenix Coyotes).
Po rozšíření v roce 1974 byla NHL rozdělena do dvou konferencí (konference Clarence Campbella - západ a
konference Prince z Walesu - východ). Obě konference měly dvě divize. Divize v Campbellově konferenci se
jmenovaly divize Lestera Patricka a divize Conna Smytha; divize v konferenci Prince z Walesu se jmenovaly
divize  Jacka Adamse a  divize  Jamese  Norrise  (Norrisova a  Patrickova divize  byla  vzájemně přehozena v
sezóně 1981-82).  To se změnilo v roce 1993,  kdy změnily názvy divizí  a  konferencí  podle geografických
názvů. Od sezóny 1998-99 má každá konference tři divize.
Po stabilním období v 80. letech 20. století byla NHL rozšířena o 9 týmů během 10 let. Tým San Jose Sharks se přidal v roce 1991, o sezónu později Ottawa
Senators a Tampa Bay Lightning, v roce 1993 Anaheim Ducks a Florida Panthers, roku 1998 Nashville Predators, v roce 1999 Atlanta Thrashers a celky
Minnesota Wild a Columbus Blue Jackets v roce 2000.
Aktuální tabulka
Centrální Divize
Pořadí Tým Z V Vpp Vsn P Ppp Psn Skóre Body
1. St. Louis 82 42 2 5 22 1 10 210:165 109
2. Nashville 82 40 2 6 26 3 5 237:210 104
3. Detroit 82 36 2 10 28 3 3 248:203 102
4. Chicago 82 34 3 8 26 4 7 248:238 101
5. Columbus 82 23 2 4 46 1 6 202:262 65
Severozápadní divize
Pořadí Tým Z V Vpp Vsn P Ppp Psn Skóre Body
1. Vancouver 82 36 7 8 22 2 7 249:198 111
2. Calgary 82 32 2 3 29 6 10 202:226 90
3. Colorado 82 25 5 11 35 4 2 208:220 88
4. Minnesota 82 22 2 11 36 1 10 177:226 81
5. Edmonton 82 25 2 5 40 3 7 212:239 74
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