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RESUMO 
A atividade de teste é fundamental no ciclo de vida de desenvolvimento de software 
para encontrar defeitos e garantir o aumento da qualidade do software. Para auxiliar a 
etapa de seleção de dados de teste, diferentes critérios de teste foram propostos e exigem 
que certas condições ou elementos sejam exercitados durante o teste. Algumas ferramentas 
foram então desenvolvidas para a aplicação de tais critérios, entre elas a POKE-TOOL 
e PROTEUM, que apoiam os critérios estruturais e baseados em erros, respectivamente. 
Essas ferramentas dão suporte à utilização dos critérios, mas a completa automação da 
atividade de teste é impossível. 
A geração de dados para satisfazer um determinado critério é uma tarefa difícil, e 
possui inúmeras limitações inerentes à própria atividade de teste. Para minimizar essas 
limitações, alguns autores propuseram o uso de algoritmos meta-heurísticos tais como 
Algoritmos Genéticos (AG), originando um novo campo de pesquisa chamado Teste Evo-
lucionário [21], 
A idéia básica de um AG é evoluir soluções para um dado problema utilizando-se de 
conceitos da Teoria da Evolução de Darwin. Mas a maioria desses trabalhos não oferece 
um ambiente de teste integrando AG's com diferentes ferramentas de teste. 
Este trabalho descreve a Ferramenta TDSGen que integra as Ferramentas POKE-
TOOL e PROTEUM, e utiliza-se de AG para a geração de dados de teste para satisfazer 
critérios estruturais e baseados em erros, proporcionando um ambiente que suporta a com-
pleta aplicação de estratégias de teste, diferenciando-a de outras ferramentas existentes. 
A TDSGen também permite a utilização de AG com diferentes estratégias e hibridização 
com o objetivo de aumentar o desempenho. 
Um experimento é apresentado para validar a abordagem implementada para a geração 
de dados de teste e os resultados mostram que as estratégias implementadas na ferramenta 
são muito promissoras e contribuem para um aumento da cobertura dos critérios com 
relação à geração aleatória e a geração baseada em AG simples. 
viii 
ABSTRACT 
The testing activity is a fundamental phase in the software enginering process to 
ensure software quality and to reveal faults in the program. To aim at the selection of 
test data, several testing criteria were proposed. They generally require the exercising of 
certain conditions or elements in the program being tested. Some tools were developed to 
support such criteria; POKE-TOOL and PROTEUM are examples of testing tools that 
implement respectively structural and fault-based testing criteria. These tools, however, 
do not support the complete automation of the testing activity. 
The automation of the test data generation to satisfy a given criterion is not possible, 
due to several testing limitations. To overcome these limitations, some authors proposed 
the use of meta-heuristic algorithms, such as Genetic Algorithms (GA), originating a new 
search field called Evolutionary Testing [21], 
The GA has the goal of evolving solutions for a given problem by appling the concepts 
of Darwin's Evolutionary Theory. However, most of these works do not offer a testing 
environment and are not integrated to testing tools. 
This work describes a tool, called TDSGen, that integrates the testing tools mentioned 
above: POKE-TOOL and PROTEUM. TDSGen is based on GA and generates test 
data to satisfy structural and fault based criteria. It is a support tool for a testing 
strategy that includes the application of different criteria, differently of the other existent 
tools. TDSGen tool also allows the use of hybrid GA with different strategies to improve 
performance. 
An experiment is presented to validate the test data generation approach implemented 
and the results are very promissing. The implemented approach improved the obtained 





0 teste tem se tornado uma atividade importante no ciclo de vida de desenvolvimento 
de software. Sua aplicação é fundamental para encontrar defeitos e garantir o aumento da 
qualidade do software. Uma forma de testar a corretitude de um programa, é a execução 
do mesmo sobre todos os dados do conjunto de entrada e verificar a resposta produzida, 
porém isso é custoso [16, 44] e se torna inviável. 
A solução para este problema é o planejamento do teste de forma a selecionar dados 
que aumentem a produtividade da atividade de teste. Para auxiliar esse planejamento, 
diferentes técnicas de teste podem ser aplicadas. As principais técnicas de teste existentes 
consideram diversos aspectos para auxiliar a geração de dados de teste, e podem revelar 
diferentes tipos de defeitos [44]. Associados a estas técnicas existem diferentes critérios 
de teste. Os critérios de teste são predicados a serem satisfeitos para se considerar a 
atividade de teste encerrada. Eles guiam a atividade de teste fornecendo diretrizes para 
a seleção de dados de teste e fornecem medidas de cobertura para avaliar um conjunto de 
casos de teste. Eles exigem que certos elementos do programa sejam exercitados e quando 
todos os elementos requeridos forem cobertos, diz-se que o critério foi satisfeito. Abaixo 
estão relacionados os principais critérios, agrupados segundo as características que eles 
consideram para derivar os dados de teste. 
• Critérios Funcionais - consideram aspectos da funcionalidade do programa para 
derivar os dados de teste. Exemplos: Particionamento em Classes de Equivalência, 
Análise de Valor Limite e Técnicas de Grafo de Causa-Efeito [44]; 
• Critérios Estruturais - consideram aspectos internos da estrutura do software ou da 
implementação. São divididos em: 
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- Critérios baseados em fluxo de controle [22]: Todos-Nós, Todos-Arcos e Todos-
Caminhos; 
- Critérios baseados em fluxo de dados [22, 45]: Todos-Potenciais-Usos, Todos-
Potenciais-Du-Caminhos, Todos-Potenciais-Usos/Du, etc; 
• Critérios Baseados em Erros - consideram os principais erros comuns ao desenvolvi-
mento do software. Exemplo: Análise de Mutantes [41] e Semeadura de Erros [49]. 
Buscar dados de um conjunto de entrada que exercitem os elementos requeridos, exi-
ge do testador conhecimentos específicos do critério utilizado além de poder exigir uma 
minuciosa análise do código do programa em teste, o que pode ser agravado à medida que 
o programa possui tamanho e complexidade aumentados, podendo encarecer a aplicação 
dos critérios de teste. 
Para auxiliar a aplicação desses critérios, esforços têm sido aplicados no desenvolvi-
mento de ferramentas para a automação da geração de dados de teste que satisfaçam os 
elementos exigidos pelos critérios de teste [12, 26, 35]. Exemplos dessas ferramentas são: 
ASSET [12], que implementa os critérios de Rapps e Weyuker [45] para a Linguagem 
Pascal. ATAC [17] apoia os mesmos critérios que ASSET, porém para a Linguagem C, 
POKE-TOOL que implementa os critérios Todos-Potenciais-Usos [35], MOTHRA [40] e 
PROTEUM [34] que apoiam a Análise de Mutantes para as Linguagem FROTRAN e C 
respectivamente. 
Essas ferramentas dão suporte à utilização dos critérios, mas a completa automação 
da atividade de teste é impossível. A dificuldade da automação da atividade de teste, 
mais especificamente geração de dados de teste, é devida a problemas de indecidibilidade 
como [22]: 
• não existe algoritmo de propósito geral para determinar um conjunto de casos de 
teste T que satisfaça um determinado critério de teste C, nem mesmo para saber se 
T existe [45]. 
• não existe procedimento para comprovar a corretude de um programa; 
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• é indecidível determinar se dois programas computam a mesma saída; 
• é indecidível saber se um determinado caminho é ou não executável e; 
• é indecidível detectar ocorrência de correção coincidente, onde um item incorreto 
coincidentemente produz um resultado correto. 
Técnicas para geração de dados de teste podem ser classificadas em: 1) geração ale-
atória [27]; 2) geração com base em execução simbólica [8, 30. 51]; 3) geração baseada 
em execução dinâmica [3]. Essas técnicas têm sido aplicadas com diferentes graus de 
sucesso, devido às limitações da atividade de teste mencionadas acima. Para lidar com 
essa situação, alguns autores propuseram o uso de algoritmos meta-heurísticos tais como 
Algoritmos Genéticos (AG), Busca Tabu, entre outros, originando um novo campo de 
pesquisa chamado Teste Evolucionário [21], 
A idéia básica de um AG [25] é evoluir soluções para um dado problema utilizando-
se de conceitos da Teoria da Evolução de Darwin, tais como, crossover, mutação, etc. 
Na literatura podem ser encontrados muitos trabalhos que exploram o uso de AG para 
geração de dados de teste. Esses trabalhos, porém, focalizam critérios específicos como: 
os trabalhos que abordam critérios estruturais baseados em fluxo de controle [5, 13, 15, 33, 
39, 42], o trabalho de Wegener para critérios estruturais baseados em fluxo de dados [21] 
e os trabalhos para critérios baseados em erros [19, 29], A maioria desses trabalhos não 
oferece um ambiente para apoiar a organização e a completa aplicação de um ou mais 
critério de teste e também não esta integrada a uma ferramenta [21]. 
Segundo Wegener [21], os trabalhos sobre teste evolucionário podem ser divididos 
em duas categorias, dependendo da forma como a função de fitness 1 é calculada. Na 
primeira, a função de fitness de cada indivíduo é calculada analisando uma medida de 
cobertura do caso de teste correspondente [2, 33, 37, 39, 42, 46]. Na segunda, a função de 
fitness é orientada por um objetivo [7, 13, 15] que geralmente é a cobertura de um dado 
elemento requerido. Os trabalhos nessa categoria surgiram com o objetivo de melhorar 
o desempenho dos AG's da primeira categoria. No entanto, eles requerem a análise do 
'Função de avaliação de Algoritmos Genéticos e esta descrita no Capítulo 2. 
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programa em teste e são mais custosos. 
Para melhorar o desempenho de um AG, principalmente para problemas complexos, 
alguns estudos foram conduzidos e estratégias foram propostas bem como o uso de AG 
Híbridos [31]. Esses estudos exploram heurísticas tais como: Busca Tabu e técnicas de 
criação de nichos como Crowding [28] e Sharing [9], Mas essas estratégias têm sido pouco 
exploradas na geração de dados de teste. 
1.2 Motivação 
Os pontos principais para o desenvolvimento deste trabalho são: 
• A necessidade e a importância que a atividade de teste assume no processo de 
desenvolvimento de software para garantia de qualidade; 
• As dificuldades e custos da aplicação da atividade de teste; 
• A influência dos casos de teste para a atividade de teste; 
• A necessidade de pesquisa para desenvolvimento de técnicas e ferramentas que me-
lhorem a geração automática de dados de teste; 
• A inexistência de um ambiente de teste baseado em AG que apoie a aplicação 
completa de uma estratégia de teste incluindo critérios diferentes e que seja integrado 
às outras ferramentas de teste; 
• Desenvolvimento de pesquisa sobre combinações de técnicas de hibridização em 
AG na busca por melhores resultados. Possibilidade de explorar essas técnicas na 
atividade de geração de dados de teste. 
1.3 Objetivos 
Devido ao exposto acima, este trabalho utiliza a abordagem de Algoritmos Genéticos 
(AG), métodos de busca e otimização baseados nos processos naturais de evoluação [5. 14, 
33], com algumas modificações incrementais(hibridização) e implementação de algumas 
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estratégias para a geração de um conjunto de dados de teste para satisfação dos seguintes 
critérios de teste: 1) critérios estruturais, implementados pela ferramenta de teste POKE-
TOOL [35]: critérios baseados em fluxo de controle (Todos-Nós e Todos-Arcos) e critérios 
baseados em fluxo de dados (Todos-Potenciais-Usos, Todos-Potenciais-Du-Caminhos e 
Todos-Potenciais-Usos/Du); e 2) critério baseado em erros, implementado pela ferramenta 
Proteum [34]: Análise de Mutantes. 
A principal contribuição desse trabalho é a implementação de uma ferramenta, chama-
da TDSGen (Test Data Set Generator), diferenciada das demais existentes por possibi-
litar um ambiente que permite a aplicação completa de estratégias de teste para critérios 
estruturais e baseados em erros. Também são apresentados dados de experimentos so-
bre a abordagem de geração de dados de teste proposta, possibilitando assim, estudar a 
influência de outras estratégias e de hibridização em AG no teste evolucionário. 
1.4 Organização 
O Capítulo 2 introduz Algoritmos Genéticos, algoritmo básico, operadores e estratégias. 
O Capítulo 3 aborda o teste de software, terminologias, principais técnicas, critérios e fer-
ramentas. O Capítulo 4 trata da geração de dados de teste, seus paradigmas e trabalhos 
da literatura sobre a geração de dados usando Algoritmos Genéticos. O Capítulo 5 des-
creve a ferramenta TDSGen, que implementa AG híbrido, seus principais aspectos de 
implementação e funcionamento. O Capítulo 6 apresenta os resultados dos experimentos 
de avaliação da ferramenta. O Capítulo 7 finaliza o trabalho com as conclusões e trabalhos 





Os Algoritmos Genéticos (AG) formam a parte da área dos Sistemas Inspirados na 
Natureza. Foram criados por John Holland [25], que tinha como meta inicial, estudar 
formalmente o fenômeno da adaptação, como ocorre na natureza e desenvolver uma for-
ma de importá-lo para sistemas computacionais [32]. Algoritmos Genéticos são métodos 
generalizados de busca e otimização que simulam os processos naturais de evolução, apli-
cando a idéia da seleção natural de Charlies Darwin. Basicamente, a idéia de Darwin diz 
que indivíduos melhor adaptados de uma população, no momento da reprodução passarão 
suas características, através de seu material genético, podendo assim formar indivíduos 
melhor adaptados. 
Para a aplicação de Algoritmos Genéticos é necessário: 
1. Representar o espaço de busca do problema (possíveis soluções); 
2. Uma função de avaliação (função de fitness) para determinar o quanto uma resposta 
é boa para o problema; 
3. Representar as soluções na forma computacional. 
A vantagem de se utilizar Algoritmos Genéticos é o fato de proporcionar a utilização 
de um rico espaço de busca simultaneamente, podendo encontrar muitos pontos bons para 
a solução evitando ótimos locais. 
O funcionamento (Diagrama de blocos) de um algoritmo genético é apresentado na 
Figura 2.1. 
O algoritmo genético começa com a geração da população inicial. Inicia-se então, um 
ciclo de evolução até que uma solução seja encontrada ou um número máximo de iterações 
seja alcançado. Esse ciclo de evolução é composto por: 
• avaliar cada indivíduo da população; 
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Figura 2.1: Diagrama de blocos de um Algoritmo Genético 
• selecionar os indivíduos, com base na avaliação, para criar a nova população; 
• aplicar os operadores genéticos. 
Conforme [32], não existe uma definição rigorosa de Algoritmos Genéticos, aceita por 
todos da comunidade de computação evolucionária, que os diferencie de outros métodos 
de computação evolucionária. Entretanto, pode-se dizer que a maioria dos métodos cha-
mados de Algoritmos Genéticos possuem pelo menos os seguintes elementos em comum: 
população de cromossomos, seleção com base na função de fitness, operador de crossover 
e operador de mutação. 
Nas seções a seguir além desses elementos em comum, são detalhados os pontos prin-




Para a aplicação de Algoritmos Genéticos a um problema particular, é necessário 
projetar o mapeamento de potenciais soluções para o problema, o que geralmente ocorre 
na forma de uma seqüência de bits ou caracteres, que representem os atributos da solução. 
Essa seqüência de bits forma um indivíduo. A tarefa de mapeamento nem sempre é fácil 
e pode envolver heurísticas adicionais como codificadores [52], 
Fazendo uma analogia à genética, o indivíduo é um cromossomo do DNA onde cada 
posição na seqüência de bits representa a presença ou a ausência de uma determinada 
característica. 
2.2 População de Cromossomos 
A população é o conjunto de indivíduos que estão sendo cogitados como solução do 
problema, ou seja, é o domínio das possíveis soluções para o problema sendo tratado. Um 
método comumente utilizado para gerar a população incial do AG é a geração aleatória 
dos indivíduos. 
O tamanho da população é constante durante a execução do algoritmo genético e cada 
execução constitui uma geração. 
2.3 Fitness 
A função de fitness ou medida de adaptação de um indivíduo, é tipicamente definida 
como a probabilidade que o mesmo tem para sobreviver e reproduzir. O indivíduo que 
possui um bom escore de fitness pode ser interpretado como um indivíduo que resolve 
bem o problema em questão [32], 
2.4 Seleção 
O processo de seleção é um ponto importante a ser decidido na aplicação de Algoritmos 
Genéticos pois selecionará os indivíduos para formarem a próxima população. 
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Tabela 2.1: I Dados exemplos para método de seleção por roleta 
Indivíduo Representação fitness Percentual por fitness 
A 10010000100 3 15% 
B 11110111111 10 50% 
C 11000000110 4 20% 
D 00000001100 2 10% 
E 00000001000 1 5% 
A proposta da seleção deve levar em conta o fator de adaptação (fitness) dos indivíduos 
para que os mais adaptados tenham maior chance de serem selecionados para formar 
descendentes melhor adaptados. 
A seleção pode ser responsável por privilegiar os indivíduos de alto escore de fitness, 
fazendo com que estes dominem a população reduzindo a diversidade da espécie e pro-
porcionando uma convergência mais rápida para a solução, como também pode fazer o 
contrário. 
Em geral, os Algoritmos Genéticos utilizam um método de seleção para obter um par 
de indivíduos que se tornarão os,pais de dois novos indivíduos para a nova geração. 
Entre os métodos de seleção mais usados estão: Roleta, Ranking e Torneio [32], 
2.4.1 Método de Seleção da Roleta 
Cada indivíduo da população recebe uma fatia de uma roleta circular proporcional ao 
seu escore obtido com a função de fitness. Assim, ao rodar a roleta, os indivíduos com 
maior escore de fitness ganham maior probabilidade de serem escolhidos. 
Como já mencionado anteriormente, o tamanho da população é constante e a cada 
par de indivíduos selecionados, o algoritmo gera dois novos indivíduos para fazer parte da 
população da próxima geração. Com isso, o método da roleta deve ser utilizado N vezes 
para manter o tamanho da população inalterado, onde N é tamanho da população. Cada 
vez que este método de seleção é utilizado, um indivíduo é escolhido na população. 
A Figura 2.2 ilustra o funcionamento deste método de seleção. Para o exemplo, o 
escore de fitness foi calculado com base na quantidade de número 1 na representação 
binária do indivíduo e os resultados são apresentados na Coluna fitness da Tabela 2.1. 
10 
Roleta de Seleção 
Cromossomo A 
Cromossomo B 




Figura 2.2: Ilustração do método de seleção por roleta 
2.4.2 Método de Seleção por Ranking 
Esse método de seleção tem o propósito de evitar uma rápida convergência para uma 
solução. Na versão proposta por Baker [24], os indivíduos da população são ordenados 
de acordo com seu escore de fitness, e a chance que o indivíduo tem de ser selecionado 
é dada pela posição no ranking, não mais pelo valor absoluto do escore de fitness. Esse 
método de seleção elimina a grande vantagem proporcionada aos indivíduos que possuem 
um escore muito alto, previnindo assim a convergência acelerada, o que é equivalente a 
diminuir a pressão de seleção. Um aspecto negativo desse método é que em alguns casos, 
pode não permitir distinguir se um indivíduo é mais saudável que o seu competidor mais 
próximo. 
A Tabela 2.2 ilustra a aplicação do método de seleção por Ranking e realiza uma 
comparação com o método de seleção por Roleta. A tabela mostra que o melhor induvíduo 
(B) teve sua probabilidade reduzida de 50% para 32.5%. 
2.4.3 Método de Seleção por Torneio 
A seleção por torneio também elimina o efeito da pressão de seleção proporcionado 
pelo método da roleta. Conforme [32], esse método seleciona dois indivíduos da população 
10 5 15 
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Tabela 2.2: Exemplo para método de seleção por Ranking e comparação com Roleta 
Indivíduo Representação fitness Percentual por fitness Rank Percentual por Rank 
A 10010000100 3 15% 3 19.5% 
B 11110111111 10 50% 5 32.5% 
C 11000000110 4 20% 4 26% 
D 00000001100 2 10% 2 13% 
E 00000001000 1 5% 1 6.5% 
de forma aleatória. Depois é escolhido, também aleatoriamente, um número R entre zero 
e um. Se R for maior que um parâmetro K, o indivíduo de melhor escore de fitness é 
selecionado para ser pai, caso contrário o outro indivíduo será selecionado. O valor de K 
é um parâmetro que deve ser informado para o algoritmo de seleção. 
2.5 Operadores Genéticos 
Outra decisão na aplicação de Algoritmos Genéticos é sobre a escolha de quais operado-
res genéticos serão utilizados. Os operadores genéticos servem para aumentar a variedade 
para a próxima geração. Os operadores mais comuns são Crossover e Mutação e estão 
apresentados a seguir. 
2.5.1 Crossover 
O operador de crossover em sua versão mais simples, conhecido como crossover de 
ponto único, seleciona aleatoriamente uma posição do cromossomo e troca as informações 
de dois cromossomos, previamente selecionados, a partir deste ponto criando dois no-
vos indivíduos. A Figura 2.3 ilustra a aplicação do operador sobre dois indivíduos de 
representação binária. 
Uma outra versão deste operador genético é o crossover de dois pontos onde duas 
posições do cromossomo são escolhidas aleatoriamente e o segmento entre esses pontos é 
trocado. Este operador é ilustrado na Figura 2.4. 
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Figura 2.4: Ilustração do crossover de dois pontos 
2.5.2 Mutação 
Este operador escolhe aleatoriamente um dos bits de um cromossomo/indivíduo, e 





Figura 2.5: Ilustração de mutação 





sobre suas funcionalidades e características. Alguns desses parâmetros são: tamanho da 
população, número máximo de gerações, taxa de crossover e taxa de mutação. 
2.6 Estratégias Aplicadas à AG's 
Algoritmos Genéticos podem usar técnicas no processo de evolução para modificar 
seu comportamente e resultado. Esta seção apresenta algumas estratégias que podem ser 
aplicadas em AG's para se obter um melhor desempenho. 
2.6.1 Elitismo 
Esta técnica foi proposta por De Jong [28] e garante a presença dos melhores indivíduos 
da população atual na população da próxima geração. Como AG's são estocásticos, existe 
a probabilidade de que bons indivíduos não sejam selecionados para reprodução. Para 
evitar esta perda, o indivíduo com melhor escore de fitness é copiado para a próxima 
população. 
2.6.2 Eliminação de Duplicatas 
Dependendo do domínio da aplicação, a duplicidade de indivíduos (que ocasiona a per-
da de diversidade da população) pode ser prejudicial para o resultado final. Para resolver 
este problema, algumas implementações de AG's ignoram os indivíduos duplicados, que 
foram criados no processo de evolução, gerando um novo indivíduo para subistituí-lo [31]. 
2.6.3 Hibridização 
Além dos AG's tradicionais, outros tipos foram desenvolvidos combinando algumas 
técnicas heurísticas para melhorar o desempenho dos AG's na solução de problemas mais 
específicos e complexos. Este processo é a hibridização e os resultados obtidos mostram-se 
melhores que o uso das técnicas utilizadas isoladamente [31]. 
As próximas seções apresentam as técnicas de hibridização mais utilizadas: Busca 
Tabu e compartilhamento de recursos - sharing. 
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2.6.3.1 Busca Tabu 
E uma meta-heurística para busca local que se utiliza de estruturas especializadas de 
memória para evitar problemas com ótimos locais e alcançar um resultado balanceado 
entre intensidade e diversidade na busca [6]. 
Da forma como se encontra hoje, foi apresentada inicialmente por Glover [10]. Esta 
técnica consiste em obter uma solução j a partir de uma solução atual i, através de uma 
operação/movimento que transforma i era j . Esta solução j pode ser vista como uma 
solução vizinha de i. 
Após obtida a solução j , uma condição de término/satisfação é avaliada para decidir 
se o processo continua a busca por outra solução j ou pode parar. 
A busca Tabu implementa uma lista, chamada Lista Tabu, que proporciona um meca-
nismo de memorização, evitando que o processo de busca entre em um ciclo repetitivo [1]. 
A avaliação de um indivíduo caracteriza um tabu [1] evitando assim, que a avaliação se 
repita a menos que satisfaça condições para ignorar esta restrição, chamadas de restrições 
Tabu. O conjunto de condições analisadas para ignorar uma restrição Tabu chama-se 
critério de aspiração [10]. 
Como descrito, alguns elementos podem ser identificados para Busca Tabu, são eles: 
• Movimentos: operadores que transformam uma solução em outra - solução vizinha. 
• Lista Tabu: um mecanismo usado para manter todas as soluções anteriores avalia-
das. E também conhecida como lista de restrições. 
• Critério de Aspiração: função para determinar quando uma restrição Tabu deve ser 
ignorada, decidindo que uma solução (movimento) deve ser processada. 
• Término: função para definir quando o processo de Busca Tabu deve ser finaliza-
do que geralmente ocorre quando não existe mais movimentos possíveis a serem 
realizados ou um número máximo de iterações é alcançado. 
• Parâmetros de configuração: parâmetros são usados para ajustar a Busca Tabu. 
Entre eles estão o número máximo de iterações, o tamanho da Lista Tabu, regras 
de parada e nível de aspiração. 
Uma representação de como é o funcionamento da Busca Tabu é apresentada na Figu-
ra 2.6 [4]. 
Solução Inicial x 
SIM 
" 
Saída x (melhor solução 
ate o momento) 
* / 
Figura 2.6: Método de Busca Tabu 
2.6.3.2 Sharing 
O método de compartilhamento de recursos, conhecido como sharing, foi introduzido 
por Goldberg e Richardson. O objetivo deste método é reduzir o valor de aptidão de 
individuos similares dentro de uma população [9]. 
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Esta técnica é aplicada para prejudicar a chance de selecionar indivíduos idênticos 
ou similares no processo evolutivo do AG, forçando o aumento da diversidade populacio-
nal [9]. 
A técnica de sharing consiste em obter uma medida de similaridade entre os indivíduos 
da população e penalizar o valor de aptidão dos indivíduos conforme essa medida de 
similaridade. Quanto maior a medida de similaridade de um determinado indivíduo com 
relação aos outros indivíduos da população, maior a redução em seu valor de aptidão -
função de fitness. 
Uma forma prática para obter a medida de similaridade é a função Sharing Triangular, 
ilustrada na Figura 2.7. 
Figura 2.7: Função Sharing Triangular 
A medida de similaridade de um indivíduo é calculada somando-se o resultado da 
função de sharing para todos os outros indivíduos da população. [9] Este valor pode 
variar de 0.0, indicando um indivíduo sem outro similar na população, até 1.0, indicando 
que um ou mais indivíduos da população são idênticos a este. 
Calculada a medida de similaridade, basta intervir no processo normal de avaliação 
dos indivíduos em um AG tradicional, punindo o valor de aptidão dos indivíduos com sua 
respectiva medida de similaridade, conforme ilustra a Fórmula 2.1. 
FM) = F ( ; ; } (2.1) 
L j = i sidiXiiXj)) 
Onde F ( x { ) é o valor da função de fitness de um indivíduo, s(d(xi, Xj)) é a soma limiar 
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de distâncias entre dois indivíduos, I o tamanho da população menos um [9]. 
O resultado final é que o crescimento descontrolado de espécies dentro de uma popu-
lação será dificultado proporcionando a diversidade da população. 
2.7 Considerações Finais 
Neste capítulo foram apresentados os principais conceitos sobre AG's, seu algoritmo 
básico e funcionamento. 
As estratégias descritas na Seção 2.6 são bastante importantes pois podem aumentar 
o desempenho de um AG. Com esse objetivo, algumas dessas estratégias foram imple-
mentadas na Ferramenta TDSGen, descrita no Capítulo 5. 
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CAPÍTULO 3 
TESTE DE SOFTWARE 
Pressman [44] diz que a atividade de teste de software é um elemento crítico para 
garantia de qualidade de software; segundo [47], é a chave para melhorar sua produtividade 
e sua confiabilidade. 
A atividade de teste de software tem sido considerada uma etapa importante no ci-
clo de desenvolvimento e pode chegar a consumir cerca de 50% do tempo e custo de 
desenvolvimento de um produto de software [16, 20, 44]. 
A idéia básica do teste de software consiste em executar um programa fornecendo 
dados de teste, necessários para a execução do programa, e comparar a saída alcançada 
com a saída esperada, obtida da especificação do software, com a finalidade de revelar 
o maior número possível de defeitos existentes, idealmente todos. O par formado com o 
dado de teste e sua sáida esperada forma um caso de teste. 
Torna-se então necessária a distinção entre os conceitos de falha, defeito e erro. Se-
gundo [18], uma falha é um evento notável em que o sistema viola a sua especificação, um 
defeito é uma deficiência algorítmica que pode levar a uma falha do sistema e um erro é 
um estado incorreto do conjunto de dados do programa. 
Uma forma de maximizar o número de defeitos revelados seria a execução exaustiva, 
onde todos os dados do domínio de entrada seriam testados. Porém, se o domínio de 
entrada for infinito, a atividade de teste nunca terminaria e o custo operacional do teste 
seria muito grande [22, 44]. Por esses motivos, a escolha de casos de teste bem elaborados 
assume um importante papel para a produtividade do teste. 
Além da elaboração de casos de teste, um outro fator importante na aplicação do 
teste é saber se um programa foi suficientemente testado. Para auxiliar na elaboração 
de bons casos de teste e ainda decidir se a etapa de teste pode ser encerrada, técnicas e 
metodologias utilizam-se de critérios de teste. 
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Os critérios de teste estabelecem o que deve ser testado no programa, formando o 
conjunto de elementos requeridos. Tendo conhecimento dos elementos requeridos a serem 
testados, pode-se guiar a escolha de dados que devem ser utilizados para testar tal conjunto 
com o objetivo de aumentar a produtividade do teste. Os dados de teste podem ser 
gerados utilizando informações sobre o código, especificação do programa, informações 
históricas de erros comuns no processo de desenvolvimento, ou ainda, podem ser gerados 
aleatoriamente [22]. 
Quando um conjunto de dados de teste satisfaz todas as condições estabelecidas por 
um critério, diz-se que tal conjunto satisfez o critério [45]. 
De uma forma geral, pode-se dizer que o teste envolve as atividades de planejamento, 
projeto de casos de teste, execução e avaliação dos resultados dos testes. 
Segundo Myers [16], o objetivo do teste de software pode ser estabelecido através das 
seguintes regras: 
• A atividade de teste é o processo de executar um programa com a intenção de 
descobrir um erro; 
• Um bom caso de teste é aquele que tem uma elevada probabilidade de revelar um 
erro ainda não descoberto; 
• Um teste bem-sucedido é aquele que revela um erro ainda não descoberto. 
Uma estratégia de teste inclui quatro níveis de teste [44]. São eles: 
• Teste de unidade - tem como função detectar defeitos no módulo, a menor unidade 
do software; 
• Teste de integração - sua função é testar as relações e interfaces entre os módulos. 
E realizado após o término do teste de unidade de todos os módulos envolvidos na 
integração; 
• Teste de Validação - tem a finalidade de identificar erros de função e/ou carac-
terísticas de desempenho com base na análise de requisitos do sistema. E realizado 
após o teste de integração. 
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• Teste de Sistema - visa realizar teste no software interagindo com outros elementos 
do sistema. São projetados testes para testar informações que chegam de outros 
elementos do sistema [44], 
Os métodos para testar software são baseados essencialmente em três técnicas de teste 
de software: 
• Técnica Funcional; 
• Técnica Estrutural; 
• Técnica Baseada em Erros. 
Essas técnicas de aplicação de teste não são alternativas e uma boa estratégia pode 
ser a combinação entre elas pois cada técnica possui uma classe diferente de critério de 
teste podendo assim, detectar classes diferentes de erros. 
Nas seções a seguir, tais técnicas são apresentadas. 
3.1 Técnica Funcional 
Segundo Pressman [44], os produtos de engenharia podem ser testados conhecendo a 
função específica que o produto deve executar. Dessa forma, testes podem ser realizados 
para demonstrar que cada função é totalmente operacional. Esta abordagem, também 
chamada de teste de caixa preta (black box), procura examinar aspectos do sistema sem 
se preocupar com a implementação. O testador deriva conjuntos de condições de entrada 
que exercitem completamente todos os requisitos funcionais para um programa. 
O teste de caixa preta pode ser utilizado para: testar as interfaces do software, po-
dendo assim demonstrar que as funções do software são operacionais; demonstrar que a 
entrada é adequadamente aceita e produz a saída correta; demonstrar que a integridade 
das informações externas é mantida. 
A técnica funcional permite identificar defeitos como: erros de interface, funções in-
corretas ou perdidas, erros na estrutura de dados ou no acesso externo à base de dados, 
erros de performance, erros de terminação ou inicialização. 
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Segundo [44], os critérios para a técnica funcional são: 
• Particionamento em Classes de Equivalência - divide-se o domínio de entrada do pro-
grama em classes de dados, classes de equivalência. A classe representa um conjunto 
de estados válidos ou inválidos das condições de entrada, usualmente expressas em 
uma sentença ou frase de especificação. E assumido que o teste de um valor repre-
sentativo de uma classe é equivalente a um teste de qualquer outro valor da classe. 
Neste critério os casos de teste são obtidos a partir das classes identificadas; 
• Análise de Valor Limite - este critério parte da premissa de que os erros tendem a 
ocorrer nos limites das classes de equivalência, logo, os casos de teste são selecionados 
de forma a exercitarem as condições limites das classes de equivalência, tanto no 
domínio de entrada como no domínio de saída; 
• Técnicas de Grafo de Causa-Efeito - técnica de projeto de casos de teste que ofe-
rece uma representação concisa das condições de entrada - causas, e das ações cor-
respondentes - efeitos. Este critério estabelece requisitos baseados nas possíveis 
combinações das condições de entrada. Os passos para a aplicação do critério são: 
1. Dividir a especificação em módulos de tamanho e complexidade razoáveis; 
2. Identificar causas e efeitos na especificação; 
3. Construir o grafo de causa-efeito; 
4. Converter o grafo em uma tabela de decisão; e 
5. Converter as regras da tabela de decisão em casos de teste. 
3.2 Técnica Estrutural 
Nesta técnica, os casos de teste são gerados conhecendo o funcionamento interno do 
software - a implementação. Isso permite que testes sejam realizados para garantir que a 
operação interna do software tenha um desempenho de acordo com as especificações e que 
os componentes internos foram adequadamente postos à prova. Esta abordagem chama-se 
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teste de caixa branca (white box). O teste de caixa branca baseia-se no exame minucioso 
dos detalhes procedimentais, e a partir do conhecimento da estrutura interna do programa 
busca-se caracterizar um conjunto de componentes elementares a serem exercitados [22]. 
O teste estrutural utiliza uma representação do programa conhecida como grafo de 
fluxo de controle ou grafo de programa. Esta representação é um grafo orientado com um 
nó único de entrada e um nó único de saída. Cada nó do grafo representa um bloco de 
comandos indivisíveis, onde se o primeiro comando do bloco for executado, todos os outros 
também o serão em ordem e não existe desvio de execução para nenhum comando dentro 
do bloco. Os nós são ligados por arcos direcionados que indicam possíveis transferências 
de controle entre os blocos. 
Um conceito importante para essa técnica é o caminho, que é definido como uma 
seqüência finita de nós interligados por arcos. Outro conceito é o conjunto de elementos 
requeridos, que são condições a serem satisfeitas durante o teste para que este seja rea-
lizado com sucesso. Os elementos podem ser: conjunto de nós ou de arcos do grafo de 
programa; determinados tipos de caminhos no programa; determinadas associações entre 
definição e uso de variáveis; entre outros. 
Os critérios de teste estrutural são, em geral, classificados em: 
• Critérios Baseados em Fluxo de Cotrole; 
• Critérios Baseados em Fluxo de Dados; 
• Critérios Baseados na Complexidade. 
Visto que os critérios baseados em fluxo de controle e dados fazem parte do focu deste 
trabalho, estes serão detalhados nas próximas seções. 
3.2.1 Critérios Baseados em Fluxo de Cotrole 
Critérios desta clasee, utilizam características de controle da execução do programa 
para determinar quais elementos são requeridos. Os critérios mais conhecidos dessa classe 
são [43]: 
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• Todos-Nós - requer que a execução do programa passe pelo menos uma vez em cada 
nó do programa, fazendo com que todos os comandos do programa sejam executados; 
• Todos-Arcos - exige que a execução exercite cada arco do grafo de programa pelo 
menos uma vez, fazendo com que todos os desvios de fluxo de controle do programa 
sejam executados; 
• Todos-Caminhos - requer que todos os caminhos possíveis, derivados do grafo do 
programa sejam executados. 
3.2.2 Critérios Baseados em Fluxo de Dados 
Estes critérios utilizam informações de fluxo de dados para determinar os requisitos 
de teste. Exploram as interações que envolvem definições de variáveis e referências a essas 
definições. Os critérios mais conhecidos dessa classe são [45]: 
• Todos-Usos - requer que todas as associações entre uma definição de variável e seus 
usos (computacional ou predicado) 1 subseqüentes sejam exercitados por ao menos 
um caminho onde a variável não seja redefinida, caminho livre de definição; 
• Todos-Potenciais-Usos - requer que todas as associações entre uma definição de 
variável e seus potenciais2 usos (computacional ou predicado) subseqüentes sejam 
exercitados por ao menos um caminho livre de definição; 
• Todos-Potenciais-Usos/Du - requer que todas as associações entre uma definição de 
variável e seus potenciais3 usos (computacional ou predicado) subseqüentes sejam 
exercitados por ao menos um caminho livre de definição e que seja livre de laço; 
• Todos-Potenciais-Du-Caminhos - requer que todos os potenciais du-caminhos4 sejam 
exercitados. 
'Um uso computacional permite modificar ou observar o resultado de uma definição anterior(ex. 
atribuição). Um uso predicado afeta o fluxo de controle do programa(ex. if). 
2Não exige um uso, basta ser um local onde possa existir um uso. 
3Não exige um uso, basta ser um local onde possa existir um uso. 
4Um potencia) du-caminho é um caminho no grafo desde um nó i onde haja definição uma variável x, 
até um outro nó qualquer j livre de definição com relação a x e livre de laço. 
3.3 Técnica Baseada em Erros 
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A técnica baseada em erros utiliza informações sobre as classes de erros mais freqüentes 
no processo de desenvolvimento de software, fazendo com que os requisitos do teste sejam 
derivados dessas classes com o objetivo de mostrar a ausência ou a presença de erros nos 
programas. Os critérios típicos são Semeadura de Erros [49] e Análise de Mutantes [41]. 
3.3.1 Análise de Mutantes 
Segundo a hipótese do programador competente apresentada por DeMillo [41], os 
programadores experientes fazem seus programas similares ao correto, de acordo com a 
especificação. Uma outra hipótese a ser considerada é o efeito de acoplamento. Este diz 
que erros complexos estão relacionados a erros simples, no sentido de que conjuntos de 
casos de teste capazes de identificar erros simples são também capazes de identificar os 
complexos. 
Com base nessas duas hipóteses a análise de mutantes funciona da seguinte maneira: 
• Dado um programa a ser testado P e um conjunto de casos de teste T; 
• O programa P é executado com T; 
• Se apresentar resultados incorretos, então o mutante é considerado morto, seu erro 
é encontrado e o teste termina; 
• Caso contrário, o programa pode ainda conter erros que o conjunto T não foi 
capaz de revelar e o teste continua. Erros comumentes praticados são introdu-
zidos através de modificações sintáticas simples, de forma a não causar um erro 
sintático. Essas modificações alteram a semântica do programa P produzindo pro-
gramas P I , P2, ..., Pn, denominados mutantes de P; 
• Supondo que o programa original P esteja correto, os programas mutantes devem ter 
comportamento incorreto, já que sofreram modificações sintáticas. Casos de teste 
devem ser elaborados para mostrar que tais modificações levam a um programa 
incorreto; 
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• Os programas mutantes devem ser executados com o mesmo conjunto de teste T 
com o objetivo de obter apenas mutantes mortos e equivalentes. Um mutante é 
tido como morto se para algum caso de teste o resultado do mutante difere do 
programa original P. Um mutante é dito equivalente se apresenta sempre o mesmo 
resultado que o programa original P. A decisão sobre mutantes equivalentes requer 
intervenção do testador. 
Os erros sintáticos simples são introduzidos através de regras que definem as alterações 
a serem aplicadas no programa original P . Essas regras são chamadas de operadores de 
mutação. 
Os operadores são utilizados para ou introduzir mudanças sintáticas simples, com base 
nos erros típicos cometidos pelos programadores (como trocar o nome de uma variável), 
ou forçar determinados objetivos de teste (como executar cada arco do programa) [41]. 
3.4 Ferramentas de Teste 
Entre as ferramentas para automatizar a etapa de teste de software destacam-se: AS-
SET [12], ATAC [17], POKE-TOOL [35] e PROTEUM [34], Neste trabalho serão tratadas 
com mais detalhe as Ferramentas POKE-TOOL E PROTEUM. 
3.4.1 Ferramenta POKE-TOOL 
A POKE-TOOL é uma ferramenta que apóia os critérios de teste da Família de 
Critérios Potenciais Usos (FCPU) [22, 35] para o teste de unidade. A ferramenta foi de-
senvolvida, a princípio, para atender programas escritos em C, apesar de possuir versões 
para atender linguagens como Pascal e Ada e poder ser configurada para atender outras 
linguagens [36]. A aplicação da ferramenta é orientada para a sessão de trabalho, onde 
o usuário/testador pode realizar as seguintes atividades de teste: análise estática da uni-
dade a ser testada; preparação para o teste; submissão de casos de teste; avaliação de 
casos de teste e gerenciamento dos resultados de teste. Para realizar essas atividades, a 
ferramenta executa duas fases, a fase estática e a fase dinâmica. 
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A fase estática consiste em analisar o código fonte do programa a ser testado para 
obter todas as informações necessárias para a aplicação dos critérios de teste. E nessa 
fase também que é realizada a instrumentação do código fonte, inserindo pontas de prova 
e gerando uma nova versão da unidade em teste, a versão instrumentada. Concluída essa 
fase, o usuário pode solicitar informações e, com base nessas, projetar seus casos de teste. 
A fase dinâmica consiste do processo de execução e avaliação de casos de teste. Para 
isso, é necessário que seja gerado o programa executável da versão instrumentada. Nes-
ta fase, a ferramenta fornece ainda, o conjunto de caminhos ou associações que foram 
executados, as entradas, as saídas e os caminhos percorridos para cada caso de teste. 
A ferramenta é composta por vários módulos, à saber: poketool; li; chanomat; po-
kernel; gera executável; executa caso de teste e avaliador. Tais módulos implementam as 
funções das fases estática e dinâmica e se comunicam através de arquivos. 
Os módulos que tratam da fase estática da ferramenta são: li, chanomat e pokernel e os 
módulos referentes à fase dinâmica do funcionamento da ferramenta são: gera executável, 
executa caso de teste e avaliador. 
A seguir será brevemente descrito cada um desses módulos que compõem a Ferramenta 
POKE-TOOL, conforme [35]. 
• Módulo poketool: responsável pela interface com o testador, fornecendo todos os me-
nus, pedindo todas as informações necessárias para o teste e permitindo ao usuário 
solicitar informações sobre o teste. Esse módulo coordena a atividade dos outros 
módulos; 
• Módulo li: este módulo toma o código fonte do programa em teste como entrada 
e faz a tradução para uma linguagem intermediária (LI), gerando um arquivo '.li' 
como saída. Essa LI geráda é uma representação do programa em teste e é sobre 
ela que o teste é realizado; 
• Módulo chanomat: toma como entrada o arquivo resultante do módulo li, calcula 
o grafo de fluxo de controle e modifica o arquivo que contém o programa traduzido 
para LI, incluindo mais uma marcação que diz em qual nó do grafo de programa se 
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encontram os comandos traduzidos. As saídas desse módulo são o arquivo com a 
nova LI, arquivo '.nli' e um arquivo que descreve o grafo de fluxo de controle; 
• Módulo pokernel: é o responsável pelo restante da análise estática da unidade em 
teste, gerando as informações estáticas adicionais necessárias para o teste dinâmico 
da unidade. Toma como entrada o arquivo '.nli' gerado pelo módulo chanomat. 
Suas principais funções são: cálculo dos arcos primitivos; extensão do grafo de fluxo 
de controle, instrumentação, construção do grafo (i) e geração dos descritores; 
• Módulo gera executável: fornece condições para a geração do programa executável 
da versão instrumentada. Tem como função selecionar o compilador e como saída o 
programa executável da versão instrumentada; 
• Módulo executa caso de teste: controla a execução dos casos de teste salvando as 
entradas, a saída e o caminho executado para cada caso de teste. Tem como entrada 
o código-executável e os casos de testes. Tem como saída os caminhos executados 
pelos casos de testes, as saídas obtidas e a entrada dos casos de testes; 
• Módulo avaliador: identifica os caminhos ou associações que são executados pelos 
casos de teste e fornece uma análise da cobertura do conjunto de casos de teste 
fornecido. 
Os módulos são integrados através de "scripts shell" [36] que podem ser acionados por 
linha de comando ou por uma interface gráfica. 
O script poketool, gera o programa instrumentado, os elementos requeridos, infor-
mações estáticas do programa e o grafo do fluxo de controle do programa em teste. 
O script pokeexec executa o programa instrumentado direcionando para arquivos in-
formações como os dados de entrada, os parâmetros fornecidos, as saídas obtidas e os 
caminhos executados para cada caso de teste. 
O script pokeaval avalia a cobertura atingida com o conjunto de casos de teste apli-
cados, fornece os elementos executados e os não executados. 
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3.4.2 Ferramenta PROTEUM 
A Ferramenta PROTEUM (PROgram Testing Using Mutants) foi desenvolvida no 
ICMC-USP para apoiar o critério Análise de Mutantes [41] em programas escritos na 
linguagem C, apesar de poder ser configurada para ser aplicada sobre qualquer linguagem 
de programação procedimental [34], 
Semelhantemente à POKE-TOOL, a Proteum também utiliza-se da sessão de teste. A 
sessão possibilita ao usuário/testador criar um teste de programa, interrompê-lo e retomá-
lo mais tarde. A ferramenta permite a realização de tarefas de teste como: definição de 
conjunto de casos de teste, execução do programa em teste, seleção dos operadores de 
mutação, geração de mutantes com os operadores de mutação, execução dos mutantes 
com o conjunto de casos de teste, análise dos mutantes vivos e cálculo do escore de 
mutação. 
Os dados de teste podem ser fornecidos de duas maneiras para a ferramenta: intera-
tivamente e a partir de arquivo. Interativamente, o programa é executado e o usuário 
fornecendo as entradas, assim pode verificar a saída produzida e comparar com a saída 
esperada. Caso não esteja de acordo, um erro já foi encontrado e o programa deve ser 
corrigido. Caso esteja de acordo, as entradas e saídas são armazenadas formando os casos 
de teste. No caso de serem fornecidas entradas através de arquivos, a PROTEUM utiliza 
os dados do arquivo como entrada para o programa, executa-os e armazena as saídas 
formando os casos de teste. 
Para a geração dos mutantes, a ferramenta conta com 71 operadores de mutação 
divididos em quatro classes: mutação de comando (statement mutations), mutação de 
operadores (operator mutations), mutação de variáveis (variable mutations) e mutação 
de constantes (constant mutations) [34], Os operadores podem ser escolhidos de acordo 
com a classe de erros que se deseja encontrar [34] e para cada operador, o usuário pode 
especificar um percentual de mutantes a serem gerados. 
Para realizar a avaliação do conjunto de teste, a ferramenta gera, compila e executa 
cada mutante e compara seu comportamento com o apresentado pelo programa original. 
A execução pode ser realizada com dados suficientes para matar o mutante (execução em 
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modo normal), ou pode ser realizada sobre todos os dados do conjunto de teste indepen-
dente de o mutante já ter sido morto (execução em modo research). 
Depois da execução, a ferramenta apresenta o status do teste com informações como 
o número total de mutantes, o número de mutantes vivos, o escore de mutação, entre 
outras. 
O testador pode então analisar os mutantes ainda vivos para identificar os mutantes 
equivalentes e os que não podem ser mortos. Para melhorar a qualidade dos dados de 
teste, o usuário pode ainda inserir novos casos de teste. Este processo pode ser repetido 
até que um escore satisfatório seja alcançado. 
3.5 Considerações Finais 
Neste capítulo foram apresentados os principais critérios de teste existentes e ferra-
mentas de teste que apoiam a utilização desses critérios. Destacam-se as Ferramentas 
POKE-TOOL e PROTEUM que implementam respectivamente critérios baseados em 
fluxo de controle e fluxo de dados, e o critério Análise de Mutantes, baseado em erros. 
As ferramentas aqui descritas e a maioria das existentes, não realizam a geração au-
tomática de dados de teste, devido a algumas dificuldades inerentes à própria atividade 
de teste, mencionadas na Introdução (Capítulo 1) desta dissertação. 
Por ser de especial interesse para o presente trabalho, a tarefa de geração de dados de 
teste para satisfazer critérios de teste será abordada separadamente no próximo capítulo. 
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CAPÍTULO 4 
GERAÇÃO DE DADOS DE TESTE 
Um dado critério de teste requer um conjunto de elementos a serem exercitados pe-
los casos de teste e fornece uma medida de cobertura baseada no número de elementos 
exercitados ou cobertos. 
A tarefa de geração de dados para satisfazer um determinado critério diz respeito 
à geração de dados de entrada para o programa em teste capaz de exercitar todos os 
elementos requeridos. Esta é uma das etapas mais importantes, porém mais difícil de ser 
automatizada devido à algumas limitações inerentes à própria atividade de teste [22]: 
• não existe algoritmo de propósito geral para determinar um conjunto de casos de 
teste T que satisfaça um determinado critério de teste C, nem mesmo para saber se 
T existe [45]. 
• não existe procedimento para comprovar a corretude de um programa; 
• é indecidível se dois programas computam a mesma saída, ou seja, se eles são equi-
valentes; 
• é indecidível saber se um determinado caminho é ou não executável; 
• é indecidível detectar a ocorrência de correção coincidente onde um item incorreto, 
coincidentemente produz resultado correto. 
4.1 Técnicas de Geração de Dados de Teste 
Diversas técnicas para geração automática de dados de teste podem ser encontradas 
atualmente. Entre as mais comuns estão: 
• Geração de Dados de Teste Aleatória; 
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• Geração de Dados de Teste Baseada em Execução Simbólica; e 
• Geração de Dados de Teste Baseada em Execução Dinâmica. 
Essas técnicas têm sido aplicadas com diferentes graus de sucesso, devido às limi-
tações da atividade de teste mencionadas acima. Para lidar com essa situação, alguns 
autores propuseram o uso de algoritmos meta-heurísticos tais como AG, Busca Tabu, etc, 
originando um novo campo de pesquisa chamado Teste Evolucionário [21]. 
4.1.1 Geração de Dados de Teste Aleatória 
A técnica de geração de dados aleatória consiste em gerar dados que servirão de entrada 
para o programa até que uma entrada útil seja encontrada [14]. O problema dessa técnica 
encontra-se na geração de dados de teste para programas complexos ou para satisfazer um 
critério complexo, onde uma entrada pode ter que satisfazer requisitos muito específicos, 
podendo assim, a técnica produzir poucas entradas adequadas se comparado ao domínio de 
entrada [14]. Dessa forma a probabilidade de uma entrada adequada ser selecionada pode 
ser muito pequena. Em contrapartida é um método bastante utilizado, principalmente 
para comparação, devido a sua fácil aplicação. 
4.1.2 Geração de Dados de Teste Baseada em Execução Simbólica 
Esta técnica consiste em atribuir valores simbólicos às variáveis para através de uma 
abstração obter uma caracterização matemática de o que o programa faz. Dessa forma a 
geração de dados de teste se reduz ao problema de resolver uma expressão algébrica [30]. 
Alguns problemas na utilização desta técnica surgem com laços indefinidos onde pode 
ser necessário verificar o comportamento se o laço não é executado, é executado uma vez, 
duas e assim por diante. Outro problema ocorre quando se realiza uma referência indireta 
para uma variável (por exemplo, acesso em vetor). 
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4.1.3 Geração de Dados de Teste Baseada em Execução Dinâmica 
Esta técnica de geração de dados baseia-se na idéia de que partes do programa podem 
ser vistas como funções. O programa é executado até que certo ponto seja alcançado, os 
valores das variáveis são gravados e tratados como se fossem valores de uma função. Dessa 
forma, quando é pretendido que a execução tome um rumo, basta resolver uma função de 
minimização formada pelas variáveis que fazem parte da condição do desvio [50]. 
4.1.4 Teste Evolucionário 
Segundo Wegener [21], trabalhos sobre teste evolucionário podem ser divididos em 
duas categorias com base na forma em que a função de fitness é avaliada: 
• uma primeira categoria onde a função de fitness de cada indivíduo é calculada ana-
lisando uma medida de cobertura do caso de teste correspondente [2, 33, 37, 39, 42, 
46], e 
• uma segunda categoria onde a função de fitness é orientada por uma meta de teste [7, 
13, 15], ou seja, leva em consideração que AG é uma opção para problemas de 
otimização e que a utilização da técnica dinâmica para gerar dados de teste para o 
teste estrutural pode ser transformada em um problema de otimização [38]. 
Entre os trabalhos que empregam AG para geração de dados destacam-se os de Jones 
et al [5], Roper et al [33], Michael et al [14]. 
No trabalho desenvolvido por Jones et al, a técnica AG é utilizada na geração de dados 
de teste para o critério estrutural Todos-Arcos. As variáveis de entrada são mapeadas por 
codificação e concatenação, formando um string de bits. A função de fitness é baseada 
no predicado associado a cada ramo e no número de iterações de laço requeridas. O 
algoritmo genético implementa a seleção aleatória, recombinação aleatória e mutação 
com probabilidade dependente do comprimento do string. Como resultado, este trabalho 
revelou que o conjunto de dados requereu uma quantidade de dados menor para satisfazer 
o critério em relação à geração aleatória e à boa qualidade dos dados gerados avaliados 
utilizando análise de mutantes. 
O trabalho de Roper et al [35], visa gerar dados de teste para atingir um determinado 
nível de cobertura do código do programa utilizando também o critério Todos-Arcos. Os 
indivíduos na população codificam os valores de entrada das variáveis do programa a ser 
coberto. A função de fitness é baseada na cobertura que o indivíduo obteve no código do 
programa e a população inicial é gerada aleatoriamente. 
O trabalho desenvolvido por Michael et al [7], objetiva cobrir todos os ramos em 
um programa sendo que a tentativa de satisfazer uma certa condição é adiada até que 
sejam encontrados testes que atinjam esta condição. O critério utilizado é também Todos-
Arcos. Para cada condição atingida, é realizada uma minimização baseada em Algoritmos 
Genéticos na tentativa de executar um caminho ainda não executado. A população inicial 
do Algoritmo Genético contém os testes que atingem a condição mas caso a condição não 
tenha sido atingida suficientemente pode conter ainda valores aleatórios. Como resulta-
do foi constatado que para um mesmo número de execuções o algoritmo de busca com 
Algoritmo Genético atingiu 60% das condições, enquanto a técnica de geração de dados 
de teste aleatória conseguiu apenas 41%. No mesmo trabalho foi constatado também que 
conforme a complexidade do problema aumenta, aumenta a eficiência do primeiro sobre 
o segundo. 
No trabalho de Bueno [38], é proposta uma ferramenta utilizando a técnica dinâmica 
para geração de dados de teste e Algoritmos Genéticos para otimização, fazendo mani-
pulações nos valores de entrada tentando executar um dado caminho pretendido. Dife-
rentemente dos trabalhos citados, este visa a satisfazer os critérios baseados em fluxo de 
dados e família de Potenciais Usos. Os indivíduos da população representam um dado 
de entrada para o programa de forma codificada. São utilizados conceitos de algoritmos 
genéticos simples como seleção, crossover e mutação. A função de fitness utiliza infor-
mações como número de nós coincidentes entre o caminho executado pelo indivíduo e o 
caminho desejado, o módulo de uma função de predicado onde houve o desvio do caminho 
pretendido e o maior valor para a função de predicado apurado dentre os caminhos que 
executaram o mesmo número de nós corretos. Em resumo, a função de fitness representa 
o quanto um indivíduo está próximo do caminho desejado em função do número de nós 
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corretos executados. 
4.2 Considerações Finais 
Neste capítulo foram descritas as principais técnicas de geração de dados de teste e os 
principais trabalhos de teste evolucionário. 
A maioria dos trabalhos existentes têm como objetivo a satisfação do critério Todos-
Arcos e abordam um critério específico. Esses trabalhos também não oferecem um ambi-
ente integrado com diferentes ferramentas de teste. 
Os trabalhos na segunda categoria, função de fitness direcionada por meta de teste, fo-
ram propostos com o objetivo de melhorar a cobertura alcançada por um conjunto de teste 
executando um particular elemento requerido. Porém, o uso de algumas estratégias e de 
hibridização nos AG's pode melhorar o desempenho dos trabalhos da primeira categoria, 
função de fitness baseada na cobertura dos indivíduos. 
O Framework TDSGen visa a resolver essas duas questões. Explorar o uso de AG 
híbridos e oferecer um ambiente para aplicação dos critérios, interagindo com duas ferra-





A Ferramenta TDSGen foi implementada em C + + para plataforma Linux. Seu nome 
foi originado das iniciais de Test Data Set Generator1 - TDSGen. Esta ferramenta 
integra as Ferramentas de teste POKE-TOOL e PROTEUM, descritas no Capítulo 3, 
com a geração de dados de teste baseada em AG's com algumas modificações e com a 
implementação de algumas estratégias. Esta integração possibilita a aplicação dos critérios 






• Análise de Mutantes; 
Exceto pelo critério Análise de Mutantes, que é implementado pela Ferramenta PRO-
TEUM, os outros critérios são todos apoiados pela POKE-TOOL. 
A estrutura de integração da Ferramenta TDSGen com as Ferramentas POKE-TOOL 
e PROTEUM pode ser melhor visualizada na Figura 5.1. 
Este trabalho resultou no desenvolvimento de um ambiente de teste que apóia a apli-
cação completa de estratégias de teste para critérios de teste das técnicas estruturais e 
'Gerador de Conjunto de Dados de Teste 
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Figura 5.1: Estrutura de integração da ferramenta 
baseadas em erros, diferenciando o mesmo de trabalhos presentes na literatura que pro-
porcionam um ambiente de teste focados em um critério somente, geralmente critérios 
estruturais [11]. 
A ferramenta permite ainda outras vantagens tais como: uso de dados de teste inici-
ais derivados de técnicas funcionais como dados resultantes da aplicação de abordagens 
complementares como outros critérios, não necessita que o testador analise o código do 
programa, permite testar uma variedade de programas escritos em C (pois possui um es-
quema flexível de codificação da entrada de dados para programas em teste) e permite que 
os dados de teste gerados sejam utilizados nas Ferramentas POKE-TOOL e PROTEUM. 
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As Ferramentas de teste, POKE-TOOL e PROTEUM, são utilizadas para avaliar os 
dados, proporcionando informações utilizadas para o cálculo da função de fitness. A 
configuração da ferramenta é toda baseada em arquivo, evitando interação do testador. 
Este arquivo esta melhor detalhado na Seção 5.1.1. 
O AG implementado na ferramenta possui modificações incrementais (hibridização) 
para melhor atender a geração de um conjunto de dados de teste para os critérios aci-
ma citados, adicionando recursos extras configuráveis. Os recursos disponíveis para a 
customização da ferramenta são: 
• lista Tabu - para manter apenas indivíduos com desempenho complementares; 
• repositório de execuções - memorizando indivíduos já avaliados evitando reavaliação; 
• parâmetros da ferramenta - restringindo tipos de dados; 
• parâmetros do programa em teste - entrada de dados; 
• parâmetros do AG - tamanho de população, número de gerações e taxas usadas no 
processo de evolução. 
As próximas seções abordam esses recursos com mais detalhes além de outros aspectos 
principais sobre a ferramenta. O fluxo de execução da ferramenta pode ser observado nas 
figuras apresentadas no Apêndice A. 
5.1.1 Interpretação do Arquivo de Configuração 
Esta etapa de execução consiste em interpretar o arquivo de configuração para obter 
os parâmetros necessários para a execução da ferramenta. Os parâmetros passados neste 
arquivo devem obedecer as seguintes regras: 
• um parâmetro por linha; 
• cada declaração deve estar na forma "parâmetro = valor;" - onde pârametro é 
precedido de e 
• qualquer linha que não siga este padrão é ignorada. 
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Os parâmetros aceitos são apresentados na Tabela 5.1. 









#TamanhoPopulacao #Tipo string 
#NumeroGeracoes #PausaGeracao 
#TaxaMutacao #GeracoesComRepositorio 
Exemplo de uma linha de configuração para informar o nome do programa a ser 
testado: 
#ArquivoFonte = compress.c; 
5.1.2 Configuração do Ambiente de Teste 
Tanto a Ferramenta POKE-TOOL como a PROTEUM, iniciam o processo de teste 
com uma sessão. Como a TDSGen utiliza essas ferramentas para obter informações 
de elementos requeridos e avaliação de dados de teste, uma sessão deve ser inicialmente 
criada. 
Além da sessão, algumas restrições como diretório para o fonte do programa e variáveis 
de ambiente devem ser devidamente ajustados para utilizar as ferramentas. 
5.1.3 Obtenção da População 
A população inicial consiste em obter dados de teste para o programa em análise e 
codificá-los em forma de indivíduos, para uso do AG. Este processo pode ser realizado de 
duas maneiras: 
• Arquivo de população inicial - Um arquivo texto contendo um dado de teste por 
linha, com valores separados por vírgula pode ser fornecido para servir como uma 
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semente para população inicial do AG. O conteúdo do arquivo deve refletir o arquivo 
de configuração como por exemplo quantidade de entradas e seus tipos de dados; 
• Aleatoriamente - Com base no arquivo de configurações, que informa o tipo de 
dado com o qual o programa trabalha, um método de geração aleatória de dados 
foi desenvolvido para cada tipo suportado pela ferramenta, conforme listado na 
Tabela 5.2. 
Após a obtenção dos dados de teste, estes são codificados conforme a abordagem da 
Seção 5.1.3.1, e depois são armazenados em arquivo. 
5.1.3.1 Codificação de Indivíduos 
A codificação obedece um critério de representação em bloco de tipo de dado. Cada 
tipo de dado possui uma representação específica de bloco. A Figura 5.2 ilustra a re-
presentação desses blocos conforme o tipo. Assim, se o programa possui entrada do tipo 
inteiro e string, a representação dos valores de entrada em indíduos será formada pela 
concatenação dos blocos correspondentes para os tipos inteiro e string. 
Sinal I Número 1 
Inte i ro 
Sinal I Numero 1 Sinal h Mantissa H 
Float 
Sinal I Numero 1 sinal I Mantissa 1 
D o u b l e 
St r ing 
C h a r 
Figura 5.2: Ilustração da codificação dos tipos de dados 
Para inteiro, utiliza-se uma máscara de seis posições. Uma posição para o sinal e cinco 
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para o número resultando em +00000. 
Para float, utiliza-se uma máscara de nove posições. Uma posição para o sinal, cinco 
para o número, uma posição para o sinal da mantissa e duas posições para o valor da 
mantissa, resultando em +00000+00. 
A máscara para o tipo double é semelhante à máscara de float, porém possui uma capa-
cidade maior refletindo em mais uma posição para a mantissa, resultando em +00000+000. 
Para o tipo string, a máscara consiste em preencher o conteúdo com um caracter 
coringa 0 . Para char, apenas um é necessário. 
A Tabela 5.2 ilustra como é feita a codificação: 
Tabela 5.2: Codificação de tipos de c ados 
Tipo Máscara Valor Codificado 
Inteiro +00000 -543 -00543 
Float +00000+00 -543000 -00543+03 
Double +00000+000 -543000 -00543+003 
String (tam 10) 0 0 0 0 0 0 0 0 0 0 teste t e s t e 0 0 0 0 0 
Char 0 A A 
Em termos práticos, se um programa necessita de dados dos tipos inteiro, string e 
char com os valores respectivamente, -543, "teste" e 'A', o indivíduo teria a seguinte 
representação 2: -OO543teste00000A 
5.1.4 Avaliação da População 
A avaliação dos indivíduos consiste em gerar 1) um escore de fitness, com base em 
quantos elementos requeridos cada indivíduo satisfaz pelo total de elementos requeridos 
e 2) um escore de similaridade, que é um bônus que melhor bonifica indivíduos que 
satisfazem elementos inéditos. 
Essa avaliação é feita através de interface com a ferramenta de teste que apóia o 
critério de teste configurado no arquivo de configuração. A ferramenta de teste gera em 
arquivo todos os elementos requeridos satisfeitos pela execução. Realizando uma nova 
2 0 tamanho adotado para o tipo string neste exemplo foi 10. Este valor é informado no Arquivo de 
Configuração 
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execução para cada indivíduo da população, obtém-se o número de elementos satisfeitos 
por cada indivíduo da população, inclusive quais. Essas informações de cobertura são 
armazenadas em um arquivo de forma a representar uma tabela de cobertura de elementos 
por indivíduo, onde nas linhas estão representados os indivíduos e nas colunas os elementos 
requeridos. Para cada indivíduo, tem-se uma linha de cobertura onde o n-ésimo caracter 
dessa linha tem o valor de 'X' se o indivíduo satisfez o n-ésimo elemento requerido, '—' 
caso contrário. Este arquivo pode ser observado na Figura 5.3. 
Figura 5.3: Ilustração do arquivo de cobertura dos indivíduos 
A partir deste primeiro arquivo, calcula-se o escore de fitness para cada indivíduo com 
a Fórmula 5.1: 
nr o .elementos.satis feitos x * 100 . Fitnessx = ——- ï 5.1) nr o .total, elemento s 
Na fórmula 5.1, nr o.elementos .satis feitosx é o número de elementos requeridos satisfeitos 
pelo indivíduo sendo analisado e nr o .total .elementos é a quantidade total de elementos 
requeridos pelo critério de teste em questão, obtido com a ferramenta de teste. 
Um outro arquivo também é gerado representando assim a relação de indivíduos que 
satisfazem um determinado elemento requerido. Neste arquivo as linhas representam os 
elementos requeridos e as colunas os indivíduos da população. Este segundo arquivo 
representa a transposta da matriz representada no primeiro arquivo. Para cada elemento 
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tem-se uma linha de cobertura onde o n-ésimo caracter dessa linha tem o valor de 'X' se 
o n-ésimo indivíduo satisfez o elemento requerido em questão, '—' caso contrário. Este 
arquivo é ilustrado na Figura 5.4. 
Figura 5.4: Ilustração do arquivo de cobertura dos elementos 
A partir deste segundo arquivo, pode-se obter o total de indivíduos e quais indivíduos 
satisfizeram cada elemento, assim pode-se calcular um bônus de similaridade referente 
a um determinado elemento, com base no número de indivíduos que o satisfizeram. O 
escore final de similaridade de cada indivíduo é a somatória de todos os bônus que ele 
ganhou. Assim, um indivíduo que satisfaz poucos elementos, mas que apenas ele satisfaz, 
não é punido por ter um escore de fitness baixo no momento da evolução. A Fórmula 5.2 
a seguir ilustra o cálculo da bonificação para o elemento requerido x. 
., . , , -, „„„ / nro-individuos-cobremx\ Bonusbimilaridaaek,lementox = 100* 1 (5.2) \ nr o.total .individuos ) 
Onde nro-individuos-cobremx representa o número de indivíduos que cobrem o elemento 
em questão e nr o dotal.individuos o número total de indivíduos, o tamanho da população. 
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O cálculo do escore de similaridade do indivíduo é ilustrado pela Fórmula 5.3: 
<7 
BonusSimilaridadelndividuOy = ^^ BonusSimilaridadeElementox (5.3) 
1=1 
Onde BonusSimilaridadeElementox é o bonus de cada elemento x coberto pelo in-
dividuo y e q a quantidade de elementos requeridos. 
Como citado na Seção 5.1.3, os individuos são armazenados em arquivo, logo para se 
utilizar as ferramentas de teste, antes os indivíduos devem ser recuperados do arquivo de 
população, decodificados e depois utilizados pela ferramenta de teste. 
O valor do escore de fitness de cada indivíduo é armazenado em outro arquivo, ficando 
disponível para a etapa de evolução detalhada adiante. 
5.1.5 Evolução da População 
A etapa de Evolução da População compreende em escolher indivíduos da população 
atual para gerar indivíduos que formarão a próxima população da nova geração. A ferra-
menta implementa diferentes estratégias de evolução: 
• evolução por Fitness; 
• evolução por Elitismo; 
• evolução por Similaridade; 
Além das diferentes estratégias de evolução, a ferramenta implementa ainda um me-
canismo de memorização com base em lista Tabu que pode ou não ser usado, dependendo 
da configuração fornecida. Caso esteja configurado para usar este mecanismo, após a exe-
cução das estratégias de evolução citadas acima, é realizada a atualização da lista Tabu. 
Todas essas estratégias estão detalhadas nas seções subsequentes. A quantidade de in-
divíduos gerada na nova população por cada uma dessas estratégias é um dos parâmetros 
do arquivo de configuração. 
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5.1.5.1 Evolução por Fitness 
A estratégia de evolução por fitness consiste no método tradicional de evolução de 
AG's, onde a evolução é baseada no escore de fitness dos indivíduos, ou seja, utiliza-se de 
um método de seleção para obter um par de indivíduos e depois aplicam-se os operadores 
genéticos para gerar dois indivíduos da próxima geração. Esse processo se repete até que 
uma nova população com mesmo tamanho seja gerada. 
O método de seleção escolhido foi seleção por roleta. Este método foi implementado 
utilizando uma variável de controle que acumula a somatória do valor do escore de fitness 
de cada indivíduo, obtido do arquivo de fitness resultante da avaliação da população. Um 
valor é obtido aleatoriamente entre zero e o valor da somatória. O indivíduo selecionado 
é aquele que ao somar o seu valor de escore de fitness na variável de somatória, supera ou 
se iguala ao valor sorteado. 
Os operadores genéticos implementados foram crossover e mutação. O crossover entre 
dois indivíduos ocorre entre os blocos e não sobre a representação como um todo, como 
pode ser observado na Figura 5.5. Isto permite que o operador genético seja diferente 
para cada tipo de dado e respeite as particularidades dos valores contidos nos blocos de 
dados quem formam o indivíduo, evitando assim, que valores inválidos sejam gerados 
caso o mesmo fosse genérico. Para ilustrar o problema, se o operador de crossover fosse 
aplicado na décima quinta posição dos indivíduos da Figura 5.5, um valor inválido seria 
gerado. Primeiro verifica-se para cada bloco da representação dos indivíduos se ocorrerá 
ou não crossover, e caso sim, o operador crossover de um ponto, explicado no Capítulo 2, 
é aplicado entre os blocos. A mutação ocorre sobre os dois indivíduos resultantes do 
operador crossover, independente se foi ou não aplicado crossover, da mesma forma como 
explicada no Capítulo 2 e da mesma forma como o operador crossover, é aplicado sobre 
cada bloco da representação do indivíduo. 
Se o resultado da aplicação dos operadores genéticos gerar um indivíduo que já faz par-
te da nova população, este é descartado (eliminação de duplicata abordada no Capítulo 2) 
e o processo continua até que o número de indivíduos configurados para serem gerados 
por este método de evolução seja alcançado. 
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Figura 5.5: Aplicação dos operadores genéticos 
5.1.5.2 Evolução por Elitismo 
Esta estratégia introduz indivíduos na próxima geração com base em uma lista orde-
nada pelo escore de fitness de forma a garantir que bons indivíduos não sejam perdidos no 
processo de evolução por fitness. Caso o indivíduo já exista na nova população, o próximo 
da fila é selecionado e assim sucessivamente, eliminando a duplicidade de indivíduos con-
forme abordado no Capítulo 2. 
5.1.5.3 Evolução por Similaridade 
Esta estratégia é similar à evolução por elitismo porém ao invés de ordenar a lista 
pelo escore de fitness, ordena pelo valor de similaridade gerado na avaliação da população. 
Esta estratégia busca garantir que indivíduos que satisfaçam elementos inéditos não sejam 
perdidos durante o processo de evolução. 
5.1.5.4 Est ra tégia Lista Tabu 
A estratégia Lista Tabu implementada é uma lista onde um indivíduo é adicionado 








complementar. Ou seja, um indivíduo x é adicionado na lista se e somente se nenhum 
outro indivíduo da lista cobre algum elemento que x cobre ou se x possui uma abrangência 
de cobertura que melhora a cobertura de um indivíduo da lista, caso em que o último 
indivíduo deve ser removido da lista Tabu para a inserção de x. O tamanho da lista Tabu 
é limitado ao número de elementos requeridos obtidos, caracterizando a situação em que 
um indivíduo seria necessário para satisfazer cada um dos elementos requeridos. 
Dessa forma a lista Tabu assume um papel importante para melhorar a cobertura da 
população, consequentemente do critério, por fornecer um método de memorização de 
indivíduos eficientes por todo o processo de evolução do AG. 
5.1.6 Resultado 
O resultado gerado pela ferramenta é um arquivo (chamado "Populacao.res"), conten-
do os dados de teste correspondentes à população que obteve melhor cobertura durante 
a execução da ferramenta, para o critério configurado. Esta população possui tamanho 
conforme determinado no arquivo de configuração e formato conforme as Ferramentas 
POKE-TOOL e PROTEUM podem utilizar como entrada de dados. 
Caso a ferramenta esteja configurada para utilizar o recurso da lista Tabu, parâmetro 
"#AtivaTabu = sim;", um outro arquivo é gerado, "Tabu.res", contendo apenas os in-
divíduos mais eficientes de todo o processo. O resumo da cobertura de todas as gerações 
é gerado em um arquivo chamado "resumo.tst" e um relatório da execução é gerado em 
um arquivo chamado "resultado.tst" informando dados sobre a cobertura inicial, tempo 
para a avaliação inicial, a melhor cobertura e sua geração de descoberta e o tempo de 
execução final. 
5.2 Configuração da Ferramenta 
A utilização da ferramenta inicia com a geração do arquivo de configuração. Este 
consiste em um arquivo texto contendo palavras chaves seguidas de valores determinando 
o comportamento da ferramenta. O arquivo de configuração permite ao testador fornecer 
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informações que podem ser divididas em quatro categorias: 
• relacionados com a atividade de teste de software: arquivo fonte do programa em 
teste, nome da função, critério de teste, cobertura desejável; 
• parâmetros relacionados com o processo de evolução: taxa de crossover, taxa de 
mutação, tamanho da população, número máximo de gerações e informações sobre 
o processo de evolução - número de indivíduos evoluídos pelo processo tradicional 
de AG baseado em fitness, por elitismo ou por similaridade; 
• relacionados com a execução do programa em teste: formato da entrada esperada 
pelo programa, número de argumentos e nome do arquivo de população inicial; 
• relacionados com os recursos disponíveis pela ferramenta: ativação da lista Tabu, 
número de gerações utilizando o recurso de repositório de execuções, pausa entre 
gerações, variação do tipo inteiro e string. 
A Tabela 5.3 apresenta todos os parâmetros disponíveis, a necessidade dos mesmos 
para o uso da ferramenta e uma breve descrição. Cada parâmetro esta coberto com mais 
detalhes a seguir. 
O parâmetro #ArquivoFonte, é usado para informar o nome do arquivo a ser testado 
e deve ser sempre informado pois consiste de um parâmetro necessário. 
Para os critérios implementados pela POKE-TOOL, o parâmetro #NomeFuncao deve 
ser configurado. Para a PROTEUM este parâmetro é desprezado. 
O critério de teste é informado pelo parâmetro ^Criterio e deve sempre estar pre-
sente. Os valores possíveis para este parâmetro são os nomes dos critérios: Todos-Nós, 
Todos-Arcos, Todos-Potenciais-Usos, Todos-Potenciais-Du-Caminhos, Todos-Potenciais-
Usos/Du e Analise de Mutantes. 
O parâmetro #CoberturaCriterio informa à ferramenta uma cobertura aceitável para 
o critério. Assim a execução pode ser encerrada ao alcançar tal cobertura. Se configurado 
com o valor -1, a ferramenta executará até que o máximo de gerações seja alcançado. 
O tamanho da população é informado com o parâmetro #TamanhoPopulacao e deve 
ser portanto um valor maior que zero. 
Para informar o número máximo de gerações é utilizado o parâmetro #NumeroGera-
coes que deve ser um valor maior que zero. Este parámetro pode ser configurado para 
zero, caso em que o processo de evolução não será realizado e apenas a população inicial 
será avaliada. 
Tabela 5.3: Parâmetros detalhados 
Parâmetro Necessário Detalhes 
#ArquivoFonte Sim Nome do programa a ser testado. 
#NomeFuncao Sim Nome da função a ser testada. 
#Criterio Sim Critério de teste a ser utilizado. 
#CoberturaCriterio Sim Valor a para a Cobertura desejável, 
0 > a < 1. 
#TamanhoPopulacao Sim Tamanho 7 da população, onde 7 > 0. 
#NumeroGeracoes Sim Número máximo ö de gerações, ô > 0. 
#TaxaMutacao Sim Taxa e de mutação para 0 AG, 
0 > e < 1. 
#TaxaCrossover Sim Taxa £ de crossover para 0 AG, 
0 > e < 1. 
#Elitismo Sim Quantidade £ de indivíduos que evoluem 
por elitismo, 0>Ç<je( + rj + 6= 7 
^Similaridade Sim 
Quantidade 77 de indivíduos que evoluem 
por similaridade, 0 > r] < 7 
e 77 + C + 7 
#Fitness Sim Quantidade 9 de indivíduos que evoluem 
por fitness, 0>6<je9+Ç + r) + = ry 
#FormatoEntrada Sim Tipos de dados da entrada do programa. 
I-int, F-float, D-double, C-char e S-string. 
#NumeroArgumentos Sim Número ß de parâmetros de entrada 
esperados como argumento, onde ß > 0. 
#ArquivoPopulacao Não Arquivo com dados semente para 
população inicial. 
#AtivaTabu Não Ativar estratégia de lista Tabu. 
#VariacaoInt Não Variação do tipo inteiro na forma 
Liminferior /Lim3Uperior. Default 0/10000. 
#Variacao String Não Tamanho do tipo string na forma 
Tamminifno/Tamrnaximo. Default 1/30. 
#TipoString Não Configura a geração de string. 
#PausaGeracao Não Ativar pausa entre uma geração e outra. 
#GeracoesComRepositorio Não Quantidade de gerações usando 0 
repositório de cobertura. 
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Para indicar a taxa de mutação o parâmetro #TaxaMutacao é utilizado. Conforme 
exposto na Tabela 5.3, deve conter um valor e onde 0 > e < 1. 
Para indicar a taxa de crossover o parâmetro #TaxaCrossover é utilizado. Conforme 
também exposto na Tabela 5.3, deve conter um valor e onde 0 > e < 1. 
O parâmetro #Elitismo informa a quantidade de indivíduos da próxima geração ge-
rados por elitismo. 
O parâmetro ^Similaridade informa a quantidade de indivíduos da próxima geração 
que devem ser gerados por similaridade. 
#Fitness informa a quantidade de indivíduos da próxima geração gerados através do 
processo tradicional de evolução de AG's simples. 
Estes três últimos parâmetros são complementares no sentido de que a soma de seus 
valores deve resultar no tamanho da população. Seus valores podem ser zero, desabilitando 
assim, a respectiva forma como os indivíduos da próxima geração são gerados. 
O formato da entrada que o programa em teste espera deve ser informado através do 
parâmetro #FormatoEntrada. Seu valor deve ser os tipos de dados na ordem em que 
o programa os espera, sendo utilizada a convenção de I para int, F para float, D para 
double, C para char e S para string. Se o programa espera, por exemplo, um int, um char 
e um string, o conteúdo deste parâmetro será ICS. 
O uso do parâmetro #NumeroArgumentos informa ao framework a quantidade n de 
entradas esperada pelo programa sendo testado em forma de argumento de chamada 
e não como entrada via teclado. Assim, os primeiros n tipos de dados configurados 
em #FormatoEntrada serão fornecidos para o programa em teste como argumento e o 
restante, se houver, será fornecido como entrada via teclado. 
Todos os parâmetros citados até então são obrigatórios e necessários para o funciona-
mento da ferramenta. 
O parâmetro #ArquivoPopùïacao é opcional e possibilita o fornecimento de uma po-
pulação inicial para o AG. 
O parâmetro #AtivaTabu ativa o recurso de memorização disponível no framework. 
Este parâmetro é ativado com os valores "1" ou "sim" e desativado com qualquer outro 
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valor ou se não configurado. 
O parâmetro #VariacaoInt é útil para limitar a variação do tipo inteiro para uma faixa 
de valores. Este recurso pode ser interessante para determinados tipos de programas. 
Seu valor deve estar no seguinte formato Liminjerior/LimsupeTi0T e por default 0/10000 é 
assumido. 
O parâmetro #VariacaoString limita a variação do tipo string para um tamanho 
mínimo e máximo. Seu valor deve estar no formato Tamminimo/Tammaximo e por de-
fault 1/30 é assumido. 
O parâmetro #TipoString customiza a geração aleatória para o tipo de dado String. 
Este parâmetro permite informar quais caracteres podem ser usados com a seguinte con-
vensão: número (n), letras minúsculas (l), letras maiúsculas (L) e espaço em branco(s). 
Por default aceita tudo slLn. 
O parâmetro #GeracoesComRepositorio é utilizado para balancear o ganho de de-
sempenho com a utilização do repositório de execuções. Este repositório evita que um 
indivíduo já avaliado seja avaliado novamente caso esteja presente novamente em alguma 
geração. Como este recurso é implementado em arquivo, dependendo do número de ge-
rações e do tamanho da população, a busca neste repositório pode se tornar mais lenta 
que executar o dado de teste novamente. Este parâmetro permite uma customização do 
uso deste recurso. 
E possível que a ferramenta pare e pergunte ao testador se deseja continuar com a 
atividade de teste a cada geração. O parâmetro para esta funcionalidade é #PausaGeracao 
que deve conter o valor "1" para ser ativado. 
O nome do arquivo com as configurações deve ser "arqconfig.txt" e deve estar no 
diretório onde se deseja utilizar a ferramenta. O arquivo fonte do programa em teste 
deve ser colocado em um subdiretório deste onde se encontra o arquivo de configuração, 
cujo nome deve ser "poketoolTest" por questões de compatibilidade com a Ferramenta 
POKE-TOOL. 
Para facilitar a geração deste arquivo, esta disponível uma interface gráfica para ela-
boração do arquivo de configuração assim como para executar a Ferramenta TDSGen. 
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Figura 5.6: Interface gráfica da Ferramenta TDSGen 
Para isso ela deve ser invocada a partir do diretório onde se deseja gerar o arquivo de 
configuração. Esta interface pode ser visualizada na Figura 5.6. 
A interface é baseada em componentes de interface (abas) de fácil entendimento e 
navegação, possibilitando todas as configurações disponíveis e inclusive a visualização do 
arquivo de configuração gerado. Possui ainda, um componente de texto com barra de 
rolagens onde toda a saída do programa é apresentada. 
5.3 Exemplo de Utilização 
Esta seção descreve um exemplo prático de como se utiliza a ferramenta implementada. 
O arquivo a ser testado neste exemplo foi compress.c. Este programa espera como 
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entrada um string (seqüência de caracteres), informado via teclado e não por argumento, 
e fornece como saída uma representação compactada da entrada substituindo a repetição 
consecutiva de caracteres que ultrapassam três repetições por uma representação do tipo 
~aß , onde: 
• a identifica o número de repetições através de letras do alfabeto atribuindo-se D 
para 4, E para 5 e assim sucessivamente até chegar em Z para 26 repetições. Ultra-
passando este limite, o processo se repete caso as repetições da letra representada 
por ß continuem e ultrapassem o mínimo de três repetições; 
• ß é o caractere que se repete. 
Exemplos para o programa compress.c podem ser observados na Tabela 5.4. 





O critério de teste escolhido foi Análise de Mutantes da PROTEUM. Como mencio-
nado acima, o programa compress.c necessita de um string como entrada, logo o formato 
da entrada para o programa é "S" e desta entrada, 0 (zero) é argumento. Por exclusão, 
a entrada do string deve ser feita via teclado e não argumento. A variação do tipo de 
dado string foi modificada para ter no mínimo 1 e no máximo 70 caracteres, as taxas de 
crossover e mutação foram configuradas para 90% e 10%, o tamanho da população a ser 
usado pelo AG é 50 indivíduos, o número de gerações foi definido para no máximo 100. 
Os indivíduos da próxima geração são gerados 10% por elitismo, 40% por fitness (AG 
tradicional) e 50% por similaridade. Para o exemplo, o recurso de lista Tabu está ativo 
e o número máximo de gerações que devem consultar o repositório de execuções é 90 das 
100 gerações. 
O arquivo de configuração para o exemplo com compress.c é apresentado na Figu-





#Criterio = Todos os Nos; 
#NumeroArgumentos = 1 ; 
#FormatoEntrada = S; 
#ArquivoFonte = getcmd.c; 
#NomeFuncao = getcmd; 
#CoberturaCriterio = 0.9; 
#VariacaoInt = -50/50; 
#VariacaoString = 1/2; 
#TipoString = 1; 
#TaxaCrossover = 0.0; 
#TaxaMutacao = 0.00; 
#TamanhoPopulacao = 10; 
#NumeroGeracoes = 0; 
#Elitismo = 0; 
#Similaridade = 0; 
#Fitness = 0; 
#PausaGeracao = 0; 
#AtivaTabu = 0; 
#GeracoesComRepositorio = 0; 
Figura 5.7: Ilustração de arquivo de configuração 
"tdsgeri". O resultado será um arquivo "Populacao.res" com 100 dados de teste gerado 
e outro "Tabu.res" com apenas os dados efetivos para a cobertura do critério. Para esta 
execução, a cobertura pode iniciar com aproximadamente 58% e chegar à 68%. Dados de 
execução e análise sobre os mesmos estão detalhados no Capítulo 6. 
5.4 Considerações Finais 
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Nesse capítulo foi descrita a Ferramenta TDSGen que permite a integração com as 
ferramentas de teste POKE-TOOL e PROTEUM e a utilização dos critérios estruturais 
e baseado em erros repectivamente implementados por estas ferramentas. 
A ferramenta implementa um AG e algumas estratégias tais como similaridade e Lista 
Tabu para aumentar o desempenho do algoritmo. 
No próximo capítulo são descritos resultados de um experimento para validar a im-
plementação da Ferramenta TDSGen e também das estratégias implementadas. 
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CAPÍTULO 6 
EXPERIMENTO DE VALIDAÇÃO 
0 experimento descrito neste capítulo tem como objetivo validar a implementação 
da Ferramenta TDSGen e verificar a influencia no desempenho do AG considerando as 
estratégias implementadas e descritas no Capítulo 5. 
6.1 Descrição 
Os programas utilizados no experimento e um breve descritivo de cada um estão na Ta-
bela 6.1. Esses programas foram executados com os critérios implementados pelas Ferra-
mentas de teste POKE-TOOL e PROTEUM, sendo eles: Todos-Nós, Todos-Arcos, Todos-
Potenciais-Usos, Todos-Potenciais-Du-Caminhos, Todos-Potenciais-Usos/Du e Análise de 
Mutantes. 
Tabela 6.1: Programas do experimento e descritivo 
Programa Descrição 
compress.c 
Obtém entradas do tipo string fornecidas via teclado e mostra na tela 
uma representação compactada substituindo caracteres repetidos mais 
de três vezes consecutivas por algo como ~aß, onde a 
identifica o número de repetições através de letras do alfabeto e ß 
identifica a letra. 
getcmd.c 
Este programa espera uma entrada do tipo string para comparar com 
um enumerator onde existem alguns comandos. Se o string fornecido 
corresponder a algum comando no enumerator, o programa devolve a 
posição correspondente ao comando no enumerator, caso contrário a 
posição para comandos desconhecidos será retornada. 
Para obter uma base comparativa, cada programa apresentado na Tabela 6.1 foi tes-
tado como segue: 
• 10 execuções com geração de dados aleatória para três configurações diferentes; 
• 10 execuções com AG simples para três configurações diferentes; 
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• 10 execuções com AG Híbrido para três configurações diferentes. 
As execuções citadas acima foram realizadas utilizando-se a Ferramenta TDSGen, 
evitando assim, implementação extra para teste comparativo. 
Para rodar a ferramenta gerando dados aleatoriamente, basta configurar o parâmetro 
#NumeroGeracoes com valor 0 (zero) não iniciando o processo de evolução com AG e 
não informar arquivo de população inicial com o parâmetro #ArquivoPopulacao fazendo 
com que a população inicial seja gerada aleatoriamente. 
Para rodar a ferramenta evoluindo como um AG simples, basta não ativar o parâmetro 
#AtivaTabu, configurar #Elitismo e fazer ^Similaridade 0 (zero). 
Para rodar a ferramenta evoluindo como um AG híbrido, basta configurar os recursos 
ListaTabu, fitness, elitismo e similaridade respectivamente com os parâmetros #AtivaTa-
bu, #Fitness, #Elitismo e ^Similaridade. 
A configuração utilizada para os experimentos é baseada nas configurações ilustradas 
pela Figura 6.1. Na figura, a Configuração A ilustra a configuração para geração ale-
atória para população de 10 indivíduos e critério Todos-Nós; a Configuração B mostra a 
configuração para geração com AG Simples de uma população de tamanho 50 e critério 
de teste Todos-Potenciais-Usos; a Configuração C ilustra a configuração para geração por 
AG Híbrido e popualação de 200 indivíduos com o critério Análise de Mutantes. 
As Tabelas 6.2 e 6.3 apresentam as médias de cobertura alcançadas respectivamente 
para os programas getcmd.c e compress.c para as três estratégias propostas. Os dados 
destas tabelas estão representados gráficamente nas Figura 6.2 e 6.3. 
O tempo gasto (tempo de execução da ferramenta) com cada estratégia para cada pro-
grama está apresentado nas Tabelas 6.4 e 6.5 e, representados gráficamente nas Figuras 6.4 
e 6.5. 
As Tabelas 6.6 e 6.7 apresentam os números de dados de teste efetivos para os dois 
programas; um dado efetivo é aquele que realmente contribui para o aumento da cobertura 
do critério. 
Entretanto outros dados de teste foram gerados e consequentemente analisados pela 
ferramenta. Para se ter uma idéia da relação número de dados de teste analisados e 
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efetivos e de quanto a ferramenta pode ajudar o usuário nessa tarefa, esses números 
foram contabilizados para o programa getcmd.c. Esses números estão na Tabela 6.8. 
Finalizando, a Tabela 6.9 mostra o resultado de execuções realizadas com 500 gerações 
para os critérios de teste Todos-Potenciais-Usos e Análise de Mutantes, a fim de se poder 
avaliar a influência desse parâmetro na cobertura atingida. 
Configuração A Configuração B Configuração C 
//Aleatória //AG Simples //AG Híbrido 
# L o g = 1; # L o g = 1; #Log = 1 ; 
#Criterio = Todos os Nos; #Criterio = Todos os Potenciais Usos; #Criterio = Todos os Potenciais Usos; 
#NumeroArgumentos = 1 ; #NumeroArgumentos = 1 ; «NumeroArgumentos = 1 ; 
#FormaíoEntrada = S; #FormatoEntrada = S; «FormatoEntrada = S; 
#ArquivoFonte = getcmd.c; #ArquivoFonte = getcmd.c; #ArquivoFonte = getcmd.c; 
#NomeFuncao = getcmd; #NomeFuncao = getcmd; #NomeFuncao = getcmd; 
#CoberturaCriterio = 0.9; #CoberturaCriterio = 0.9: #CoberturaCriterio = 0.9; 
#VariacaoInt = -50/50; #V ariacaolnt = -50/50; #Variacaoln( = -50 /50 ; 
#VariacaoString = 1/2; #VariacaoString = 1/2; «VariacaoString = 1/2; 
#TipoString = 1; #TipoString = 1; #TipoString = 1; 
#TaxaCrossover = 0.0; #TaxaCrossover = 0.9; #TaxaCrossover = 0.9; 
#TaxaMutacao = 0.00; #TaxaMutacao = 0.01; #Ta.xaMmacao = 0.01; 
STamanhoPopulacao = 10; #Tamat\hoPopulacao = 50; #TamanhoPopulacao = 200; 
#NumeroGeracoes = 0; #NumeroGeracoes = 100; «NumeroGeracoes = 100; 
#Elitismo = 0; «Elitismo = 0; #Elilismo = 20; 
^Similaridade = 0; #Similaridade = 0; #Similaridade = 100; 
«Fitness = 0; #Fitness = 50; «Fitness = 80; 
#PausaGeracao = 0; #PausaGeracao = 1 ; #PausaGeracao = 1 ; 
#AtivaTabu = 0; #AtivaTabu = 1 ; #AtivaTabu = 1 ; 
#GeracoesComRepositorio = 0; #GeracoesComRepositorio = 90; «GeracoesComRepositorio = 90; 
Figura 6.1: Configurações para experimentos 
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Tabela 6.2: Resultado para o programa getcmd.c 
Critério Tam.População Geração Aleatória AG Simples AG Híbrido 
Todos-Nós 
10 68.18% 68.63% 69.09% 
50 70.22% 69.31% 74.54% 
200 75.68% 75.00% L_ 91.14% 
Todos-Arcos 
10 7.34% 9.33% 11.33% 
50 11.33% 10.67% 32.00% 
200 26.67% 36.67% 89.34% 
Todos-
Potenciais-Usos 
10 7.34% 9.33% 9.33% 
50 8.02% 12.00% 30.67% 




10 7.34% 8.00% 9.34% 
50 14.00% 11.33% 40.00% 




10 8.67% 8.00% 11.33% 
50 13.34% 13.33% 40.00% 
200 32.00% 36.00% 88.67% 
Análise de 
Mutantes 
10 36.27% 34.44% 38.29% 
50 48.74% 48.75% 52.72% 
200 63.50% 63.10% 67.10% 
"'abela 6.3: Resultado para o programa compress.c 
Critério Tam.População Geração Aleatória AG Simples AG Híbrido 
Todos-Nós 
10 93.75% 93.75% 93.75% 
50 93.75% 93.75% 93.75% 
200 93.75% 93.75% 93.75% 
Todos-Arcos 
10 83.33% 83.33% 83.33% 
50 83.33% 83.33% 83.33% 
200 83.33% 83.33% 83.33% 
Todos-
Potenciais-Usos 
10 58.00% 58.00% 58.25% 
50 60.25% 59.75% 61.00% 




10 37.94% 37.06% 38.53% 
50 37.06% 42.94% 42.94% 




10 49.50% 49.00% 49.75% 
50 55.00% 56.50% 57.75% 
200 59.00% 57.50% 60.00% 
Análise de 
Mutantes 
10 42.77% 42.67% 42.82% 
50 42.91% 42.90% 43.02% 
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Figura 6.3: Gráficos de cobertura para Compress.c 
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Tabe a 6.4: Tempo de execução para o programa getcmd.c 
Critério Tam.População Geração Aleatória AG Simples AG Híbrido 
Todos-Nós 
10 00:00:01 00:00:43 00:00:29 
50 00:00:04 00:02:02 00:01:49 
200 00:00:14 00:02:29 00:02:00 
Todos-Arcos 
10 00:00:01 00:04:46 00:01:33 
50 00:00:04 00:05:26 00:02:47 
200 00:00:13 00:09:21 00:10:51 
Todos-
Potenciais-Usos 
10 00:00:01 00:03:54 00:01:26 
50 00:00:03 00:05:01 00:02:03 




10 00:00:01 00:04:17 00:02:40 
50 00:00:07 00:04:48 00:05:08 




10 00:00:01 00:04:05 00:01:36 
50 00:00:04 00:04:34 00:02:20 
200 00:00:14 ^ 00:07:52 00:06:59 
Análise de 
Mutantes 
10 00:02:56 00:26:10 00:12:34 
50 00:20:33 01:05:47 01:18:09 
200 01:23:06 02:09:43 02:43:53 
Tabela 6.5: Tempo de execução para o programa compress.c 
Critério Tam.População Geração Aleatória AG Simples AG Híbrido 
Todos-Nós 
10 00:00:01 00:00:38 00:00:24 
50 00:00:03 00:03:07 00:01:55 
200 00:00:13 00:16:50 00:14:23 
Todos-Arcos 
10 00:00:01 00:00:45 00:00:24 
50 00:00:03 00:03:07 00:01:14 
200 00:00:14 00:16:33 00:14:33 
Todos-
Potenciais-Usos 
10 00:00:01 00:00:52 00:00:28 
50 00:00:04 00:03:27 00:02:06 




10 00:00:01 00:01:00 00:00:31 
50 00:00:04 00:03:17 00:01:46 




10 00:00:01 00:00:56 00:00:30 
50 00:00:03 00:03:12 00:01:58 
200 00:00:15 00:17:41 00:15:38 
Análise de 
Mutantes 
10 00:05:50 00:54:25 00:47:25 
50 00:34:34 01:50:13 01:56:09 
200 02:14:42 04:01:04 04:18:14 
E 
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Figura 6.4: Gráficos de tempo para Getcmd.c 
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Tabela 6.6: Caaos de teste para o programa getcmd.c 
Criterio Tam.População Geração Aleatoria AG Simples AG Híbrido 
10 1 1 1 
Todos-Nós 50 3 3 4 
200 4 4 11 
10 1 2 2 
Todos-Arcos 50 2 2 5 
200 4 6 13 
Todos- 10 1 1 1 
Potenciais-Usos 50 1 2 5 
200 4 5 14 
Todos- 10 1 1 1 
Potenciais 50 2 1 6 
Du-Caminhos 200 5 7 14 
Todos- 10 2 2 2 
Potenciais 50 2 2 6 
Usos/Du 200 6 8 13 
10 10 8 11 
Análise de 50 26 27 29 
Mutantes 200 37 33 40 
Tal )ela 6.7: Casos de teste para o programa compress.c 
Critério Tam. População Geração Aleatoria AG Simples AG Híbrido 
10 1 1 1 
Todos-Nós 50 1 1 1 
200 1 1 1 
10 1 1 1 
Todos-Arcos 50 1 1 1 
200 1 1 1 
Todos- 10 1 1 1 
Potenciais-Usos 50 2 1 2 
200 2 2 3 
Todos- 10 2 2 2 
Potenciais 50 2 4 3 
Du-Caminhos 200 3 3 4 
Todos- 10 2 2 2 
Potenciais 50 2 3 3 
Usos/Du 200 4 3 4 
10 2 2 2 
Análise de 50 3 3 4 
Mutantes 200 6 6 7 
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Tabela 6.8: Comparativo entre o número de dados de teste gerados e efetivos para o 
programa getcmd.c com AG Híbrido 
Critério Tam.Populaçao Gerados Efetivos 
10 230 1 
Todos-Nós 50 1233 4 
200 4788 11 
10 231 2 
Todos-Arcos 50 1250 5 
200 4803 13 
Todos- 10 136 1 
Potenciais-Usos 50 753 5 
200 2807 14 
Todos- 10 136 1 
Poten ci ais- 50 742 6 
Du-Caminhos 200 2805 14 
Todos- 10 139 2 
Potenciais- 50 740 6 
Usos/Du 200 2418 13 
10 146 11 
Análise de 50 755 29 
Mutantes 200 2835 40 
Tabela 6.9: Resultado para o programa getcmd.c com 500 gerações 
Critério Tam.População Geração Aleatória AG Híbrido 
Potenciais-Usos 200 30.67% 93.33% 
Análise de 
Mutantes 
200 58.65% 68.95% 
6.2 Análise dos Resultados 
Com base nos dados apresentados na seção anterior, os seguintes aspectos foram le-
vantados: 
• Tempo: o tempo de evolução aumenta conforme o tamanho da população aumenta, 
como era de se esperar pois mais indivíduos terão que ser avaliados. O mesmo 
acontece se o número de gerações aumenta. A mudança do critério de teste, com 
excessão do critério Análise de Mutantes, não modifica o tempo de execução de 
forma significativa. Na comparação do tempo para a avaliação da primeira geração 
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com o tempo gasto para a avaliação para um número x de gerações, o tempo final não 
aumentou proporcionalmente (tempo¡inai ^ x * (tempOiniciai)), fruto da estratégia 
de memorização implementada evitando a execução de um indivíduo que já foi 
avaliado em uma geração anterior. Na comparação dos tempos de AG simples e 
AG Híbrido, este último levou um tempo sensivelmente menor devido a estratégia 
de memorização. Esta mantém dados da cobertura de indivíduos em arquivo para 
obtê-las sem a necessidade de nova execução. Este recurso é muito útil para o 
critério Análise de Mutantes que possui o maior tempo para execução. 
• Quantidade de dados de teste: com relação ao tamanho da população, para todos 
os critérios de teste analisados, quanto maior a população, maior o espaço de busca 
e maior o número de dados de testes efetivos. Quanto ao critério de teste utilizado, 
a quantidade de dados de teste não sofreu alterações significativas entre os critérios 
estruturais. Uma diferença é observada entre o critério Análise de Mutantes e qual-
quer outro critério. E importante ressaltar também que o número de dados de teste 
avaliados é sempre muito maior que a quantidade de dados efetivos resultantes. Este 
dado é apresentado na Tabela 6.8 e dá uma idéia de como a geração de dados de 
teste não é simples, podendo chegar a analisar em média 170 vezes o número de 
dados resultantes. 
• Cobertura: para todos os critérios analisados, a cobertura aumenta conforme au-
menta o tamanho da população. A cobertura encontrada para os critérios mais 
exigentes foi menor. O critério Todos-Potenciais-Du-Caminhos é o mais exigente 
deles. Essa exigência é dada por uma relação de inclusão entre critérios. Detalhes 
sobre essa relação de inclusão são apresentados em [22], A Tabela 6.9 de execuções 
extras mostra resultados de um experimento realizado para o critério estrutural ba-
seado em fluxo de dados Potenciais-Usos e o critério baseado em erros Análise de 
Mutantes com um número de 500 gerações. Esses resultados apontam que, com um 
número maior de gerações, a evolução da cobertura é mais significativa e promis-
sora. A cobertura total do critério é difícil de ser conseguida devido a existência 
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de elementos requeridos não executáveis e mutantes equivalentes. Quanto à técnica 
utilizada para geração de dados de teste, a geração aleatória foi a que apresentou 
menor cobertura em média. Algumas vezes a técnica de AG simples apresentou um 
resultado levemente menor devido à probabilidade de perder bons indivíduos duran-
te as gerações intermediárias no processo evolutivo - característica que garante que 
os AG's evitam ótimos locais. A técnica de AG Híbrido sempre apresentou o melhor 
resultado ou um resultado equivalente à alguma outra técnica. Este comportamen-
to é devido ao mecanismo de memorização implementado para bonificar indivíduos 
com alto grau de similaridade, ou seja, indivíduos que influenciam fortemente na 
cobertura final da população perante o critério, e justifica a grande diferença de 
cobertura encontrada em algumas execuções. 
6.3 Considerações Finais 
Os resultados apresentados neste capítulo mostram que as estratégias implementadas 
pela Ferramente TDSGen aumentam o desempenho do AG Simples, sem entretanto au-
mentar o custo. Percebe-se inclusive uma redução no tempo de execução pois economiza-se 
tempo na avaliação da função de fitness de cada indivíduo. 
Os resultados são muito interessantes e permitem alcançar uma cobertura satisfatória 
pois, em muitos casos, a existência de caminhos não executáveis não permite a completa 
satisfação dos critérios, ou seja, uma cobertura de 100%. Experimentos mostram que a 
maioria dos programas possuem caminhos não executáveis e a porcentagem de elementos 
requeridos é em torno de 10% [22], portanto uma cobertura de 80 a 90% está bem próxima 
do que se consegue satisfazendo os critérios completamente. 
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CAPÍTULO 7 
CONCLUSÕES E TRABALHOS FUTUROS 
Como já mencionado neste trabalho, a seleção de dados para atividade de teste pode 
ser uma tarefa demorada, complexa e custosa [44], o que pode acabar inviabilizando a 
aplicação de critérios de teste. Devido a isso, este trabalho assume um papel importante 
para tornar o teste de software uma atividade mais fácil. 
A geração de dados de teste é uma das tarefas mais difíceis de ser automatizada, 
devido a questões de indecidibilidade e limitações inerentes à própria atividade de teste. 
Este trabalho contribui para o fortalecimento da pesquisa e para o estado da arte 
em teste de software, realizando estudos teóricos que validam abordagens e ferramentas 
já existentes além de desenvolver uma nova ferramenta de geração automática de dados 
de teste, utilizando e apresentando uma nova abordagem para tal finalidade voltados à 
satisfação de critérios de teste e não a uma meta de teste específica como um determinado 
caminho, comumente encontrado na literatura. 
A Ferramenta TDGen implementa a nova abordagem proposta empregando a técnica 
de Algoritmos Genéticos com alterações e diferentes estratégias para melhor se ajustar 
ao problema de geração de dados de teste. Estas alterações, conhecidas como hibridi-
zação, incluem a implementação de lista Tabu, eliminação de duplicatas, bonificação por 
similaridade e memorização. A ferramenta proporciona também um ambiente com supor-
te à aplicação completa de uma estratégia de teste para critérios de técnicas diferentes, 
diferenciando-a de outras ferramentas disponíveis. 
Outro diferencial é o fato de não exigir do testador uma análise do código em teste e co-
mo conseqüência aproximar a atividade de teste de pessoas sem profundos conhecimentos 
na área de teste de software. 
Os resultados apresentados no Capítulo 6 demostram que AG é uma técnica promissora 
para a geração de dados de teste e que a utilização de outras estratégias com AG aumenta o 
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desempenho. Os AG's Híbridos foram os que obtiveram os melhores resultados em termos 
de cobertura e tempo de execução com relação à Geração Aleatória e AG Simples. 
O mecanismo proposto de evolução com base em similaridade, bonificando e conse-
quentemente mantendo indivíduos no processo de evolução do AG foi fundamental para 
o aumento da cobertura resultante. 
7.1 Trabalhos Futuros 
Como trabalhos futuros, podem ser realizadas diversas melhorias na Ferramenta TDSGen 
como a implementação de outros métodos de seleção e outras estratégias de hibridização, 
para a melhoria do desempenho. Outra tarefa a ser tratada é a identificação de elemen-
tos não executáveis. A implementação de heurísticas pode auxiliar a determinação dos 
mesmos e descontá-los da cobertura, assim, ficaria mais fácil avaliar os resultados e dados 
gerados pela ferramenta. 
Poderiam ser implementados mecanismos para melhorar a interface da ferramenta 
com o usuário e novos experimentos com um conjunto maior de programas. Eles podem 
apontar novas direções de pesquisa para o teste evolucionário. 
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APÊNDICE A 
FLUXO DE EXECUÇÃO DA TDSGEN 
Este apêndice apresenta figmas que Teprf'~c;entam o fluxo de execução da Ferramenta 
TDSGen. A Figma A.l apresenta a visão do pTOCf'~<;So como um todo. A Figura A.2 deta-
lha a avaliação da população. A Figura A.3 ilustra a evolução de forma geral. O processo 
de evolução esta mais detalhado nas Figuras A.4, A.5 e A.6 tratando da evolução tradi-
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