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Visualization of sunlight penetration and shadow cast in architecture design, especially in 
three-dimensional space, enables architect to understand, evaluate and control the 
interrelationship between building form and the sun position. Currently, tools to calculate the 
real sun position based on three essential variables (location, date and time) are only available 
in CAD and lighting simulation software. It is not yet available in any Virtual Reality (VR) 
software, where lighting is only used to illuminate the scene and shadow is only used as 
additional visual effect without considering the real sun position and path. Since design in 
architecture always refers to the real condition of nature, by visualizing building scene in 
Immersive Virtual Environments (IVEs) without the real sun movement would be irrelevant.  
The objective of this thesis is to develop such a tool for sunlight study purpose in stereoscopic 
IVEs. The tool called SunTool was developed from architecture point of view as a proof-of-
concept and thus is a prototype to allow serious sun paths and shadow experiments in the 
Digital Space Lab (DSL) at Department of Architecture, NUS. The SunTool consists of the 
graphical user-interface (GUI) elements and calculation script (of around 2000 lines of Jscript 
code). It provides a user-interface for inputting/changing location, date and time, which will 
accurately calculate and render the sun position and sunlight colour for any given 
architectural scene. This interdependent calculation between the sunlight angle and colour is 
also unique to this tool.  
Accuracy and visual performance of SunTool was tested by comparison with other sun 
position calculators and by applications in real projects, such as the Warren Residential 
Campus project of NUS (urban scale) and the Mahaweli Headquarter in Colombo (interior 
scale) by Geoffrey Bawa. Some suggestions in 3D modelling and 3D-object management, 
based on the current available method and technology, were proposed to optimize individual 
3D models in using SunTool prototype. The SunTool was also introduced to architecture 
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1. The Importance of Sunlight as an Element in Architecture Design 
 
Sunlight is the most delightful energy for human’s senses for lighting (daylighting) and 
heating. It shapes design architecture. Le Corbusier (1985), in “Towards a New Architecture” 
states that he composes with light. Tadao Ando (1999), in “Architecture and Spirit” also 
concurred by saying, "The creation of space in architecture is simply the condensation and 
purification of the power of light… The role of light is fundamental when creating forms in 
architecture." Architecture forms man’s dwelling place which is not only a building or place 
for man to stay, but also to live and to fulfil a human’s neediness, the deep meaning of man’s 
dwelling as reasserted by Heidegger (1971). He posits that dwelling involves four-fold 
element of earth, sky (sunlight), mortals (people) and divinities (spiritual). This reminds 
architects that the sun is one of the design elements in architecture.  
1.1.  Sunlight affects architecture design 
Light reveals form and shapes of objects as Le Corbusier (1985) once said, “Our eyes are 
made to see forms in light; light and shade reveal these forms; cubes, cones, spheres, 
cylinders, or pyramids are the great primary forms which light reveals to advantage; the 
image of these is distinct and tangible within us and without ambiguity.”  We, architects, fully 
depend on light, accompanied by shade-shadow and its ability to reveal form as a way to 
connect between the designed objects and space with what people see. 
Sunlight gives life. It affects human health, physically and mentally.  Many researches have 
actually brought man back to the fact that exposure to sunlight is good for health that it can 
help us to develop antibody and vitality for many deceases including cancers, eyesight 
problem and mental sickness called “Seasonal Affective Disorder (SAD)” (Liberman 1990, 
Hobday 2000, Ott 2000 and Holick 2004). Consequently, architecture has to deliberately 
designs openings to welcome sunlight entering buildings and sun-shading elements to block 
excessive sunlight at certain period of time and space.   
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Other kinds of life also need sunlight exposure. For example, different types of plants need 
different amount of sunlight to grow; in this case it refers to landscape design. Architecture, 
that includes landscape design, needs to consider this matter in the design process.  
The sun provides free and unlimited energy for lighting and heating. Nowadays, issue of 
“Energy Saving” to reduce total energy consumption is getting stronger and stronger. Why do 
we need to use artificial lighting and heating when the sunlight is already provided unlimited, 
free and ready to be harnessed? Natural light and heat are abundant which by photovoltaic 
technology sun heat is converted into electricity for further usage. With holistic design by 
assimilating aesthetic, human activities and other design factors, architects hold an important 
role in design and placing building elements, control sunlight penetration to allow or to avoid 
heat gains. This holistic design is the efforts to conserve energy, in addition to natural, healthy 
and invigoratingly architecture. 
Architecture involves sunlight to define the space and sunlight gives spirit into the designed 
space. Ando (1999) affirms that his architecture is, “…to endow space with meaning by using 
the natural elements and varied aspects of everyday life. The forms I've designed have 
acquired meaning from their relationship to the elements of nature: light and air, indications 
of the passing of time and the changes of season." Sunlight - shadow lines, shapes and 
volumes can become moving decoration through time to create drama, sense of depth of field 
and enrich environment with spiritual atmosphere. For example, some of the Renaissance 
church roofs have holes where sunlight can penetrate at certain time so that rays of sunlight 
trace a path in the church interior. Architects need to be able to imagine and mentally 
visualize the designed environment with dynamic sunlight and shadow involvement within 




1.2.  Sunlight as a design factor since the conceptual design phase 
Due to the absolute effects of sunlight in shaping architecture design, sunlight factor has to be 
considered since the conceptual design phase where main aspects of a building, such as 
orientation and forms, are still changeable. The main issue is that the sun shines and travels 
throughout the years with its orderly and constant path (annual and diurnal), forms a – so 
called – rhythm and ritual in human daily life. In “Sun Rhythm Form”  (1981), Knowles 
asserts the concept of sun rhythm and ritual and in "Ritual House" (2006), he explores and 
describes how human, in adapting to fulfil his need of comfortable space to live (to make 
shelter), does "ritual" adjustments and arrangements as response to the cycle of nature, the sun, 
wind, terrain, and other nature condition of the particular location. Hence, some issues related 
to direct sunlight within design process are to be discussed here. 
 
 
Figure 1-1: Architecture design elements and direct sunlight issues 
 
As shown in Figure 1-1, architects, in sunlight oriented design, deal with buildings position, 
orientation and geometries are integrated aesthetically with designed façade, materials and 
equipment, to capture or block direct sunlight entering interior spaces by considering 
surrounding urban context and inner-space function for the main goal of man’s comfortable, 
healthy and well-meaning dwelling place. 
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Heating, Cooling and Visual Discomfort (Glare) 
By proper design, controlled sunlight penetration into a building improves thermal loads and 
visual comfort, vice versa. The design involves organizing rooms’ position and orientation, 
façade and building materials, dimension and location of openings, as well as sun-shading 
elements. For active solar-energy elements, the design and placement of solar-energy 
equipment, such as solar-photovoltaic panel, solar water-heater and sunlight redirecting 
device are also to be considered too. 
Danger for Antiques / Fragile Objects 
For antiques or fragile objects, usually in museum building, there are three most dangerous 
sources of light, in order of the danger they present: daylight, fluorescent light (tubes) and 
incandescent light (bulbs). Sunlight energy causes heat, chemical reaction and nano-material -
construction that can deteriorate materials and fade colours. Careful planning of direct 
sunlight penetration as well as planning the placement of the fragile objects is suggested 
(McKay 1981, Ellison 2000). 
Solar Envelope: Solar access and Overshadowing 
Every man on this earth has the right to get full access of sunlight for their living space as it 
affects the whole aspects of their life. The state of California, USA, is one of the first that 
imposed laws to ensure solar access for its residents.  “The Solar Rights Act” promoted in 
1976, adopted in 1978 and imposed in 1979 (Thayer, 1981). A definition of “Solar right” 
quoted from State of New Mexico’s declaration in 1978: 
"Solar right" means a right to an unobstructed line-of-sight path from a solar 
collector to the sun, which permits radiation from the sun to impinge directly on the 
solar collector.” 1 
 
The solar-access right influence architecture design in urban scale. Architects and urban 
planners need to deal with site assessment, site surrounding objects, distance-height (D/H) of 
                                                     




the building and landscaping to avoid overshadowing. Knowles (1981) designed a tool called 
“Solar Envelope” to determine invisible boundaries in which architects may design their 
building with consideration of solar access for the neighbours. By visualizing solar envelope 
generated according to the site location, architects can analyze and evaluate their building 
design and the effect to its surrounding. The same approach also applied in landscape 
architecture, but instead of people, the plants are the objects that need solar access for their 
life.  
Sunlight beams – Shadow design  
Maya civilization applied sunlight-shadow design on the Chichen Itza pyramid that was built 
as a temple to their god of Kukulcan. Twice a year, on the spring and fall equinox, the sun 
movement at rising and setting time creates shadow illusion as a serpent body sliding down 
along the north stone staircase. 2 Another sunlight-shadow design is at the Church of Mary 
Magdalene (Rennes-le-Château, France), it has a particular design to illuminate St. Antoine 
Ermite’s statue with sunbeam on January 17th the date when he died.3  
Modern architecture design also includes sunlight and shadow as a dynamic design decoration.  
Tanizaki, one of the greatest Japanese novelists, in his book, “In praise of shadows” reasserts 
that how architecture should use shadow and light as “spiritful” decorations. 
“A Japanese room might be likened to an inkwash painting, the paper-paneled shoji 
being the expanse where the ink is thinnest, and the alcove where it is darkest… there 
a quality of mystery and depth superior to that of any wall painting or ornament. The 
technique seems simple, but was by no means simply achieved. … “ ~ Tanizaki (1977) 
 
Tanizaki may say that the shadowing technique seems simple because light by nature cast 
shadow through occluder objects. However, for an architect to design a well-concept sunlight-
shadow movement-through-time as integrated decoration would need careful thought, 
                                                     
2 El Castillo, Chichen Itza. Web: http://en.wikipedia.org/wiki/El_Castillo%2C_Chichen_Itza.  




consideration and effective visualization tool. The shapes and position of the opening and sun 
shading devices need to be well prepared, calculated and evaluated.  
Aesthetic  
To dwell is to fulfil human’s neediness and one of them is the sense of aesthetic. All building 
elements must achieve its function for man’s dwelling but still these elements must also be 
integrated and built aesthetically (Vitruvius). Different from construction engineer, while the 
sun and its ritual movement are considered in a design, architect puts aesthetic factor in 
designing sun-related building elements and equipment. The complex aesthetic factors are 
balance, order and ordering system, element integration and meaning.  
 
1.3.  Architecture in design evaluation: Sunlight-Shadow Studies 
In any design methods theory, evaluation phase must be in one of the stages. The four key 
stages in design by Broadbent (1966) and Jones (1970) are briefing, analysis, synthesis and 
evaluation. Popper (1962) asserts the conjecture/refutation design method; while Ward et al. 
(1999) states that the goal of creative process is to create many alternate designs that undergo 
through generative and explorative processes for evaluation until the most satisfactory result 
is selected. This process in architecture design is commonly evaluated based on the three 
Vitruvius’s factors: function, durability and aesthetic appearance to increase the design 
quality. While engineer requires numbers for analysis process, architect works more with 
visual representation. The reasoning process in design and evaluation is a formulation of 
sequential and cyclical processes which are effectively operate through visualization. Oxman 
(2002) calls this process as “the thinking eye” of an architect. Schon (1992) formulates a 
concept of “seeing-moving-seeing cycles” as he interprets that the design and designer are 
having reflective conversation giving feedbacks and generate more ideas. This is why design 
and evaluation thinking for architecture are all about visual representation for both 
quantitative and qualitative aspect.   
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Sunlight and shadow studies in architecture let architect to understand and control the 
geometric effects and relationship between the building and the sun. Visualization of shading 
devices and solar penetration acts as an evaluation tool for architect to optimize building 
position, orientation, geometries, elements design and placement.  
 
1.4.  Conclusion 
Lighting is basically declared as one of significant element in architecture design. In the case 
of sunlight, it shapes architecture from outside with its daily rhythm, gives its warm and 
healthy energy for human living space.  
Sunlight factor must be considered at conceptual design phase when site and building analysis 
is still taking place and the design is still changeable. Architects design, adjust and arrange 
according to the sun ritual daily movement relative to the location. Many issues related to 
direct sunlight ranging from heating, cooling, visual comfort, sunlight danger to fragile 
objects, overshadowing, lively decoration and aesthetic building elements. All these issues 
shapes architecture, hence direct sunlight penetration needs to be evaluated.  
Architects by nature work with visual representation of their design. Sunlight influences 
almost all aspect of building, such as fenestration, shading element, room organization, 
shade/shadow design and many more which are more effectively evaluated in visual 
representation. There is a so-called “reflective conversation” between architects and his 
design that gives feedback for the improvement of the design. Therefore, many sunlight-
shadow study tools are developed to help architects in visualizing design in its evaluation 
process either for quantitative or qualitative aspects. The next chapter reviews design tools for 





2. Review of Existing Sunlight - Shadow Study Tools 
 
In “Passive Solar Building”, Reynolds (1992) defined a design tool as a tool that enable 
designer to improve their design’s performance on –at least- one aspect of the design. Based 
on the function, Balcomb (1992) categorized design tools into two categories, guidance tools 






Figure 2-1: Schema of the guidance tool usage in design process by Balcomb (1986) 
 
 
Guidance tool is a set of knowledge base in architecture design that generally provides rules 
of thumb and strategies on how to handle climates including provide data and information on 
local climate. To use this guidance tool, architects must conjoin it with their own experience 
and knowledge of the related issues. For passive solar building context, basically it provides 
guides to design solar oriented building. The one that is considered as the basic of guidance 
tool is the solar charts (Olgyay 1957, Marzia 1979). It plots sun-path for each latitude during 
one year period. By using a correct latitude solar chart, architect will be able to know the sun 
path throughout the year, thus able to plan and design building’s programs, elements and 
energy performances. The other guidance tools are some rules of thumb in designing a 
building that focus on daylighting to help architects to make their first design attempts at early 
phase of design process; such as, the simple sizing ratios between floor area and windows and 
skylights by Hopkinson and Kay (1969) and Cartwright (1985). Moving more toward 
computer technology era, IPSE (Introduction to Passive Solar Energy) and SolarArcs were 
developed by Alex Kahl (1996); where IPSE provides basic knowledge of the how to deal 
GUIDANCE 
TOOL 




with sunlight passively (passive solar architecture) and SolarArch provides design check-list). 
Shading MASK (Kensek et al. 1996) program provides some suggestion of type and 
dimension of sun-shading geometries based on user input for location, time and date.  
 
Figure 2-2: IPSE and SolArch by Alex Kahl as Guidance Tools 
 
More advance guidance tools are able to visually give suggestion or boundaries of dimension, 
shapes and materials of solar building elements, not just mere numbers. Stasinopoulos (2000) 
use AutoCAD, a computer modelling tool, to create Knowles’s solar envelope for architects 
to design within. The solar-envelope volume will act as a boundary volume to ensure the 
building designed will not overshadowing prominent buildings or objects on the surrounding 
area. Marsh (2003) developed a computational tool that able to automatically generate 
geometries as the sun shading to cover building opening. It calculates the sun path, the 
opening parameters and also the surrounding objects. Creativity involved in design process, 
the suggested sun-shading shape is treated as guidance for further design. However, the fact is 
that there are very few advance guidance tools because it is very difficult to computerized all 
factors in designing and process out suggestions for the architects while human’s brain with 










Figure 2-3: Schema of the evaluation tool usage in design process by Balcomb (1986) 
 
 
The purpose of evaluation tools is to check the sunlight penetration effect of the proposed 
design and the surrounding area. Reynolds (1992) argued that the result of evaluation tool 
always become guidance for the next stage and this process keeps looping until a design 
solution is selected. He also brought up that evaluation tools are more evocative, convenient 
and stimulating to architect’s creativity by providing visual representation of the evaluation 
result. Architects’ needs in evaluation design process are different from engineers’ as we need 
to examine the qualitative side of a design, not just merely the quantitative aspect (numeric 
results). For example, are the sun-shadings in good proportion and colour? Is the building 
overshadowing the surroundings? Will solar panel collectors get the most sunlight in a day? 
How is the atmosphere or situation of the designed interior space in relation to sunlight 
penetration?  
Sunlight-shadow evaluation tools for architects have evolved from simple chart tools to 
physical tools and then to utilization of computer technologies. These sunlight study 
evaluation tools are described in this section grouped into two groups:  
• Graphical and physical tools 












2.1.  Graphical and Physical Tools 
The basic sunlight study tool is the Sun-chart (Solar Chart), which is the projection of the 
sun’s movement on a horizontal or vertical plane (Olgyays 1957, Mazria 1979). This Sun-
chart is the basic reference of the next graphical and physical sunlight study tools: 
• Shading Map and Sun-angle calculator 
• Shade Dial 
• Heliodon 
• Skydome or Sky Simulator 
 
Shading Map and Sun-angle calculator 
Figure 2-4 shows example of Shading map and Sun-angle calculator. Shading Map (Olgyays, 
1957) of a specific location reflects the sky’s exposure over the spot with surrounding 
objects/buildings considered.   Sun-angle calculator (Libbey-Owens-Ford, 1974) is a kind of 
ruler that used to draw and point out the sun position and the angle of sunlight incident to the 
Earth’s surface of a given location, time and date. 
 






Earlier tool that called as the sun-peg chart consists of a solar chart of certain latitude and one 
peg at the middle of it. Generally it is used with a physical model and real sunlight to observe 
the shadow cast at certain location and time. Shade-Dial (Olgyays, 1957) is the advance type 
of this kind of tool, as a sunlight study instrument used under the real sun to tilt and orient a 
physical model to emulate a certain location (latitude and longitude). This Shade-Dial is to 
measure a location of different latitude from the observer’s real latitude. However, this 
method depends on the current sky condition which is unpredictable. To solve this problem, 
some instruments use electric light bulb to substitute the real sun.  
Heliodon 
Heliodon is a type of sun machines that uses physical model and electric sun (a lamp). This 
tool is designed with a rotating panel to put a 3D physical model on, to set the location 
variable and circular track as the sun’s path to simulation the true sun position4. This method 
is interesting for user because it visualizes daily sunlight experience, thus understandable. The 
Pacific Energy Centre (San Francisco), the Seattle’s Daylighting Lab, the Building Science 
Department (Auburn University), the Ball State CERES Lighting Lab, and many others have 
heliodon as their sunlight evaluation tool. 
 
Figure 2-5: Heliodon for Sunlight-Shadow Studies 
 
                                                     
4 Pacific Energy Centre. Heliodon.  
Web:  http://www.pge.com/003_save_energy/003c_edu_train/pec/toolbox/arch/heliodon/heliodon.shtml  
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Skydome or Sky Simulator 
Skydome or Sky Simulator is a replica of the sky condition. It is an artificial sky that is created 
by forming a big dome with hundreds of controllable luminaries (lamps) to imitate the sky 
condition with a tilt-able horizontal panel inside of it to put the a physical model on. The 
School of Architecture and Design in Thailand, the Welsh School of Architecture's artificial 
sky and heliodon facility of Cardiff University (1999)5 and Oklahoma State University (OSU) 
(Agnese, 2006) had built this kind of tool. Artificial skies are considered important because the 
diffuse skylight often acts as the primary source of light and it is said to be the best source of 
usable light, versus direct sunlight (Figure 2-6, Figure 2-7).  
 
 
Figure 2-6: Skydome at the Welsh School of Architecture, Cardiff University 
 
 
Figure 2-7: Skydome at Oklahoma State University 
 
 
                                                     





Review of the graphical and physical tools 
The primary disadvantage of using charts is that user shall use different charts for every 
different latitudes of the observer. Combination of solar chart and shading mask will provide 
us with the correct sun position and sunlight-exposure area relative to the observer’s location. 
Thus, it sets some kind of imaginary boundaries for architect to design sun-shadings or 
openings. Charts are used as both guidance and evaluation tool. However, for architect, it is 
more convenient to get direct visual feedback of the design itself; hence a physical model is 
used. 
Scaled physical models and 3D computer models help architects in evaluating design visually. 
It gives direct visual feedback of the design as it provides the exact three dimension 
representation of the building including the material-like textures that is more convenient for 
viewing. It also prevents misinterpretation of drawing reading because in building a model, 
we need to consider fix measurements, positions and construction techniques. Many 
researchers also prefer either the physical models or the 3D computer model, for the reason of 
practicality, because of the immediate result of on-spot changes of the model. While teachers 
find this method is more suitable for student as a cognitive learning tool (Agnese, 2006), 
many architects also agree that three dimensional model gives good impression for their 
clients. Keleher emphasizes that it is “well, … real!” (Keleher , 2006). 
However, the potential disadvantage of all sun-machines is the divergence of the rays of the 
lamps (Olgyay, 1957). In the real sun case, distance between the sun and the Earth is so far 
that direct sunray considered as a parallel light perpendicular to the Earth surface.  Therefore, 
there are some machines that use big diameter of lamp, nearly as big as the model, to act as 
the sun. Other disadvantages are the limitations in size and scale of the sun machine itself 




• Fixed or limited size and scale of the physical model; physical model is costly; there 
should be different physical models for each design alternatives; 
• Only for direct exterior observation; for interior observation one will need to install 
micro-cameras and view the scene through a monitor. By using fixed camera, user will 
only be able to view one fixed view while flexible views need special camera installed, 
still this special camera only glued at one position. 
Table 2-1: Table comparison among graphical and physical sunlight study tools 













Sun-Chart 2D No NA No Manual  Manual Low 
Shading 
Map 2D No NA No Manual Manual Low 
Sun-angle 
Calc. 2D No NA No Manual Manual Low 
Shade Dial 3D Yes Yes Real sun Manual Cast Low 
Heliodon 3D Yes Yes Artificial sun Kinetic Cast High 
Skydome 3D Yes Yes  Artificial sun Kinetic Cast High 
 
 
2.2.  Computer Daylighting Simulation Tools 
Generally, daylighting simulation programs are used to predict sunlight effects on a certain 
condition. Daylighting simulation programs are used to improve and to find new variables 
that contribute to the effect of Sunlight on built environment (Wong and Istiadji 2003, Sethi 
2003). However, these kinds of empirical objectives are more intended for researchers and 
engineers rather than for architects. A national survey in the USA supports the general 
assumption that as much as architects realize the importance and strong relationship between 
daylighting and energy consumption, they still incline to be more interested in aesthetic 
aspect rather than in energy aspect (Hattrup, 1990). Due to this issue, for a daylighting 
simulation software, with architect as the user, needs to focus on the ability to visualize 
design in three dimensional space, the capacity to display complex geometries, the ease to use 
existing 3D CAD model, the ability to calculate sunlight angle and shadow, the accuracy to 
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predict illumination level, the accuracy of the rendered visualization, the procedure of using 
and learning process to use the tool, user friendly GUI and the run time in using the software 
(partially were based on Ubbelohde-Humann, 1998).  
In the attempt of searching computer softwares for sunlight-shadow study tool, they can be 
categorized based on the function from simple to advance tool, as follows: 
• The sun position calculator 
• The sunlight feature integrated in a 3D modelling-rendering program  
• Specific daylight simulation program.  
 
2.2.1. Sun position calculator 
The function of these programs is mainly to calculate the sun position at given location, date 
and time inputted by users. Some of those are described here: 
• Stand alone sun position calculator: SunPath v.3.2 
• Online sun position calculator 
• OKINO Sunlight Study Calculation Plug-In System 
SunPath v. 3.2  
This tool was a result of Michalsky’s attempt to improve the accuracy of the previous sun 
position algorithms. The SunPath was first built in 1988 (Michalsky , 1988) and developed 
since until the last version of 3.2 ( Michalsky, 2003). It is a stand-alone window-based program 
that is built integrated with SunPlot v. 3.11. SunPath can calculate the sun position at a single 
or sequence of selected date and time (altitude, azimuth, declination and equation of time), 
create a continuous readout of solar position based on the client’s computer’s clock time, 
determine Solstices, Equinoxes, sunrise/sunset times and day-length, and also reverse 
calculation to calculate dates and times for a specific sun coordinates. SunPath provides 
database of locations of USA states only with additional feature for users to add custom 
locations. The output values of SunPath are directly routed into the SunPlot system and can 
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be saved into text (ASCII) file. User will be able to use the ASCII file for other programs. 
The built-in SunPlot tool (Jonathan Siegel, ELC Technologies) enables users to generate solar 
chart (vertical projection) from SunPath’s output of sun position values.   
The SunPath gives accurate sun position in form of altitude and azimuth coordinates. 
Nevertheless, it is less likely to be used by architects in the process design because architect 
will prefer visual tool and simulation of sunlight effect directly on the design.  
Online sun position calculator 
Some examples of the sun position calculators that available online in the internet can be 
found at www.susdesign.com (Gronbeck, 2005), www.sunposition.net, and U.S. Naval 
Observatory 6 . Online tools are considered convenient and fast to calculate sun position 
because they are accessible from anywhere and anytime. However, just like the other 
calculators, this kind of tool can only give calculation result as text. The calculation results 
can be saved into text file and generated as charts (the features are available differently 
between free-user and paid-user).     
OKINO Sunlight Study Calculation Plug-In System 
Okino Computer Graphic developed a “Sunlight Study Calculation Plug-In System”, which is 
a sun position calculator integrated (acts as plug-in program) in 3D CAD modelling softwares. 
The result values of the sun position coordinates are connected to “light” object to set its 
direction. A graphical user interface (GUI) is provided to ease user to input data, such as 
calendar UI for date input, clock UI for time input, and a map UI for location input (Figure 
2-8 and Figure 2-9). Currently, OKINO sunlight study plug-in has been accommodated by 
Autodesk for their modelling-rendering software, AutoCAD and MAX, which are widely 
used for architectural design. The main advantage of this tool is the integration with the light 
object in 3D space that set the light object as the sun and cast shadow when the scene is 
rendered. Thus, it provides direct 3D visualization for user. From the rendered images, 
                                                     
6 U.S. Naval Observatory. Web: http://aa.usno.navy.mil/data/docs/AltAz 
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architect is able to use it for sunlight study in modelling software during the conceptual 
design process.   
 
 
Figure 2-8: OKINO Sunlight Study Plug-In System - Time GUI (www.okino.com) 
 
 








Comparison of sun position calculators 
Table 2-2 shows there are two functions of these calculators, as a stand alone program or as a 
plug-in program that connected to other specific programs, in this case for architecture related 
program. The main advantage is to be able to visualize the correct sun position and the 
influence on architecture space.  
Table 2-2: Table comparison among the sun position calculators 









SunPath 3.2 Yes Yes No Michalsky, 1988 No 
Online Sun Calc. Yes Yes No Various / Unknown No 
OKINO plug-in 







2.2.2. Sunlight feature in 3D modelling programs 
 
Figure 2-10: Example of Sunlight Study (source: Mardaljevic, 2003) 
 
A common technique for sunlight-shadow studies is by using image sequence. The images 
could be photographed or rendered images in order to show the shadow pattern and solar 
penetration over time throughout a year. As shown in Figure 2-10 (Mardaljevic, 2003) shows 
a single time image of an interior space. More images are needed to create the sunlight study 
sequence. This method is effective for exterior design, interior design, urban and landscape 
design. However, a lot of efforts and time are needed to make a number of still photographs in 
a period of time to create image sequences. Computer modelling and rendering software 
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comes in-handy in producing rendering images and animation by render one scene of a 3D 
CAD model in different location, date and time.   
Some architectural 3D modeller and renderer softwares to be discussed here are: 
• Building Information Modelling (BIM) system: Graphisoft ArchiCAD and 
Autodesk Revit 
• Google SketchUp 
• AutoCAD and Autodesk MAX 
Building Information Modelling (BIM) tools: Graphisoft ArchiCAD and Autodesk Revit 
BIM, as object oriented softwares, claim to offer a faster and more properties-integrated way 
to create 3D object compare to the –so called- traditional method of modelling (draw from 2D 
to 3D). BIM software creates 3D object with parametric information in it. For example, ‘wall’ 
object which is created includes the information on its height, width, layers of material, etc. 
The argument is that by using this tool, architect plays with 3D forms (massing) since the 
conceptual design phase. Since BIM modelling softwares are mostly for architecture design, 
sunlight and shadow studies often are already integrated in the software package.  
Graphisoft ArchiCAD sets an easy access for sunlight study panel, which is on the main 
“3D parallel projection” dialog box. This dialog-box is the main panel to create 3D 
perspective view, complete with the sun azimuth and altitude value (Figure 2-11). More 
settings are for the sunlight and ambient colour, fog settings, light intensity, contribution 
intensity to ambient and the location (Figure 2-12). The colour of direct sunlight and ambient 
light affect the whole scene and the effect rate of each can be set in the sunlight parameters 
panel. The next setting for sun study in ArchiCAD is the “create sun study” dialog-box, to set 
how the images should be rendered, one time for a single image or multiple images in a 
certain range of time by intervals (Figure 2-13). ArchiCAD will quickly render its sketchy 
images on the screen. Another option is to save this sun study result as still images or 




Figure 2-11: ArchiCAD’s Sun Study Interface (source: ArchiCAD software) 
 
 
Figure 2-12: ArchiCAD’s Sun Study Interface (source: ArchiCAD software) 
 
 
Figure 2-13: ArchiCAD’s Sun Study Interface (source: ArchiCAD software) 
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Autodesk Revit names the feature as “Shadow Study” (Figure 2-16). To have a correct 
sunlight and shadow angle, users must first make sure that the “true north” of the site is 
facing north. The entry dialog box to shadow study tool is located at the “Advance Model 
Graphic” panel (Figure 2-14). Autodesk Revit provides shadow on/off check box and sliders 
to adjust the intensity of the sunlight and shadow, which will be updated right away once the 
user click the “apply” button. In the “Sun and Shadow Settings” dialog box, the parameter 
settings of date, time, simulation interval and location values are to be set (Figure 2-15). 
Basically, Autodesk Revit also provides 3 kinds of simulation view-options, which are “still-
image”, “single-day” and “multi day”. 
 
Figure 2-14: Autodesk Revit’s Shadow Study Dialog-box (source: Revit software) 
 




Figure 2-16: Autodesk Revit’s Shadow Study (source: Revit software) 
 
Google SketchUp 
Shadow settings in Google SketchUp are as simple as toggle on and off. Based on surfaces of 
objects, SketchUp provides fast shadow casting within the scene. User only needs to check 
the “display shadow” check-box, on the “Shadow Setting” tool bar to activate it (Figure 2-17). 
There are input boxes for time-of-the-year (date) and time-of-the-day, in addition to sliders 
for more accurate required date and time. Sunlight (light) and shadow (dark) intensity setting 
are also available. With these sliders, users can easily animating the shadow movement based 
on the time factor. However, it is not the same for the location setting. To set the location of 
the model, user needs to open “Model Info” dialog-box and the location and solar orientation 
can be set at the “location” tab.   
Modeling and navigation system in SketchUp is easy and likeable. Three-dimensions objects 
are easily created therefore self-claimed as the best modelling tool to do conceptual design. 
The sketchy display can be enhanced by using rendering plug-ins specific for SketchUp, such 
as ‘TurboSketch Studio’ and  “IRender” which are using ray-tracing method to create photo-




Figure 2-17: GoogleSketchUp’s Shadow Setting 
 
 
Users can easily walkthrough within the scene with man’s point of view and turning the view 
around. This navigation ability creates the sense of being inside the model. However, the free 
navigation system is only available within SketchUp program viewport because the outputs of 
SketchUp for further usage are still-images and animations.  
Database of locations and sun position algorithms used in SketchUp are still need to be 
improved. In Google Group, “SketchUp Help” section, many users complain on the wrong 
setting and calculation result of the sun position in SketchUp7. One simple example is that 
Singapore’s time zone is set at GMT+7, while it is supposed to be GMT+8. Another issue is 
that the Daylight Saving Time option is not available. 
 
                                                     
7 Google group, “SketchUp Help” section, is a discussion board for SketchUp users to give feedback on the 
application to the developer. Web: http://groups.google.com/group/SketchUp  
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Autodesk modelling and rendering tools: AutoCAD and MAX 
Two main softwares from Autodesk, AutoCAD as a precise 3D modeller and MAX as the 
rendering software, are widely used by architects. AutoCAD and its DWG file format has 
become industrial standard for architectural drawing (Geopraxis, Inc. 2004, Davies 2006). 
Autodesk integrates OKINO “Sunlight Study Plug-In System” to calculate the sun position 
(azimuth and altitude) inside its daylighting system with modified user-interface.  
In understanding the importance of sunlight in architecture conceptual design, AutoCAD 
separates the Sunlight properties and geographic location from custom light settings. The “sun” 
properties (Figure 2-18) incorporated into a tool palette and the new dashboard palette 
consists of: status on/off, light intensity factor, colour, shadow on/off, date setting, time 
setting, daylight saving time and location setting for user to input in. Geographic location can 
be accessed from the tool bar or from the “sun” properties palette. User can select location 
from  cities/countries databases or input values of latitude, longitude and time-zone factor. On 
the "Orientation" section, user can specify the direction of the "North" vector to define North 
direction relative to the XYZ axis in the scene. The calculation results, the “sun” position 
values, azimuth and altitude are subsequently routed as the light-source coordinate in the 
scene. If the shadow option turns on, AutoCAD renderer will render shadow from and unto 
the entire object in the scene. From AutoCAD version year-2007 onward, users can animate 
the sun movement (the light source’s position) from the dashboard palette by sliding the date 
and time sliders and get real-time visual feedback in the display viewport.   
Architect can directly adjust the 3D model to apply the design changes based on the sunlight 
study analysis. Expected outputs from this tool are sketchy-model images, rendered images, 
and preparation file for further processing.  
In Autodesk MAX, the OKINO’s sunlight study plug-in system also does the function to 
calculate the sun position to set the orientation of the sun representative (Figure 2-19). 
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However, with stronger rendering machine and technologies, MAX is able to render photo 
realistic images using mental-ray renderer (radiosity) and also create animation.  
 
Figure 2-18: AutoCAD’s Sunlight properties 
 
 
Figure 2-19:Autodesk MAX’s Sunlight Parameters 
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The newest improvement on Autodesk softwares from version year-2008 onward is the ability 
to animate the sun and the shadow real time from the display viewport, both in AutoCAD and 
Autodesk MAX. Previously, to view shadow user must first render the scene. Surely this new 
feature excites architects who use this software in modelling and rendering as the shadow is 
now viewable in the viewport in real time. However, the drawback of this improvement is that 
it is only viewable in hidden or shaded mode with the textures (if any), not photo-realistic 
rendered. 
Conclusion on Sunlight feature in 3D modelling programs 
The function of sunlight study tool in 3D modelling programs is very similar among the 
previous discussed programs. The reviews of this tool in 3D modelling programs are as 
follows: 
• Integration with 3D modelling software 
Integration of sunlight study tool in 3D modelling software is considered easy to use 
because architects, generally, are already very familiar with 3D modelling software as 
a design tool. Thus, the sunlight-shadow study can be done from the early conceptual 
phase up to final phase of the design process. Architect can easily create or modify 
the 3D objects within the scene and run the sunlight study to check its effect. This 
process is similar to the study by using physical model and tests the model on a 
heliodon; except it is digital model. 
• Working in 3D virtual environment (size, scale and cost) 
With digital 3D model, it is unlimited in size and scale of the objects. The cost for 
this tool is mainly spent to purchase computer hardware and software license. 
• Real-time shadow in display viewport 
Real-time shadow is shown on hidden or shaded visual mode in the program’s 
display viewport. For a realistic rendered simulation (image/animation), 3D model 




• Sequence of images and animation 
Method of sunlight study using sequence of images will need a lot of trials and errors 
to get a good view-angle and certain situation that the user wants to see, in addition to 
the fact that rendering process takes time in producing one image, not to mention 
many images. The same is applied to animation produced by rendering softwares. 
Another drawback is that the user’s view and movement are controlled or planned 
according to the image-sequences and animation scenario. User has no ability to 
move freely to get other perspectives or to see the effect of sunlight of different time.  
• Shadow On / Off 
Autodesk Revit machine automatically turns the shadow off in the rotating process. 
The shadow will appear again once the desired angle-view is reached. This is to save 
much computer memory in rendering the scene and shadow on it. For other softwares 
discussed, the shadow on/off is available. 
• Sun position algorithm 
Sun position equations used for these tools are unknown.  
 
2.2.3. Specific daylight/shading simulation software 
Daylighting simulation software had been available since the mid-1980s. The usage is to help 
architects and engineers in predicting the effect of solar radiation on a proposed designed 
building. The basic process is the calculation of the accumulated energy from the sunlight, 
both direct sunlight or diffuse-daylight. The solar energy is in forms of illumination and heat. 
It is a very complex calculation as the program should calculate the amass energy hit on a 
targeted surface, predict the light bouncing direction, and add in the additional energy caused 
by the indirect sunlight. Computer tool is very effective and practical especially to reduce 
human error factor, fasten and ease the calculation process.  
Another important aspect is the accuracy of the simulation program. Many researchers have 
conducted researches to evaluate these kinds of programs’ performances by comparing 
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daylighting values between real onsite measurements with the result from a simulation 
program or by comparing between simulation programs (Sethi 2003, Ubbelohde – Humann 
1998, Bryan et al. 2002). 
Some of daylighting softwares to be discussed here are: 
• Ray tracing and Radiosity software 
• Lumen Micro 2000 
• Virtual Sky Domes 
• Ecotect 
• SPOT 
• Susdesign – Window Overhang Design 
Ray Tracing and Radiosity Software  
The output is a visualization of the amount of illumination level that hit objects in a 3D scene. 
They can be the gradient of false-colour on object surfaces or the final object colour after 
being added by the illumination from the light source. Calculation of this software is taking 
into account many factors, such as the distance and angle between the light source and object, 
intensity of the light source, colour of the light source and object (i.e. texture materials), and 
bounced ray-light from other object. Ray tracing methods test all the light-rays against the 
simulated surfaces based on a particular viewpoints while radiosity calculates within the 
object-space which makes the latter can produce colour bleed from the surrounding textures 
(colours and materials). 
RADIANCE is one of acknowledged-accurate ray-tracing open-source software developed by 
LBNL for UNIX system8.  The same software but for Windows system is named Desktop 
Radiance9 as a plug-in for Autodesk AutoCAD R14 version. Input files specify the scene 
geometry (surfaces with zero thickness), materials (one material per surface only), luminaires, 
time, date and sky conditions (for daylight calculations). Simulation results may be displayed 
                                                     
8 RADIANCE v.3.6 (2006). http://radsite.lbl.gov/radiance/HOME.html 
9 Desktop Radiance v. 2 (2002). http://radsite.lbl.gov/deskrad/ 
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as colour images, numerical values and contour plots of spectral radiance, irradiance and glare 
indices. The advantage of these tools is that there is no limit for the 3D model complexions.  
Lightscape 3.2 was a famous radiosity simulation tool (taken over by Autodesk and 
discontinued). By implementing radiosity approach, Lightscape offers a better rendering with 
taking specular materials into account in render process. Due to radiosity method computes in 
object-space, the results can be reused to produce other viewpoints in the scene, which make 
animations can be created easily because the program does not need to re-compute the 
radiosity calculation. Other outputs of Lightscape are still images and numeric values of 
illuminance level at all points in the scene.  
Currently many ray-tracing and radiosity rendering softwares were developed, mostly act as a 
plug-in program for rendering softwares, for example, VRAY, Brazil, Final Render and 
Mental Ray. 
Lumen Micro 2000 
Lumen Micro is developed by Lighting Technologies of Boulder, Colourado. It has been 
recognized by the lighting design and engineering communities as the industry standard since 
1983.  Lumen Micro 2000 contains extensive lighting product libraries and includes sky 
condition factor which makes Lumen Micro as a powerful lighting analysis because it can 
produce more accurate numerical output data and isolumen-contours of illumination values. 
To produce texture-less rendering images, it uses radiosity algorithm in calculating 
illumination and diffuse reflection of lighting within the geometries. This radiosity calculation 
result is reusable to display the scene at any angle-view or it is exportable to other rendering 
software for photo-realistic rendering. Some comparison studies found that Lumen Micro has 
a simple user-interface and easy-learning because it uses check lists which are easy to be 
followed.  
A drawback of Lumen Micro 2000 is that it is limited in the ability to create and display 
complex 3D model. It has its own build-in (very) basic 3D modelling system and although 
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Lumen Micro is able to import DXF and DWG file format, the import result only appears as a 
background model for Lumen Micro modeller. User will need to construct the model in 
simplified geometries by suing Lumen’s modeller tools.  
Daylight system is set by placing a luminary as the sun. The related issue of this tool is that 
there is no feature to calculate the sun position at the correct position based on the object’s 
position, date and time.  
Virtual Sky Domes 
Virtual Sky Domes (VSD), developed by Wittkopf (2004), is digital version of Skydome/Sky 
Simulator, consists of 145 light objects attached to a 3D hemisphere model (Figure 2-20). 
VSD calculation is to determine each of the light sources’ luminance, which are distinct of 
one with another. The calculation is based on the value of sun position (altitude and azimuth), 
elevation of the observer, sky dome radius, and incorporated with 15 types of Standard Sky 
Luminance Distributions (SSLD).  The outputs are saved as ASCII file, which can be read by 
subsequent daylighting tools. Thus, VSD serves as a calculation daylighting tool to provide 
luminance distribution values of every light objects on the hemisphere to create sky 
luminance distributions for 15 different sky types. 
 
 
Figure 2-20: Virtual Sky Dome (VSD), (source: Wittkopf et al., 2006) 
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SPOT, developed by Bund and Do (2003), is a software implemented in Java 3D to visualize 
direct sunlight in a 3D scene. User can animate the sun based on the time, date and location, 
inputted by user (Figure 2-22).  
An advance feature of SPOT is that the integration with “space pen” (Thomas Jung, 2001) 
that enable users to make a boundary on an object surface to indicate an analysis area. The 
analysis result is spatial distribution of illuminance level during a certain period of time 
within the analyzed area. This result is rendered on the analyzed surface per pixel with 
gradient colours where the colour-range represents the illuminance-range values. Just like the 
other 3D environment, users can walkthrough the 3D scene exploring with sunlight and 
shadow cast unto the scene.  
 
 
Figure 2-22: SPOT - Direct sunlight visualization 
 
Susdesign’s Window Overhang Design 
It is a simple but interesting simulation tool, by Gronbeck (2005), available online at his 
website (www.susdesign.com). This online program is able to calculate the sun position based 
on user’s input and apply the result to show real-time shadow of a window overhang feature. 
34 
 
However, it only use 2D simple image, not 3D environment. The adjustable elements are: the 
window (height, width, and orientation), the overhang (width, depth, height above window, 
width offset), date/time and location, and also setting for animation. This widget uses 
shockwave platform to run. Even though this tool is only limited to see the effect on a 
window in 2D, it does the job to simulate sunlight effect in real time.  
 
Figure 2-23: Susdesign.com’s Window Overhang Design  
 
2.2.4. Immersive Virtual Environment (IVE) softwares 
In IVE, user is enabled to “immerse” into the virtual scene, to interact with objects within the 
scene and to get real-time visual feedback as the result of the interaction. IVE means 
stereoscopic. The technology uses two or more images for human left-eye and right-eye to 
create stereoscopic illusion that cause user to perceive real three dimension view and feel 
being presence inside the virtual scene. Vision of IVE technology is based on the desire to 
mimic the real world environment.  
The technology started in creating stereoscopic images and movies, from Sensorama (1956) 
to Head-Mounted Display - HMD (1961); then developed further into the computer 
technology. Stereoscopic scenes improved from HMD to CAVE type display (Cave 
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Automatic Virtual Environment). Virtual Reality (VR) technologies are kept to be developed 
in many areas to achieve realism in virtual world (graphical, haptic sensors, sound, smells, 
etc). Other improvements are in hardware aspect, VR algorithms, connectivity between VR 
and software-hardwares.  
It is clear that there’s no question on the potential of VR because it could create anything that 
man can imagine of, one of which is to experience a space/place or to have interaction with 
something/someone that is not in reach or not even exists in the real world. There are also 
researches that find empiric reasons to use VR as education tool as it deals with experiences 
for cognitive learning (Youngblut , 1998). Further development includes the attempt to 
expand areas in which VR can be utilized. To understand more on IVE technology for 
architectural use, these following sections are to be discussed: 
• IVE for Architects 
• Types of VR Software 
• Sunlight and Shadow Cast in End-User Software 
 
2.2.4.1.   Immersive Virtual Environment (IVE) for Architects 
People initially use technology to do what they do now - but faster.  
Then they gradually begin to use technology to do new things.  
The new things change life-styles and work-styles.  
The new life-styles and work-styles change society  
... And eventually change technology. 
-- Fubini's law (Column Two)11 – 
 
As Virtual Reality (VR) is built to mimic the real world, the exploration method in an 
immersive virtual environment (try to) imitate human’s movement, sight of views and 
behaviours. It has the abilities to walkthrough within the virtual scene, turning around and 
interacts with the scene or objects. Some great non-realistic “powers” for users to use in IVE 




are the ability to walk pass walls and fly around as there is no default gravity and collision 
within virtual space, except when the scene is set with some sort of restrictions. To imitate the 
real world, currently, VR researchers tend to push on the realism aspect, such as graphical 
resolution, simulation speed and model geometries. Haptic, smell and other sense are 
currently also in development. Anders states that immersive virtual reality is a symbolic 
(perceivable) presence and cognitive presence (Anders, 1999).  
As one of design visualization tools, architect creates architectural IVE for design evaluation 
and presentation or architecture representation. These virtual scenes could be unbuilt-design 
projects, historical buildings or simply designs that have not been built yet. It is not like 
viewing 2D still-images from many different angles or watching animation a movie with 
recorded path, in IVEs users can navigate as free as human’s movement or even more 
(walkthrough, drive, fly) as they experience architectural spaces, elements, and details. 
Furthermore, users can interact with the information and objects within the environment.  
In current research and development, researchers in computer graphic technology try to 
develop a technique to allow users to do design within an IVE, such as to create objects, 
modify, arrange and many other abilities just like common desktop computer design method 
can do. This sophisticated VR technology involves advance sensory technique, pointing 
technique in virtual space, haptic system and many other techniques that are also still in 
separate process of research. Therefore IVE could be considered as cognitive tool that relates 
with issues of perception, learning, memory, analysis and evaluation thoughts for decision 
making, and also motor cognition (Schanabel 2006, Munro 2002). These are a good and 
exciting news for architects for such a potential design and visualization tool.   
To conclude, the advantages of using immersive virtual environment for architecture are: 
- Dynamic navigation for detail exploration: free walkthrough, human view-explorer, 
with/without physical phenomenon and restrictions;  
- Interactivity with objects and the environment; 
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- Real-time simulation, thus real time visual feedback for any movement or interaction; 
- The sense of immerse into the virtual scene, presence and experiencing the scene; 
- Capacity as informative media, stand alone and online through internet; 
- Capacity as a cognitive learning tool; 
- Minimize cost for no real physical architecture built; 
- Huge improvement potentials, such as additional virtual features of human senses and 
nature phenomenon. 
 
2.2.4.2.   Types of VR Software 
There are two types of VR softwares to create 3D immersive scene: the developer software 
and the end-user software (Table 2-3). Developer VR software with API (Application 
Programming Interface) requires the user to write programming codes in order to call 
functions and set parameters, while end-user VR software provides GUI (Graphical User 
Interface) for user to easily call functions and input values of parameters. A GUI is designed 
graphics or texts to access one or a group of functions. In developer VR software, users need 
to have a certain level of programming skill to follow and write on commands from provided 
API combined with logical coding to set connection and interactions between inserted 
commands and elements. End-user software, which is created based on the developer VR 
software has been made simpler and eliminates the requirement for the user to have 
programming skill. Therefore, developer VR software is mostly used by programmers or 
researchers who are equipped with programming skills, while end-user software is mostly 
used by commoners, practitioners and students.  
Coding and scripting skill are definitely needed in building virtual environment, especially for 
VR developer software where coding is the only method to do almost anything. It is a 
powerful tool though in a sense that by coding/scripting one can do anything that he plan to 
do or visualize by writing the logical algorithms in codes. For the end-user packages, 
scripting tool usually included to provide user flexibility in modifying the current building-
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blocks and might also be used to create a new one. However, the existence of building-blocks 
libraries, such as geometries, actions, behaviors, transformations, really helps end-user to 
create IVE although they have no programming skill. Graphics are used to access building-
blocks and functions in end-user VR software, by these graphic representatives (icon), user is 
able to visually connect them to each other to create an IVE scene. 
Table 2-3: Developer and End-User VR Software 
 Developer Software End-User Software 
Function Create immersive VE 
 
Create “objects”, functions, and 
behaviours 
 
Create connection to various VR 
hardwares. 
Create immersive VE 
 
Assign function, behaviours and 
connections 
 
Create additional “objects”, 
function and behaviours 
Objects Coding (C++, ANCI C, Python) 
 
Insertion building-blocks 
Second-level coding, SDK 




World Viz’s Vizard 
EON Reality Software 
Quest3D 
Avalon - InstantReality 











From architect’s point of view, we might want to find a tool that is user-friendly and easy-to-
use just like common CAD tool. For example, to insert a 3D objects inside an IVE, architect 
would prefer importing their existing 3D model from the common 3D CAD modeller by 
using a converter tool rather than re-creating the 3D model by writing codes. The converter 
tool is a tool that contained arrays of codes to read the 3D CAD file and convert the files to 
other specific codes that can be displayed in the IVE program platform. There are many other 
interaction tools and behaviour objects that available to be set within the virtual scene just by 
clicking of mouse-buttons, dragging and arranging objects, including for the light and shadow 





Table 2-4: Examples of Developer and End-User VR Software 













1 SGI’s Performer Yes - Yes - - Yes ANCI C, 
C++ 
2 OpenSceneGraph  Yes - Yes - Yes - C++ 
3 OpenSG Yes - Yes - Yes - Python 








- Yes Yes - - Yes Python 
7 EON Reality’s 
EON software 
- Yes provided Yes - Yes C++, 
Jscript, 
VBScipt 
8 Quest3D - Yes provided Yes - Yes   
9 Avalon - 
InstantReality 
- Yes provided Yes - Yes   
10 Virtools - Yes provided Yes - Yes C++ 
11 VRED - Yes provided Yes - Yes    
 
2.2.4.3.   Sunlight and Shadow Casting in VR softwares 
As Ian Ritchie (2004) stated that “Light as we use it in architecture is perceived, not directly, 
but through reflecting surfaces”, light and shadow gives spirit to architectural spaces. 
Legendary architects, such as Tadao Ando and Le Corbusier design with sunlight and shadow 
in consideration. Tanizaki (1977) praises the beauty of lighted (and shadowed) architectural 
spaces. Due to presence and user’s perception is the main agenda, Tahrani et al. (2005) 
conducted experiment by comparing participants’ judgments on visual perception of sunlight 
(solar effects) between a real and virtual urban path. Although they haven’t succeeded in 
extracting the characteristics of "solar effects" from this study, they did bring about some 
terms to characterized "solar effects" on human visual perception: silhouette, opening 
(highlighting the opening spaces), imprint, attraction (attract attention), repulsion (rejecting 
attitude toward solar glares) which possible to be viewed by using IVE technique.  
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For example, when a designed house building turned into an IVE, the architect (or user) being 
immersed into the IVE would feel that sunlight, shade and shadow cast on objects’ surfaces 
heighten the depth of field makes the user feels as if he/she is in a room. The human-like 
navigation system enable the user to look up and down, to turn his/her head, to walk to every 
direction, to walk through or collide to the walls depends on the IVE’s settings, to fly or to 
follow floor level. When the sunlight and shadow move over time, user would experience the 
silhouette changes, light opening, point of interest and the effect of lighting and shadow unto 
the objects’ surfaces. This kind of experiences will not occur when the architectural spaces or 
buildings are visualized by 2D still-images or even path-pre-recorded animation. Immersive 
experience with interactivity that shows shadow movement over time while one being inside 
an immersive environment serves users a better perception of an architecture space. 
With a throughout exploration and interaction abilities, IVE opens up new methods for 
sun/shadow studies. Here are some explored examples of VR software that currently available 
in the market today: 
• Quest3D 
• EON Studio  
• Avalon – InstantReality 
Quest3D 
Quest3D (www.quest3d.com) is a VR end-user software that uses building-block, called the 
“channel”. The “channel” can be objects, parameters, behaviours and modification functions 
which are to be arranged and connected in the “channel graph” window. The channel libraries 
are stored in another window in the Quest3D interface designed for easy browsing and 
searching. In this case, user can visually explore and analyze how the objects (channels) in the 
scene are connected and behaved.  
Quest3D provides light channels, which are generally the same as other softwares (point, spot 
and directional). Real-time shadow is calculated by using “stencil shadow” which works 
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together with the “light” channel and the 3D model by linking them up using 
SoftwareStencilShadowObject or FastShaderStencilShadowObject. Another technique for 
shadowing is by using the shadow map technique to store one time calculation of lighting and 
shadowing and store the result values in a texture file that then to be mapped unto the current 
textures of the 3D objects. 
For sunlight study, Quest3D shows some scenes with sunlight feature in it, such as StudyHall, 
Loft and Qumulus (Figure 2-24, Figure 2-25 and Figure 2-26). The StudyHall shows a high 
resolution scene with solar penetration and shadow cast. The Loft scene shows a sea-view 
apartment with an interactive slider to control the time of the day (move forward or backward) 
which is directly connected to the sun’s movement, hence, the shadow cast into the interior. 
The sunlight penetration and shadow will be updated accordingly. In Qumulus scene, advance 
rendering system is shown to create cumulus, rain, snow and also daylighting. However, 
Quest3D has not provided any tool for users to simulate the sun movement and cast shadow 
based on the site location, date and time.  
 







Figure 2-25: Quest3D - The Loft - Interactive Sunlight presentation 
 
  





Avalon – InstantReality 
Avalon - InstantReality, a virtual and augmented reality software developed by ZGDV and 
Fraunhofer IGD, claims to have advanced high-realistic rendering and 3D user interactions. 
Similar to any other VR softwares, Avalon application consists of GUI to create components 
and routing to create relationship between them. A component consists of state parameters 
and a processing unit to control behaviours. As commercial software, Avalon is built in the 
Instantreality software (www.instantreality.org ).  
 
Figure 2-27: Avalon – Example of an IVE scene 
 
Although shadow-baked texture method is still the common method used even in Avalon’s 
IVE, lighting and shadow component are available in this software (Figure 2-27). Light types 
in Avalon are similar to the other VR softwares, which are directional, spot and point light. 
However, it does not provide any shadow component. The method is to extend the light 
component to emit light-ray and cast shadow at the same time. The shadows are automatically 
applied to all objects in the scene without the user needs to set occluder and receiver objects. 
Avalon provides a field in the Light component, called "shadowExcludeObjects", to exclude 
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objects from casting shadows. This is to optimize simulation performance, because the 
shadow generation is always a complex process. In addition to this, Avalon still provides 
more parameters and supports for user to implement other shadow methods, e.g. shadow-map 
or shadow-volumes. 
Sunlight tool is not available in the software yet. However, Stricker (2006) stated in his 
presentation about the future work of Avalon VR software: 
“Capturing & Applying Light Conditions 
• Improves quality of augmentation, more realistic lighting of virtual objects: 
o Adaption to light intensity by comparison between reference images and current video 
o Differenciation of Sunlight / diffuse light by blue sky detection 
o “Simulation” of sun position casting shadows”  
 
EON Software 
EON VR software is an end-user VR software designed versatile for beginner and expert to 
use, provided with simulation-trees, building-blocks libraries and scripting feature. It uses 
Jscript and VBScript for the scripting language. The building-blocks in EON are called node 
and prototype the basic components in EON. For lighting, EON Studio/Professional provides 
Light and Shadow nodes. 
EON developer indeed realizes the need of sunlight study for architecture in IVE. This 
assumption is based on demo scenes created by using light and shadow node, such as the 
Seoul, the Concave and the Interior scene (Figure 2-28, Figure 2-29, Figure 2-30). However, 
although the “sun’s” movement is taking part in all those scenes, there are no real sun position 
calculations based on the time, date and location.  
One EON’s node considered as related with daylight is the “LightOfDay”. This node has a 
function to simulate sunlight’s colour and intensity based on time variable. Figure 2-31 shows 
the features of this node. By using this node, user can synchronize the time of the simulation 




Figure 2-28: EON Studio demo scene – “Seoul City” scene 
 
Figure 2-29: EON Studio demo scene – “Apartment” scene 
 






Figure 2-31: LightOfDay node from EON Software to simulate daylight angle and colour 
 
However, the main limitation of the LightOfDay node is that the other two most essential 
variables are not taken into account in calculating the sun position, which are the location 
variable and the date. To come out with the sun position value, a simple logic algorithm is 
used: 
“Since there are 86,400 seconds in a day (24 hours x 60 minutes x 60 seconds) and 
the sun travels 360° every 24 hours, we can easily calculate the correct Heading, 
Pitch, and Roll values using a Script node.”  ~ EON Studio: LightOfDay help file.  
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In other word, the sun position is only set to move uniformly at 0.004167° per time second 
regarding the site location and the time of the year (date). Thus, “LightOfDay” node is not 
able to represent the correct angle of Sunlight by only simple logical algorithms as described 
above. Therefore, it results the incorrect shadow angle. 
For the effect of the sunlight colour changing, the colours and the times for the sunlight-
colour to start changing can be set at the DayOfLight panel (Figure 2-31). As the default 
values, it starts from pitch black colour (R, G, B : 0, 0, 0) early in the morning at 4:30am to 
dark brown (R, G, B : 0.1, 0, 0.3) at 5.30am; gradually changes to dark olive colour (R, G, B : 
0.4, 0.4, 0.1) at 7:00am and at last at 8:00am the light is set to white colour. The same applied 
for the Sunset time. Start from 3:00pm, sunlight colour-effect changes from white to olive 
colour (R, G, B : 0.5, 0.5, 0) before goes to black at 6:00pm. This colour is not the light 
colour itself, but rather additional colour added into the colour set from the Light node’s 
parameter. And these colour and time settings are adjustable.  
 
2.3.  Conclusions 
Sunlight-shadow study tools have been evolving and improving according to the latest 
technology developed, such as: 
- Improvement in technicality on doing sunlight study. Graphic, physical model and 
digital model were used; real sun, luminaire, and virtual light were also used. 
- Advancement in calculation process. More accurate sun position algorithms are 
applied and more complex illumination and heat energy calculation; 
- Advancement in visualization of the study. Graphic and chart, textures, 3D physical 
model, and 3D virtual space.  
IVE technology offers a new way to do sunlight study by providing the advantage for user to 
be “presence” within the scene while watching, exploring and evaluating the sunlight 
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penetration or shadow cast into the building real time as he/she animate the sun. However, 
Table 2-5 shows that the tool for sunlight study is not available in any of IVE software.  
Most of VR softwares provide light and shadow object. Generally, to represent the sun, 
directional light is set in conjunction with shadow object to cast shadow positioning the IVE 
scene. This meant that the “sunlight” and shadow are merely additional visual effects to make 
the scene looks more realistic but without real angle of the sunlight at certain parameters. 
Since design in architecture always refers to the real condition of nature, by visualizing 
building scene, in immersive virtual environments (IVEs), without the real sun movement 
would be irrelevant. Architect needs a tool for sunlight/shadow study in IVE software that 
they can use practically.  
The next chapter is a proposal of a SunTool build inside IVE object-oriented software. 
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(manual) no no no yes no 




















• Graphical tools: Sun Chart, Shadow Map  
• Physical tools: heliodon and sky simulator 
• Modelling Softwares: BIM Packages, Google SketchUp, AutoCAD / MAX 
• Solar Simulation Softwares: Lumen Micro 2000, Ray Tracing – Radiosity Softwares, Ecotect –SPOT 
• IVE: Quest 3D, EON Software, Avalon 
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3. Conception of the SunTool’s Prototype Features 
  
3.1.  Desired features  
An ideal sunlight study-tool in IVE is a combination of full-featured sunlight study-tool with 
immersive, free navigation, interactive and real time stereoscopic environment. By expecting 
advanced future computer graphic technologies and more comprehensive solar algorithms, the 
desired support and features for sunlight study tool software are listed as follows: 
 
1.  Working in a 3D immersive virtual environment 
Employing the unlimited size and scale of 3D digital scene with advance realistic 
environment, the sunlight study tool must be able to consolidate with parametric 3D 
objects which contain information for solar energy analysis.  
2.  Virtual sun and sky 
Expected future sunlight feature in IVE is that there would be more sophisticated 
lighting effect in addition to the common direct light and simple ambient light. It 
should include the sky condition (sky types) and sunlight colour.  
3. Sunlight study 
Accurate sun position is the main variable of all solar energy and daylighting 
calculations. A tool to calculate accurate sun position should have interactive user-
interface to input/change its three basic variables (location, date and time). This tool 
should be able to calculate the illumination level of the space, the heat intensity on 
the insolation 12  area, as well as real-time visualization of solar penetration and 
shadow cast from the user’s point of view. The user-interface for this feature should 
be user-friendly and interactive, such as by using sliders, drop-down menu, maps, 
calendar, text boxes, and animated interface.  
                                                     
12 Insolation: Insident Solar Radiation 
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4. Diverse range of output 
The output of a sunlight study tool should be in two forms which are: 
a. Quantitative form as in reliable numerical data in form of table/chart and 
contour data map. 
b. Qualitative as in captured user’s view, animation of the walkthrough. 
5. Easy to use 
Due to the complexity of sunlight study calculation which will not be an interest for 
architects, easiness in using the sunlight study tool is an absolute requirement. Clear 
instruction to help user in configuring and using the tool is needed. 
 
3.2.  Available technologies and tools 
From the previous comparison, Table 2-5 shows that a sunlight-study tool in IVE software 
would require two main factors, as follows: 
- Computer graphic technologies for stereoscopic visualization 
- Sun related algorithms 
Unquestionably, the first factor is the main factor in visualizing 3D space. The more advance 
and improved techniques in creating IVE means the better visualization. Computer graphic 
technologies are related with many abilities, such as: 
- The ability to connect and transfer data directly to other softwares for smooth work 
flow, especially with modelling, rendering and simulation softwares 
- Various methods of human navigation (walk, turn, drive, peek) and non-human 
navigation (fly, walkthrough walls) 
- Diverse ways of interaction with the virtual environment or objects 
- Improved methods/algorithms to achieve the most realistic natural effects in the 
simulation, and also  
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- The abilities to produce rendering images, animation, generating tables and charts in 
real time.   
Meanwhile, the second factor, the sun related algorithm factor deals with accuracy because 
sunlight analysis attributes to a lot of variables.  
In this next section, the technology factor is explored, including how the lighting and shadow 
are created when the rendering machine creates a real-time IV and how to implement the 
sunlight algorithms inside the software to affect the light object as the sun representation.  
 
3.2.1. Computational rendering of light and shadow 
Current common method for representing sunlight in virtual scene is using “directional light’ 
object to get the effect of parallel distance light. In conjunction with shadow algorithm, 
occluder objects shall cast shadows to the receiver objects by projecting shadow lines from 
the light source’s position.  
Light in Virtual Environments 
A light source is one function in virtual scene rendering that adds illumination to the scene. 
This light source calculates the colour of each object viewed on screen by multiplying the 
light’s parameters (colour and intensity) and the object’s colour13. Intensity factor determines 
the fraction of light reflected to the observer’s view from a particular object spot, from 0 
value (complete darkness, black) to 1 (total illumination, white). Various lighting colour 
models use different methods to calculate the intensity factor and produce different visual 
effects, such as: 
• Diffuse lighting colour model is a positional lighting model which depends on the 
angle of inclination between light beam and the surface’s normal. This model uses a 
light algorithm called the Lambert’s cosine law. Thus, it has the brightest intensity 
when the light beam is perpendicular to the object surface (Cos α = 1). 




• Specular colour lighting model calculated on the angle between the light beam to the 
surface and camera’s view to the object. The purpose is to make object surface looks 
shiny by creating highlights which can give information to the user of the surface’s 
curvature, and direction as well as locations of the light source.  
• Ambient lighting colour model is to represent global lighting model which illuminates 
objects uniformly (equal intensity) from all direction (independently of the viewer or 
the light source’s position). It is just similar to diffuse daylighting in real world where 
the surrounding brightness is the result of bouncing lights from the objects all around. 
Generally, the value of ambient light is around 0.2 out of 1, which means that objects 
will get some amount of light colour and will not appear pitch black even if it is not 
directly illuminated by any light source.  
These lighting models are usually implemented at the object’s colour parameter, by which the 
final colour will be calculated according to the light source in the scene. However, a light 
source itself might be enabled to contain the ambient, diffuse and specular colours, which 
later will be adjusted accordingly with the same parameters from the object. Attenuation 
factor dismisses the effect of light intensity as distance between the light source and object 
increased. This factor is not applied at all light types.  
Different light types treat object illumination differently. There are 3 main light types in 3D 
computer graphic, as follows: 
• A directional-light casts parallel light to a certain direction with equal intensity. It is 
not affected by attenuation and range factor. Thus, it only has orientation parameter 
with no position parameter. One variant of directional light is called parallel-point 
light which has position but no orientation parameter, which means that it emits 
parallel distant light to all direction. 
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• A point light, represents a light bulb, where it casts light to all direction at equal 
intensity and the light intensity is dismissed by distance (affected by attenuation 
factor), thus a point light has position parameter. 
• A spot light casts cones of light (inner cone and outer cone) to a certain direction. 
From the inner cone to the outer cone light intensity is gradually dismissed (falloff). It 
is affected by attenuation, range and falloff. 
 
Figure 3-1: Light Types (source: Moller and Haines, 2002) 
 
Shadow in Virtual Environments 
In a 3D world, shadow is important as it provides visual cues of the object shape and spatial 
relationship to other objects. Although it was tested that the shadow shape is not crucial for 
users to recognize the object, shadow conditions the atmosphere of the space and increases 
realism in the scene (Wanger, 1992).  In IVE case, shadow increases the sense of presence 
(Slater, 1995), helps user to perceive relative object’s position and size, and hints the 
geometry of complex occluder and receiver objects. To generate shadow effect, some 
complex algorithms that involve the light source, occluder and receiver objects are used. The 
current result is two types of shadow: hard and soft shadow. Hard shadow volume is produced 
from a point light source which gives a hard edges shadow line. Meanwhile, soft shadow is 
produced from area light source creating umbra and penumbra which gives a fade off effect. 
For simple description, soft shadow is created from many hard shadows. Thus, it significantly 








Figure 3-2: Hard shadow and soft shadow (source: Woodhouse, 2003) 
 
Considering shadowing process is a heavy computing duty task in image rendering, and 
shadowing in IVE is even more cumbersome and complex because the scene (include 
shadows if it is activated) has to be rendered per frame for real time performance. Therefore, 
there are some methods developed to render shadow in real-time simulation, as follows: 
• Texture mapping 
• Shadow map algorithm  
• Shadow volume algorithm.  
 
Texture Mapping 
Texture mapping is a conventional rendering technique by mapping image (texture) unto 
object surface. For real-time IVE rendering, the trick is to map a set of textures that already 
have shadow rendered on it. The way to create these textures is using a rendering program, 
the 3D scene rendered with shadow-feature turned on. The result of rendered textures with 
shadows is then “baked” into images that can be used as a new set of textures. Then, these 
new textures are mapped on objects’ surfaces and rendered real time in IVE.  
In this Texture-mapping method, the shadow is not able to be animated except by using 
several set of baked-textures that set under texture-changer function. In which, it will switch 






prepared, the better and smoother the shadow will be animated, but user, will usually try to 
provide sets of textures only for shadow that occur at equinox and solstice time to represent 
the whole year. However, the process to prepare sets of baked-textures is considered tedious, 
not to mention that this method will require a lot of disc space to contain the texture files.  
Lots of texture memory also needed to render the scene real time.  
 
Shadow Map Algorithm  
Shadow map algorithms scan the scene from the light point of view (POV) and store the 
depth value resulted into Z-buffer for each pixel (Williams, 1978). The entire map of this z-
depth value is called shadow map. From the camera POV, which will determine the view on 
user’s screen, pixel shader will calculate and compare the objects and the depth value to 
check if the fragments are shaded or not. Then, this values (shaded or not) are sent to renderer 
machine to render the screen.   
This method is a fast technique, as the shadow map can be reused to render real-time scene as 
long as the light source and geometries are static. In real time rendering, user is still able to 
move while viewing the shadow because shadows are view-independent from the camera’s 
view. However, if one of the light or object is moved, then the computer needs to re-do the 
calculation process to create a new shadow map texture. The drawback of this method is that 
the shadow map is resolution-dependent in pixels. Meanwhile, based on the current 
technology the depth values are stored in low resolution map. This low-resolution map creates 
problem in shadow precision. Shadow map algorithm also creates the shadow by assuming 
from the light POV viewing the scene from somewhere outside of it as a kind of spotlight 
which will cause some bias on the shadow lines. Another drawback is Shadow Mapping 




Shadow Volume Algorithm  
Shadow volume algorithms have existed since 30 years ago published by Crow (1977) and 
Heidmann (1991). They proposed shadow volume algorithm using stencil buffer that further 
developed by Bilodeau and Songy (1999), Carmack (2000) and many other researchers (Woo 
et al., 1990). This algorithm creates a shadow volume boundary polygon by projecting the 
silhouette of the occluder object (the most outer edges of the object from the light POV) away 
from the light source. The shadow volume then capped at both ends, at the front and back of 
the occluder object. By using this shadow volume algorithm, the scene, from camera POV, is 
computed at image precision using per-pixel depth comparison and counting-operations to 
determine shaded/shadowed or illumninated area.  
Two counting procedures were developed, which are the Z-pass (Crow, Heidmann) and the Z-
fail (Carmack, Bilodeau–Songy). Basically, Z-pass only scans and does the counting 
operation through the shadow volume once, while Z-fail doubles the operation as it scan from 
behind (Figure 3-3). 
However, Z-pass method is not working when the eye point (the camera) enters the shadow 
volume, when the user is overshadowed. This is when Z-fail method is used. The 
disadvantage is that Z-fail method is heavier process than the Z-pass method.  
The major problems are the silhouette determination and shadow volume generation. The first 
problem deals with the number of polygons. The more polygons/vertices of the objects, the 
worse is the performance because the machine needs to select and calculates all triangles that 
face the light source, checks edge stacks, removes the internal edges and inserts another 
triangle until it can generate the occluder closed silhouette. The second problem is that the 
process requires huge computer memory, because shadow volume polygons cover a large area 
of 3D space which needs to be rendered per pixels.  
The advantage of using shadow volume algorithm is that it is used on many general-purpose 
graphics hardware which only require an 8-bits stencil buffer and this algorithm is object-









Figure 3-3: Z-pass and Z-fail shadow volume algorithms 
 
3.2.2. EON Studio Environment: nodes, prototypes and scripts 
The sunlight study tool needs to be in the end-user VR software (object oriented). Many types 
of commercial software are available in the market today and it will be good if the concept of 
sunlight study tool can be implemented in all those softwares. However, in this study, EON 
Software is used to create the prototype of sunlight study tool in IVE because it is the 
available software in the Digital Space Lab (DSL) at Department of Architecture, NUS.  
Even though there are many different VR applications, all of the immersive VR softwares 
implement the same concept in handling objects (functions) and routing the objects one with 
another to make it run in the simulation. Thus, a new sunlight study tool in EON Studio 
should be acceptable as a prototype.  
EON software is a 3D interactive application developed by EON Reality, Inc. 
(www.eonreality.com) provides extensive opportunities to create an interactive digital media 
(Figure 3-4). EON focuses not only on interactive 3D and virtual reality (immersive and non-
immersive), but also covers all elements of digital media and use them to create interactive 
application. Series of EON software are used to create and publish interactive software 3D 
content. It is based on Windows platform and the outputs are both for immersive and non-
immersive visualization, including accessible through internet. 
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A virtual scene in EON Studio is composed of 3D model and interaction components called a 
node. In importing 3D CAD model into the scene, EON includes OKINO’s 3D data-
exchanger-module to convert and bring in the 3D data from a wide range of CAD modelling 
packages.  In a 3D scene with 3D model inside it, nodes can be inserted to create 
interactivities. A node is a term used by EON to call a graphical representation of a link to a 
certain programming function. This function is a complete array of codes to perform a certain 
task in the simulation when inserted into the scene. Basically, a node is an EON object of 
interaction that contains data and command to do a certain operation in a simulation. It has 
adjustable properties, which can be defined and displayed in the properties window by the 
user. 
 
Figure 3-4: Series of EON Software (www.eonreality.com) 
 
 
To perform the task, nodes need to be inserted and connected in the routing windows. If a 
node is the basic object, then there is advance object in EON similar to a node, called as 
prototype. The EON’s prototype is an encapsulated simulation tree. A complete simulation 
tree is the arrangement and combination of several nodes with certain data connected in 
certain way in routing window to perform a certain task in the simulation. EON provides 
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more than 140 nodes and 120 prototypes with various functions, usages and connectivity one 
another. 
    
Figure 3-5: EON Studio Interface 
 
Light and shadow nodes in EON Studio  
Light node in EON is similar to the common light object. It has the setting of ambient, 
directional, parallel-point (similar to directional light type), point and spot light types. It also 
has properties of light colour and attenuation (Table 3-1).   
Table 3-1: Light source type 
Light source type Position Orientation 
Ambient no no 
Directional yes yes 
Parallel-Point yes no 
Point yes no 
Spot yes yes 
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There are two types of parallel light available in EON Studio, which are suitable to act as the 
sun. They are the directional and parallel-point. Parallel-point light-type emits parallel light 
ray to all directions. Thus, it has position variable without orientation variable. Meanwhile 
directional light-type also emits parallel light ray from infinite distance of the scene, but the 
direction is up to user to define. If parallel-point light-type is used as the sun, user needs to 
make sure that the 3D model is located at the centre absolute coordinate of the scene and the 
light’s position is outside the building area which depends on the 3D model’s scale size. This 
creates too many steps for users to set the ‘sun’ position. By using the directional light-type, 
the only property that user needs to define is the orientation of the light, which sets the 
direction of the light to emit its parallel light ray. Therefore, directional light-type is better 
used to represent the sun and adjust the light’s orientation (direction) according to the real 
sunlight angle.  
EON software provides two types of shadow node, which are the shadow map and the 
shadow volume. A SoftShadow node is EON’s planar projection shadow that uses shadow 
map algorithm to create shadow. However, SoftShadow node, as to say the shadow map 
algorithm, is not applicable for sunlight study tool that deals with the sun’s or the light object 
movement. As it has been discussed above, the disadvantages of shadow map algorithm are 
that there should be no movement of any light and object for a fast simulation, the shadow 
receiver object must be planar and there is no ability for self-shadowing.  
ShadowVolumeHard and ShadowVolumeSoft were implemented by Lindrud and Löfgren 
(2004) into EON Software. ShadowVolumeHard node has four sub-folders located under it, 
one sub-folder to set the light node that act as the sun and the other three sub-folders act as a 
grouping tool to group 3D geometries that set inside those folders. User is required to set 
certain 3D geometries under related sub-folders in order to make the ShadowVolumeHard 





Figure 3-6: EON - ShadowVolumeHard node and sub-folders 
 
The four sub-folders are: 
• Occluder folder 
ShadowVolumeHard node shall treat all the 3D geometries that set under this folder 
as the occluder objects, generate silhouette out of them and render the shadow 
volume from it. Number of polygons involved in the process of shadow volume 
generating depends on the 3D geometries under this occluder folder. If there is no 
object set inside occluder folder, no shadow will be cast. 
• Light folder 
The light object that represents the sun should be set in this folder. 
• Receiver folder 
The next step after silhouette generated and shadow volume rendered is Shadow 
volume algorithm shall do counting process to determine which segment of the 
objects is shaded and which one is not. The function of this folder is to determine 
which objects that are involved in the counting process. If there is no object set inside 




• Non-receiver folder 
Opposite function as the receiver folder, the 3D geometries that set under this folder 
are left out in the counting process and will not receive any shadow that suppose to 
fall on them.   
Creating new object (Prototype) in EON Studio 
EON’s prototype is encapsulated simulation-tree that contains nodes or prototypes with all the 
associated routes. Prototypes might also have object properties which enable users to adjust 
some parameters to determine how it should behave according to its function. The possibility 
to create new prototypes is unlimited because EON provides a script tool in form of the Script 
node. Users can write a script to do some logical operation inside a script node and connect 
this script to be run on other script or other nodes and finally interact with the 3D virtual 
scene. In this way, it is like an ability to create a new function ‘node’ for common users to 
call when they need it to do a specific task in the simulation. This is the one possible way to 
create a new tool in EON Studio as a prototype of sunlight study tool. 
Some main considerations in making a new prototype are: 
 
- To focus on the program flow of the script with minimum redundant codes; 
- To determine the task for the new prototype;  
- To draw the complete flow from input variable to output variable; 
- To explore and choose existing nodes (functions) that can be included in this 
prototype. There is no significant need to rewrite scripts to run similar function, as 
various function of nodes have been provided by EON. 
Scripting and program flow  
Scripting languages incorporated in EON script node are Jscript and VBScript. From EON 
resources, Jscript is more preferable because EON aims to become an independent platform 
that able to works in Macintosh and UNIX system, which might cause VBScript support to be 
removed.   
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At program flow wise, to achieve real-time effect of any active functions, EON does program 
looping constantly. Each loop represents one "frame" counted as "framerate", which can tell 
user on how many times the 3D view has been rendered per second. Codes for looping: 
do forever  
{ 
read input sensors (e.g. clock, mouse, keyboard other hardware) 
update nodes (each node calculates new values if necessary) 




From the looping codes above, one event is only handled in one frame per routing. Redundant 
scripts could take more than one frame to calculate and send the output value to interact with 
the scene. Considering for this sunlight study tool, the interaction between the users’ input 
handlers, the output values and the effect of the 3D virtual scene must have direct connection 
and must happen in the same time frame. A comprehensive program flow is very important 
and the program flows from one operation to another operation have to be smooth and direct. 
There are two ways to run a code in scripting, by calling the function and by triggering the 
function. Inside a script, a function can be called as many times as the programmer wish. 
However, if there are more than one scripts involved, a code will also be triggered to run 
when supplied/fed by the values it needed. This would means that one script’s output need to 
be sent to the other script for further calculation. Routing window is one way to send output 
value from one node to trigger the others. However, using routing window will cost one frame 
to reach the next node. Therefore, for a direct feedback simulation, all of the scripts must be 
arranged so well that all operations should be done in one frame only. This can be 
accomplished by bypassing routing window and sending values between nodes using scripts.  
Some nodes and prototypes include ‘time sensor’ function in it which will trigger a certain 
function to run in every certain period of time. It is called as active node/prototype. An 
example for this is the autoslider prototype, a slider function with width that can 




Figure 3-7: Example of an active node - AutoSlider 
 
However, it is not an automatic resizing but there is a function that is triggered in every frame 
to call another function to check the width of the simulation window and then adjust the 
slider’s width accordingly. Using active node/prototype will put much burden in a simulation 
because it will auto-run itself in every single frame. Therefore, insertion of any active 
node/prototype should be avoided for the new tool.  
 
3.3.  Overall concept for the SunTool: Selected features, scope and limitations  
Scanning through the list of the ideal sunlight study tool features, feasible features are ticked 
based on: 
- Current computer graphic technology and hardware performance 
- EON Studio’s capabilities in creating and delivering immersive environment.  
- The author’s capability in computer programming skill with architecture background 
and perspective, hence, needs to learn scripting language (Jscript) to deliver this tool.  
The first development focuses on a tool to provide accurate sun position which can be 
connected to the light and shadow node for visual real time feedback in the simulation. This 




1. Working in a 3D immersive virtual environment 
Depends on EON’s abilities to import and manage 3D digital model from modelling 
software, the SunTool should be able to work on any EON scene. For current 
technologies, parametric objects cannot be imported into EON scene, only the 3D 
geometries with textures mapped which meant that no information (e.g. materials, 
conduction value, etc) is attached on the objects that can be used for solar energy 
analysis in IVE.  
 
2. Virtual Sun, Sunlight Colour and Shadow 
The SunTool shall use direct light objects to represent direct sunlight. Sky condition 
factor is not included in the sunlight calculation due to the limitation of current 
technology. Therefore, to soften the brightness of the scene and serve as fake-skylight 
factor, the SunTool shall include ambient light objects. These two objects, available 
in EON Studio system, include colour parameter for light node to set sunlight colour 
in the scene. 
In real world, sunlight colour changing phenomenon over a day time relies on many 
factors and elements, such as the air, atmosphere, sky, and light-scattering. The 
colour value of sunlight colour at one measured time, to date, is beyond calculation. 
However, to imitate and simulate this phenomenon in the virtual scene, the SunTool 
shall estimate the sunlight colour value roughly (not scientifically verified) based on 
the sun position (altitude) and simple scattering factor. The estimated sunlight colour 
value shall be the Sun object’s light-colour value.  
Based on study of EON software, it is perceived that the SunTool should work 
together with light and ShadowVolumeHard node in doing sunlight study. Although 
Shadow Volume algorithm has major problem in handling complex polygons, this 
algorithm is able to cast correct shadow in real-time on any object and light 
movement which make it suitable to be used in sunlight study tool for real-time IVE. 
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Due to the ShadowVolumeSoft node is much more complex and computationally 
heavy, the ShadowVolumeHard node is chosen for developing this sunlight study tool 
in EON Studio. The consequence is that user will need to recognize and group objects 
into occluder or receiver objects.  
3. Sunlight study 
Calculation of accurate sun position, as the main factor of all solar energy related 
calculation, with interactive graphical user interface (GUI) to set the three basic 
variables (location, date and time). Sun position algorithms should be written inside 
the Script node provided by EON software. This script of Jscript language can also be 
used by any other IVE software with minimum modification.  
The sun position directly affects sunlight and shadow cast in the scene where the user 
shall be able to move around. To do the sunlight and shadow movement, user shall 
need to stay on a spot while he/she changes the variables (location, date and time) 
which cause the scene to get the light-shadow effect real time. After the light and 
shadow updated, user shall be able to continue the walkthrough with the last light-
shadow position. There are two reasons for this procedure: 
o The user will need the input-device to move the camera and change sun-
position variables. If there’s only one input-device, then the above procedure 
shall be applied. However, if there are more than 1 input-devices, then the 
user will be able to walkthrough while changing the sun position.  
o For doing sunlight study, it is not apposite enough to watch the light-shadow 
movement while the user walks around. Referring to the real world, the sun 
movement is hardly noticeable when one is walking around. 
 
Theoretically, illumination and heat level of a surface as the effects of sunlight and 
diffuse daylight can be calculated by using the correct solar energy algorithms, 
however, EON and other VR software have problem in visualizing the result. The 
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problem lies on current inabilities to create texture or object by using VR software 
which constrain the software to visualize illumination or heat value on a surface in 
any way. Another limitation is that the light intensity in IVE scene is not able to 
represent the illumination level of the real sun. Thus, brightness level in IVE scene is 
not the true illumination level of the surface.  
Another thinkable way to visualize illumination or heat level is by taking texture map 
result from other daylight simulation softwares. However, it is not effective for IVE 
as it is not in real-time mode. Therefore, for this SunTool development, solar energy 
calculation is not available. Nevertheless, the sun position values should be able to 
orient the light node and cast correct angle of Sunlight penetration and shadow. The 
user interface for this tool uses GUI elements that are available and ready for use in 
EON, such as sliders, drop-down menu, text boxes, text fields and pop-up message.  
 
4. Diverse range of output 
As the SunTool provides calculation of the sun position in IVE, type of outputs that 
can be produced are: 
- Accurate sun position coordinates: the altitude and azimuth. These values are 
subsequently transferred to orient the light node. 
- Immersive virtual environment, where user could explore the sunlight penetration and 
shadow effect on the design. 
- ASCII file contains important calculation result of the sun position algorithm. 
- PNG image file of snap shots 
 
5. Easy to use 
Due to the complexity of sunlight study calculation which will not be an interest for 
architect, easiness in using the sunlight study tool is an absolute requirement. Clear 





To do its function, the SunTool should include two main components: 
• The user-interface  
• The calculation script 
However, there should be a connection section which contains data and procedure to connect 
between the user-interface and the calculation process, for instance to verify the input data, 
contain stored data, and processing output. Figure 3-8 shows the initial flow chart of the 
SunTool prototype.  
 
Figure 3-8: Simplified flow chart of SunTool Prototype 
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4. The Main Components of SunTool Prototype 
 
Definition of the SunTool Prototype 
SunTool prototype is a tool in EON Software to calculate sun position coordinate calculation 
based on given time, date and location of the observer, to connect and to control the “sun” 
orientation and sunlight colour. SunTool is created as a prototype on EON software platform, 
as a proof-of-concept rather than a complete prototype for commercial usage. Output of this 
tool, the altitude and azimuth of the sun, is subsequently transferred to orient the light object 
which connects to a shadow volume node. In this way, user will be able to simulate sunlight 
and shadow at the correct angle real time in the IVE by using GUI (Graphical User Interface). 
The main function of this SunTool is for sun/shadow studies. 
In development process of SunTool prototype, there were some important subjects, which 
will be discussed in this chapter: 
1. Sun position algorithms  
Relying on the sun position equations which had been developed by world’s 
astronomers. Since accuracy factor is an important issue, Meuss’s sun position 
algorithm with accuracy of ± 0.003° is used for this SunTool (Meeus, 1998).  
2. Sunlight colour algorithms 
The phenomenon of sunlight colour mainly depends on the sun’s altitude position 
at requested time. There are too many variables that influence the colour 
changing of sunlight, such as weather, pollution, humidity and other atmosphere 
condition that make it hard to predict the sunlight colour at a certain time. 
Another difficulty is the collection of weather data needed to do such a 
calculation. Therefore, SunTool does rough prediction of sunlight colour only 




3. User Interface variables 
From the sun position equations, input variables are derived including the type of 
input values, type of operations needed, output variables, and type of output 
values to be implemented into the script to support the SunTool to do the main 
calculation. 
4. The graphical user interface (GUI) design 
There are many issues are considered in arranging up elements of the user 
interface. The objective is to make a user friendly GUI. 
5. Scripting the SunTool’s script 
The SunTool’s script is the main element of this SunTool prototype. It is written 
by using a programming language, Jscript. The SunTool script contains not only 
the sun position algorithms but also contains calculation of the sunlight colour, 
sets of sub-routines to manage the input – output values, and to control GUI 
elements.  
6. Configuration instruction note, for user to set up in own scene 
 
4.1.  Algorithms for sun position   
The earth’s movement around the sun makes it appearing like the sun is moving around the 
globe from man’s eyes perception. This movement is not regular though. Based on a long 
time observation, it is known that because of the earth position toward the sun, the ellipse 
path of the earth’s movement, the tilted axis of the earth, the effects of the earth’s perihelion 
and perigee distance to the sun and many other variables, affect the sun irregular movement 
seen from the earth’s surface. In order to calculate the sun position relative to the earth and 
with so many variables involve, astronomers have developed complex sun position algorithms 
which are kept improving along the advancement of astronomy technologies in obtaining 
more information about our sun. Michalsky (1988) tried to wrap up and improve sun position 
algorithms by Walraven (1978) that were limited to the period from 1950 to 2050 for 
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accuracy greater than ±0.01°. Meanwhile Meuss (1998) came out with sun position algorithms 
with accuracy of ±0.003°. By using these algorithms, the most correct sun position, hence the 
sunlight and shadow angle, for given time and location on the earth surface can be calculated.  
The SunPath calculator, mentioned in Section 2.2.1, uses Michalsky’s algorithms as its basis. 
SPOT’s author (Section 2.2.3) stated that they use a “sunPosition” function from the 
“SunPosition.class” of OpenMap™, a proprietary tool that uses undisclosed sun position 
formula. The other programs like OKINO, SketchUp, Ecotect and all the online solar 
calculators also do not disclose their calculation processes.  
As to develop a prototype of a sun positioning tool in IVE, the implementation of the most 
accurate sun position algorithms is necessary. One might argue that it takes hundreds of the 
earth’s periodic-terms calculation in complex algorithms only to determine the sunlight angle 
that is a waste of computer effort and time. In fact, these - so called - complex algorithms are 
merely simple mathematical calculation with small amount and fixed database involved. 
Furthermore, with the advance performance of today’s computer processor, mathematical 
calculations with clearly defined variables and data can easily computed without any delays. 
For further argument, in the future a prototype of a sun positioning tool in IVE can be used 
for a wide range of subsequent calculations, such as the calculation of solar energy that need 
high accuracy. 
The Sun Position Algorithms (Figure 4-1) 
Here is the calculation procedure: 
• Calculate the Julian Day, Julian Ephemeris Day, Century and Millennium 
The Julian day (JD) is a continuous count of days and fractions that starts from 
January 1, year -4712. For scientific calculation, uniform scale of Dynamic Time is 
needed and it refers JD as JDE (Julians Ephemeris Day). Synchronization between 









ࡶࡰ ൌ ࡵࡺࢀ൫૜૟૞. ૛૞ כ ሺࢅ ൅ ૝ૠ૚૟ሻ൯ ൅ ࡵࡺࢀ൫૜૙. ૟૙૙૚ כ ሺࡹ ൅ ૚ሻ൯ ൅  ࡰ ൅ ࡮
െ ૚૞૛૝. ૞ 
(1) 
Where, 
INT  : the integer of the calculated terms (e.g. 4.5 = 4, 4.8 = 4, -4.9 = -4) 
Y : year in 4-digits 
M : month number (January = 1). If M > 2, leave Y and M unchanged. If M = 1 
or 2, consider January and February to be the 13th and 14th month of the 
preceding year, thus Y = Y + 1, and M = M + 12. 
D  : day in decimal time, include the hour, minute and second of the day. 
 : date + ((((hour * 60) + min) * 60) + second) / 86400 
 : not to forget that this equation use UT (Universal Time). Observer, that is 
belongs to a certain time zone, must adjust the day value accordingly. 
B : 0 for the Julian calendar (if the date before 15 October 1582); and for the 
Gregorian calendar (if the date after 15 October 1582), B = (2 – A + INT 
(A/4) where A = INT(Y/100). For this SunTool, the calculation is limited 
for Gregorian calendar only, hence there will be a script in verify the date 
inputted.  





Where:   
ΔT = delta_t = 32.184 s + (TAI - UTC) - (UT1 - UTC) 
∆܂ is a variable of time to track the difference of the atomic timing and the 
universal time. The value of “TAI-UTC” and “UT1-UTC” can only be 
obtained from observation. More explanation is described at Appendix 2.1. 
 
  






















• Calculate the Earth heliocentric coordinates which measure the Earth position referred to 
the centre of the sun (helio_L, helio_B, and helio_R), namely: the ecliptical longitude (= 
L = helio_L), the ecliptical latitude (= B = helio_B) and the radius vector (= distance to 
the sun = R = helio_R). Each of these coordinates needs to be calculated from a series of 
the Earth periodic terms (see Appendix 2.2). 
 
- For each row of the Earth’s Periodic Terms, calculate L0i (in radians) 
ࡸ૙࢏ ൌ ۯ࢏ כ ۱ܗܛ ሺ۰࢏ ൅ ۱࢏ כ ۸ۻ۳ሻ (6)
Where,    
i : Row number for each calculated terms 
Ai, Bi, Ci : Values of the calculated i row 
   
Thus,  ܮ0 ൌ  ∑ ܮ0i௡௜ୀ଴  (7)
 
- Calculate the terms L1, L2, L3, L4 and L5 accordingly 
- The Earth heliocentric longitude, L = helio_L (in radians): 
 
ࡸ ൌ   




ࡸ ሺ࢏࢔ ࡰࢋࢍ࢘ࢋࢋ࢙ሻ ൌ








- Limits L to the range of 0° to 360°. 
- Calculate the terms B0 and B1 for the Earth heliocentric latitude, B = helio_B (in 
Degrees), by using equation (6) to (9) with adjustment. 
- Calculate the terms R0, R1, R2, R3 and R4 for the Earth Radius vector, R = 
helio_R (in Astronomical Units, AU), by repeating with adjustment the equation 





• Calculate the sun’s geocentric longitude (θ = tetha) and latitude (β = beta) referred to the 
centre of the Earth. 
ી ൌ  ࢚ࢋ࢚ࢎࢇ ൌ ࡸ ሺࢎࢋ࢒࢏࢕_ࡸሻ ൅ ૚ૡ૙° (10)
Then limit within 360° range by using equation.  
  
઺ ൌ  ࢈ࢋ࢚ࢇ ൌ െ࡮ ሺࢎࢋ࢒࢏࢕_࡮ሻ (11)
  
  
• Calculate the Nutation in longitude (Δψ = delta_psi) and the Obliquity (Δε = 
delta_epsilon) of the Ecliptic. 
Mean elongation of the Moon from the sun = D = X0 (degrees) 
۲ ൌ  ࢄ૙ ൌ ૛ૢૠ. ૡ૞૙૜૟ ൅ ሺ૝૝૞૛૟ૠ. ૚૚૚૝ૡ כ ࡶ࡯ࡱሻ
െ ൫૙. ૙૙૚ૢ૚૝૛ כ ࡶ࡯ࡱ૛൯
൅ ሺ ࡶ࡯ࡱ૜ ૚ૡૢ૝ૠ૝⁄ ሻ 
(12)
  
Mean anomaly of the sun (Earth) = M = X1 (degrees)  
ۻ ൌ  ࢄ૚ ൌ ૜૞ૠ. ૞૛ૠૠ૛ ൅ ሺ૜૞ૢૢૢ. ૙૞૙૜૝૙ כ ࡶ࡯ࡱሻ
െ ൫૙. ૙૙૙૚૟૙૜ כ ࡶ࡯ࡱ૛൯
൅ ሺ ࡶ࡯ࡱ૜ ૜૙૙૙૙૙⁄ ሻ 
(13)
  
Mean anomaly of the Moon = M' = X2 (degrees)  
ۻ′ ൌ  ࢄ૛ ൌ ૚૜૝. ૢ૟૛ૢૡ ൅ ሺ૝ૠૠ૚ૢૡ. ૡ૟ૠ૜ૢૡ כ ࡶ࡯ࡱሻ
െ ൫૙. ૙૙ૡ૟ૢૠ૛ כ ࡶ࡯ࡱ૛൯ ൅ ሺ ࡶ࡯ࡱ૜ ૞૟૛૞૙⁄ ሻ 
(14)
  
Moon’s argument of latitude = F = X3 (degrees)  
۴ ൌ  ࢄ૜ ൌ ૢ૜. ૛ૠ૚ૢ૚ ൅ ሺ૝ૡ૜૛૙૛. ૙૚ૠ૞૜ૡ כ ࡶ࡯ࡱሻ
െ ൫૙. ૙૙૜૟ૡ૛૞ כ ࡶ࡯ࡱ૛൯




Longitude of the ascending node of the Moon’s mean orbit on the ecliptic, 
measured from the mean equinox of the date = Ω = X4 (degrees) 
ષ ൌ  ࢄ૝ ൌ ૚૛૞. ૙૝૝૞૛ ൅ ሺ૚ૢ૜૝. ૚૜૟૛૟૚ כ ࡶ࡯ࡱሻ
െ ൫૙. ૙૙૛૙ૠ૙ૡ כ ࡶ࡯ࡱ૛൯




By summing up the terms given in Appendix 2.3, Δψ = delta_psi and Δε = 
delta_epsilon can be calculated (in 0.0001 of arch seconds). 
 







ઢૐ ൌ  ∑ ઢૐܑ
ܖ
ܑୀ૙ ૜૟૙૙૙૙૙૙⁄  (degrees) (18)
  










- ܽ௜, ܾ௜, ܿ௜, ݀ : Values of column a, b, c, d in Appendix 2.3 per rows. 
- ௝ܺ : Values of calculated ௝ܺ from equation (12) to (16) 
- ௜ܻ,௝ : Values of row ith and column jth in the Appendix 2.3. 
 
• Calculate the obliquity of the Ecliptic (ε) (degrees), which is the inclination of the Earth’s 
axis of rotation, the angle between the equator and the ecliptic. 
Mean Obliquity of the ecliptic = ߝ଴  . This formula is adopted from the 
International Astronomical Union. 
ࢿ૙ ൌ ૡ૝૜ૡ૚. ૝૝ૡ െ ૝૟ૡ૙. ૢ૜ כ ൬
ࡶ࡯ࡱ
૚૙૙




൅  ૚ૢૢૢ. ૛૞ כ  ሺ
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െ  ૛૝ૢ. ૟ૠ כ  ሺ
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૚૙૙




൅  ૠ. ૚૛ כ  ሺ
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૚૙૙




൅ ૞. ૠૢ כ ሺ
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൅  ઢઽ (22)
 
• Aberration correction, Δτ (degrees). 






• The sun apparent longitude, λ (degrees). 







• Apparent Sidereal time at Greenwich at given time, ν (degrees). 
Mean sidereal time at Greenwich, ߥ଴ (degrees), in range of 0° - 360° 
ࣇ૙ ൌ ૛ૡ૙. ૝૟૙૟૚ૡ૜ૠ ൅ ૜૟૙. ૢૡ૞૟૝ૠ૜૟૟૛ૢ







ૅ ൌ ࣇ૙ ൅  ࢤ࣒ כ ܋ܗܛ ሺࢿሻ (26)
  
• The sun geocentric Right Ascension, α = alpha (degrees). 
હ ሺܑܖ ܚ܉܌ܑ܉ܖܛሻ ൌ ܉ܜ܉ܖ૛ሺሺܛܑܖ ૃ כ ܋ܗܛ ઽ െ ܜ܉ܖ ઺
כ ܛܑܖ ઽሻ , ܋ܗܛ ૃሻ (27)
Convert α to degrees and limit between 0° - 360°.  
  
• The sun geocentric declination, ߜ = delta (degrees). 
ࢾ ൌ ܉ܛܑܖሺܛܑܖ઺ כ ܋ܗܛઽ ൅ ܋ܗܛ઺ כ ܛܑܖઽ כ ܛܑܖૃሻ (28)
Convert ࢾ to degrees. Positive value of ࢾ if the sun is at north of the celestial 
equator and negative value if at south 
 
 
• The Observer’s local hour angle, H = h (degrees), measured westward from the south and 
between 0° - 360°. 
ࡴ ൌ ࢎ ൌ ࣇ ൅ ࣌ െ ࢻ (29)
Where, σ is the observer’s geographical longitude. Positive value of σ for 
eastern the Greenwich meridian and negative value for western. 
• The sun topocentric right ascension ( ߙ′ ൌ ݈ܽ݌݄ܽ_݌ݎ݅݉݁ሻ  and declination ( ߜ′ ൌ
݈݀݁ݐܽ_݌ݎ݅݉݁ሻ  (degrees) 
Topocentric means that the sun position is measured relative to the observer local position 
on the Earth’s surface.  
The sun’s equatorial horizontal parallax, ξ = xi (degrees) 





Calculate the term u (radians) 
ܝ ൌ ܉ܜ܉ܖ ሺ૙. ૢૢ૟૟૝ૠ૚ૢ כ ܜ܉ܖ࣐ሻ (31)
Where, ߮ is the observer’s geographical latitude. Positive value of ߮ if located 
at the northern hemisphere and negative values if at the southern hemisphere. 
 
Calculate the term x (radians) 
ܠ ൌ ܋ܗܛ ܝ ൅
۳
૟૜ૠૡ૚૝૙
כ ܋ܗܛ ࣐ (32)
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Where, E is the observer’s elevation (meters). 
Calculate the term y (radians) 
ܡ ൌ ૙. ૢૢ૟૟૝ૠ૚ૢ כ ܛܑܖ ܝ ൅
۳
૟૜ૠૡ૚૝૙
כ ܛܑܖ ࣐ (33)
  
The parallax in the sun right ascension (Δα = delta_alpha) (degrees) 
ઢહ ൌ ܉ܜ܉ܖ૛ሺെܠ כ ܛܑܖ ૆ כ ܛܑܖ ܐ , ܋ܗܛ ઼ െ ܠ כ ܛܑܖ ૆ כ ܋ܗܛ ܐሻ (34)
Convert Δα to degrees.  
 
The sun topocentric right ascension (ߙ′ ൌ ݈ܽ݌݄ܽ_݌ݎ݅݉݁ሻ (degree) 
હ′ ൌ હ ൅ ઢહ (35)
The sun topocentric declination (ߜ′ ൌ ݈݀݁ݐܽ_݌ݎ݅݉݁ሻ (degree) 
ࢾ′
′
ൌ ܉ܜ܉ܖ૛ሺሺܛܑܖ ઼ െ ܡ כ ܛܑܖ ૆ כ ܋ܗܛ ઢહሻ , ሺ܋ܗܛ ઼ െ ܡ
כ ܛܑܖ ࣈ כ ܋ܗܛ ࢎሻሻ 
(36)
 
• The topocentric local hour angle (ܪ′ ൌ ݄_݌ݎ݅݉݁ሻ (degree) 
ࡴ′ ൌ ࢎ࢖࢘࢏࢓ࢋ ൌ ۶ െ ઢહ (37)
  
  
• The topocentric altitude angle (ߠ ൌ ݈ܽݐ݅ݐݑ݀݁ሻ and azimuth angle (degrees) 
Topocentric elevation angle without atmospheric refraction correction (݁଴ሻ = 
(degrees) 
 
ࢋ ൌ ܉ܛܑܖሺܛܑܖ ૎ כ ܛܑܖ ઼′ ൅ ܋ܗܛ ૎ כ ܋ܗܛ ઼′ כ ܋ܗܛ ܐ′) (38)
  
Convert ࢋ to degrees. 
 
Topocentric altitude angle (ߠ ൌ ݈ܽݐ݅ݐݑ݀݁ሻ = (degrees)  
ࣂ ൌ ࢇ࢒࢚࢏࢚࢛ࢊࢋ ൌ ሺૢ૙ െ ࢋሻ (39)
  
Topocentric azimuth angle (degrees). 
There are two kinds of measurement which are used to determine azimuth angle. 
The astronomer’s azimuth, ߁, is measured westward from south. Their argument 
is for consistency with the hour-angles (h) which too are measured from the 
South.  However, navigators, meteorologists and commoners count the azimuth 
angle eastward from the North, (e.g. compass direction). For this SunTool, the 
latter measurement is used, thus ߶ ൌ azimuth in degrees.  
 
૖ ൌ ࢇࢠ࢏࢓࢛࢚ࢎ ൌ ܉ܜ܉ܖ ൭
ܛܑܖ ܐ′











• Calculating Equation of Time (eot), is the difference between apparent solar time and 
mean time (degrees). 
The sun mean longitude, M (degrees). 
 
ࡹ ൌ ૛ૡ૙. ૝૟૟૝૞૟ૠ ൅ ૜૟૙૙૙ૠ. ૟ૢૡ૛ૠૠૢ כ ࡶࡹࡱ












Limit M between 0° to 360°.  
Calculation of the Equation of Time (݁݋ݐሻ (degrees). 
 
ࢋ࢕࢚ ൌ ࡹ െ ૙. ૙૙૞ૠ૚ૡ૜ െ ࢻ ൅ ࢤ࣒ כ ࢉ࢕࢙ ࢿ (42)
  
If ࢋ࢕࢚ ൐ 0, means the true sun is already crosses the observer’s meridian before 
the mean sun. 
 
 
• About Atmosphere refraction 
Earth’s atmosphere condition also affects sunlight angle by bending the angle of sunray while 
passing through the atmosphere. From observer’s point of view, the sun shall appear higher in 
the sky than its true position. This is called the atmospheric refraction. It is admitted that this 
phenomenon is very complicated to calculate as it involves layers of air density and also the 
wave-length of the light. However, Meeus (1988, pp. 105-108) by using G. G. Bennett’s 
formula offers an approximate correction for this refraction but only for yellow light.  
Topocentric elevation angle without atmospheric refraction correction (݁଴ሻ = 
(degrees) 
ࢋ૙  ൌ ܉ܛܑܖሺܛܑܖ ૎ כ ܛܑܖ ઼′ ൅ ܋ܗܛ ૎ כ ܋ܗܛ ઼′ כ ܋ܗܛ ܐ′ (43)
Convert ࢋ૙ to degrees. 
  









૟૙ כ ܜ܉ܖሺࢋ૙ ൅
૚૙. ૜




- ܲ : The annual average of local pressure (milibars) 
- ܶ : The annual average of local temperature (°C) 
    
Calculate the Topocentric elevation angle (݁ = e) (degrees) 
ࢋ ൌ ࢋ૙ ൅ ࢤࢋ (45)
And this ࢋ value can be used to calculate the topocentric altitude angle. 
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For this formula, local pressure and temperature are needed. In this SunTool, the calculation 
of atmosphere refraction is not included for some reasons: 
- Information of average local pressure and local temperature is not easily obtainable, 
especially by common users; 
- It is difficult to set a default value for these variables, besides it is different for every 
location and also has a wide amplitude changes for daily basis.  
 
4.2.  Algorithms for sunlight colour  
Sunlight travels passing through the Earth's atmosphere causes sunlight to scatters (Tyndall 
Effect and Rayleigh Scaterring). At low altitude of the sun, sunlight travels longer distance to 
reach the observer’s eyes. As the short wavelength colours (violet, blue) are easier to get 
scattered rather than the long wavelength colours (red, orange), sunlight colour changes from 
reddish in the morning (long distance light travelling), bright yellow to white at the midday 
(near distance light travelling) and back again to orange and reddish colour.  
Some factors that contribute this phenomenon are the weather, pollution, sun position, and 
other atmosphere condition. Shorter wavelengths are scattered easier than long wavelengths 
light. Blue light wavelength is around 400 nm while red light is 650 nm; which means that 
blue light scatters 7 times more efficiently than red light. At the sunrise and sunset time, when 
the sun is near the horizon (low altitude angle), sunlight needs to travel very far passing 
through the atmosphere and this will leave us, the observer, with reddish light as the short 
wavelength colours has been scattered away. The higher the altitude of the sun, the shorter is 
the path for sunlight to reach us, the lesser is the extinction of any colour which means the 
brighter is the light. At midday, we have almost white colour sunlight with blue sky. This blue 
sky is caused by the blue light that still scattered and some of the blue light reaches our eyes. 
For this SunTool prototype, sunlight colour will be predicted based on the altitude of the sun, 
whereas sky-colour is not predicted because users can use textures (of skies) mapped to the 
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inner side of sky hemisphere. However, the sunlight colour will give diffuse colour effect to 
the sky texture.  
For altitude reference angle, SunTool uses twilight time angle. Before sunrise and after sunset, 
there are some intervals of time where direct sunlight is already not available, but natural 
diffuse light from upper atmosphere still available. At 6° below horizon, the sunlight looks 
like grey bluish colour before the reddish direct sunlight at around zero altitude (Table 4-1). 
In addition, this function is also fading out the shadow cast.  
Other related effects that also needed are the shadow appearance and environment brightness. 
Shadow should fade in and out according to the sun position, the same applied for 
environment brightness. For these issues, a constant value of “shadow weight” under 
“ShadowVolumeHard” node is adjusted to make the shadow appearance gradually fade in and 
out when the sun’s altitude goes lower. Meanwhile for environment brightness, the headlight 
(a directional Light under Camera frame) is the one to be controlled. It will gradually darker 
accordingly to the fading out shadow and lower altitude.  
Table 4-1: Rough prediction for Sunlight colour 
Stages Altitude Colour Red Green Blue 
1 < -6 Black 0 0 0 



































As the sunlight colour changes gradually between each stages based on the altitude, the 
formula to calculate sunlight colour of the given altitude is: 
࡯࢞ ൌ ࡯૙ ൅  ൭
࡭࢒࢚࢏࢚࢛ࢊࢋ࢞ െ ࡭࢒࢚࢏࢚࢛ࢊࢋ૙
૟
כ ሺ࡯૚ െ ࡯૙ሻ൱ (46)
Where 
- ܥ௫ : Colour value at the current altitude 
- ܥ଴ : Colour value at the initial stage 
- ܥଵ : Colour value at the next stage 
- ܣ݈ݐ݅ݐݑ݀݁௫ : Current Altitude 
- ܣ݈ݐ݅ݐݑ݀݁଴ : Initial Altitude 
   
4.3.  User interface variables 
GUI (Graphical User Interface) of the SunTool prototype is to input data in order to animate 
the sun over time and also output interface to display the calculation result. Acquired from the 
equations and initial design planning for the user interface, here is the connection diagram: 
  
 
Figure 4-2: Connection between UI and calculation script 
 
The input variables are year, date, month, hour, minute, timezone and DST setting; in addition, 
there are TAI-UTC and UT1-UTC values. All of the former values are required to calculate 
the Julian dates as the main input values to calculate the sun position. Timezone and DST 
setting depend on observer’s location and country and directly connected to the time (hour 
and minute) variable. The values of TAI-UTC and UT1-UTC are optional, used to find ΔT 
USER INPUT SCRIPT 
FUNCTIONS 
 Input Variables: 
- Time variables 




- Text boxes 
- Sliders 
- Option boxes 
- Text displays 
OUTPUT 
Output Variables: 
- Sun Position value 
- Sunlight colour 
 
Output component: 
- Text displays 
 
Outputs features: 
- Feed to simulation 
- Screen capture 
- Result txt file 
Additional interface: 
- Shadow On/Off 





value for more accurate Julian date. To accommodate users who do not have access to fill in 
these values, the SunTool provides default values for TAI-UTC and UT1-UTC, which are set 
for July 2007. More detail explanation on this is provided in the scripting explanation 
(Section 4.5.5). 
SunTool prototype needs user’s action to input data in order to trigger the calculation.  As the 
initial plan, it is understood that user will have the opportunity to animate the sun through 
time and see the sunlight and shadow’s effect on building in immersive real time simulation. 
Therefore, for the timing value (hour and minute), a slider-input is used but only for 8am to 
6pm. Date and month input also use sliders. Additional text-display-boxes are put to show the 
value of each of the sliders; and these two elements between display boxes and sliders need to 
be synchronized each others. The SunTool uses textbox field for year input for convenient 
reason. Timezone pull-down menu has fixed options to allow user to select the related 
timezone value. DST button is only between options on or off which make a toggling system 
is the most suitable.  
All of the variables in the sun position algorithm are interconnected one to another. Since the 
target is to create object with efficient program flow especially by minimizing the using of 
routings in transferring data between object, therefore, for the effectiveness of the program 
flow they are all scripted in one script file. More detail explanation on the script is described 
in Section 4.5.5. 
The final output of the calculation should be the sun position (altitude and azimuth) and the 
sunlight colour. These results are shown in some ways: 
- The outputs are directly transferred to determine the sun’s position (in this case, the “sun” 
frame node’s orientation) then affect the shadow cast by the ShadowVolumeHard node. 
For every new input, such as time or date, month and location changing, all of the 
formulas were recalculated and sent to effect sunlight and shadow’s angle, real time in the 
immersive simulation.  
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- Textbox to display the output variables at the simulation screen. Selected output variables 
to be shown on screen are: the topocentric solar time and the altitude and azimuth of the 
sun. Topocentric means the value that is measured from the exact observer’s position on 
the Earth’s surface.  
- Simulation snap shot image. By using a specific script code provided by EON, users can 
take a screen shot of the currently running simulation and produce a PNG image-file. For 
user’s convenience, each image produced will have a specific naming in a specific folder. 
In this way, users only need to do a single click every time they reach at the spot where 
they feel like to take a screen shot out of it and they can edit the images’ title later after 
they have done with the real time IVE. Formula used in naming the generated PNG file is, 
as follows: 
ܲܰܩ ݂݈݅݁݊ܽ݉݁ ൌ  ܮ݋ܿܽݐ݅݋݊_ܦܽݐ݁ܯ݋݊ݐ݄_ܪ݋ݑݎܯ݅݊ݑݐ݁_ܥܷܲݐ݅݉݁. ݌݊݃ 
Where: 
• Location, Date, Month, Hour and Minute are represented by the values of related 
variables.  
• CPU time is the clock time in the user’s CPU system. 
For example, when the scene is simulated on Singapore, 18 November 2007 at 03.44pm, 
and the CPU time at the moment the user click the “save result” button is 10am, then the 
PNG filename generated will be: Singapore_1811_1544_1000.png 
- Result values in text file. There are many other intermediate output variables before the 
SunTool can produce out final output. By using FileSystemObject method in Jcript-ing, 
all these variables can be written into a text file for other usage. The same method is 
applied in naming this text file. Users will only need to do a single click at the time they 
want to have this result text file generated. 
 




- Generally, it is known that the process to cast shadow consumes much of computer cycles. 
In Autodesk Revit and Google SketchUp that generating shadow in sketch mode, a trick 
is applied to make a quick movement in viewing the model/scene. When user rotates a 
model, shadow will automatically turned off, and when it detects the view is stable the 
shadow is turned on again automatically. In Autodesk AutoCAD and MAX, to ease the 
user reaching a certain view, the software switches the viewing mode to wireframe and 
switches it back to the previous shaded/textured mode when the user stops 
moving/rotating the scene. This trick can also be applied here in the SunTool. SunTool 
provides a button to turn off and on ShadowVolumeHard’s function whenever the users 
feel fit to use it (“Shadow On/Off” button); 
- Help and instruction are for the first time user to get familiar with the SunTool interface; 
- Miscellaneous information is provided to explain the formulas behind the SunTool and 
can also be used as basic knowledge information about Sunlight study in architecture.  
 
4.4.  Graphical user interface (GUI) design 
User friendly GUI is the main objective. Therefore, here are the consideration matters in 
designing the GUI: 
4.4.1. SunTool’s GUI elements 
Positioning and arranging GUI elements are based on types and order of importance. 
Yellow colour is selected to represent the common visible sunlight colour and assigned to 
hint the users that the yellow buttons are clickable. Types of elements are already 
described at Section 4.2. 
4.4.2. Size and dimension 
The size and dimension of the GUI have to be comfortable and convenient enough for 
people to navigate and use the GUI elements. It is not too small that the users face 
difficulty in clicking and sliding the button; and also not too big that cover up a large area 
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of the screen.  This matter is related to the number of elements and the screen resolution. 
There are many devices and various screen resolutions can be viewed in which an 
immersive scene with the SunTool attached. From EON Reality sources, EON immersive 
display solution commonly provide 1280 x 1024 pixels for image resolution which later 
can be adjusted into different size of hardware screen by projection. This immersive scene 
is also viewable from monitor type of display, such as desktop or laptop. Common screen 
resolution used by users nowadays is also 1280 x 1024 pixels although the resolution of 
800 x 600 pixels is also still in use (OneStat.com, 2007). 
The best way is to group all the elements and make it adjustable by users to adapt their 
custom screen resolution. However, in this real time rendering, simulation is rendered per 
frame whether there're changes in the scene or not. This is called active node which will 
greatly affect simulation performance in terms of frame rate. Therefore, a fixed SunTool 
GUI with acceptable dimension needs to be designed to accommodate many users with 
each of their screen resolution. 
It was then decided to have the SunTool's GUI to cover 800 pixels wide. The reason is to 
accommodate 800 x 600 pixels resolution but also still adequate for 1280 x 1024 pixels 
resolution. This GUI is then tested and viewed in both resolutions (Figure 4-3).  
 
 
(800 x 600)      (1280 x 1024) 
 




4.4.3. Position and arrangement 
Since SunTool needs to have quite a number of elements, hide and show feature 
is added to avoid the GUI covers up the most important section of an IVE which 
is the 3D visualization itself. The main control button is put at the right top corner 
of the screen and from there a range of the main toolbar appears (Figure 4-4). In 
order to do sunlight study, user will need time sliders, such as the date, month and 
time slider, to animate through a certain period of time which will make them 
need to have these interactive input elements as the main elements (Figure 4-5).  
 
Figure 4-4: SunTool’s GUI - Initial Display 
 
Figure 4-5: SunTool’s GUI – Main Toolbar 
 
User will not very often in selecting between various locations to do a sun study. 
Therefore, to access this option, user will need to "open" this location option by 
clicking the "Location” button first (Figure 4-6). The yellow “Location” button 
provides some cities with different latitude and longitude for users to select and 
sorted alphabetically. This option automatically fills the latitude, longitude and 
timezone value of the selected location. The “TimeZone” button also provides all 
the time-zone available for user to choose, while DST ON/OFF is a switch button. 
 




Zpass/Zfail and Shadow ON/OFF buttons directly affect the ShadowVolumeHard 
node in a running simulation. Zpass/Zfail button alters the shadow volume 
algorithm used for casting shadow in the scene. Whereas, the Shadow ON/OFF 
button is to activate/deactivate the ShadowVolumeHard node (Figure 4-6).  
The “Result” button is to hide/show result textbox that display some output 
values, such as the topocentric altitude and azimuth value (Figure 4-7). 
 




“Help” button is to pop-up a message to give user instruction about using the 
interface (Figure 4-8). 
 




“Delta-T” button connects with the calculation of delta-T value which is then 
used to calculate Julian date (Figure 4-8). This variable makes different in 
calculating the accurate sun position. As the SunTool emphasizes on accuracy of 
sun position calculation, because it is a prototype for future VR softwares which 
might able to include the calculation of solar heat effect, sunlight redirecting 
angle or lighting rendering techniques (radiosity and raytracing). Therefore the 
SunTool needs a very accurate sun position values.  
If the user is one with a specific need and knowledge, he/she will take note and 
make use of the delta-T values, while if the user is one who is only care of the 
sunlight-shadow angle effect on the objects’ surface then most-likely he/she will 
skip this variable.  
Since the values of these fields are based on observation data, when the user 
clicks on “Delta-T” button, a message shall appear followed with the three related 
input fields. This message explains the users on what and how the calculation of 
delta-T and these fields work. More detail explanation about this is located at 
Appendix 2.1.  
 




“Information” main button provides three buttons for topics related to this 
SunTool prototype, which are: “About SunTool”, “Sunlight/Shadow Study”, and 
“The formula” (Figure 4-10). 
 
Figure 4-10: SunTool’s GUI – with “Information” buttons 
 
To avoid any wrong format input data or simply data that is out of range for a 
certain fields, input verification routines are needed. Failed to pass the 
verification procedure should result a pop up error message which will also 
“force” the related value to the closest valid value. 
 
Figure 4-11: SunTool’s GUI – Error message  
 
4.5.  Implementation in EON Script 
SunTool’s script, the main element of the SunTool prototype, is written by using Jscript 
programming language. The SunTool script contains not only the implementation of sun 
position algorithms, but also contains some set of sub-routines to verify and derive input data 
from the user interface. Sub-routines send the output values to other nodes to directly affect 
the simulation or produce output files. In this one script, the code is categorized as: 
• Declaration variables; 
• Defining data or default values (storing data); 
• Frequent used sub routines; 
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• Verification, deriving  and synchronization input data; 
• Sun position calculation; 
• Sunlight colour calculation; 
• Output sub routines;  
• GUI control  and other synchronization sub routines; 
• Help and information. 
Figure 4-12 displays the relation between user interface, data and functions within the 
SunTool script (Figure 4-12 is the simplified versions of a detail flow-chart located at 
Appendix 1.1). At the user interface side, there are all of the fields, texts, buttons and sliders 
located. These objects connected to the SunTool script from the routing window. The purpose 
to route them within the routing window is to trigger the script to run every time there’s a new 
input in any field. Within the script itself, all of the “send value” action is done by scripting, 
not through the routing window. 
 
 




4.5.1. Declaration variables  
For the reason of clarity, to avoid confusion in tracing the script, variables are declared at the 
beginning of the script to set them as global variables. It means that these variables are 
accessible in every local functions in this script.    
• Declaration of the input variables  
- Year = 2007 (default), Month, Date; 
- Time, hour, minute, second, derived from the slider value.  
The accuracy of this algorithm is up to seconds, however for this SunTool, the second 
value is set to 0; 
- Location, longitude, latitude, timezone, elevation; 
- delta_t, taiutc, ut1utc. 
• Declaration of the intermediate output variables  
- Julian date’s variables: jd, jc, jde, jce, jme; 
- Heliocentric and geocentric variables: helio_L, helio_B, helio_R, theta, beta; 
- Nutation of the sun and the moon: X0, X1, X2, X3, X4, delta_psi, delta_epsilon; 
- The apparent sun longitude-right ascension-declination:  
epsilon, lamda, alpha, delta, h; 
- Topocentric variables: delta_prime, alpha_prime, h_prime; 
- Equation of time: eot; 
• Declaration of the final output variables   
- Altitude and azimuth of the sun 
 
4.5.2. Defining data or default values (storing data) 
Some long data is stored in the beginning of the script for easy access and not cluttering the 
middle part of the script. 
• Define default PI (π) = 3.1415926535897932384626433832795028841971 
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• Defining the values of Earth Periodic Terms; use for the calculation of the Earth’s 
heliocentric longitude (helio_L), latitude (helio_B) and radius vector (helio_R) 
• Defining the Periodic Terms for the Nutation in Longitude (delta_psi) and the Obliquity 
(delta_epsilon) . 
 
4.5.3. Frequent used sub-routines 
The main objective of these sub-routines is to shorten the function that frequently used. These 
sub routines are: 
• Converter sub-routines:  
- rad2deg(): function to convert angle from radians to degrees 
- deg2rad(): function to convert angle from degrees to radians 
- string2float(): function to convert from string value to float value (for calculation. 
- tostring(): function to convert from number value (float/integer) to string value. 
• Limit sub-routine:  
- limit(limit, number): function to limit a number. For example limit angle/degree 
within the range of 360°. 
• EON sub-routine:  
- SendValue(node, field, v): function to send a value to a certain field of a node in 
EON simulation. The node needs to have unique name. By using this function in 
the script to transfer values, no routing is needed, which means immediate 
transferring without waiting for the next frame to count. This function is 
frequently used to do synchronization between values of a variable inside the 
script with the user interface. 
- GetValue(node, field): function to get a value from a field of a node in EON 





• Error function:  
- errorMessage(errorID): function to open a pop up message that will momentary 
freeze the script and simulation on the run. After the user clicks the “Ok” button, 
some adjustment is made to the error field by forcing the nearest valid value to 
the field. Error messages are preset for a specific error and can be called by 
calling its errorID. For example, elevation input error is called by errorID = 3, 
thus errorMessage(3). 
݁ݎݎ݋ݎሾ3ሿ  
ൌ  ݊݁ݓ ܣݎݎܽݕሺ"ܧݎݎ݋ݎ ܧ݈݁ݒܽݐ݅݋݊ ܫ݊݌ݑݐ! ", "ܯ݅݊݅݉ݑ݉ ݅݊݌ݑݐ ݂݋ݎ ݈݁݁ݒܽݐ݅݋݊ ݅ݏ 
െ 6500000. ݈ܲ݁ܽݏ݁ ܽ݉݁݊݀ ݕ݋ݑݎ ݅݊݌ݑݐ! "ሻ 
 
4.5.4. Verification, deriving and synchronization input data 
Verification means the input is tested to match a certain format. This is to limit input values 
that are not suitable for the calculation. If the input value is still within the range and in 
allowed format, then it is assigned to the related input-variable. But if it is not then this 
function will trigger a related error message and force the input field to the nearest allowed 
value. 
- Year input: 4-digit number; by default will be set at 2007 with a textbox field provided for 
user to change the year value. Valid range: 0 to 6000. The actual preferred range is from 
year 1582, which is to limit the calculation before Gregorian calendar (15 October 1582) 
in order to maintain the accuracy of Meeus’s algorithm with uncertainty ±0.0003° until 
year 6000.  Therefore, when the user inputs year value under 0, the script will trigger an 
error message and force “1583” to the year field. Another functions are the function to 
convert year input from string to integer and also define_leapyear() function. These 
functions will do synchronization with month and date slider, that for the month of 
February only in a leap year, the slider date may reach 29. 
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- Month input: by using slider range from 1 to 12. Synchronization is executed to display 
name of the month in the “Month” textbox. 
- Date input: by using slider range from 1 to 31. Verification process refers to the month 
input and year input. This function will restrict access to slider post “31” for month of 
February, April, June, August, October and December. For month of February, this 
subroutine will only give access until slider post “28” or “29” for leap year. 
Synchronization is executed to display number of the date in the “Date” textbox. 
- Time input: by using slider for the reason of practicable sliding value, the slider value 
range from 1-600 which converted to 10hours time, set from 8.00 to 18.00. 
Synchronization is executed to display the time in format “hh:mm” in the “Time” textbox. 
- Location options: a pull down menu that provide 39 cities to familiarize the user on 
location input. This option synchronized with the latitude, longitude and time zone of the 
observer. “Custom” is the last option to be selected if the user wants to input other 
location by type in the latitude and longitude field and select a timezone. If a user changes 
any fields of latitude, longitude and timezone, the “selected location” textbox will be 
changed to “Custom”. 
- Latitude input: valid range: -90° to 90°. Positive value for northern hemisphere and 
negative for southern. Failed to pass this verification will trigger an error message and 
force the longitude field value to -90° or 90°. If a user empties this field, a string is 
assigned to latitude variable which cause no calculation can be performed and result in 
“NaN” for the final result. This is to remind users that a value for this field is a mandatory.  
- Longitude input: valid range: -180° to 180°. Negative value for western of Greenwich 
meridian line and positive value for eastern. Failed to pass this verification will trigger an 
error message and force the longitude field value to -180° or 180°. If a user empties this 
field, a string is assigned to longitude variable which cause no calculation can be 
performed and result in “NaN” for the final result.  
- Elevation input: Observer elevation (meters). Valid range: minimum -6500000 or higher.  
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- Time zone: in pull-down menu options which will then assigned to “timezone” variable. 
A day fraction of the timezone (timezone divide by 24) is used as a subtraction in the 
Julian date calculation. 
- Daylight Saving Time (DST) setting set the “DST” variable’s value. DST means local 
time added by one hour. Therefore in Julian date calculation, a fraction of DST per day 
(DST/24) is used as subtraction to get the real hour.  
- Verification of TAI-UTC and UT1-UTC values are coded at the function to calculate 
“delta_t” itself for efficiency reason. 
 
4.5.5. Sun position calculation 
For scripting the sun position algorithm, a step by step procedures in the scripts are taken and 
modified from Reda and Andreas’s SPA report (Solar Position Algorithm, 2004; revised 
November 2005) which was aimed to simplify the complex and complicated steps in the 
“Astronomical Algorithms” (Meeus, 1998), and only focus on the sun.  
In this SunTool, one added feature is the ability for user to change (TAI-UTC) and (UT1-
UTC) value to calculate ΔT (delta_t) variable. 
 
Figure 4-13: Flow chart of calculating delta_t variable. 
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- calculate_delta_t(): function to calculate variable delta_t which is used to calculate the 
Julian dates. This function also tries to detect whether the fields for (TAI-UTC), (UT1-
UTC) and Delta-T are filled or empty, and then do some verification values before 
assigning the delta_t value for further calculation. To fill those fields for a specific date, 
users can search from IERS Service webpage (see Appendix 2.1 for more information on 
this variable). 
- calculate_julians(): function to calculate Julian dates measured for the Epoch 2000. This 
calculation corresponds with the date, hour, minute, and second values. Albeit the 
accuracy of this algorithm is up to seconds, for this SunTool, the “second” variable value 
is set to 0. Timezone and DST variables are added in this calculation as the correction 
factor of different time from UT time used for Julian day formula. The outputs for this 
function are the Julian day (jd), Julian ephemeris day (jde), Julian century (jc), Julian 
ephemeris century (jce) and Julian ephemeris millennium (jme).  
- calculate_heliocentric(): function to calculate the Earth’s coordinate referring to the 
centre of the sun. The outputs are the Earth’s heliocentric longitude (helio_L), latitude 
(helio_B), and radius vector (helio_R). At this point the stored data of the Earth important 
periodic terms are used. 
- calculate_geocentric(): function to calculate the sun’s coordinate referring to the centre of 
the Earth. The outputs are the sun's geocentric longitude (theta) and latitude (beta). 
- calculate_delta_tau(): function to calculate the aberration correction (delta_tau). 
- calculate_delta_psi_epsilon(): function to calculate the nutation in longitude (delta_psi) 
and the obliquity (delta_epsilon). At this point the stored data of the nutation and 
obliquity periodic terms are used. 
- calculate_epsilon(): function to calculate the true obliquity of the ecliptic (epsilon). 
- calculate_lamda(): function to calculate the apparent sun longitude (lamda). 
- calculate_nu(): function to calculate the apparent sidereal time at Greenwich (nu). 
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- calculate_alpha(): function to calculate the geocentric sun right ascension (alpha). This 
value is a geocentric value, measured from the centre of the sun, not from the observer’s 
location on the Earth’s surface. 
- calculate_delta(): function to calculate the geocentric sun declination (delta) 
- calculate_h(): function to calculate observer local hour angle (h) 
- calculate_topocentric(): function to calculate equator horizontal parallax of the sun (xi), 
topocentric sun right ascension (alpha_prime), topocentric sun declination (delta_prime) 
and topocentric hour angle (h_prime). Topocentric means these values are measured from 
the observer’s location on the Earth’s surface (latitude and longitude). 
 
- calculate_altitude(): function to calculate altitude of the sun from observer location 
- calculate_azimuth(): function to calculate azimuth of the sun from observer location 
- calculate_eot(): function to calculate the Equation of Time 
 
- sunorientation(): function to array the value of altitude and azimuth as Sfvec3f value. This 
value is fed to the SunFrame’s orientation (the frame node that contain light node, the 
sun’s representation). The orientation parameter is array values with format of [heading, 
pitch, roll].  
 
Figure 4-14: Altitude and Azimuth angle 
 
Altitude is the angular distance of the object (the sun) above the horizon (the earth). In 
this case, the ‘light’ node has to face downward as much degree as the altitude of the sun. 
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‘Pitch’ is the rotation at the ‘X’ axis. Positive value will rotate the ‘light’ node dive or 
look downward and negative value rotates the ‘light’ node to look upward. Thus altitude 
value is put as the ‘pitch’ value. To avoid under ground shadowing, which will happen if 
altitude value is negative, a sub-routine is coded to force the light node to only face 
downward and not able to face upward (the “sun” is forced to not able to go below 
horizon).  
Therefore, there are two variables of altitude as follows:  
- altitude : the real altitude value that used for further calculation and showed 
at the result textbox. 
- altitude_0 : the altitude value that sent to the SunFrame orientation node. 
Azimuth is the angular distance of the object (the sun) along the horizon on the Earth’s 
surface. As explained at Section 4.5.5, this SunTool prototype provides the navigators’ 
azimuth which is measured clockwise from the north. With azimuth = 0° (as shown above) 
means, the sun is located at the north and will cast shadow to Southward. This means, the 
“light” node should face southward, thus, minus 180° from the calculated navigator’s 
azimuth value.  ‘Heading’ is the rotation of the frame node at the “Z” axis. With ‘heading’ 
value = 0 means the ‘light’ node look to the north direction. Positive value rotates the 
‘light’ node counter-clockwise at the “Z” axis. Therefore, the ‘heading’ value will be 
navigators’ azimuth value minus 180°. Due to: 
࡭ࢠ࢏࢓࢛࢚ࢎ ࡺࢇ࢜࢏ࢍࢇ࢚࢕࢘ ሺࢇࢠ࢏࢓࢛࢚ࢎࡺࢇ࢜ሻ









4.5.6. Sunlight colour calculation  
- calculate_sunlight_colour(): function to calculate the sunlight colour. This colour is only 
for a general prediction based on the sun’s altitude of the time. The colour changes 
gradually from black (under -6°), to dark orange (0°), light orange (6°), pale yellow (12°) 
and white (18° and above).  
The sun is not in point form but in disk shape. When its altitude reaches 0°, theoretically 
it still casts 0° shadow which is continued until the altitude reaches -6°. At this condition, 
this sub-routine adjusts the shadowweight parameter of ShadowVolumeHard to 0 because 
there is no direct sunlight which means there is no shadow cast. At the range of 0° to -6°, 
the shadow gradually disappears, fading off from half opaque to transparent, and vice 
versa. This is set by sending value of 0 (zero = transparent = no shadow) to 0.5 (half 
opaque shadow) to the “ShadowWeight” field of “ShadowVolumeHard“.  In addition, at 
altitude of 6° to -6°, a value for headlight (a directional light under Camera frame) is 
prepared to gradually changes from white to black. This adds effect to the environment 




4.5.7. Output sub routines (send to nodes, snap shots, print result text) 
“Result” textbox is provided to display the output values for final variables. Output of sun 
position is also sent directly to the “light” object’s orientation properties. When the “light” 
object is connected to the “shadow” object and “geometry” objects, then, user will get a real 
time sunlight-shadow movement in the immersive scene.  
- send_values(): function send output values to the result textbox and synchronization with 
slider and other textbox.  For instance, verified selected month value of 7, converted and 
sent to the month textbox as “July”. 
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- On_GUIresult_print(): function to call the other two functions which are snapscreen() and 
printvalues(). This function is also preparing result folder in the user’s CPU (“C” drive). 
It will run a checking sub-routine to search whether a folder of 
"c:\EON_SunTool_results" is exist or not, if the folder does not exist then this function 
will create this folder to store the files generated from the simulation.  
- snapscreen(): function to save a snap shot as a PNG image file in the prepared folder. 
- printvalues(): function to write the sun position result as a TXT file. 
 
4.5.8. GUI control and other synchronization sub routines  
Section of this script contains the functions to control all elements of the GUI. Such as: 
On_GUImain() is to show/hide the main toolbar, On_GUIloc() is to show/hide the location 
fields, On_GUIresult()  is to show/hide the result textbox, On_GUIdeltat() is to show/hide the 
delta-T fields, and On_GUIinfo() is to show/hide the information fields. For buttons, 
On_zAlgorithm() is a function to toggle between Z-pass and Z-Fail, value to set the 
ShadowVolumeHard node is sent directly from this function. The same applied at 
On_Shadow() function to turn the shadow volume on and off. On_GUIhelp() is the function 
to trigger message box to appear when the user click on the “Help” button. Every input 
element (field, button, and slider) is set to automatically trigger all calculation functions to 
run once its value changed.  
Two important functions related to recalling back values of the previous simulation are 
written as SaveValue() and ReadValue(). By these functions, once user closes a running 
simulation, SunTool will save all the values of variables from its GUI to an ASCII file in the 
main hard-disk (C drive).  At the time when the user re-run the simulation, SunTool shall read 
those saved values and re-apply them as initial values for user to start with. This feature is 
very useful when there is no error or sudden crash happens. If it happens, then the “save value” 
function shall not work well, which will lead to error in reading the previous saved values, 
thus cause the simulation to crash too. A way to fix this problem is by deleting the corrupted 
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ASCII file generated by SunTool from the “C” drive (C:\SunTool-savedValues.txt). In this 
way, when the SunTool could not find the saved file to be read, it will use the default values 
to define its variables. Those recorded variables and default values of the SaveValue() 
function is described in Table 4-2.  
Table 4-2: Recorded variables and default values of SaveValue() function  
Variables Default Values notes 
   
Year 2007  
Month July  
Date 1  
Time 0 (converted to 08:00) 
Delta-T 65.4422784 (For 1 July 2007) 
TAI-UTC 33 (For 1 July 2007) 
UT1-UTC -0.1573395 (For 1 July 2007) 
DST setting OFF  
Selected Location Singapore  
Longitude 1.2833 (North)  
Latitude 103.85 (East)  
Timezone ID 13  
Time Zone H (GMT + 8:00)  
Elevation 1  
Z-Algorithm 2 (Z-fail) 
Shadow Setting ON  
 
4.5.9. Help and information  
This information panel is where the user can find “help” on how to use the SunTool interface. 
For Information section, it is designed only to provide a glimpse of the objective of SunTool 
development.  
 
4.6.  Conversion into SunTool prototype 
 When the components of SunTool are ready, positioned and connected, all these connections 
encapsulated into a prototype. Figure 4-15 shows the connection of components inside the 
SunTool prototype. Most of these components are GUI elements that need to be connected to 












Figure 4-16 shows different fields that are available in the SunTool prototype. The input 
fields are set as exposedField, which enable users to get value of those fields out of the 
SunTool prototype for other usage. Except for the Headlight_Colour field which is optionally 
can be connected to the Headlight node (under Camera frame) to control the environment 
brightness, no other routing is needed in setting this prototype. All values are sent by the 
SunTool script to the related nodes. 
 
4.7.  Configuration instruction for users  
An effective program flow in SunTool prototype has a good effect on set up procedure of this 
prototype. All of the process of sending values is done in form of script which minimizes or 
even eliminates the need to set up connection in the routing window. However, there are still 
some configuration procedures of SunTool prototype into the simulation tree. 
SunTool is used in conjunction with “light”, “ShadowVolumeHard” and the 3D geometries 





Figure 4-17: SunToolsetup diagram 
 
Users should have already known the basic skill in operating EON Studio and imported the 
3D CAD geometries into the scene complete with its resources, such as:  
1. At the initial setting, the SunTool.eop (prototype library file) needs to be inside the 
harddisk (usually in the EON Studio program’s application folder). On EON Studio’s 
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interface, set the preference of search path and add the folder that contains 
SunTool.eop in it. Now users can access SunTool prototype from the prototype 
component panel. Skip this step if SunTool prototype is already inside the prototype 
component panel.  
2. Insert SunTool prototype under “Scene” (simulation tree); 
3. Insert a frame node under “Scene” and rename it to “SunFrame”; 
4. Insert a light node under the “SunFrame” and rename it to “Sun”; Set the light type to 
‘directional’; 
5. Insert a “ShadowVolumeHard” node under “Scene”;  
6. Drag to the routing window: the SunTool prototype, Headlight (from the Camera 
frame) and Ambient (ambient light under root scene).  
• If Headlight is not available, search for any directional light that is put in the 
Camera frame. Headlight is the default name).   
• If Ambient is not available, insert a light node, set as ambient light type and 
rename it to “Ambient” 
7. Connect the “Headlight_Colour” outfield from SunTool prototype to “Color” infield 
of both light nodes. 
The next steps are the usual procedures to set up the “ShadowVolumeHard” node: 
8. ‘Copy as link’ the “Sun” (light) and paste under the “ShadowVolumeHard” in the 
‘lights’ field; 
9. ‘Copy as link’ the frame of 3D geometries that act as occluder object and paste under 
the “ShadowVolumeHard” in the ‘occluders field; 
10. ‘Copy as link’ the frame of 3D geometries that act as receiver object and paste under 




4.8.  Conclusion 
The SunTool prototype is designed to calculate the sun position coordinates and predict the 
sunlight colour which will then be fed to the 'light' and 'ShadowVolumeHard' node that will 
do the job to light up the objects and cast shadow inside an IVE. It contains user-friendly GUI 
(Graphical User Interface) and a calculation script. The GUI of SunTool consists of input 
fields in form of text-fields, buttons, and sliders which can be used by user to input required 
data of location and time. The other abilities are to generate snap-shot of the running 
simulation and generate txt (ASCII) file of the calculation result for further usage.  
Another important issue for such a tool like SunTool is the accuracy of the sun position 
algorithm used as it determines the accuracy of sun position coordinates (altitude and azimuth) 
that subsequently will produce correct sunlight and shadow angle. For SunTool prototype, the 
Meeus’s algorithm with accuracy up to 0.003 degrees for year 2000 to 6000 is used (Meeus, 
1998).  Another issue is the sunlight colour which only roughly predicted based on the 
altitude value of the sun at the requested time.  
Development of SunTool that include the implementation of sun position algorithm requires 
the author to learn Jscript language. Besides the main calculation algorithms, the script also 
contains connection functions between to process input values and to control the GUI’s 
elements.  One main target in the scripting process is to make a simple and efficient coding, to 
minimize routing and to direct program flow for fast execution which also resulted in easy 
setup in the application process. 
The next chapter is the attempts to evaluate the SunTool performance by applying it into 




5. Tests, Applications and Evaluation of SunTool Prototype 
 
Evaluation of the SunTool prototype was conducted by inserting it into scenes to check its 
performances. Other tests were to check the influence of SunTool prototype against 
simulation frame-rate which raised major issues on the heavy-duty shadow volume method in 
handling 3D geometries. For the graphical user interface (GUI) evaluation, a survey was 
conducted to gather user’s opinion. This chapter reports the applications and tests that had 
been done for specific purposes, as follows: 
• To check the result of SunTool calculation: numeric and visual comparison; 
• To check the effect of SunTool prototype to the simulation frame rate; 
• To check how the shadow-volume method treats 3D objects in IVE that closely 
related to SunTool performance; 
• To apply the SunTool prototype in architecture scenes; 
• To evaluate the friendliness of the GUI by users. 
 
5.1.  Is the SunTool prototype working? 
Up to this stage, where the SunTool prototype had undergone many cycles of development, 
and it seems to works well. However, this hypothesis needs to be verified by comparing the 
SunTool result with other applications. The purpose is to verify that all of the algorithms had 
been coded correctly and can be used for sunlight study.  Two kinds of comparison which 
have done are as follows: 
• To compare the numeric result value with other sun position calculator available 





Since many variables contributed to the sun position calculation, for these comparison tests, 
some of the possible variables were equalized, as follows: 
ܣ݈ݐ݅ݐݑ݀݁ ൅  ܽݖ݅݉ݑݐ݄  
ൌ ݁ݍݑܽݐ݅݋݊ݏ ൅  3ܦ݉݋݈݀݁ ൅ ݄ܽݎ݀ݓܽݎ݁ ݌ݎ݋݂݈݅݁ ൅ ݈݋ܿܽݐ݅݋݊ ൅  ݐ݅݉݁
൅ ݈݁݁ݒܽݐ݅݋݊ 
 
The equations are the factor that most likely different from one program with another. Since 
many programs undisclosed the equations that they use, the comparison result will only be 
able to check on the accuracy factor.  
All of the tests were done by using the same 3D model and on the same machine in the 
Digital Space Lab (DSL). For Location variable (latitude and longitude), 4 cities are selected 
to represent different location on the Earth surface as the combination of the north and south 
latitude and the west and east longitude (Table 5-1). Reading from the other sun-position 
calculation programs’ reviews, although the algorithms were composed for every coordinate 
of the Earth, error in the scripting process happens which might involve positive/negative sign 
used for coordinate value of the observer. In the SunTool procedure, negative value must be 
assigned for latitude value for Southern hemisphere, while positive value is for the North. For 
longitude, location at the East of Greenwich is assigned with positive value, while negative 
value is for the West of Greenwich. The same setting is applied to the time zone variable. 
Positive value is for East of Greenwich and negative is for the West. Timezone and DST 
values were set accordingly for every location, while elevation value was set to 1 meter. 
For testing time, solstice periods of year 2007 were selected to represent a full year period of 
time (Table 5-2). Source data for time of solstice is Wikipedia14, while the TAI-UTC and 
UT1-UTC data was obtained from IERS Service15.  
                                                     
14  http://en.wikipedia.org/wiki/Equinox  
15 The International Earth Rotation and Reference Systems Service (IERS) Rapid Service/Prediction Centre for 
Earth Orientation Parameters (EOPs), is a department in U.S. Naval Observatory (USNO) that provides real time 
information and data on EOPs. For TAI-UTC past observation and future prediction data, located at 
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Latitude 35.6667  GMT + 9 Longitude 139.7500  




Latitude 58.3514  GMT - 9 Longitude - 134.5117 
     





Latitude - 33.8683 





Latitude - 54.8000 
GMT - 3 Longitude - 68.3000 
 
 
Table 5-2: Selected testing time for SunTool result comparison 
 
Date Event time 
Testing 
time TAI-UTC UT1-UTC 
Solstice June 21 June 2007 18:06 
08:00 
33 -0.154136 13:00 
18:00 
Solstice December 22 December 2007 06:08 
08:00 




5.1.1. Comparison result values with other Sun position calculator 
Due to their role as specific program to calculate the Sun position, these softwares have the 
tendency to emphasize accuracy which is an important matter for sunlight study tool: SunPath 
(by Michalsky, 2003), SunAngle (by Gronbeck) and U.S. Naval Observatory (USNO) online 
calculator. The latter is considered the most reliable because USNO is official observatories 
owned by U.S. government. Therefore, USNO’s calculation results were used as the reference 
values.  Here are a quick view results for Tokyo city at 21 June 2007. 
 
                                                                                                                                                        
ftp://maia.usno.navy.mil/ser7/tai-utc.dat, while the other observation data and prediction, such as delta-T and UT1-




Figure 5-1: Altitude comparison of Tokyo city 
 
Figure 5-2: Azimuth comparison of Tokyo city 
 
 
The results for altitude and azimuth of Tokyo city from the three programs are very close to 
the USNO’s calculation results (Figure 5-1 and Figure 5-2). However, there are slightly 
differences on the error factor, which indicate the SunTool has closer result to the USNO’s 
calculation. 
In order to have extensive check on the accuracy from each of the three programs (SunTool, 
SunPath, SunAngle), the results were compared to USNO’s calculation result. Then, the 
differences of each of their values were calculated and the standard deviations values were 
SunTool
y = 1.001x - 0.076
SunPath
y = 0.997x + 0.128
SunAngle
























Altitude Comparison to USNO Calculation
Tokyo City
21 June and 22 December 2007
SunTool
y = 0.999x + 0.008
SunPath
y = 1.000x - 0.111
SunAngle

























Azimuth Comparison to USNO Calculation
Tokyo City
21 June and 22 December 2007
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plotted. Tables in Appendix 3.1 contain the calculation result (altitude and azimuth) from the 
four (4) sun position calculators (USNO, SunTool, SunPath, SunAngle) at the four (4) 
locations (Tokyo, Alaska, Sydney, Ushuaia) in the two (2) selected solstice date (21 June 
2007 and 22 December 2007).  Here are the comparison results for Tokyo location:  
Table 5-3: Small sample of the differences result values after subtracted to USNO’s result 
Altitude Azimuth 






8:00 0.0880 0.0700 0.0691 0.0374 0.0100 0.0095 
13:00 -0.0150 0.0400 0.0325 0.0540 -0.0400 -0.0353 




8:00 0.0850 0.0900 0.0900 0.0680 -0.0200 -0.0189 
13:00 -0.0530 0.0200 0.0202 0.1290 0.0100 0.0102 
17:00 -0.6480 0.0100 0.0092 0.0960 0.0300 0.0339 
 
 
Figure 5-3: Comparison of the differences of Altitude result for Tokyo 
 
Figure 5-4: Comparison of the differences of Azimuth result for Tokyo 
8:00 9:00 10:00 11:00 12:00 13:00 14:00 15:00 16:00 17:00 18:00
SunTool 0,0365 0,0187 0,0001 0,0114 0,0383 0,0001 0,0622 0,0092 0,0260 0,0587 0,0521
SunPath 0,0893 0,0383 0,0583 0,0383 0,0276 0,0136 0,0826 0,0166 0,0586 0,0123 0,0376



















Standard Deviation of ALTITUDE Differences Referring to 
USNO's Altitude Result at TOKYO - JAPAN 
in 21 June 2007
8:00 9:00 10:00 11:00 12:00 13:00 14:00 15:00 16:00 17:00 18:00
SunTool 0,0029 0,0135 0,0329 0,0350 0,0069 0,0418 0,0039 0,0149 0,0184 0,0327 0,0208
SunPath 0,0355 0,0171 0,0389 0,1100 0,1440 0,0189 0,0219 0,0469 0,0549 0,0049 0,0149






















Standard Deviation of AZIMUTH Differences Referring to 
USNO's Azimuth Result at TOKYO - JAPAN 
in 21 June 2007
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Figure 5-3 plots the altitude differences for Tokyo location at 21 June 2007. It shows that on 
altitude output, SunTool and SunAngle have closer calculation result to the USNO’s result 
compare to SunPath. Meanwhile Figure 5-4 plots the azimuth differences which show similar 
trend result.  
The overall result of comparison is shown in Figure 5-5 and Figure 5-6. The location on 
Earth’s surface is represented by the four (4) selected location from different Earth’s 
hemisphere and the period of a year is represented by the two selected solstice date of the year.  
 
Figure 5-5: Overall differences of Altitude result, plotted per solstice date 
 

















SunTool 0,037535 0,049968 0,019677 0,176582 0,043611 0,035374 0,198450 0,025303
SunPath 0,052343 0,210555 0,020697 0,263513 0,193364 0,098955 0,248800 0,025737

















Standard Deviation of ALTITUDEComparison Referring to USNO's Result

















SunTool 0,025281 0,033234 0,037514 0,035643 0,030462 0,028340 0,027280 0,034580
SunPath 0,064999 0,035153 0,037238 0,035735 0,031567 0,153055 0,026957 0,034394




















Standard Deviation of ALTITUDEComparison Referring to USNO's Result
At Different Places on the Earth in Different Time Throughout the Year
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As readable from the chart, SunTool and SunAngle apparently use the same sun position 
equations. SunPath (Michalsky, 2003), that use different sun position algorithms, for certain, 
generates different result. Since there are many variables involved in calculating these results, 
the possibility of different output for all of these softwares is understandable, such as:   
• Location values in different format cause different result. USNO and SunPath use 
degrees hour-minutes format (without seconds), while SunTool and SunAngle use 
decimal degrees format with different decimal digit; 
• Round up values. USNO calculation rounds up its result values to one decimal 
number, while SunAngle does it to two decimal numbers. SunPath rounds up its 
output to 3 decimal numbers, while SunTool does not rounds up its output values (up 
to 8 decimal numbers); 
• Different constant variables’ values. 
 
5.1.2. Visual comparison with other CAD/BIM/Simulation programs 
To orient the ‘sunlight’ direction in the virtual environment, the ‘Sun’s altitude and azimuth 
values need to be assigned to the ‘Frame’ of the ‘light’ object. The purpose of this comparison 
test was to check if the scripts in the SunTool were correctly written. The comparison 
softwares are AutoCAD, MAX, REVIT, ArchiCAD, and SketchUp. 
Angle-marker, a 3D model, is modelled as the comparison model. It is a horizontal plane with 
circle markings around it to label altitude of 15°, 30°, 45°, 60° and 75° and a small peg stands 
in the centre. For the easiness, this angle-marker was placed facing to the north direction. 
When the shadow of the peg reaches circle mark of 30°, it is plainly means that the altitude at 
that time is around 30°. When the shadow of the peg falls on the north direction, it means that 
the Sun is located at the South direction from the peg, which is 180° azimuth (here azimuth is 
measured westward from the north). Location of the model changed according to time and 
selected cities with exactly the same latitude and longitude.  
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Table 5-4: Visual Comparison of Shadow casting in 3D scene by different softwares 
Tokyo – 21 June 2007 – 8am 
Application Numeric Values Images 










SunTool Prototype (EON) 
 
 
Table 5-4 shows the shadow comparison image in Tokyo (North latitude and East longitude) 
on June 21, at 8am. From the peg’s shadow direction, it is obvious that the SunTool produce 
similar shadow angle. The rest of the comparison images of other cities and time are placed at 
Appendix 3.1.  
5.2.  Effect of SunTool on simulation’s frame rate 
Recording frame-rate values 
Frame-rate is the amount of frames loaded (rendered) in a simulation at one second time. It 
depends on the amount of time for one frame to load. The latter depends on some other 
factors, such as geometry factors (polygons/triangles/vertices amount), textures and computer 
hardware profiles. To calculate frame rate on a running simulation, EON provides 2 tools, 
which are: 
• The simulation statistic on the simulation windows;  
• ‘FrameRate’ prototype that display frame-rate number on the screen.  
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‘FrameRate’ prototype is considered more accurate to calculate frame-rate value because it 
has the field parameter to set on how often should the value be updated. While the simulation 
statistic displays only average frame-rate value from several frames. Another advantage of 
using “FrameRate” prototype is that it writes every frames of the frame-rate detection result 
into the log window, which can be saved into an ASCII file and detail data (frame-rate values), 
and can be retrieved for further use. Therefore, the ‘FrameRate’ prototype was used to record 
all the frame-rate values for these tests. To use this prototype, users simply insert it under the 
‘camera’ frame.  
One factor that plays important role in producing IVE is the hardware profiles factor. The 
effects are clearly reflected on the frame-rate value result. Therefore, to eliminate this factor 
from the calculation, all of the tests were done on the DSL computer system. To collect 
frame-rate values, recorded values in the log window were saved as log.txt file. Numbers of 
frame rate and period of simulation time are retrieved from the log files and mapped in a chart 
to do visual comparison. 
How is the SunTool effect on simulation frame-rate? 
Three basic components of the SunTool are the light, SunTool and shadow node. Lighting 
adds brightness and calculates colour of every pixel on screen based on intensity, attenuation, 
colours of the light source and object. SunTool runs the script to process data from user to 
generate the sun position value. Meanwhile, shadow-volume algorithm is the shadow 
generator that in general known as a very heavy process. However, to check the significant of 
these three components’ influence when working together in sun study, a measurement and 
comparison test was conducted. A simple 3D model that contains more than 37,000 polygons, 
were used to do a test (Figure 5-7). To have equal comparison, the scene in EON was started 




Figure 5-7: Test of the significant effect of SunTool on simulation’s frame-rate 
 
Comparison I: 
Frame rate was recorded in condition with camera walks around the scene. Initial scene is 
started with the 3D model, then a light object inserted, continued with SunTool prototype 
insertion and lastly ShadowVolumeHard node. Frame rates of these scenes were collected and 
then compared. 
Table 5-5: Frame Rate result on different initial conditions 
 Frame Rate (Hz) 
Initial Light Light-SunTool Light-SunTool-Shadow 
Lowest 25.64 25.53 24.00 24.00 
Highest 127.66 76.92 76.92 64.52 
Average 75.46 57.25 57.63 56.81 
 
The result, Table 5-5, shows that average frame-rate for initial scene dropped once the light 
object inserted, which is logical because there was additional calculation process. The 
calculation considers the depth factor (distance and direction of each segment from the light 
source) to determine colour, shading and brightness of objects’ surfaces multiplied by the 
light colour then rendered the scene on user’s screen. This process reduced the frame rate by 
around 20Hz for this particular scene. The simulation’s pace was not changed by inserting  
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SunTool and ShadowVolumeHard node after that. This is because the navigation movement of 
the user in the simulation did not trigger any calculation process of these two objects. 
SunTool was not triggered to run without any input on its GUI and ShadowVolumeHard had 
no occluder and light that set to work on. For the next test, the two were activated. 
Comparison II: 
Walking navigation around the scene will not trigger the SunTool to run its calculation, but 
sliding the SunTool sliders will. This time, the scene’s frame-rate was measured between 
walking navigation and sliding the SunTool, tested in shadow off and shadow on condition.  
 
Figure 5-8: Frame Rate on Shadow on and off 
 
Table 5-6: Shadow Off and On Frame-Rate Comparison 
 Frame Rate (Hz) 
Shadow OFF  Shadow ON 
 Walking SunTool  Walking SunTool 
Lowest 24.00 24.00  5.19 2.65 
Highest 64.52 63.83  7.53 7.39 
Average 56.81 40.51  6.81 4.51 
 
The results show that walking simulation is faster than sun simulation (Figure 5-9, Table 5-6). 
The frame-rate decreased around 16Hz between walking and sun simulation for this particular 
model. Once the SunTool got the input values from sliders, it ran the scripts to do calculation 











00:00,0 00:08,6 00:17,3 00:25,9 00:34,6 00:43,2 00:51,8 01:00,5
Shadow Off - Walking Shadow Off  - SunTool
Shadow On - Walking Shadow On - SunTool
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The light object will then “move” according to the altitude and azimuth values and directly 
affect the scene’s brightness. If the shadow is turned on, then “ShadowVolumeHard” shall do 
the work in generating shadow volume, determining shaded and shadowed area on objects’ 
surfaces, which shall cause significant drop of the frame rate 88% from average range of 
40.5Hz – 56.8Hz to 4.5Hz – 6.8Hz. 
Conclusions 
1. Lighting calculation slightly decreases the simulation frame rate. However, as the light 
objects are already a basic component in computer rendering technique, it already has the 
compact and efficient algorithm to do its task; 
2. SunTool process is combined with rendering process affect the simulation speed by 30%.  
3. Shadow generating process significantly affects the simulation speed with 88% reduction 
in simulation frame-rate. In shadow on mode, walkthrough dropped from 56.8Hz at no 
shadow to 6.81Hz. While it is preferable to have shadow turned on at all condition, it is 
also wise to have an option to turn on and off the shadow for faster simulation when 
shadow is not essentially needed.  
 
5.3.  Checking issues on Shadow Volume with the 3D geometries 
Low frame-rate that causes lagged simulation is the main problem for complex architecture 
IVE generally because of the heaviness of shadow volume process. In general, shadow 
volume algorithm process is closely related to the number of polygons of the occluder objects. 
Two tests were conducted to check this relation in order to find ways to improve simulation 
speed. 
5.3.1. Between occluder objects and receiver objects 
It is realized that the easiest way to set occluder and receiver object is by setting-up all the 
objects into these two categories. However, for a complex scene with many objects in it, this 
method is not effective because, sometimes the numbers of polygons which are included are 
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just too much to handle by the machine. Therefore, to have a scene that suitable for shadow-
volume generation process, users need to have a well management of objects into occluder 
and receiver group. However, it is not a simple process to group objects into occluder and 
receiver. One needs to study, explore and predict what object that acts as occluder and what 
object that gets the shadow as receiver. From many trials, it is concluded that to select and 
group objects as occluder is easier than to manage receiver objects.  
An experiment on the issues of occluder and receiver objects is held. The hypothesis for this 
test was that occluder is the only element that has significant effect in shadow volume 
algorithm. It is based on the theory of shadow-volume algorithm that the shadow volume is 
generated from silhouette of occluder objects and is projected away from the light point of 
view (POV). After it fills the shadow-volume, the algorithm (z-pass or z-fail) determines 
whether a segment of surfaces (from the camera POV) is shaded or not.  
 
Figure 5-9: Model for occluder and receiver test 
 
A simple model consists of 5 grate-planes and 3 grate-blocks is provided, where each grate-
plane consists of 4748 polygons (triangles) - 43664 vertices and each grate-block consists of 




Scenario I:  Receiver fixed with different sets of occluder objects 
1. Grouping objects into some layers of occluder and receiver 
2. Import models to EON Studio (by using 3ds file) 
3. Set NO object receiver under ShadowVolumeHard node, which mean all of the 
objects are treated as receiver 
4. Record simulation frame rate with different sets of occluder with slider slid from 8am 
to 6pm continuously (Table 5-7). 
Table 5-7: Result of Frame Rate values for different amount of occluders 
 Number of Elements 









Polygons 80728 4748 9496 14244 18992 23740 
Triangles 80728 4748 9496 14244 18992 23740 
Vertices 43664 2568 5136 7704 10272 12840 
Objects 18 1 2 3 4 5 
 Frame rate result 
Lowest  9.956 5.731 4.684 3.692 3.256 
Highest  12.397 8.345 6 5.051 3.919 
Average  8.174 6.8 5.2 4.355 3.650 
 
 
Scenario II: Occluder fixed with different sets of Receiver objects 
1. Grouping objects into some layers of occluder and receiver 
2. Import models to EON Studio (by using 3ds file) 
3. Set fixed Occluder objects under ShadowVolumeHard node, which are the 5 standing 
grate-planes. 
4. Set the ground as the main Receiver object 
5. Record simulation frame rate with different sets of receivers with slider slid from 8am 
to 6pm continuously (Table 5-8).  
 
Table 5-8: Result of Frame Rate values for different amount of receiver 
 Number of Elements 









Polygons 80728 12 18992 37984 56976 
Triangles 80728 12 18992 37984 56976 
Vertices 43664 8 10272 20544 30816 
Objects 18 1 2 3 4 
 Frame rate result 
Lowest  3.2 3.098 3.072 3.071 
Highest  4.983 4.922 4.8 4.317 




The result confirms that more occluders mean slower frame-rate. Table 5-7 shows that frame-
rate values decreased as much as 16-23% each time additional 4,748 polygons occluder object 
was added. Meanwhile, Table 5-8 shows that receiver object apparently has effect on 
simulation performance although not as much as in the occluder object case. Frame rate value 
decreased around 4% each time 18992 polygons of receiver object was added.  
To conclude, it is suggested that in the modelling process, user sclearly group the 3D objects 
that are predicted will cast shadow as occluder objects. Whilst to consider the effort in 
determining receiver object with the effect attributed, it is suggested that no objects are 
assigned as receiver object. The setting of “no receiver” object in the ShadowVolumeHard 
node is actually means that all objects in the scene are treated as receiver object. 
5.3.2. Between polygon-count and object-count 
In some tests of different scenes, it was noticed that although some scenes have similar 
models, in terms of polygon-count, the frame-rate results were very different once the 
SunTool prototype and ShadowVolumeHard node were applied. Investigation made and lead 
to the way the 3D objects were modelled.  
A complex scene comprises of objects that are made and modified from primitive geometries. 
Similar model with the same amount of polygon might be modelled differently and resulted in 
different amount of object count. For example, a cube might consist of 1 cube object or 6 
rectangular surfaces. A test was designed to check how shadow volume method handles the 
same scene but with 3D objects modelled differently.  
Initial hypothesis is that the object-count has no affect on simulation’s frame-rate. Shadow 
volume was created by projecting geometries silhouette that made based on polygons. The 
more polygons of the occluder objects have, the more complex is the silhouette and the bigger 
is the amount of graphic memory taken to render the shadow-volume. In other words, only 
polygon-count has significant effect on simulation’s frame-rate. 
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Models and Scenario 
Two models were prepared with 4 different way of modelling (Figure 5-10): 
• Model with per-entity objects. In this way, the model contains a huge number of 
objects. 
• Model with per plane object. A plane is a group of some amount of objects. Figure 
5-10 shows that for model I, there are 17 objects plus 1 object as the ground. 
• Model with per block object. More amounts of objects are grouped into a block. From 
Figure 5-10 below, there are 8 objects plus 1 ground-plane. 
• Merged model into one object. 
Model I Model II 
Figure 5-10: Models for object-count test 
 
Each of the models was imported to EON Studio. SunTool prototype and ShadowVolumeHard 
node were then inserted. Simulation frame-rate recorded in condition of Shadow On/Off and 
on walking navigation and sun simulation. In simulating the sun, the time slider was slid 
forward and backward, from 8am to 6pm, to move the sun along its “orbit”. Thus, motioned 





Result and discussion 
Table 5-9: Object-count test result for model I 
 Number of Elements for Model I 
 Independent Entities Object Planes Object Blocks One Object 
Polygons 80728 80728 80728 80728 
Triangles 80728 80728 80728 80728 
Vertices 43664 43664 43664 43664 
Objects 1786 18 9 1 
 Simulation Frame Rate in EON Studio for Model I 
Shadow OFF ON OFF ON OFF ON   
 W S  W S W S W S W S   
Lowest 13.9 10.0 Failed 15.34 13.95 1.45 1.40 15.79 15.58 1.59 1.34 Failed 
Highest 10.4 3.4 Failed 46.15 32.26 1.58 1.60 48.00 35.09 1.88 1.88 Failed 
Average 13.4 4.6 Failed 35.2 23.2 1.61 1.5 37.37 24.86 1.73 1.56 Failed 
 W: Walking Navigation; S: SunTool Simulation 
 
Table 5-10: Object-count test result for model II 
 Number of Elements for Model II 
 Independent Entities Object Planes Object Blocks 
One 
Object 
Polygons 33880 33,880 33880 33880 
Triangles 33880 33,880 33880 33880 
Vertices 18448 18,448 18448 18448 
Objects 794 20 8 1 
 Simulation Frame Rate in EON Studio for Model II 
 SHADOW ON 
 W S W S W S  
Lowest 0.54 0.508 2.043 2.4 2.29 2.24 Failed 
Highest 0.545 0.531 2.76 4.73 5.4 4.9 Failed 
Average 0.726 0.58 2.5 3.61 3.29 3.72 Failed 
 W: Walking Navigation; S: SunTool Simulation 
 
The results show consistency that the numbers of object influence the process of producing 
shadow volume and simulation frame-rate (Table 5-9 and Table 5-10). The machine either 
failed or hardly performs shadowed scene with a huge number of objects in it. The frame rate 
improved significantly when the less object-count was involved. At model I, average recorded 
frame-rate is 4.6Hz for per-entity scene, highly improved to 23.2Hz and 24.86Hz for plane 
and block scene respectively for shadow off condition. Once the shadow volume was turned 
on, the frame rates dropped, that it failed to render the per-entity scene. For the plane and 
block scene, they were at 1.5 Hz and 1.56 Hz respectively. On the one-object scene, the 
machine failed to render both models. 
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In determining the silhouette of the occluder, the stencil shadow volume algorithm needs to 
make all of the surfaces in the scene as closed triangle meshes which leads to a process to 
eliminate redundant edges and try to find the outline edges of the occluder objects. This 
process consumes a lot of CPU cycles which is the most possible reason on why the machine 
failed to render the per-entity scene because there are too many edges of the occluder objects 
for the algorithm to determine. The silhouette generating method of the shadow-volume 
theory is shown at Figure 5-11.  
For grouped objects that have less redundant edges will also result in number of invisible 
shadow-volumes. For the one object case, the process of silhouette determination must be 
very complex that it failed to render at all. 
 
A simple method to determine the silhouette edges 
(Hun, 2002): 
 
1. Check through all the triangles (in loops) 
2. If triangle faces the light source (dot 
product > 0) 
3. Insert the three edges (pair of vertices), into 
an edge stack 
4. Check for previous occurrence of each edges 
or it's reverse in the stack 
5. If an edge or its reverse is found in the stack, 
remove both edges 
6. Start with new triangle 
 
Figure 5-11: Edge elimination for silhouette determination 
 
Conclusion 
It is an unavoidable problem that we need to face in this current technology that the stencil 
shadow-volume algorithm consumes a lot of CPU cycle because of number of polygons  and 
also takes huge amount of fill-rate to render the invisible shadow-volume generated. For 
current solution, users can only try to make as low polygon number as they can to reduce 
CPU cycle, while for fill-rate matter, unfortunately, it only depends on hardware’s 
performance (graphic card). 
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Two common suggestions to reduce polygon-count are by modelling simpler objects and the 
use of welded meshes. Simpler object means the model is less detail, which of course depends 
on the user’s requirement on how details he/she wants the scene to be. Welded meshes mean 
the objects were merged/united so that there are no duplicate vertices or edges representing 
the exact same point or edge. For example, there is “union” command in AutoCAD and “weld” 
command in MAX software which can be used to create this welded mesh.  
In addition, from this test result, it is shown that object-count is also an issue in creating 
shadow volume. Attempts to find a formula of the proportion of polygon-count and object-
count in a scene that suit the best for an IVE to get the highest frame rate were failed. 
However, from some test scenes, it was found that the simulation indicated one pattern on the 
relation between object-count and frame-rate. Simulation’s frame-rate will be improved when 
many objects that contain many polygons form a grouped object with small area coverage. 
For example, it failed to render per-entity scene and also at one-object scene, while for plane 
and block scene, the frame rate result improved significantly, although it still considered very 
low due to number of polygons in this scene. The plane and block object only cover a small 
amount of area, while when it welded into one as one-object, the area covered to render the 
invisible shadow volume is too big to handle. Thus, it is suggested to group 3D objects that 
cover a small area of the scene into a distinct categories or layers to reduce number of object-
count.  
5.4.  Inserting SunTool in architecture scenes 
Inserting SunTool prototype into architecture IVE, users/architects can assess 
sunlight/shadow study by “playing” with the user interface to simulate the sun movement and 
see the effect right away, in real time. This is also to check on how the SunTool prototype 
works in complex architecture environment.  It was fortunate enough to have the privilege to 
use NUS Warren Residential College model, an the urban scale project; and Mahaweli 
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About Warren IVE 
The Warren IVE was made into 3 versions: 
1. Empty Warren (Figure 5-13) 
Site with building models but the hostel models were wrapped with texture image. 
In this scene, no tree and people objects are attached. This scene is an initial 
scene, a direct conversion from the initial MAX models. 
2. Detail Warren (Figure 5-14) 
Detail-Warren scene is the initial-Warren scene with many additional objects, 
such as, 3D geometries for window-elements for hostel buildings, tree and people 
objects by using billboard system. Thousands of 3D window-objects were placed 
on the hostel buildings’ surfaces while the trees and peoples billboards were 
placed all over the scenes to create campus atmosphere. There are thousands of 
them were inserted into the scene. The insertion of objects was done by using 
cloning technique. There are 3,558 windows/doors in the scene that represented 
only by 5 types of “real” window/door object, and 1,100 tree objects are 
represented only by 27 types of tree. By using clone-objects, huge amount of 
CPU memory can be saved in comparison by using copy method. 
3. Simplified Warren (Figure 5-15) 
Hostel buildings, with so many 3D objects (windows and doors) suspected to be 
the main cause of the slowness in its simulation. Therefore, by replacing the 
detail-hostel with initial hostel-block with textures mapped and kept the trees and 
peoples in, detail-Warren is simplified to this scene, namely simplified-Warren.  
Table 5-11 shows the simulation frame-rate results for each of the Warren IVEs. Detail-
Warren simulation ran very slow with frame rate only at 1.3Hz range, while simulations of 





   
Figure 5-13: Initial Warren IVE 
 
     
Figure 5-14: Detail Warren IVE 
 
    
Figure 5-15: Simplified Warren IVE 
 
Table 5-11: Frame-Rate comparison between Warren IVEs 
Frame Rate (Hz) Initial Warren IVE Detail Warren IVE Simplified Warren IVE 
Lowest 6.396590 1.280140 5.73066 
Highest 7.528240 1.320130 7.38916 





SunTool prototype was inserted into the three scenes, with all buildings were set as the 
occluder. The simulations of initial-Warren and simplified-Warren run at 2.8Hz of frame rate. 
As expected, detail-Warren simulation failed to render shadow and crashed the application.  
The main cause of the detail-Warren simulation to crash was too many polygons in it. A trick 
applied on this scene, a copy of hostel block-models were inserted, overlapped on the detail-
Hostel buildings, and then from the properties panel, these blocks were set to hidden. These 
simple blocks will not be rendered on the screen, but shall only act as the occluder object to 
replace the detail-hostel models. In this way, ShadowVolumeHard node instead of calculating 
the detail-hostel model, it calculates the simple block to cast shadow.  
Result 
Figure 5-16 shows comparison of simulation result with and without shadow. Table 5-12 
shows the simulation frame rate result of the three scenes. For initial and simplified Warren, 
the frame rate dropped around 60% compare to the simulation when there is no shadow cast, 
while with the trick, the simulation of detail-Warren could run although in very low frame 
rate of 1Hz. This result inspires a method to use simplified hidden object as a replacement of 
a detail one to improve simulation frame rate when using shadow-volume to cast shadow in 
IVE. 
Table 5-12: Frame-Rate comparison between Warren IVEs on Shadow ON 
Frame Rate (Hz) SHADOW ON Initial Warren IVE Detail Warren IVE Simplified Warren IVE 
Lowest 2.075410 0.969619 2.57732 
Highest 3.658540 1.153180 3.17460 


























5.4.2. Building scale and interior IVE: Mahaweli Headquarters Building  
Mahaweli Headquarters Building, located in Colombo, was 
designed by Geoffrey Bawa, Sri Lanka. It has interesting 
features of strong connections with its surrounding and 
tropical climate. Due to the unfortunate situation, this 
deliberate design could not function as the initial design 
intention. A project to convert this building to an IVE was 
conducted by Tan and Hii (2007) in NUS. This IVE was 
borrowed as an interior scene to test the SunTool prototype. 
In the existing Mahaweli IVE, a scenario of sunlight study 
was also done by using sets of baked textures. The 3D model was rendered, in Autodesk 
MAX, at 4 different time settings to produce different sets of baked textures which were then 
mapped to the 3D model before converted as IVE (Figure 5-18).  
 
Figure 5-18: Initial scene of Mahaweli IVE 
 
Inserting SunTool  
The SunTool was inserted in this interior IVE to have a real time sunlight study. Table 5-13 is 
the frame-rate comparison, measured at 1024 x 768 pixels screen resolution and set with 
quad-buffer rendering. All of the objects in the scene were set as occluders and nothing was 




set as receiver, which means all objects are receiver. As expected, shadow-off scene had the 
same speed as the initial scene and greatly dropped when the shadow turned on. 
Table 5-13: Frame rate comparison in Mahaweli IVE 
Frame Rate (Hz) Initial Scene With SunTool OFF ON 
Lowest 17.49270 31.91490 1.052080 
Highest 32.08550 32.08560 2.327390 
Average 24.78910 32.00025 1.689735 
 
21 June 2007 at Colombo (15:00) 21 June 2007 at Colombo (15:00) 
Initial Mahaweli Scene Mahaweli with SunTool Scene 
  
21 December 2007 at Colombo (17:00) 21 December 2007 at Colombo (17:00)
Initial Mahaweli IVE Mahaweli with SunTool IVE 
 
Figure 5-19: Comparison of Mahaweli IVE: with baked textures and SunTool 
 
 
Figure 5-19 shows comparison result between the initial Mahaweli IVE and Mahaweli with 
SunTool IVE. Different brightness of the two scenes emphasizes that the SunTool has the 
limitation that it has no ability to calculate the true illumination values on the object surfaces. 

























5.5.  Survey on Graphical User Interface (GUI) 
The SunTool prototype needs user’s interaction and provides GUI on simulation screen for 
user to access. Section 4.4 describes GUI design for SunTool prototype and for evaluation 
process, a survey was conducted to get response from the users on the user-friendliness of this 
SunTool’s user interface. This survey was also intended to seek users’ opinion on sunlight 
study in architecture IVE. 
Specific target respondents are people with architecture, building science or building 
construction background who familiar with type of CAD and building simulation software. 
Respondents were asked to view two type of IVEs, one is a simple model of angle-marker for 
them to get familiar with the SunTool’s prototype and the other one is the Seoul-city IVE for 
the respondent to experience sunlight study in an architecture IVE (Figure 5-21).  
The respondents were handed a questionnaire with questions to rate how they handle the GUI 
when navigating within the scene and simulating the sun. The respondents were also asked on 
their opinion on sunlight study in an IVE for an architect. The questionnaire and power-point 
guidance sheets for this survey are put at Appendix 3.2. 
 
Model I: Angle Marker Model II: Seoul City 
 







1. Briefing introduction on sunlight study in architecture design; 
2. Briefing introduction on IVE; 
3. Briefing on what to do in the survey; 
4. Set respondent at the prepared platform, facing a stereoscopic large screen, using 
a goggle and equipped with wireless mouse and keyboard; 
5. Open scene I: the angle marker; 
6. Open scene II: the Seoul-city; 
7. Ask respondent to fill their opinion on questionnaire. 
Note: A user was briefed on how to use the SunTool’s GUI. They need to get familiar 
with the GUI itself and get help from the “Help” button provided in the GUI. Their tasks 
are to set the scene at requested location, date and time, then save the result from 
provided button in the GUI. The questionnaire and list of respondents can be found at 
Appendix 3.2. 
Result and discussion 
There are 14 respondents who joined the survey, range from 22-49 years old. Most of them 
are already have architecture or building related working experiences, considering 2 of them 
are architect assistants, 8 are PhD students, 2 master students and only 2 architecture 
undergraduate students. All of the respondents are working in architecture related area, 9 of 
them working in design, 2 are in building science and 3 is focus in 3D visualization. On 
computer program familiarity wise, 11 respondents do familiar with CAD system and 7 are 
gamers.  
Most of the respondents were able to handle the sliders and textboxes easily. Some of them, 
indeed, felt that it was quite difficult to grab the slider. This result is related to their opinion 
on the GUI’s dimension proportion/scale. Although there are 14% of the respondent said the 
GUI is big enough and about 58% of them said that the dimension is okay, there are some 
respondents gave extreme low rate. However, most of them, in total of 72%, felt the tasks 
given were easy. From the exploration in watching the respondents in doing the survey, some 
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factors might affect their opinion. More than half of the respondents were having their first 
experience of stereoscopic display, while some enjoyed it, some other were just adapting, 
especially for the ones that didn’t bring their Myopia glasses. Being not familiar with the 
walkthrough navigation system (using mouse device) is another factor that makes some of the 
respondents felt that it is difficult to control the pointer.  
For features of SunTool, respondents are agreed to have the feature of “Shadow On/Off”, 
“Result display”, “Save result”, “Help message” and “Information message”. However, for 
the “ Z-pass/Z-fail” option, users that understood the function of it were agreed to have the 
feature, while some who did not understand the function, declined the feature or just skipped 
the question.  
For the “Delta-T” variable, almost all of the respondents didn’t think it is needed. They seem 
to not care and understand on the function of Delta-T variables, which are used to calculate 
more accurate Julian date values. Besides that those values are too troublesome to get because 
it has to be obtained from observation database while the result differences are just too small 
and not viewable in the scene. Respondents also indicated that a very accurate sun position is 
not necessary for sunlight study in architecture, while from the author’s side, accurate sun 
position values are needed especially for further subsequent uses. 
Most of the respondents agreed to that sunlight study in IVE is important and 86% of them 
stated that they prefer to have the sun position value to be calculated, rather than mere 
movement from east to west direction. On the last question, the respondents gave 71% and 22% 
for high and medium performance respectively, while 7% of them gave poor rate for the 
SunTool prototype performance.  
To conclude from the result of this survey, for this first development of a sunlight/shadow 





6. Conclusion  
 
Architecture strongly relates to design visualization and “reflective conversation” between the 
architect and design. Whilst architecture design process comprises of consideration and 
integration of many design parameters, the sun, with its “ritual” movement and influences, is 
one most important of them. By visualizing the sunlight penetration and shadow cast in 
architecture design, especially in three-dimensional space, based on the three essential 
variables (location, date and time), the tool enables architect to understand, evaluate and 
control the interrelationship between building form and the sun position.  
Long history of the evolution of sunlight study tools, from manual graphical form to auto-
computational digital and visualization form, proves the importance of sunlight and shadow 
factor in architecture design. Currently, computational tools to calculate the real sun position 
are only available in CAD and lighting simulation software, albeit the advanced and potential 
Virtual Reality (VR) technology has been around for some time.  
6.1.   SunTool object: the proposed tool for sunlight study in VR softwares 
This thesis proposed a prototype of sun position calculation and sunlight colour rough 
estimation tool as a mean for sunlight study in architecture immersive visualization, called the 
SunTool prototype. The function of this tool is to have real time sunlight and shadow 
simulation, in addition to the immersion feeling within a virtual architectural environment, in 
order for architects to be able to experience and perceive the spaces and elements of a design 
in relation to sunlight effects. 
The objectives of the development of this SunTool are: 
1. A proposal to include accurate sun position calculation in all Immersive Visualization 
softwares, especially for architecture purposes. 
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Immersive Virtual Environment (IVE), a type of VR technology, offers a new way to 
do sunlight study by providing the advantage for user to be “presence” within the 
scene while watching, exploring and evaluating the sunlight penetration or shadow 
cast into the building, in real time, as one animates the sun. Common visualization of 
sunlight/shadow in IVE is merely additional visual effects, to make the scene looks 
more realistic. Since design in architecture is always referring to the real condition of 
nature, architects need a tool for sunlight/shadow study in IVE with the real sun 
position calculation that they can use practically.  
For this SunTool prototype, it was built as a function on EON Studio platform, which 
is the software available in the Digital Space Lab (DSL) at Department of 
Architecture, NUS. 
2. A proof-of-concept for an accurate sun positioning tool in IVEs. 
Applications and evaluations of the SunTool prototype show that the tool works well 
and is feasible for further improvement. Some additional supports for this conclusion 
are: 
• The calculation script contains sun position algorithms which, basically, are list 
of basic mathematic equations shall be easily executed and modified for 
implementation in any other IVE software. Accuracy factor is an important issue 
in this matter, thus, Meuss’s sun position algorithm with error of ± 0.003° is used 
(Meeus, 1998). 
In this SunTool, the script (of around 2000 lines of Jscript code) also contains 
algorithms of sunlight colour and connectivity between the GUI elements and the 
calculation process. 
• Application method of IVE creation is basically similar from one software 
compare to another as all IVE softwares are using the same VR technology 
(e.g.lighting, shadow and rendering algorithms, texture mapping, stereoscopic 
techniques). Therefore, the use of lighting and shadow objects could also be 
implemented in other IVE softwares.  
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With the current VR technology available, this SunTool prototype, in EON 
Software, employs light object as a virtual sun, which position and colour are 
calculated and able to cast shadow unto objects in the scene by utilizing 
ShadowVolumeHard node. Other ideas of rough prediction of sunlight colour, 
which are transferable to set the Light’s orientation and colour in EON’s IVE, 
accompanied by the fading on/off shadow (ShadowWeight) and the control of 
environment brightness (Headlight_Colour) has enriched atmosphere in an IVE, 
especially at low altitude period. 
• The SunTool’s Graphical User Interface (GUI), for user input fields, result 
display, output types (snap-shots images and result text file), and information 
system are idea for implementation in other IVE software. From the users’ 
opinion gathered from the survey, the SunTool’s GUI, to some extend, is user-
friendly enough. 
3. An invitation to researcher or developer to improve a SunTool kind of function for 
IVE softwares according to the continual advancing progress of IVE technology. For 
this SunTool, there are some limitations and future works that need to be further 
developed.  
 
6.2.   Limitations 
In this project, there are some limitations that have been discovered on the case of EON 
Studio SunTool Prototype, as follows: 
• Single channel IVE system only; 
• Accurate sun position result but with limited capability in displaying the real sunlight 
effect; 
• Highly dependence on the 3D model geometries and hardware profile. 
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Single channel IVE system only 
By using 2-dimension GUI elements, SunTool can only be used on a single channel IVE 
system. It failed to work in sub-channel system. In sub-channel system, there are two CPUs, 
namely ‘master’ and ‘slave’, that work together to project two kinds of image, one is for the 
‘right-eye’ and one is for the ‘left-eye’. These two images shall blend into one and create the 
stereoscopic illusion when users view them by using goggle. High frequency synchronization 
between the two CPUs is needed in producing this system. Unfortunately, it does not work 
well for 2-dimension GUI elements.  
 
Figure 6-1: SunTool GUI Errors in sub-channel projection system (1) 
 
Figure 6-2: SunTool GUI Errors in sub-channel projection system (2) 
 
In simple animation, for example, to slide the slider or to input values to textboxes, the 
simulation is still working well although the SunTool GUI elements are appeared on both 
screens, as seen in Figure 6-1. However, once pull-down menu or pop-up message activated 
(location and GMT setting options), the same option-element will also appear on both screens 
and cause the simulation fails to work (Figure 6-2). Sunlight animation at the “master” side 
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still does its job to animate the sunlight and shadow when the sliders slid by user, but 
simulation at the ‘slave’ side crashed. As the consequence, the SunTool is not usable for sub-
channel projection system.  
Accurate sun position result but limited capability in displaying the real sunlight effect 
From the application of SunTool in Mahaweli IVE, it was realized that the illuminance level 
in IVE is not representing the real illuminance in the real world. VR real-time rendering 
system only provides direct luminance effect unto objects in the scene. Current VR 
technology has not allowed ray-tracing and radiosity method to run in real-time rendering yet, 
which should be able to calculate the total illuminance level that a surface can get. Therefore, 
by using the SunTool, users will only able to view the real sunlight angle and shadow angle 
for studying their design. 
However, the sun position algorithms used in SunTool have accuracy up to 0.003 degrees 
angle (Meeus, 1998). This result can be used for further calculation of daylighting factors in 
the future development.  
Highly dependence on the 3D model geometries and hardware profile 
For a complex scene, as the common architecture scene, shadow generating process could 
significantly slow down the simulation, which means decreasing simulation frame-rate. This 
concludes that due to the current IVE technology available, immersive simulation is highly 
dependence on complexity of the 3D model geometries and hardware profile. Low frame-rate 
causes the user loss sense of ‘presence’ in the virtual scene. Therefore, albeit limitation of 
current IVE technology, suggested solution for this problems are: 
• Increase specification of hardware profile 
• Well preparation of the 3D models. The designer needs to construct 3D model that is 
efficient and has low number of surfaces. Some suggestions for 3D model preparation 
in using SunTool prototype in architectural scene are, as follows: 
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- Minimize polygon numbers at the 3D modelling process especially for objects 
that will act as occluder in shadow casting. A common technique is by merge, 
union or weld the objects; 
- Objects management. Since the modelling process, all the 3D objects should be 
well defined and categorized into layers of occluder or receiver. In this way, it is 
easy and convenient for user to set up the related layers as occluder objects.  
- Prepare the hidden occluder trick from the modelling phase by creating a simple 
or less detail object to imitate a detailed object and act as the occluder object in 
the IVE. By using this method, shadow volume will only be generated from the 
simple objects, although the machine renders the detailed one on the screen.   
- Plan separate scene for exterior and interior.  
However, it is possible to connect the SunTool’s script to new shadow technology that might 
be developed for IVE program in the future.  
 
6.3.   Future Works 
As the potential and advantages of a SunTool in IVE are unquestionable, it needs many 
improvements in the future works, which can be categorized as: 
• Capability improvement 
• GUI improvement 
Furthermore, since the SunTool’s performance is closely related to VR technology, the 
improvements will also depend on it. Using this chance, here is a wish list for VR technology 
improvement from architecture point of view,  
• Wish list on advance VR technology 
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Extension of SunTool’s Capabilities 
The main targets should be the extension of SunTool’s capabilities in predicting and 
visualizing sunlight real effects unto the scene. This is including calculation of daylighting 
factors and solar energy factors, which can be described as follows, 
• The illuminance of objects’ surfaces is attributed not only by direct sunray but also 
diffuse sunlight from the surrounding and the sky condition. Learning from physical 
Sky Simulator method and Virtual Sun Domes (VSD) system (Wittkopf, 2004), the 
involvement of sky condition variables are needed to predict daylight factors, which 
if visualized in a scene (IVEs) will be able to closely represent the real illumination 
level of objects in the scene. Of course, this feature will need advance lighting system 
of VR technology to allow ray-tracing and/or radiosity algorithm to run in the IVEs. 
• Theoretically, when accurate sunlight angle provided, solar energy, in terms of 
luminance and heat intensity can be calculated. Meeus (1998), provides algorithms to 
calculate this impact level based on the sun position and tilt level of related surface, 
which make an idea of future work in developing SunTool’s ability to calculate the 
heat impact of insolation on a certain surface is possible. 
Improvement of the SunTool’s GUI  
Result of the survey indicates that design of SunTool’s GUI still needs improvement albeit 
most of the respondents think that the GUI is user-friendly enough. Some of changes that 
might be considered in the next development are, 
• Increase the proportion/dimension of the GUI, by keep considering and taking into 
account the GUI coverage to not cover the main display of a scene; 
• Input fields for day, month and time variables. This would need additional 
verification codes added to the current script; 
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• Remove the Delta-T input fields from the GUI as it is too complicated for the users. 
Instead, the SunTool’s script needs to contain database of delta-T value for a wide 
range of years. 
More outputs that can be generated by a SunTool are needed, even though these features also 
depend on the software’s capabilities, such as the ability to create and print table or chart of 
the calculation result, record sunlight simulation as an animation file, create 2D image and 3D 
volume contour map of objects’ illuminance level.  
Wish list on advance VR technology 
• Improved shadow algorithm for real time visualization 
Improvements on the shadow algorithms for real time visualization, either on 
silhouette generating process (of shadow-volume algorithms), which will improve 
shadow volume generation performance, or on the shadow-map’s depth-image 
resolution (of shadow-map algorithm), which might be a good option for SunTool to 
use.   
• Ray-tracing or/and radiosity rendering lighting method within real-time IVEs. 
• Volumetric rendering of 3D volumetric texture. Volumetric texture is a set of data in 
3D space that can be generated by advanced daylighting simulation program, such as 
CFD (Computational Fluid Dynamic) softwares. Considering that current shadow-
volume algorithm is able to fill and create shadow volume area, there is a possibility 
for modified shadow-volume algorithm to render the 3D volumetric texture’s value 
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Appendix 1: SunTool Prototype Development 
 
 










The SunTool Prototype v.1.00 2 
for EON Studio v.5.5 3 
Date  : 18 November 2007 4 
Author  : Roni Anggoro (ang.roni@gmail.com; ronianggoro@nus.edu.sg) 5 
Supervisor : DR. Stephen Wittkopf (akiskw@nus.edu.sg) 6 
Designation : As a part of master thesis of M.A.(Arch.) 7 
School  : Department of Architecture - School of Design and Environment  8 
  National University of Singapore 9 
About this SunTool: 10 
- The function is to calculate the correct Sun position relative to the observer's position on Earth; 11 
- To provide sunlight colour based on the Sun's altitude of the current time; 12 
- To be used in conjunction with the light node and ShadowVolumeHard node to create sunlight study 13 
in the real time immersive visualization. The Sun position values arrayed and connected to the Sun's 14 
frame node's orientation (Frame node that contain a light node which representing the Sun); 15 
- The Sunlight colour values is connected to the light node (which is the "Sun"); 16 
- Has function to generate snap-screen image file and result txt file by clicking the "Save Result" button; 17 
******************************************/ 18 
/*************************************************************************** 19 
DECLARING VARIABLES AND DEFINING DEFAULT VALUES 20 
****************************************************************************/ 21 
 22 
//--------------------- Define default values -------------------------------------- 23 
 24 
var PI = 3.1415926535897932384626433832795028841971; 25 
  26 
//--------------------- Declaration input variables -------------------------------------- 27 
 28 
var year; // Year value. 4-digit year. Valid value from 1583 - 6000.Text field 29 
var year4JD; // Year variable for Julian date calculation 30 
var month; // Month, user input slider from 1-12 31 
var month4JD; // Month variable for Julian date calculation 32 
var Month; // Month, long format for UI display 33 
var date;  // Date, user input slider from 1-31 34 
var hour; // Time (hour), user input slider from 1-24 35 
var minute; // Time (minute), user input slider from 1-60 36 
var second; // Time (second) set default to 0 37 
var delta_t;  // Delta T 38 
var taiutc; // for delta_t calculation 39 
var ut1utc; // for delta_t calculation 40 
var dst  // Daylight Saving Time setting 41 
 42 
var location; // Observer location button.  43 
// Options provided, synchronized to longitude, latitude and timezone values 44 
var SelectedLoc; // Observer location 45 
var longitude; // Observer longitude.  46 
// Negative value for west of Greenwich. Valid range between -180 to 180 degrees 47 
var latitude; // Observer latitude.  48 
// Negative value for southern hemisphere. Valid range between -90 to 90 degrees 49 
var timezone; // Observer time zone.  50 
// Negative value for west of Greenwich. Valid range between -12 to 12 hours. 51 
var elevation; // Observer elevation in meters. Valid range between -6500000 to higher. 52 
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//---------------- Declaration intermediate output variables -------------------------------- 53 
 54 
var leapyear; // Leap year 55 
var jd;   // Julian day 56 
var jc;  // Julian century 57 
var jde;  // Julian ephemeris day 58 
var jce;  // Julian ephemeris century 59 
var jme;  // Julian ephemeris millennium 60 
 61 
var helio_L;  // The Earth Heliocentric Longitude (degrees) 62 
var helio_B;  // The Earth Heliocentric Latitude (degrees) 63 
var helio_R; // The Earth Heliocentric Radius Vector (Astronomical Units, AU) 64 
var theta; // Geocentric longitude (degrees) 65 
var beta;  // Geocentric latitude (degrees) 66 
var X0;  // Mean elongation of the Moon from the Sun (degrees) 67 
var X1;   // Mean anomaly of the Sun relative to the Earth (degrees) 68 
var X2;  // Mean anomaly of the moon (degrees) 69 
var X3;  // Moon's argument of latitude (degrees) 70 
var X4;   // Longitude of the ascending node of the Moon's mean orbit on the ecliptic. 71 
Measured from the main equinox of the date (degrees) 72 
 73 
var delta_psi; // Nutation in longitude (degrees) 74 
var delta_epsilon; // Nutation in obliquity (degrees) 75 
var epsilon0; // Obliquity of the ecliptic (arc seconds) 76 
 77 
var epsilon; // True obliquity of the ecliptic (degrees) 78 
var delta_tau; // Aberration Correction (degrees) 79 
var lamda; // Apparent Sun longitude (degrees) 80 
var nu0;  // Greenwich mean sidereal time (degrees) 81 
var nu;  // Greenwich sidereal time (degrees) 82 
var alpha; // Geocentric Sun right ascension (degrees) 83 
var delta; // Geocentric Sun declination (degrees) 84 
var h;  // Observer hour angle (degrees) 85 
var xi;  // Sun equatorial horzontal parallax (degrees) 86 
var delta_alpha; // Sun right ascension parallax (degrees) 87 
var delta_prime; // Topocentric sun declination (degrees) 88 
var alpha_prime; // Topocentric sun right ascension (degrees) 89 
var h_prime; // Topocentric local hour angle (degrees) 90 
var e0;  // Topocentric elevation angle (uncorrected) (degrees) 91 
var delta_e; // Atmospheric refraction correction (degrees) 92 
var e;  // Topocentric elevation angle (corrected) (degrees) 93 
var M;  // The Sun's mean longitude (degrees) 94 
var eot;  // Equation of Time (minutes) 95 
var srha;  // Sunrise hour angle (degrees) 96 
var ssha; // Sunset hour angle (degrees) 97 
var sta;  // Sun transit altitude (degrees) 98 
 99 
//--------------------- Declaration final output variables --------------------------------------  100 
 101 
var altitude;  // Topocentric zenith angle (degrees) 102 
var altitude_0;  // Altitude value to send to the light-frame's orientation field  103 
// (prevent the "Sun" goes under the horizon) 104 
var azimuthAst;  // Topocentric Azimuth angle of the sun,  105 
// measured westward from south [0 to 360 degrees] 106 
var azimuthNav;  // Topocentric Azimuth angle of the sun,  107 
// measured eastward from north [0 to 360 degrees] 108 
var sunori; // Variable of array altitude and azimuth to be fed to the SunFrame node's orientation 109 
var sunlight_colour; // General (rough) prediction of sunlight colour  110 
var shadow_weight;  // Rough prediction of shadow weight.  111 
// Below -6 degree, Sunlight cast no more shadow 112 
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//------------- Define the values of Earth Periodic Terms -------------------------------  113 
   114 
var L0 = new Array("A", "B", "C"); 115 
L0[0] = new Array(175347046.0,0,0); 116 
L0[1] = new Array(3341656.0,4.6692568,6283.07585); 117 
L0[2] = new Array(34894.0,4.6261,12566.1517); 118 
L0[3] = new Array(3497.0,2.7441,5753.3849); 119 
L0[4] = new Array(3418.0,2.8289,3.5231); 120 
L0[5] = new Array(3136.0,3.6277,77713.7715); 121 
L0[6] = new Array(2676.0,4.4181,7860.4194); 122 
L0[7] = new Array(2343.0,6.1352,3930.2097); 123 
L0[8] = new Array(1324.0,0.7425,11506.7698); 124 
L0[9] = new Array(1273.0,2.0371,529.691); 125 
L0[10] = new Array(1199.0,1.1096,1577.3435); 126 
L0[11] = new Array(990,5.233,5884.927); 127 
L0[12] = new Array(902,2.045,26.298); 128 
L0[13] = new Array(857,3.508,398.149); 129 
L0[14] = new Array(780,1.179,5223.694); 130 
L0[15] = new Array(753,2.533,5507.553); 131 
L0[16] = new Array(505,4.583,18849.228); 132 
L0[17] = new Array(492,4.205,775.523); 133 
L0[18] = new Array(357,2.92,0.067); 134 
L0[19] = new Array(317,5.849,11790.629); 135 
L0[20] = new Array(284,1.899,796.298); 136 
L0[21] = new Array(271,0.315,10977.079); 137 
L0[22] = new Array(243,0.345,5486.778); 138 
L0[23] = new Array(206,4.806,2544.314); 139 
L0[24] = new Array(205,1.869,5573.143); 140 
L0[25] = new Array(202,2.458,6069.777); 141 
L0[26] = new Array(156,0.833,213.299); 142 
L0[27] = new Array(132,3.411,2942.463); 143 
L0[28] = new Array(126,1.083,20.775); 144 
L0[29] = new Array(115,0.645,0.98); 145 
L0[30] = new Array(103,0.636,4694.003); 146 
L0[31] = new Array(102,0.976,15720.839); 147 
L0[32] = new Array(102,4.267,7.114); 148 
L0[33] = new Array(99,6.21,2146.17); 149 
L0[34] = new Array(98,0.68,155.42); 150 
L0[35] = new Array(86,5.98,161000.69); 151 
L0[36] = new Array(85,1.3,6275.96); 152 
L0[37] = new Array(85,3.67,71430.7); 153 
L0[38] = new Array(80,1.81,17260.15); 154 
L0[39] = new Array(79,3.04,12036.46); 155 
L0[40] = new Array(71,1.76,5088.63); 156 
L0[41] = new Array(74,3.5,3154.69); 157 
L0[42] = new Array(74,4.68,801.82); 158 
L0[43] = new Array(70,0.83,9437.76); 159 
L0[44] = new Array(62,3.98,8827.39); 160 
L0[45] = new Array(61,1.82,7084.9); 161 
L0[46] = new Array(57,2.78,6286.6); 162 
L0[47] = new Array(56,4.39,14143.5); 163 
L0[48] = new Array(56,3.47,6279.55); 164 
L0[49] = new Array(52,0.19,12139.55); 165 
L0[50] = new Array(52,1.33,1748.02); 166 
L0[51] = new Array(51,0.28,5856.48); 167 
L0[52] = new Array(49,0.49,1194.45); 168 
L0[53] = new Array(41,5.37,8429.24); 169 
L0[54] = new Array(41,2.4,19651.05); 170 
L0[55] = new Array(39,6.17,10447.39); 171 
L0[56] = new Array(37,6.04,10213.29); 172 
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L0[57] = new Array(37,2.57,1059.38); 173 
L0[58] = new Array(36,1.71,2352.87); 174 
L0[59] = new Array(36,1.78,6812.77); 175 
L0[60] = new Array(33,0.59,17789.85); 176 
L0[61] = new Array(30,0.44,83996.85); 177 
L0[62] = new Array(30,2.74,1349.87); 178 
L0[63] = new Array(25,3.16,4690.48); 179 
 180 
var L1 = new Array("A", "B", "C"); 181 
L1[0] = new Array(628331966747.0,0,0); 182 
L1[1] = new Array(206059.0,2.678235,6283.07585); 183 
L1[2] = new Array(4303.0,2.6351,12566.1517); 184 
L1[3] = new Array(425.0,1.59,3.523); 185 
L1[4] = new Array(119.0,5.796,26.298); 186 
L1[5] = new Array(109.0,2.966,1577.344); 187 
L1[6] = new Array(93,2.59,18849.23); 188 
L1[7] = new Array(72,1.14,529.69); 189 
L1[8] = new Array(68,1.87,398.15); 190 
L1[9] = new Array(67,4.41,5507.55); 191 
L1[10] = new Array(59,2.89,5223.69); 192 
L1[11] = new Array(56,2.17,155.42); 193 
L1[12] = new Array(45,0.4,796.3); 194 
L1[13] = new Array(36,0.47,775.52); 195 
L1[14] = new Array(29,2.65,7.11); 196 
L1[15] = new Array(21,5.34,0.98); 197 
L1[16] = new Array(19,1.85,5486.78); 198 
L1[17] = new Array(19,4.97,213.3); 199 
L1[18] = new Array(17,2.99,6275.96); 200 
L1[19] = new Array(16,0.03,2544.31); 201 
L1[20] = new Array(16,1.43,2146.17); 202 
L1[21] = new Array(15,1.21,10977.08); 203 
L1[22] = new Array(12,2.83,1748.02); 204 
L1[23] = new Array(12,3.26,5088.63); 205 
L1[24] = new Array(12,5.27,1194.45); 206 
L1[25] = new Array(12,2.08,4694); 207 
L1[26] = new Array(11,0.77,553.57); 208 
L1[27] = new Array(10,1.3,3286.6); 209 
L1[28] = new Array(10,4.24,1349.87); 210 
L1[29] = new Array(9,2.7,242.73); 211 
L1[30] = new Array(9,5.64,951.72); 212 
L1[31] = new Array(8,5.3,2352.87); 213 
L1[32] = new Array(6,2.65,9437.76); 214 
L1[33] = new Array(6,4.67,4690.48); 215 
 216 
 217 
var L2 = new Array("A", "B", "C"); 218 
L2[0] = new Array(52919.0,0,0); 219 
L2[1] = new Array(8720.0,1.0721,6283.0758); 220 
L2[2] = new Array(309.0,0.867,12566.152); 221 
L2[3] = new Array(27,0.05,3.52); 222 
L2[4] = new Array(16,5.19,26.3); 223 
L2[5] = new Array(16,3.68,155.42); 224 
L2[6] = new Array(10,0.76,18849.23); 225 
L2[7] = new Array(9,2.06,77713.77); 226 
L2[8] = new Array(7,0.83,775.52); 227 
L2[9] = new Array(5,4.66,1577.34); 228 
L2[10] = new Array(4,1.03,7.11); 229 
L2[11] = new Array(4,3.44,5573.14); 230 
L2[12] = new Array(3,5.14,796.3); 231 
L2[13] = new Array(3,6.05,5507.55); 232 
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L2[14] = new Array(3,1.19,242.73); 233 
L2[15] = new Array(3,6.12,529.69); 234 
L2[16] = new Array(3,0.31,398.15); 235 
L2[17] = new Array(3,2.28,553.57); 236 
L2[18] = new Array(2,4.38,5223.69); 237 
L2[19] = new Array(2,3.75,0.98); 238 
 239 
var L3 = new Array("A", "B", "C"); 240 
L3[0] = new Array(289.0,5.844,6283.076); 241 
L3[1] = new Array(35,0,0); 242 
L3[2] = new Array(17,5.49,12566.15); 243 
L3[3] = new Array(3,5.2,155.42); 244 
L3[4] = new Array(1,4.72,3.52); 245 
L3[5] = new Array(1,5.3,18849.23); 246 
L3[6] = new Array(1,5.97,242.73); 247 
 248 
var L4 = new Array("A", "B", "C"); 249 
L4[0] = new Array(114.0,3.142,0); 250 
L4[1] = new Array(8,4.13,6283.08); 251 
L4[2] = new Array(1,3.84,12566.15); 252 
 253 
var L5 = new Array("A", "B", "C"); 254 
L5[0] = new Array(1,3.14,0); 255 
 256 
var B0 = new Array("A", "B", "C"); 257 
B0[0] = new Array(280.0,3.199,84334.662); 258 
B0[1] = new Array(102.0,5.422,5507.553); 259 
B0[2] = new Array(80,3.88,5223.69); 260 
B0[3] = new Array(44,3.7,2352.87); 261 
B0[4] = new Array(32,4,1577.34); 262 
 263 
var B1 = new Array("A", "B", "C"); 264 
B1[0] = new Array(9,3.9,5507.55); 265 
B1[1] = new Array(6,1.73,5223.69); 266 
 267 
var R0 = new Array("A", "B", "C"); 268 
R0[0] = new Array(100013989.0,0,0); 269 
R0[1] = new Array(1670700.0,3.0984635,6283.07585); 270 
R0[2] = new Array(13956.0,3.05525,12566.1517); 271 
R0[3] = new Array(3084.0,5.1985,77713.7715); 272 
R0[4] = new Array(1628.0,1.1739,5753.3849); 273 
R0[5] = new Array(1576.0,2.8469,7860.4194); 274 
R0[6] = new Array(925.0,5.453,11506.77); 275 
R0[7] = new Array(542.0,4.564,3930.21); 276 
R0[8] = new Array(472.0,3.661,5884.927); 277 
R0[9] = new Array(346.0,0.964,5507.553); 278 
R0[10] = new Array(329.0,5.9,5223.694); 279 
R0[11] = new Array(307.0,0.299,5573.143); 280 
R0[12] = new Array(243.0,4.273,11790.629); 281 
R0[13] = new Array(212.0,5.847,1577.344); 282 
R0[14] = new Array(186.0,5.022,10977.079); 283 
R0[15] = new Array(175.0,3.012,18849.228); 284 
R0[16] = new Array(110.0,5.055,5486.778); 285 
R0[17] = new Array(98,0.89,6069.78); 286 
R0[18] = new Array(86,5.69,15720.84); 287 
R0[19] = new Array(86,1.27,161000.69); 288 
R0[20] = new Array(85,0.27,17260.15); 289 
R0[21] = new Array(63,0.92,529.69); 290 
R0[22] = new Array(57,2.01,83996.85); 291 
R0[23] = new Array(56,5.24,71430.7); 292 
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R0[24] = new Array(49,3.25,2544.31); 293 
R0[25] = new Array(47,2.58,775.52); 294 
R0[26] = new Array(45,5.54,9437.76); 295 
R0[27] = new Array(43,6.01,6275.96); 296 
R0[28] = new Array(39,5.36,4694); 297 
R0[29] = new Array(38,2.39,8827.39); 298 
R0[30] = new Array(37,0.83,19651.05); 299 
R0[31] = new Array(37,4.9,12139.55); 300 
R0[32] = new Array(36,1.67,12036.46); 301 
R0[33] = new Array(35,1.84,2942.46); 302 
R0[34] = new Array(33,0.24,7084.9); 303 
R0[35] = new Array(32,0.18,5088.63); 304 
R0[36] = new Array(32,1.78,398.15); 305 
R0[37] = new Array(28,1.21,6286.6); 306 
R0[38] = new Array(28,1.9,6279.55); 307 
R0[39] = new Array(26,4.59,10447.39); 308 
 309 
var R1 = new Array("A", "B", "C"); 310 
R1[0] = new Array(103019,1.107490,6283.075850); 311 
R1[1] = new Array(1721,1.0644,12566.1517); 312 
R1[2] = new Array(702,3.142,0); 313 
R1[3] = new Array(32,1.02,18849.23); 314 
R1[4] = new Array(31,2.84,5507.55); 315 
R1[5] = new Array(25,1.32,5223.69); 316 
R1[6] = new Array(18,1.42,1577.34); 317 
R1[7] = new Array(10,5.91,10977.08); 318 
R1[8] = new Array(9,1.42,6275.96); 319 
R1[9] = new Array(9,0.27,5486.78); 320 
 321 
var R2 = new Array("A", "B", "C"); 322 
R2[0] = new Array(4359,5.7846,6283.0758); 323 
R2[1] = new Array(124,5.579,12566.152); 324 
R2[2] = new Array(12,3.14,0); 325 
R2[3] = new Array(9,3.63,77713.77); 326 
R2[4] = new Array(6,1.87,5573.14); 327 
R2[5] = new Array(3,5.47,18849.23); 328 
 329 
var R3 = new Array("A", "B", "C"); 330 
R3[0] = new Array(145,4.273,6283.076); 331 
R3[1] = new Array(7,3.92,12566.15); 332 
 333 
var R4 = new Array("A", "B", "C"); 334 
R4[0] = new Array(4,2.56,6283.08); 335 
 336 
 337 
//------- Define the Periodic Terms for the Nutation in Longitude and the Obliquity ---------- 338 
 339 
var psieph = new Array("Y0","Y1","Y2","Y3","Y4","a","b","c","d"); 340 
psieph[0] = new Array(0,0,0,0,1,-171996,-174.2,92025,8.9); 341 
psieph[1] = new Array(-2,0,0,2,2,-13187,-1.6,5736,-3.1); 342 
psieph[2] = new Array(0,0,0,2,2,-2274,-0.2,977,-0.5); 343 
psieph[3] = new Array(0,0,0,0,2,2062,0.2,-895,0.5); 344 
psieph[4] = new Array(0,1,0,0,0,1426,-3.4,54,-0.1); 345 
psieph[5] = new Array(0,0,1,0,0,712,0.1,-7,0); 346 
psieph[6] = new Array(-2,1,0,2,2,-517,1.2,224,-0.6); 347 
psieph[7] = new Array(0,0,0,2,1,-386,-0.4,200,0); 348 
psieph[8] = new Array(0,0,1,2,2,-301,0,129,-0.1); 349 
psieph[9] = new Array(-2,-1,0,2,2,217,-0.5,-95,0.3); 350 
psieph[10] = new Array(-2,0,1,0,0,-158,0,0,0); 351 
psieph[11] = new Array(-2,0,0,2,1,129,0.1,-70,0); 352 
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psieph[12] = new Array(0,0,-1,2,2,123,0,-53,0); 353 
psieph[13] = new Array(2,0,0,0,0,63,0,0,0); 354 
psieph[14] = new Array(0,0,1,0,1,63,0.1,-33,0); 355 
psieph[15] = new Array(2,0,-1,2,2,-59,0,26,0); 356 
psieph[16] = new Array(0,0,-1,0,1,-58,-0.1,32,0); 357 
psieph[17] = new Array(0,0,1,2,1,-51,0,27,0); 358 
psieph[18] = new Array(-2,0,2,0,0,48,0,0,0); 359 
psieph[19] = new Array(0,0,-2,2,1,46,0,-24,0); 360 
psieph[20] = new Array(2,0,0,2,2,-38,0,16,0); 361 
psieph[21] = new Array(0,0,2,2,2,-31,0,13,0); 362 
psieph[22] = new Array(0,0,2,0,0,29,0,0,0); 363 
psieph[23] = new Array(-2,0,1,2,2,29,0,-12,0); 364 
psieph[24] = new Array(0,0,0,2,0,26,0,0,0); 365 
psieph[25] = new Array(-2,0,0,2,0,-22,0,0,0); 366 
psieph[26] = new Array(0,0,-1,2,1,21,0,-10,0); 367 
psieph[27] = new Array(0,2,0,0,0,17,-0.1,0,0); 368 
psieph[28] = new Array(2,0,-1,0,1,16,0,-8,0); 369 
psieph[29] = new Array(-2,2,0,2,2,-16,0.1,7,0); 370 
psieph[30] = new Array(0,1,0,0,1,-15,0,9,0); 371 
psieph[31] = new Array(-2,0,1,0,1,-13,0,7,0); 372 
psieph[32] = new Array(0,-1,0,0,1,-12,0,6,0); 373 
psieph[33] = new Array(0,0,2,-2,0,11,0,0,0); 374 
psieph[34] = new Array(2,0,-1,2,1,-10,0,5,0); 375 
psieph[35] = new Array(2,0,1,2,2,-8,0,3,0); 376 
psieph[36] = new Array(0,1,0,2,2,7,0,-3,0); 377 
psieph[37] = new Array(-2,1,1,0,0,-7,0,0,0); 378 
psieph[38] = new Array(0,-1,0,2,2,-7,0,3,0); 379 
psieph[39] = new Array(2,0,0,2,1,-7,0,3,0); 380 
psieph[40] = new Array(2,0,1,0,0,6,0,0,0); 381 
psieph[41] = new Array(-2,0,2,2,2,6,0,-3,0); 382 
psieph[42] = new Array(-2,0,1,2,1,6,0,-3,0); 383 
psieph[43] = new Array(2,0,-2,0,1,-6,0,3,0); 384 
psieph[44] = new Array(2,0,0,0,1,-6,0,3,0); 385 
psieph[45] = new Array(0,-1,1,0,0,5,0,0,0); 386 
psieph[46] = new Array(-2,-1,0,2,1,-5,0,3,0); 387 
psieph[47] = new Array(-2,0,0,0,1,-5,0,3,0); 388 
psieph[48] = new Array(0,0,2,2,1,-5,0,3,0); 389 
psieph[49] = new Array(-2,0,2,0,1,4,0,0,0); 390 
psieph[50] = new Array(-2,1,0,2,1,4,0,0,0); 391 
psieph[51] = new Array(0,0,1,-2,0,4,0,0,0); 392 
psieph[52] = new Array(-1,0,1,0,0,-4,0,0,0); 393 
psieph[53] = new Array(-2,1,0,0,0,-4,0,0,0); 394 
psieph[54] = new Array(1,0,0,0,0,-4,0,0,0); 395 
psieph[55] = new Array(0,0,1,2,0,3,0,0,0); 396 
psieph[56] = new Array(0,0,-2,2,2,-3,0,0,0); 397 
psieph[57] = new Array(-1,-1,1,0,0,-3,0,0,0); 398 
psieph[58] = new Array(0,1,1,0,0,-3,0,0,0); 399 
psieph[59] = new Array(0,-1,1,2,2,-3,0,0,0); 400 
psieph[60] = new Array(2,-1,-1,2,2,-3,0,0,0); 401 
psieph[61] = new Array(0,0,3,2,2,-3,0,0,0); 402 













FREQUENT USED SUB-ROUTINES 405 
*************************************************************************/ 406 
 407 
rad2deg = new Function ("angleRad", "return(180.00 * angleRad / PI)"); 408 
deg2rad = new Function ("angleDeg", "return(PI * angleDeg / 180.00)"); 409 
string2float = new Function ("string", "return(parseFloat(string))"); 410 
tostring = new Function ("number", "return(number.toString())"); 411 
limit = new Function ("Limit", "Degrees", "return(Degrees / Limit - Math.floor(Degrees / Limit)) * 412 
Limit"); 413 
 414 
function limit_minute(number) 415 
{ 416 
 if(number < -20) 417 
 { 418 
  number += 1440; 419 
 } 420 
 if(number > 20) 421 
 { 422 
  number -= 1440; 423 
 } 424 
 return (number) 425 
} 426 
 427 
function SendEvent(node,field,v) 428 
{ 429 
 try  430 
 {eon.findnode(node).getfieldbyname(field).value = v} 431 
 catch(e) 432 
 { 433 
  var tid = eon.SetScriptTimeout(60) 434 
  var msg = "A scripting error occurred.\n\n" 435 
  msg = msg + "Line:  SendEvent(\"" + node + "\", \"" + field + "\", " + v + ")" 436 
  eon.messagebox(msg, "EON Scripting Error (JScript)") 437 
  eon.SetScriptTimeout(tid) 438 
 } 439 
} 440 
 441 
function GetValue(node, field) 442 
{ 443 






Funtion name: errorMessage(errorID) 450 
Objective : Trigger the error message box to appear 451 
Note  : a subroutine part of calculate_heliocentric() 452 
********************************/ 453 
     454 
// Define error message and errorID 455 
var  error = new Array() 456 
 error[0] = new Array("Error Latitude Input!", "Input latitude value must between 0 and 90 457 
degrees\n- Latitude: Positive value for North Latitude and negative value for South Latitude"); 458 
 error[1] = new Array("Error Longitude Input!", "Input longitude value must between -360 and 459 
360 degrees\n- Longitude: Positive value for East Longitude and negative value for West Longitude"); 460 
 error[2] = new Array("Error Year Input!", "Input year value must between 0 to 6000. Default 461 
year range is 1583 to 6000 to keep the calculation of Julian date in Gregorian Calender")  462 
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 error[3] = new Array("Error Elevation Input!", "Minimum input for elevation is -6500000. 463 
Please amend your input!")  464 
 error[4] = new Array("Error TAI-UTC Input!", "Input TAI-UTC value must between 10 to 465 
100. \n\nThis is because the lowest TAI-UTC value recorded is 10 at 1 January 1972 and the highest to 466 
date (2007) is 33, thus we provide up to 100 for this value.\nRecorded value for TAI-UTC is dated 467 
from 1 January 1972. \nIf the year you are studying is before 1972, please leave this TAI-UTC field 468 
empty and directly input the delta_t value for the requested year.\n\nIf this field is left empty, it will 469 
provide the default value for 1 July 2007.")  470 
 error[5] = new Array("Error UT1-UTC Input!", "Input UT1-UTC value must between -1 to 471 
1.\n\nThis is because the lowest UT1-UTC value recorded is -0.6694351 at 31 December 1989. The 472 
highest value recorded is 0.81 at 1 January 1973.\nRecorded value for UT1-UTC is dated from 1 473 
January 1972. \nIf the year you are studying is before 1972, please leave this UT1-UTC field empty 474 
and directly input the delta_t value for the requested year.\n\nIf this field is left empty, it will provide 475 
the default value for 1 July 2007.") 476 
 error[6] = new Array("Error Delta-T Input!", "Input Delta-T value must between -150 to 477 
150.\n\nThis is due to the lowest Delta-T value recorded is -6.19 at year 1892 and the highest value 478 
recorded is 124 at year 1620.\nTherefore, the range value provided for this variable is from -150 to 479 
150.\n\nIf this field is filled, the script will ignore the TAI-UTC and UT1-UTC values.\nIf this field is 480 
left empty, it will calculate from the values of TAI-UTC and UT1-UTC.\nIf all the three fields are left 481 
empty, delta_t value is set to default 65.3413395, the value for 1 July 2007")  482 
 483 
 484 
function errorMessage(errorID) 485 
{ 486 
 var tid = eon.SetScriptTimeout(0); 487 
 errorTitle = error[errorID][0] 488 
 msg = error[errorID][1] 489 
 eon.MessageBox(msg, errorTitle); 490 






VERIFICATION, DERIVING AND SYNCHRONIZATION INPUTS DATA 494 
************************************************************************* 495 
Funtion name: verify_derive_inputs() 496 
Objective : to derive input values for further calculation 497 
- year    : from field_year 498 
- month    : from slider_month 499 
- date    : from slider_date 500 
- hour and minute  : from slider_time 501 
**************************************************************************/ 502 
function verify_derive_inputs() 503 
{ 504 
 verify_lat_long_year(); 505 
 year = string2float(yearString.value);// convert from year string to integer value 506 
 year4JD = year;  507 
 define_leapyear(); 508 
  509 
 // Synchronize between date and month 510 
 synchronize_date_month(); 511 
 // Synchronize between month slider and options 512 
 SendEvent("slider_month","SliderPos",monthInt.value) 513 
 // Derive month input value 514 
 month = monthInt.value;   515 
 Month_name(); 516 
 517 
 // Derive date input value 518 
 date = dateInt.value; 519 
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 // derive hour and minute values from time slider 520 
 time = timeInt.value;   521 
 hour = 8+Math.floor(time/60); 522 
 minute = Math.floor(time - (Math.floor(time/60) * 60)); 523 
 second = 0;   // second variable is set to default 0 524 
  525 
 // Derive DST, timezone, and elevation values 526 
 DST_value(); 527 
 timezone_value(); 528 
 elevation = string2float(elevationString.value); // convert from elevation string value to 529 
integer value 530 
 if(elevationString.value < -6500000) 531 
 { 532 
  SendEvent("elevation-textbox", "Text", -6500000); 533 
  errorMessage(3); 534 




Funtion name: On_TimeOption() 539 
Objective : to synchronize between time options and time_slider 540 
   : this function connected to the routing between time-options with this script 541 
node. 542 
********************************/ 543 
 function On_TimeOption()  544 
 { 545 
 var setTimeSlider = new Array(0,0,60,120,180,240,300,360,420,480,540,600); 546 
 SendEvent("slider_time", "SliderPos", setTimeSlider[TimeOption.value]) 547 
 } 548 
 549 
/******************************** 550 
Funtion name: verify_lat_long_year() 551 
Objective : year must be 4-digit number, between 1583 to 6000 552 
********************************/ 553 
 function verify_lat_long_year() 554 
 { 555 
  // Verifying Latitude Field 556 
// convert from latitude string to integer value 557 
  latitude = string2float(latitudeString.value);   558 
  if(latitudeString.value == "") 559 
  { 560 
   latitude = "n"; 561 
  } 562 
  if(latitudeString.value < -90) 563 
  { 564 
   SendEvent("Latitude-textbox", "Text", -90); 565 
   errorMessage(0); 566 
  } 567 
  if(latitudeString.value > 90) 568 
  { 569 
   SendEvent("Latitude-textbox", "Text", 90); 570 
   errorMessage(0); 571 
  } 572 









  // Verifying Longitude Field 573 
// convert from longitude string to integer value 574 
  longitude = string2float(longitudeString.value);   575 
  if(longitudeString.value == "") 576 
  { 577 
   longitude = "n"; 578 
  } 579 
  if(longitudeString.value < -360) 580 
  { 581 
   SendEvent("Longitude-textbox", "Text", -360); 582 
   errorMessage(1); 583 
  } 584 
  if(longitudeString.value > 360) 585 
  { 586 
   SendEvent("Longitude-textbox", "Text", 360); 587 
   errorMessage(1); 588 
  } 589 
   590 
  // Synchronization between Location option and its parameters 591 
  if(latitude == locationData[locationID][1] && longitude == 592 
locationData[locationID][2] && timezoneID.value == locationData[locationID][4]) 593 
  { 594 
   SendEvent("SelectedLocation", "Text", locationData[locationID][0]); 595 
  } 596 
  else 597 
  { 598 
   SendEvent("SelectedLocation", "Text", "Custom"); 599 
  } 600 
   601 
  // Verifying Year Field 602 
  if (eon.findnode("field_year").GetfieldByName("Text").value < 0) 603 
  { 604 
   SendEvent("field_year", "Text", 1583); 605 
   errorMessage(2); 606 
  } 607 
  if (eon.findnode("field_year").GetfieldByName("Text").value > 6000) 608 
  { 609 
   SendEvent("field_year", "Text", 6000); 610 
   errorMessage(2); 611 
  } 612 




Funtion name: define_leapyear() 617 
Objective : to define leap year 618 
********************************/ 619 
 function define_leapyear() 620 
 { 621 
  if(year-(4*parseInt(year/4)) != 0) 622 
  { 623 
   leapyear = 0; 624 
  } 625 
  if(year-(4*parseInt(year/4)) == 0)  626 
  { 627 
   if(year-(100*parseInt(year/100)) != 0) 628 
   { 629 
    leapyear = 1; 630 
   } 631 
   if(year-(100*parseInt(year/100)) == 0) 632 
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   { 633 
    if(year-(400*parseInt(year/400)) != 0) 634 
    { 635 
     leapyear = 0; 636 
    } 637 
    if(year-(400*parseInt(year/400)) == 0) 638 
    { 639 
     leapyear = 1; 640 
    } 641 
   } 642 
  } 643 




Funtion name: synchronize_date_month() 648 
Objective : to synchronize date and month. 649 
********************************/ 650 
 function synchronize_date_month() 651 
 { 652 
  var mo = monthInt.value 653 
  654 
  //set date limit for february to 29 (leap years) or 28 (common years) 655 
  if (mo == 2) 656 
  { 657 
   if(leapyear == 1) 658 
   { 659 
    if 660 
(eon.findnode("slider_date").GetfieldByName("SliderPos").value > 29) 661 
    { 662 
     SendEvent("slider_date", "SliderPos", 29); 663 
    } 664 
   } 665 
   if(leapyear == 0) 666 
   { 667 
    if 668 
(eon.findnode("slider_date").GetfieldByName("SliderPos").value > 28) 669 
    { 670 
     SendEvent("slider_date", "SliderPos", 28); 671 
    } 672 
   } 673 
  } 674 
  675 
  //function for 30days month 676 
  function days() 677 
  { 678 
   if (eon.findnode("slider_date").GetfieldByName("SliderPos").value > 30) 679 
   { 680 
    SendEvent("slider_date", "SliderPos", 30); 681 
   } 682 
  } 683 
  684 
  //set date limit for april, june, september, november to 30 685 
  if ((mo == 4) || (mo == 6) || (mo == 9) || (mo == 11))  686 
  { 687 
   days(); 688 
  } 689 
 } 690 





Funtion name: Month_name() 694 
Objective : to define month name base on slider and options 695 
********************************/ 696 
 function Month_name() 697 
 { 698 
  var m_names = new Array("NA", "January", "February", "March", "April", "May", 699 
"June", "July", "August", "September", "October", "November", "December"); 700 
  Month = m_names[monthInt.value] 701 
 } 702 
 703 
/******************************** 704 
Funtion name: timezone_value() 705 
Objective : as a correction value to the julian date 706 
********************************/ 707 
 function timezone_value() 708 
 { 709 
  var tz = new Array(0, 0, 1, 2, 3, 3.5, 4, 4.5, 5, 5.5, 6, 6.5, 7, 8, 9, 9.5, 10, 10.5, 11, 710 
11.5, 12, -1, -2, -3, -3.5, -4, -5, -6, -7, -8, -8.5, -9, -9.5, -10, -11, -12) 711 
  timezone = tz[timezoneID] 712 
 } 713 
 714 
/******************************** 715 
Funtion name: DST_value() 716 
Objective : DST setting as a correction value to the julian date. DST = local time + 1. 717 
********************************/ 718 
 function DST_value() 719 
 { 720 
  if(DST.value == 0) 721 
  { 722 
   dst = 0 723 
   SendEvent("DST-ONOFF", "Text", "DST OFF"); 724 
  } 725 
  else 726 
  { 727 
   dst = 1;   728 
   SendEvent("DST-ONOFF", "Text", "DST ON"); 729 
  } 730 
 } 731 
 732 
/******************************** 733 
Funtion name: locationSearch() 734 
Objective : Some database of locations [latitude, longitude, timezone] 735 
********************************/   736 
 var locationData = new Array() 737 
 locationData[0] = new Array("Undefined", "", "", "Undefined", "1") 738 
 locationData[1] = new Array("Argentina - Ushuaia", 0-54.8, 0-68.3, "P (GMT - 3:00)", 23) 739 
 locationData[2] = new Array("Australia - Darwin", 0-12.45, 130.8333, "I* (GMT + 9:30)", 15) 740 
 locationData[3] = new Array("Australia - Perth", 0-31.9667, 115.8167, "H (GMT + 8:00)", 13) 741 
 locationData[4] = new Array("Australia - Sydney", 0-33.8683, 151.2086, "K (GMT + 10:00)", 742 
16) 743 
 locationData[5] = new Array("Australian Antartic Territory", 0-67.6, 62.8833, "F (GMT + 744 
6:00)", 10)  745 
 locationData[6] = new Array("Bolivia - Santa Cruz", 0-17.75, 0-63.2333, "Q (GMT - 4:00)", 746 
25) 747 
 locationData[7] = new Array("Brazil - Rio de Janeiro", 0-22.7333, 0-43.2333, "P 748 
(GMT - 3:00)", 23) 749 
 locationData[8] = new Array("Canada - Ottawa", 45.4333, 0-75.6833, "R (GMT - 5:00)", 26) 750 




 locationData[10] = new Array("Chile - Coyhaique", 0-45.5333, 0-72.0667, "P (GMT - 3:00)", 753 
23) 754 
 locationData[11] = new Array("Chilean Antartic Territory", 0-62.25, 0-59, "Q (GMT - 4:00)", 755 
25) 756 
 locationData[12] = new Array("China - Beijing", 39.9056, 116.3914, "H (GMT + 8:00)", 13) 757 
 locationData[13] = new Array("Congo - Kinshasa", 0-4.2667, 15.2833, "A (GMT + 1:00)", 2) 758 
 locationData[14] = new Array("Eqypt - Cairo", 30.05, 31.3667, "B (GMT + 2:00)", 3) 759 
 locationData[15] = new Array("India - Calcutta", 22.5656, 88.3467, "E* (GMT + 5:30)", 9) 760 
 locationData[16] = new Array("India - New Dehli", 28.7, 77.2, "E* (GMT + 5:30)", 9) 761 
 locationData[17] = new Array("Indonesia - Surabaya", 0-7.2333, 112.7333, "G (GMT + 762 
7:00)", 12) 763 
 locationData[18] = new Array("Iraq - Bagdad", 33.3333, 44.4333, "C (GMT + 3:00)", 4) 764 
 locationData[19] = new Array("Japan - Tokyo", 35.6833, 139.7667, "I (GMT + 9:00)", 14) 765 
 locationData[20] = new Array("Malaysia - Penang", 5.4, 100.2333, "H (GMT + 8:00)", 13) 766 
 locationData[21] = new Array("Mexico - Mexico City", 19.6931, 0-99.2186, "S (GMT - 767 
6:00)", 27) 768 
 locationData[22] = new Array("New Zealand - Auckland", 0-36.85, 174.7833, "M (GMT + 769 
12:00)", 20) 770 
 locationData[23] = new Array("New Zealand - Wellington", 0-41.2889, 174.7772, "M (GMT 771 
+ 12:00)", 20) 772 
 locationData[24] = new Array("Norway - Longyearbyen", 78.2167, 15.55, "A (GMT + 1:00)", 773 
2) 774 
 locationData[25] = new Array("Panama - Panama City", 8.9667, 0-79.5333, "R (GMT - 775 
5:00)", 26) 776 
 locationData[26] = new Array("Rusia - Moskow", 55.7522, 37.6156, "C (GMT + 3:00)", 4) 777 
 locationData[27] = new Array("Rusia - Norilsk", 69.35, 88.2, "G (GMT + 7:00)", 12) 778 
 locationData[28] = new Array("Rusia - Vostok Station", 0-78.4667, 106.8667, "F (GMT + 779 
6:00)", 10)  780 
 locationData[29] = new Array("Singapore", 1.2833, 103.85, "H (GMT + 8:00)", 13) 781 
 locationData[30] = new Array("South Africa - Johannesburg", 0-26.1333, 27.9, "B (GMT + 782 
2:00)", 3) 783 
 locationData[31] = new Array("Srilanka - Colombo", 6.9, 79.83, "E* (GMT + 5:30)", 9)  784 
 locationData[32] = new Array("Sweden - Stockholm", 59.35, 18.0667, "A (GMT + 1:00)", 2)785 
  786 
 locationData[33] = new Array("Taiwan - Taipei", 25.0333, 121.4667, "H (GMT + 8:00)", 13) 787 
 locationData[34] = new Array("Thailand - Bangkok", 13.75, 100.5167, "G (GMT + 7:00)", 12)788 
  789 
 locationData[35] = new Array("UK - Falkland Islands", 0-51.7, 0-57.85, "Q (GMT - 4:00)", 790 
25)  791 
 locationData[36] = new Array("UK - London", 51.5069, 0-0.1275, "Z (GMT)", 1) 792 
 locationData[37] = new Array("US - Alaska - Barrow", 71.30028, 0-156.7358,"V (GMT - 793 
9:00)", 31) 794 
 locationData[38] = new Array("US - Alaska - Fairbanks", 64.8378, 0-147.71639, "V (GMT - 795 
9:00)", 31)   796 
 locationData[39] = new Array("US - Washington DC", 38.8951, 0-77.0367, "R (GMT - 5:00)", 797 
26)    798 
 locationData[40] = new Array("Custom", 0-78.4667, 106.8667, "F (GMT + 6:00)",10)  799 
   800 
function locationSearch() 801 
{ 802 
 if(locationID < 40) 803 
 {   804 
  SendEvent("Latitude-textbox", "Text", locationData[locationID][1]); 805 
  SendEvent("Longitude-textbox", "Text", locationData[locationID][2]); 806 
  SendEvent("TimeZone-textbox", "Text", locationData[locationID][3]); 807 
  timezoneID.value = locationData[locationID][4]; 808 
  SelectedLoc = locationData[locationID][0]; 809 
 } 810 
 if(locationID == 40) 811 
 { 812 
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  SendEvent("SelectedLocation", "Text", locationData[locationID][0]); 813 
 } 814 
  815 
} 816 
    817 
/********************************************************************** 818 
SUN POSITION CALCULATION 819 
********************************************************************** 820 
Funtion name: calculate_delta_t() 821 
Objective : to calculate delta_t value IF the users input the fields of (TAI-UTC) and (UT1-UTC) 822 
Note  : (TAI - UTC) value can be obtain from ftp://maia.usno.navy.mil/ser7/tai-utc.dat for 823 
the correct year 824 
  : (UT1 - UTC) value can be obtain from ftp://maia.usno.navy.mil/ser7/finals.all 825 
  : Default values are set for 1 July 2007 826 
********************************/ 827 
 828 
function calculate_delta_t() 829 
{ 830 
 taiutc = string2float(taiutcString.value); // convert from (TAI-UTC) string value to integer 831 
value 832 
 if (taiutcString.value == "TAI-UTC") 833 
 { 834 
  taiutc = 33;  //default value for year 2007 835 
 } 836 
 else if ((taiutcString.value == "") || (taiutcString.value < 0) || (taiutcString.value > 100)) 837 
 { 838 
  taiutc = 33;  //default value for year 2007 839 
  errorMessage(4); 840 
  SendEvent("taiutc", "Text", "TAI-UTC"); 841 
 } 842 
 843 
 // convert from (UT1-UTC) string value to integer value ut1utc =  844 
string2float(ut1utcString.value);  845 
  846 
if (ut1utcString.value == "UT1-UTC") 847 
 { 848 
  ut1utc = -0.1573395; // default value for 1-July-2007 849 
 } 850 
 else if ((ut1utcString.value == "") || (ut1utcString.value < -1) || (ut1utcString.value > 1)) 851 
 { 852 
  ut1utc = -0.1573395; // default value for 1-July-2007 853 
  errorMessage(5); 854 
  SendEvent("ut1utc", "Text", "UT1-UTC"); 855 
 } 856 
  857 
 // convert from (deltaT) string value to integer value 858 
 delta_t = string2float(deltaTString.value);   859 
 if (deltaTString.value == "delta-T") 860 
 { 861 
  delta_t = 32.184 + taiutc - ut1utc; // calculation by using taiutc and ut1utc value 862 
 }  863 
 else if ((deltaTString.value == "") || (deltaTString.value < -150) || (deltaTString.value > 150)) 864 
 { 865 
  SendEvent("Delta-T", "Text", "delta-T"); 866 
  delta_t = 32.184 + taiutc - ut1utc; 867 
  errorMessage(6); 868 
 } 869 






Funtion name: calculate_julians() 874 
Objective : to calculate the Julian variables from date and time input 875 
 876 
Argument : 877 
- year   : Year 4 digit; assume usage for Gregorian calendar only (from 1583 onward) 878 
- month   : Month of the year; 1 (from slider value) = January (display text box) 879 
   Note:  880 
    - if (month.value > 2), then year.value and month.value are not changed 881 
   - if (month.value = 1 or 2), then (year.value = year.value - 1) and  882 
   (month.value = month.value + 12) 883 
- date   : Day of the month 884 
- hour   : Hour of the day 885 
- minute  : Minute of the hour 886 
- second  : Second of the minute 887 
- day_decimal : Day of the month in decimal time (calculation include hour, minute, second values) 888 
 889 
Output : The Julian variables corresponding to the date, hour, minute, and second values 890 
- jd  : Julian day 891 
- jde : Julian ephemeris day 892 
- jc : Julian century (calculated for the Epoch 2000) 893 
- jce : Julian ephemeris century (calculated for the Epoch 2000) 894 
- jme : Julian ephemeris millennium (calculated for the Epoch 2000) 895 
********************************/ 896 
function calculate_julians() 897 
{     898 
// calculate day of the month in decimal form 899 
var day_decimal = date + ((((hour * 60) + minute) * 60) + second) / 86400  900 
    901 
 if(month < 3)  // argument for in condition of month is 1 or 2 (january or february) 902 
 { 903 
  month4JD = month + 12; 904 
  year4JD -= 1; 905 
 } 906 
 else 907 
 { 908 
  month4JD = month; 909 
  year4JD = year; 910 
 } 911 
 var A = Math.floor (year4JD / 100); // define constant applied for Gregorian calendar 912 
 var B = 2 - A + Math.floor (A/4); // which was started on October 15, 1582. 913 
  914 
 // calculate the Julian Day (jd) with timezone correction 915 
 jd = (Math.floor (365.25 * (year4JD + 4716)) + Math.floor (30.6001 * (month4JD + 1)) + 916 
day_decimal + B - 1524.5) - (timezone/24) - (dst/24);     917 
 jde = jd + (delta_t / 86400); // calculate the Julian Ephemeris Day (jde) 918 
 jc = (jd - 2451545) / 36525; // calculate the Julian Century (jc)  919 
 jce = (jde - 2451545) / 36525; // calculate the Julian Ephemeris Century (jce) 920 















Funtion name: calculate_heliocentric() 925 
Objective : calculate the Earth heliocentric longitude (L), latitude (B), and radius vector (R) 926 
Note  : Heliocentric means the Earth position is calculated referring to the centre of the sun 927 
********************************/ 928 
// call all the related functions to run 929 
function calculate_heliocentric() 930 
{ 931 
 calculate_L(); 932 
 calculate_B(); 933 




Funtion name: calculate_L() 938 
Objective : calculate the Earth heliocentric longitude (L) 939 
Note  : a subroutine part of calculate_heliocentric() 940 
********************************/ 941 
// function to calculate the Earth heliocentric longitude (L) 942 
function calculate_L() 943 
{ 944 
 var sum_L0 = 0; // define initial value of sum_L0 945 
 var sum_L1 = 0; // define initial value of sum_L1 946 
 var sum_L2 = 0; // define initial value of sum_L2 947 
 var sum_L3 = 0; // define initial value of sum_L3 948 
 var sum_L4 = 0; // define initial value of sum_L4 949 
 var sum_L5 = 0; // define initial value of sum_L5 950 
  951 
 // call functions to calculate L0, L1, L2, L3, L4, L5 952 
 sigma_L0();  953 
 sigma_L1();  954 
 sigma_L2();  955 
 sigma_L3();  956 
 sigma_L4();  957 
 sigma_L5();  958 
 959 
 function sigma_L0() 960 
 { 961 
  for(i=0; i<64; i++) // number of rows data 962 
  { 963 
   sum_L0 = sum_L0 + (L0[i][0] * Math.cos(L0[i][1] + L0[i][2] * jme)); 964 
  } 965 
 } 966 
 967 
 function sigma_L1() 968 
 { 969 
  for(i=0; i<34; i++) // number of rows data 970 
  { 971 
   sum_L1 = sum_L1 + (L1[i][0] * Math.cos(L1[i][1] + L1[i][2] * jme)); 972 
  } 973 
 } 974 
 975 
 function sigma_L2() 976 
 { 977 
  for(i=0; i<20; i++) // number of rows data 978 
  { 979 
   sum_L2 = sum_L2 + (L2[i][0] * Math.cos(L2[i][1] + L2[i][2] * jme)); 980 
  } 981 




 function sigma_L3() 984 
 { 985 
  for(i=0; i<7; i++) // number of rows data 986 
  { 987 
   sum_L3 = sum_L3 + (L3[i][0] * Math.cos(L3[i][1] + L3[i][2] * jme)); 988 
  } 989 
 } 990 
 991 
 function sigma_L4() 992 
 { 993 
  for(i=0; i<3; i++) // number of rows data 994 
  { 995 
   sum_L4 = sum_L4 + (L4[i][0] * Math.cos(L4[i][1] + L4[i][2] * jme)); 996 
  } 997 
 } 998 
 999 
 function sigma_L5() 1000 
 { 1001 
  for(i=0; i<1; i++) // number of rows data 1002 
  { 1003 
   sum_L5 = sum_L5 + (L5[i][0] * Math.cos(L5[i][1] + L5[i][2] * jme)); 1004 
  } 1005 
 } 1006 
 1007 
 var helio_LRad = (sum_L0 + (sum_L1 * jme) + (sum_L2 * Math.pow(jme, 2)) + (sum_L3 * 1008 
Math.pow(jme, 3)) + (sum_L4 * Math.pow(jme, 4)) + (sum_L5 * Math.pow(jme, 5)))/Math.pow(10, 8);  1009 
 helio_L = limit(360, rad2deg(helio_LRad)); 1010 




Funtion name: calculate_B() 1015 
Objective : calculate the Earth heliocentric latitude (B) 1016 
Note  : a subroutine part of calculate_heliocentric() 1017 
********************************/ 1018 
function calculate_B() 1019 
{ 1020 
 var sum_B0 = 0; // define initial value of sum_B0 1021 
 var sum_B1 = 0; // define initial value of sum_B1 1022 
 // call functions to calculate B0, B1 1023 
 sigma_B0();  1024 
 sigma_B1();  1025 
    1026 
 function sigma_B0() 1027 
 { 1028 
  for(i=0; i<5; i++) // number of rows data 1029 
  { 1030 
   sum_B0 = sum_B0 + (B0[i][0] * Math.cos(B0[i][1] + B0[i][2] * jme)); 1031 
  } 1032 
 } 1033 
 function sigma_B1() 1034 
 { 1035 
  for(i=0; i<2; i++) // number of rows data 1036 
  { 1037 
   sum_B1 = sum_B1 + (B1[i][0] * Math.cos(B1[i][1] + B1[i][2] * jme)); 1038 
  } 1039 
 } 1040 
 var helio_BRad = (sum_B0 + (sum_B1 * jme))/Math.pow(10, 8);  1041 





Funtion name: calculate_R() 1045 
Objective : calculate the Earth radius vector (R) 1046 
Note  : a subroutine part of calculate_heliocentric() 1047 
********************************/ 1048 
 1049 
function calculate_R() 1050 
{ 1051 
 var sum_R0 = 0; // define initial value of sum_R0 1052 
 var sum_R1 = 0; // define initial value of sum_R1 1053 
 var sum_R2 = 0; // define initial value of sum_R1 1054 
 var sum_R3 = 0; // define initial value of sum_R1 1055 
 var sum_R4 = 0; // define initial value of sum_R1 1056 
  1057 
 // call functions to calculate B0, B1 1058 
 sigma_R0();  1059 
 sigma_R1();  1060 
 sigma_R2();  1061 
 sigma_R3();  1062 
 sigma_R4();  1063 
 1064 
     1065 
 function sigma_R0() 1066 
 { 1067 
  for(i=0; i<40; i++) // number of rows data 1068 
  { 1069 
   sum_R0 = sum_R0 + (R0[i][0] * Math.cos(R0[i][1] + R0[i][2] * jme)); 1070 
  } 1071 
 } 1072 
 function sigma_R1() 1073 
 { 1074 
  for(i=0; i<10; i++) // number of rows data 1075 
  { 1076 
   sum_R1 = sum_R1 + (R1[i][0] * Math.cos(R1[i][1] + R1[i][2] * jme)); 1077 
  } 1078 
 }  1079 
  1080 
 function sigma_R2() 1081 
 { 1082 
  for(i=0; i<6; i++) // number of rows data 1083 
  { 1084 
   sum_R2 = sum_R2 + (R2[i][0] * Math.cos(R2[i][1] + R2[i][2] * jme)); 1085 
  } 1086 
 } 1087 
 function sigma_R3() 1088 
 { 1089 
  for(i=0; i<2; i++) // number of rows data 1090 
  { 1091 
   sum_R3 = sum_R3 + (R3[i][0] * Math.cos(R3[i][1] + R3[i][2] * jme)); 1092 
  } 1093 
 } 1094 
 function sigma_R4() 1095 
 { 1096 
  for(i=0; i<1; i++) // number of rows data 1097 
  { 1098 
   sum_R4 = sum_R4 + (R4[i][0] * Math.cos(R4[i][1] + R4[i][2] * jme)); 1099 
  } 1100 
 } 1101 




 var helio_RRad = (sum_R0 + (sum_R1 * jme) + (sum_R2 * Math.pow(jme, 2)) + (sum_R3 * 1104 
Math.pow(jme, 3)) + (sum_R4 * Math.pow(jme, 4)))/Math.pow(10, 8);  1105 





Funtion name: calculate_geocentric() 1111 
Objective : calculate the Sun's geocentric longitude (theta) and latitude (beta) 1112 
Note  : Geocentric means the Sun position is calculated referring to the centre of the Earth 1113 
********************************/ 1114 
 1115 
function calculate_geocentric() 1116 
{ 1117 
 theta = limit (360, (helio_L + 180)); 1118 




Funtion name: calculate_delta_tau() 1123 
Objective : calculate the aberration correction (delta_tau) in degrees 1124 
********************************/ 1125 
 1126 
function calculate_delta_tau() 1127 
{ 1128 





Funtion name: calculate_delta_psi_epsilon() 1134 
Objective : calculate the Nutation in longitude (delta_psi) and the Obliquity (delta_epsilon) 1135 
Note  : The database values of period terms are declared above. 1136 
********************************/ 1137 
 1138 
function calculate_delta_psi_epsilon() 1139 
{ 1140 
 calculate_X();  1141 
 1142 
 var X = new Array(); 1143 
 X[0] = X0; 1144 
 X[1] = X1; 1145 
 X[2] = X2; 1146 
 X[3] = X3; 1147 
 X[4] = X4; 1148 
 1149 
 var sum_psi = 0;   // define initial value of sum_psi 1150 
 var sum_epsilon = 0;  // define initial value of sum_epsilon 1151 
 1152 
 for(i=0; i<63; i++) 1153 
 { 1154 
  sum_psi = sum_psi + ((psieph[i][5] + (psieph[i][6] * jce)) * 1155 
Math.sin(deg2rad(sumArgument(i)))); 1156 
  sum_epsilon = sum_epsilon + ((psieph[i][7] + (psieph[i][8] * jce)) * 1157 
Math.cos(deg2rad(sumArgument(i)))); 1158 
 1159 
  delta_psi= sum_psi/36000000; 1160 
  delta_epsilon = sum_epsilon/36000000; 1161 
 }   1162 
  1163 
170  
 
 // calculation of total argument per row 1164 
 function sumArgument(i) 1165 
 { 1166 
  var row_argument = 0; 1167 
  for(j=0; j<5; j++) 1168 
  { 1169 
   row_argument = row_argument + (X[j]*psieph[i][j]); 1170 
  } 1171 
  return row_argument 1172 
 } 1173 
} 1174 
 1175 
function calculate_X() 1176 
{ 1177 
 X0 = (297.85036 + (445267.111480 * jce) - (0.0019142 * Math.pow(jce, 2)) + (Math.pow(jce, 1178 
3)/189474)); 1179 
 X1 = (357.52772 + (35999.050340 * jce) - (0.0001603 * Math.pow(jce, 2)) - (Math.pow(jce, 1180 
3)/300000)); 1181 
 X2= (134.96298 + (477198.867398 * jce) + (0.0086972 * Math.pow(jce, 2)) + (Math.pow(jce, 1182 
3)/56250)); 1183 
 X3 = (93.27191 + (483202.017538 * jce) - (0.0036825 * Math.pow(jce, 2)) + (Math.pow(jce, 1184 
3)/327270)); 1185 





Funtion name: calculate_epsilon() 1191 
Objective : calculate the true obliquity of the ecliptic (epsilon) in degrees 1192 
********************************/ 1193 
 1194 
function calculate_epsilon() 1195 
{ 1196 
 epsilon0 = 84381.448 - 4680.93 * (jce/100) - 1.55 * Math.pow((jce/100), 2) + 1999.25 * 1197 
Math.pow((jce/100), 3) - 51.38 * Math.pow((jce/100), 4) - 249.67 * Math.pow((jce/100), 5) - 39.05 * 1198 
Math.pow((jce/100), 6) + 7.12 * Math.pow((jce/100), 7) + 27.87 * Math.pow((jce/100), 8) + 5.70 * 1199 
Math.pow((jce/100), 9) + 2.45 * Math.pow((jce/100), 10); 1200 




Funtion name: calculate_lamda() 1205 
Objective : calculate the apparent sun longitude (lamda) in degrees 1206 
********************************/ 1207 
 1208 
function calculate_lamda() 1209 
{ 1210 




Funtion name: calculate_nu() 1215 
Objective : calculate the apparent sidereal time at Greenwich (nu) in degrees 1216 
********************************/ 1217 
function calculate_nu() 1218 
{ 1219 
 nu0 = 280.46061837 + 360.98564736629 * (jd - 2451545) + 0.000387933 * Math.pow(jc, 2) - 1220 
(Math.pow(jc, 3)/38710000); 1221 





Funtion name: calculate_alpha() 1225 
Objective : calculate the geocentric Sun right ascension (alpha) in degrees 1226 
********************************/ 1227 
 1228 
function calculate_alpha() 1229 
{ 1230 
 alpha = limit(360, rad2deg(Math.atan2(Math.sin(deg2rad(lamda))*Math.cos(deg2rad(epsilon)) 1231 




Funtion name: calculate_delta() 1236 
Objective : calculate the geocentric Sun declination (delta) in degrees 1237 
********************************/ 1238 
 1239 
function calculate_delta() 1240 
{ 1241 





Funtion name: calculate_h() 1247 
Objective : calculate observer local hour angle (h) in degrees 1248 
********************************/ 1249 
 1250 
function calculate_h() 1251 
{ 1252 




Funtion name: calculate_topocentric() 1257 
Objective : calculate equator horizontal parallax of the sun (xi), topocentric sun right ascension 1258 
(alpha_prime), topocentric sun declination (delta_prime) and topocentric hour angle (h_prime).  1259 
********************************/ 1260 
  1261 
 1262 
function calculate_topocentric() 1263 
{ 1264 
 xi = 8.794 / (3600 * helio_R) 1265 
 1266 
 var u = Math.atan(0.99664719 * Math.tan(deg2rad(latitude))); 1267 
 var x = Math.cos(u) + ((elevation / 6378140) * Math.cos(deg2rad(latitude))); 1268 
 var y = 0.99664719 * Math.sin(u) + ((elevation / 6378140) * Math.sin(deg2rad(latitude))); 1269 
 1270 
 delta_alpha = rad2deg(Math.atan2((-x * Math.sin(deg2rad(xi)) * Math.sin(deg2rad(h))), 1271 
Math.cos(deg2rad(delta)) - (x * Math.sin(deg2rad(xi)) * Math.cos(deg2rad(h))))); 1272 
 alpha_prime = alpha + delta_alpha; 1273 
 delta_prime = rad2deg(Math.atan2(((Math.sin(deg2rad(delta)) - y * Math.sin(deg2rad(xi))) * 1274 
Math.cos(deg2rad(delta_alpha))), (Math.cos(deg2rad(delta)) - y * Math.sin(deg2rad(xi)) * 1275 
Math.cos(deg2rad(h))))); 1276 
 1277 
 h_prime = h - delta_alpha; 1278 
} 1279 
 
   
 




Funtion name: calculate_altitude() 1281 
Objective : calculate altitude of the sun from observer location 1282 
********************************/ 1283 
function calculate_altitude() 1284 
{ 1285 
 altitude = rad2deg(Math.asin(Math.sin(deg2rad(latitude)) * Math.sin(deg2rad(delta_prime)) + 1286 




Funtion name: calculate_azimuth() 1291 
Objective : calculate azimuth of the sun from observer location 1292 
********************************/ 1293 
  1294 
function calculate_azimuth() 1295 
{ 1296 
 azimuthAst = limit(360, (rad2deg(Math.atan2(Math.sin(deg2rad(h_prime)), 1297 
(Math.cos(deg2rad(h_prime)) * Math.sin(deg2rad(latitude)) - Math.tan(deg2rad(delta_prime)) * 1298 
Math.cos(deg2rad(latitude))))))); 1299 




Funtion name: calculate_eot() 1304 
Objective : calculate the Equation of Time (degrees) 1305 
********************************/ 1306 
  1307 
function calculate_eot() 1308 
{ 1309 
 // calculate the Sun's mean longitude, M (degrees) 1310 
 M = limit(360, (280.4664567 + (360007.6982779*jme) + (0.03032028*Math.pow(jme, 2)) + 1311 
(Math.pow(jme, 3)/49931) - (Math.pow(jme, 4)/15300) - (Math.pow(jme, 5)/2000000)));  1312 




Funtion name: sunorientation() 1317 
Objective : to array values of altitude and azimuth to be fed to the SunFrame node's orientation 1318 
********************************/ 1319 
function sunorientation() 1320 
{ 1321 
 // when altitude of the sun is below 0, altitude orientation value (alt_0) that sent to the 'light'-1322 
'frame's orientation field is set to 0, means no flat with the horizon. This will prevent the light node to 1323 
cast light from below the ground plane.  1324 
 if (altitude < 0) 1325 
 { 1326 
  altitude_0 = 0.0001; 1327 
 }  1328 
 else altitude_0 = altitude; 1329 
 1330 
 // the azimuth value is the Sun position measured from the south to the west 1331 
 // while to virtually "position" the light at that azimuth, we use sunori variable 1332 
 // this sunori variable is the array value of the direction to where the sun should face 1333 
 // therefore for the azimuth part, the light should be position 180 degrees backward, to cast 1334 
shadow and indicate the real Sun's azimuth 1335 
 //  1336 
 sunori = eon.MakeSFVec3f(azimuthAst, altitude_0, 0); 1337 





SUNLIGHT COLOUR CALCULATION 1341 
************************************************************************ 1342 
Funtion name: calculate_sunlight_colour() 1343 




  1348 
 function calculate_sunlight_colour() 1349 
 { 1350 
  // sunlight colour below altitude -6 is black and no shadow cast, thus 1351 
ShadowVolumeHard is set to disable. 1352 
  if(altitude < -12) 1353 
  { 1354 
   sunlight_colour = eon.MakeSFVec3f(0,0,0); 1355 
   shadow_weight = 0; 1356 
   Headlight_Colour.value = eon.MakeSFVec3f(0,0,0); 1357 
  }   1358 
  else if((altitude < -6) && (altitude > -12)) 1359 
  { 1360 
   sunlight_colour = eon.MakeSFVec3f(0,0,0); 1361 
   shadow_weight = 0; 1362 
 1363 
   // Darkness constant to control the headlight (directional light under camera 1364 
scene) if its connected to the SunTool prototype. 1365 
   // This to control the intensity of "environment" light (light to help lit up the 1366 
scene from camera point of view) 1367 
   Headlight_Colour.value = eon.MakeSFVec3f(0,0,0); 1368 
  }   1369 
  else if ((altitude < 0) && (altitude > -6)) 1370 
  { 1371 
   // gradually change from Black to dark-orange 1372 
   var red = 0 + (((altitude + 6)/6) * 0.7529); 1373 
   var green = 0 + (((altitude + 6)/6) * 0.349); 1374 
   var blue = 0 + (((altitude + 6)/6) * 0.0549); 1375 
   sunlight_colour = eon.MakeSFVec3f(red,green,blue); 1376 
   var headlight = ((altitude + 6)/6) * 0.3; 1377 
   Headlight_Colour.value = eon.MakeSFVec3f(headlight, headlight, 1378 
headlight); 1379 
   // gradually fading out the shadow weight. at -6 degrees, when all the Sun 1380 
disk setting below the horizon, shadow weight is 0 (no shadow) 1381 
   shadow_weight = ((altitude + 6)/6)*0.5; 1382 
   // gradually fading out the headlight intensity. 1383 
   // since below -6 degrees the ShadowVolumeHard is turned off, so at 0 1384 
degrees it has to be turned on again 1385 
   // checking if shadow button is turned off, shadow should remain off, else it 1386 
should turn on. 1387 
  } 1388 
  else if ((altitude < 6) && (altitude > 0)) 1389 
  { 1390 
   // gradually change from dark-orange to light-orange 1391 
   var red = 0.7529 + (((altitude - 0)/6) * 0.2314); 1392 
   var green = 0.3490 + (((altitude - 0)/6) * 0.3177); 1393 
   var blue = 0.0549 + (((altitude - 0)/6) * -0.0471); 1394 
   sunlight_colour = eon.MakeSFVec3f(red,green,blue); 1395 
 1396 
   var headlight = 0.3 + ((altitude - 0)/6)*0.2; 1397 




   shadow_weight = 0.5; 1400 
  } 1401 
  else if ((altitude < 12) && (altitude > 6)) 1402 
  { 1403 
   // gradually change from light-orange to Cream 1404 
   var red = 0.9843 + (((altitude - 6)/6) * 0.0118); 1405 
   var green = 0.6667 + (((altitude - 6)/6) * 0.1921); 1406 
   var blue = 0.0078 + (((altitude - 6)/6) * 0.5647); 1407 
   sunlight_colour = eon.MakeSFVec3f(red,green,blue); 1408 
   var headlight = 0.6 + ((altitude - 6)/6)*0.4; 1409 
   Headlight_Colour.value = eon.MakeSFVec3f(headlight, headlight, 1410 
headlight); 1411 
   shadow_weight = 0.5; 1412 
  } 1413 
  else if ((altitude < 18) && (altitude > 12)) 1414 
  { 1415 
   // gradually change from Cream to white 1416 
   var red = 0.9961 + (((altitude - 12)/6) * 0.0039); 1417 
   var green = 0.8588 + (((altitude - 12)/6) * 0.1412); 1418 
   var blue = 0.5725 + (((altitude - 12)/6) * 0.4275); 1419 
   sunlight_colour = eon.MakeSFVec3f(red,green,blue); 1420 
   Headlight_Colour.value = eon.MakeSFVec3f(1,1,1); 1421 
   shadow_weight = 0.5; 1422 
  } 1423 
  else if (altitude > 18) 1424 
  { 1425 
   sunlight_colour = eon.MakeSFVec3f(1,1,1); 1426 
   Headlight_Colour.value = eon.MakeSFVec3f(1,1,1); 1427 
   shadow_weight = 0.5; 1428 
  } 1429 
 1430 




OUTPUT SUB ROUTINES  1435 
********************************************************************* 1436 
Funtion name: send_values() 1437 
Objective : to send output values to the result textbox and synchronization with slider and other 1438 
textbox 1439 
********************************/ 1440 
 function send2result() 1441 
 { 1442 
  var result_text = "\n"+ "Altitude of the Sun: " + altitude + "\n" + "Azimuth of the Sun: 1443 
" + azimuthNav; 1444 
  SendEvent("result", "Text", result_text); 1445 
   1446 
   1447 
  SendEvent("DateText", "Text", date); 1448 
  SendEvent("MonthText", "Text", Month); 1449 
  SendEvent("HourText", "Text", hour + ":" + minute); 1450 
  SendEvent("SunFrame", "Orientation", sunori); 1451 
  SendEvent("Sun", "Color", sunlight_colour); 1452 
  SendEvent("ShadowVolumeHard", "ShadowWeight", shadow_weight); 1453 
  SunOrientation.value = sunori; 1454 
  SunlightColour.value = sunlight_colour; 1455 
  ShadowWeight.value = shadow_weight; 1456 






Funtion name: calculate() 1461 
Objective : to compile all the subroutines related triggered by time input (year, month, date, 1462 
time, timezone) 1463 
********************************/ 1464 
  1465 
 function calculate() 1466 
 { 1467 
  verify_derive_inputs(); 1468 
  calculate_delta_t(); 1469 
  calculate_julians(); 1470 
  calculate_heliocentric();    1471 
  calculate_geocentric(); 1472 
  calculate_delta_psi_epsilon(); 1473 
  calculate_epsilon(); 1474 
  calculate_delta_tau(); 1475 
  calculate_lamda(); 1476 
  calculate_nu(); 1477 
  calculate_alpha(); 1478 
  calculate_delta(); 1479 
 1480 
  calculate_h(); 1481 
  calculate_topocentric(); 1482 
  calculate_altitude(); 1483 
  calculate_azimuth(); 1484 
  calculate_eot(); 1485 
  calculate_sunlight_colour(); 1486 
  sunorientation(); 1487 




Funtion name: On_GUIresult_print(), snapscreen(), printvalues() 1492 
Objective : to snap a screen shot and generate a png image file into a specific folder 1493 
********************************/ 1494 
 1495 
var fso = new ActiveXObject("Scripting.FileSystemObject"); 1496 
 1497 
 function On_GUIresult_print() 1498 
 { 1499 
 1500 
  if(fso.FolderExists("c:\\EON_SunTool_results")) 1501 
  { 1502 
   snapscreen(); 1503 
   printvalues() 1504 
  } 1505 
  else 1506 
  { 1507 
   fso.CreateFolder("c:\\EON_SunTool_results"); 1508 
   snapscreen(); 1509 
   printvalues() 1510 
  } 1511 
 } 1512 
 1513 
 function snapscreen() 1514 
 { 1515 
  // to turn off the SunTool interface for a while 1516 




  // to create unique file-name and order snapshots taking, obtain CPU's hour-minute-1519 
seconds. 1520 
  cpu_d = new Date(); 1521 
  cpu_h = cpu_d.getHours(); 1522 
  cpu_m = cpu_d.getMinutes(); 1523 
  cpu_s = cpu_d.getSeconds(); 1524 
  if (cpu_m < 10) 1525 
  { 1526 
   cpu_m = "0" + cpu_m; 1527 
  } 1528 
  if (cpu_s < 10) 1529 
  { 1530 
   cpu_s = "0" + cpu_s; 1531 
  } 1532 
 1533 
  var filename = "C://EON_SunTool_results//" + SelectedLoc + "_" + 1534 
date+Month+year + "_" + hour+minute + "_" + cpu_h + cpu_m + cpu_s + ".png" 1535 
  eon.SaveSnapShot(filename,2,0); 1536 
 1537 
  // to turn on the SunTool interface again 1538 
  SendEvent("GroupGUI-Main", "IsActive", 1); 1539 




 function printvalues() 1544 
 {   1545 
  var filename = "C://EON_SunTool_results//" + SelectedLoc + "_" + 1546 
date+Month+year + "_" + hour+minute + "_" + cpu_h + cpu_m + cpu_s + ".txt" 1547 
  var ForWriting = 2 1548 
     1549 
  var ts 1550 
  ts = fso.OpenTextFile(filename, ForWriting, true) 1551 
  ts.WriteLine("Location" + "\t" + SelectedLoc); 1552 
  ts.WriteLine("Latitude" + "\t" + latitude); 1553 
  ts.WriteLine("Longitude" + "\t" + longitude); 1554 
  ts.WriteLine("Elevation" + "\t" + elevation); 1555 
  ts.WriteBlankLines(1); 1556 
  ts.WriteLine("Date" + "\t" + date + " " + Month + " " + year); 1557 
  ts.WriteLine("Julian Date" + "\t" + jd); 1558 
  ts.WriteLine("Time" + "\t" + hour + ":" + minute); 1559 
  ts.WriteBlankLines(1); 1560 
  ts.WriteLine("Topocentric Sun's coordinate:"); 1561 
  ts.WriteLine("Declination" + "\t" + delta_prime); 1562 
  ts.WriteLine("Right Ascension" + "\t" + alpha_prime); 1563 
  ts.WriteLine("Local hour angle" + "\t" + h_prime); 1564 
  ts.WriteLine("Altitude" + "\t" + altitude); 1565 
  ts.WriteLine("Azimuth" + "\t" + azimuthAst); 1566 
  ts.WriteBlankLines(1); 1567 
 1568 
 ts.WriteLine("======================================================="); 1569 
  ts.WriteLine("The SunTool prototype for EON Software v.5.5"); 1570 
  ts.WriteLine("By: Roni Anggoro (ang.roni@gmail.com)"); 1571 
  ts.WriteLine("Supervisor: DR. Stephen K. Wittkopf"); 1572 
  ts.WriteLine("National University of Singapore"); 1573 
  ts.Close(); 1574 
 } 1575 
  1576 
  1577 




GUI CONTROL AND OTHER SYNCHRONIZATION SUB ROUTINES  1580 
********************************************************************** 1581 
Funtion name: On_GUImain(), On_GUIloc(), On_GUIdeltat(), On_GUIinfo(), On_GUIhelp() 1582 
Objective : Show and Hide GUI function 1583 
********************************/ 1584 
  1585 
var GUImain_btn = false; 1586 
var GUIloc_btn = false; 1587 
var GUIdeltat_btn = false; 1588 
var GUIinfor_btn = false; 1589 
var GUIresult_btn = false; 1590 
SendEvent("result", "IsActive", 0); 1591 
 1592 
 function On_GUImain() 1593 
 { 1594 
  if(GUImain_btn) 1595 
  { 1596 
   SendEvent("GroupGUI-Main", "IsActive", 0); 1597 
   SendEvent("GroupGUI-Location", "IsActive", 0); 1598 
   SendEvent("GroupGUI-DeltaT", "IsActive", 0); 1599 
   SendEvent("GroupGUI-Info", "IsActive", 0); 1600 
   SendEvent("result", "IsActive", 0); 1601 
   GUImain_btn = false; 1602 
  } 1603 
  else 1604 
  { 1605 
   SendEvent("GroupGUI-Main", "IsActive", 1); 1606 
   GUImain_btn = true; 1607 
  } 1608 
 }  1609 
 function On_GUIloc() 1610 
 { 1611 
  if(GUIloc_btn) 1612 
  { 1613 
   SendEvent("GroupGUI-Location", "IsActive", 0); 1614 
   GUIloc_btn = false; 1615 
  } 1616 
  else 1617 
  { 1618 
   SendEvent("GroupGUI-Location", "IsActive", 1); 1619 
   GUIloc_btn = true; 1620 
  } 1621 
 } 1622 
  1623 
 function On_GUIresult() 1624 
 { 1625 
  if (GUIresult_btn) 1626 
  { 1627 
   SendEvent("result", "IsActive", 0); 1628 
   GUIresult_btn = false; 1629 
  } 1630 
  else 1631 
  { 1632 
   SendEvent("result", "IsActive", 1); 1633 
   GUIresult_btn = true; 1634 
  } 1635 





 function On_GUIdeltat() 1637 
 { 1638 
  if (GUIdeltat_btn) 1639 
  { 1640 
   SendEvent("GroupGUI-DeltaT", "IsActive", 0); 1641 
   GUIdeltat_btn = false; 1642 
  } 1643 
  else 1644 
  { 1645 
   SendEvent("GroupGUI-DeltaT", "IsActive", 1); 1646 
   errorMessage(6); 1647 
   GUIdeltat_btn = true; 1648 
  } 1649 
 } 1650 
  1651 
 function On_GUIinfo() 1652 
 { 1653 
  var tid = eon.SetScriptTimeout(60) 1654 
  msg = "About the SunTool prototype\n\n\nJanuary 2008\nDepartment of 1655 
Architecture\nNational University of Singapore\n\nThe main purpose of SunTool prototype is for 1656 
sunlight study in architecture immersive environment. It is used for architects to evaluate their design 1657 
in immersive visualization. Architects by nature work with visual representation of their design. Since 1658 
sunlight influences almost all aspect of building, such as fenestration, shading element, room 1659 
organization, shade/shadow design and many more, it is more effective to do visual evaluation. There 1660 
is a so-called 'reflective conversation' between architects and his design that gives feedback for the 1661 
improvement of the design.\n\nSunTool prototype is a tool of sunlight study purpose that was 1662 
developed for stereoscopic immersive virtual environment (IVE) on EON Studio platform. The 1663 
development is from architecture point of view as a proof-of-concept rather than a complete prototype 1664 
for commercial usage. It provides user-interface to lets user to input/change data of location, date and 1665 
time that will trigger Sun position calculation and sunlight colour prediction. \nThe outputs of SunTool, 1666 
which are the altitude and azimuth, are directly transferred to orient the ‘light’ frame representing 1667 
sunlight angle from the real sun position coordinates. The light node, which is connected to a 1668 
ShadowVolumeHard node, will cast shadow accordingly to the scene. \nAs the sunlight changes in 1669 
morning and evening time, SunTool prototype changes the light colour based on the altitude calculation 1670 
result. The colour changes gradually from black (under -6 degrees), to dark orange (0 degrees), light 1671 
orange (6 degrees), pale yellow (12 degrees) and white (18 degrees and above), vice versa. \n\nBasic 1672 
equations to calculate the sun position are using the algorithms composed by Meeus (1998) with 1673 
accuracy up to 0.003 degrees of angle. \n\nConfiguration instruction of SunTool prototype on EON 1674 
Studio:\n1. Insert SunTool prototype, a frame node and a ‘ShadowVolumeHard’ node under ‘Scene’\n2. 1675 
Rename the frame node to ‘SunFrame’\n3. Insert a light node under the ‘SunFrame’, rename it to ‘Sun’, 1676 
and set the light type to ‘directional’\n4. Drag to the routing window: the SunTool prototype, Headlight 1677 
(from the Camera frame) and Ambient (ambient light under the ‘Scene’)\n5. Connect the 1678 
“Headlight_Colour” outfield from SunTool prototype to “Color” infield of both light nodes.\n6. The 1679 
next steps are the usual procedure for ‘ShadowVolumeHard’ node to set up the light source, occluders, 1680 
receivers and non-receivers.\n\nContacts:\nWittkopf, S. K. (akiskw@nus.edu.sg)\nAnggoro, R. 1681 
(ang.roni@gmail.com)" 1682 
  eon.MessageBox(msg, "About SunTool Prototype") 1683 
  eon.SetScriptTimeout(tid) 1684 
 } 1685 
 1686 
 function On_GUIhelp() 1687 
 { 1688 
  var tid = eon.SetScriptTimeout(60) 1689 
  msg = "To simulate sunlight and shadow at given time and location on Earth.\nThis 1690 
SunTool prototype calculates the real position of the Sun and sunlight colour that easily done real time 1691 
corespond to the current time and location.\n\nInstruction to simulate the sun:\n\t1. Click the yellow 1692 
colour 'SunTool' button to hide/show user interface;\n\t2. Input Location fields;\n\t\t- User can use the 1693 
provided location options, or\n\t\t- Input latitude, longitude, timezone, DST setting and elevation (in 1694 
meters);\n\t\t- Latitude value: -90 to 90 degrees. Positive value is for northern hemisphere.\n\t\t- 1695 
Longitude value: -360 to 360 degrees. Positive value is for East of Greenwich.\n\t3. Special inputs: 1696 
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Delta-T.\n\t\t- There are 3 fields: delta-T (range -150 to 150), TAI-UTC (range 0 to 100) and UT1-1697 
UTC (range -1 to 1);\n\t\t- All these fields' value are based on observation.\n\t\t   Please check The 1698 
IERS of U.S. Naval Observatory for these values (http://maia.usno.navy.mil)\n\t\t- If delta-T field is 1699 
filled, TAI-UTC and UT1-UTC fields are ignored.\n\t\t   If delta-T field is empty, calculation delta-T is 1700 
based on TAI-UTC and UT1-UTC fields values;\n\t\t- If TAI-UTC and UT1-UTC fields are empty, 1701 
they are assigned to default values for 1 July 2007's values;\n\t\t- Therefore, if all three fields are left 1702 
unfilled, the calculation of delta-T is assigned to default value for 1 July 2007.\n\t4. Shadow Algorithm, 1703 
Zpass or Zfail. Due to this prototype is used in conjunction with ShadowVolumeHard node;\n\t     1704 
Zpass is technically will run faster; however, Zfail have to be used if the user is INSIDE the 1705 
shadow.\n\t5. Shadow ON/OFF button, to turn on and off shadow whenever needed;\n\t6. Result button, 1706 
to hide/show result text display;\n\t7. Save result button, to snap simulation generating an image file 1707 
and write a txt file of the calculation result.\n\t     These files are stored at your computer 1708 
C:\\EON_SunTool_results\n\t8. Information buttons, to display related information.\n\nIf at simulation 1709 
start, the SunTool generates an error message, it is due to error saving process of previous 1710 
simulation.\nPlease delete a file from your C drive, 'C:\\SunTool-savedValues.txt'." 1711 
  eon.MessageBox(msg, "Help Message") 1712 
  eon.SetScriptTimeout(tid) 1713 
   1714 
 } 1715 
 1716 
/******************************** 1717 
Funtion name: On_zAlgorithm() 1718 
Objective : Selecting Z-Pass or Z-Fail as the shadow volume algorithm 1719 
********************************/ 1720 
 var ZAlg_btn = false; 1721 
 function On_zAlgorithm() 1722 
 { 1723 
  if(ZAlg_btn) 1724 
  { 1725 
   SendEvent("Zpass-Zfail", "Text", "Z-pass"); 1726 
   SendEvent("ShadowVolumeHard", "ShadowAlgorithm", 1); 1727 
   ZAlg_btn = false; 1728 
  } 1729 
  else 1730 
  { 1731 
   SendEvent("Zpass-Zfail", "Text", "Z-fail"); 1732 
   SendEvent("ShadowVolumeHard", "ShadowAlgorithm", 2); 1733 
   ZAlg_btn = true; 1734 
  } 1735 
 } 1736 
 1737 
/******************************** 1738 
Funtion name: On_Shadow() 1739 
Objective : Enable/Disable ShadowVolumeHard 1740 
********************************/ 1741 
 var shadow_btn = false; 1742 
 function On_Shadow() 1743 
 { 1744 
  if(shadow_btn) 1745 
  { 1746 
   SendEvent("ShadowONOFF", "Text", "Shadow OFF"); 1747 
   SendEvent("ShadowVolumeHard", "Enabled", 0); 1748 
   SendEvent("Sun", "Active", 0); 1749 
   Headlight_Colour.value = eon.MakeSFVec3f(1, 1, 1); 1750 
   shadow_btn = false; 1751 
  } 1752 
  else 1753 
  { 1754 
   SendEvent("ShadowONOFF", "Text", "Shadow ON"); 1755 
   SendEvent("ShadowVolumeHard", "Enabled", 1); 1756 
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   SendEvent("Sun", "Active", 1); 1757 
   shadow_btn = true; 1758 
   calculate_sunlight_colour(); 1759 
  } 1760 




Initiate Calculation on every inputing 1765 
Objective : to trigger the calculation subroutine on every new data input 1766 
********************************/        1767 
 function initialize() 1768 
 {  1769 
  ReadValue(); 1770 
  calculate(); 1771 
  send2result(); 1772 
 }  1773 
 function shutdown() 1774 
 { 1775 
  SaveValue(); 1776 
 } 1777 
 1778 
 function On_yearString() 1779 
 { 1780 
  calculate(); 1781 
  send2result(); 1782 
 } 1783 
 function On_monthInt() 1784 
 { 1785 
  calculate(); 1786 
  send2result(); 1787 
 } 1788 
 function On_dateInt() 1789 
 { 1790 
  calculate(); 1791 
  send2result(); 1792 
 } 1793 
 function On_timeInt() 1794 
 { 1795 
  calculate(); 1796 
  send2result(); 1797 
 } 1798 
  1799 
 function On_latitudeString() 1800 
 { 1801 
  calculate(); 1802 
  send2result();    1803 
 } 1804 
 function On_longitudeString() 1805 
 { 1806 
  calculate(); 1807 
  send2result(); 1808 
 } 1809 
 function On_elevationString() 1810 
 { 1811 
  calculate(); 1812 
  send2result(); 1813 
 } 1814 
 function On_taiutcString() 1815 
 { 1816 
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  calculate(); 1817 
  send2result(); 1818 
 } 1819 
 function On_ut1utcString() 1820 
 { 1821 
  calculate(); 1822 
  send2result(); 1823 
 } 1824 
 function On_deltaTString() 1825 
 { 1826 
  calculate(); 1827 
  send2result(); 1828 
 } 1829 
 function On_timezoneID() 1830 
 {  1831 
  calculate(); 1832 
  send2result(); 1833 
 } 1834 
 function On_locationID() 1835 
 { 1836 
  locationSearch(); 1837 
  calculate(); 1838 
  send2result(); 1839 
 } 1840 
 function On_DST() 1841 
 { 1842 
  calculate(); 1843 
  send2result(); 1844 
 } 1845 
 1846 
/******************************** 1847 
Funtion name: SaveValue(); ReadValue() 1848 
Objective : To record values of current simulation at the ShutDown function. 1849 
  On Initialize function, when the simulation started, ReadValue is triggered to read 1850 
and set the same values back the related fields. 1851 
  In this way, the user needs not to re-adjust the SunTool setting again. 1852 
********************************/  1853 
 1854 
// function to save values when user close the simulation 1855 
function SaveValue() 1856 
 { 1857 
 var fn = "c:\\SunTool-savedValues.txt" 1858 
 var ForWriting = 2 1859 
  1860 
 var ts 1861 
 ts = fso.OpenTextFile(fn, ForWriting, true) 1862 
 tz = timezoneID.value 1863 
 tzS = GetValue("TimeZone-textbox", "Text"); 1864 
 z = GetValue("ShadowVolumeHard", "ShadowAlgorithm"); // zpass = 1; zfail = 2 1865 
 sh = GetValue("ShadowVolumeHard", "Enabled"); // Shadow On or Off 1866 
 ts.WriteLine(year+"\t"+month+"\t"+date+"\t"+time+"\t"+delta_t+"\t"+taiutc+"\t"+ut1utc+"\t"1867 
+dst+"\t"+SelectedLoc+"\t"+longitude+"\t"+latitude+"\t"+tz+"\t"+tzS+"\t"+elevation+"\t"+z+"\t"+sh); 1868 
 ts.Close() 1869 
 } 1870 
 1871 
// function to read values from the saved txt file when user run the simulation. If no textfile found then 1872 
default values are used. 1873 
function ReadValue() 1874 
 { 1875 
 var fn = "c:\\SunTool-savedValues.txt"; 1876 
182  
 
 if (!(fso.FileExists(fn))) return; //exit if file missing 1877 
 var ForReading = 1 1878 
 var ts, str 1879 
 ts = fso.OpenTextFile("c:\\SunTool-savedValues.txt", ForReading, false); 1880 
 str = ts.ReadLine(); 1881 
 a = str.split("\t"); 1882 
 1883 
 // Assign read values to related variables 1884 
 SendEvent("field_year", "Text", a[0]);  1885 
 SendEvent("slider_month", "SliderPos", a[1]);  1886 
 SendEvent("slider_date", "SliderPos", a[2]); 1887 
 SendEvent("slider_time", "SliderPos", a[3]); 1888 
 SendEvent("Delta-T", "Text", a[4]);  1889 
 SendEvent("taiutc", "Text", a[5]);  1890 
 SendEvent("ut1utc", "Text", a[6]);  1891 
 1892 
 if(a[7] == 0) 1893 
 { 1894 
  DST.value = 0; 1895 
  SendEvent("DST-ONOFF", "Text", "DST OFF"); 1896 
 } 1897 
 if(a[7] == 1) 1898 
 { 1899 
  DST.value = 1; 1900 
  SendEvent("DST-ONOFF", "Text", "DST ON"); 1901 
 } 1902 
 1903 
 SendEvent("SelectedLocation", "Text", a[8]); 1904 
 SendEvent("Longitude-textbox", "Text", a[9]);  1905 
 SendEvent("Latitude-textbox", "Text", a[10]);  1906 
 SendEvent("TimeZone-options", "SelectedMenuID", a[11]); 1907 
 SendEvent("TimeZone-textbox", "Text", a[12]); 1908 
 SendEvent("Elevation-textbox", "Text", a[13]);  1909 
 1910 
 if(a[14] == 1) 1911 
 { 1912 
  SendEvent("Zpass-Zfail", "Text", "Z-pass"); 1913 
  SendEvent("ShadowVolumeHard", "ShadowAlgorithm", 1); 1914 
  ZAlg_btn = false; 1915 
 } 1916 
 if(a[14] == 2) 1917 
 { 1918 
  SendEvent("Zpass-Zfail", "Text", "Z-fail"); 1919 
  SendEvent("ShadowVolumeHard", "ShadowAlgorithm", 2); 1920 
  ZAlg_btn = true; 1921 
 } 1922 
 if(a[15] == "true") 1923 
 { 1924 
  SendEvent("ShadowONOFF", "Text", "Shadow ON"); 1925 
  SendEvent("ShadowVolumeHard", "Enabled", 1); 1926 
 } 1927 
 if(a[15] == "false") 1928 
 { 1929 
  SendEvent("ShadowONOFF", "Text", "Shadow OFF"); 1930 
  SendEvent("ShadowVolumeHard", "Enabled", 0); 1931 
 } 1932 
} 1933 
/*************************************************************************** 1934 




Appendix 2: Stored Data of SunTool’s Script 
Appendix 2.1. About Observation data of ΔT 
The ΔT (delta_t) can only be derived from observation. One surely may interpolate this value 
for future calculation of daylighting factors and solar energy calculations. However, different 
sources predict different values of ΔT. Meeus (1998,  pp. 78) suggested the value of ΔT for 
2000, 2005 and 2015 were +65 seconds, +69 seconds and +80 seconds respectively, while the 
real observation values recorded are between +63.824 to +64.004 seconds for year 2000 and 
between +64.684 to 64.844 seconds for the year of 2005. Paul Schlyter, at his TIMESCALES 
webpage17, tried to predict ΔT for 1 July 2006 at +64.89 second; while the real observation 
values recorded was +63.984 seconds. Apparently the earth’s rotation pace is difficult to 
predict. Therefore, it is suggested to refer the prediction or observation of this ΔT value to the 
Department of the U.S. Naval Observatory’s website15.  The equation to calculate ΔT value is,, 
ΔT = delta_t = 32.184 s + (TAI - UTC) - (UT1 - UTC) 
Where: 
• (TAI - UTC) is the cumulative number of leap seconds. The most update value can be 
checked from TAI-UTC data at http://maia.usno.navy.mil/ser7/tai-utc.dat.  
• (UT1 - UTC) value is observed and predicted. The most update daily value and the 
prediction value can be checked from ftp://maia.usno.navy.mil/ser7/finals.all, which 
contains data from 1973 up to present and includes prediction for some months in the 
future.  
Explanation for this data is located in ftp://maia.usno.navy.mil/ser7/readme.finals. It 
is a huge structured data. The first column is the date (yy-mm-dd). From the example 
image below: 71019 means year 2007, October, 19. (UT1 - UTC) is located at the 
column right after the second flag column (the one that was notified with I (IERS) or 
P (Prediction) letter). 
                                                     
17 http://stjarnhimlen.se/comp/time.html#deltat72p last update at 9 July 2005 
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Here is the summarized table of delta-T, TAI-UTC and UT1-UTC from available sources.  
Data (TAI-UTC) and (UT1-UTC) from IERS Rapid Service/Prediction Center 
delta-T = 32.184s + (TAI-UTC) - (UT1-UTC) from years 1972 - Present 
Source: http://maia.usno.navy.mil/ 
ftp://maia.usno.navy.mil/ser7/finals.all 
Additional source:  Paul Schlyter, http://stjarnhimlen.se/comp/time.html#deltat 





01/01/72 10 Paul Schlyter -0.0500000 42.2340000 
07/01/72 11 Paul Schlyter 0.3800000 42.8040000 
01/01/73 41683 12 Paul Schlyter 0.8100000 43.3740000 
07/01/73 41864 12 I 0.2277587 43.9562413 
01/01/74 42048 13 I 0.6999467 44.4840533 
07/01/74 42229 13 I 0.1853882 44.9986118 
01/01/75 42413 14 I 0.7078646 45.4761354 
07/01/75 42594 14 I 0.2020320 45.9819680 
01/01/76 42778 15 I 0.7272818 46.4567182 
07/01/76 42960 15 I 0.1870266 46.9969734 
01/01/77 43144 16 I 0.6626208 47.5213792 
07/01/77 43325 16 I 0.1491764 48.0348236 
01/01/78 43509 17 I 0.6495858 48.5344142 
07/01/78 43690 17 I 0.0826814 49.1013186 
01/01/79 43874 18 I 0.5978523 49.5861477 
07/01/79 44055 18 I 0.0821486 50.1018514 
01/01/80 44239 19 I 0.6452948 50.5387052 
07/01/80 44421 19 I 0.2078867 50.9761133 
01/01/81 44605 19 I -0.1967834 51.3807834 
07/01/81 44786 20 I 0.3706677 51.8133323 
01/01/82 44970 20 I 0.0172186 52.1667814 
07/01/82 45151 21 I 0.6088525 52.5751475 
01/01/83 45335 21 I 0.2275172 52.9564828 
07/01/83 45516 22 I 0.7504609 53.4335391 
01/01/84 45700 22 I 0.3957590 53.7882410 
07/01/84 45882 22 I 0.0983566 54.0856434 
01/01/85 46066 22 I -0.1587019 54.3427019 
07/01/85 46247 23 I 0.5485042 54.6354958 
01/01/86 46431 23 I 0.3127491 54.8712509 
07/01/86 46612 23 I 0.0707616 55.1132384 
01/01/87 46796 23 I -0.1382103 55.3222103 
07/01/87 46977 23 I -0.3971877 55.5811877 
01/01/88 47161 24 I 0.3643390 55.8196610 
07/01/88 47343 24 I 0.0900963 56.0939037 
01/01/89 47527 24 I -0.1160352 56.3000352 
07/01/89 47708 24 I -0.3857490 56.5697490 
01/01/90 47892 25 I 0.3287294 56.8552706 
07/01/90 48073 25 I -0.0386074 57.2226074 
01/01/91 48257 26 I 0.6186865 57.5653135 
07/01/91 48438 26 I 0.2264329 57.9575671 
01/01/92 48622 26 I -0.1251669 58.3091669 
07/01/92 48804 27 I 0.4430362 58.7409638 
01/01/93 48988 27 I 0.0621575 59.1218425 
07/01/93 49169 28 I 0.5990200 59.5849800 
01/01/94 49353 28 I 0.1995449 59.9844551 
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07/01/94 49534 29 I 0.7828094 60.4011906 
01/01/95 49718 29 I 0.3986502 60.7853498 
07/01/95 49899 29 I -0.0613907 61.2453907 
01/01/96 50083 30 I 0.5553389 61.6286611 
07/01/96 50265 30 I 0.1871238 61.9968762 
01/01/97 50449 30 I -0.1110507 62.2950507 
07/01/97 50630 31 I 0.5269240 62.6570760 
01/01/98 50814 31 I 0.2181288 62.9658712 
07/01/98 50995 31 I -0.1004111 63.2844111 
01/01/99 51179 32 I 0.7166607 63.4673393 
07/01/99 51360 32 I 0.5198159 63.6641841 
01/01/00 51544 32 I 0.3554752 63.8285248 
07/01/00 51726 32 I 0.2041368 63.9798632 
01/01/01 51910 32 I 0.0932090 64.0907910 
07/01/01 52091 32 I -0.0276657 64.2116657 
01/01/02 52275 32 I -0.1158068 64.2998068 
07/01/02 52456 32 I -0.2292096 64.4132096 
01/01/03 52640 32 I -0.2894310 64.4734310 
07/01/03 52821 32 I -0.3672327 64.5512327 
01/01/04 53005 32 I -0.3896146 64.5736146 
07/01/04 53187 32 I -0.4690057 64.6530057 
01/01/05 53371 32 I -0.5036348 64.6876348 
07/01/05 53552 32 I -0.6154600 64.7994600 
01/01/06 53736 33 I 0.3388134 64.8451866 
07/01/06 53917 33 I 0.1945187 64.9894813 
01/01/07 54101 33 I 0.0375926 65.1464074 
07/01/07 54282 33 I -0.1573395 65.3413395 
01/01/08 54466 33 P -0.2657714 65.4497714 
07/01/08 54648 P -0.4361481 
01/01/09 54832 
delta-T = ET - UT for the years 1620 - 1972 
Source: Paul Schlyter, Stockholm, Sweden ( pausch@stjarnhimlen.se ) 
http://stjarnhimlen.se/comp/time.html#deltat 
Year + 0 + 1 + 2 + 3 + 4 
1620 124 119 115 110 106 
1625 102 98 95 91 88 
1630 85 82 79 77 74 
1635 72 70 67 65 63 
1640 62 60 58 57 55 
1645 54 53 51 50 49 
1650 48 47 46 45 44 
1655 43 42 41 40 38 
1660 37 36 35 34 33 
1665 32 31 30 28 27 
1670 26 25 24 23 22 
1675 21 20 19 18 17 
1680 16 15 14 14 13 
1685 12 12 11 11 10 
1690 10 9 9 9 9 
1695 9 9 9 9 9 
1700 10 9 9 9 9 
1705 9 9 9 10 10 
1710 10 10 10 10 10 
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1715 10 10 11 11 11 
1720 11 11 11 11 11 
1725 11 11 11 11 11 
1730 11 11 11 11 12 
1735 12 12 12 12 12 
1740 12 12 12 12 13 
1745 13 13 13 13 13 
1750 13 14 14 14 14 
1755 14 14 14 15 15 
1760 15 15 15 15 15 
1765 16 16 16 16 16 
1770 16 16 16 16 16 
1775 17 17 17 17 17 
1780 17 17 17 17 17 
1785 17 17 17 17 17 
1790 17 17 16 16 16 
1795 16 15 15 14 14 
1800 13.7 13.4 13.1 12.9 12.7 
1805 12.6 12.5 12.5 12.5 12.5 
1810 12.5 12.5 12.5 12.5 12.5 
1815 12.5 12.5 12.4 12.3 12.2 
1820 12 11.7 11.4 11.1 10.6 
1825 10.2 9.6 9.1 8.6 8 
1830 7.5 7 6.6 6.3 6 
1835 5.8 5.7 5.6 5.6 5.6 
1840 5.7 5.8 5.9 6.1 6.2 
1845 6.3 6.5 6.6 6.8 6.9 
1850 7.1 7.2 7.3 7.4 7.5 
1855 7.6 7.7 7.7 7.8 7.8 
1860 7.88 7.82 7.54 6.97 6.4 
1865 6.02 5.41 4.1 2.92 1.81 
1870 1.61 0.1 -1.02 -1.28 -2.69 
1875 -3.24 -3.64 -4.54 -4.71 -5.11 
1880 -5.4 -5.42 -5.2 -5.46 -5.46 
1885 -5.79 -5.63 -5.64 -5.8 -5.66 
1890 -5.87 -6.01 -6.19 -6.64 -6.44 
1895 -6.47 -6.09 -5.76 -4.66 -3.74 
1900 -2.72 -1.54 -0.02 1.24 2.64 
1905 3.86 5.37 6.14 7.75 9.13 
1910 10.46 11.53 13.36 14.65 16.01 
1915 17.2 18.24 19.06 20.25 20.95 
1920 21.16 22.25 22.41 23.03 23.49 
1925 23.62 23.86 24.49 24.34 24.08 
1930 24.02 24 23.87 23.95 23.86 
1935 23.93 23.73 23.92 23.96 24.02 
1940 24.33 24.83 25.3 25.7 26.24 
1945 26.77 27.28 27.78 28.25 28.71 
1950 29.15 29.57 29.97 30.36 30.72 
1955 31.07 31.35 31.68 32.18 32.68 
1960 33.15 33.59 34 34.47 35.03 
1965 35.73 36.54 37.43 38.29 39.2 
1970 40.18 41.17 42.23 
188 
 
Appendix 2.2. The Earth’s Periodic Terms 
This table of important periodic terms of the Earth is taken from “The Astronomical 
Algorithms” by Meeus (1998). This data is needed to calculate the Earth heliocentric 



















Appendix 2.3. Periodic terms for Nutation in longitude (Δψ) and Obliquity (Δε). 
This table is taken from “The Astronomical Algorithms” by Meeus (1998) on page 145-146. It 












 Appendix 3.1.  Comparison of SunTool’s Result with Other Applications 
The objective of this test was to compare the numeric output result of the SunTool prototype 
for all location and time (Section 5.1.1.). Three sun position calculator programs were used 
for comparison, which are the USNO, SunPath and SunAngle. Output results (altitude and 
azimuth of the sun) from SunPath, SunAngle and SunTool were compared with USNO’s 
calculation result as the reference. Then, the differences of each of their values were 
calculated and the standard deviations values were plotted.  
Overall result comparison is shown in the two figures below. Locations on earth’s surface 
were represented by four selected location from combination of 4 side of the earth’s 
hemisphere.  One year period was represented by two selected solstice date of the year.  
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Table 1: Shadow comparison on Tokyo, Japan 
 
SunTool AutoCAD MAX REVIT SketchUp 
21 June – 08:00 21 June – 08:00 21 June – 08:00 21 June – 08:00 21 June – 08:00
21 June – 1:00 21 June – 13:00 21 June – 13:00 21 June – 13:00 21 June – 13:00
21 June – 18:00 21 June – 18:00 21 June – 18:00 21 June – 18:00 21 June – 18:00
22 Dec – 08:00 22 Dec – 08:00 22 Dec – 08:00 22 Dec – 08:00 22 Dec – 08:00
22 Dec – 13:00 22 Dec – 13:00 22 Dec – 13:00 22 Dec – 13:00 22 Dec – 13:00




Table 2: Shadow comparison on Juneau - Alaska, USA 
 
SunTool AutoCAD MAX REVIT SketchUp 
21 June – 08:00 21 June – 08:00 21 June – 08:00 21 June – 08:00 21 June – 08:00
21 June – 1:00 21 June – 13:00 21 June – 13:00 21 June – 13:00 21 June – 13:00
21 June – 18:00 21 June – 18:00 21 June – 18:00 21 June – 18:00 21 June – 18:00
22 Dec – 08:00 22 Dec – 08:00 22 Dec – 08:00 22 Dec – 08:00 22 Dec – 08:00
22 Dec – 13:00 22 Dec – 13:00 22 Dec – 13:00 22 Dec – 13:00 22 Dec – 13:00




Table 3: Shadow comparison on Sydney, Australia 
 
SunTool AutoCAD MAX REVIT SketchUp 
21 June – 08:00 21 June – 08:00 21 June – 08:00 21 June – 08:00 21 June – 08:00
21 June – 1:00 21 June – 13:00 21 June – 13:00 21 June – 13:00 21 June – 13:00
21 June – 18:00 21 June – 18:00 21 June – 18:00 21 June – 18:00 21 June – 18:00 
22 Dec – 08:00 22 Dec – 08:00 22 Dec – 08:00 22 Dec – 08:00 22 Dec – 08:00
22 Dec – 13:00 22 Dec – 13:00 22 Dec – 13:00 22 Dec – 13:00 22 Dec – 13:00




Table 4: Shadow comparison on Ushuaia, Argentina 
 
SunTool AutoCAD MAX REVIT SketchUp 
21 June – 08:00 21 June – 08:00 21 June – 08:00 21 June – 08:00 21 June – 08:00
21 June – 13:00 21 June – 13:00 21 June – 13:00 21 June – 13:00 21 June – 13:00
21 June – 18:00 21 June – 18:00 21 June – 18:00 21 June – 18:00 21 June – 18:00
22 Dec – 08:00 22 Dec – 08:00 22 Dec – 08:00 22 Dec – 08:00 22 Dec – 08:00
22 Dec – 13:00 22 Dec – 13:00 22 Dec – 13:00 22 Dec – 13:00 22 Dec – 13:00
















































































































How is the proportion/scale 

































































































































DR. Stephen K. Wittkopf (akiskw@nus.edu.sg) ; Roni Anggoro (ronianggoro@nus.edu.sg)
Department of Architecture - National University of Singapore
Please answer these questions while you are viewing the










How do you handle the sliders?
1 2 3 4 5 6 7
(difficult) (easy)
How do you handle the text-boxes?
1 2 3 4 5 6 7
(difficult) (easy)
Rate the size / dimension / proportion of the UI?
1 2 3 4 5 6 7
(small) (okay) (big)
How easy for you to get your task done?
1 2 3 4 5 6 7
(difficult) (easy)
Based on what you do and feel right now, please rate:
Z-pass / Z-fail needed not needed
Shadow ON/OFF needed not needed
Result display needed not needed
Save result feature needed not needed
Help message needed not needed
Information messages needed not needed
Do you get what is the Delta-T fields about?
yes no
needed not needed
Please rate the importance of a SunTool in architecture IVE
1 2 3 4 5 6 7
(low) (high)
For light and shadow in architecture IVE, which is more
preferable to you:
No shadow Static Shadow
Dynamic (light from east to west)
Dynamic (sun position calculated)
Please rate overall performance of SunTool prototype:














his survey is an evaluation
exercise, so called a beta test, to
get feedback opinions and
inputs from users in using this SunTool
protoype. The survey is about the
usefulness of SunTool for immersive
VR, the user interface and features of
this SunTool as well. This survey
result, as a part of my thesis, will be
use to finalize the thesis report.
Two scenes will be displayed with
some simple tasks to experience the
SunTool performance. Feedback are
most welcomed.








3D Visualization (CAD - VR)
Building Science/Construction
Others : ___________________
Are you a CAD user?
Yes
No











Do you have any further comments or inputs for the SunTool prototype?
