Because of the differences in informational needs
INTRODUCTION
The information needs of a practice vary with the size of the practice, the subspecialty, the patient mix, the expectations of the patients, the goals of the practitioner, and the mechanism of reimbursement. Moreover, even within a given practice these needs change because of shifts in the demographic distribution and the size of the patient population and changes in the diagnostic and therapeutic armamentarium that occur with time. Thus, it is extremely important that computer systems that serve medical practices be flexible enough to conform to the needs of different kinds of practices over time.
In this paper we will describe two techniques--the use of stored data definition and user-oriented command languages--for achieving the above goals and their application to the Regenstrief Medical Record System. We don't pretend we've developed the ultimate in universal medical record systems, but we will try to show (while describing some of the features of the Regenstrief Medical Record System) how these techniques make it easier to shape a particular implementation to specific practice needs. 
This paper was presented at the Sixth Annual Symposium on Computer Applications in Medical

ADVANTAGES OF DATA BASE MANAGEMENT SYSTEMS
The most important idea advanced by the inventors of data base management systems is that of extracting the information about files and their contents from programs and storing this information in an independent data file called a stored data definition (SDD). In programs that use data base management systems (DBMS), statements containing information about the location of a file, the offset and length of the data items (fields) within its records the kinds of information commonly included in format statements of pre-DBMS programs---do not appear. Instead, one finds logical names of files and calls to data base access routines. The access routines obtain the file and field-specific information needed to transfer data to or from the file from the stored data definition.
The stored data definition provides independence between programs and the data they access and a number of consequent advantages. It reduces programming work and errors. Rather than writing specific code for accessing each of the different files and their contained fields, as was required previously, programmers use a set of preformed access routines.
It eases the inevitable process of change. In the pre-data base era, when a new field had to be added to a file or an existing field had to be changed, all the file access statements across all the many programs that use the data items would have to be found and changed, and a difficult period of program and file conversion would ensue. With data base systems, most such changes become a matter of editing the description for a single field within the stored data definition. (In some systems this can be done while applications are still running; in others it requires stopping the application, sometimes rebuilding the files, and then restarting the application.)
There are other advantages. If the stored data definition includes information about edit checks required on data entered into the files and prompts for requesting information about these items, the data base routines can also control entry of data from CRT terminals. This assures a uniform perspective of the data to the user and helps to achieve the goal of nonredundancy; i.e., a given data item should be stored in one, and only one, place in the system of data files. In addition, since the sorted data description is itself a file, it can be displayed. Thus, it provides self-documentation of its structure.
Finally, the stored data definition permits ready development of general-purpose programs, such as report generators and file-packing programs. With a utility program, one program performs a given function on all files within the data base system. This may be the greatest advantage of all. In the pre-data base era, separate programs would usually have to be written to report the contents of each file; another set of programs would have to be written to load the initial contents of those files, and another to recover space from files when records were deleted from them. In a data base management system, it is relatively easy to develop general-purpose programs for these functions since the file-specific information that distinguished the various storing, reporting, and packing programs in pre-data base days is no longer part of the programs. Such utility programs have their own cascade of benefits. The most important of these is that they permit the nonprogrammer to store, report, and manipulate the contents of his data files without having to learn programming or to translate his request into a programming project.
The Regenstrief Medical Record System is built on a true data base management system, which confers many of the advantages listed above. The system is not a pure data base system since it employs one major file, the medical record file (MRF), that is not a true data base file.
In the following, we describe the Regenstrief Data Base System (RDB), its utility programs and the advantages they provide, the medical record file and its associated language (CARE), and finally, the operation of the medical record system in the context of a typical patient visit cycle.
THE REGENSTRIEF DATA BASE MANAGEMENT SYSTEM (RDB) Technical Features of RDB
Here we provide a technical description of RDB for those interested in such issues. Others may skip to the next section.
Records within RDB files are of fixed length and fixed format. That is, within a given file, all records have the same length, and fields appear in the same location in every record. A record within a given data base file can be accessed directly by its location (its logical position number within the file) or indirectly by content (via hash or index sequential access look-up tables). In addition, an RDB record can be accessed via link pointers from records in other files.
RDB data base files may be aggregated into hierarchical and/or network structures. Relationships between records within such structures may be one to one, many to one, one to many, or many to many. A field may be defined as 1 of 12 different data types including integer, floating point, string, radix, date, time, pointer, and other special types.
The stored data definition includes a field prompt (for requesting entry of data into a field) and data verificatidn checks for each field. Entry checks can include check-digit calculations and COBOL-like pictures for specifying the format of items such as telephone and social security numbers. The data type is always verified (e.g., 2/30/81 would be rejected as an illegal date).
There are two means of accessing RDB files. The first is via a set of general-purpose utility programs. The second is via application programs that call standard RDB access routines. Users of our system employ both kinds of programs on a daily basis.
RDB Utility Programs and Command Languages
The RDB utility programs have two special advantages. The first is that they permit nonprogrammers to access and manipulate data base files. In fact, in our institution nonprogrammers have built simple applications such as mailing lists themselves. The second is that the format and content of most batched reports, and the specification of most maintenance procedures, are defined in terms of RDB commands (as shown below). Thus, new reports can be created, and old report formats can be modified, without the need for programming.
The RDB utility system includes commands for storing (STORE), editing (EDIT), sorting (SORT), reporting (REPORT), and cross-tabulating (XTAB) the contents of records contained within single data base files or hierarchical structures of data base files.
There are also commands for creating new data base files from old ones. EXTRACT creates "flat" records that are amenable to sorting and statistical analyses from hierarchical record structures. JOIN adds records from two "fiat" files side to side according to specified match fields. PROJECT squeezes out records that are duplicate with respect to specified match keys. APPEND lengthens a file by adding another file to its end. Finally, there are maintenance commands such as PACK, which recovers free space by squeezing out records that meet deletion criteria.
With most of these commands the user can select subsets of fields and/or records for processing. For example, the following STORE command selects three fields for processing:
STORE PATIENT'S NAME, HOSP# AND TELE#.
The above command tells the computer to request input from the terminal operator about a new patient's name, hospital number, and telephone number. The computer asks the same set of questions on the next patient, and so on, until the operator terminates the entry session.
To select records for processing, the user adds an IF and selection criteria to the command, as illustrated by the following.
REPORT PATIENT'S NAME AND ADDRESS IF SEX = "M" AND (TODAY--BIRTHDATE)/365 GT 40.
The above command stimulates a number of questions to the user, such as the name of the format for the report and the device to which the report is to be transmitted. It then generates a report containing the name and address of all patients who are male and over age 40. Notice that the birthdate, not the age, is stored in the patient's record. Thus, the birthdate is arithmetically converted to an age in the above.
The same command language can process hierarchical structures of records. Within the medical record system, the patient's registry records, the records that represent the patient's registry records, the records that represent the patient's appointments, and the records that represent the physicians to whom the patient has an appointment constitute such a hierarchy. The following command lists information contained in that hierarchy, i.e., the patient's name and address and, for each patient, the dates and physician's name of each scheduled appointment.
REPORT PATIENT'S NAME AND ADDRESS AND APPOINT'S (DATE AND DOCTOR'S NAME).
Note that the use of the possessive form is carried through from the naming of the root level file to other files in the hierarchy. Users are limited in the files they can traverse through the RDB Utility System by their RDB passwords and associated keys to the various protection locks within the system.
A number of RDB commands can be processed in sequence. A sequence of commands could include one command to select records for processing, another to sort them, another to generate a report, another to re-sort the initial file, and so on. The user can save such command sequences in a named file (for example, NIGHTPROCESS) and then evoke the entire sequence of commands by name as a batch process by using the following command.
BATCH NIGHTPROCESS.
The RDB command language has a number of other special features, such as the ability to react to system errors, to call programs other than the standard utility programs, to expand macro statements, and to ask the user for specific input at the time a command is executed.
RDB utility programs accomplish most of the batch-oriented data base processing for the medical practice. For example, they produce most reports about information contained in RDB files. They are used to maintain the various tables employed by the application programs, such as the term dictionary and the physicians' schedule, the physicians' registry file, and the locations file. They are used for generating work load statistics for example, the number of patients seen by physician, by day of week, by month; for writing tapes containing billing transactions; and for file maintenance, i.e., recovering space occupied by deleted records. Finally, they are used for ad hoc reports and retrievals of RDB files.
Digital Equipment Corporation plans to market the Regenstrief Data Base System under its EAS Library Project. Full details about how to define RDB files and link them into structures, and the capabilities of the RDB command options and syntax are given in RDB Utility User's Guide No. QA030, Digital Equipment Corporation, Maynard, Massachusetts.
Application Programs, Field Lists, and the Program Control File
Application programs communicate with data base files through a standard set of interface routines. Application programs accomplish almost all of the interactive processing in our system, including the storage of medical data, the registering of patients, scheduling of appointments, and inquiry into the medical record file.
In application programs, the unit of processing is a named subset of data base fields, which we call a field list. These are similar in purpose and content to the lists of fields that are shown in the RDB commands illustrated above. Field lists and their associated format statements define much of the interface between application programs and their users. They define all display screen headers, the body of many display screens, and the set of elements requested for many input screens, e.g., the patient registration screen.
With a few exceptions, the program does not care exactly what subset of fields is contained within a given field list. The name of a given field list appears within an application program; its exact contents do not. Each program has an associated control file that contains the list of fields that belongs to each of the field lists named within the program, the formats associated with these field lists, the program's help messages and error messages, and other items that control how the program operates in a given environment. Since this control file is a text file, the system manager can change the format and contents of many of his display and entry screens by appropriately editing the control file.
Most of the files used by the Regenstrief Medical Record System--as well as our other two systems, the Regenstrief Clinical Laboratory System and the Regenstrief Pharmacy System--are RDB files. Examples of RDB files are the patient registry file, the physician registry file, the term dictionary (which contains the names of drugs and laboratory tests), the patient appointment file, physician schedule file, and files used for temporary storage of clinical information on the way to and from the medical record file.
THE MEDICAL RECORD FILE (MRF) AND ITS ASSOCIATED FUNCTIONS
MRF Structure and Contents
The medical record file is the only major file within the medical record application that is not a data base file. The medical record file is large (currently 80 million bytes). It contains records for 60,000 patients. Because of its size, we took particular pains to assure that it was compact. The individual results within a patient's storage area are variable length and stored sequentially. In addition, information within the file is highly encoded. Dates are compressed into the number of days from a fixed reference point, permitting storage of dates from a 180-year span within two-bytes. The names of drugs, tests, and clinical findings are represented within the file as integer codes that reference the system's term dictionary. While the system stores numeric codes within its record, it uses names when communicating with users. For example, when the user asks for results of a potassium determination, he does not type in the code number for potassium. He types in "K + ." Similarly, when the computer reports results of a potassium determination to the user, it identifies them by name.
Only three different record types are allowed within the medical record file. These correspond to observations with numeric values (for example, serum potassium of 4.5), those with multiple-choice, single-answer values (such as VDRL), and those with multiple-choice, multiple-answer values (such as chest X ray). Each of the record types may have free text stored instead of, or in addition to, the standard answers. Consequently, the practice is free to choose the degree to which it stores narrative reports as codes rather than free text.
Because the logic for processing these three data types is hard-coded into the programs that access the medical record file, the medical record file and associated processing routines do not constitute a true DBMS. Nonetheless, the medical record file system has a number of parallels with data base systems. First, the kinds of information that can be stored in the medical record file (within the constraints described above) are defined by an RDB file (the term dictionary) that can be construed as a stored data definition. The practice is free to create its own unique term dictionary and to add terms to that dictionary as time goes on. Also, as is true of the data base system, the user may define named sets of terms. LYTES, consisting of sodium, potassium, chloride, and CO2, is a typical set in our current system. Set names facilitate storage and retrieval of medical information. On input of results for serum electrolytes, the user would type in "LYTES." The computer would return a screen with space for entry of each of the four electrolyte results. On the output side, by typing in LYTES, the user can obtain an electrolyte flow sheet.
Finally, the medical record system has its own special retrieval system, called CARE. This system is an analogue to the RDB command language for RDB files.
The CARE system permits nonprogrammers to perform complex queries of the medical record file or to provide quality assurance of medical care (as will be described below). The underlying process is the same in both cases. The CARE system requires as inputs a file defining the patient records that are to be searched and a set of CARE statements defining the search criteria. Given these inputs, it searches each of the selected patient's medical records for the criteria of interest. When it finds a patient who meets these criteria, it saves one or more records in an output file.
In the case of the medical record retrieval, the patients of interest are usually all registered patients. Consequently, the patient registry is the file defining the patient records to be searched. In the case of quality assurance, the scope of the search is the set of patients expected in clinic the next day. Consequently, its input file is a subset of the records within the appointment file.
The output of a retrieval and a quality assurance run are different. In the case of a retrieval, the output contains patient observations selected from the medical records by the CARE statements. These then can be further analyzed. In the case of quality assurance, the output is a set of reminder messages to the responsible physicians.
The building block of a CARE statement is a clause. As in English, a clause consists of subject, verb, and predicate. The subject may be any of a number of constructs. It may be any parameter name, such as " K + ," defined in the term dictionary. It may be a set of parameters, such as " L Y T E S . " It may be a variable defined by a CARE statement, such as "LAST THYROXIN CHANGE." Such variables are defined in a backward chaining mechanism analogous to that employed by MYCIN.I The subject can also be an arithmetic statement involving previously defined variables; it can be the change, the area, the slope, or the interval between the observations of a named parameter (for example, CHANGE OF " K + ") or a selection of one of a sequence of observations, MAX OF " K + . " Finally, the subject can be one of the above processes applied to a subset of observations within the patient record. The subset construct is analogous to the relative clause in English.
The verb in the clause is simply a separator. It may be any of the "to be" verbs, WAS, WERE, ARE, IS, etc. A clause may or may not have a predicate. A clause that does not have a predicate is true if the defined subjects exist within the patient's record. A clause with a predicate is true when the subject satisfies the conditions of the predicate. The predicate may be a single criterion, for example, >5 or BEFORE 1/1/71; a combination of criteria, for example, >5 & BEFORE 1/1/71; or perhaps the date or value of a previous observation, for example, BEFORE "LAST GLUCOSE." The syntactic constructs that are valid predicates are also valid subset definitions.
To find patients who had congestive heart failure and a low potassium at any time in their course, one would write the following query:
IF ( " C X R " WAS = " C H F " OR " D X ' S " WAS = " C H F " ) AND " K + " WAS LT 3.5 THEN SAVE
The above query saves a record for each patient who meets the criteria of the conditional part of the clause (that which precedes the THEN). The next two statements accomplish quality assurance. They identify patients who have not had a follow-up T4 index after their last thyroxin dosage change.
DEFINE "THYROXIN CHANGE" AS LAST CHANGE [NE 0] OF "LEV-OTHYROXIN" EXISTS IF "THYROXIN LAST" WAS GT 0 AND NO "T4 INDEX" WAS AFTER "THYROXIN CHANGE"
THEN There is no documentation within the record of a measure of T4 index following the last change in levothyroxin dosage.
To find the average serum SGOT level in the 1st year following the start of therapy, as might be of interest in a drug toxicity study, one could define a query similar to the following:
DEFINE "INH START" AS FIRST "INH" EXISTS IF AVERAGE OF "SGOT" [AFTER "INH START" & BEFORE "INH START" + 1 YEAR] EXISTS THEN SAVE AS "INH.SGOT"
In this case, a record will be saved for each patient who had a serum SGOT level within the 1st year of INH treatment. The average value of the SGOT during that year will be stored in a field called "INH.SGOT." (The full syntax for the CARE language is given in reference 2.)
This last example brings us to the linkage between the data base system and the medical record file. As we mentioned above, the CARE system takes two files as the input files and produces one file as output. The input file that defines the patient records and the output file are data base files. Thus, the user can select patients for retrieval on the basis of information in any of the data base files using the RDB command language. Since the output file is also a data base file, it can be cross-tabulated, reported, and/or searched by means of RDB utility programs. The output file can also serve as input to a succeeding CARE retrieval when required.
USE OF THE MEDICAL RECORD SYSTEM IN PRACTICE
The Regenstrief Medical Record System has been in operation at Wishard Memorial Hospital since 1974. Currently it carries medical records for over 60,000 patients. The system obtains data regarding inpatient, outpatient, and emergency room care. Records of laboratory tests and drug usage are obtained directly from the Regenstrief Clinical Laboratory System and the Regenstrief Pharmacy System, respectively. Results from most other diagnostic studies, including EKGs, nuclear medicine scans, X rays, CAT scans, sonars, endoscopies, and bone marrows, are manually coded and entered into the computer by coding technicians. Diagnostic impressions from hospital stays, emergency room visits, and clinic visits are similarly encoded and entered.
The system runs on a Digital Equipment Corporation VAX 11/780 that it shares with the automated clinical laboratory system and automated pharmacy system.
In the usual patient cycle, activities are performed prior to each visit, at the visit, and following the visit. Th e ensuing discusses the usage of the Regenstrief Medical Record System through a single patient visit cycle.
Previsit Activities
Appointments. The scheduling of the patient appointment begins the patient's visit cycle. Typically these are made by telephone. All appointments are scheduled by the Regenstrief Medical Record System. The system permits each physician to have his unique schedule and to practice in one or more clinics. The unit to which appointments are made is the schedule slot. Slots can be of varying size and have associated weights. Different appointment types also carry associated weights. The number of visits that may be allocated to a given slot depends upon the weight of the slot and of the scheduled visit. By adjusting the weights and the size of the slots, one can accommodate schedules that range from a single patient per slot through block scheduling within a slot.
In operation, the computer searches for an available slot that satisfies the criteria stated by the terminal operator. Criteria may include a specific day of the week (for example, Tuesday), a time interval (for example, before 10:00 a.rn.), a relative date range (for example, within 3 weeks), and/or a physician's identity. The system manager can modify the contents and format of screen header by editing the associated field list in the program's control file.
On the day before the visit, a number of standard patient reports are generated by the data base utility program. These include alphabetic listings of patients expected on the visit date, the total future appointments scheduled for each physician, etc.
Three patient-specific reports are also produced for each patient by application programs the night before the scheduled visit. (These can also be produced on demand.)
Patient Encounter Form, The first of these is the patient's encounter form ( Figure   1 ). This report is a two-part carbonized document produced by an application program. As you can see from the figure, it is divided into four different areas. The upper righthand area contains the problem list as recorded at the previous visit and provides room for the physician's visit note. (In the figure we have shown the report as it appears after the physician has used-it.)
In the left-hand upper section is a list of flow sheet observations. In the Medicine Clinic these include weight, systolic and diastolic blood pressure, and pulse. The CARE system can be used to tailor the contents of parts of the encounter form. In particular, it can be used to add items to the parameter list according to the contents of the patient's record. In the example, dyspnea on exertion, PND, edema, and prematures per beat were added because of the patient's use of digoxin. Such patient-specific parameters facilitate the maintenance of problem-oriented flow sheets.
In the middle section is the orders area. In this area the computer provides a "menu" of diagnostic studies. The menu includes a fixed list of frequently ordered tests for each clinic. CARE statements may also be used to add patient-specific test options to this menu. Physicians order these tests by circling them. To order a test not included in the list, the physician writes its name.
The bottom section of the form presents the prescriptions that were active as of the last clinic visit. Physicians may continue a maintenance medication by simply writing the amount of medication to be dispensed at this visit in the space provided at the right of each prescription. To discontinue a prescription, the physician writes "D/C" in this space. To modify a previously written prescription, the physician writes a different sig in the space below the old one. New prescriptions are written in the available space at the bottom of the prescription area. The only prescription writing required is that which you see in Figure 1 . Flow Sheet Summary. The second report for each visit is the patient's flow sheet. This is a paper report that displays all information contained within the patient's medical record in flow sheet format. The contents of the flow sheet for our sample patient (see Figure 2) is typical of the records stored in our system. The RMRS will accept history and physical and progress note information in free :L.:.O~___~___ -_~___-re -~ .:.~n --r.L_._-~._--~__._7/.6 -25 text or coded (multiple-choice, multiple-answer) format. We currently enter very little such information--the costs of such entry would be added costs since physicians now handwrite this information in the paper record. If these items were currently transcribed, the cost of their entry could be more easily justified. The practice can shape the flow sheet to its own requirements within the constraints that the columns represent dates and the rows represent parameters. The header and footer of the summary report contain fixed textual information plus information from the patient's registry file. Since both of these are defined by field lists, as described above, the practice can tailor them to suit its own needs.
I~---T~
The organization of data within the flow sheet is in a three-level hierarchy. The first level is the block. Parameters included within a single block are displayed as a single large matrix with dates at the top of each column. The second level is the group. A group is a labeled set of parameters separated from other groups within a block by a blank line. The practice may group parameters within a block into an aribtrary number of groups. CLINIC DATA and SMA12 shown in Figure 2 are examples of blocks. VITALS and TREATMENTS are examples of groups. The final level is the individual parameter. The practice can specify that parameters appear in any chosen order.
The practice can tailor other aspects of the summary report as well. It can choose to list the dates within the blocks in chronologic or reverse chronologic order (so the most recent information appears first). It can "compress" many dates (e.g., 7 days or 60 days) into a single column to obtain more compact time frames. It can choose alternatesized print fonts if the printer permits. Using compressed print, up to 15 columns of data can be displayed across an 8~/2 " × 11" page.
Quality Assurance Report. The third report produced prior to each visit is the surveillance report. This is the result of a search through the patient's record for conditions requiring physician attention. The search is directed by rules written by a physician in the CARE language described above. We currently use over 1,400 rules to review each patient's record. These rules and their medical rationale are described in full in reference 2.
The output of this process is an RDB file containing the patient identifier, the message to be reported, and other such information. The printed report is produced by the RDB report generator described above. An example is shown in Figure 3 . We have shown in a number of studies that the provision of such reports to physicians strongly influences their behavior. 3,4
Visit Date Activities
Using an on-line terminal, the clinic secretary identifies the patient to the computer by hospital number or name, verifies that he/she has an appointment, and updates the registration record if any data are either missing or out of date.
The clinic chart has four surfaces on which to place records. One of the surfaces is dedicated to the flow sheet report. At each visit the secretary replaces the old computergenerated flow sheet with a new cumulative one produced the night before.
Before the physician sees the patient, he/she usually reviews the last visit record The surveillance report calls attention to other issues that might require specific attention. If the patient is a walk-in (in which case the summary report would not have been printed the night before), it is possible to obtain a flow sheet on demand. However, physicians more commonly use the on-line inquiry terminal to review the patient's record.
A typical dialogue with the Inquiry program is as follows:
PATIENT'S NAME? 999999-6
PARAMETERS OF INTEREST? LYTES, URIC ACID, BP MEDS, BP'S
The above dialogue exemplifies the use of Inquiry to review a patient's antihypertension regimen and its effect on relevant outcome variables. Notice that three parameter sets are requested in this dialogue. With this program the user can create arbilxary flow sheets unique to the specific clinical issue of interest. As was the case for previous reports, the header content and format can be modified by the system manager.
After seeing the patient, the physician writes his notes, updates the problem list (to the degree he is so inclined), orders tests and/or procedures, records the time interval until the next scheduled appointment, and writes his prescriptions--all on the encounter form, which he signs.
At checkout, the secretary identifies the physician who saw the patient, makes the return appointment according to the physician's request, reviews the outstanding appointments, and cancels any that are no longer needed. The bottom part of the encounter form serves as the prescription, and the first part is put in the chart as the record of the visit.
Postvisit Activities
Following the visit, information gathered at the clinic visit and diagnostic studies that return following the visit are entered into the computer. The Regenstrief Medical Record System has no biases as to the optimal degree to which the medical record should be stored in the computer. For the foreseeable future, all practices will require a hardcopy record at least for the storage of graphical (e.g., EKGs) and signatory data (e.g., release forms and other such items). Regardless of the percentage of the medical record contained in the computer, a computerized record can be useful and complementary to the paper record.
For example, by entering all diagnostic studies into the computer, we get the results into the manual chart without the cost of pulling the chart and entering all the individual lab slips. This is done by putting the cumulative flow sheet into the medical record chart at the time of the patient's next visit, when it would have to be retrieved anyway. At the same time, this approach provides on-line availability of the laboratory and diagnostic studies at all times.
The decision about how much of the medical record should be stored in the computer is strictly an economic one. It depends upon the availability of machine-readable patient information from other automated systems within the practice environment, the frequency of use of medical records, the degree to which the cost of entering such data into the computer can be traded off against existing costs of dictations, the cost of mass storage hardware, and the available capabilities of local computer systems.
Regardless of how much data the clinic chooses to enter, the RMRS data entry program provides a number of features that speed this entry. Conceptually, the entry of each result requires the identification of a patient, a parameter, a date, in some circumstances a time, and the result.
The program takes advantage of natural orderings of data at the time of entry. For example, many of the results for a single patient and results produced on a given day will tend to be clustered together. The program permits the user to take advantage of any such clustering by storing the repeated component of result once for a sequence of results. Alternatively, the user can type in "S" to any given prompt to indicate that the input is the same as that entered for the immediately preceding result.
The program also allows full use of the set definitions mentioned above. For example, to enter the 12 results within an SMA12, one types in "SMA12" and the program prompts back with the names of each of the 12 entries. Multiple choice answers may be answered by selecting available responses rather than typing in the name of the response. The program has the same flexibility regarding headers and help messages as the previously mentioned programs.
Between visits, a user can address ad hoc queries to the data base or the medical record file at any time. He can also review the patient's record at any time. In fact, staff physicians currently use portable terminals to review the patient's record at home when they are taking night call.
Between patient visits, statistical and management reports are produced for a number of purposes--for example, clinic work load statistics, by physician, by day of the week, by hour of the day. The program is able to generate charge information for each patient visit. The Regenstrief lab and pharmacy systems currently do generate such data and transfer to a billing system provided by McDonell-Douglas.
CONCLUSION
As can be seen from the above, the goals of medical record designers should be to achieve maximum generality. This is accomplished by putting into the hands of the users all decisions about how the programs should run and what tasks they should perform.
The use of stored data definition and user-oriented command languages described in this report provides some of the needed generality. The provision of generality has two costs. The first is a potential decrease in computer efficiency. While there are always trade-offs between generality and efficiency, the optimal trade-off will increasingly favor generality because hardware costs are decreasing so rapidly. The second is management overhead. One could place so much generality into a system that the average practice could not manage the system. In other fields, major progress is usually marked by the invention of a simplifying framework in which to view what had become a very complex system. Thus, the degree to which developers will reach the goal of flexible medical practice systems that are easy both to use and to manage will depend upon the elegance and simplicity of the conceptual framework on -which they are based. There is still much work tO be done.
