Game engines are tools that expedite the highly demanding process of developing games. Nowadays 
Introduction
Nowadays, serious games as well as mobile games development are on the rise. Day by day, desktop and console games are replaced by games which run on mobile phones and tablets. Moreover, people involved in the design and development of serious games come from various fields. For example, pedagogists and domain experts with limited, if any, coding skills are involved in designing and developing serious games. So, the choice to develop a game by using solely a programming language, such as C++, C# or Java, is not really feasible for everyone. This has made the usage of game engines even more important. Game engines expedite the process of developing a game through existing templates and assets that can be reused, minimizing or completely extinguishing the need to have a deep knowledge of programming. Moreover, game engines give the chance to develop a game once and export it to various platforms, including mobile devices, by making just a few changes to the original version.
However, there are many game engines that share some common features but also have a lot of differences. Actually, the various game engines have a different philosophy on game development and aim at a wide range of different needs: engines that do not require knowledge of programming; engines that are based on popular web technologies; engines that are open source and can be customized/extended by experienced users; and professional game engines. Making an informed choice of a game engine is a multi criteria decision and is not easy. Although there are several review articles on game engines, in most cases these articles focus on a specific type of game engines (e.g. 3D mobile game engines) or a specific domain (e.g. simulated surgical training). Providing an overview of game engines that cover a wide range of different user profiles and needs based on an extended list of features is considered important. To the best of our knowledge there is no such overview and this provided us the motivation for this article. Consequently, the aim of this article is to inform anyone interested about: all the features that might be present in a game engine organized in higher level categories; the main types of game engines; the capabilities offered by representative examples of game engines falling into the aforementioned categories. The ultimate goal is to provide support in selecting the most suitable game engine based on the needs of a specific game project and the profile of the person(s) that are going to implement it.
The rest of the article is organized as follows. In section 2 related work on evaluation and/or survey and comparative analysis of game engines is summarized. In section 3 the game engines selected for the comparative evaluation are briefly described. In section 4 the framework used for our comparative analysis of game engines is briefly described along with the amendments that were made and the methodology used for preparing the necessary information and presenting the results. The results of the comparative analysis are presented in section 5. In section 6 we briefly present the results of an empirical study that refers to utilizing the two most powerful game engines -based on the results of the comparative analysis-for implementing a simple Android shooter game. Finally, in section 7 we present the conclusions of the study presented in this article and recommendations for future research.
Related work
Comparative analysis and evaluation of game engines is a contemporary open issue in game development. The constantly increasing interest of a wide range of stakeholders for serious games has made this comparative analysis and evaluation of game engines even more important. People with different or no background at all on game technology are nowadays interested in developing serious games. Being aware of the various types of game engines and their features can help potential game makers to make informed decisions on selecting the appropriate game engine based on their goal and personal skills. In this section we review related work and conclude with the main goal of our study.
Andrade [1] conducted a survey of various games engines, providing a brief presentation of their features and a comparative analysis in tabular form.
Pattrasitidecha [2] in his master thesis compared and evaluated various 3D mobile game engines. The result of this work was a comparison of the aforementioned type of game engines in a tabular form aiming at supporting readers in choosing a game engine based on their needs. A case study with one of the reviewed game engines confirmed that the features of the game engine were actually the ones recorded in the literature and it was concluded that the features recorded in the study were valid for the other game engines as well. The game engine used in the case study was Unity 3D.
Another article with related content is "Open Source 3D Game Engines for Serious Games Modeling". Navarro, Pradilla and Rios [3] focus on some aspects relevant to serious games and briefly describe the main features of six open source or free 3D game engines for serious games modelling. In conclusion, they propose the game engine JMonkey.
Trenholme and Smith [4] compare in a tabular form six game engines that are considered appropriate for developing first-person virtual environments. Besides recording the features of each game engine the authors highlight those features that each game engine is superior compared to the rest game engines.
Marks, Windsor and Wunsche [5] evaluate game engines in terms of their suitability for developing games for simulated surgical training. A list of available game engines is evaluated and three of them were selected as the most appropriate. The game engines selected were Unreal Engine 2, id Tech 4 and Source Engine. Based on a case study with these three game engines the authors concluded that Source Engine is the most appropriate for surgical training.
In most of the aforementioned studies the authors select their own list of criteria for analyzing and comparing a set of game engines of a specific type, such as 3D mobile game engines or open source 3D game engines for serious games modelling. There is no common framework for analyzing the game engines, making it difficult for the reader to realize if the features analyzed are just the most important ones, some or all the factors that should be considered when selecting a game engine for a specific purpose. Petridis et al. [6] propose such a game engine selection framework for high-fidelity serious applications, such as military systems simulations [7] , and use it for evaluating four game engines focusing on serious games.
In our study we attempt to advance the state of the art on analyzing and comparing game engines by extending a proposed game engine selection framework for serious applications [6] and utilizing it for the comparative analysis of representative examples of game engines that fulfil different user needs. Specifically, we analyze: engines that do not require knowledge of programming; engines that are based on popular contemporary web technologies; engines that are open source and can be customized/extended by experienced users; and professional game engines. All the selected game engines export games at least to Android and iOS mobile devices. In order to validate the results of the comparative analysis, a game is implemented in two of the selected game engines. Specifically, in our case study two similar shooter games are developed step-by-step according to tutorials provided by the official web sites of the two most powerful game engines included in our comparative analysis.
Game engines
In this section we briefly present some information for the game engines that were selected for the comparative analysis.
GameMaker was first released with the name Animo in 1991, and was suitable for creating 2D games. Although the game engine is suited for 2D games, it allows the user to add 3D graphics and physics. GameMaker is easy to use for novice users, since it does not require programming knowledge. However, the functionality of 3D camera compared to 3D graphics is limited [8] . The version we study in this paper is 2.0.1.8.
JMonkey was released for the first time in 2003. It is a free game engine and exports games at no cost to all platforms, including mobile devices. JMonkey supports 3D graphics. Although it is necessary to have experience in Java programming, it is an open source engine that enables users to expand it and adapt it to their needs [9] . The version we study in this paper is 3.1 beta 1.
The original version of Marmalade game engine was released in 2015. This engine was chosen as it exports games to many mobile platforms for free and provides 3D graphics rendering capabilities. In addition, Marmalade contributes to the creation of Desktop Web applications [10] . The version we study in this paper is 8.5.
The OGRE 3D game engine was first released in November 2013. Ogre3D is a free and open source engine. It allows exporting a game on iOS, Android and Windows Phone 8 and 3D graphics rendering [11] . The version we study in this paper is 2.1.
The Shiva Game Engine was released for the first time in July 2007. It provides 3D graphics rendering and has been used to develop very popular games such as the Prince of Persia 2 that was re-created for mobile devices using Shiva, and Babel Rising that was published by Ubisoft [12] . The version we study is 2.0.
The Sio2 game engine was first released in 2009 and within a year it became one of the 3 most popular game engines used in the App Store [13] . Sio2 is a game engine that was previously free and open source; however, it is now available to users by payment. One can also access its source code, by purchasing the Certified Developer version. A trial version is provided to users with the most features available, such as mobile export. Still, game simulation is provided on the various iOS devices and is one of the most popular game engines to export to iOS platforms by providing advanced 3D graphics [14] . The version we study in this paper is 1.0.2.
The Turbulenz game engine was created in April 2013 and is the only engine we study that allows games to be exported to mobile browsers, based on the promising approach of web technologies. At the same time, Turbulenz is free, open source and supports 3D graphics rendering [15] . The version we study in this paper is 1.3.2.
The Unity Game engine was first publicly announced at Apple's Worldwide Developers Conference in 2005 [1] and is one of the best-known game engines. Unity provides advanced 3D graphics rendering and exports to mobile devices for free. Still, it is one of the most popular engines in the gaming industry, with which many successful games have been created, such as Deus Ex: The Fall, for mobile phones, or Assassin's Creed: Identity [16] . The version we study in this paper is 5.3.4.
Unreal Engine's original release was in 1998, while Unreal Engine 4 was released for the first time in May 2012. This engine is suitable for rendering 3D graphics, is free and open source and is also one of the most popular game engines, as many games have been created with it and succeeded in the industry such as Absolver [17] . The version we study in this paper is 4.13.1.
Comparison framework and methodology
The selected game engines were analyzed using the framework presented in Figure 1 . The framework is based on the "Game Engines Selection Framework for High-Fidelity Serious Applications" by Petridis et al. [6] , supplemented with some additional categories of features (Development features and Deployment platforms) proposed by Pattrasitidecha [2] . Several features included in this framework are also analyzed in relevant literature and references are provided in the comparative analysis tables for interested readers. Audiovisual Fidelity refers to how much the world of the game seems visually and acoustically realistic [6] . Functional Fidelity is defined by the degree to which the simulation operates correctly when game engines respond to user processes [7] . The concept of Composability is used to describe the reuse of content created within a game engine, but also the ability of the engine to import and use data from common or commercial sources [6] . Developer toolkits refer to SDKs and GDKs that developers have access in order to connect game engines with peripheral devices or other software APIs [6] . User Accessibility refers to the usability and price of a game engine and it is a very important criterion for selecting it as appropriate for ones purpose. Networking is crucial in some types of games, such as MMORPG, because multiple users have different characteristics that affect the nature of the game and are defined in its early stages of development [2] . The category of Development Features refers to the operating system on which a game engine can be used [2] and the Graphic APIs that the engine supports [18] . Finally, Deployment Platforms, or else heterogeneity, is a fundamental challenge for users of virtual environments design, as the ability to develop games on platforms for a wide range of hardware and software is a remarkable advantage [6] .
The framework proposed by Petridis et al. [6] and adapted appropriately for our study, refers to selection criteria of game engines for the development of serious games, which have similarities but important differences as well from entertainment games. Although it might not be immediately obvious, the categories of features comprising the framework represent important dimensions of serious games. For example, audiovisual and functional fidelity are important for achieving immersion and flow in serious games [6] . Networking is important for multi-user serious games, interaction between learners and instructors that take the form of virtual characters, or even serious games utilizing social networking technologies [6] . Networking provides also the chance to collect data during playing the game and carrying on learning activities, which are necessary for user assessment. Composability is important for serious games that aim to model real world places and situations [6] and require importing existing content from external sources. Moreover, composability promotes modularity, since it gives the chance to separate and restructure components of a given system [19] and reuse assets either in the same or other games [1] . Deployment platforms, or else heterogeneity, are crucial for every game, but especially for serious games. Supporting various deployment platforms combined with networking offer capabilities for interoperability, as well as the basis for offering games as a service. The ability to share resources in a heterogeneous environment is extremely important for serious games that have educational purposes and their target group uses a wide range of hardware and software platforms [6] . The comparative analysis of the selected game engines is carried out presenting the results for each category of features in separate tables. The information included in the tables was extracted from the official web sites of the game engines, user manuals and documentation. Moreover, information from relevant literature is provided in the tables using appropriate references. Red colour in tables 1 to 8 indicates the game engines which have a disadvantage compared to the others. On the other hand, green colour indicates the game engines which have an advantage compared to the others. We consider one game engine to be disadvantageous to the others, if half and more engines have the feature, while it does not. In addition, one engine may be considered to be disadvantaged by a sub-set of features (such as shadow rendering), if it has the fewer sub-group features in combination with the previous hypothesis. Similarly, we consider an engine to be advantageous to a feature or set of features in relation to the rest of the engines. The notation used in the tables is the following:
 "√": feature found in the engine's official web site and in some cases confirmed in the literature  "x": feature not supported based on the official web site of the engine and in some cases confirmed by the literature  "x?": feature not found neither in the information available to the official web site nor in the literature. However, we cannot be sure that this feature is not supported.  In Table 4 , the minus symbol (-) indicates that this feature in not present in the game engine, since it is not needed.  In Table 5 , besides the symbols √ and x, a scale of 1 to 5 (5 is the most positive evaluation) is used to assess the usability of game engines. Unity, Marmalade, Sio2, Ogre3D and Shiva game engines were evaluated by Pattrasitidecha's [2] . The remaining machines were evaluated in this article in a similar way based on examining tutorials and assets from their official web sites.
Results of the comparative analysis

Audiovisual fidelity
In Table 1 the results of the comparative analysis regarding the features falling into the category of audiovisual fidelity are presented. Game Maker is the least developed game engine in terms of audiovisual fidelity, since the only category in which it supports all the features is sound. JMonkey is one of the best game engines in the category of static global illumination together with Unreal Engine 4 that is even better and Ogre3D, but it does not support lighting per pixel, audio streaming and occlusion culling. Marmalade also does not support lighting per pixel and ambient occlusion, anisotropic reflection, environmental mapping, lens flare and blend animation. Ogre3D has a benefit in the shadows category along with Unreal Engine. Shiva is an engine that has both an advantage and disadvantage in the features of animation, and specifically forward animation is a strong point in contrast with morphing animation. We notice that Sio2 has a great disadvantage in 3D graphics for mobile devices and editor mapping as it does not support any of the relevant features we've been examining in these categories. At the same time, it does not support 2D sound, morphing animation, blending animation, gloss/specular maps and procedural texture. Turbulenz 1.Rendering [4] 1.1 Texture [6] 1. [18] x? √ √ √ √ √ √ [18] x? √ x x? x? √ √ 1.4 Special Effects [25, 26] 1.4.1 Environmental Mapping
2. Animation [6] 2.1 Forwards/ Kinematics [27] x x [18] x? x √ x x? √ √ 2.2 Inverse Kinematics [18] x x [18] x? √ √ x x? √ √ 2.3 KeyFrame Animation [28] x √ √ x √ √ √ √ √ 2.4 Skeletal Animation [29] √ √ √ √ √ √ √ √ √ 2.5 Morphing Animation [30] √ (2D) x [18] √ √ x? x x? √ √ 2.6 Blending [31] x √ x? √ √ x? √ √ √ 3. Sound [1, 31] 3.1 2D Sound [1, 31] 3.3 Streaming sound [31] √ x [18] √ √ √ √ √ √ √ [2] 4.1 Mapping 4.1.1 Map Editor [2] 4.1.1.1 Bump Mapping [2] x √ √ √ √ x [2] x? √ √ 4.1.1.2 Parallax Mapping [2] x √ x [2] √ √ x [2] x? √ √ 4.1.1.3 Normal Mapping [2] x √ √ √ √ x [2] √ √ (not on mobile) √ 4.2 Global Illumination [2] 4.2.1 Ray tracing [2] x?
3D Graphics for mobile devices
x? x? √ √ x [2] √ √ √ 4.2.2 Ambient Occlusion [2] x √ x [2] √ √ (not on mobile)
x [2] √ [2] x √ x [2] x? x [12] x [2] x? √ (not free) √ (Matinee) [18] x x [18] x? √ √ √ √ (occlusion quarries) √ √
Scene Editor
Occlusion Culling
Functional fidelity
The results regarding functional fidelity are summarized in Table 2 . As we can observe, Unity and Unreal Engine 4 both support all the features of functional fidelity and have the PhysX SDK for physical simulation which is suitable for this purpose [32] . Instead, Turbulenz displays the most deficiencies in Artificial Intelligence and Physics. [2] x √ √ √ √ x [2] x √ √ 1.4 Debugger
√ (not in free version) √ √ √ [2, 4, 33] 2.1 AI Editor [2] x √ x [2] x [2] √ √ x? √ √ 2.2 Path Finding [2] √ √ x √ √ √ x √ √ 2.3 Decision Making [2] x √ x x? √ x? x? √ √ 2.4 Collision Detection [2] √ (2D) √ x [2] √ √ √ √ √ √ [2] x? √ √ [2] x √ √ √ √ x [2] x? √ √ 3.1.3 Particle Effect Editor [2] x √ x [2] √ √ x [2] x? √ √ 3.1.4 3D Audio Editor [2] √ x? √ x [2] √ [2] x [2] x? √ √ 3.2 Basic Physic [6] √
Artificial Intelligence
Material Editor
Vehicle Dynamics [2] x √? x? x [18] √ √? x? √ √ 3.5 3D Physic SDK [2] Bullet Bullet ODE x [2] ODE Bullet x? PhysX PhysX
Composability
As shown in Table 3 all the engines, with the exception of GameMaker that is basically a 2D game engine, support importing/exporting of content from/to the best-known CAD platforms.
GameMaker imports 3D animation models only from Misfit Model 3D software, which is old and without support. 
Developer Toolkits
In Table 4 the built-in SDKs and GDKs included in each engine are presented. Unity, GameMaker and Sio2 require the separate installation of SDKs to export to iOS, Android or Windows Phone, while the other engines include the required SDKs automatically. [6, 36] 1.1 Windows Phone SDK
Accessibility
According to Table 5 , Unity seems to be the most usable game engine, providing the most free tutorials, examples and assets, while its community is very large. However, technical support is not 
Networking
As shown in Table 6 , all the game engines follow the same network model and can export games that refer to many users. Turbulenz, in addition to the client-server model, also uses the peer-topeer model. [18] x x [18] x [2] x √ x [6] x [6] 1. 
Development features
As we can see in Table 7 1. Operating Systems [2, 18] 1.
2. Graphics API [18] Direct 
Deployment platforms
From Table 8 , we can conclude that Marmalade is the most suitable engine for mobile game development, while JMonkey, Turbulenz and Unreal Engine 4 are not so strong in this feature. As for desktop platforms JMonkey, Marmalade, Ogre3D and Sio2 do not support all available platforms. Unity has an important advantage in game development for consoles since it supports all the consoles we've been examining. [2] x x x x [2] x √ x √ x 1.4. Windows Mobile 6 [2] x x √ x [2] x x [2] x x x 1.5. Windows Mobile 7 [2] √ (not in free version)
x √ x [2] √ (not in free version)
x [2] x x x 1.6. Windows Phone 8
1.7. Bada [2] x x √ x [2] √ (not in free version) √ x x x 1.8. Symbian [2] x x √ x [2] x x [2] x x x pag. 31
International x [2] x √ √ 3.2. Wii [2] x x x [2] x [2] √ (not in free version)
x [2] x √ x 3.3. XBOX [2] √ (not in
x [2] x √ √
Summary
Based on the results of the comparative analysis we can draw some important conclusions regarding the effectiveness of each game engine for the categories of features investigated in this study: It was noticed that Game Maker is not suitable for developing games with 3D graphics. However, it is ideal for creating games with 2D graphics easily, providing a user friendly environment and the ability to develop games without any experience in programming.
JMonkey falls short on some aspects of audiovisual fidelity, like the absence of occlusion culling or animation and 3D sound tools. Moreover, it cannot export games to consoles. On the other hand it is an open source game engine, enabling users to extend its functionality.
Marmalade is an engine that falls short on several features in each category, but it is an engine that has an advantage in the category of deployment platforms, as it can export games in most of the game platforms.
Ogre3D, like JMonkey, does not support many features of the audiovisual and functional fidelity category. On the other hand, Ogre3D is also an open source game engine and as a result it can be adapted to the needs of an experienced user. In addition, Ogre3D is ideal for shadow creation and suitable for beginners providing quite good support.
Shiva is not so accessible to users because it is not free and not also suitable for inexperienced users. However, it contains almost all the audiovisual features, while at the same time it outweighs in the physics subclass of functional fidelity, supporting all features.
Sio2 is suitable for creating applications in iOS software, as its core is based on this operating system. It is deficient in many features of audiovisual and functional fidelity. It is also not so accessible to the users, because although it was previously free and open source, now it is the most expensive game engine.
Turbulenz is a game engine that falls short on several features under the functional fidelity category. However, it is open source and ideal for creating applications for browsers using the WebGL Graphic API.
Unity and Unreal Engine 4 are the most powerful game engines, which support almost all of the features included in the framework used. Unreal Engine 4 presents better audiovisual performance than Unity, as it supports more features while at the same time is an open source engine.
Empirical study
Unity and Unreal Engine 4 have been selected by the review and benchmarking for further comparison, because they are clearly the two most developed game engines. In the context of the empirical study two similar desktop shooter games were developed on the two game engines through tutorials of their official websites, so as to make the best use of the various features of the two engines. Specifically, the Survival Shooter Game [37] was developed in Unity and the Twin Stick Shooter [38] in Unreal Engine 4. Then the games were processed to run on mobile devices and exported to be tested on an Android mobile device to get the results.
The features examined in the empirical study were the engine's usability, the learning curve, the process of exporting for mobile devices, as well as the game's quality and application size.
Usability
As far as the engine's usability and learning curve are concerned, Unity seems to be better in terms of a user-friendly interface and free assets for developing games, while it has fewer requirements for hardware. Specifically:  Unity and Unreal Engine 4 both integrate all the necessary tools for game development, but
Unreal Engine 4 has a more complex interface in comparison with Unity that offers all the necessary tools in a single window.  In Unity the user must have knowledge (or learn) object-oriented programming and C# for programming the necessary scripts. On the other hand, the Unreal engine utilizes a Blueprint Visual Scripting system that is based on a node-based interface for defining objects and classes. This graphical editor can help a non programmer or a novice programmer, but for many programmers it might be preferable to write source code.  Both engines have a wide community with many tutorials. In Unity most of the tutorials are in text format, while in Unreal Engine 4 in video format. However, in Unreal Engine 4 there are not so many free tutorials.  Both engines have a wide asset store, but in Unreal Engine 4 there are not many free assets in contrast with Unity.  Finally, Unity has fewer requirements in hardware.
Exporting a game for mobile devices
The process of exporting the game to mobile phones is quite straightforward in both engines. Some notes are the following:  In Unity normal mapping is actually not supported as was denoted in the comparative analysis of the game engines. However, there are many available shaders that can be used for avoiding errors. Another problem faced was a problematic joystick from the asset store. This problem was dealt with by writing code for programming the joystick using existing tutorials.  In Unreal Engine 4 there is no variety of mobile shaders and errors occurred. The shaders had to be modified using the material editor, while new settings for lighting had to be made. Moreover, there is no simulator module and the user has either to use a mobile previewer or launch the game while being developed. Finally, the installation is not straightforward and requires preparing and running the appropriate bat file using a computer.
Game quality and size
Using Game Profiles as well as monitoring the device's memory footprint during the game, we extracted the following information for the quality and the size of the final game. The device that we used had the following characteristics: Android 4.4, RAM 1GB, ROM 8GB, 1.2GHz Quad Core. The results are summarized in Tables 9 and 10 . In Table 10 , we observe that in Unity the compression results in a game with a total size that is even smaller than the initial size of the textures used in the game. On the other hand, the compression of the game in Unreal Engine 4 results in a game that has actually the same size of the corresponding project. It is obvious that game compression is much more effective in Unity and this is very important for games running in mobile devices.
User Experience
User experience was quite different in the two games. In Table 11 a summary of user experience for both engines is presented. 
Conclusions and recommendations
In conclusion, we cannot recommend a game engine as better than any other, since each engine has its advantages and disadvantages. The choice depends on the user's profile (e.g. pedagogists, domain experts, programmers) and knowledge, the result he wants to achieve, as well as his resources and time. This article advances the literature in the field by providing a holistic overview of game engines for (serious) games that cover different user profiles and needs. In contrast with existing comparative analyses and reviews of game engines that are based on specific features, such as providing the ability for 3D game development or being open source, our comparative analysis takes into account representative examples of game engines falling into different categories that cover a wide range of requirements. The comparative analysis is carried out using an extended list of important features recorded in a game engine selection framework for highfidelity serious applications [6] . Specifically, the present article aims to:  Support the user in choosing the right engine by setting a number of criteria to be taken into account.
 Present a comprehensive overview of a number of engines falling into different categories, such as engines that do not require knowledge of programming, engines that are based on popular contemporary web technologies, engines that are open source and can be customized/extended by experienced users and professional game engines.
The literature review and comparative analysis of game engines, based on the framework by Petridis et al. [6] and Pattrasitidecha [2] , proved that the most dominant game engines are Unity and Unreal Engine 4. In the empirical study that followed, two simple desktop shooter games were developed in the aforementioned engines according to official tutorials provided and then they were adapted so as to run in Android devices. This empirical study confirmed the capabilities recorded for the two engines in the context of the comparative analysis of the nine engines investigated in this study. So, we can conclude that the information summarized for all the game engines is quite trustworthy. Of course in order to be sure the game engines have to be used in practice.
When it comes to the game engines tested in the context of the empirical study the most important conclusions can be summarized as follows:
 Unity was considered more suitable for beginners because: it has a simpler user interface; it provides many tutorials and examples; there are many available assets. Moreover, its installation does not require high-performance hardware. Regarding the development of mobile games for Android the process is quite straightforward and the export process is easier. However, C# programming is required.  Unreal Engine 4 is more suited to experienced users, as: it supports Visual Scripting and has a more complex graphical environment; it has a steeper learning curve. This engine requires high-performance hardware, but on the other hand its graphics are remarkable.
The Unreal Engine 4 is suitable for desktop games and provides more features for graphics rendering. However, bugs were detected in the process of transferring the game to Android, while difficulties were confronted in compressing the game, resulting in performance problems with devices having little memory available. It is clear that this study has some limitations. First of all, the comparative analysis included a small number of game engines in comparison with the large number of engines that are available. However, we made an effort to include representative examples of well-known game engines falling under different categories, such as game engines for novice and experienced users, game engines based on web technologies, open source game engines that can be customized, game engines used in the games industry and game engines targeted mainly to mobile devices. The common feature of the game engines analyzed is that they support exporting a game at least to the two most used mobile platforms, namely Android and iOS. This comparative analysis of various game engines based on an extensive list or features can assist anyone interested in the field in drawing a clear picture on the various categories of existing game engines and also in making an informed choice based on his knowledge, the nature of the game to be developed and the most important game features that must be supported by the selected game engine.
Another limitation lies in the fact that the comparative analysis of game engines was based on information from the official game engines web sites and the available literature. A great effort was made to cross-check the information presented from various sources. Moreover, the empirical study with the two game engines confirmed the information presented in the context of the comparative analysis and this is a good indication that the review is valid.
The aforementioned limitations provide directions for future research in the field. The literature review and comparative analysis can be extended in order to include more game engines, which could also be investigated by utilizing them for developing prototype games. In addition, games can be exported to other platforms other than Android in order to explore more features of different engines.
What would be even more important is to develop a web application for presenting all this information to people interested in utilizing game engines. This application could even make proposals to users regarding the best choices of game engines for a specific project based on information provided by users in a specialized form regarding their knowledge on programming, their preferences on developing a game (e.g. coding, visual scripting, defining actions through a drag and drop interface and so on), the features that are considered important for their game, development and deployment platforms.
