Risks associated with producing todays software applications are increasingly linked with size and complexityjust too many aspects of software to fit in the head of even the most talented software engineer. Understanding software entails more than browsing the source code or reviewing the models in the other software artifacts. We use information visualization and visual analysis techniques to parse data sets generated from UML and Java SDK source code versions to examine patterns. This visual perspective provides relevant insights and additional navigation opportunities for software engineers during development and maintenance activities.
Introduction
With the relentless growth in software, automated support for visualizing and navigating software artifacts is no longer a luxury. The sheer size and complexity of many of todays software systems exceed most human capabilities to grasp them. Experience over the years visualizing software (analysis, design, and code) has shown that there is often information that is obscured or lost in the abstractions used to render software visualizations [3] .
Software visualization has long been used to seek insights into the structure and composition of software [4] . Software design and more recently architecture metrics have been gleaned both from source code and design artifacts of the development process [1] .
An important aspect of this research is to identify the patterns of change present in the various software releases. Research has shown that many of the changes to software occur [2] . We can apply data mining techniques in combination with information visualization to explore patterns and rules.
Software archives are usually implemented as sourcecontrol systems that preserve change-sets of files as atomic commits. If the specific order in which files were changed is not available, heuristics can be used to find sequences of changed files [5] . This approach provides the (unordered) sets of files with (partial temporal) ordering information.
In order to effectively use information visualization techniques, we need a well defined data model. A data model consists of a data definition and a manipulation language (structuring and operational definitions). The data model applies to all the data sets under consideration, described, explored, analyzed or manipulated.
Conventionally, data analysis approaches, such as traditional statistics or OLAP techniques, assume a relatively simple multi-dimensional model [7] (simple with respect to the separate data dimensions). For complex data sets it is necessary to provide an adequate data model. a data set with more than two levels of tuples, however we are limiting this discussion to two-level data sets.
Since we have a complex data set consisting of scalars and time series data across various dimensions, we will use multiple linked views. The mixture of function graphs and scalars is particularly challenging. We have used a combination of the curves view and conventional views in [6] in order to analyze similarly structured data sets.
The curve view shows all function graphs at once. When combined with brushing techniques it can be used to nicely display curves in focus and those forming the context. We have also used transparency to depict curves density. We have successfully displayed and explored data sets containing more then 40,000 function graphs per dimension using the curve view. 4 Visualizing JAVA SDK The first step in visualizing data is to create a tuple collection for a data set corresponding to the UML data. Once the UML data is analyzed, the source code versions are processed to create tuples with values that are data series. The data set analyzed contained scalars and simple data series (curves). The curve view shows all function graphs at once. When combined with brushing techniques it can be used to nicely display curves in focus and those forming the context. We have also used transparency to depict curves density.
The ComVis tool supports composite brushing so a user can combine brushes in an iterative manner. For a more detailed explanation of analytical procedures and brushing mechanism see [6] .
Static View
The UML data set provides the initial insight into the software set. The linked views are selected to explore "interesting attributes." The result of selecting (brushing) in one view is immediately visible in all other views. The bottom view uses parallel coordinates to represent number of attributes, number of methods, number of static attributes, number of throws, inheritance level, number of nested classes, number of classes that return objects of the tuple class and the number of classes containing objects of the tuple class (Figure 2 Each of the attributes now has a history and its value depends on the version of the source code. An individual, scalar value, is now replaced by a time series where the time dimension corresponds to the version number. Moreover, new data related to changes in the number of classes, packages and class hierarchy now becomes important.
In order to illustrate this point, Figure 5 provides an overall view of the Java SDK source code. The lower view provides a curve view [6] , a family of 8,537 curves, each representing a class over a sequence of 72 versions (from 1. 1.2-012 to 1.6.0 ). An individual curve has values 0 or 1, representing the change of appearance of a class, i.e. if it is present (value 1) or absent (value 0) in a give version of the code (time values froml to 72). While a simultaneous presentation of 8,537 curves in a curve view is not necessarily useful, the ability to brush (select) to provide focus and content makes this view very useful. We can also explore other views to detect pattern in the data. The analytical procedure and discovery are iterative in nature. Incremental application and composition of brushing in the linked views provides focus on the relevant data patterns.
Multi-Version View
As the software evolves and changes, the attribute values change. The data set presented in the previous Section can be considered as a static snapshot in time. Access to source code versions allow as to gather many such snapshots and put them together using the described data model. Another example of this type of visual analysis is provided in Figure 6 . First we brush (1) all the curves that appear (change from 0 to 1) between versions 34 and 35 (Java SDK 1.3). The histogram of classes shows there are many new classes introduced here. One can say that the curve view provides more qualitative picture while the histogram provides more quantitative picture.
Switching between the static and multi-version view of the software provides additional level of visual analysis. 5 
Conclusions
The analysis of relationships within a complex data set is a common task in many application domains, including software visualization. A novel combination of linked views, advanced brushing, and curves view represents a valuable tool for interactive visual analysis and analysis of data sets that include multiple families of function graphs.
The process of the composite brush construction is the essence of interactive visual analysis procedures. The discovery/analysis is interactive and iterative. The first brush provides the initial data selection in one view. That selection is immediately displayed in the linked views and analyzed from different perspectives to formulate a hypothesis that is then tested using new brushes. During the process, new, possibly unexpected patterns can be found.
This very general approach and tool can be effectively applied for software visualization to tackle software complexity as well as software evolution and changes. We show how version histories and complexity information can be analyzed using the ComVis tool with relatively little effort to gain helpful insights. Figure 6 . Classes appearing in JDK 1.3. Now we add (logical AND) another brush (2) of all the curves that disappear (change form 1 to 0) between version 47 and 48 (Java SDK 1.4), we see that there are only two classes that appear only in Java SDK 1.4 (Figure 7 
