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Este proyecto ha consistido en realizar una comparacio´n entre el desarrollo
de un juego 3D sobre el motor jPCT-AE y el desarrollo del mismo juego sobre
la librer´ıa OpenGL ES2, ambos para la plataforma de dispositivos mo´viles
Android. El juego en cuestio´n esta´ basado en las carreras ae´reas Red Bull
Air Race.
Las motivaciones principales al elegir este proyecto fueron varias. Los
videojuegos son un campo que siempre me ha resultado interesante por la
cantidad de aspectos de la informa´tica que se ven involucrados en ellos, es-
pecialmente los gra´ficos. Por otro lado, de un tiempo a esta parte he querido
adentrarme en el mundo del desarrollo para dispositivos mo´viles, por lo que
e´sta es una gran oportunidad para aprender y a la vez realizar un proyecto
que resulte interesante.
A lo largo de estos an˜os, los videojuegos se han convertido en el medio
de entretenimiento multimedia ma´s extendido, superando en facturacio´n a
la industria del cine y de la mu´sica juntos. Esto es en parte gracias a que la
industria ha adaptado parte de sus desarrollos al sector del pu´blico conocido
en la industria como “casual”, personas que prefieren videojuegos a los que
puedan jugar co´modamente durante cortos periodos de tiempo.
Por otro lado, tambie´n existe un sector de personas que prefiere juegos
con meca´nicas ma´s complejas y que requieren ma´s dedicacio´n de tiempo para
conseguir avances. Hoy en d´ıa la industria proporciona juegos para todos los
gustos, y en los dispositivos mo´viles no es diferente.
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Tras la llegada de los smartphones y tablets, que e´stos se han converti-
do en nuevas plataformas de videojuegos que se suman a las consolas y al
PC. Segu´n aDeSe [1], el 75 % de aplicaciones desarrolladas para mo´viles son
videojuegos, dominando estos las listas de aplicaciones ma´s vendidas en las
tiendas digitales de aplicaciones para estos dispositivos.
El e´xito de los juegos en e´stas plataformas viene dado primero porque casi
todo el mundo tiene un tele´fono mo´vil por lo que el mercado potencial es muy
extenso, y segundo porque cualquiera puede crear un juego y publicarlo, por
lo que existe mucha variedad para todos los gustos.
Por todas estas razones, hoy en d´ıa es muy comu´n ver que en los mercados
digitales de aplicaciones conviven muchos tipos distintos de grupos de desa-
rrollo que esta´n trabajando para estas plataformas, desde grandes estudios
y distribuidoras(con todo su poder econo´mico y publicitario) hasta estudios
medianos, pequen˜os, independientes e incluso equipos de una sola persona
creando proyectos personales.
A los inicios de un proyecto, se debe tomar una serie de decisiones que
afectan enormemente al resultado final del juego. Para gran parte de equipos
pero especialmente para los que no disponen de muchos medios, una de las
decisiones ma´s importantes es decidir si se debe desarrollar un motor propio
sobre una librer´ıa gra´fica de menor nivel, o si al contrario se debe utilizar un
motor de juegos existente que facilite el el proceso de desarrollo.
Este proyecto estudia esta decisio´n a trave´s del ejemplo pra´ctico explicado
al principio de este cap´ıtulo, comparando todo el proceso de desarrollo de
ambos juegos desde distintos puntos de vista con el fin de extraer conclusiones
para el caso en particular ya descrito.
1.2. Objetivos
Ana´lisis de antecedentes: El primer objetivo del proyecto es analizar
todos los aspectos involucrados y extraer la informacio´n necesaria para
desarrollarlo.
Disen˜o del juego: Describir como va a ser el juego.
Disen˜o del software: Disen˜o de ambos juegos a nivel de software.
Disen˜o de la comparativa: Decidir en que aspectos comparar ambas
implementaciones.
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Implementacio´n del juego con el motor jPCT-AE Implementar
el juego sobre el motor jPCT-AE.
Implementacio´n del juego con OpenGL ES 2 Implementar el
juego con la librer´ıa OpenGL ES 2.
Comparacio´n Realizar la comparacio´n de las dos versiones y extraer
los resultados y conclusiones.
¿Por que´ la versio´n 2 de OpenGL ES? Existen varios motivos para
ello. Hoy en d´ıa la mayor´ıa de dispositivos son compatibles y esta´n orientados
a esta versio´n de OpenGL ES. Adema´s esta versio´n funciona con shaders
GLSL, lo cual mejora notablemente la apariencia gra´fica de los juegos. Se ha
considerado que utilizar la versio´n 1 de OpenGL ES para un juego en 3D hoy
en d´ıa ser´ıa la opcio´n fa´cil a seguir pero que dar´ıa como resultado un juego
con aspecto obsoleto.
Por otro lado, se ha elegido por intere´s de aprendizaje personal. Mis
conocimientos de OpenGL al inicio de este proyecto estaban basados en las
versiones anteriores a OpenGL 2.0 aprendidas en la facultad, en las que no
se usaban shaders. Estas versiones hoy en d´ıa se consideran en gran parte
obsoletas, por lo que realizar este proyecto sobre OpenGL ES 2 me permite
actualizar conocimientos al mismo tiempo.
Por u´ltimo, el dispositivo principal usado para el desarrollo, pruebas y
comparacio´n de ambos juegos es el Google Nexus 4. Este tele´fono monta una
CPU quad-core de 1,5 GHz, 2GB de ram y una GPU Adreno 320. Crear
un juego sobre OpenGL ES 1 para un dispositivo as´ı de potente resultar´ıa
contraproducente dado que apenas permitir´ıa contrastar resultados de ren-
dimiento en la comparativa final.
¿Por que´ jPCT-AE? Principalmente por que es un motor con el que ya
he realizado algu´n experimento simple anteriormente con buenos resultados.
Otro factor importante de cara a la comparacio´n es que jPCT-AE puede
funcionar sobre OpenGL ES 2, con lo cual permite usar shaders GLSL. Esto





En este apartado se van a analizar los elementos involucrados en el proyecto
con el objetivo de obtener toda la informacio´n posible para as´ı disponer de
un buen punto de partida para el desarrollo.
2.1. Red Bull Air Race
Como se ha explicado en la seccio´n anterior, el juego se basa en las carreras
del campeonato del mundo Red Bull Air Race, por lo que se ha considerado
importante realizar un ana´lisis de este evento deportivo con el objetivo de
obtener toda la informacio´n necesaria para disen˜ar un juego coherente con el
evento.
Figura 2.1: Red Bull Air Race
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2.1.1. El campeonato
En este deporte, los pilotos compiten en una serie de circuitos por todo
el mundo acumulando puntos segun sus resultados, siendo el campeo´n el
que al final de la temporada haya conseguido ma´s puntos. Un evento en un
circuito no se limita a una u´nica prueba, si no que se realizan varias durante
el transcurso de varios d´ıas (normalmente 3), desde los entrenamientos hasta
la ronda final.
En estas pruebas los pilotos se turnan para volar por un circuito estable-
cido, formado por puertas ae´reas, en el menor tiempo posible y minimizando
las penalizaciones de las cuales afectan negativamente al tiempo final de la
prueba. Las puertas ae´reas esta´n formadas por 2 o ma´s pilones, que los pi-
lotos debera´n cruzar en orden y volando de una forma en concreto, indicada
por el tipo de puerta. No cumplir el reglamento de la carrera en general o
de las puertas en particular conlleva penalizaciones, desde tiempo an˜adido
hasta descalificaciones.
Al final de la carrera, los pilotos se clasifican por tiempo, y obtienen














Cuadro 2.1: Puntuacio´n en Red Bull Air Race
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2.1.2. Pilones y puertas
Como se ha explicado, las puertas esta´n formadas por pilones en forma de
cono. Estos pilones miden unos 20 metros de altura y suelen estar separados
entre 10 y 14 metros en una misma puerta, dependiendo del tipo de e´sta. El
material de estos pilones es un tema de estudio por s´ı mismo, pero para este
proyecto, solo es necesario saber que esta´n hechos de un tejido que se llena
de aire para obtener su forma y que a la vez se rompe al mı´nimo contacto
con las alas de un avio´n, de esta manera se minimiza el riesgo de accidente
al colisionar contra los pilones.
Puerta vertical o de nivel: Este tipo de puerta esta´ formada por
dos pilones que se identifican por sus franjas rojas. Los pilotos tienen
que pasar entre los dos pilones a una altura correcta (indicada por la
altura de las franjas) en vuelo vertical.
Puerta horizontal o de cuchillo: Como la anterior, esta´ formada por
dos pilones, pero sus franjas horizontales son azules. Los pilotos deben
pasar por ellas en vuelo horizontal, tambie´n respetando la altura.
Chicane: Esta puerta esta formada por 3 pilones alineados marcados
con franjas rojas. Los pilotos deben hacer un zig-zag entre los pilones.
Puerta Quadro: Esta puerta esta formada por 4 pilones con franjas
rojas. Visualmente aparece como dos puertas verticales muy juntas, que
los pilotos deben cruzar en vuelo vertical dos veces, desde dos a´ngulos
de entrada distintos para acabar en un angulo de 270o del angulo en el
que se entro por primera vez en la puerta.
2.1.3. Los aviones
Los aviones que se pilotan en Red Bull Air Race esta´n disen˜ados es-
pec´ıficamente para el ma´ximo rendimiento en estas pruebas. Se utilizan los
materiales ma´s ligeros para construir su estructura, con el objetivo de que el
avio´n tenga una gran maniobrabilidad. Se eliminan del disen˜o del avio´n com-
ponentes innecesarios para este tipo de carreras, por ejemplo los flaps, piezas
mo´viles situadas en las alas que sirven para ayudar a despegar, aterrizar y
reducir la velocidad de un avio´n. Los equipos disponen de una cierta libertad
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Figura 2.2: Puertas ae´reas
a la hora de ajustar sus aviones para obtener mejor rendimiento, aunque el
reglamento impone ciertas limitaciones que se deben cumplir sin excepcio´n.
El tren de aterrizaje que para los aviones en general es retra´ctil, en los
aviones de Red Bull Air Race es fijo, y esta´ dotado de una rueda trasera
orientable que permite un mejor manejo en tierra. Otro elemento propio de
estos aviones es una ventana en la parte inferior de la cabina por la que el
piloto aprecia de forma visual la distancia del avio´n al suelo. Las he´lices de
estas ma´quinas esta´n formadas por 3 aspas.
Estos aviones pueden llegar a alcanzar velocidades ma´ximas de 420 km/h
y pesan unos 500 o 600 kg dependiendo del modelo de avio´n. Durante las
maniobras de vuelo ma´s duras, los pilotos pueden llegar a estar expuestos a
fuerzas G de hasta 10G, lo que hace que los pilotos requieran de experiencia
y de un entrenamiento especial para resistir estas fuerzas y no perder la
conciencia en medio del vuelo. Como comparacio´n, el segundo deporte en
el que ma´s fuerza G se soporta, la Formula 1, los pilotos tienen que resistir
fuerzas de hasta 5G, la mitad que en Red Bull Air Race (aunque durante
ma´s tiempo).
Por u´ltimo, este tipo de aviones disponen de una palanca para controlar
los a´ngulos de pitch y roll mientras que dos pedales sirven para controlar el
rudder con los pies (alero´n trasero que hace que el avio´n gire hacia los lados).
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2.1.4. Penalizaciones
Es importante que en estas carreras se respeten las reglas y se crucen bien
las puertas para minimizar las penalizaciones de tiempo, ya que e´stas an˜aden
bastantes segundos al tiempo final e incluso pueden llegar a descalificar a un
piloto. A continuacio´n se muestra una tabla con los tipos de penalizaciones
y los tiempos que an˜aden.
Maniobra Penalizacio´n
Nivel incorrecto 3 segundos
Cuchillo incorrecto 3 segundos
Volar demasiado alto por una puerta 3 segundos
Tocar o cortar un pilon 10 segundos
Saltarse una puerta 10 segundos
Vuelo temerario descalificacio´n
Vuelo muy bajo descalificacio´n
Cruzar la linea del publico descalificacio´n
Volar por encima de 12g descalificacio´n
Volar a ma´s de 370 km/h al cruzar la puerta de inicio descalificacion
No seguir el circuito predefinido descalificacio´n
No ejecutar una maniobra obligatoria en el circuito descalificacio´n
Cuadro 2.2: Penalizaciones en Red Bull Air Race
2.1.5. Los circuitos
Los circuitos suelen estar formados por entre 5 y 7 puertas, siendo una de
ellas siempre una puerta de inicio/final de circuito. Los pilotos deben estudiar
a fondo el trazado previamente ya que algunas maniobras ae´reas a realizar
son obligatorias.
2.1.6. Conclusio´n
Una vez analizados todos estos aspectos de Red Bull Air Race, se pueden
extraer una serie de ideas o palabras clave que sera´n u´tiles a la hora de disen˜ar
el juego. Algunos conceptos principales que definen este deporte ser´ıan: velo-
cidad, reflejos, precisio´n, tridimensionalidad, riesgo, habilidad, competicio´n
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Figura 2.3: Mapa del circuito de Barcelona, Red Bull Air Race
y resistencia. Sera´ ma´s sencillo disen˜ar el juego basa´ndonos en los conceptos
aprendidos de este ana´lisis. A continuacio´n se explica brevemente cada uno
de ellos.
Velocidad: Las pruebas de Red Bull Air Race se desarrollan a grandes
velocidades, siendo uno de los deportes ma´s ra´pidos que existen.
Reflejos: Los pilotos necesitan tener unos reflejos muy desarrollados
para poder reaccionar a cualquier situacio´n durante las pruebas.
Precisio´n: Durante las pruebas, se vuela a grandes velocidades y se
deben cruzar puertas cuyos pilones esta´n separados apenas entre 10
y 15 metros, a una altura bastante baja. Cualquier fallo de precision
provocar´ıa recibir una penalizacio´n o incluso sufrir un accidente.
Tridimensionalidad: En este tipo de carreras, el movimiento es total-
mente tridimensional. A diferencia de, por ejemplo, conducir un coche,
pilotar un avio´n significa moverse y girar en todas las direcciones posi-
bles, lo cual da una sensacio´n de libertad mucho mayor.
Riesgo: Los pilotos, durante las pruebas, esta´n constantemente en un
compromiso tiempo - riesgo. Reducir el tiempo de la prueba a costa de
arriesgar ma´s en su vuelo.
Habilidad: Los pilotos de Red Bull Air Race suelen ser pilotos muy
experimentados que tienen que pasar muchas pruebas para llegar a
serlo. Su habilidad a los mandos de un avio´n sera crucial a la hora de
completar las pruebas con e´xito.
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Competicion: El esfuerzo de los pilotos al arriesgarse para aran˜ar
unas de´cimas en la prueba para superar al resto de pilotos que tambie´n
compiten.
Resistencia: Pese a que las pruebas son cortas, las fuerzas G que tienen
que soportar los pilotos son muy elevadas, por lo que la resistencia
tambie´n es un factor importante.
2.2. Android
En este apartado se va a analizar la plataforma Android: sus or´ıgenes,
caracter´ısticas, estructura, versiones y algunos aspectos ba´sicos de su funcio-
namiento.
2.2.1. Or´ıgenes
Todo comenzo´ con una empresa fundada en 2003, Android Inc, la cual
empezo´ a desarrollar algo que manten´ıa en secreto, indicando u´nicamente
que se trataba de software para dispositivos mo´viles. En 2005 Android Inc.
fue adquirida por Google, con el objetivo de entrar en la industria de los
dispositivos mo´viles.
En 2007, aparecio´ Open Handset Alliance, un consorcio liderado por Goo-
gle y formado por una serie de grandes compan˜´ıas como HTC, Motorola,
Nvidia, Intel y Samsung entre muchas otras, con el objetivo de desarrollar
esta´ndares abiertos para tele´fonos mo´viles. El mismo d´ıa presentaron su pri-
mer producto, Android, una plataforma para dispositivos mo´viles basada en
el kernel de Linux (versio´n 2.6). El primer modelo de tele´fono con Android
se empezo´ a vender en octubre de 2008.
Hoy en d´ıa existe lo que se conoce como “Android Open Source Project”
[6], un proyecto abierto liderado por Google con el objetivo de mantener
y continuar con el desarrollo de Android, en el que las empresas del Open
Handset Alliance han invertido recursos para su desarrollo.
La forma de funcionar de AOSP es la siguiente: Los fabricantes de dis-
positivos y quienes contribuyen al desarrollo trabajan sobre la versio´n actual
ya lanzada de Android, para arreglar bugs y adaptarlo a los nuevos dispo-
sitivos. Mientras, Google, trabaja en la siguiente versio´n de la plataforma y
del framework, que una vez lanzada pasa a ser la version actual sobre la que
trabajara´n de nuevo los fabricantes y contribuyentes.
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Figura 2.4: Dispositivos Android
2.2.2. Caracter´ısticas
A continuacio´n se listan una serie de caracter´ısticas generales de Android.
Plataforma orientada a dispositivos mo´viles (smartphones, tablets y
netbooks entre otros)
Google Play Store es la principal tienda donde obtener aplicaciones,
pero al tratarse de una plataforma abierta, el usuario es libre de utilizar
esta tienda u otras de las que hay disponibles, o cargar directamente
las aplicaciones desde archivos .apk.
Soporta Java mediante una ma´quina virtual espec´ıfica para Android
conocida como Dalvik. Las clases Java se compilan para obtener ejecu-
tables para Dalvik.
Multitarea: se quiere dar la sensacio´n de que “todas las aplicaciones
se esta´n ejecutando al mismo tiempo” mediante tiempos de ejecucio´n
cortos y rapidez de cambio entre una aplicacio´n y otra.
Soporte de hardware adicional: Android soporta nativamente dis-
positivos como acelero´metros, ca´maras, pantallas ta´ctiles, GPS, giros-
copios, mandos de juegos o termo´metros.
Almacenamiento externo: Soporte para extender el almacenamiento
interno mediante distintos dispositivos de almacenamiento externo.
Tethering: Posibilidad de convertir el dispositivo en un punto de ac-
ceso Wi-Fi.
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NDK: Adema´s del SDK (Software Development Kit), esta disponible
el NDK (Native Development Kit) que permite programar aplicaciones
en lenguajes nativos como C o C++, aunque se pierde en parte una de
las caracter´ısticas del SDK: la capacidad de desarrollar aplicaciones sin
tener en cuenta el hardware en el que se van a ejecutar.
2.2.3. Versiones
Desde la beta que aparecio´ en 2007 que Android se ha ido actualizado
con soluciones a bugs y nuevas caracter´ısticas hasta el d´ıa de hoy. Desde
2009 que se identifica a cada familia de releases de Android por un nombre
(codename). Estos nombres aparecen en orden alfabe´tico a medida que An-
droid evoluciona: Cupcake, Donut, Eclair, Froyo, Gingerbread, Honeycomb,
Ice Cream Sandwich, y por u´ltimo Jelly Bean, que es la u´ltima versio´n lan-
zada en el momento de redactar esta memoria.
En general, una versio´n de Android ma´s reciente siempre podra´ ejecutar
aplicaciones que ten´ıan como objetivo versiones anteriores pero no sucede
lo mismo a la inversa. Una aplicacio´n desarrollada para una cierta versio´n
puede no funcionar correctamente en versiones anteriores.
Por lo anterior, sera´ importante que al empezar a desarrollar un proyecto
se decida con cuidado que versio´n va a ser la mı´nima a la que se de soporte,
ya que las versiones que queden por debajo de ella no podra´n ejecutar nuestra
aplicacio´n.
Lo primero que se necesita saber a la hora de decidir la versio´n mı´nima es
que´ caracter´ısticas de Android van a ser necesarias, y para cada una de ellas
mirar cual es la primera versio´n que le da soporte. Por ejemplo, la primera
versio´n de Android en la que se da soporte a OpenGL ES 2 desde el SDK
es Android 2.3, con lo cual, para desarrollar una aplicacio´n que requiera
OpenGL ES 2 no nos quedar´ıa ma´s remedio que tener como versio´n mı´nima
la version 2.3 de Android, dejando de lado las versiones anteriores.
Una vez calculada la versio´n mı´nima necesaria para desarrollar la aplica-
cio´n de la forma prevista, se puede ir a la pagina web Android Developers
[7] y ver los datos de uso de cada una de las versiones. Esto sera´ muy impor-
tante ya que se puede ver que´ porcentaje de dispositivos Android no podra´n
ejecutar nuestra aplicacio´n, y por lo tanto en el caso hipote´tico de querer
venderla, se estar´ıan descartando clientes potenciales.
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Figura 2.5: Uso actual de las distintas versiones de Android (Abril 2013)
Volviendo al ejemplo de usar OpenGL ES2 con el requisito de programar
para Android 2.2 como mı´nimo, se puede ver que se peder´ıa un 4,8 % de
posibles clientes (con versiones por debajo de la 2.3). Con todos estos datos
en la mano, hay que analizar la situacio´n: si se va a desarrollar un juego 3D
para Android, es poco probable que personas que no hayan actualizado su
tele´fono en an˜os (ya que todav´ıa ejecutan versiones de Android muy antiguas)
tengan intere´s alguno en adquirir este tipo de aplicacio´n.
Por otro lado, en el caso hipote´tico de que el porcentaje de dispositivos que
se quedar´ıan sin soporte fuera muy elevado, se podr´ıa redisen˜ar la aplicacio´n
para dar soporte a esos dispositivos sin utilizar caracter´ısticas de versiones
superiores (por ejemplo, en el caso de OpenGL ES, dar soporte a la version
1.1 mediante un renderer independiente)
2.2.4. Arquitectura en capas
La capa del Kernel: En la figura anterior se muestra la divisio´n en capas
de la arquitectura de Android. En el nivel ma´s bajo se encuentra la capa del
kernel, que como se comento´ en el apartado Or´ıgenes (2.2.1) esta´ basado en
la version 2.6 del kernel original de Linux.
Esta capa tambie´n se encarga entre muchas otras cosas, de la gestio´n de
la energia, a´rea de ma´xima prioridad en dispositivos que dependen de una
bateria. Esta gestio´n en concreto es una extensio´n del sistema de gestio´n de
energ´ıa del kernel de linux, y se encarga de gestionar lo que se conoce como
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Figura 2.6: Arquitectura en capas de Android
“wake locks”: aplicaciones que realizan peticiones espec´ıficas al kernel respec-
to a la energ´ıa, por ejemplo, una aplicacio´n puede pedir que la ilu´minacion
de la pantalla se ponga al ma´ximo.
Por otro lado, la capa del kernel tambie´n contiene los drivers de pantalla,
WiFi, audio, memoria flash, ca´mara, teclado y binder. El Binder es el com-
ponente del sistema que utiliza Android para facilitar la comunicacion entre
diferentes procesos.
Librerias En esta capa se pueden ver todas las librer´ıas nativas de Android.
libc Se trata de una implementacio´n espec´ıfica de libc para android
conocida como bionic libc. Se hizo espec´ıficamente dado que se queria
mantener la licencia GPL y se necesitaba que fuera una libreria ra´pida
y pequen˜a. Tambie´n incluye soporte para caracter´ısticas espec´ıficas de
android, como acceso al log. No es compatible con el libc GNU.
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Media Framework: Framework multimedia basado en la plataforma
Packetvideo OpenCore, soporta esta´ndares de v´ıdeo y audio.
SQLite: Provee a la plataforma de un almacenamiento de datos ligero
transaccional. Se utiliza para la mayor parte del almacenamiento de
datos de Android.
OpenGL ES: Libreria de gra´ficos OpenGL para Android.
Surface Manager: Se encarga del renderizado de superficies en el
framae buffer. Puede combinar superficies 2D y 3D de diferentes apli-
caciones, generando en el frame buffer la imagen resultante.
Audio Manager: Gestiona toda la salida de audio del dispositivo.
Runtime: Como se vio en el apartado Caracter´ısticas (2.2.2) Android no
implementa directamente una ma´quina virtual de Java debido a los recursos
limitados de los dispositivos mo´viles (CPU, memoria, bater´ıa...), por lo que
se utiliza la “Dalvik Virtual Machine”, la ma´quina virtual propia de Android.
E´sta ejecuta un fichero de datos optimizado en formato .dex, el cual se obtiene
a partir de los .jar y .class de la aplicacio´n java en tiempo de compilacio´n.
Sus caracter´ısticas principales son que soporta varias instancias de la maquina
virtual a la vez, el inte´rprete de co´digo esta´ optimizado para la plataforma y
hace un uso de la memoria ma´s eficiente.
Application Framework: Esta capa contiene servicios esenciales de la
plataforma, como el gestor de actividades o el de telefon´ıa. Normalmente
las aplicaciones no acceden a esta capa directamente. Esta capa tambie´n
se encarga de proveer a las aplicaciones de acceso a los servicios de WiFi,
Bluetooth, USB, sensores y localicacio´n (GPS).
Applications En lo alto de la pila se encuentran las aplicaciones de usua-
rio.
Estructura de una aplicacio´n
Aplicacio´n:
Una aplicacio´n esta formada por componentes de aplicacio´n. Se conocen
como componentes de aplicacio´n las actividades, servicios, proveedores de
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contenido y receptores de broadcast. A continuacio´n se explica brevemente
cada uno de ellos:
Actividad Las actividades representan visualmente a una aplicacio´n
mediante su interfaz de usuario. Un conjunto de actividades se conectan
entre ellas para formar una aplicacio´n, pero cada una de las actividades
es independiente de las dema´s.
Servicio Un servicio es un proceso que se ejecuta en segundo plano y
que se encarga de tareas de larga duracio´n sin afectar para nada a la
actividad con la que esta interactuando el usuario.
Proveedor de contenido El proveedor de contenido es el componen-
te que permite a las aplicaciones modificar datos de almacenamiento
persistente, ya sean remotos o locales
Receptor de broadcasts Este componente se encarga de recibir men-
sajes broadcast, enviados por el sistema o por otras aplicaciones. Un
ejemplo ser´ıa, por ejemplo, un mensaje de sistema indicando que la
bater´ıa se esta agotando.
Ciclo de vida de una actividad
Las actividades son los componentes ma´s importantes de una aplicacio´n,
por lo que sera´ vital saber como funcionan. A continuacio´n se va a analizar
el ciclo de vida de una aplicacio´n Android, empezando por el importante
diagrama proporcionado en el sitio web de desarrollo para Android:
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Figura 2.7: Ciclo de vida de una Actividad en Android
Viendo la figura 2.7, una actividad pasa por diferentes estados durante su
ciclo de vida , desde que se lanza hasta que esta es destruida. Es importante
tener siempre presente esta figura a la hora de crear actividades, ya que
como programadores de la aplicacio´n deberemos reaccionar a los eventos
que se muestran en la imagen y que nuestra aplicacio´n recibira´, explicados
brevemente a continuacio´n:
onCreate() Este evento se recibe cuando se crea la actividad.
onStart() Como se ve en la figura, este evento se puede ejecutar tras
crear la actividad, o cuando el usuario navega de nuevo a la activi-
dad tras tenerla suspendida (no visible en pantalla) durante un tiempo
indefinido.
23
onResume() Se recibe siempre tras un onStart() o al volver a una
aplicacio´n. previamente pausada porque otra actividad ha pasado a
estar en primer plano y nuestra actividad ha quedado visible en segundo
plano.
onPause() Este evento llega cuando otra actividad aparece en primer
plano, con lo que la nuestra, pese a ser todav´ıa visible, se va a pausar.
onStop() Cuando una aplicacio´n deja de ser visible en la pantalla, se
avisara´ a nuestra actividad con este evento para indicar que e´sta se va
a suspender.
onDestroy() Evento recibido cuando la actividad se va a terminar o
cuando el sistema la destruye.
onRestart() Evento recibido cuando la actividad ha estado suspendi-
da y el usuario ha navegado a ella para recuperarla.
Es importante an˜adir que tras recibir los eventos onPause() u onS-
top(), cuando nuestra actividad esta pausada (visible) o suspendida
(no visible) respectivamente, el sistema puede decidir que necesita ma´s
memoria para otras aplicaciones y matar el proceso de la nuestra.
2.2.5. Seguridad y permisos
Android basa su seguridad en los siguientes puntos:
Kernel: A nivel de sistema operativo, hereda la seguridad del kernel
de Linux en el que esta basado.
Sandbox: Cada aplicacio´n se ejecuta de forma aislada a las dema´s en
un sandbox, asignando a cada una de ellas un ID de usuario, de manera
que una cierta aplicacio´n no tenga privilegios para acceder a los datos
de las dema´s.
Comunicacio´n entre procesos: La comunicacio´n entre procesos se
realiza de forma segura y controlada.
Firmado de aplicaciones: Los desarrolladores deben firmar sus apli-
caciones. Cualquier aplicacio´n sin firmar no se admite en Google Play
ni se puede instalar en los dispositivos.
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Permisos: Las aplicaciones declaran los permisos de los que hacen uso
en su archivo AndroidManifest.xml, los cuales se le presentan al usuario
antes de instalar la aplicacio´n y se le pide confirmacio´n.
Como desarrolladores de una aplicacio´n para Android, se debera´n elegir
con cuidado los permisos e incluir u´nicamente aquellos que sean necesarios.
Tampoco esta´ de ma´s explicar a los usuarios para que´ se utiliza cada permiso,
ya que hoy en d´ıa existen aplicaciones que abusan de la confianza de los
usuarios y utilizan los permisos con malas intenciones (obtencio´n de datos,
publicidad, etc.)
2.2.6. El archivo AndroidManifest.xml
AndroidManifest.xml es un archivo que acompan˜a a todas las aplicaciones
y que sirve para especificar una serie de caracter´ısticas, requisitos y para´me-
tros de la aplicacio´n. En este archivo se declara cuales son las versiones de
Android mı´nima y objetivo, que´ hardware se requiere, versio´n de OpenGL
ES, que permisos se van a utilizar, etc.
Adema´s, tambie´n se declarara´n todas las actividades que componen nues-
tra aplicacio´n, indicando cual es la principal (la que se abre al lanzar la
aplicacio´n), y para cada una de ellas tambie´n se podra´n configurar algunos
para´metros, como la orientacio´n de la pantalla o el tema visual a utilizar.
2.2.7. La Fragmentacio´n de Android
Muchos estudios de desarrollo consideran a Android como una plataforma
para la que es complicado desarrollar debido a la fragmentacio´n que sufre por
el hecho de ser una plataforma abierta.
Los factores ma´s importantes que crean esta fragmentacio´n son los si-
guientes:
Hardware Hoy en d´ıa existen gran cantidad de dispositivos Android,
cada uno con su hardware peculiar. El SDK intenta esconder este as-
pecto, pero esto no deja de ser un problema especialmente el mercado
de los chips gra´ficos, ya que cada compan˜´ıa presenta su solucio´n (Nvidia
Tegra, Qualcomm Adreno, etc.) y a la hora de desarrollar una aplica-
cio´n 3D hay que tener en cuenta las caracter´ısticas de cada uno de ellos,
ya que sera´ dif´ıcil hacer que una aplicacio´n se vea exactamente igual
en un chip gra´fico que en otro.
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Versiones Android Como se ha visto en el apartado Versiones (2.2.3),
hoy en d´ıa conviven varias versiones de Android, unas ma´s extendidas
que otras. Esto viene provocado porque los fabricantes dejan de lan-
zar actualizaciones de Android para sus dispositivos pasado un tiempo,
por lo que esos dispositivos se quedan estancados en su u´ltima ver-
sio´n lanzada para siempre (exceptuando los usuarios que los actualizan
mediante roms personalizadas, los cuales son una minor´ıa)
La principal consecuencia de esto es que las tareas de test de aplicaciones
se complican, ya que para dar soporte completo al usuario, hay que probar
la aplicacio´n en gran cantidad de dispositivos distintos y, a la vez, para gran
cantidad de versiones de Android distintas. Esto hace que muchos se piensen
dos veces el desarrollar o portar juegos para esta plataforma.
Figura 2.8: Dispositivos de test del estudio Animoca
2.3. Videojuegos
2.3.1. Definicio´n e Historia
Un videojuego es una clase de software que genera respuestas de distinto
tipo (visuales, auditivas, etc.) a las interacciones del usuario, con el objetivo
final de entretener.
La historia de los videojuegos se remonta a finales de los an˜os 50. En esta
e´poca todav´ıa no exist´ıa el ordenador personal tal y como se conoce hoy en
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d´ıa, pero los aficionados empezaron a crear pequen˜os juegos para los grandes
ordenadores que se ten´ıan en las universidades. El juego ma´s extendido de la
e´poca fue Spacewar! creado originalmente para el ordenador PDP-1.
Figura 2.9: Spacewar!
En los an˜os 70, aparecieron las primeras ma´quinas arcade (ma´quinas de
juegos que funcionan con monedas) en 1972 se fundo´ Atari y lanzo el primer
juego/ma´quina arcade popular: Pong. Ese mismo an˜o aparecio´ la primera
videoconsola, la Magnavox Odyssey. Ma´s adelante, en 1979 aparecio´ la pri-
mera consola porta´til con cartuchos intercambiables, la Microvision [?]. Esta
porta´til no tuvo mucho e´xito y se abandono´ en 1981.
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Figura 2.10: Arcade Pong
A principios de los 80, los ordenadores personales empezaron a extender-
se por los hogares. Con estos PC’s los aficionados empezaron a programar
juegos, que en muchos casos se difund´ıan proporcionando su co´digo fuente en
revistas o en formato cassette y floppy disk. A ra´ız de esto empezaron a apa-
recer las primeras empresas dedicadas a crear videojuegos, como Electronic
Arts.
En 1983 el mercado de los videojuegos sufrio´ una gran ca´ıda por la cual
muchas compan˜´ıas del sector tuvieron que cerrar. Las causas principales fue-
ron los juegos mal disen˜ados y el pobre sistema de distribucio´n de juegos de
la e´poca. Pero, ma´s tarde, en 1985, el mercado revivio´. Nintendo, compan˜´ıa
japonesa, lanzo´ su consola de 8 bits Famicom, conocida como NES (Nintendo
Entertainment System) fuera de Asia. Esta consola se convirtio´ en un e´xito
inmediato, acompan˜ada de grandes e´xitos que todav´ıa a d´ıa de hoy lo son
como Super Mario Bros o The Legend Of Zelda.
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Figura 2.11: Super Mario Bros (izquierda), The Legend of Zelda (derecha)
En 1989 Nintendo lanzo´ otra consola que tendr´ıa una gran acogida y que
ser´ıa la consola estandarte del auge de los videojuegos porta´tiles: Game Boy,
consola porta´til con pantalla monocroma y cartuchos intercambiables. En
1990 Sega lanzo´ su respuesta a esta consola, Sega Game Gear: con su pantalla
a todo color quiso destronar a Game Boy, cosa que no consiguio´ principal-
mente por su extremo gasto de pilas.
Figura 2.12: Game Boy
En 1994 se lanzo´ PlayStation, consola que innovo´ por la facilidad a la hora
de programar para ella, sus capacidades 3D y por utilizar el CD-ROM como
formato. El hecho que fuera ma´s fa´cil de programar hizo que gran cantidad
de desarrolladoras apostaran por ella. Adema´s, gracias a la mayor capacidad
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del CD-ROM, los videojuegos empezaron a incluir mucho ma´s contenido
(gra´ficos, v´ıdeo y sonido) de calidad. Todo esto provoco´ que la consola tuviera
muy buena acogida consiguiendo as´ı que los videojuegos llegaran a muchos
ma´s hogares.
Figura 2.13: Metal Gear Solid, en PlayStation
Ma´s adelante, en 1997, Nokia lanzo´ un tele´fono mo´vil, el Nokia 6110, con
una peculiaridad: el juego ”Snake”ven´ıa pre-instalado en e´l. Este popular
juego encendio´ la chispa de los juegos en tele´fonos mo´viles. Pese a ello, au´n
se tardar´ıa unos an˜os en llegar a conseguir lo que existe hoy en d´ıa debido a
las limitaciones de los tele´fonos de la e´poca.
Figura 2.14: Snake, en Nokia 6110
En 2003 Nokia lanzo´ un tele´fono disen˜ado como plataforma de juegos,
Nokia N-Gage. Este tele´fono no llegar´ıa a tener gran e´xito debido a los pocos
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juegos que se lanzaban para e´l y a su aparatoso disen˜o. Nokia descontinuo
esta plataforma, aunque reutilizo´ el nombre N-Gage para su sistema de vi-
deojuegos que pre-instalar´ıa en algunos modelos de tele´fono.
Figura 2.15: Nokia N-Gage
En julio de 2008, Apple inicio´ el servicio de App Store (distribucio´n digital
de aplicaciones) para su tele´fono, el iPhone. Poco despue´s, en agosto de 2008,
Google har´ıa lo propio con su Android Marketplace, conocido hoy en d´ıa
como Google Play. Este concepto revoluciono´ el mundo de los videojuegos
para mo´viles, haciendo mucho ma´s sencillo a la gente la compra y descarga
de juegos para sus tele´fonos y que seguimos utilizando a d´ıa de hoy.
2.3.2. Proceso de disen˜o de un juego
En este apartado se va a estudiar co´mo es el proceso general de disen˜o de
un juego, ya que difiere en parte respecto al disen˜o de otro tipo de software.
Este proceso puede llegar a ocupar 6 documentos distintos, aunque se suele
simplificar segu´n el alcance del proyecto, taman˜o del equipo, etc. Aqu´ı se
explicara´ todo el proceso completo, aunque hay que destacar que este proceso
puede diferir bastante de unos equipos de desarrollo a otros y que no es el
u´nico camino a seguir.
Propuesta de disen˜o El primer paso para disen˜ar un juego es crear un
documento llamado ”propuesta de disen˜o”. Este documento debe tratarse
como una propuesta de disen˜o muy general. Normalmente este documento
es el que tiene que leer la persona que debe tomar una decisio´n sobre si se
acepta la propuesta y se sigue con el disen˜o, por lo que no debe ser muy
largo (unas 5 pa´ginas a lo sumo), ya que la persona que toma la decisio´n
probablemente tenga una gran cantidad de propuestas para leer.
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Para el desarrollo del documento, se discutira´n y finalmente se documen-
tara´n cosas como que caracter´ısticas generales tendra´ nuestro juego y a que
publico ira´ destinado. Este documento explicara´ varias o todas las siguien-
tes caracter´ısticas segu´n sean aplicables o no. Adema´s, se puede an˜adir ma´s
caracter´ısticas si se considera importante para un juego en concreto.
Ge´nero y caracter´ısticas clave Ge´nero en el que se categorizara´ el
juego: Disparos, Puzzle, Deportes... y una muy breve descripcio´n del
juego.
Pu´blico objetivo Nin˜os, adultos, todos los pu´blicos...
Perspectiva Perspectiva de la ca´mara: 2D, 3D, primera persona, ter-
cera persona, isome´trica...
Aspecto grafico Aspecto gra´fico del juego: realista, dibujos animados,
minimalista...
Tema del juego Tema principal del juego: ciencia ficcio´n, histo´rico,
fantas´ıa, misterio, aventura, etc.
Ubicacio´n espacial/temporal Definir en que momento de la histo-
ria y en que lugares se desarrollara´ el juego, por ejemplo, prehistoria,
medieval, futurista, fantas´ıa, deportes, etc.
Estructura Estructuracio´n del juego: modos de juego, niveles, episo-
dios, juego libre...
Elementos principales Explicar cuales son los personajes o elementos
ma´s importantes del juego.
Plataformas Para que´ plataformas se va a desarrollar el juego.
Arte Si en este punto se dispone ya de borradores de arte conceptual
y del juego, incluirlos en el documento.
Recursos disponibles / necesarios Aproximacio´n de recursos: Cuan-
ta gente va a hacer falta para llevar a cabo el proyecto, y si se aplica,
que especialistas van a hacer falta(IA, 3D, etc.)
Motor Decidir si utilizar un motor existente para gra´ficos o f´ısicas (ya
sea de pago o no) o si por el contrario crear un motor propio.
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Herramientas Que´ herramientas y material se va a necesitar.
Cualificacio´n del equipo Hasta que punto esta´ el equipo cualificado
para llevar a cabo el desarrollo.
Disen˜o Preliminar Posteriormente se realizara´ el disen˜o preliminar. En
este proceso se profundiza en los aspectos de la propuesta de disen˜o, pero
siempre sin entrar en detalles a nivel de implementacio´n.
Este documento suele pasar por varias iteraciones en las que se ponen
ideas en comu´n con el resto del equipo y se toman decisiones de disen˜o que
modifican el documento iteracio´n tras iteracio´n, hasta llegar a un punto en
que hasta el ma´s mı´nimo aspecto del juego quede documentado, momento
en el cual se obtiene el disen˜o final.
Al contrario que con la propuesta de disen˜o, es dif´ıcil especificar de forma
general el contenido de este documento ya que difiere mucho de un tipo de
juego a otro (si el juego tiene historia o no, si hay enemigos o no, etc).
Disen˜o Final Una vez el disen˜o preliminar ha pasado por una serie de
iteraciones dejando el juego totalmente documentado y todas las personas
involucradas esta´n conformes con e´l, se considera el documento como disen˜o
final. Este documento debe describir con todo lujo de detalles todo lo re-
lacionado con el juego, incluso puede incluir algunos algoritmos clave del
mecanismo del juego en proyectos grandes. Tambie´n es bueno que se incluya
una lista de prioridades que ordene las caracter´ısticas del juego, de modo que
siempre se de prioridad a las ma´s importantes y en el peor caso de tener que
recortar, hacerlo siempre para caracter´ısticas menos importantes.
Especificacio´n de producto En este punto se entrar´ıa en fase de pre-
produccio´n. Este documento, junto con el disen˜o final, debe servir de gu´ıa
para que el equipo de desarrollo lleve a cabo la idea tal como fue concebida.
Es la parte ma´s parecida al proceso cla´sico de especificacio´n/disen˜o de soft-
ware, solo que tambie´n an˜adimos a este partes concretas del desarrollo de
videojuegos (trabajo de gra´ficos, sonido, etc.).
Requisitos Ana´lisis de requisitos
Casos de uso Casos de uso de la aplicacio´n
Diagramas Vistas, mapas navegacionales, clases, etc.
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Sonido y mu´sica Lista de efectos de sonido y mu´sica que se deben
crear.
Gra´ficos Lista de modelos 3D, animaciones, texturas y otros elemen-
tos gra´ficos que se deben crear durante el proceso. Estos se pueden
especificar mediante bocetos y dibujos.
Otro material Lista de otros tipos de material que se deben crear,
por ejemplo demos, material de prensa, manual, etc.
Planificacio´n Planificacio´n del proyecto.
Presupuesto Presupuesto del proyecto.
Biblia gra´fica Este documento esta compuesto principalmente por ima´ge-
nes que definen el aspecto de todos los elementos del juego. Contendra´, segu´n
sea necesario, bocetos de personajes, fondos de nivel (backgrounds), mapas
de los niveles y entornos (esto va conjunto al disen˜o de niveles), etc.
Guio´n lineal o guio´n interactivo (opcional) Un guio´n interactivo es
similar a un guio´n lineal, solo que en el interactivo se escriben las distintas
partes independientemente, y despue´s se interconectan entre ellas creando
distintos caminos posibles en la historia. Este documento no siempre es ne-
cesario.
2.4. jPCT-AE
jPCT-AE es un motor 3D para Android basado en jPCT, motor 3D Java
para sistemas de sobremesa. Se trata de un motor gratuito pero de co´digo
cerrado que esta´ en constante desarrollo y que poco a poco va an˜adiendo
nuevas funcionalidades y mejoras.
Pese a ser principalmente un motor 3D, incluye algunas funcionalidades
de f´ısicas para juegos (deteccio´n de colisiones) que hacen que sea una opcio´n
a considerar a la hora de desarrollar juegos en Android de forma gratuita.
Sus principales caracter´ısticas extra´ıdas de su sitio web son:
Optimizado para Android.
Funciona en Ouya (una videoconsola Android)
34
Permite cargar modelos 3D en distintos formatos (3DS, OBJ, MD2,
ASC y serializado)
Animaciones por keyframe
API de animaciones de esqueleto disponible (Bones)
Soporta shaders GLSL de OpenGL ES 2
Proporciona unos shaders ba´sicos por defecto similares a la funcionali-
dad fija de OpenGL ES, por lo que no es necesario programar Shaders
si as´ı se desea, aunque sera´ necesario para crear efectos ma´s avanzados.
Proporciona primitivas pre-construidas (cubo, esfera, cono, cilindro,
etc)
Soporta renderizar a textura (se suele utilizar para simular reflejos)
Compresio´n de texturas
Deteccio´n de colisiones (rayo-pol´ıgono, esfera-pol´ıgono, elipsoide-pol´ıgono)
Soporta Octrees para render y deteccio´n de colisiones.
Generacio´n automa´tica de normales por ve´rtice
Soporta billboarding de modelos 3D (cuando un objeto siempre mira
hacia la ca´mara)
El motor esta basado en su versio´n java de sobremesa llamada jPCT y
en general la mayor´ıa de funcionalidades son compatibles entre ambas, por
lo que se facilita el trabajo en caso de querer crear un juego para Android y
PC.
El motor dispone de un sitio web [4] donde se encuentra su documentacio´n
javadoc y un foro con seccio´n de soporte en el que el propio creador y otros
usuarios responden a las preguntas que se formulan.
En su sitio web se pueden encontrar tambie´n una serie ejemplos de juegos
creados con el motor, algunos de ellos con cierto e´xito en Google Play y otros
ma´s parecidos a pequen˜os proyectos personales.
35
2.5. OpenGL ES
OpenGL ES (OpenGL for Embedded Systems) es una API gra´fica que
proporciona parte de la funcionalidad de OpenGL pero disen˜ada espec´ıfi-
camente para dispositivos porta´tiles (tele´fonos, tablets, etc). Existen varias
versiones, cada una de ellas relacionada con una cierta versio´n de OpenGL.
OpenGL ES 1.0 Basada en OpenGL original, esta versio´n utiliza el pipe-
line fijo en el proceso de render. La diferencia ma´s importante con OpenGL
es que se suprimio´ la posibilidad de renderizar primitivas en modo directo
(utilizando las llamadas glBegin() y glEnd() y glVertex() , con lo cual se
deben utilizar vertex arrays para ello.
Tambie´n se suprimieron otras funcionalidades como por ejemplo la posi-
bilidad de renderizar Quads (poligonos de 4 vertices)
OpenGL ES 1.1 Esta versio´n extendio´ OpenGL ES 1.0 an˜adiendo algunas
funcionalidades como mejor soporte a multitexturas, generacio´n de mipmaps
automatica, VBO’s (Vertex Buffer Objects) y planos de clipping personali-
zados.
Android soporta OpenGL ES 1.1 desde su version 1.6
OpenGL ES 2.0 Esta versio´n esta´ basada en OpenGL 2.0, pero con una
gran diferencia respecto a las anteriores: OpenGL ES 2.0 elimina el pipeline
fijo y proporciona un pipeline programable. Esto hace que programar para
esta versio´n sea muy diferente a hacerlo para las versiones anteriores, ya que
es responsabilidad de quien programa gestionar las matrices OpenGL (mo-
del, view y projection), programar sus propios vertex y fragment shaders y
gestionar todo el paso de para´metros hacia estos. En esta versio´n de OpenGL
ES toda la geometr´ıa que se renderiza pasa por shaders, por lo que es estric-
tamente obligatorio escribir nuestros propios shaders para que los objetos se
vean en pantalla.
36
Figura 2.16: Pipeline Fijo pre OpenGL ES 2
Como se ve en la figura anterior, el pipeline fijo recibe los para´metros de
geometr´ıa e iluminacio´n desde la API (vertices, colores, matrices, etc). Todo
esto pasa por un proceso que acabara´ mostrando por pantalla nuestra escena.
En el pipeline fijo, este proceso no se puede modificar, u´nicamente pueden
variar algunos para´metros de entrada.
Esto tiene una ventaja y es que OpenGL ES se encarga de todo y por
lo tanto se considera que es ma´s sencillo de programar. Por otro lado, tiene
la gran desventaja de que no permite modificar su funcionalidad fija para
crear de efectos de iluminacio´n y realismo avanzados (el pipeline fijo utiliza
iluminacio´n por ve´rtice, la cual no destaca por su realismo).
En la siguiente figura se muestra el pipeline programable de OpenGL ES
2.0.
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Figura 2.17: Pipeline Programable OpenGL ES 2
En un pipeline programable (figura anterior), parte de la funcionalidad
del pipeline fijo desaparece, por lo que sera´ nuestra obligacio´n proporcionar
el co´digo para los componentes Vertex Shader y Fragment Shader. Estos
componentes son programas creados en un lenguaje espec´ıfico de shaders.
En el caso de OpenGL ES 2 se utiliza GLSL ES.
Cabe destacar que tambie´n es posible escribir unos vertex y fragment
shaders que realicen la misma funcionalidad del pipeline fijo de OpenGL.
A continuacio´n se va a analizar en te´rminos generales que´ hacen o que
pueden hacer cada uno de estos programas:
Vertex Shader Este programa se ejecutara´ una vez para cada ve´rtice
enviado a la GPU, y que nos llega desde el procesado de primitivas
del pipeline. Su objetivo principal esta´ndar es transformar la posicio´n
del ve´rtice (entrada como para´metro al shader) a coordenadas nor-
malizadas de pantalla (coordenadas de pantalla donde el ve´rtice va a
aparecer).
Pese a lo anterior, es obligatorio que el vertex shader se comporte de
forma esta´ndar, por lo que en este programa se pueden realizar muchas
otras tareas, como por ejemplo trasladar el ve´rtice a otra posicio´n,
ca´lculos de iluminacio´n por ve´rtice (igual que en el pipeline fijo), etc.
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Eso s´ı, al final siempre hay que asignarle al ve´rtice una posicio´n en
coordenadas normalizadas de pantalla.
Un ejemplo t´ıpico ser´ıa, por ejemplo, aplicar una deformacio´n a los
ve´rtices en funcio´n del tiempo (pasado como para´metro al shader) que
haga que estos se muevan como si fueran olas de agua. Tambie´n se
utilizan mucho para simular el movimiento de hierba, a´rboles u otros
elementos que ondean con el viento.
Figura 2.18: Efecto de olas en el agua con shaders
Fragment Shader Este programa se ejecuta para cada fragmento ge-
nerado por los ve´rtices que han pasado por el vertex shader y que
posteriormente se han rasterizado (proceso por el cual una primitiva
3D se transforma en una imagen 2D). Un fragmento es una serie de
datos necesarios para dibujar un pixel en la pantalla, que incluye color
y profundidad. El fragment shader puede modificar esta informacio´n de
los fragmentos para generar efectos gra´ficos avanzados. Por esta razo´n,
suele ser en el fragment shader donde se computa toda o parte de la
iluminacio´n, las texturas y los colores para darle un aspecto final al
fragmento.
Como ejemplos t´ıpicos de uso ser´ıan aplicar normal maps a objetos o
crear diferentes efectos de iluminacio´n/shading de materiales (cartoon,
cel-shading, etc).
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En este apartado se desarrollara´ el disen˜o del juego siguiendo el pro-
ceso descrito en el apartado Proceso de disen˜o de un juego (2.3.2), eso s´ı,
adapta´ndolo a este proyecto en concreto.
Adema´s, tambie´n vamos a recuperar la informacio´n adquirida en el apar-
tado Red Bull Air Race (2.1) para definir una meca´nica de juego que repre-
sente a este deporte.
3.1. Propuesta de disen˜o de juego
En este apartado se va a definir como va a ser el juego sin entrar en deta-
lles de como se va a hacer. Como se comento´ en el apartado de introduccio´n,
se disen˜o´ juego basado en Red Bull Air Race para ser implementado poste-
riormente de dos formas diferentes (una con el motor 3D jPCT-AE y otra en
OpenGL ES 2).
Este disen˜o es comu´n para ambos juegos, por lo que no habra´ que hacer
ningu´n tipo de distincio´n.
Por el hecho de tener que implementar dos versiones del mismo juego, se
intentara´ en todo momento no complicar demasiado el disen˜o y se tendra´ en
cuenta que se esta´ creando este juego para posteriormente realizar una com-
parativa entre ambos procesos de desarrollo.
As´ı pues, se puede proceder a listar las caracter´ısticas generales que
tendra´ el juego juego y sobre las que posteriormente se iterara´ hasta con-
seguir un disen˜o preciso de lo que se va a realizar.
Ge´nero y caracter´ısticas clave Puesto que Red Bull Air Race se
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considera un deporte ae´reo, el ge´nero del juego ser´ıa deportes/aviacio´n.
El juego consistira´ en recorrer un circuito de puertas ae´reas con un avio´n
en el menor tiempo posible.
Pu´blico objetivo Todos los pu´blicos. El objetivo no es crear un si-
mulador de vuelo con total precisio´n si no un juego simple orientado
al entretenimiento y al que cualquier persona pueda jugar sin ninguna
necesidad de conocer el funcionamiento de un avio´n.
Perspectiva Se va a desarrollar un juego 3D con ca´mara en 3a perso-
na que seguira´ en todo momento el movimiento del avio´n. Este avio´n
podra´ girar alrededor de cualquiera de sus ejes, por lo que el movimien-
to no se va a limitar. Como ya se extrajo en las palabras clave, el vuelo
tridimensional es una de las caracter´ısticas ma´s importantes de este
deporte y no se debe desaprovechar la liberdad que este´ proporciona
an˜adiendo limitaciones al movimiento.
Aspecto gra´fico Se va a apuntar hacia un aspecto gra´fico colorido
y agradable a la vista, con algunos efectos gra´ficos realistas pero sin
buscar un realismo extremo.
Tema Eventos Red Bull Air Race, aviacio´n.
Realismo No se buscara´ un realismo extremo en el control ni en los
instrumentos del avio´n, dado que el espacio en pantalla en tele´fonos
mo´viles es muy limitado. Se creara´n unas f´ısicas y controles del avio´n
que sin ser exageradamente irreales, permitan jugar al juego sin dema-
siadas complicaciones.
Ubicacio´n espacial/temporal El juego transcurre en la e´poca ac-
tual. Los eventos transcurrira´n en distintos circuitos ae´reos del mundo,
aunque no sera´ necesario recrear de forma realista los distintos lugares.
Estructura Como se vio en el ana´lisis previo, Red Bull Air Race consta
de eventos en los que el avio´n vuela por el circuito y se calcula su tiempo,
creando as´ı la competicio´n con el resto de participantes. En este juego
se hara´ lo mismo pero simplificado: habra´ una serie de niveles que
representara´n distintos circuitos donde se competira´ contra el tiempo.
Tambie´n habra´ un ranking de tiempos para cada circuito.
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Elementos principales los elementos principales sera´n el avio´n que
controla el/la jugador/a, las puertas ae´reas que conformara´n los circui-
tos y finalmente los escenarios.
Objetivo del juego Recorrer los circuitos en el menor tiempo posible
para obtener un buen puesto en la clasificacio´n.
Plataformas Los dos juegos se van a desarrollar u´nicamente para An-
droid.
Recursos disponibles Ambos juegos van a ser desarrollados por una
persona.
Motor Se implementara´ un juego con el motor jPCT-AE, y para el
otro se creara´ un motor 3D propio espec´ıfico para el juego sobre la
librer´ıa OpenGL ES2.
3.2. Disen˜o de juego Final
Como se explico´ en el apartado Proceso de disen˜o de un juego (2.3.2), el
siguiente paso ser´ıa crear un disen˜o preeliminar e iterar sobre e´l hasta obtener
el disen˜o final. Para evitar redundancia de algunas ideas, se ha decidido no
introducir aqu´ı el disen˜o preliminar, el cual se encuentra entre los anexos al
final del documento (A).
El proceso hasta llegar a este disen˜o ha sido crear un disen˜o preeliminar
sobre el que se ha iterado an˜adiendo distintas modificaciones hasta llegar al
disen˜o que se muestra en el este apartado.
El resultado de esta parte del disen˜o depende totalmente del juego que
se esta´ haciendo, no se puede seguir ninguna plantilla gene´rica. Por lo tanto,
este documento se organizara´ segu´n distintas categor´ıas concretas de este
juego.
3.2.1. Caracter´ısticas te´cnicas generales
1 jugador.
Ranking global mediante librer´ıa externa (Scoreloop).
Sonido.
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Se usara´n shaders para crear algunos efectos gra´ficos avanzados.
Al estar trabajando para dispositivos mo´viles, en general la resolucio´n
de las texturas no debe superar los 512x512 pixels, aunque se per-
mitira´ en caso de texturas que ocupen grandes superficies como por
ejemplo el cielo, que con taman˜os de textura pequen˜os puede llegar a
verse pixelado.
3.2.2. Estructura del juego
Habra´ una serie de niveles que representara´n distintos circuitos donde se
competira´ contra el tiempo. Existira´ tambie´n un ranking de tiempos para
cada circuito.
Al lanzar el juego, se abrira´ el menu´ principal, desde el cual se podra´ se-
leccionar la opcio´n de jugar, seleccionar un circuito y jugar en e´l.
Tambie´n se podra´, desde el menu´ principal, consultar la clasificacio´n de
todos los niveles.
3.2.3. Lo´gica de los circuitos
Los circuitos estara´n formados por puertas ae´reas, de las cuales habra´ 3
tipos.
Inicio/fin Esta puerta se caracteriza por sus dos pilones con franjas a
cuadros blancos y negros. La primera y u´ltima puerta del recorrido debe
ser siempre de este tipo. Existen dos opciones: si el circuito so´lo tiene
una puerta de inicio/fin, la vuelta debe empezar y acabar en ella. En
cambio, si el circuito tiene dos de estas puertas, la carrera empezara´ en
una y acabara´ en la otra.
Puerta vertical Puerta representada por pilones con franjas rojas. El
avio´n debe pasar por ella en vuelo vertical.
Puerta horizontal Puerta representada por pilones con franjas azules.
El avio´n debe pasar por ella en vuelo horizontal.
El circuito se debe recorrer en el orden establecido. La puerta siguiente
que el jugador debe cruzar se indicara´ mediante un panel transparente que
marcara´ la zona correcta por la que se puede cruzar la puerta y adema´s
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sen˜alara´ si es una puerta vertical u horizontal tal como se muestra en la
siguiente figura:
Figura 3.1: Paneles que se mostrara´n en la siguiente puerta a cruzar segu´n
el tipo de puerta
Al aparecer en el circuito, el avio´n ya estara´ en el aire y el tiempo es-
tara´ parado. El crono´metro empieza a contar al cruzar la primera puerta,
que sera´ del tipo inicio/fin. Posteriormente se recorre el circuito de puertas
verticales y horizontales y finalmente se cruza la puerta de inicio/fin (ya sea
la misma en la que se empezo´ u otra), cosa que detendra´ el crono´metro.
Una vez terminada la carrera se mostrara´ el tiempo real de recorrido del
circuito, un resumen con todas las penalizaciones obtenidas y el tiempo final
calculado con el tiempo de penalizacio´n an˜adido.
Estrellarse contra un pilo´n cualquiera Penalizacio´n de +10 segun-
dos
Saltarse una puerta Penalizacio´n de +10 segundos
Pasar por una puerta a demasiada altura Penalizacio´n de +3
segundos, la puerta cuenta como pasada.
Pasar por una puerta a muy poca altura Penalizacio´n de +3
segundos, la puerta cuenta como pasada.
Pasar por una puerta vertical con a´ngulo de vuelo incorrecto
Penalizacio´n de +3 segundos, la puerta cuenta como pasada.
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Pasar por una puerta horizontal con a´ngulo de vuelo incorrec-
to Penalizacio´n de +3 segundos, la puerta cuenta como pasada.
Pasar por una puerta de inicio/fin con a´ngulo de vuelo inco-
rrectoPenalizacio´n de +3 segundos, la puerta cuenta como pasada.
Estrellarse contra elementos del entorno Descalificacio´n.
A´ngulo de vuelo incorrecto : Se definira´ un angulo de error permitido α.
Si el a´ngulo del avio´n difiere del a´ngulo de paso ideal ma´s de α, se aplicara´ la
penalizacio´n. Ajustar el para´metro α afectara´ directamente a la dificultad del
juego. En la siguiente figura se puede ver como se aplica esto a cada puerta,
siendo la linea naranja el paso ideal y las rojas los a´ngulos limites definidos
por α.
Figura 3.2: A´ngulos en puertas horizontales y verticales
Se ha considerado un valor aceptable α = 30o, pero este valor debe ser
fa´cilmente ajustable en caso de que una vez se pruebe, resulte ser un valor
demasiado alto o demasiado bajo.
Altura incorrecta : Se delimitara´ la altura permitida del paso por puerta
por un rango entre la franja inferior y la franja superior del pilo´n. La siguiente
figura muestra las alturas correctas. El avio´n debe pasar entre las dos lineas
azules para no recibir la penalizacio´n de +3s. Es decir, u´nicamente el avio´n
verde esta´ pasando correctamente.
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Figura 3.3: Penalizacio´n de altura
Si el avio´n pasa la puerta entre los dos pilones pero su altura es dema-
siado alta o demasiado baja, recibira´ una penalizacio´n. Esta altura se defi-
nira´ mediante un margen de error d, que sera´ la diferencia de altura ma´xima
permitida para que la puerta se de como pasada con penalizacio´n.
3.2.4. Finalizacio´n de la vuelta
Habra´ distintas formas de que una vuelta termine, mostradas a continua-
cio´n:
Estrellarse contra el entorno (no pilones) Descalificacio´n.
Salirse de la zona de carrera Descalificacio´n.
Terminar el circuito recorriendo sus puertas Finalizacio´n correc-
ta, el tiempo se an˜adira´ al ranking.
3.2.5. Interacciones del jugador
En este apartado se va a ver que interacciones podra realizar el usuario
para controlar su avio´n.
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Rotacio´n Para dar una sensacio´n de total libertad a la hora de pilotar, se
permitira´ al jugador rotar el avio´n alrededor de cualquiera sus ejes. De esta
manera el jugador podra´ volar por donde quiera sin restricciones. El hecho de
tener un circuito a seguir no significa que se deba restringir el movimiento del
avio´n, por lo que el usuario puede decidir ignorar completamente el circuito
y simplemente volar por donde quiera en el escenario.
Potencia del motor Se va a permitir al usuario modificar la potencia que
aplica el motor. A ma´s velocidad, los giros sera´n ma´s abiertos, mientras que
a menos velocidad se podra´n hacer giros ma´s ajustados. Esto an˜adira´ ma´s
variedad a la hora de recorrer los circuitos ya que habra´ ma´s formas de
hacerlo. No se podra´ reducir la potencia del motor a 0, la posicio´n mı´nima
de la palanca aplicara´ una potencia suficiente como para que el avio´n siga
volando en su trayectoria.
3.2.6. Gra´ficos
En este apartado se especificara´n algunas caracter´ısticas gra´ficas del jue-
go.
Efecto de humo Uno de los aspectos ma´s peculiares de los aviones de
estas carreras es el humo blanco que expulsan los aviones y que se
utiliza principalmente para ver la trayectoria que ha seguido el mismo.
Este efecto debe aparecer en el juego.
Deslumbramiento del sol Cuando el avio´n este mirando hacia la posicio´n
del sol, se mostrara´ un efecto de deslumbramiento en pantalla.
Agua Dado que parte de los eventos de Red Bull Air Race se desarro-
llan en circuitos sobre el agua, se pondra´ e´nfasis en que esta tenga un
aspecto cre´ıble, dado que normalmente se estara´ volando a baja altu-
ra y el agua ocupara´ gran parte de la pantalla en algunos momentos.
Se evitara´ que el agua se muestre como un plano liso con una textura
esta´tica.
3.2.7. Ca´mara
La ca´mara seguira´ en todo momento al avio´n del jugador desde su parte
trasera. La ca´mara se debe mover suavemente durante los giros del avio´n, y
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se le aplicara´n las mismas rotaciones que al avio´n.
Tambie´n se podra´ girar la ca´mara alrededor del avio´n mediante la pantalla
ta´ctil (arrastrando con el dedo hacia los laterales). Esto permitira´ ver lo que
hay a los lados, cosa que ayudara´ a orientarnos en el escenario.
3.2.8. F´ısicas
Avio´n Se va a utilizar un sistema de f´ısicas simplificado para el avio´n, ya
que el juego no va a ser un simulador. Se aplicaran fuerzas de gravedad, sus-
tentacio´n y empuje simplificadas y se ajustara´n los para´metros para conseguir
que el avio´n sea manejable con los controles previstos.
Cuando el avio´n este´ ladeado, el avio´n tendera a descender, dado que las
alas dejan de ejercer sustentacio´n vertical. Esto hara´ las puertas de vuelo
vertical ma´s interesantes.
Colisiones La deteccio´n de colisiones sera un apartado importante de este
juego. Como ya vimos, los eventos de Red Bull Air Race obligan a los pilotos
a mantener un equilibrio entre riesgo y rapidez, y esto ha de quedar repre-
sentado en el juego. Durante el pilotaje, sera´ posible estrellarse contra los
propios pilones (penalizacio´n) o contra elementos del entorno, dada la baja
altura a la que se vuela.
Pilones El avio´n podra´ colisionar contra cualquiera de los pilones de las
puertas del circuito, aplica´ndose la penalizacio´n conveniente por ello.
El pilo´n se rompera´ al estrellar el avio´n contra e´l.
Entorno El avio´n podra´ colisionar contra elementos del entorno, pro-
vocando un accidente que descalificara´ al jugador en la vuelta actual.
3.2.9. Controles
Habra´ tres me´todos distintos de control que el usuario podra´ elegir: sen-
sores de movimiento, control ta´ctil y mando externo.
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Figura 3.4: Ejes de rotacio´n de un avio´n
El modo sensores de movimiento sera´ el me´todo principal de control: el
usuario pilotara´ el avio´n girando el dispositivo en la direccio´n que quiere
que el avio´n gire. De este modo, se controlara´ la rotacio´n roll y pitch del
avio´n (ver figura 3.4) moviendo el dispositivo del mismo modo. La rotacio´n
yaw y la potencia del motor se controlara´ mediante la pantalla ta´ctil, ya que
controlar todas las rotaciones mediante los sensores har´ıa el juego dif´ıcil de
controlar.
El modo control ta´ctil se incluye para dispositivos que no dispongan de
sensores o para personas a las que no les guste jugar moviendo el disposi-
tivo. Todos los a´ngulos de rotacio´n y la potencia del motor se controlara´n
utilizando la pantalla ta´ctil.
El modo control por mando externo permitira´ manejar el juego mediante
un mando conectado al dispositivo. Android proporciona soporte nativo para
mandos desde su version 3.1.
En las figuras 3.5 y 3.6 del siguiente punto se muestra como se dispondra´n
los elementos de control en la pantalla para cada modo.
3.2.10. Interfaz de juego
Se jugara´ con la pantalla en modo landscape (horizontal). En la parte
superior de la pantalla se mostrara en todo momento el tiempo de la vuelta
actual.
Cuando los controles este´n configurados en modo sensores, en la parte
inferior izquierda e inferior derecha, habra´ respectivamente los botones de
rudder (rotacio´n yaw) izquierdo y derecho. En el lateral derecho de la pantalla
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habra´ una palanca deslizante que modificara´ la potencia que se le da al motor
del avio´n.
Figura 3.5: Controles del avio´n en modo sensores
Cuando los controles este´n configurados en modo ta´ctil, los dos pedales
de rudder y la palanca de potencia estara´n en el lado derecho, dejando libre
la mano izquierda. En el lado inferior izquierdo habra´ una palanca de control
de tipo stick virtual que se sustituira´ a los sensores para las rotaciones roll y
pitch.
Por otro lado existira´ un menu´ de pausa que el usuario podra´ abrir en
cualquier momento (pulsando el boto´n back del dispositivo Android) desde
el cual se podra´ reiniciar la carrera o salir.
Figura 3.6: Controles del avio´n en modo ta´ctil
3.2.11. Aviones
El juego va a incluir un u´nico modelo de avio´n basado en los aviones de
Red Bull Air Race. Crear ma´s modelos distintos solo an˜adir´ıa ma´s trabajo
de modelado en Blender, cosa que no aportar´ıa nada a la consecucio´n de los
objetivos de este proyecto en concreto, por lo tanto se ha decidido dejar un
u´nico avio´n y centrar esfuerzos en otros aspectos.
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3.2.12. Ranking
Tras cada carrera, se sumara´ el tiempo de recorrido con el tiempo que
acumulan todas las penalizaciones, resultando en el tiempo final de la vuelta.
Como ya se vio en el ana´lisis previo de Red Bull Air Race (2.1) una
de las palabras clave que describ´ıa estos eventos era la competitividad. Para
an˜adirle al juego un cierto aspecto de competitividad, se integrara´ un sistema
de ranking global online proporcionado por Scoreloop.
El tiempo final se enviara´ al sistema de rankings tras recorrer un circuito
con e´xito. Scoreloop permitira´ al usuario ver en que posicio´n ha quedado y
consultar los tiempos de otros jugadores o de sus amigos. Esto an˜adira´ al
juego una aspecto de competicio´n entre personas que no existir´ıa con un
ranking local a no ser que varias personas jugaran con el mismo dispositivo.
Es importante destacar que el juego se debe poder jugar sin conexio´n a
Internet. Adema´s el uso de Scoreloop debe ser opcional para quien quiera
participar en los rankings.
3.2.13. Escenarios
Dado que los circuitos de puertas no abarcan una extensio´n muy grande,
los escenarios del juego no sera´n demasiado extensos. La idea es que los
escenarios puedan contener los circuitos holgadamente y proporcionen un
paisaje al entorno donde se desarrolla la carrera, pero no interesa crear zonas
muy extensas si no zonas ma´s reducidas y con ma´s detalle en ellas. Esto es
porque pese a querer otorgar una cierta libertad a quien juega, las carreras
de Red Bull Air Race se desarrollan en una zona limitada (el circuito) por lo
que no tendr´ıa sentido crear entornos demasiado extensos.
Los escenarios tendra´n unos l´ımites (incluido el l´ımite de altura) a partir
de los cuales el avio´n no podra´ continuar avanzando. Si no se da media vuelta
en cierto tiempo, el jugador quedara´ descalificado por abandonar la zona del
evento.
Habra´ 2 escenarios distintos, ambos inspirados por eventos ya existentes
de Red Bull Air Race. Se ha decidido modelar dos escenarios para tener dos
entornos distintos sobre los que hacer pruebas en ambas implementaciones
del juego.
Escenario 1 El primer escenario estara´ compuesto por una parte de tierra
no muy extensa y una gran superficie de mar sobre el que se situara´ el circuito
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de puertas. En la costa habra´ algunos edificios.
Escenario 2 El segundo escenario sera una parte de ciudad cruzada por
un r´ıo sobre el que se realizara´ la carrera. Un puente cruzara´ sobre este
r´ıo, y las puertas ae´reas se ubicaran a lo largo de este en un circuito en el
que habra´ que llegar hasta el final y volver. Este escenario hara´ un uso ma´s
intenso de la deteccio´n de colisiones con el entorno al tener ma´s elementos
(edificios, puente, etc) por lo que servira´ para hacer distintas pruebas.
3.2.14. Sonido
El juego tendra´ distintos efectos de sonido:
Motor del avio´n Un sonido de motor.
Penalizacio´n Sonido especifico al recibir una penalizacio´n
Paso por puerta sin penalizacio´n Sonido de e´xito al pasar correc-
tamente por una puerta.
Choque Sonido de choque al estrellar el avio´n contra el entorno
3.2.15. Opciones
El juego tendra´ un menu´ de opciones al que se podra´ acceder desde el
menu´ principal y en el que se podra´n configurar varios aspectos del juego.
Controles
• Me´todo de control Se podra´ elegir el me´todo de control entre los
disponibles.
• Sensibilidad Se podra´ configurar la sensibilidad de los controles.
Sonido Se podra´ elegir si activar el sonido o no.




Los menu´s del juego sera´n simples pero a la vez se les dara´ aspecto de vi-
deojuego evitando botones e interfaces gra´ficas demasiado gene´ricas y esta´ti-
cas. Para ello, en los menu´s, se pondra´ un fondo animado muy simple que
simulara´ un cielo en 2D por el que pasara´n volando siluetas de aviones, nubes,
u otros elementos opcionales.
Se descarto´ la opcio´n de mostrar gra´ficos 3D en el menu´ debido a los
costosos tiempos de carga de estos. En general para un dispositivo mo´vil no
es deseable que la aplicacio´n tarde demasiado en abrirse y responder.
3.2.17. Lista de prioridades
A continuacio´n se muestra una lista de los elementos ma´s importantes del
juego ordenados de ma´s a menos prioridad. Sera´ importante tener en cuenta
esta lista durante las fases de implementacio´n, especialmente al tener que
implementar el juego dos veces.
1. Juego base: Escenario 1, controles por sensores, f´ısicas del avio´n, inter-
faz de juego, interfaz de la aplicacio´n, lo´gica de circuitos y deteccio´n de
colisiones ba´sica (pilones)
2. Deteccio´n de colisiones con el entorno
3. Escenario 2
4. Detalles gra´ficos (humo, agua, etc)
5. Sonido
6. Ranking online
7. Rotacio´n de la ca´mara mediante la pantalla ta´ctil
8. Controles ta´ctiles




En todo proyecto es importante partir de una planificacio´n que permita
estimar el tiempo y recursos que se van a tener que dedicar. En este apartado
se va a realizar esta planificacio´n.
4.1. Recursos de personal
El proyecto sera desarrollado por una u´nica persona. Esto hara´ que sea
probable que haya que incluir tareas de formacio´n en el proceso.
4.2. Recursos f´ısicos y de software necesarios
Un PC de sobremesa sobre el que se desarrollara´ todo el proyecto
Conexio´n a internet
Dispositivo/s Android que soporte OpenGL ES 2 y con potencial para
ejecutar juegos en 3D
Programa de modelado 3D
Programa de edicio´n gra´fica
Programa de edicio´n gra´fica vectorial
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4.3. Procesos del desarrollo del proyecto
Hay que identificar los procesos principales del proyecto para posterior-
mente desglosarlos en actividades que finalmente se organizara´n en un dia-
grama de Gantt. A continuacio´n se muestran ver los procesos:
1. Documentacion inicial




4.4. Procesos y actividades
Con la lista de procesos anterior se extraen las actividades que se rea-
lizara´n en cada proceso y se agrupan en iteraciones. Tras terminar cada
iteracio´n se analizara´ su salida y se procedera´ segu´n los resultados obtenidos.
En la siguiente pa´gina se muestra una tabla con la distribucio´n de procesos
y actividades..
*Descripcio´n de la implementacio´n ba´sica: Implementacio´n de los dos
juegos con un escenario sencillo (un plano), f´ısicas del avio´n simples,
ca´mara fija en el avio´n, controles por pantalla ta´ctil y sin la lo´gica del
recorrido de circuitos. Todo se renderiza con el mismo shader ba´sico.
Nota: Esta tabla se referira´ a la versio´n OpenGL ES 2 del juego como




F1 Objetivos del proyecto
F1 Ana´lisis de Red Bull Air Race
F1 Estudio y formacio´n Android
F1 Estudio y formacio´n OpenGL ES 2
F1 Estudio y formacio´n jPCT-AE
Ana´lisis y disen˜o
D1 Propuesta de disen˜o de juego
D1 Disen˜o de juego Preliminar
D1 Disen˜o de juego Final
D2 Ana´lisis de requisitos
D2 Definicio´n de vistas
D2 Documentacio´n de casos de uso
D2 Diagramas de clases
D2 Disen˜o de la comparativa
Recursos multimedia
M1 Efectos de sonido
M1 Modelado 3D
M1 Creacio´n de texturas
M1 Bu´squeda de texturas
M1 Creacio´n elementos de interfaz
Implementacio´n
I1 Preparacio´n del entorno de desarrollo
I1 Implementacio´n interfaz gra´fica Android
I1 Implementacio´n ba´sica* (jPCT-AE)
I1 Implementacio´n ba´sica* (GLES2)
I2 Implementacio´n de los circuitos (jPCT-AE)
I2 Port de los circuitos (GLES2)
I2 Loader de escenarios desde fichero (ambas)
I2 Creacio´n del primer escenario descrito (jPCT-AE)
I2 Port del primer escenario a GLES2
I2 Implementacio´n del sonido (ambas)
I2 Mejora de f´ısicas de vuelo y ca´mara (jPCT-AE)
I2 Mejora de f´ısicas de vuelo y ca´mara (GLES2)
I2 Implementacio´n de los controles por sensores (ambas)
I3 Implementacio´n de colisiones (jPCT-AE)
I3 Implementacio´n de colisiones (GLES2)
I3 Implementacio´n de shaders GLSL
I3 Integracio´n de shaders (GLES2)
I3 Adaptacio´n de shaders al formato de (jPCT-AE)
I3 Creacio´n del segundo escenario (jPCT-AE)
I3 Port del segundo escenario (GLES2)
I3 Integracio´n libreria Scoreloop (ambas)
Fase de pruebas
P1 Pruebas sobre Google Nexus 4
P1 Pruebas sobre Samsung Galaxy S Plus
Comparativa
C1 Ejecucio´n de la comparativa a alto nivel
C1 Ejecucio´n de la comparativa a bajo nivel
C1 Ana´lisis de los resultados
Finalizacio´n FI1 Memoria del proyecto
4.5. Diagramas de Gantt
En esta seccio´n se modelara´ la planificacio´n prevista mediante diagramas
de Gantt. El horario va a ser bastante variable pero en general se trabajara´ en
el proyecto de 4 a 7 horas al d´ıa entre semana. Los fines de semana se con-
sideran libres, pero se utilizara´n en caso que sea necesario para compensar
imprevistos y fallos de estimacio´n de tiempo. Es importante disponer de este
tipo de d´ıas, ya que como se comento´ todo el peso del desarrollo recae en una
sola persona.
Vie´ndolo a posteriori, estos d´ıas resultaron ser cruciales ya que durante el
desarrollo surgieron diversos imprevistos: fallo del dispositivo Android prin-
cipal para el que se estaba desarrollando inicialmente, fallo del disco duro
principal del PC de desarrollo (y que gracias a que se previo´ al inicio del
proyecto hacer backups frecuentes, no resulto en pe´rdida de ningu´n dato del
proyecto), periodos en los que no se desarrollaba debido a otras responsabi-
lidades, enfermedad, etc.
Los tiempos de las actividades se han calculado de forma que se ha con-
siderado que habra´ un cierto tiempo de aprendizaje previo para adquirir
algunas habilidades. Por ejemplo el modelado 3D, el cual no es una tarea
que se aprenda en poco tiempo y pese a conocer algunos conceptos ba´sicos
de Blender, modelar y texturizar un avio´n intentando minimizar el nu´mero
de pol´ıgonos y conservando la calidad visual requiere ma´s pra´ctica de la que
pose´ıa al iniciar este proyecto.
Se han repartido todos los procesos en 3 diagramas separados. El primero
contiene la documentacio´n, el ana´lisis, el disen˜o y la creacio´n de recursos
multimedia. El segundo cubre la implementacio´n, y por u´ltimo el tercero





A continuacio´n se va a realizar una estimacio´n de lo que costar´ıa desa-
rrollar este juego aproximando segu´n el tiempo requerido para cada rol.
Director del proyecto Esta persona se encargara´ de supervisar y
dirigir el proyecto conforme a la planificacio´n de disen˜o, temporal y de
costes. Tambie´n se encargara´ de la documentacio´n del proyecto y de la
comparacio´n.
Analista y Disen˜ador Se encargara´ de la especificacio´n del proyecto,
los requisitos, los casos de uso, etc. Tambie´n se encargara´ del disen˜o
del sistema (diagramas de clases, etc).
Programador de gra´ficos Programador especializado en OpenGL
ES 2 que se encargara´ de las partes relacionadas con los gra´ficos 3D
(motor 3D, integracio´n jPCT-AE, shaders, etc.) y de la f´ısica del juego
(avio´n, deteccio´n de colisiones, etc.)
Programador Android y Java Experto en programar para la pla-
taforma Android en Java. Se encargar´ıa de crear todos los menu´s y las
interfaces gra´ficas, la integracio´n de la librer´ıa Scoreloop, la lo´gica del
juego, etc. Todo esto lo realizara´ en coordinacio´n con el programador
de gra´ficos.
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Beta tester Se encargara´ de realizar pruebas sobre las aplicaciones en
busca de errores.
Disen˜ador Gra´fico 2D y 3D Disen˜ador gra´fico experto en 3D Studio
Max o cualquier otro programa de modelado 3D, con conocimientos
orientados a los videojuegos (animacio´n, disen˜o de entornos, etc). Se
encargara´ de modelar todos los objetos 3D del juego y de disen˜ar los
escenarios. Como disen˜ador 2D realizara´ todos los elementos 2D de la
interfaz: iconos, botones, fondos, etc. Tambie´n se encargara´ del disen˜o
de escenarios.
Experto en efectos de sonido y mu´sica Generar´ıa todos los recur-
sos auditivos del juego.
A continuacio´n se va a repartir para cada rol las horas previstas del pro-
yecto que se le asignar´ıan y se calculara´ el coste final. Hay que remarcar
que en este caso, al disponer de todos estos roles, se ha ampliado el alcance
del proyecto ya que no tendr´ıa sentido que un equipo con todos estos roles
dedicados utilizara recursos libres de Internet o implementara un juego con
u´nicamente 2 mapas y un avio´n.
Rol Horas Coste (Euros/hora) Total Euros
Director 215 60 12.900
Analista y disen˜ador 400 30 12.000
Programador de graficos 800 20 16.000
Programador Android 550 15 8.250
Beta tester 360 8 2.880
Disen˜ador gra´fico 450 15 6.750
Experto en sonido y mu´sica 200 12 2.400
Total 2.975 - 61.180
Adema´s de lo anterior, se an˜adir´ıan nuevos costes de recursos (algunos son
opcionales o variables, dependiendo de las necesidades de los trabajadores):
Rol Precio (Euros)
5 PC’s 4.500
Dispositivos Android de prueba 3.000
Tasas de Google Play 20




En este apartado se detallara´ todo lo que va a servir como gu´ıa en la fase
de implementacio´n. Hay que destacar que ambas aplicaciones a desarrollar
(versio´nes OpenGL ES 2 y jPCT-AE) sera´n el mismo juego, por lo que gran
parte del disen˜o es comu´n entre ellas. Pese a esto, en las partes en que sea
necesario separar ambas versiones, se indicara´.
5.1. Ana´lisis de requisitos
Partiendo del disen˜o final se pueden extraer una serie de requisitos para
la aplicacio´n que se muestran a continuacio´n.
Requisitos funcionales
1. Desde el menu´ principal, se debe poder acceder al menu´ de seleccio´n
de escenario
2. Desde el menu´ principal, se debe poder acceder al menu´ de opciones
3. Desde el menu´ principal, se debe poder acceder al ranking de Scoreloop
4. Desde el menu´ principal, se debe poder consultar el dashboard de Sco-
reloop
5. Desde el menu´ principal, se debe poder salir de la aplicacio´n
6. El menu´ de seleccio´n de circuito mostrara los circuitos disponibles al
usuario y le permitira´ elegir en cual desea jugar
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7. Desde el menu´ de seleccio´n de circuito se podra´ volver en todo momento
al menu´ principal
8. Se debe poder volver al menu´ principal desde el menu´ de opciones.
9. El juego debe permitir desactivar el sonido desde el menu´ de opciones
10. El juego debe permitir configurar la sensibilidad de los controles (a´ngulo
de pitch) desde el menu´ de opciones
11. El juego debe permitir configurar la sensibilidad de los controles (a´ngulo
de roll) desde el menu´ de opciones
12. El me´todo de control se debe poder cambiar desde el menu´ de opciones
ofreciendo al usuario la eleccio´n entre sensores o ta´ctil.
13. El juego, independientemente del me´todo de control elegido, debe de-
tectar que se ha pulsado un boto´n en un mando externo durante una
partida y cambiar al esquema de control por mando externo automa´ti-
camente.
14. Durante el juego, al quedar descalificado el jugador, el juego debe mos-
trar una pantalla de fin de vuelta informa´ndole de que ha quedado
descalificado.
15. Al terminar una vuelta en un circuito el juego debe mostrar una pan-
talla de fin de vuelta con un resumen de resultados (tiempos y penali-
zaciones) .
16. Durante el juego, se debe detectar cuando el jugador pasa por una
puerta ae´rea y aplicar penalizaciones en caso que sea necesario.
17. El juego debe guardar los tiempos de vuelta del usuario en un ranking
global online al completar una vuelta
18. El juego se debe poder pausar en todo momento pulsando el boto´n back
del dispositivo Android
19. Al pausar el juego se mostrara´ un menu´ de pausa.
20. El menu´ de pausa debe mostrar las penalizaciones acumuladas durante
la vuelta
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21. Desde el menu´ de pausa se debe poder reiniciar una vuelta
22. Desde el menu´ de pausa se debe poder reanudar la vuelta actual
23. Desde el menu´ de pausa se debe poder volver al menu´ principal
24. Desde el menu´ de fin de la carrera se debe poder volver al menu´ prin-
cipal
25. Desde el menu´ de fin de la carrera se debe poder reiniciar la vuelta
26. Desde el menu´ de fin de la carrera se debe poder consultar el ranking
Requisitos no funcionales
Se programara´ en lenguaje Java para Android.
Se requerira´ como mı´nimo la versio´n 2.3 de Android.
Ambas versiones de la aplicacio´n requerira´n OpenGL ES 2
Se implementara´ una versio´n sobre la librer´ıa OpenGL ES 2.
Se implementara´ una versio´n con el motor jPCT-AE.
Se buscara´ el poder reutilizar co´digo de una versio´n a otra.
Todos los elementos de interfaz 2D se desarrollara´n sobre el SDK de
Android.
El juego mostrara´ gra´ficos 3D.
Se integrara´ la librer´ıa Scoreloop para Android para la gestio´n del ran-
king global online.
La aplicacio´n estara´ en ingle´s.
La aplicacio´n debe ser simple de usar.
Se debe poder jugar incluso cuando el dispositivo no esta´ conectado a
internet.
Los tiempos de carga deben ser cortos.
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La tasa de frames del juego debe ser aceptable para la gama de dispo-
sitivos mo´viles a la que se orientara´ el desarrollo.
Ambas aplicaciones deben ser ser robustas ante eventos como la llegada
de una llamada telefo´nica, o a que el usuario pulse el boto´n home y
posponga la ejecucio´n entre otros.
El juego hara´ uso de la pantalla ta´ctil.
El juego hara´ uso de los sensores (acelero´metro).
El juego debe permitir al usuario conectar un mando externo para
jugar.
Se minimizara la cantidad de permisos Android requeridos en la medida
de lo posible y se documentara´ el uso de los que sea necesario incluir.
Se utilizara´ serializacio´n para leer modelos 3D ma´s ra´pido
5.2. Vistas
A partir de los requisitos anteriores se han disen˜ado unos prototipos de
vistas.
Menu´ principal El menu´ se mostrara´ en modo horizontal (landscape).
Figura 5.1: Prototipo del menu´ principal
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Seleccio´n de circuitos Existira´ un selector de circuitos en forma de rejilla
con scroll que mostrara´ todos los escenarios disponibles.
Figura 5.2: Prototipo del selector de circuitos
Opciones Este menu´ se creara´ mediante el menu´ de opciones esta´ndar
personalizable que proporciona el SDK de Android. El menu´ de opciones se
podra´ ver tanto en modo vertical (portrait) como horizontal (landscape). La
siguiente imagen muestra un ejemplo
Figura 5.3: Prototipo del menu´ de opciones
Vista de juego Esta vista sera´ la que se muestre durante la partida en
juego. En ella se podra´n ver los gra´ficos 3D del juego y los controles ta´ctiles
descritos en el disen˜o de juego final (3.2). Desde esta vista se puede pulsar el
boto´n back del dispositivo Android para pausar la partida.
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Menu´ de pausa Este menu´ no tapara´ toda la pantalla de juego, por lo que
el fondo blanco que se ve en la siguiente imagen mostrar´ıa el juego pausado
con la ventana de pausa encima (marco verde).
En este menu´ se podra´ consultar el numero de veces que se ha recibido
cada penalizacio´n y el tiempo acumulado de e´stas.
Figura 5.4: Prototipo del menu´ de pausa
Menu´ de fin de vuelta Del mismo modo que con el menu´ de pausa, este
menu´ no tapara´ toda la pantalla si no que sera´ una ventana superpuesta al
juego. Este menu´ mostrara´ distintos datos segu´n como haya ido la vuelta
(descalificacio´n, meta, etc), pero los botones sera´n los mismos en todos los
casos. A continuacio´n se muestra el prototipo en caso de haber terminado la
vuelta correctamente.
Figura 5.5: Prototipo del menu´ de fin de vuelta
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5.3. Mapa navegacional
A continuacio´n vamos a ver que transiciones habra´ entre las distintas
vistas descritas anteriormente mediante un diagrama.
Cabe destacar que el evento back() se lanza pulsando el boto´n back del
dispositivo, cuyo comportamiento esta´ndar es volver a la actividad anterior.
Este comportamiento esta´ndar de este boto´n se puede modificar, por lo que
el hecho que el boto´n back haga pasar de una vista a otra no implica que
cada vista sea una actividad.
Por otro lado, en el diagrama se puede ver que el evento back() sale de un
mismo nodo hacia vistas distintas. Como se ha explicado, el comportamiento
esperado de back() en Android es volver a la actividad anterior, por lo que
en este diagrama se interpretara como volver a la vista de la que se ven´ıa.
El comportamiento del boto´n home no se ha incluido en este diagra-
ma para evitar hacerlo demasiado ilegible. Este boto´n lo que hace es dejar
nuestra actividad en segundo plano hasta que el usuario decide volver a ella
reanudando donde la dejo´ o cerrarla.
Por u´ltimo, se ha incluido la parte de vistas de Scoreloop (librer´ıa de
rankings) la cual tiene una interfaz propia, por lo tanto so´lo nos interesa saber
como se navegara entre nuestra interfaz y la de Scoreloop sin preocuparnos
como este realmente implementada exactamente esta u´ltima.
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5.4. Casos de uso
A continuacio´n se van a mostrar los casos de uso, los cuales son comunes
a ambas aplicaciones. Para ello se partira´ desde los casos de uso del escena-
rio menu´ principal y se ira´n especificando a medida que aparezcan nuevos
escenarios y casos de uso.
Escenario A: Menu´ principal
Caso de Uso: 1. Nueva Partida
Actores: Usuario
Descripcio´n: El usuario empieza una nueva partida
Requisitos cubiertos: 1
Flujo normal:
Acciones del actor Respuestas del sistema
El usuario pulsa sobre el boton New
Game
El sistema muestra un menu´ de se-
leccio´n de circuitos (Escenario C)
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Caso de Uso: 2. Opciones
Actores: Usuario
Descripcio´n: El usuario quiere modificar las opciones
Requisitos cubiertos: 2
Flujo normal:
Acciones del actor Respuestas del sistema
El usuario pulsa sobre el boto´n Op-
ciones
El sistema muestra un menu´ de op-
ciones (Escenario B)
Caso de Uso: 3. Scoreloop Leaderboards
Actores: Usuario
Descripcio´n: El usuario consulta los rankings de Scoreloop
Requisitos cubiertos: 3
Flujo normal:
Acciones del actor Respuestas del sistema
El usuario pulsa sobre el boton Lea-
derboards
El sistema muestra la pantalla de
rankings de Scoreloop
Caso de Uso: 4. Scoreloop Dashboard
Actores: Usuario
Descripcio´n: El usuario consulta su panel de Scoreloop
Requisitos cubiertos: 4
Flujo normal:
Acciones del actor Respuestas del sistema
El usuario pulsa sobre el boto´n
Dashboard
El sistema muestra el dashboard
scoreloop del usuario
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Caso de Uso: 5. Salir
Actores: Usuario
Descripcio´n: El usuario sale de la aplicacio´n
Requisitos cubiertos: 5
Flujo normal:
Acciones del actor Respuestas del sistema
El usuario pulsa sobre el boto´n de
salir
La aplicacio´n se cierra
Escenario B: Menu´ de opciones
Caso de Uso: 6. Sonido
Actores: Usuario




Acciones del actor Respuestas del sistema
El usuario selecciona si desea o no
activar el sonido durante el juego
marcando una checkbox
El sistema muestra el nuevo estado
de la opcio´n y activa/desactiva el so-
nido internamente
Caso de Uso: 7. Sensibilidad pitch
Actores: Usuario




Acciones del actor Respuestas del sistema
El usuario selecciona el porcentaje
de sensibilidad pitch que desea me-
diante un slider
El sistema modifica internamente la
sensibilidad de pitch de los controles
Caso de Uso: 8. Sensibilidad roll
Actores: Usuario




Acciones del actor Respuestas del sistema
El usuario selecciona el porcentaje
de sensibilidad roll que desea me-
diante un slider
El sistema modifica internamente la
sensibilidad de roll de los controles
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Caso de Uso: 9. Me´todo de control
Actores: Usuario




Acciones del actor Respuestas del sistema
El usuario marca en un checkbox si
desea controles por sensores o no
El sistema modifica internamente el
me´todo de control: en caso de no
marcar controles por sensores, se
utilizara´ por defecto el me´todo de
control por pantalla ta´ctil
Caso de Uso: 10. Volver al menu´ principal
Actores: Usuario
Descripcio´n: El usuario vuelve al menu´ principal
Requisitos cubiertos: 8
Flujo normal:
Acciones del actor Respuestas del sistema
El usuario pulsa el boto´n volver El sistema muestra el menu´ princi-
pal (Escenario A)
Escenario C: Menu´ de seleccio´n de circuito
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Caso de Uso: 11. Seleccio´n de un circuito
Actores: Usuario
Descripcio´n: El usuario selecciona el circuito en el que quiere jugar
Requisitos cubiertos: 6
Flujo normal:
Acciones del actor Respuestas del sistema
El usuario pulsa sobre el circuito del
panel en el que quiere jugar
El sistema carga el circuito y empie-
za la partida (Escenario D)
Caso de Uso: 12. Volver al menu´ principal
Actores: Usuario
Descripcio´n: El usuario vuelve al menu´ principal
Requisitos cubiertos: 7
Flujo normal:
Acciones del actor Respuestas del sistema
El usuario pulsa el boto´n volver El sistema muestra el menu´ princi-
pal (Escenario A)
Escenario D: En juego
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Caso de Uso: 13. Pausa
Actores: Usuario
Descripcio´n: El usuario pausa la partida.
Requisitos cubiertos: 18, 19, 20
Flujo normal:
Acciones del actor Respuestas del sistema
El usuario pulsa el boto´n back del
dispositivo
El sistema muestra un menu´ de pau-
sa en el que se muestran las penali-
zaciones y el tiempo(Escenario E)
Caso de Uso: 14. Cruzar puerta
Actores: Usuario
Descripcio´n: El usuario cruza una puerta ae´rea con su avio´n.
Requisitos cubiertos: 16
Flujo normal:
Acciones del actor Respuestas del sistema
El usuario pasa con su avio´n por una
puerta ae´rea correctamente
El sistema reproduce un sonido de
e´xito.
Flujo alternativo:
Acciones del actor Respuestas del sistema
El usuario pasa con su avio´n por una
puerta ae´rea de forma incorrecta
El sistema calcula y almacena la pe-
nalizacio´n que se aplica por este pa-
so. El sistema reproduce un sonido
de alarma
Caso de Uso: 15. Termina el circuito
Actores: Usuario
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Descripcio´n: El usuario ha finalizado la partida
Requisitos cubiertos: 14, 15, 17
Flujo normal:
Acciones del actor Respuestas del sistema
El usuario pasa con su avio´n por la
puerta de meta del circuito
El sistema calcula el tiempo final
y se lo pasa al sistema de ran-
kings scoreloop. El sistema muestra
un menu´ de finalizacio´n de partida
(Escenario D)
Flujo alternativo:
Acciones del actor Respuestas del sistema
El usuario se estrella El sistema muestra un menu´ de fina-
lizacio´n de partida (Escenario F)
Caso de Uso: 16. Pulsa un boto´n de un mando externo
Actores: Usuario




Acciones del actor Respuestas del sistema
El usuario pulsa un boto´n de un
mando externo conectado al dispo-
sitivo
El sistema detecta esta entrada y
adapta la interfaz y el me´todo de
control al modo mando externo
Escenario E: Menu´ de pausa
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Caso de Uso: 17. Continuar
Actores: Usuario
Descripcio´n: El usuario continua su vuelta desde el menu´ de pausa
Requisitos cubiertos: 22
Flujo normal:
Acciones del actor Respuestas del sistema
El usuario pulsa sobre el boto´n con-
tinuar
El sistema oculta el menu´ de pausa
y reanuda el juego (Escenario D)
Caso de Uso: 18. Reintentar
Actores: Usuario




Acciones del actor Respuestas del sistema
El usuario pulsa sobre el boto´n re-
intentar
El sistema oculta el menu´ de pausa.
El sistema reinicia la carrera actual
(Escenario D).
Caso de Uso: 19. Menu´ principal
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Actores: Usuario




Acciones del actor Respuestas del sistema
El usuario pulsa el boto´n
menu´ principal
El sistema muestra el menu´ princi-
pal (Escenario A)
Escenario F: Menu´ de fin de vuelta
Caso de Uso: 20. Reintentar
Actores: Usuario




Acciones del actor Respuestas del sistema
El usuario pulsa sobre el boto´n re-
intentar
El sistema oculta el menu´ de fin de
vuelta. El sistema reinicia la carrera
actual (Escenario D).
Caso de Uso: 21. Menu´ principal
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Actores: Usuario




Acciones del actor Respuestas del sistema
El usuario pulsa el boto´n
menu´ principal
El sistema muestra el menu´ princi-
pal (Escenario A)
Caso de Uso: 22. Consultar Ranking (scoreloop
Actores: Usuario
Descripcio´n: El usuario consulta los rankings de Scoreloop del circuito
desde el menu´ de fin de vuelta
Requisitos cubiertos: 26
Flujo normal:
Acciones del actor Respuestas del sistema
El usuario pulsa sobre el boton Ran-
king
El sistema muestra la pantalla de
ranking del circuito actual en sco-
reloop
5.5. Diagramas de clases
En este punto ya se dispone de gran parte de la informacio´n necesaria
para crear un diagrama de clases UML. Primero de todo hay que destacar
que en este apartado se tendra´ que distinguir entre la versio´n OpenGL ES
2 y la versio´n jPCT-AE en algunos casos, por lo que se van a dividir los
diagramas en apartados o grupos. De este modo podremos separar partes
comunes entre ambas versiones del juego de las no comunes.
Tambie´n hay que destacar que por cuestiones de taman˜o de los diagramas,
no se han incluido todos los atributos en las clases de los diagramas. A
continuacio´n se listan los grupos:
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Interfaz Android En este grupo tendremos todas aquellos diagramas
de clases que definen la interfaz Android de la aplicacio´n, actividades,
vistas, etc. Este apartado sera va´lido para las dos versiones del juego.
Lo´gica del juego Este grupo constara´ de todas las clases involucradas
en la lo´gica del juego y el apartado de audio. En estos diagramas no
se van a incluir clases de ningu´n motor gra´fico, por lo que tambie´n
tendra´ validez para ambas versiones del juego.
Integracio´n jPCT-AE En este apartado se integrara´ la lo´gica del juego
con el motor jPCT-AE, por lo que so´lo va a servir para esta imple-
mentacio´n del juego. Se ha decidido hacer primero esta integracio´n
para posteriormente crear el diagrama de clases UML del motor so-
bre OpenGL ES 2 con una estructura similar, con el objetivo de ganar
reusabilidad de co´digo cuando se implementen ambas versiones.
Disen˜o de un motor sobre OpenGL ES 2 Partiendo del esquema de
jPCT-AE, se creara´ el diagrama de clases de nuestro motor 3D propio
sobre OpenGL ES 2.
A nivel de disen˜o, la diferencia principal entre ambas aplicaciones se
muestra en la siguiente imagen. jPCT-AE funciona de intermediario entre
OpenGL ES 2 y la lo´gica del juego, mientras que en la versio´n OpenGL
ES 2 se tendra´ que implementar un motor 3D espec´ıfico para el juego sobre
OpenGL ES 2, por lo que se trabajara a un nivel ma´s bajo.
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Figura 5.6: Pilas de software de ambas versiones de la aplicacio´n
El objetivo de disen˜o para la parte del Motor 3D sobre OpenGL ES
2 es proporcionar una interfaz similar a la de jPCT-AE, de esta forma la
implementacio´n de la lo´gica del juego sobre jPCT-AE se podra´ reutilizar
para la versio´n OpenGL ES 2.
5.5.1. Interfaz Android
Como se ha explicado, este apartado es va´lido para ambas aplicaciones,
al estar utilizando u´nicamente clases Android para crear la interfaz. Para
desarrollar esta parte del diagrama de clases se debe especificar antes que´ ac-
tividades Android va a tener la aplicacio´n. Para ello se usara´n las vistas y
los casos de uso que se vieron anteriormente.
MenuActivity Actividad que contendra´ la vista del menu´ principal y
la cual permitira´ tambie´n elegir el circuito sobre el que jugar. Esto se
ha decidido asi para que el menu´ de seleccionar el circuito se muestre
ma´s ra´pido.
PreferencesActivity Actividad que contendra´ del menu´ de opciones
del juego.
AirRaceActivity Actividad del juego en s´ı.
Las vistas de pausa y fin de vuelta se superponen al propio juego sin
interrumpirlo por lo que estos estara´n integrados en la misma actividad Ai-
rRaceActivity.
La relacio´n entre estas actividades es la misma que se vio en el mapa
navegacional de vistas.









5.5.2. Lo´gica del juego
En este apartado se mostraran todas las clases que representara´n la lo´gica
del juego sin relacionarlas todav´ıa con clases de motor gra´fico. De este modo
se puede definir de forma gene´rica para ambas aplicaciones.
5.5.3. Integracio´n con jPCT-AE
A continuacio´n vamos a partir del diagrama de lo´gica del juego y vamos
a integrar en e´l las clases de jPCT-AE tal y como se explica en la documen-
tacio´n de este motor 3D.
El funcionamiento de jPCT-AE es simple, ya que el motor nos proporciona
2 clases principales de las que nuestras clases pueden heredar la funcionalidad
gra´fica. Estas clases son:
World Esta clase es la gestora de la escena de jPCT-AE. Es la clase
ma´s importante ya que es la que se encarga de albergar todos los objetos
de la escena, gestionar la ca´mara, la iluminacio´n, etc.
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Object3D Esta clase representa una elemento gra´fico en jPCT-AE.
Cualquier clase de nuestra lo´gica que tenga representacio´n visual en el
mundo 3D debera´ ser un Object3D.
Adema´s de lo anterior, el motor proporciona otras clases que necesitare-
mos utilizar, a continuacio´n se listan algunas de las ma´s importantes:
TextureManager Esta clase singleton se encarga de gestionar la car-
ga, asignacio´n e identificacio´n de las texturas del motor
Config Esta clase sirve para configurar varios para´metros del motor
3D
Camera Clase que representa una ca´mara desde la que se observa el
mundo
CollisionListener Clase que deben implementar todas las clases del
modelo que necesiten recibir avisos de deteccio´n de colisiones.
Frame Buffer Esta clase representa el frame buffer donde jPCT-AE
renderiza la escena
Loader Clase del motor que nos permite cargar modelos 3D desde
archivos en los formatos soportados (3ds, m2d, obj, etc) y asignarlos a
objetos de la clase Object3D
Interact2D Clase que nos facilita proyectar puntos 3D sobre la pan-
talla o viceversa.
Octree Representacio´n de octree que nos proporciona el motor, muy
u´til para deteccio´n de colisiones
SimpleVector Implementacio´n de vectores 3D del jPCT-AE. Esta cla-
se se va a omitir de los diagramas por claridad ya que se va a utilizar
en la mayor´ıa parte de las clases del juego.
Por u´ltimo, en la documentacio´n y ejemplos de jPCT-AE podemos ver
como se utiliza la clase renderer que vimos en el diagrama de clases de AirRa-
ceAcitivity como clase ra´ız hacia todo el resto de los componentes del juego,
por lo que e´sta tambie´n contendra´ una cierta parte de gestio´n del motor 3D
y de la lo´gica. El me´todo onDraw() del renderer se llama para dibujar cada
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fotograma, por lo que este me´todo realizara´ la funcio´n de bucle principal del
juego donde realizaremos la entrada, proceso y salida de e´ste.




A continuacio´n se puede ver el sistema de emisio´n de part´ıculas (que
sera´ necesario para el efecto de humo del avio´n que se detallo´ en el disen˜o
del juego) y que por claridad se ha separado del diagrama anterior. jPCT-
AE no proporciona herramientas para gestionar part´ıculas 2D por lo que se
tendra´ que crear utilizando las herramientas que proporciona jPCT-AE:
5.5.4. Motor OpenGL ES 2
En esta seccio´n vamos a crear un diagrama de clases para el motor 3D
de la implementacio´n OpenGL ES 2 del juego, el cual se tendra´ que crear
desde cero para que sustituya a jPCT-AE en esta aplicacio´n. Se parte de la
estructura del diagrama de la versio´n jPCT-AE visto en el apartado ante-
rior para crear una estructura externa similar, de forma que la comunicacio´n
entre la lo´gica y el motor 3D sea parecida. De esta manera, aunque interna-
mente los motores sean totalmente distintos (no se sabe como es jPCT-AE
internamente), externamente se utilizara´n de la misma forma, por lo que a
la hora de implementar nos permitira´ reaprovechar gran parte del co´digo con
un mı´nimo de modificaciones.
Por lo tanto, tendremos que crear clase sustitutas de las que hemos visto
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en los diagramas de la version jPCT-AE. La siguiente tabla muestra las clases
utilizadas de jPCT-AE junto con la clase sustituta en la versio´n OpenGL ES
2.




Config - Se configurara´ el con-
texto OpenGL ES des-
de el renderer
Camera Camera -
CollisionListener - Se implementara´n las
colisiones sin listeners
FrameBuffer - No sera´ necesaria ya
que solo usaremos el






Por lo tanto utilizando estas clases como interfaz para la lo´gica del juego se
se tendra´ que desarrollar la estructura interna de un motor 3D sobre OpengL
ES 2. Al trabajar en OpenGL ES 2, necesitaremos una serie de clases para
gestionar la librer´ıa internamente, siendo la mas importante la gestio´n de
matrices. Ya que en OpenGL ES 2 no disponemos de operaciones del tipo
glPushMatrix y glPopMatrix, tendremos que gestionar las matrices a desde
nuestro propio co´digo, multiplicarlas cuando sea necesario, etc.
Tambie´n necesitaremos un sistema de gestio´n de shaders. Dado que el
juego no va a utilizar cientos de shaders como suele suceder en proyectos de
juegos grandes, crearemos una clase que se encargue de gestionarlos: compi-
lacio´n, gestio´n de sus identificadores, binding, etc.
MatrixManager Esta clase albergara´ las matrices de proyeccio´n, vista
y modelo durante el proceso de dibujado de la escena.
ShaderManager Esta clase gestionara´ todo lo necesario respecto a los
shaders (compilacio´n, link, etc).
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Por u´ltimo como se hizo en jPCT-AE, la parte de la emisio´n de part´ıculas
esta a parte y se muestra en el siguiente diagrama:
5.6. Recursos gra´ficos y de sonido
En este apartado se van a especificar que recursos externos a la programa-
cio´n sera´n necesarios para el juego a partir de su disen˜o final. Para este juego
en concreto se van a necesitar modelos 3D, texturas, elementos de interfaz y
efectos de sonido que se utilizara´n en ambas implementaciones.
Modelos 3D Sera´n necesarios una serie de modelos 3D los cuales se creara´n
con Blender. En este apartado so´lo se va a listar el modelado 3D, las texturas
de estos modelos se listara´n en el apartado Texturas.
Modelo de un avio´n estilo Red Bull Air Race basado en el de la figura
5.7
Modelo de un pilo´n similar a la figura 5.8
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Modelo de un pilo´n roto en 2 partes, creado a partir del modelo anterior
Modelo de un skydome (cu´pula) que representara´ el cielo.
Modelo del escenario 1 descrito en el apartado disen˜o final (3.2.13).
Terreno montan˜oso, agua (plano) y edificios.
Modelo del escenario 2 descrito en el apartado disen˜o final (3.2.13).
Ciudad cruzada por un r´ıo.
Figura 5.7: Avio´n de Red Bull Air Race
Figura 5.8: Pilo´n de Red Bull Air Race
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Texturas Adema´s de las texturas para los modelos descritos anteriormen-
te, se necesitara´n texturas extra para representar algunos efectos gra´ficos.
Algunas de estas texturas se tendra´n que crear (principalmente en GIMP)
mientras que otras ma´s gene´ricas (elementos de los escenarios) se obtendra´n
de stocks de texturas gratuitas y libres de uso.
Texturas del modelo del avio´n, similar al avio´n de la figura 5.7
Texturas de un pilo´n de inicio/meta (franjas a cuadros)
Texturas de un pilo´n de vuelo horizontal (franjas azules)
Texturas de un pilo´n de vuelo vertical (franjas a rojas)
Texturas del escenario 1: textura de terreno y edificios.
Texturas del escenario 2: texturas de carretera, edificios variados, as-
falto.
Textura de cielo para el skydome
Textura de humo para los efectos de humo del avio´n
Textura que se utilizara para simular el deslumbramiento del sol (un
c´ırculo semitransparente)
Mapas normales para simular efectos de agua con shaders
Elementos de interfaz Aqu´ı se listan los elementos de interfaz 2D que
sera´n necesarios y que principalmente se creara´n utilizando Inkscape y GIMP:
Botones del menu´ principal: dos pilones con el texto superpuesto.
Elementos del fondo del menu´ principal: cielo, nubes, siluetas de avio-
nes.
Stick analo´gico virtual que se utilizara´ en el modo de control ta´ctil.
Boto´n en forma de pedal para manejar el rudder del avio´n.
Slider en forma de palanca para controlar la potencia del motor del
avio´n.
Fondo del menu´ de pausa y del menu´ de final de vuelta..
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Sonido El sonido se obtendra´ principalmente de fuentes externas libres de
uso debido a la falta de recursos para crear sonidos propios.
Motor del avio´n: sonido que se pueda reproducir en loop para repre-
sentar este efecto
Alarma de penalizacio´n, lo ma´s similar posible a la que se escucha en
las carreras de Red Bull Air Race
Sonido de e´xito al cruzar una puerta.
Sonido de choque contra superficie so´lida.
Sonido de choque contra el agua.
5.7. Estrategia de implementacio´n
Para este proyecto se deben implementar dos apliaciones para el mismo
juego, una con el motor jPCT-AE y otra con la librer´ıa OpenGL ES 2, por
lo que se debe decidir en que orden se van a implementar las dos aplicaciones
para poder establecer una planificacio´n.
La implementacio´n se realizara´ en ”paralelo¨ıterativamente, es decir, se
ira´n implementando componentes en ambas versiones del juego. Por ejemplo,
cuando se implemente la deteccio´n de colisiones en una versio´n, se procedera´ a
implementarlo en la otra.
Otra opcio´n era realizar primero una versio´n del juego completa y despue´s
la otra, pero se decidio´ que, de cara a realizar la comparativa, beneficiar´ıa
ma´s desarrollar por funcionalidad y no por aplicacio´n.
En general los componentes se implementara´n primero en la versio´n de
jPCT-AE ya que posiblemente sera mas sencilla de realizar y permitira´ en-





En esta seccio´n se van a seleccionar los componentes ma´s importantes
comunes a ambas aplicaciones para ver unas pinceladas sobre su implemen-
tacio´n.
6.1. Estructura del proyecto en Eclipse
Primero se va a mostrar ver que aspecto tiene un proyecto de aplicacio´n
Android en Eclipse. A continuacio´n se muestra una imagen de la versio´n
jPCT-AE del juego:
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Figura 6.1: Jerarqu´ıa de un proyecto Android en Eclipse
gen: Esta carpeta contiene archivos de co´digo java autogenerados. Ac-
tualmente so´lo contiene el archivo R.java, el cual le asigna un identi-
ficador a cada uno de los recursos externos de manera que estos sean
accesibles mediante ese id desde mediante co´digo Java desde la aplica-
cio´n.
src: Co´digo fuente de la aplicacio´n, como se puede ver esta dividido en
varios packages.
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Android 4.2: Esta carpeta virtual (no se encuentra en el disco duro)
indica el .jar del SDK de Android.
Android Dependencies: Carpeta virtual que contiene las liber´ıas
Android externas .jar necesarias para el construir el proyecto. En este
caso contiene Scoreloopui.jar, Scoreloop-core.jar y jpct-ae.jar
Assets: Esta carpeta contiene recursos externos como pueden ser ima´ge-
nes, fuentes, etc. El SDK nunca modifica estos ficheros.
bin: Carpeta que contiene los archivos intermedios utilizados para crear
el .apk de la aplicacio´n
libs: Carpeta que contiene f´ısicamente las librer´ıas de las que depende
cada aplicacio´n.
res: Esta carpeta contiene diversas subcarpetas:
• drawable-X: Este conjunto de carpetas contiene las ima´genes de
la aplicacio´n. El sufijo asociado a cada una indica da resolucio´n de
estas ima´genes, la cual viene especificada en el sitio web Android
Developers. Las ima´genes le´ıdas de estas carpetas pueden ser re-
escaladas por el SDK de Android.
• raw: carpeta utilizada para almacenar todo tipo de recursos, estos
no sera´n modificados al cargarlos.
• layout: Esta carpeta contiene archivos xml que describen las vis-
tas.
• values: Contiene archivos .xml que declaran varios valores, prin-
cipalmente strings y estilos. Crear esta carpeta con un sufijo es-
pec´ıfico de idioma hara´ que la aplicacio´n utilice los valores del
idioma del sistema Android sobre el que se ejecuta, cosa muy u´til
cuando se necesita poder traducir una aplicacio´n fa´cilmente.
• values-v11: Esta carpeta es opcional e indica que cualquier dis-
positivo Android que ejecute una version API mayor que la 11
utilizara´ los .xml contenidos en ella en lugar de los que hay en la
carpeta values. En esta aplicacio´n se utiliza para que los dispositi-
vos ma´s avanzados muestren el tema visual de Android conocido
como Holo.
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• xml: Esta carpeta se utiliza para el resto de archivos xml. En nues-
tro caso solo contiene el xml que define que´ opciones se muestran
en el menu´ de preferencias del juego.
AndroidManifest.xml: Archivo explicado en el apartado Android
(2.2.6). En el siguiente apartado se mostrara´ que´ se declara en e´l para
las dos aplicaciones implementadas.
6.2. AndroidManifest.xml
Este documento xml acompan˜a a toda aplicacio´n Android y especifica una
serie de para´metros de la aplicacio´n, como se vio en el apartado de Android
(2.2.6).
Aqu´ı se va a definir el archivo AndroidManifest.xml del juego para las
actividades definidas en el disen˜o, y con los permisos necesarios para su fun-
cionamiento. Se empieza por declarar las versiones de Android, los permisos
y los requisitos de hardware de la aplicacio´n:
uses-sdk
• minSdkVersion 10 Versio´n de Android mı´nima sobre la que se
asegura el funcionamiento de la alicacio´n.
• targetSdkVersion 17 Versio´n ma´s alta de la que se utilizan fun-
cionalidades del SDK (sera responsabilidad nuestra asegurarnos de
que se utilizan de un modo seguro para dispositivos con versiones
anteriores)
uses-permission
• android.permission.READ PHONE STATE: Permiso que uti-
liza para identificar al usuario mediante un hash, de esta manera
Scoreloop no obliga al usuario a registrarse
• android.permission.INTERNET: Permiso de acceso a Inter-
net, necesario para el correcto funcionamiento de Scoreloop (Sco-
reloop no requiere acceso a Internet para jugar al juego pero s´ı el
permiso para funcionar correctamente)
uses-feature
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• android.hardware.touchscreen.multitouch, required true:
Se declara que la aplicacio´n requiere pantalla ta´ctil con multitouch
• android.hardware.accelerometer, required false: Se declara
que la aplicacio´n usara´ el acelero´metro pero que no sera´ obligatorio
tenerlo.
En la siguiente figura se pueden ver estos datos en el archivo .xml del
juego
Figura 6.2: Declaraciones de versiones, permisos y requisitos de hardware en
el archivo manifest
Visto lo anterior, falta por u´ltimo declarar las actividades. Esto se puede
ver en el fragmento xml de la figura siguiente. La estructura de actividades se
ha creado tal y como se decidio´ en la fase de disen˜o. Mediante el intent-filter,
se declara la actividad MenuActivity como actividad principal, es decir, la
que se abre al lanzar la aplicacio´n.
Screen-orientation limita la orientacio´n de la pantalla a la indicada. Si
no se declara para una actividad, se considera que ambas orientaciones son
correctas y que la aplicacio´n se auto-adapta.
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Figura 6.3: Declaraciones de Actividades en el archivo manifest
Por u´ltimo, la aplicacio´n usa el estilo llamado tema. Este estilo esta´ de-
clarado en el archivo styles.xml, contenido en la carpeta values y values-v11,
por lo que variara´ dependiendo de que´ version de Android ejecute el disposi-
tivo. A continuacio´n se pueden ver las declaraciones ambos estilos. Hay que
recordar que los xml de values-v11 solo se usan en versiones de Android con
API superior a la 11 (Android 3.0), ya que fue la primera versio´n en incluir
la interfaz Holo.
Figura 6.4: Estilo definido en values/styles.xml
Figura 6.5: Estilo definido en values-v11/styles.xml
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6.3. Menu´s del juego
En esta seccio´n se explican los aspectos ma´s importantes de la implemen-
tacio´n de las actividades de la aplicacio´n. Se muestra como se navega entre
actividades, como se responde a la entrada del usuario y como se gestionan
los eventos de estado de la actividad vistos en la seccio´n Android (2.2.4)
Menu´ Principal La vista principal de esta actividad incluye una serie de
botones, como se definio´ en el apartado de vistas (5.2). La vista se define en
un archivo xml, aunque Eclipse con el plugin ADT proporciona herramientas
para modificar vistas gra´ficamente sobre el xml.
Su funcio´n ma´s importante es responder a los eventos de los botones que
pulsa el usuario. Para ello se usa el metodo onClick(). Este me´todo recibe
los clicks sobre los elementos de la pantalla, comprueba el identificador del
elemento y decide que hacer segu´n el elemento en el que se ha hecho click.
Esta actividad muestra adema´s de los botones un fondo animado muy
simple por el que se desplazan varios elementos de derecha a izquierda. A
continuacio´n se muestra el aspecto gra´fico del menu´:
Figura 6.6: Menu´ principal
Por otro lado, esta actividad tambie´n realiza la funcio´n de selector de
circuitos del juego, a la cual se pasa al pulsar el boto´n start game. Cuando se
detecta esta pulsacio´n, se ocultan los layouts del menu´ principal y se muestra
en selector de niveles, todo dentro de la misma Actividad. Se tomo´ esta
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decisio´n ya que as´ı el menu´ de circuitos se muestra mucho ma´s ra´pido que
con una actividad a parte.
Para implementar la vista tal y como se definio´, en forma de rejilla de
ima´genes donde cada una de ellas es un boto´n, se utiliza un tipo de vista
proporcionado por el SDK: GridView. Esta vista se crea y gestiona de la
siguiente forma.
MenuActivity.java
1 pub l i c void onCreate ( Bundle savedIns tanceSta te ) {
2 super . onCreate ( savedIns tanceState ) ;
3
4 . . . . . . . . . .
5 GridView gr idv iew = (GridView ) findViewById (R. id .
gr idv iew ) ;
6 gr idv iew . setAdapter (new ImageAdapter ( t h i s ) ) ;
7
8 gr idv iew . se tOnItemCl ickL i s tener ( t h i s ) ;
9 }
10
11 pub l i c void onItemClick (AdapterView<?> arg0 , View arg1 , i n t
arg2 , long arg3 )
12 {
13 MyScoreManager . g e t In s tance ( ) . l e v e l = arg2 ;
14 In tent i = new Intent ( th i s , AirRaceAct iv i ty . c l a s s ) ;
15 s t a r tA c t i v i t y ( i ) ;
16 }
El segundo me´todo se encarga de responder a los clicks del usuario sobre
los iconos de la rejilla. En este caso, como esta´ seleccionando un nivel, se
guarda el numero elegido y se lanza la actividad de juego.
En el primer me´todo, se puede ver que se ha creado una vista GridView
y se le ha asignado un ImageAdapter. Este imageAdapter es una clase
que funciona de puente entre los datos que va a mostrar el grid view (las




2 pub l i c c l a s s ImageAdapter extends BaseAdapter {
3 pub l i c View getView ( i n t po s i t i on , View convertView ,
ViewGroup parent ) {
4 ImageView imageView ;
5 i f ( convertView == nu l l ) {
6 imageView = new ImageView (mContext ) ;
7 imageView . setLayoutParams (new GridView .
LayoutParams (130 , 130) ) ;
8 imageView . setSca leType ( ImageView . ScaleType .
CENTERCROP) ;
9 imageView . setPadding (8 , 8 , 8 , 8) ;
10 } e l s e {
11 imageView = ( ImageView ) convertView ;
12 }
13
14 imageView . setImageResource (mThumbIds [ p o s i t i o n ] ) ;
15 re turn imageView ;
16 }
17
18 // r e f e r e n c i a s a l a s imagenes de l a carpeta r e s /drawable
19 pr i va t e In t eg e r [ ] mThumbIds = {




En getView() se puede configurar como se van a mostrar estas ima´genes: el
taman˜o, el padding, etc. En el array mThumbsIds esta´n los identificadores
de las ima´genes que se van a mostrar, las cuales provienen de las carpetas
drawable de la aplicacio´n. A continuacio´n se puede ver el aspecto final de la
vista.
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Figura 6.7: Menu´ de seleccio´n de circuitos del juego
Opciones El menu´ de opciones se va ha implementado mediante la clase
Preferences que proporciona el SDK de Android. Esta clase permite crear
un menu´ de opciones declarando cada una de ellas en un archivo .xml, tal y
como se muestra a continuacio´n:
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Figura 6.8: Fragmento de preferences.xml
En este xml se definen categor´ıas que contienen las opciones individuales.
Como se muestra en el xml, primero hay un checkbox preference para activar
o desactivar el sonido.
Ma´s adelante aparece una clase que no viene del SDK de Android si no
que esta´ en un package de la aplicacio´n, SeekBarPreference. Para seleccionar
la sensibilidad de los controles, se necesitaba una barra deslizante y el SDK
no proporcionaba una para el menu´ de preferencias, por lo que se tuvo que
extender la clase Preference para que manejara una instancia del widget
SeekBar.
Figura 6.9: Menu´ de opciones del juego
6.4. Actividad Air Race
Esta actividad es la ma´s importante ya que es la que alberga al juego en s´ı,
por lo tanto se ha decidido ponerla en una seccio´n a parte. Aqu´ı sera´ mucho
ma´s importante gestionar las entradas del usuario y los eventos correctamen-
te. Resumiendo, se va a ver como se recoge la entrada de los sensores, del
mando hardware externo, de la pantalla ta´ctil, las vistas, etc.
Controles por sensores Este me´todo de control se explicara´ aqu´ı deta-
lladamente ya que para este juego es el ma´s importante de los tres imple-
mentados. Para controlar el avio´n, es necesario obtener 2 ejes de rotacio´n,
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pitch y roll. Como se explico´ en el disen˜o, el rudder se controlara´ mediante
la pantalla ta´ctil dado que manejar 3 ejes de rotacio´n con los sensores ser´ıa
muy incomodo de manejar.
Para ello se utilizan dos sensores distintos: el acelero´metro y el sensor de
campo magne´tico, que en combinacio´n proporcionara´n una matriz de rotacio´n
del dispositivo. En versiones anteriores del SDK, Android proporcionaba un
tipo de sensor llamado TYPE ORIENTATION que se encargaba de gestionar
esta combinacio´n de sensores, pero actualmente se encuentra deprecated. Es
importante saber de que´ forma esta´ orientado el dispositivo justo antes de
empezar a jugar para compensar diferentes formas de sujetar el dispositivo
(calibracio´n). Por ejemplo, los valores iniciales de los sensores no sera´n los
mismos si la persona esta de pie, sentada, o tumbada.
Para inicializar el uso de los sensores, se ejecutara el siguiente co´digo en
el me´todo onCreate de la actividad:
AirRaceActivity.java
1 i f ( Sett ingsManager . g e t In s tance ( ) . ge tContro l s ( ) ) {
2 sensorManager = ( SensorManager ) getSystemServ ice (
SENSOR SERVICE) ;
3
4 sensorManager . r e g i s t e r L i s t e n e r ( th i s ,
5 sensorManager . ge tDe fau l tSensor ( Sensor .
TYPEACCELEROMETER) ,
6 SensorManager .SENSORDELAYGAME) ;
7
8 sensorManager . r e g i s t e r L i s t e n e r ( th i s ,
9 sensorManager . ge tDe fau l tSensor ( Sensor .
TYPE MAGNETIC FIELD) ,
10 SensorManager .SENSORDELAYGAME) ;
11
12
13 } e l s e {
14 . . .
15 }
Este co´digo comprueba si se han elegido los controles por sensores. Si es as´ı,
configura el sensorManager y registra listeners para los dos sensores que se
utilizan. El delay o retraso de los sensores se configura como GAME. Es-
to proporciona un movimiento ma´s suave ya que se recogen muchas ma´s
muestras, pero tambie´n se gasta ma´s bater´ıa. Pese a ello, al tratarse de un
juego, no se puede reducir este valor ya que entonces la rotacio´n del avio´n
no funciona con la precisio´n suficiente.
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A continuacio´n se va a explicar como se procesan los eventos de estos
dos sensores. El siguiente me´todo recibe todos los eventos de los sensores
registrados y segu´n de que sensor sean realiza distintas tareas.
AirRaceActivity.java
1 pub l i c void onSensorChanged ( SensorEvent event ) {
2 i f ( event . s enso r . getType ( ) == Sensor .TYPEACCELEROMETER)
{
3 i f ( mLastInputDevice == nu l l )
4 getAcce le rometer ( event ) ;
5 }
6 e l s e i f ( event . s en so r . getType ( ) == Sensor .
TYPE MAGNETIC FIELD && ! c a l i b r a t e d ) {
7 System . arraycopy ( event . va lues , 0 , m lastMagFields ,
0 , 3) ;
8 }
9 }
En caso de recibir un evento de cambio del sensor magne´tico y que los
controles no se hayan calibrado, este evento se almacena en una variable.
Los eventos del sensor magne´tico se utilizan u´nicamente para calibrar los
controles segu´n la posicio´n actual del dispositivo, por lo que solo es necesario
almacenar un valor que se utilizara´ posteriormente en combinacio´n con el
acelero´metro.
Si llega un evento del acelero´metro, e´ste se procesa en en getAccelerome-
ter(event).
A continuacio´n se muestra la parte del me´todo de proceso de eventos del
acelero´metro que se encarga de calibrar los controles.
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AirRaceActivity.java
1 pr i va t e void getAcce le rometer ( SensorEvent event ) {
2 f l o a t [ ] va lue s = event . va lue s ;
3
4 // se almacena e l evento en m las tAcce l s
5 System . arraycopy ( event . va lues , 0 , m lastAcce l s , 0 , 3) ;
6
7 f l o a t y = va lues [ 1 ] ;
8
9 /∗∗
10 ∗ Para e l p i t ch se u t i l i z a e l angulo de p i t ch de l
d i s p o s i t i v o Para e l
11 ∗ r o l l se u t i l i z a d i rectamente e l va l o r de a c e l e r a c i o n
de l ace l e rometro
12 ∗/
13 i f ( ! c a l i b r a t e d ) {
14 y c a l i b r a t e = y ; // r o l l
15
16 x c a l i b r a t e = computePitch ( ) ; // p i t ch
17
18 c a l i b r a t e d = true ;
19 }
20 . . .
s En este me´todo, se recogen los valores de pitch y roll de los sensores. Lo
primero que se hace en el primer if es comprobar si los sensores se han cali-
brado. Si no es as´ı, se calibran almacenando los valores actuales como punto
inicial.
La calibracio´n consiste en almacenar los valores de los dos sensores en un
momento concreto (x calibrate e y calibrate) y considerar estos valores como
cero de todos los movimientos posteriores. De este modo, sera´ indiferente
en que posicio´n este´ jugando la persona, ya que el juego se calibrara´ au-
toma´ticamente. Esta calibracio´n se ejecutara justo antes de empezar a jugar,
y tambie´n en el menu´ de pausa o de fin de vuelta al pulsar los botones retry
o restart. Esto se hace porque es comu´n que al poner pausa en el juego o
en momentos de transicio´n entre partidas, el usuario se mueva y cambie la
orientacio´n del dispositivo.
Una vez se han calibrado los controles, se procede a procesar las entradas
y pasarselas al renderer, que se encargara de que la lo´gica del juego las reciba:
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AirRaceActivity.java
1 . . .
2 i f ( r ende re r . loaded ) {
3 touchTurn = (y − y c a l i b r a t e ) / ydiv ;
4 touchTurnUp = ( computePitch ( ) − x c a l i b r a t e ) / xdiv ;
5
6 r endere r . setTouchTurn ( touchTurn ) ;
7 r endere r . setTouchTurnUp ( touchTurnUp ) ;
8 }
9 }
En el fragmento de co´digo anterior se ve como se utiliza y calibrate y
x calibrate como puntos iniciales del movimiento al resta´rselos al valor actual
para compensar. Las variables Ydiv y Xdiv representan la sensibilidad de los
controles, las cuales se pueden configurar desde el menu´ de opciones del juego.
Por u´ltimo queda ver como se computa el a´ngulo de pitch (la llamada
a computePitch() ) utilizando los valores que se almacenaron al calibrar los
controles para el sensor magne´tico y el valor actual del acelero´metro.
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AirRaceActivity.java
1 pr i va t e f l o a t computePitch ( ) {
2
3 i f ( SensorManager . getRotat ionMatr ix ( m rotationMatrix ,
nu l l , m lastAcce l s , m lastMagFie lds ) ) {
4 SensorManager . g e tOr i en ta t i on ( m rotationMatrix ,
m or i enta t i on ) ;
5
6 /∗ :
7 ∗ [ 0 ] : yaw , r o ta c i on a l r ededor de l e j e z
8 ∗ [ 1 ] : p itch , r o t a c i on a l r ededor de l e j e x




13 ∗ Nota : Con e l t e l e f o n o en po s i c i on landscape , e l
e j e de ro ta c i on
14 ∗ de p i t ch es e l y
15 ∗/
16 f l o a t p i t ch = m or i enta t i on [ 2 ] ;
17 re turn p i t ch ;
18 }
19
20 re turn −2;
21
22 }
Resumiendo, se obtiene la matriz de rotacio´n utilizando los valores de
aceleracio´n actual y campo magne´tico almacenado durante la calibracio´n, y
de esta matriz de rotacio´n se obtienen los a´ngulos de orientacio´n de cada
eje, de los cuales se utiliza el y como rotacio´n pitch al estar sosteniendo el
dispositivo en posicio´n landscape.
Controles por mando externo Se ha implementado un me´todo de con-
trol alternativo en el que se permite al jugador conectar un mando externo
para manejar el juego. Esto se ha implementado utilizando el soporte na-
tivo de mandos del SDK, por lo que se podra´ jugar con cualquier mando
compatible con Android.
Para este proyecto se ha utilizado un mando de PlayStation 3, SixAxis ,
junto con la aplicacio´n SixAxis Controller, que permite conectar el mando a
un dispositivo Android por Bluetooth. De esta manera se han realizado las
pruebas necesarias para ponerlo en funcionamiento.
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Esta funcionalidad solo esta disponible a partir de la API 15, por lo que
se protegera´n los puntos de entrada a estos me´todos mediante una compro-
bacio´n de versio´n. Esto se hace del siguiente modo:
AirRaceActivity.java
1 pub l i c boolean onGenericMotionEvent (MotionEvent event ) {
2
3 i f ( Bui ld .VERSION.SDK INT >= 15)
4 {
5 . . .
6 }
7
8 . . .
9 }
Tambie´n existe la etiqueta @TargetAPI(15) para indicar que este co´digo
ya esta protegido y que so´lo se va a ejecutar en API 15 o superior, por lo
que al poner esta etiqueta se suprime el warning que aparece al utilizar este
co´digo. No hay que confundirse y pensar que la etiqueta protege el co´digo. La
etiqueta es un indicador que se debe poner una vez el co´digo esta protegido
para eliminar el warning.
La gestio´n de eventos del mando es similar a la gestio´n de cualquier otro
evento ta´ctil o de sensores, por lo que no se va a incluir aqu´ı para evitar
sobrecargar mucho este documento.
Controles por pantalla ta´ctil Estos controles se han implementado en
una vista a parte que ser´ıa demasiado extensa para exponer aqu´ı, pero se
explicara´n las partes ma´s importantes de esta.
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Figura 6.10: vista de controles ta´ctiles del juego
La figura anterior muestra todos los controles ta´ctiles del juego en mo´do
control ta´ctil. Esta vista detecta el me´todo de control elegido y an˜ade/elimina
elementos, por ejemplo, si se usan los sensores, no se necesita el joystick de
la izquierda, por lo que la vista se reconfigura (ver siguiente figura)
Figura 6.11: vista de controles ta´ctiles en modo sensores
Por u´ltimo, la vista se ha creado de modo que los elementos escalen con el
taman˜o de la pantalla, aunque al no disponer de una tablet no se ha podido
probar ni ajustar en dispositivos reales con pantallas ma´s grandes.
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Menu´ de pausa/fin de vuelta Esta vista gestiona cada uno de sus ele-
mentos por separado, buscando donde el usuario hace click para distinguir
entre eventos de un elemento u otro. A partir de esto se redirige la aplicacio´n
hacia donde el usuario desea.
6.5. Scoreloop
Scoreloop es una librer´ıa para juegos que proporciona a los usuarios listas
de amigos, logros, rankings, etc. similar a Game Center en la plataforma
iOS. La gran diferencia es que Game Center es gestionado por Apple, por lo
cual esta mucho ma´s extendido que cualquier plataforma de este tipo para
Android, las cuales ven afectado su uso enormemente por la fragmentacio´n
de la plataforma.
En el momento de escribir estas lineas, hay rumores de que Google va
a anunciar su propia plataforma de este tipo en el pro´ximo I/O, pero hasta
entonces estas plataformas externas o la creacio´n de un sistema propio son las
u´nicas opciones para integrar las funcionalidades mencionadas en el pa´rrafo
anterior.
Scoreloop es un sistema muy sencillo de integrar ya que incluye su propia
interfaz configurable, con lo cual so´lo hay que declarar las actividades de
Scoreloop y sus permisos en el archivo AndroidManifest.xml de la aplicacio´n
para poder llamar a sus actividades mediante intents. Scoreloop tambie´n
asegura que incluso se pueda utilizar su funcionalidad sin conexio´n a Internet,
almacenando las puntuaciones en local hasta que se recupere la conexio´n.
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Figura 6.12: Funcionamiento de Scoreloop
Cuando se abre alguna funcionalidad de Scoreloop por primera vez, apa-
rece una ventana con los te´rminos de servicio. Si el usuario los acepta, se le
asigna un identificador con el cual ya puede figurar en los rankings del juego.
El juego se ha implementado de modo que si el usuario rechaza los te´rminos
de servicio, no sucedera´ nada, simplemente la funcionalidad de los rankings
online del juego estara´ desactivada. Si los acepta, el usuario puede consultar
su dashboard, sus resultados de tiempo en los distintos circuitos, etc.
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Figura 6.13: Dashboard de usuario de Scoreloop
Figura 6.14: Ranking de un circuito en Scoreloop
A continuacio´n se puede ver el co´digo que llama a la actividad dashboard
de Scoreloop
MenuActivity.java
1 pr i va t e void launchDashboard ( ) {
2 boolean r e j e c t e d = Score loopManagerSingleton . get ( ) .
userRejectedTermsOfServ ice ( nu l l ) ;
3 i f ( ! r e j e c t e d ) {
4 s t a r tA c t i v i t y (new Intent ( th i s , EntryScreenAct iv i ty .
c l a s s ) ) ;
5 } e l s e {
6 Toast . makeText ( th i s , ” Score loop Terms o f S e rv i c e
r e j e c t e d ” , Toast .LENGTH SHORT)




Como el sonido que se disen˜o´ para este juego no es especialmente exi-




1 pub l i c c l a s s SoundEngine
2 {
3 pr i va t e SparseIntArray soundPoolMap ;
4 SoundPool sp ;
5
6 pub l i c SoundEngine ( Context c ) {
7
8 sp = new SoundPool (5 , AudioManager .STREAMMUSIC, 0) ;
9 soundPoolMap = new SparseIntArray ( ) ;
10
11 soundPoolMap . put (ENGINE, sp . load ( c , R. raw . avioneta , 1) ) ;
12 soundPoolMap . put (PASS, sp . load ( c , R. raw . success low , 1) ) ;
13 soundPoolMap . put (SPLASH, sp . load ( c , R. raw . sp lash , 1) ) ;
14 soundPoolMap . put (ALARM, sp . load ( c , R. raw . alarm1 , 1) ) ;
15 soundPoolMap . put (PENALTY, sp . load ( c , R. raw . penalty , 1) ) ;
16 soundPoolMap . put (CRASH, sp . load ( c , R. raw . crash , 1) ) ;
17 }
18
19 pub l i c void p lay snd ( i n t snd , i n t loop ) {
20 sp . play ( soundPoolMap . get ( snd ) , 1 f , 1 f , 1 , loop , 1 f ) ;
21 }
22 }
El co´digo anterior simplificado muestra que se almacena en un SparseIn-
tArray (similar a un HashMap) el ID con el que se conoce cada sonido en
la aplicacio´n (constantes enteras, en mayu´sculas) con el ID que devuelve la
instruccio´n load sobre la instancia de SoundPool. Posteriormente para hacer
sonar el sonido se llamara´ a play snd(), indicando que sonido que se desea
que suene y cuantas veces seguidas debe sonar.
6.7. Lo´gica
La lo´gica del juego consiste en un circuito de puertas (almacenado en un
array) que el jugador/a debe recorrer en orden. La parte ma´s interesante de
implementar en este apartado ha sido la deteccio´n del avio´n al pasar por una
puerta ae´rea y decidir que penalizaciones aplicar.
Este algoritmo se inicio´ creando una clase que representa un plano vertical
que cubre la zona por la que el jugador debe cruzar. Este plano se genera a
partir de las posiciones de los pilones de la puerta. La normal de este plano
apunta hacia el lado correcto por el que el avio´n debe acceder a la puerta.
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A continuacio´n se describio´ todo el proceso mediante un algoritmo, que
se muestra a continuacio´n en orden secuencial de ejecucio´n:
1. Distancia: ¿A que´ distancia esta el avio´n de la puerta? Si esta muy
lejos no hace falta seguir ya que es imposible que haya cruzado.
2. Cruce del plano infinito: Se ignoran los l´ımites del plano y se con-
sidera infinito. ¿El jugador ha cruzado el plano inifinito de la puerta?
Si el avio´n no ha cruzado el plano infinito no hace falta continuar el
algoritmo.
3. Cruce del plano limitado: Si ha cruzado el plano infinito, hay que
ver por que´ punto lo ha cruzado y decidir, existen varias alternativas:
OK: El avio´n ha pasado por los l´ımites establecidos de la puerta,
si es as´ı se procede a la u´ltima comprobacio´n
Penalizacio´n de altura: Ha pasado correctamente los limites
horizontales pero ha pasado demasiado alto/bajo. Se aplicara la
penalizacio´n de altura, la puerta se considera pasada y se termina
el algoritmo.
Se ha saltado la puerta: Ha cruzado la puerta por los l´ımites
verticales pero por fuera de los horizontales. Se considera que se
ha saltado la puerta (penalizacio´n de 10 segundos)
Lo ha cruzado fuera de todos los l´ımites anteriormente
descritos: No ha cruzado la puerta, fin del algoritmo.
4. Tipo de puerta: ¿Ha cruzado con el tipo de vuelo propio de la puerta?
Se comprobaran los a´ngulos de orientacio´n del avio´n para ver si volaba
con el a´ngulo correcto. Si volaba con el a´ngulo correcto, la puerta se
considera pasada sin penalizacio´n. Si volaba incorrectamente, la puerta
se considerara´ pasada pero se le aplicara´ una penalizacio´n al jugador.
La implementacio´n de este me´todo no es ide´ntica en ambas aplicaciones,
ya que en jPCT-AE los ejes de coordenadas estan rotados y su implementa-
cio´n de vectores es distinta, pero la lo´gica que hay detra´s es la misma.
Para detectar los cruces del plano infinito se utilizan dos posiciones con-
secutivas del avio´n (la del frame actual y la del frame anterior) y se calcula
el producto escalar de cada uno de estos dos puntos con la normal del plano.
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Los signos de los resultados indican a que lado del plano se halla cada una
de las dos posiciones del avio´n, por lo que si en un frame estaba en el lado
positivo y en el siguiente frame el avio´n esta´ en el lado negativo, ha cruzado
el plano infinito.
Para detectar si ha cruzado el plano por los l´ımites de este, lo ma´s ra´pido
es calcular la proyeccio´n ortogonal de la posicio´n actual del avio´n sobre el
plano y se comparan las coordenadas de la proyeccio´n con los l´ımites del
plano. Al realizar la comprobacio´n a cada frame, la distancia del avio´n al
plano sera´ muy pequen˜a, por lo que aproximar la posicio´n con la proyeccio´n
apenas provocar´ıa imprecisio´n y es ma´s ra´pido que calcular la interseccio´n
entre una l´ınea y un plano, que conlleva muchos ma´s ca´lculos.
6.8. Lector de circuitos desde fichero
Se ha implementado tambie´n una funcio´n que lee los niveles del juego
desde ficheros. De este modo, se pueden crear nuevos circuitos describie´ndo-
los en estos ficheros y no con co´digo java. Estos ficheros no son ide´nticos
para las dos aplicaciones, pero son muy parecidos. A continuacio´n se mues-
tra la plantilla que se disen˜o´ antes de implementar este me´todo y muestra
aproximadamente la estructura de este.
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plantilla de ficheros de circuito
1 nombre c i r c u i t o
2 x y z #po s i c i on de l skydome
3 sky . png #textura de l skydome
4 skyenvmap . png #textura de l skydome para environment mapping
( s o l o en OpenGL ES 2)
5 x y z #po s i c i on de l s o l
6 r g b #co l o r de luz ambiente
7 r g b #co l o r de luz d i f u s a
8 r g b #co l o r de l a luz e spe cu l a r
9 x y z #po s i c i on i n i c i a l de l jugador
10 x y z #o r i e n t a c i on i n i c i a l de l jugador
11 l andscape . s e r #modelo 3d de l e s c ena r i o
12 dummy #obje to de agua s i l o hay . S i no hay , s u s t i t u i r
por dummy
13 z f a r #f l o a t z fa r , d i s t a n c i a de v i s i o n de l e s c ena r i o
14 s #f a c t o r de e s ca l ado de e s t e t e r r eno
15 ssky #f l o a t : e s ca l ado de l skydome
16 7 #shader ID de l t e r r eno
17 x z #po s i c i on de l pa i s a j e , se ignora l a y
18 y #a l tu r a de l agua
19 x y z #l im i t e i n f e r i o r de l n i v e l ( bmin )
20 x y z #l im i t e supe r i o r de l n i v e l (bmax)
21 n #numero de puertas
22 tp x y z nx nz #Puerta ( t ipo , po s i c i on y o r i e n t a c i on xz )
23 tp x y z nx nz #Puerta ( t ipo , po s i c i on y o r i e n t a c i on xz )
24 tp x y z nx nz #Puerta ( t ipo , po s i c i on y o r i e n t a c i on xz )
25 tp x y z nx nz #Puerta ( t ipo , po s i c i on y o r i e n t a c i on xz )
26 tp x y z nx nz #Puerta ( t ipo , po s i c i on y o r i e n t a c i on xz )
27 tp x y z nx nz #Puerta ( t ipo , po s i c i on y o r i e n t a c i on xz )
28 ( . . . )
Este fichero utiliza una estructura r´ıgida (cada valor debe estar en el lugar
establecido) para minimizar al ma´ximo el parseo necesario y acelerar as´ı la
carga del juego.
6.9. Efectos de part´ıculas (humo)
El sistema de part´ıculas se ha implementado de forma similar en ambas
versiones ya que jPCT-AE no proporcionaba funcionalidad de part´ıculas,
y en el mundo 3D una part´ıcula so´lo es un objeto ma´s. A continuacio´n se
pueden ver los componentes principales del emisor de part´ıculas.
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Emisor de part´ıculas: Este componente se encarga de gestionar su con-
junto de part´ıculas: emitirlas y procesarlas en cada iteracio´n del bucle
principal del juego.
Part´ıcula Este componente representa a las part´ıculas en si. Dado que
estas part´ıculas esta´n en movimiento, sus atributos son su posicio´n,
velocidad y tiempo de vida. El tiempo de vida es el tiempo que le
queda a la part´ıcula hasta desaparecer.
El avio´n tiene un emisor de part´ıculas que se encarga de emitir una nube
de humo en cada iteracio´n o frame del juego a una velocidad un poco menor
a la que lleva el avio´n en ese momento. De esta manera se crea el efecto de
rastro de humo.
6.10. Programacio´n de shaders GLSL
En este apartado se va a mostrar que shaders se han implementado y
tambie´n algunos conceptos de shaders empleados. Se ha incluido aqu´ı este
cap´ıtulo dado que la u´nica diferencia entre los shaders de una versio´n del
juego y la otra son los nombres de las variables, que para jPCT-AE son fijos
y vienen indicados en su documentacio´n.
Como ya se comento´ en el ana´lisis previo (2.5), al trabajar sobre OpenGL
ES 2 es obligatorio escribir por lo menos un shader para que se vea por
pantalla lo que se esta´ renderizando.
jPCT-AE proporciona de serie un shader que imita la funcionalidad del
pipeline fijo de OpenGL, por lo que se puede renderizar en OpenGL ES 2 sin
saber lo que es un shader. Pese a ello, se ha considerado que lo ma´s interesan-
te de trabajar sobre OpenGL ES 2 es la posibilidad de crear shaders propios.
jPCT-AE permite trabajar sobre OpenGL ES 2 y proporciona funcionalida-
des para gestionar shaders, con lo cual ambos juegos se podra´n aprovechar
de sus ventajas.
Al contrario que con jPCT-AE, el juego en OpenGL ES 2 requiere que se
escriba por lo menos un shader para poder renderizar geometr´ıa con e´l, ya
que al contrario que en jPCT-AE, al usar la librer´ıa no se dispone de ningu´n
shader ya implementado.
Shader ba´sico (muestra la textura plana sin ningu´n tipo de ilumina-
cio´n).
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Material del avio´n (texturas e iluminacio´n de Phong por fragmento).
Shader que simula el efecto de movimiento del agua con normal maps,
y con perdida de detalle en el efecto segu´n la distancia a la que se halle
el jugador.
Cielo con bloom (opcional).
Shader de transparencia para part´ıculas (alpha blending). Como el sha-
der ba´sico pero acepta un para´metro de alpha.
Shader del terreno.
Shader de niebla.
A continuacio´n se va a explicar la implementacio´n de dos de estos shaders,
ya que el apartado ser´ıa muy extenso explicarlos todos. Se ha elegido el shader
de transparencia porque es el ma´s simple para empezar, y posteriormente
se explica el shader del agua, el cual resulta el ma´s interesante entre los
restantes.
Shader de transparencia: El primer shader implementado fue un sha-
der ba´sico que permite dibujar objetos sin iluminacio´n, u´nicamente con su
textura y un para´metro alpha que permite hacer el objeto transparente.
Para ello se empezo´ escribiendo un vertex shader que transforma las coor-
denadas de los ve´rtices a coordenadas normalizadas de dispositivo (coorde-
nadas de pantalla) utilizando las matrices vistas en la seccio´n de gestio´n de
matrices (8.1).
Primero se va a dar una breve explicacio´n sobre que tipos de para´metros
y variables se declaran en los shaders GLSL del juego.
uniform Estas ”variables”se pasan desde el co´digo del juego (clase Sha-
derManager). La principal caracter´ıstica de los uniform es que no var´ıan
en todo el pipeline del render de un ve´rtice (es decir, tienen el mismo
valor en el vertex y en el fragment shader). E´stas variables sera´n la ma-
nera de pasar variables personalizadas a los shaders (ya sean variables
de tiempo u otros datos)
attribute Estos atributos esta´n asociados a los ve´rtices (en este caso
posicio´n, normal y coordenadas de textura). Esta informacio´n se leyo´ de
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los modelos 3D y posteriormente se le paso´ a OpenGL en forma de
VBO’s.
varying Los varying son variables intermedias que el vertex shader le
env´ıa al fragment shader. La principal caracter´ıstica de e´stas es que en
el proceso de render var´ıan debido a que al pasar del vertex shader al
fragment shader, las variables varying se interpolan para que el frag-
mento reciba el valor que le corresponde respecto a la posicio´n de los
ve´rtices que lo han generado.
A continuacio´n se muestra el co´digo de un vertex shader ba´sico. Hay que
recordar que este shader se ejecuta para cada ve´rtice que se env´ıa a renderizar.
En los comentarios se explica que´ realiza cada linea
ParticleVertexShader.glsl
1 uniform mat4 u MVPMatrix ; // Matriz ModelViewProjection
2 a t t r i b u t e vec4 a Po s i t i on ; // Pos i c i on de l v e r t i c e en
coordenadas de l modelo
3 a t t r i b u t e vec2 a TexCoordinate ; // Coordenadas de textura de l
v e r t i c e (u , v )
4 varying vec2 v TexCoordinate ; // Este va l o r se envia a l
fragment shader i n t e rpo l ado
5
6 void main ( )
7 {
8 //Se pasara a l fragment shader l a s coordenadas de textura de l
v e r t i c e i n t e rpo l ada s
9 v TexCoordinate = a TexCoordinate ;
10
11 //Se transforma l a po s i c i on de l v e r t i c e a coordenadas
normal izadas de l d i s p o s i t i v o
12 g l P o s i t i o n = u MVPMatrix ∗ a Po s i t i on ;
13 }
Como se puede ver, este vertex shader u´nicamente realiza la conversio´n de
coordenadas de los ve´rtices a coordenadas normalizadas del dispositivo (para
cada ve´rtice, se ve donde se va a dibujar en la pantalla). Las coordenadas de
textura del ve´rtice se almacenan en una variable varying, la cual llegara al
fragment shader interpolada segu´n la posicio´n del fragmento.
A continuacio´n se muestra el co´digo del fragment shader.
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ParticleFragmentShader.glsl
1 p r e c i s i o n mediump f l o a t ; // p r e c i s i o n de l fragment shader
2
3 uniform sampler2D u Texture ; // La textura 2D
4 uniform f l o a t u Alpha ; // Valor de a l f a ( t r an spa r enc i a )
r e c i b i d o de l juego
5
6 varying vec2 v TexCoordinate ; // Coordenadas de textura
i n t e rpo l ada s
7
8 void main ( )
9 {
10
11 //Se as igna a l fragmento e l c o l o r de l a textura que l e
corresponde
12 g l FragCo lor = ( texture2D ( u Texture , v TexCoordinate ) ) ;
13
14 //Combinacion ent re l a alpha de l a textura y l a enviada
desde e l juego para e l ob j e to
15 g l FragCo lor .w = gl FragCo lor .w ∗ u Alpha ;
16 }
En la segunda l´ınea del main en el fragment shader se efectu´a la operacio´n
que modifica la transparencia del objeto segu´n el parametro u Alpha proce-
dente del co´digo del juego. Como se puede ver, no se le asigna directamente
la transparencia u Alpha, si no que se combina e´sta con la transparencia del
p´ıxel de la textura que le corresponde al framgento. Esto se realiza as´ı para
respetar los valores de transparencia originales de la textura. A continua-
cio´n se puede ver la textura utilizada como part´ıcula de humo y una captura
del efecto de humo del avio´n cuyas part´ıculas se renderizan utilizando este
shader. Nota: La parte negra de la part´ıcula de humo representa el color
transparente.
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Figura 6.15: Part´ıcula de humo en el juego
Figura 6.16: Efecto de humo
Shader del agua: En este punto se va a describir los conceptos que hay
tras el shader del agua. Primero de todo, hay que explicar como se modelo´ la
malla del agua en Blender. El agua es un plano subdividido en una serie de
caras. El plano se subdividio´ debido a que calcular toda la iluminacio´n por
fragmento adema´s de los dos normal maps requer´ıa demasiados recursos, ya
que el agua ocupa la mayor parte de la pantalla en todo momento generando
gran cantidad de fragmentos.
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Por lo anterior se opto´ por pasar los ca´lculos de iluminacio´n ba´sicos (u´ni-
camente los que no dependen de la normal) al vertex shader, los cuales se
interpolan automa´ticamente para cada fragmento.
A continuacio´n se puede ver el modelo del plano del agua en Blender.
Hay que destacar que la textura que se ve en esta imagen de Blender no se
ha utilizado en el juego, ya que el agua es un plano de un color liso, por lo
que toda la variacio´n de color que se ve en ella durante el juego es generada
por el shader.
Figura 6.17: Plano del agua en Blender
El modelo de iluminacio´n implementado para el agua es un modelo de
phong. Lo ma´s importante de este shader es como se han utilizado dos normal
maps para generar las normales para este plano y simular el movimiento del
agua.
Un normal map es una textura 2D que codifica vectores normales en sus
valores rgb. En la siguiente figura se muestran los normal maps utilizados en
el juego para el agua.
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Figura 6.18: Normal maps utilizados en el shader del agua
La forma de utilizar estos normal maps es simple. En el fragment shader
del agua donde se realizan los ca´lculos de iluminacio´n finales, se ignoran
completamente las normales originales del plano y se sustituyen por una
normal extra´ıda de estos dos mapas. Esto se realiza de la siguiente forma: para
cada fragmento, se leen dos normales correspondientes a los dos normal maps
y se calcula la suma normalizada de ambas. Esto da la normal resultante para
el fragmento que se utilizara´ a continuacio´n en los ca´lculos de iluminacio´n de
Phong.
So´lo falta explicar como se ha creado el efecto de movimiento del agua,
ya que si siempre se leyeran los normal maps en la coordenada de textura del
fragmento (fija) el agua se veria esta´tica. Para ello se utiliza un uniform en
el fragment shader que representa el tiempo. Este valor de tiempo se utiliza
para desplazar las coordenadas de textura de cada normal map: uno de ellos
se desplaza en la direccio´n de la coordenada u mientras que el otro se desplaza
en la direccio´n de la coordenada v . Este movimiento perpendicular de los
normal maps genera un efecto de movimiento en el agua bastante cre´ıble a
la velocidad a la que se mueve el avio´n.
Por u´ltimo, destacar que en las texturas de ambos normal maps se realiza
mipmapping, es decir, la calidad de las texturas var´ıa dependiendo de la
distancia de e´stas a la ca´mara. Esto permite que automa´ticamente los normal
maps pierdan detalle en lugares ma´s lejanos de la escena sin necesidad de
an˜adir branching segu´n la distancia en co´digo del shader.
Sprite animado: Para simular una explosio´n al estrellar el avio´n contra el
terreno, se implemento una clase muy simple que a partir de una secuencia
129
de ima´genes 2D ejecuta su animacio´n. La implementacio´n de esta clase es
muy similar en ambas versiones del juego por lo que se ha introducido en
este cap´ıtulo.
La clase implementada representa un plano en 3D que siempre mira hacia
la ca´mara. E´sta asigna al plano (utilizando un contador para la animacio´n) la




A continuacio´n se va a documentar una seleccio´n de aspectos y compo-
nentes ma´s importantes de la versio´n jPCT-AE de la aplicacio´n.
7.1. Configuracio´n del motor
Lo primero que hay que hacer es configurar jPCT-AE y adaptarlo a nues-
tras necesidades, mediante la clase Config proporcionada por el motor.
Config()
1 Config . nearPlane = 0 ;
2 Config . f a rP lane = 50000 ;
3 Config . c o l l i d eO f f s e t = 800 ;
Se puede ver ver que se han configurado los planos de clipping znear y zfar. No
se dibujara´ ninguna geometr´ıa que se halle a ma´s profundidad que farPlane
o a menos profundidad que nearPlane, adema´s, usar unos valores de farPlane
demasiado elevados provoca que aparezcan imprecisiones de depth buffer (lo
cual empeora en dispositivos mo´viles al no disponer de mucha precisio´n en
el depth buffer, en general 16 bits aunque cada vez hay ma´s dispositivos que
soportan 24 bits de precisio´n).
Las imprecisio´nes de depth buffer son muy visibles ya que se ve como
los pol´ıgonos que esta´n muy cerca unos de otros parpadean luchando por
aparecer en pantalla, por esta razo´n a este problema se le llama z-fighting.
En un juego de aviones y en este en especial, donde los escenarios esta´n
muy despejados para evitar accidentes, se requiere una distancia de visio´n
elevada debido a que no hay ningu´n obsta´culo que tape la visio´n, pero a la
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vez hay que evitar el z-fighting en la medida de lo posible, por lo que se ha
dedicado bastante tiempo a ajustar estos valores.
CollideOffset es un valor que utiliza jPCT-AE para decidir si hay colisio´n
entre dos objetos. En general se necesitara´ aumentar este valor del que viene
por defecto si se esta´n utilizando pol´ıgonos muy grandes, cosa bastante comu´n
en los modelos de terreno que normalmente se ven desde bastante distancia y
no requieren muchos pol´ıgonos pequen˜os, si no que es ma´s eficiente dibujarlos
con menos cantidad de pol´ıgonos grandes.
7.2. Bucle principal
El me´todo onDrawFrame() del renderer realiza las funciones del bucle
principal del juego, ya que se ejecuta para dibujar cada fotograma (frame).
Desde este me´todo se procesa la entrada del jugador y se muestra la salida por




2 pub l i c void onDrawFrame(GL10 g l ) {
3 i f ( ! p l aye r pause ) {
4
5 processGame ( ) ;
6 render ( ) ;
7 }
8
9 . . . .
10 }
El fragmento de co´digo anterior representa el bucle principal simplificado.
En la versio´n completa adema´s de procesar y renderizar el juego, tambie´n
se realizan ca´lculos de frames por segundo y de tiempo, adema´s de un me-
canismo muy simple de frameskip (saltarse el proceso de render en algunos




1 pr i va t e void render ( ) {
2 fb . c l e a r ( back ) ; // de spe j a r e l frame bu f f e r con e l c o l o r
de fondo
3
4 // primero se d ibuja e l mundo donde e s ta e l skydome
5 skydomeworld . renderScene ( fb ) ;
6 skydomeworld . draw ( fb ) ;
7 fb . c l earZBuf fe rOnly ( ) ;
8
9 arWorld . renderScene ( fb ) ;
10 arWorld . draw ( fb ) ;
11
12 fb . d i sp l ay ( ) ;
13 }
El fragmento anterior realiza todas las llamadas del proceso de render de
un frame en jPCT-AE sobre el frame buffer (fb). Como se puede ver, existen
dos mundos, uno para el skydome (cu´pula del cielo) y otro para el resto de
elementos. Esta necesidad de separar en dos mundos surgio´ por los problemas
de distancia de visio´n y z-fighting comentados en el apartado anterior. Tras
consultar en los foros de jPCT-AE sobre el problema, se decidio´ separar
el skydome en un mundo a parte, renderizarlo y despue´s borrar el ZBuffer
para que parezca que el cielo esta´ en el infinito (todos los dema´s objetos se
dibujara´n por encima). Seguidamente se renderiza el mundo principal con la
distancia de visio´n ajustada a su taman˜o.
Finalmente tras dibujar el skydome y borrar el ZBuffer, se dibuja el resto
de la escena (world) en pantalla.
7.3. Mundo
La clase principal del juego es la clase ARacerWorld. Esta clase hereda
las funcionalidades 3D de la clase World de jPCT-AE y a la vez representa
el mundo en 3D: el escenario, el avio´n, los pilones, etc.
El principal objetivo de la clase World es agregar todos los objetos de la
escena, para que cuando se dibuje el mundo, estos aparezcan. An˜adir objetos
al mundo es muy sencillo. Para ello se utiliza el me´todo addObject(objeto)
pasando el objeto en cuestio´n como para´metro. Eso es todo, jPCT-AE se
encarga de gestionar los objetos del mundo para que finalmente se muestren
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en pantalla.
La clase ARacerWorld extiende la funcionalidad de World con fragmentos
de la lo´gica del juego y otras funcionalidades que se pueden ver listadas a
continuacio´n:
Loader de circuitos: Una funcio´n que lee un fichero de circuito en el
formato espec´ıfico creado para el juego. Este fichero adema´s de listar
donde se encuentran las puertas del circuito, tambie´n proporciona datos
del entorno: modelo de terreno, textura del cielo, color ambiente, color
difuso, color especular, etc. Con toda esta informacio´n obtenida del
fichero, el mundo se construye tal y como se describe.
Deteccio´n de colisiones El mundo contiene todos los elementos por
lo que sera´ la clase que haga de puente entre el jugador y el resto de
elementos para ver si ha habido colisiones.
Lo´gica del recorrido Gestiona cual es la siguiente puerta, detecta si
se ha recorrido todo el circuito, etc.
Por u´ltimo, una caracter´ıstica peculiar de los mundos de jPCT-AE es que
los ejes esta´n rotados alrededor del eje x, por lo que hay que adaptarse a este
cambio.
7.4. Object3D
Object3D es la clase que representa un objeto en el motor jPCT-AE.
Todos los objetos que deban aparecer visualmente en el mundo 3D deben
extender la funcionalidad de esta clase. Esta clase facilita la gestio´n de los
objetos enormemente, ya que proporciona funciones de traslacio´n, rotacio´n,
escalado, deteccio´n de colisiones, generacio´n automa´tica de Octrees, gestio´n
de visibilidad, asignacio´n de shaders, etc.
A continuacio´n se muestra una simplificacio´n de la clase Pylon para es-
tudiar algunos aspectos sobre los Object3D de jPCT-AE.
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AirRaceRenderer
1 pub l i c c l a s s Pylon extends Object3D implements
Co l l i s i o nL i s t e n e r {
2
3 Object3D brokenPylonBottom ;
4 Object3D brokenPylonTop ;
5
6 pub l i c Pylon ( SimpleVector pos , World world , i n t type ,
Object3D obj )
7 {
8 super ( obj ) ;
9 . . .
10
11 t r a n s l a t e ( pos ) ;
12
13 s e tCo l l i s i onMode (Object3D .COLLISION CHECK OTHERS) ;
14 addCo l l i s i o nL i s t e n e r ( t h i s ) ;
15
16 world . addObject ( t h i s ) ;
17 world . addObject ( brokenPylonBottom ) ;
18 world . addObject ( brokenPylonTop ) ;
19 }
20 }
Como se muestra en el fragmento anterior, Pylon es un Object3D que a
la vez contiene 2 Object3D ma´s. Estos dos objetos extras son los modelos
del pilo´n roto en dos partes: la base que se quedara´ en el sitio en mal estado
y la punta que saldra´ volando y desaparecera´ al caer. Estos dos objetos no
son visibles hasta que el pilo´n recibe una colisio´n.
Al crear el pilo´n, se recibe un Object3D del que el pilo´n va a copiar el
modelo 3D. Esto se hace porque todos los pilones comparten el mismo modelo
3D en memoria, para reducir al mı´nimo su uso, por lo tanto se pasa ese modelo
desde arriba y pylon inicializa los datos de la clase a la que extiende mediante
super(obj).
Despue´s se puede ver lo simple que es trasladar un objeto en jPCT-AE:
solo hay que llamar a translate() con un SimpleVector cuyos componentes
xyz indican cuanto se debe trasladar el objeto en cada eje.
A continuacio´n se inicializa la deteccio´n de colisiones del pilo´n. Colli-
sion check others indica que este objeto tiene el modo de colisio´n “otros
objetos colisionara´n contra mi’. El pilo´n es un objeto inmo´vil por lo que
por si mismo no generara´ colisiones. La siguiente instruccio´n an˜ade al pilo´n
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como listener de colisiones de s´ı mismo. Esto es necesario para que el pilo´n
reaccione (se rompa) cuando el avio´n choque contra e´l.
Al implementar la interfaz CollisionListener, el pilo´n debe implementar
el me´todo Collision(CollisionEvent arg0). Este me´todo se ejecutara cuando
algu´n otro objeto colisione contra el pilo´n, recibiendo como para´metro toda
la informacio´n del evento.
7.5. Deteccio´n de colisiones
Recordemos las colisiones que se definieron en el disen˜o:
Pilones El avio´n podra´ colisionar contra cualquiera de los pilones de las
puertas del circuito, aplica´ndose la penalizacio´n conveniente por ello.
El pilo´n se rompera´ al estrellar el avio´n contra e´l.
Entorno El avio´n podra´ colisionar contra elementos del entorno, pro-
vocando un accidente que descalificara´ al jugador en la vuelta actual.
Existen dos tipos de deteccio´n colisiones muy distintas entre si por lo que
se utilizara´n me´todos distintos para cada una de ellas.
Para las colisiones del avio´n con los pilones, se usara´n colisiones rayo
objeto. Como los pilones no son objetos con muchos pol´ıgonos, esta compro-
bacio´n deber´ıa ser ra´pida. Se lanzan 3 rayos desde el avio´n: uno frontal y dos
laterales, uno para cada ala.
Las colisiones con el entorno (excepto agua) se realizara´n mediante un
octree. Un octree es una estructura de sub-divisio´n del espacio en forma de
a´rbol en el que cada nodo tiene 8 hijos. Esta estructura se utiliza mucho
para deteccio´n de colisiones con objetos de muchos pol´ıgonos, y jPCT-AE
los proporciona ya implementados, por lo que solo hay que llamar a unas
pocas funciones para ponerlo a funcionar para el objeto del terreno.
Cuando se hable de la versio´n OpenGL ES 2, se entrara´ en ma´s en pro-
fundidad en estas estructuras ya que para esa versio´n de la aplicacio´n se ha
implementado un Octree.
Por u´ltimo, remarcar que para detectar colisiones contra el agua, al ser
esta siempre un plano horizontal, no se utiliza el octree si no que se calcula
la colisio´n por altura.
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7.6. Serializacio´n de modelos 3D
jPCT-AE proporciona la funcionalidad de leer un modelo 3D serializado,
lo cual acelera mucho los tiempos de carga del juego. Al serializar un modelo,
todos los ca´lculos que jPCT-AE hace al leer un modelo 3D en cualquier otro
formato quedan ya calculados en el archivo que se crea, por lo que cuando se
cargue el modelo serializado el tiempo de carga se reducira´ notablemente al
ahorrar parte del preproceso del modelo.
Para serializar modelos se ha creado una pequen˜a aplicacio´n Java externa
utilizando el motor jPCT, la versio´n de sobremesa de jPCT-AE, ya que jPCT-
AE no puede serializar modelos. Esta aplicacio´n lee el modelo 3D y escribe
en disco el modelo serializado listo para su uso en una aplicacio´n mo´vil con
jPCT-AE.
A continuacio´n se muestra el co´digo ma´s importante de este programa
que serializa modelos 3D:
AirRaceRenderer
1 pr i va t e s t a t i c void g en e r a t e s e r ( S t r ing in , S t r ing out )
2 {
3 Object3D ob j e c t = loadModel ( ” r e s /”+in , 1 ) ;
4 ob j e c t . bu i ld ( ) ;
5 d . s e r i a l i z e ( object , new FileOutputStream ( ” outputs /” +out ) ,
t rue ) ;
6 }
Tras este sencillo proceso se obtiene un fichero serializado que representa
al modelo que se paso´ como entrada.
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Cap´ıtulo 8
Implementacio´n OpenGL ES 2
En este apartado se van a ver sobretodo aspectos de implementacio´n de
OpenGL ES 2, ya que la lo´gica, interfaz, controles, etc. funcionan del mismo
modo que en la versio´n jPCT-AE con mı´nimas diferencias (gracias a que en
el disen˜o se eligio´ utilizar una estructura externa similar a la de jPCT-AE).
Por lo tanto, se explicara´n los componentes internos principales del motor
3D que se ha implementado para el juego sobre OpenGL ES 2:
8.1. Gestio´n de Matrices en OpenGL ES 2
En OpenGL ES 2 no existe el concepto de glPushMatrix y glPopMatrix
t´ıpico de versiones antiguas de OpenGL (donde la propia librer´ıa se encar-
gaba de gestionar las matrices mediante pilas), ya que al estar insertando
co´digo en el pipeline gra´fico mediante shaders, las matrices no son ma´s que
un para´metro de entrada ma´s de e´stos y es la persona que implementa su
aplicacio´n la responsable de gestionarlas. Por lo tanto, se deben gestionar las
siguientes matrices:
Model Matrix: Esta matriz describe la posicio´n, rotacio´n y escalado
de los elementos de la geometr´ıa. Se utiliza para transformar coorde-
nadas del modelo a coordenadas de mundo.
View Matrix: Matriz de la ca´mara, se utiliza para convertir puntos de
coordenadas de mundo a eye space (coordenadas respecto la posicio´n
de la ca´mara).
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Projection Matrix: Matriz que se utiliza para proyectar puntos desde
eye space (3D) a coordenadas de pantalla (2D). Esta matriz se calcula
a partir de los planos de clipping (incluyendo znear y zfar).
El SDK de Android proporciona una serie de utilidades para trabajar con
matrices para OpenGL ES 2 en la clase: android.opengl.matrix. Esta clase
permite aplicar traslaciones, escalados y rotaciones sobre matrices, lo cual
ha resultado muy pra´ctico. Tambie´n permite ejecutar operaciones de ca´mara
sobre la projection matrix. El u´nico requisito para su uso es que se deben
tener separadas las matrices model y view.
Projection Matrix: A continuacio´n se puede ver el me´todo change fov()
del juego, el cual configura la matriz de proyeccio´n a partir del field of view
deseado.
Projection Matrix
1 pr i va t e void change fov ( f l o a t f ov ) {
2 f i n a l f l o a t top = ( f l o a t ) (Math . tan ( f ov ∗ Math . PI /
360 .0 f ) ∗ ZNEAR) ;
3 f i n a l f l o a t bottom = −top ;
4 f i n a l f l o a t l e f t = r a t i o ∗ bottom ;
5 f i n a l f l o a t r i g h t = r a t i o ∗ top ;
6 Matrix . frustumM(MatrixManager . pro jec t ionMatr ix , 0 , l e f t ,
r i ght , bottom , top , ZNEAR, ZFAR) ;
7 }
Este me´todo se utiliza para calcular la matriz de proyeccio´n que se utiliza
en el render de todo un frame. Como se puede ver, el me´todo recibe como
para´metro el FOV, el cual es el a´ngulo de apertura de la ca´mara, en grados.
Este a´ngulo es un para´metro debido a que durante el juego, se utiliza la
te´cnica de aumentar el campo de visio´n cuando el avio´n vuela ma´s ra´pido,
lo cual genera una mayor sensacio´n de velocidad.
Para crear la matriz se utiliza el me´todo frustumM de la clase Matrix
que se ha comentado antes. Este me´todo recibe como para´metros la matriz
de salida, su offset, y los valores top, bottom left, right, znear y zfar. Estos
valores representan los planos de clipping del frustum (campo de visio´n).
Znear y Zfar se definen en el juego, mientras que top, bottom, left y right
se calculan a partir de znear, zfar, el a´ngulo de apertura de la ca´mara y la
relacio´n de aspecto de la pantalla del dispositivo (ratio). Este me´todo deja en
la matriz pasada como para´metro la projection matrix lista para ser utilizada
en el proceso de render.
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Model Matrix: En el juego, cada uno de los objetos 3D tiene su propia
Model Matrix. Para objetos esta´ticos, e´sta se calcula antes de empezar a
jugar y se almacena para su uso, ya que no se va a modificar si el objeto no
se mueve, ni se rota ni se escala (ejemplo del juego: pilones). Para objetos
dina´micos (por ejemplo el avio´n), esta matriz se calcula a cada frame del
juego, ya que el avio´n se mueve constantemente. A continuacio´n se pueden
ver los me´todos que modifican esta matriz en la clase Entity3D (clase que
representa una entidad del juego con presencia en el mundo 3D).
Model Matrix
1
2 pr i va t e void app l y t r an s l a t i o n ( ) {
3 Matrix . trans lateM (MatrixManager . modelMatrix , 0 , p o s i t i o n
. x , p o s i t i o n . y , p o s i t i o n . z ) ;
4 }
5
6 pr i va t e void app l y s c a l e ( ) {
7 Matrix . scaleM (MatrixManager . modelMatrix , 0 , s c a l e f ,
s c a l e f , s c a l e f ) ;
8 }
9
10 pr i va t e void app l y r o t a t i on ( ) {
11 /∗∗ Obtener e l e j e de ro ta c i on y e l angulo de l
quatern ion de l a ent idad ∗/
12 SimpleVector ax i s = SimpleVector . c r e a t e ( ) ;
13 f l o a t ang le = q . toAngleAxis ( ax i s ) ;
14
15 Matrix . rotateM (MatrixManager . modelMatrix , 0 , ang le ∗ (
f l o a t ) 180 .0 / ( f l o a t ) Math . PI ,
16 ax i s . x , ax i s . y , ax i s . z ) ;
17 }
En este fragmento de co´digo se utilizan los me´todos facilitados por la
clase Matrix para realizar las operaciones de traslacio´n, escalado y rotacio´n
sobre la matriz de modelo. En el caso de la rotacio´n, se obtiene el eje de
rotacio´n y el a´ngulo necesario del quaternion asociado al objeto (utilizado
para reperesentar orientaciones en el juego) para poder ejecutar rotateM
sobre la matriz.
View Matrix: A continuacio´n se muestra el co´digo que calcula la View
Matrix a partir de los datos de la ca´mara, la cual almacena el punto hacia el
que esta mirando (lookat), su posicio´n (position) y su vector up (vector de
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la ca´mara que apunta hacia arriba). Con estos datos ya se puede llamar a
setLookAtM sobre la View Matrix para calcularla.
View Matrix
1
2 protec ted void exe cu t e l ooka t ( ) {
3 Matrix . setLookAtM(MatrixManager . viewMatrix , 0 , p o s i t i o n .
x , p o s i t i o n . y , p o s i t i o n . z ,
4 l ookat . x , l ookat . y , l ookat . z , up . x , up . y , up . z ) ;
5 }
Matrix Manager En este juego no se ha utilizado una estructura de pila
para gestionar las matrices, si no que se ha simplificado el sistema de render
(para este juego no es necesaria una pila ya que la recursividad que propor-
ciona la pila se puede emular mediante llamadas recursivas) y se utiliza una
clase almace´n de matrices:
Matrix Manager
1
2 pub l i c c l a s s MatrixManager {
3 pub l i c s t a t i c f l o a t [ ] p ro j e c t i onMatr ix = new f l o a t [ 1 6 ] ;
4 pub l i c s t a t i c f l o a t [ ] viewMatrix = new f l o a t [ 1 6 ] ;
5 pub l i c s t a t i c f l o a t [ ] modelMatrix = new f l o a t [ 1 6 ] ;
6
7 pub l i c s t a t i c f l o a t [ ] modelViewMatrix = new f l o a t [ 1 6 ] ;
8 pub l i c s t a t i c f l o a t [ ] MVPMatrix = new f l o a t [ 1 6 ] ;
9 }
Tambie´n se puede ver que adema´s de las 3 matrices ba´sicas, hay dos ma´s,
modelViewMatrix y MVPMatrix. Estas matrices no son ma´s que las 3 prime-
ras multiplicadas. ModelViewMatrix contiene la matriz model multiplicada
por la matriz view. MVPMatrix contiene la matriz ModelViewMatrix mul-
tiplicada por la matriz projectionMatrix. Estas u´ltimas dos matrices son las
que se env´ıan a los shaders durante el proceso de render.
8.2. Parser de modelos OBJ
Es necesario leer modelos 3D para mostrarlos en el juego, por lo que
ha sido necesario implementar un parseador de modelos 3D. Se ha decidido
utilizar el formato OBJ ya que es un formato abierto cosa que hace ma´s
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simple encontrar documentacio´n sobre e´l. Adema´s Blender, la aplicacio´n de
modelado utilizada en este proyecto, permite exportar modelos 3D en este
formato con una serie de opciones que lo hacen muy pra´ctico.
De los ficheros obj se extraen los siguientes datos:
Posiciones de los vertices: Posiciones 3D de todos los ve´rtices del
modelo.
Normales: Normales de cada ve´rtice calculadas por Blender (pese a
ello se recalculan en el juego debido a que no se mostraban muy bien
en algunos objetos)
Coordenadas de textura Las coordenadas de textura de cada vertice
(u,v).
Materiales En un modelo 3D puede haber N materiales. De cada uno
de estos materiales, en el juego so´lo se utiliza la textura, pero se ha
dejado abierta la posibilidad de leer otros datos del material an˜adiendo
poco co´digo.
Estructura de un archivo OBJ Estos modelos esta´n separados en dos
archivos, el archivo .obj que contiene la geometr´ıa del objeto y el archivo
.mtl que es la librer´ıa de materiales. A continuacio´n se muestra de manera
general como es un archivo .obj:
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Wavefront .obj
1 #arch ivo que cont i ene l o s mat e r i a l e s
2 mt l l i b pylon opt . mtl
3
4 # Li s ta de v e r t i c e s x , y , z
5 v 0 .123 0 .234 0 .345
6 v . . .
7
8 # Li s ta de Coordenadas de textura u , v .
9 vt 0 .500 1
10 vt . . .
11
12 # Normales x , y , z pueden no e s t a r normal izadas
13 vn 0 .707 0 .000 0 .707
14 vn . . .
15
16 # De f i n i c i on de l a s cara s de l ob j e to mediante i n d i c e s
17 usemtl mate r i a l 1 #mate r i a l en uso
18 f 1 2 3
19 f 3/1 4/2 5/3
20
21 usemtl mate r i a l 2
22 f 6/4/1 3/5/3 7/6/5
23 f . . .
24 }
Como se ve el ejemplo de obj anterior proporciona una lista de ve´rtices
del objeto, una lista de coordenadas de textura y una lista de normales. Estas
tres listas no esta´n relacionadas entre s´ı por lo que no se sabe a que ve´rtice
pertenece una cierta normal o coordenada de textura.
Para solucionar lo anterior, el archivo incluye una lista que define las caras
del objeto. Cada elemento de la lista empieza por la letra f, y a continuacio´n
ensen˜a una serie de ı´ndices separados por espacios.
Como se puede ver en el ejemplo, hay 3 tipos diferentes de caras y depende
de como sea el modelo 3D, habra´ caras de un tipo o de los 3. Las caras en
el ejemplo esta´n formadas por 3 vertices, por lo que se trata de tria´ngulos
(todos los modelos 3D que se han creado para el juego se han convertido a
tria´ngulos en Blender, ya que es mucho ma´s eficiente renderizar tria´ngulos)
Los valores que aparecen despues de la letra f (vx, nx, vtx, etc) son ı´ndices
que apuntan a las listas vistas anteriormente en el archivo obj. La linea usemtl
indica que las caras que aparecen despue´s de ella usan ese material.
A continuacio´n se muestran los tipos de caras o pol´ıgonos que pueden
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aparecer en un fichero obj.
f vx vy vz Estas caras proporcionan ı´ndices a los ve´rtices y no pro-
porcionan normales ni coordenadas de textura.
f vx/nx vy/ny vz/nz Proporcionan ı´ndices a las posiciones de los
vertices de la cara y las normales, pero no las coordenadas de textura
f vx/nx/vtx vy/ny/vty vz/nz/vtz Proporcionan ı´ndices a las po-
siciones de los ve´rtices, las normales y las coordenadas de textura.
Conociendo ya como se estructuran estos archivos, se implemento´ el sis-
tema de parseo de e´stos. Este sistema recoge todos los datos especificados
y genera una instancia de la clase Obj3D, la cual representa la geometr´ıa
3D del objeto le´ıdo. Esta clase contiene toda la geometr´ıa dividida en partes
(Obj3Dpart) que unidas forman todo el modelo 3D. Una parte se identifica
por el material de esta, por lo que toda la geometr´ıa que comparte el mismo
material va a parar a la misma parte.
Este proceso de parseo es muy costoso, especialmente recalculando las
normales por ve´rtice, lo cual alarga los tiempos de carga del juego considera-
blemente. Ma´s adelante en este capitulo se explicara´ como se ha optimizado
este proceso (al igual que con jPCT-AE, mediante serializacio´n).
8.3. Render de geometr´ıa mediante VBO’s
indexados
Como ya se comento´ en el apartado de OpenGL ES 2 (2.5), la forma de
renderizar geometr´ıa ya no permite utilizar el (ineficiente) sistema inmediato
( con las t´ıpicas llamadas glBegin(), glEnd(), glVertex() ). En esta versio´n es
obligatorio utilizar sistemas de render que env´ıen datos en bloque en lugar
de ve´rtice a ve´rtice. Estos me´todos consisten en usar vertex arrays, vertex
buffer objects o vertex buffer objects con ı´ndices. En este juego se ha optado
por la opcio´n de VBO’s con ı´ndices ya que es la ma´s ra´pida y eficiente en
dispositivos mo´viles por el poco uso de memoria de los ı´ndices. Adema´s esta
opcio´n encaja medianamente bien con el esquema de ı´ndices de los archivos
obj (aunque no es un mapeo directo). A continuacio´n se va a explicar de
forma general como funciona y que ventajas tiene renderizar con VBOS.
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Recordemos del apartado anterior que tras el parseo del modelo se ob-
tiene un modelo 3D en la clase Obj3D que contiene una serie de partes
(Obj3DPart). El Obj3D, que es la clase principal del objeto, contiene 3 lis-
tas: los ve´rtices, las normales y las coordenadas de textura de todo el modelo.
Estas listas son similares a las que proporciona el obj, solo que en el proceso
de parseo del obj se han reorganizado para que la posicio´n de un ve´rtice en
la lista sea la misma que la de su normal y su coordenada de textura . Por
otro lado, cada parte de un objeto (Obj3DPart) contiene un array de ı´ndices
que apunta a una posicio´n de las listas del Obj3D al que pertenece. En el
siguiente esquema se puede ver el funcionamiento:
Figura 8.1: Esquema de uso de ı´ndices en el juego
¿Que´ ventajas aporta utilizar VBO’s respecto a utilizar Vertex Arrays?
El me´todo de vertex arrays consiste en almacenar la geometr´ıa en arrays
y enviarselos a la GPU cada vez que haya que renderizarla. Hay que tener
en cuenta que los datos para un ve´rtice en general son sus coordenadas (3
floats), su normal (3 floats) y sus coordenadas de textura (2 floats).
Adema´s, normalmente un modelo 3D medianamente detallado estara´ for-
mado por cientos o miles de pol´ıgonos, por ejemplo, el modelo del avio´n
creado para este juego esta formado por unos 7.500 tria´ngulos, al ser el mo-
delo ma´s importante del juego (se ve constantemente en pantalla). Por lo
145
tanto, con vertex arrays, para cada ve´rtice de estos 7.500 tr´ıa´ngulos se es-
tar´ıan enviando 8 floats, lo que resulta en 7.500 tria´ngulos * 3 vertices por
tria´ngulo * 8 floats por vertice = 180.000 floats que se tendr´ıan que enviar
a la GPU en cada frame de render de la aplicacio´n. Este proceso para toda
la geometr´ıa del juego resulta muy costoso.
En algunos aspectos el me´todo de render por VBO es similar al de Ver-
tex Arrays. Se almacena toda la geometr´ıa en una serie de buffers. La gran
diferencia con el me´todo por vertex arrays es que con VBO’s, se envia la
geometr´ıa (y los buffers de ı´ndices si los hay) una sola vez a la GPU, donde
se almacena en su propia memoria. Gracias a esto, para renderizar la geo-
metr´ıa, solo es necesario hacer una serie de llamadas OpenGL con las que se
seleccionan los buffers que ya tiene la GPU en memoria, evitando tener que
enviar cantidad de informacio´n a la GPU en cada iteracio´n.
Los Vertex Buffer Objects aumentan enormemente el rendimiento de fra-
mes por segundo, especialmente en dispositivos mo´viles donde directamente
utilizar otras te´cnicas de render ma´s lentas es pra´cticamente inviable si los
modelos del juego son medianamente complejos.
Por u´ltimo, en esta aplicacio´n se han an˜adido buffers de ı´ndices al sistema
VBO, como se ha visto en la figura 8.1. Cada parte del objeto 3D contiene
su lista de ı´ndices. Estas sub-listas de indices se envian a la GPU junto con
la lista de ve´rtices total del objeto. Esto permite renderizar el objeto a trozos
para poder cambiar el material para cada parte.
A continuacio´n se muestra el proceso de subida de VBO’s que se ha
implementado en el motor del juego. Dado que el fragmento de co´digo es
bastante largo, se mostrara´ u´nicamente la parte donde se crean los buffers y
se sube a la GPU el buffer de ve´rtices. El proceso es exactamente el mismo
para el resto de buffers:
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generacio´n de VBOS
1 pub l i c void gen VBOs ( ) {
2
3 //3 bu f f e r s para l a geometr ia + N para l o s i n d i c e s de l a s
par t e s
4 bu f f e r s = new in t [ 3 + part s . s i z e ( ) ] ;
5
6 // Generar l o s N bu f f e r s en OpenGL, en e l array bu f f e r s
quedan l o s hand le r s de e s t o s
7 GLES20 . g lGenBuf fers (3 + part s . s i z e ( ) , bu f f e r s , 0) ;
8
9 /∗ VBO Ver t i c e s ∗/
10 // Bindear e l bu f f e r . Las s i g u i e n t e s i n s t r u c c i o n e s a f e c t a ran
a l bu f f e r que e s ta bindeado .
11 GLES20 . g lB indBuf f e r (GLES20 .GL ARRAY BUFFER, bu f f e r s [ 0 ] ) ;
12
13 // Pasar l o s datos de memoria de c l i e n t e a l bu f f e r en l a GPU
14 GLES20 . g lBuf fe rData (GLES20 .GL ARRAY BUFFER, ve r t exBu f f e r .
capac i ty ( ) ∗ 4 , ver texBuf f e r ,
15 GLES20 .GL STATIC DRAW) ;
16
17 //Des−bindear e l bu f f e r una vez se ha acabado con e l :
18 GLES20 . g lB indBuf f e r (GLES20 .GL ARRAY BUFFER, 0) ;
19 . . .
20 }
Una vez enviada la geometr´ıa organizada en buffers a la GPU, se usan los
handlers de los distintos buffers para bindearlos y finalmente renderizarlos
mediante la llamada glDrawElements.
Por u´ltimo respecto a este tema y que es una caracter´ıstica propia de
Android, cada vez que hay un cambio de contexto (el usuario pulsa el boto´n
home o minimiza la aplicacio´n de algu´n modo) se pierde el contexto OpenGL.
Esto quiere decir que cuando nuestra aplicacio´n vuelva a recuperar el foco,
los VBO se tienen que volver a enviar a la GPU. Esto se gestiona mediante
los eventos de Android que avisan de estos cambios de contexto. Al recibir
el evento onStop() en la actividad del juego, la aplicacio´n marca todos los
objetos 3D con un booleano que indica que los buffers se tienen que reenviar,
lo cual se hace a la vuelta del cambio de contexto (al recibir onStart()).
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8.4. Serializacio´n de los objetos 3D
Similar a lo que hace jPCT-AE, se ha implementado serializacio´n para
acelerar los tiempos de carga de los modelos 3D. El parseo de un archivo OBJ
es un proceso costoso, an˜adiendo que para algunos modelos se recalculan
tambie´n las normales y se tienen que ordenar e indizar una serie de listas
bastante grandes. Este proceso adema´s utiliza bastante memoria, por lo que
tras ello el colector de basura de Java tendra´ mucho trabajo, y posiblemente
se ejecute durante la partida provocando pequen˜os tirones en la accio´n del
juego.
La serializacio´n consiste en parsear un modelo en obj y volcar la clase
resultante del parseo (el Obj3D) en un fichero. Este fichero se utilizara´ ma´s
adelante para leer el modelo, con la ventaja que e´ste ya se ha preprocesado
con lo cual se podra´ leer ma´s ra´pido.
La primera implementacio´n de este sistema utilizo´ la serializacion propia
de Java. Para ello se modifico´ la clase Obj3D y todas sus clases relacionadas
para convertirlas en clases serializables.
Para poder serializar una clase, todos sus atributos tienen que ser seria-
lizables. En el caso de Obj3D, esto no se cumple ya que los buffers que se
generan para enviarle la informacio´n a OpenGL no lo son. Por ello, se deci-
dio´ no serializar estos buffers: se construyen posteriormente una vez le´ıdo el
objeto serializado.
Para marcar una variable de una clase para que no se serialice se an˜ade
delante de ella la palabra clave transient. De este modo, tanto al serializar
como al deserializar, estas variables se ignoran.
uso de transient
1 t r an s i e n t F loa tBu f f e r ve r t exBu f f e r ;
2 t r an s i e n t F loa tBu f f e r t ex tu r eBu f f e r ;
3 t r an s i e n t F loa tBu f f e r normalBuffer ;
Para serializar la clase, se ejecuta lo siguiente:
serializacion de una instancia
1 oos = new ObjectOutputStream (new FileOutputStream (new F i l e (
”/ sdcard /” + f i l ename ) ) ) ;
2 oos . wr i teObject ( t h i s ) ;
3 oos . f l u s h ( ) ;
4 oos . c l o s e ( ) ;
Esto almacena la instancia serializada en un archivo (dentro del almacena-
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miento del dispositivo). Posteriormente se obtiene este archivo del dispositivo
y se an˜ade a los recursos del juego.
Para realizar el proceso contrario, deserializar, se hace lo siguiente:
deserializacion de una instancia
1 /∗ De s e r i a l i z a c i o n de l f i c h e r o ∗/
2 InputStream f i n = re s . openRawResource ( serID ) ;
3 ObjectInputStream ob j i n ;
4 ob j i n = new ObjectInputStream ( f i n ) ;
5 Object obj = ob j i n . readObject ( ) ;
6
7 /∗Se as igna e l ob j e to d e s e r i a l i z a d o a l objeto3D ∗/
8 Obj3D o = (Obj3D) obj ;
9 . . .
Como se puede ver, el proceso es muy simple de realizar. A continuacio´n
se vera´ que´ ganancia se obtuvo al implementar esto, viendo una tabla en la
que se muestran los tiempos de carga de algunos modelos, primero leye´ndolos
desde el obj y despue´s mediante deserializacio´n:
Modelo #tria´ngulos tiempo .obj t.deserializado Speedup
Pilo´n 512 832ms 275ms 3,02
Terreno 2.486 3.756ms 927ms 4,05
Avio´n 7.500 7.167ms 1.652ms 4,33
Cuadro 8.1: Tabla de tiempos de carga de los modelos 3D
El modelo ma´s simple del juego, el pilo´n, se carga 3 veces ma´s ra´pido, y
tambien se muestra que a ma´s pol´ıgonos tiene el modelo, mayor es la mejora
obtenida.
Mejoras: Tras esta mejora utilizando la serializacio´n de Java, se decidio´ ex-
cluir la serializacio´n built-in de java y crear un modelo de serializacio´n a fi-
chero propio que redujera al mı´nimo el parseo necesario y que posiblemente
permitiera cargar los modelos ma´s ra´pido que la propia serializacio´n de Java.
Para ello se ha creado un me´todo serialize2 en la clase Obj3D que se en-
carga de volcar en un fichero toda la informacio´n del objeto en una estructura
fija que se podra´ leer sin tener que parsear demasiada informacio´n gracias a
que se ha insertado una cabecera con informacio´n del fichero en la primera
l´ınea.
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El me´todo deserialize2 de la clase ObjParser se encarga de leer este fichero
y montar el objeto a partir de e´l. El fichero no se lee l´ınea a l´ınea si no en
bloque.
A continuacio´n se muestra la tabla anterior an˜adiendo las columnas con
los resultados de tiempos de carga de esta nueva implementacio´n, y una
leyenda para ver que es cada columna.
#tris es el nu´mero de tria´ngulos del modelo.
T.Obj es el tiempo de parsear el modelo 3D desde el fichero obj.
T.D1 tiempo de la deserializacion usando deserializacio´n java.
T.D2 tiempo de la deserializacio´n utilizando la implementacio´n propia.
Speed up total: Mejora total respecto a leer el fichero .obj.
Modelo #tris T.obj t.D1 t.D2 Speedup total
Pilo´n 512 832ms 275ms 73 ms 11,39
Terreno 2.486 3.756ms 927ms 184 ms 13,51
Avio´n 7.500 7.167ms 1.652ms 373 ms 20,1
Cuadro 8.2: Comparacio´n de tiempos de carga de los modelos 3D
Como se ha podido ver los resultados son positivos. Por ejemplo el modelo
del avio´n, con 7500 tria´ngulos, se carga 20 veces ma´s ra´pido respecto al
parseo del fichero obj, y tambie´n es 4 veces ma´s ra´pido que la deserializacio´n
de java. Tras implementar este sistema, cuando previamente se utilizaba la
deserializacio´n java, los tiempos de carga totales de una partida pasaron de
unos 6 segundos a alrededor de 2,5s lo cual es muy bueno para una aplicacio´n
mo´vil donde no conviene tener tiempos de carga largos.
8.5. Gestio´n de Shaders
La gestio´n de Shaders en OpenGL ES 2 no es un proceso excesivamente
complicado pero s´ı es trabajoso (especialmente comparando con un motor
como jPCT-AE que los gestiona internamente sin tener que hacer nada).
Los programas de shaders esta´n divididos en dos componentes divididos en
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dos archivos separados: vertex y fragment. Estos archivos se tienen que leer,
compilar por separado y posteriormente se deben linkar para crear el pro-
grama shader, el cual finalmente se almacena en la GPU. Con este proceso
se obtiene un handler que identifica el programa y que se almacena en una
variable.
Los vertex y fragment shaders se encuentran en la carpeta raw de los
recursos del proyecto eclipse como archivos .glsl, por lo tanto primero hay que
leerlos del archivo y pasarlos a memoria para poder compilarlos y linkarlos.
Posteriormente, se tienen que gestionar los para´metros que requiere un
shader. Para cada para´metro de un shader en concreto se obtiene tambie´n
un handler, que servira´ para enviar ese para´metro a OpenGL ejecutando
una serie de instrucciones que dependen del tipo de datos del para´metro en
cuestio´n.
Los shaders en el juego se asignan por objeto y no por material. Es decir,
el avio´n usara´ un shader, el agua otro, el terreno otro, etc. Por esta razo´n,
la cantidad de shaders del juego no va a ser muy elevada. Se entrara´ ma´s
en detalle sobre los shaders en el apartado programacio´n de shaders GLSL
(6.10)
Para gestionar todo lo anterior se ha implementado una clase Shader-
Manager con las funciones necesarias para compilar y almacenar handlers
tanto de shaders como de para´metros. Para renderizar con un shader, solo
hay que llamar a esta clase con el identificador del shader en cuestio´n y la
clase se encargara´ de prepararlo para que todo lo que se env´ıe a renderizar
posteriormente a la llamada se muestre con ese shader.
Este sistema no ser´ıa pra´ctico para juegos con gran cantidad de shaders,
pero para gestionar los 7 shaders de este juego funciona bien y se evita
sobrecargar creando demasiadas instancias de clases y llamadas que har´ıan
que el garbage collector se ejecutara ma´s a menudo durante la ejecucio´n del
juego.
8.6. Deteccio´n de colisiones con octree
Como se hizo con la versio´n jPCT-AE del juego, se utilizara un octree para
la deteccio´n de colisiones con el entorno (terreno, edificios, etc). Recordemos
que jPCT-AE proporciona un sistema de octrees muy sencillo de utilizar.
Para el caso de esta aplicacio´n sin el motor, se ha tenido que implementar uno.
En este apartado se explicaran algunos conceptos y aspectos ma´s importantes
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de implementacio´n de este sistema.
Como ya se comento´, un Octree es una estructura de subdivisio´n del
espacio en forma de arbol en el que cada nodo tiene 8 hijos. Cada nodo
representa una zona del espacio en el cual sus hijos gestionan sus sub-partes:
Figura 8.2: Estructura de un octree
En la implementacio´n del juego, al estar el octree orientado a deteccio´n de
colisiones, las subdivisiones del espacio se representan mediante bounding bo-
xes (cajas envolventes). La clase bounding box (AABB) utilizada en el octree
se ha implementado espec´ıficamente para poder trabajar con subdivisiones.
La idea es que un nodo es responsable de toda la geometr´ıa que hay dentro
de su caja envolvente. Cada nodo del octree contiene una de estas cajas, y
finalmente las hojas contienen referencias a los tria´ngulos del modelo que
representan y con los cuales se realizara´n los ca´lculos de colisiones rayo-
tria´ngulo.
Construccio´n del octree La construccio´n del octree se realiza de forma
recursiva tal como se puede ver en el siguiente fragmento de co´digo del juego:
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Construccion del octree en Onode.java
1
2 f i n a l Onode [ ] c h i l d r en = new Onode [ 8 ] ;
3 boolean l e a f = f a l s e ;
4 AABBOctree bbox ; //bounding box de l nodo
5 ArrayList<IndexTri> t r i s ; // Tr iangu los de l nodo actua l , s o l o s i
e s hoja
6
7 pub l i c Onode (AABBOctree b , ArrayList<IndexTri> t r i s , i n t depth
, ArrayList<Float> geom)
8 {
9 t h i s . bbox = b ;
10 i f ( t r i s . s i z e ( ) < Octree . maxTriangles node | | depth >
Octree . maxDepth) {
11 // Fin
12 t h i s . l e a f = true ;
13 t r i s = t r i s ;
14 } e l s e {
15 //Se subd iv ide l a ca ja de e s t e nodo en 8 par t e s
16 AABBOctree [ ] boxes = th i s . bbox . subd iv ide8 ( ) ;
17
18 f o r (AABBOctree box : boxes )
19 {
20 // obtener l o s t r i a n gu l o s que caen dentro de l a
ca ja de e s t e h i j o
21 ArrayList<IndexTri> indexes = box . g e tT r i s I n s i d e (
t r i s , geom) ;
22
23 // Recursion , se podan l o s h i j o s que no
cont i enen geometr ia
24 i f ( indexes . s i z e ( ) > 0)
25 ch i l d r en [ i ] = new Onode(box , indexes , depth




En la fase recursiva se obtienen las 8 bounding boxes de los hijos subdivi-
diendo la del nodo actual y despue´s se recorren una por una. Para cada hijo
se seleccionando la geometr´ıa (tria´ngulos) que cae dentro de su caja caja y
se crea el recursivamente el hijo.
El fin de la recursio´n viene dado por las variables esta´ticas maxTriangles
y maxDepth. Gracias a ellas se puede controlar de que manera va a crecer
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el a´rbol. Es muy importante ejecutar pruebas hasta encontrar valores para
estas variables que den buenos resultados para cada escenario. En general
la decisio´n de estas variables se traduce en un compromiso entre tiempo de
construccio´n y uso de memoria versus velocidad de los tests de colisiones.
Tambie´n se puede ver que una rama se poda cuando un hijo no tiene
ningu´n triangulo en su bounding box. Hay que destacar que tal como se
implementa el octree, es imposible que todos los hijos de un nodo este´n
vac´ıos si el nodo en si no esta vac´ıo, y de ser as´ı este no existir´ıa, por lo que
la condicio´n if del bucle nunca acabar´ıa con la recursio´n.
Al final se obtiene un octree donde los u´nicos nodos que contienen geo-
metr´ıa son los nodos hoja. Adema´s esta geometr´ıa (ve´rtices de los tria´ngulos)
esta representada con ı´ndices al array de ve´rtices que se vieron en el aparta-
do de Vertex Buffer Objects ((8.3)), lo cual reduce notablemente la memoria
necesaria para almacenar el octree, ya que se pasa de necesitar 3 floats por
ve´rtice a necesitar 1 short por ve´rtice.
Bu´squeda de colisiones en el octree Al igual que con la construccio´n,
este proceso se realiza de forma recursiva. Este sistema realiza deteccio´n de
colisiones entre la bounding box de los nodos y la esfera envolvente centrada
en el avio´n (representada por su centro y su radio). Este ca´lculo se realiza de
forma muy ra´pida y servira´ para detectar con que cajas del octree colisiona
el avio´n.
Es importante entender que como el avio´n es un modelo 3D, puede ser
que e´ste este´ dentro de ma´s de una caja envolvente del octree en un cierto
nivel de este, por lo que es posible que se tenga que recorrer ma´s de uno de
los hijos del nodo actual. Ajustar el radio de la esfera envolvente del avio´n
sera´ importante, ya que un radio demasiado pequen˜o reducir´ıa la precisio´n
y un radio demasiado grande impactar´ıa notablemente en el rendimiento del
sistema ya que obligar´ıa a recorrer muchas ma´s ramas del octree.
Una vez se llega a una hoja del octree, se realiza una deteccio´n de coli-
siones rayo-tria´ngulo, siendo el rayo lanzado en la direccio´n de la trayectoria
del avio´n. Cuando se detecta una colisio´n, se considera que es un accidente
y ya no hace falta continuar comprobando el a´rbol.
Resumiendo, en el recorrido de los nodos pueden aparecer las siguientes
situaciones:
La esfera del avio´n no interseca con la bounding box del nodo
actual: Se poda de la bu´squeda el sub-arbol del nodo actual.
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La esfera del avio´n interseca con la bounding box del nodo
actual y no es hoja: Se comprueba recursivamente en los hasta 8 hijos
del nodo, obteniendo el resultado de cada uno en forma de booleano.
La esfera del avio´n interseca con la bounding box del nodo
actual y es hoja: Se comprueba la colisio´n final con la geometr´ıa
del terreno mediante la deteccio´n de interseccio´n rayo-tria´ngulo. Si hay
colisio´n devuelve true, si no false.
A continuacio´n se muestra el fragmento simplificado de la deteccio´n de
colisiones con el octree. La llamada a rayIntersectionTriangle() es la que se
encarga de detectar colisiones rayo-tria´ngulo en los nodos hoja.
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Test de colision contra el octree en Onode.java
1
2 pub l i c boolean checkCol l i s i onRayOctree ( ArrayList<Float> geom ,
3 SimpleVector po s i t i on , SimpleVector d i r e c t i on , f l o a t rad
) {
4
5 i f ( ! t h i s . bbox . i n t e r s e c t s Sph e r e ( po s i t i on , rad ) )
6 re turn f a l s e ;
7 e l s e i f ( l e a f ) {
8 // nodo hoja , comprobar c o l i s i o n e s con l o s
t r i a n gu l o s de l modelo
9 boolean r e s = f a l s e ;
10 f o r ( IndexTri i t : t r i s ) {
11 r e s = ray I n t e r s e c t i o nTr i ang l e ( i t , po s i t i on ,
d i r e c t i o n ) ;
12 i f ( r e s )
13 re turn true ;
14 }
15 re turn f a l s e ;
16 } e l s e {
17 boolean r e s = f a l s e ;
18 f o r (Onode o : ch i l d r en ) {
19 i f ( o != nu l l ) {
20 r e s = o . checkCol l i s i onRayOctree (geom ,
po s i t i on , d i r e c t i on , rad ) ;
21 i f ( r e s )
22 re turn true ;
23 }
24 }
25 re turn f a l s e ;
26 }
27 }
8.7. Blit de texturas en pantalla
El blit es un efecto que consiste en dibujar texturas 2D sobre la pantalla,
indicando unas coordenadas 2D. Este efecto se utiliza mucho para simular
destellos de luz, deslumbramientos, etc. En este juego se ha utilizado para
simular el deslumbramiento de la luz del sol al mirarlo directamente. Como
en la versio´n jPCT-AE se utilizo´ la funcionalidad ya proporcionada con este
fin, en esta versio´n se ha tenido que implementar.
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Pese a que en OpenGL ES 2 se dispone de distintos caminos para realizar
este efecto(Frame Buffers, Shaders, etc) se decidio´ implementar esta funcio-
nalidad de una forma simple: se renderiza un pol´ıgono texturizado sobre el
plano near del viewport de la ca´mara (plano verde de la siguiente figura)
Figura 8.3: Viewport OpenGL
Dibujar objetos en ese lugar exacto es muy simple con OpenGL ES 2 al
disponer de total control sobre las matrices que se env´ıan a los shaders. A
continuacio´n se muestran los pasos a realizar:
1. Asignar la matriz identidad a la matriz View
2. Asignar la matriz identidad a la matriz Projection
3. Generar la matriz de modelo para el pol´ıgono que se va a dibujar (apli-
car las transformaciones necesarias)
4. Env´ıar a renderizar el pol´ıgono y restaurar el estado anterior si es ne-
cesario
Al asignar la matriz identidad a la matriz projection en el paso 2, el
plano de clipping near esta comprendido entre [-1,-1,0] y [1,1,0]. Este plano
se ajustara´ al ratio de aspecto de la pantalla en el proceso de transformacio´n
del viewport de OpenGL, por lo que es posible que los objetos dibujados
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en e´l se deformen en el proceso. Si es necesario que el blit no se deforme,
es importante compensar las coordenadas con la relacio´n de aspecto de la
pantalla del dispositivo.
Figura 8.4: Coordenadas 2D del plano de clipping near en OpenGL
Con esto ya se pueden renderizar ima´genes en pantalla. Ahora falta saber
en que punto hay que dibujar el efecto de deslumbramiento del sol. Para ello
se dispone de las coordenadas de mundo del sol, un punto en 3D. Este punto
se debe proyectar sobre la pantalla para obtener las coordenadas 2D de la
pantalla donde se esta dibujando el sol. Por lo tanto, se usa una funcion de
GLU, gluProject, que a partir de la posicio´n 3D y de las matrices ModelView
y Projection proporciona el punto 2D de la pantalla donde se proyecta el sol
y donde posteriormente se ubica el blit tal y como se ha explicado en este
apartado.
8.8. Reduccio´n de creacio´n de nuevos objetos
Dado que se esta implementando para Android en Java, se ha ido con
mucho cuidado de evitar crear nuevos objetos cuando no era necesario, espe-
cialmente en el co´digo que se encuentra dentro del bucle principal del juego.
Crear objetos en Android es muy costoso y adema´s provoca que el garbage
collector se ejecute ma´s veces y tarde ma´s tiempo en ejecutarse.
Para evitar crear nuevos objetos, se han creado almacenes de variables
pre-inicializadas que se utilizan durante todo el proceso del juego, eso s´ı,
u´nicamente como variables auxiliares (de usar y tirar).
Por ejemplo, durante el proceso juego se necesitan gran cantidad de vec-
tores auxiliares (clase SimpleVector), por lo que se ha creado un almace´n de
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SimpleVector. Cuando se necesita un SimpleVector para almacenar un ca´lcu-
lo intermedio, se puede obtener uno del almace´n y usarlo. Es importante
destacar que estas variables se utilizan para ca´lculos intermedios u´nicamente
ya que ma´s tarde puede venir otro fragmento de co´digo y trabajar con la
misma variable, debido a que por eficiencia no se ha implementado ningu´n
mecanismo de lock (el proceso del juego que hace uso de estas variables se




9.1. Preparacio´n de la comparativa
En este apartado se va a especificar que aspectos se van a comparar
entre ambas aplicaciones. Estos aspectos se van a clasificar en dos grupos
diferenciados:
Comparativa a alto nivel: Parte de la comparativa que no entra en de-
talles espec´ıficos de la ejecucio´n de las aplicaciones. En ella se comparara´n
aspectos como los conocimientos requeridos, la documentacio´n, aspectos con-
cretos de disen˜o e implementacio´n, las estad´ısticas del co´digo de cada apli-
cacio´n, etc.
1. Diferencias generales
2. Conocimientos y aprendizaje
3. Documentacio´n
4. Soporte
5. Aspectos de disen˜o e implementacio´n
6. Ampliacio´n de funcionalidades
7. Estad´ısticas del co´digo
8. Tiempo de desarrollo
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9. Compatibilidad
10. Integracio´n con Android
Comparativa a bajo nivel: En esta parte de la comparacio´n se pondra´n
a prueba ambas aplicaciones y se comparara´ su rendimiento en distintas
situaciones utilizando una serie de herramientas.
1. Renderizado 3D (aspecto visual)
2. Shaders
3. Rendimiento general (media de frames por segundo, ca´ıdas de frames,
etc)
4. Rendimiento de la deteccio´n de colisiones (Octree)
5. Tiempos de carga
6. Ana´lisis de actuaciones del recolector de basura
7. Uso de Memoria
8. Uso de CPU
9.2. Comparativa a alto nivel
9.2.1. Diferencias Generales
En este apartado se exponen algunas diferencias generales entre ambas
implementaciones.
Sistema de coordenadas: En OpenGL , el sistema de coordenadas por
defecto tiene el eje X positivo apuntando hacia la derecha, el eje Y positivo
apuntando hacia arriba, y el eje Z positivo apuntando hacia fuera (conocido
como sistema de coordenadas de mano derecha)
En jPCT-AE, este sistema de coordenadas esta rotado 180o alrededor
del eje X respecto al sistema de OpenGL, lo que resulta en un sistema de
coordenadas donde la X positiva sigue apuntando hacia la derecha, pero Y
positiva apunta hacia abajo y Z positiva apunta hacia el fondo.
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Figura 9.1: Sistemas de coordenadas
Esto se puede corregir aplicando una rotacio´n a todo el mundo para adap-
tarse a un sistema o a otro. Pese a ello, se ha decidido utilizar los sistemas de
coordenadas propios de cada sistema, por lo que cada implementacio´n utiliza
el sistema de coordenadas por defecto de su motor.
Ubicacio´n de las texturas Recordemos del apartado de implementacio´n
(6.1) que en un proyecto de Android, hay diferentes carpetas de recursos
donde se pueden tener las ima´genes del juego, en concreto la carpeta drawa-
ble. Android escala las ima´genes de estas carpetas segu´n la densidad de la
pantalla del dispositivo en que se esta´ ejecutando la aplicacio´n, y esto puede
perjudicar a las texturas del juego ya que en OpenGL estas deben tener un
taman˜o potencia de 2.
El juego en OpenGL ES 2 almacena sus ima´genes en la carpeta drawable
dado que el proceso de cargar estas ima´genes se realiza de modo que se le
indica a Android mediante una llamada que no las modifique. De esta manera
se pueden tener las texturas en la carpeta drawable sin problemas, ya que
estas conservara´n su taman˜o potencia de 2. La ventaja de esto es tener el
proyecto un poco ma´s organizado ya que en la carpeta raw se encuentran
otros elementos (shaders, sonido, etc.)
Por el contrario, jPCT-AE carga las texturas sin indicar a Android que
no se modifiquen, con lo cual es posible que al almacenarlas en la carpeta
drawable se reescalen y que la aplicacio´n deje de funcionar. Por esta razo´n, las
texturas del juego en jPCT-AE se guardan en la carpeta raw de los recursos
del proyecto, ya que Android no modifica los elementos de esta carpeta bajo
ningu´n concepto.
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9.2.2. Conocimientos y aprendizaje
A continuacio´n se puede ver en que difieren ambas implementaciones
respecto al nivel de conocimientos que requiere trabajar con jPCT-AE y
OpenGL ES 2. A continuacio´n se muestra una tabla en la que se puede ver
de forma general que niveles de conocimientos ha requerido cada una de las
dos implementaciones de este proyecto:
Conocimientos jPCT-AE GLES 2
Java Requerido Requerido
Gestio´n de Matrices Lo hace el motor Requerido
Lenguaje GLSL Requerido Requerido
Gestio´n de Shaders
a nivel de aplicacio´n
Lo hace el motor Requerido
Deteccio´n de coli-
siones
Conceptos ba´sicos Nivel medio/alto
Parseo de modelos
3D
























Conceptos ba´sicos Nivel medio/alto
Respecto al lenguaje GLSL, se ha apuntado como requerido en jPCT-AE
ya que para este juego en concreto se han usado shaders avanzados, pero
jPCT-AE permite trabajar sobre OpenGL ES 2 sin tener que programar
ningu´n shader (el motor proporciona unos shaders ba´sicos por defecto que
dan un aspecto similar al pipeline fijo de OpenGL ES 1).
163
Como se puede ver, la implementacio´n en OpenGL ES 2 ha requerido
ma´s conocimientos que la versio´n jPCT-AE, en la que se proporcionan fun-
cionalidades ya hechas que facilitan mucho el trabajo y ahorran tiempo de
estudio.
Por ejemplo, en la implementacio´n de jPCT-AE no se ha tenido que
trabajar en ningu´n momento con una matriz (matema´tica), por lo que no
es necesario ni saber lo que es una matriz para trabajar con este motor
3D, mientras que en la versio´n de OpenGL ES 2 se ha necesitado gestionar
matrices, saber que datos contienen, implementar una clase que las represente
junto con algunas operaciones sobre ellas, etc.
Se puede ver que en ningu´n concepto se ha requerido ma´s conocimientos
en la versio´n jPCT-AE que en la versio´n OpenGL ES 2. Este resultado habla
bien sobre el motor jPCT-AE, dado que normalmente uno de los objetivos
de un motor 3D de este tipo es acercar el mundo de la programacio´n 3D a
personas que no disponen de los recursos o conocimientos necesarios para
realizar un proyecto en OpenGL o que desean empezar en el mundo de la
programacio´n 3D mediante un sistema sencillo con el que aprender una serie
de conceptos ba´sicos.
Concluyendo este apartado, ante la cuestio´n de si utilizar un motor 3D
como jPCT-AE o crear un motor propio sobre OpenGL ES 2, se deber´ıa tener
muy claro dado el alcance del proyecto y el nivel de conocimientos del que
se dispone para llevarlo a cabo antes de tomar esta decisio´n, ya que no dis-
poner de suficiente formacio´n podr´ıa alargar y encarecer considerablemente
el proceso de desarrollo del proyecto.
9.2.3. Documentacio´n
jPCT-AE Jpct-AE Dispone de una pa´gina web en la que se puede consul-
tar su wiki, sus foros y los javadocs en Ingle´s [4].
Javadocs Esta´n documentadas todas las clases externas del motor con
sus funciones, constructoras, etc. Algunas de las clases podr´ıan estar
mejor explicadas, especialmente las interfaces (iVertexController, Ge-
nericVertexController, etc) cuyo uso no queda demasiado claro leyendo
u´nicamente esta documentacio´n.
Las explicaciones de ciertas funciones son algo escuetas y en alguna
ocasio´n se han encontrado ambigu¨edades, pero en general se acaba de
aclarar todo haciendo pruebas.
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Wiki: En esta wiki se pueden encontrar ejemplos de co´digo. Se trata
de informacio´n u´til de cara a empezar a hacer un juego, mayormente
fragmentos de co´digo ba´sicos. Adema´s, esta misma wiki se utiliza para
la versio´n de sobremesa del motor llamada jPCT, por lo que pese a
ser motores similares algunos apartados de la wiki no son validos para
jPCT-AE.
Foros: En el mismo sitio web se encuentran los foros del motor jPCT.
Estos foros disponen de apartados espec´ıficos para jPCT-AE que han
resultado ser una gran herramienta de consulta, especialmente para
encontrar ejemplos de co´digo.
OpenGL ES 2 Hasta hace poco, dado el brusco cambio que supone OpenGL
ES 2 respecto a su version 1, no resultaba fa´cil encontrar documentacio´n de
calidad para esta librer´ıa, aunque poco a poco van apareciendo ma´s y ma´s
libros y sitios web con gu´ıas.
La ventaja de OpenGL ES 2 es que al tratarse de una librer´ıa multipla-
taforma, en general se pueden aplicar gran parte de los conceptos de otras
versiones equivalentes a esta (por ejemplo OpenGL 2.0, OpenGL ES 2 para
iOs, etc.). A continuacio´n se muestra la informacio´n ma´s consultada durante
el desarrollo de la implementacio´n sobre OpenGL ES 2 del juego:
Pa´ginas de referencia (manual) [10] En estas pa´ginas se puede
encontrar la documentacio´n de manual de todas las llamadas a OpenGL
ES 2 disponibles. La documentacio´n de estas funciones es bastante
concisa, aunque en general no se incluye ningu´n tipo de ejemplo.
Manual de GLSL ES [12] Manual del lenguaje GLSL ES, para los
shaders.
Pa´gina de recursos del grupo Khronos [13] En esta pa´gina se pue-
den encontrar enlaces u´tiles como gu´ıas, tutoriales, ejemplos de co´digo,
etc.
OpenGL R© ES 2.0 Programming Guide [14] Libro sobre OpenGL
ES 2. Este libro cubre gran parte de efectos avanzados y se centra as-
pectos concretos de OpenGL ES 2 por lo que requiere tener ya una
cierta base de OpenGL para poder adentrarse en e´l. Tambie´n propor-
ciona ejemplos para mu´ltiples plataformas (Linux, Android, iPhone,
WebGL, Windows, etc.) en su sitio web.
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Learn OpenGL ES 2 [15] Sitio web que proporciona una serie de
lecciones de OpenGL ES 2 espec´ıficas para Android. Esta gu´ıa ha re-
sultado u´til a los inicios del proyecto.
Como ya se ha visto, OpenGL ES 2 dispone de mayor cantidad y calidad
de documentacio´n debido a que en general es una librer´ıa muy extendida y
como ya se ha explicado, se pueden aplicar conceptos del OpenGL para otras
plataformas en Android.
El motor jPCT-AE dispone de una documentacio´n aceptable, pero en
general se limita a lo que se encuentra en su sitio web listado anteriormente.
9.2.4. Soporte
En este apartado se va a explicar que opciones hay disponibles cuando
surge una duda o problema con jPCT-AE o con OpenGL ES 2 que no se
puede resolver u´nicamente con la documentacio´n.
Desde el sitio web de jPCT-AE se puede acceder a los foros del motor. En
estos foros se puede consultar cualquier duda o pedir ayuda con problemas
en concreto como complemento a la documentacio´n que se proporciona. El
propio creador del motor suele responder, e incluso es posible que si alguien
propone algu´n cambio bueno o encuentra algu´n fallo, el creador lo an˜ada/-
solucione en la versio´n beta de la siguiente versio´n de jPCT-AE.
Respecto a OpengL ES 2, el propio sitio web del grupo Khronos alber-
ga unos foros de cuestiones te´cnicas pero al tratarse de una librer´ıa muy
extendida, se pueden consultar problemas y dudas en gran cantidad de fo-
ros y comunidades de programacio´n/OpenGL. De todos modos durante el
desarrollo del proyecto esto no ha sido necesario dado que existe much´ısima
documentacio´n de OpenGL en la red y en libros.
9.2.5. Aspectos de disen˜o e implementacio´n
En este apartado se van a comparar algunos aspectos generales de disen˜o
e implementacio´n que difieren entre ambas aplicaciones implementadas.
Disen˜o General A continuacio´n se puede ver un recordatorio de las pilas
de componentes de ambas aplicaciones:
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Figura 9.2: Pilas de software
Como se puede ver, el apartado de disen˜o difiere en el componente del
motor 3D, donde jPCT-AE ya proporciona toda la funcionalidad por lo que
so´lo se ha tenido que disen˜ar su integracio´n con la lo´gica del juego.
Por otro lado, en la versio´n OpenGL ES 2, se ha tenido que disen˜ar un
motor 3D completo que sustituye las funcionalidades de jPCT-AE utilizadas.
Este disen˜o, como se vio en el apartado de diagramas de clases (5.5.4), se
realizo creando una estructura externa similar a la de jPCT-AE para poder
reaprovechar gran parte del co´digo de la lo´gica.
Nivel de trabajo En la versio´n de OpenGL ES 2 se dispone de acceso
total a la librer´ıa de gra´ficos al estar trabajando en el nivel ma´s bajo, con
lo cual para esta versio´n se han creado funcionalidades que se adaptan el
ma´ximo posible a los problemas concretos del juego.
En la versio´n sobre jPCT-AE se trabaja un nivel por encima de OpenGL
ES 2. Por esta razo´n se han tenido que usar las funcionalidades proporcio-
nadas por jPCT-AE pese a que en algunas ocasiones e´stas no se adaptaban
exactamente al problema. Durante el desarrollo del proyecto se ha dado el
caso en que una funcionalidad de jPCT-AE hace lo que se necesita para re-
solver un problema concreto pero lo hace de un modo demasiado complejo o
haciendo cosas innecesarias para el problema que se esta tratando de resolver.
Por ejemplo, jPCT-AE proporciona la funcionalidad de creacio´n de pri-
mitivas, entre ellas el plano. Pero si lo que se quiere es que los ve´rtices de
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este plano este´n ubicados en exactamente 4 puntos predefinidos (utilizado
en el juego para indicar por donde se cruzan las puertas), no sirve u´nica-
mente crear la primitiva. Se tiene que obtener el plano de las primitivas de
jPCT-AE y posteriormente escribir una clase que implementa una interfaz
de jPCT-AE llamada GenericVertexController cuya constructora reciba los
puntos. Finalmente, hay que asignarle una instancia de esta clase al plano y
aplicarla mediante una funcio´n. Todo esto para realizar algo tan simple como
ubicar una serie de ve´rtices en ciertos puntos, cosa que en la otra aplicacio´n
trabajando a nivel de OpenGL ES 2 resulto´ trivial de implementar.
En resumen, en jPCT-AE en algunos casos se puede aplicar el dicho .estar
matando moscas a can˜onazos”, mientras que con OpenGL ES 2 es posible
ajustar mucho ma´s las funcionalidades para resolver un cierto problema.
9.2.6. Ampliacio´n de funcionalidades
jPCT-AE es un motor de co´digo cerrado, por lo tanto lo que proporciona
es todo lo que se puede utilizar para modelar gra´ficamente el juego. Si hay
alguna funcionalidad gra´fica que no esta´ implementada en el motor y que no
se puede implementar con las herramientas que el motor proporciona, e´sta
no se podra´ crear.
A su favor hay que decir que el motor proporciona algunas interfaces que
permiten inyectar co´digo OpenGL en el proceso de render de cada objeto 3D
del mundo. Esto junto con la libertad que proporciona utilizar shaders (siem-
pre que se use jPCT-AE en modo OpenGL ES 2) ampl´ıa considerablemente
la capacidad de este motor, aunque no deja de estar en desventaja respecto
a tener toda la librer´ıa OpenGL ES 2 a nuestra disposicio´n.
En la versio´n OpenGL ES 2 del juego sucede todo lo contrario. Se tiene
total control del co´digo del motor 3D, por lo que se puede ampliar y modificar
a voluntad. Adema´s el hecho de crear un motor propio aporta la ventaja de
poder reaprovechar su co´digo para crear otros juegos en el futuro.
9.2.7. Estad´ısticas del co´digo
A continuacio´n se vera´n una serie de estad´ısticas del co´digo de ambas
aplicaciones con el fin de comparar de forma general el co´digo fuente de ambas
aplicaciones. Estas estad´ısticas se han extra´ıdo utilizando varias herramientas
de ana´lisis de co´digo (principalmente el plugin Metrics para Eclipse)
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jPCT-AE OpenGL ES 2
# packages 4 6
# archivos .java 31 58
# clases 35 62
# Total de l´ıneas 5.511 10.586
# L´ıneas de co´digo 3.764 6.761
# L´ıneas de co´digo por archivo 121 116
# L´ıneas de comentario 664 1.872
Longitud media de las l´ıneas 31 32
Relacio´n lineas co´digo/comentarios 5,67 3.61
Lineas de comentario/archivo 21 32
#L´ıneas en blanco 1.133 2.076
L´ıneas en blanco/archivo 36 35
Relacio´n co´digo/lineas en blanco 3,32 3.26
Para´metros/me´todo 0,81 0.97
Atributos/clase 8,46 6,94
# total Me´todos 280 482
Me´todos/clase 8 7,8
Cuadro 9.1: Tabla de estad´ısticas del co´digo de ambas aplicaciones
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Figura 9.3: Distribucio´n de lineas en cada aplicaco´n
Ya se puede ver que como era de esperar la versio´n de OpenGL ES 2 ocupa
muchas ma´s l´ıneas (repartidas en ma´s clases y ma´s me´todos) al haber tenido
que implementar funcionalidades que en la otra versio´n proporcionaba jPCT-
AE. Por esta razo´n tambie´n hay ma´s l´ıneas de comentarios por l´ınea de co´digo
que en la versio´n de jPCT-AE puesto que se han tenido que documentar
muchas ma´s cosas mediante comentarios.
9.2.8. Tiempo de desarrollo
Como se vio en la planificacio´n del proyecto (4), ya se planeo´ que imple-
mentar funcionalidades en OpenGL ES 2 requerir´ıa ma´s tiempo que en la
versio´n con jPCT-AE, ya no solo tiempo de implementacio´n si no tambie´n
de documentacio´n y aprendizaje.
Por los d´ıas dedicados a cada versio´n y las horas dedicadas cada d´ıa (horas
variables, entre 4 y 8 horas segu´n el d´ıa se ha aproximado la cantidad de horas
dedicadas a cada aplicacio´n eliminando horas de disen˜o gra´fico, ya que esto
se considera trabajo comu´n de ambas aplicaciones. El resumen de horas se
puede ver en la siguiente tabla:
jPCT-AE OpenGL ES 2
310h 750h
Cuadro 9.2: Tabla de horas de desarrollo
El motor jPCT-AE realmente acorta el tiempo de desarrollo considera-
blemente ya que proporciona gran cantidad de funcionalidades ya listas para
usarse, adema´s de requerir muy pocas consultas a la documentacio´n dada
su sencillez de uso. Adema´s, durante la implementacio´n no ha sido necesario
ejecutar muchas pruebas ya que en general el motor realiza lo que se espera
de e´l.
La versio´n OpenGL ES 2 ha requerido bastante tiempo extra de aprendi-
zaje, consulta de documentacio´n y pruebas, dado que nunca hab´ıa trabajado
con esta versio´n de OpenGL. Adema´s al tener que implementar ma´s funcio-
nalidades y e´stas ma´s complejas que lo implementado en jPCT-AE, el tiempo
de pruebas ha sido ma´s elevado que en jPCT-AE.
Recordemos que el emulador del SDK no soporta OpenGL ES 2, por lo
que todas las pruebas se han realizado sobre el dispositivo. Cada prueba
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requiere ma´s tiempo comparado con probar una aplicacio´n en el PC, ya que
aunque Eclipse env´ıe el APK y lo instale automa´ticamente por adb, este
proceso tarda unos segundos que pese a no parecer mucho para una prueba,
cuando se deben realizar muchas pruebas en bater´ıa resultan en un retraso
considerable.
9.2.9. Compatibilidad
A nivel de compatibilidad con dispositivos Android, existe un factor que la
limita en ambas versiones independientemente de que jPCT-AE sea un motor
conocido y se haya probado en muchos ma´s dispositivos: los shaders. Existen
muchos chipsets gra´ficos de mo´viles (Adreno, Tegra, Mali, etc.) que provienen
de distintos fabricantes y algunos de ellos presentan incompatibilidades con
ciertos shaders, o mejor dicho, con ciertos aspectos de los shaders, que son
dif´ıciles de controlar sin disponer dispositivos de prueba de todo tipo adema´s
de consultar la documentacio´n de cada fabricante.
Como ejemplo de lo explicado en el pa´rrafo anterior, los chipsets Mali
no soportan valores mayores o iguales que 65.500 en los shaders. Los chips
Adreno ma´s antiguos no toleran bien los bucles en los shaders, por lo que
hay que desenrollarlos. Y as´ı con todos los chipsets, cada uno tiene sus ca-
racter´ısticas y peculiaridades, especialmente los primeros que salieron con
soporte para shaders.
Adema´s, segu´n las pruebas realizadas con shaders durante el proyecto con
un dispositivo que lleva un chipset gra´fico antiguo (un Samsung Galaxy S
Plus, chipset gra´fico Adreno 205), los problemas en los shaders son bastante
molestos ya que no se cierra la aplicacio´n y ya esta, si no que el juego se
congela y la u´nica solucio´n es apagar el dispositivo por el boto´n o extraer
la bater´ıa para forzar un reinicio. Esto puede ser fallo u´nicamente de este
tele´fono o chipset, pero aun y as´ı, nunca se deber´ıa exponer al pu´blico una
aplicacio´n con incompatibilidades de este tipo.
La solucio´n a todo esto es escribir shaders para todo tipo de chipsets grafi-
cos y utilizarlos segu´n convenga, adema´s de hacer pruebas en los dispositivos
en cuestio´n. Tambie´n es una buena pra´ctica crear shaders con distintos nive-
les de detalle con el fin de escalar el juego para dispositivos menos potentes.
Dejando de lado el tema de los shaders, jPCT-AE es un motor conoci-
do y probado en gran cantidad de dispositivos dado que ya existen juegos
desarrollados sobre e´l. Por lo tanto, jPCT-AE da cierta seguridad en este
aspecto, aunque en cualquier proyecto a nivel profesional se deber´ıa probar
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igualmente en una variedad de dispositivos.
La versio´n de OpenGL ES 2 del juego so´lo se ha probado en los dos dispo-
sitivos mo´viles disponibles para el proyecto: Samsung Galaxy S Plus (Adreno
205) y Google Nexus 4 (Adreno 320). Si esta aplicacio´n se fuera a distribuir
al pu´blico, se deber´ıa antes probar en una gran variedad de dispositivos y
chipsets gra´ficos para comprobar que realmente esta´ todo correcto.
En conclusio´n, dejando de lado el problema de los shaders que es comu´n
a ambas versiones, jPCT-AE presenta ma´s ventajas en este apartado al ser
un motor conocido.
9.2.10. Integracio´n con Android
jPCT-AE se integra muy bien en el entorno de android ya que al igual
que con OpenGL ES 2, jPCT-AE se utiliza a partir de una clase Renderer
gestionada por una Actividad. Esto permite recibir todos los eventos de con-
texto y reaccionar a ellos igual que en la aplicacio´n sobre OpenGL ES 2 o
cualquier otra aplicacio´n.
Ambas aplicaciones se han desarrollado siguiendo los consejos de la pa´gi-
na de desarrollo de Android, dividiendo las funcionalidades en Actividades,
utilizando el boto´n back como se esperar´ıa un usuario de Android, etc.
Resumiendo, en el apartado de integracio´n con Android ambas versiones
esta´n al mismo nivel.
9.2.11. Conclusio´n
jPCT-AE presenta gran cantidad de ventajas a este nivel. La reduccio´n
de co´digo a escribir y del tiempo de desarrollo son su gran baza, adema´s de
requerir un nivel de conocimientos de gra´ficos 3D y de f´ısica muy ba´sico para
empezar a hacer cosas interesantes con e´l. Adema´s al ser un motor conocido,
da cierta seguridad a nivel de compatibilidad con los dispositivos Android
del mercado.
La versio´n OpenGL ES 2 por el contrario, ha tenido un tiempo de desarro-
llo elevado y gran cantidad de co´digo generado, pero tambie´n presenta una
gran ventaja: disponer de total control del co´digo del motor 3D generado.
Esto permite ampliar sus funcionalidades todo lo que se quiera, y reutilizar
su co´digo en otros proyectos si fuera necesario..
En resumen, a este nivel no se puede concluir que una versio´n sea me-
jor que la otra, si no que la eleccio´n depende de las necesidades y recursos
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disponibles del proyecto que se vaya a crear.
9.3. Comparativa a bajo nivel
9.3.1. Entorno de ejecucio´n
Primero se va a describir en que condiciones se han ejecutado las prue-
bas y que herramientas se han utilizado para obtener los resultados de la
comparacio´n.
Entorno
La mayor´ıa de las pruebas se han realizado sobre un dispositivo Google
Nexus 4 con Android 4.2.2.
• CPU: 1.5 GHz quad-core Snapdragon S4 Pro
• Memoria: 2 GB
• GPU Adreno 320
• Android 4.2.1 Jelly Bean
Tambie´n se ha utilizado un Samsung Galaxy S Plus para algunas prue-
bas.
• CPU: 1.4 GHz Scorpion
• Memoria: 512 MB
• GPU Adreno 205
• Android 4.0.4 IceCream Sandwitch (CyanogenMod)
Se ha utilizado un entorno de ejecucio´n t´ıpico de estos dispositivos
mo´viles. Se han cerrado aplicaciones abiertas pero no se han desactivado
servicios t´ıpicos de estos tele´fonos como el wifi, el bluetooth, el gps, la
red mo´vil, etc. Esto se ha hecho buscando un entorno de ejecucio´n real
para este tipo de dispositivos.
Los datos extra´ıdos sera´n normalmente un promedio entre cierto nume-




Se ha creado una clase para realizar mediciones de tiempo de funcio-
nalidades dentro del propio co´digo del juego.
Se ha utilizado la herramienta DDMS incluida en el SDK de Android
e integrada en Eclipse, u´til para ver uso de memoria por proceso, ana-
lizar el Garbage Collector, extraer capturas de pantalla, etc. Tambie´n
permite hacer profiling del uso de CPU de las funciones y me´todos de
las aplicaciones.
Aplicacio´n PerfMon - Performance Monitor por Chainfire (XDA-Developers).
Esta aplicacio´n tambie´n permite ver el uso de CPU (por cada core), uso
de memoria, E/S, etc. en tiempo real desde el propio tele´fono mientras
se ejecuta la aplicacio´n. No se han obtenido resultados directos de ella
pero ha servido para ver de forma general el rendimiento de los juegos.
9.3.2. Renderizado 3D
En ambos juegos se esta´n utilizando las mismas texturas, modelos, posi-
ciones de los objetos, de la luz, etc. por lo que las diferencias gra´ficas entre
ellas son mı´nimas.
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Figura 9.4: OpenGL ES 2
Figura 9.5: jPCT-AE
El efecto de humo, pese a estar implementado de forma similar y con la
misma textura, en movimiento se ve muy diferente. En OpenGL ES 2 las
part´ıculas de humo giran, por lo que se genera una mayor sensacio´n de movi-
miento. En jPCT-AE el movimiento no se aprecia demasiado debido a que la
implementacio´n de billboarding del motor no permite aplicar rotaciones a los
objetos, por lo que todas las part´ıculas de humo tienen la misma orientacio´n
y no se distinguen.
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Figura 9.6: OpenGL ES 2
Figura 9.7: jPCT-AE
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En ambos conjuntos de capturas anteriores se puede ver que la mayor
diferencia esta´ en el shader del terreno. Esto es u´nicamente porque el shader
del terreno de OpenGL ES 2 permite usar un environment map para que el
terreno adopte la illuminacio´n del cielo, haciendo la escena ma´s uniforme.
En la versio´n de jPCT-AE se utiliza un color especular blanco debido a un
bug en el sistema de multitexturas de jPCT-AE que no permitio´ utilizar la
textura del environment map en el shader.
Tener brillos especulares en un terreno no es lo ma´s realista, pero como
se explico´ en el disen˜o, no se buscaba un aspecto totalmente realista para
este juego.
Para acabar, la aplicacio´n en OpenGL ES 2 permite seleccionar si activar
o no el environment mapping desde las opciones, con lo cual al desactivarlo el
shader realizara´ lo mismo que la versio´n de jPCT-AE. Esto se ha hecho para
que durante la comparacio´n de rendimiento haya igualdad de condiciones.
Figura 9.8: OpenGL ES 2
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Figura 9.9: jPCT-AE
En esta conjunto de capturas se aprecia la diferencia del environment
mapping. En la captura de la versio´n OpenGL ES 2 con environment mapping
activado, a la izquierda, se pueden ver las nubes reflejadas en los edificios. En
jPCT-AE el reflejo en los edificios es una mancha blanca (mancha especular).
9.3.3. Shaders
Implementar shaders GLSL para un juego en jPCT-AE es exactamente
igual que implementarlos en un juego sobre OpenGL ES 2 excepto el hecho
que en jPCT-AE los atributos y uniforms deben llevar unos nombres concre-
tos explicados en la wiki de jPCT-AE. Es obligatorio utilizar estos nombres
dado que el motor jPCT-AE pasara´ internamente los atributos de los objetos
a los shaders identificados con ellos.
Como se vio en el apartado de renderizado, las diferencias entre como se
visualizan los shaders son mı´nimas, y probablemente parte de las diferencias
que se aprecian provengan de como pre-procesa cada aplicacio´n la geometr´ıa
3D de los objetos (al ser jPCT-AE un motor de co´digo cerrado, es dif´ıcil
crear un motor gra´fico ide´ntico).
Existe una herramienta llamada Adreno Profiler disponible en la pa´gina
de Qualcomm que permite hacer profiling de shaders (en chips Adreno).
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Con ella se podr´ıan haber hecho pruebas con el rendimiento de los shaders,
pero desgraciadamente esta herramienta no funciona en el Nexus 4, tele´fono
utilizado para el proyecto, y se esta´ a la espera de que Google solucione el
problema en la pro´xima versio´n de Android para este dispositivo.
9.3.4. Rendimiento general
Para este apartado se han ejecutado ambas aplicaciones y jugado una serie
de partidas completas en cada circuito. Para cada partida se han muestreado
los frames por segundo (me´trica t´ıpica en el rendimiento de los videojuegos,
ya que es lo que el usuario percibe cuando esta´ jugando) y se han extra´ıdo
en modo texto para posteriormente trabajar con los datos y obtener unas
estad´ısticas que se muestran en este apartado.
Los frames por segundo, o FPS, es la cantidad de fotogramas que el juego
es capaz de dibujar por pantalla durante un segundo. Este dato se mide
desde el propio juego. El juego dibuja un frame por cada vuelta de su bucle
principal.
Cada partida se ha realizado en una ejecucio´n nueva de la aplicacio´n, por
lo que la partida empieza tras el tiempo de carga. Adema´s se ha desactivado
el co´digo que limita los FPS a 58 para que el dispositivo haga todo lo que
pueda para mover el juego (aunque estos chips gra´ficos ya limitan de fabrica
a 60/61 fps).
Google Nexus 4
El siguiente cuadro muestra media de FPS de 4 partidas para cada juego
sobre el dispositivo Nexus 4.
Ejec1 Ejec2 Ejec3 Ejec4 Media FPS
jPCT-AE 59,18 59,03 59,15 56,2 58,4
OpenGL ES 2 60,15 60,21 60,22 60,37 60,24
Cuadro 9.3: Tabla de resultados de FPS en el Circuito 1
En este apartado se puede ver que en media el juego en jPCT-AE ha
dado peores resultados. A continuacio´n se puede ver una gra´fica que muestra
la media de fps de las cuatro partidas jugadas a lo largo del tiempo de la
partida.
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Figura 9.10: Comparativa de la media de FPS de 4 partidas en Nexus 4
Aqu´ı se aprecia por que la versio´n de jPCT-AE ha dado un resultado
un poco peor en la media de FPS. Como se puede ver, a la aplicacio´n de
jPCT-AE le cuesta mucho ma´s arrancar tras el tiempo de carga del juego
(primeros frames de la partida) y le cuesta estabilizarse. Adema´s su tasa
de frames es ma´s inestable ya que se observan algunas ca´ıdas y picos. Esto
durante el juego se nota aunque hay que estar atentos a ello para notarlo.
En realidad la diferencia deber´ıa ser algo ma´s elevada, pero como el juego
en OpenGL ES 2 va bastante holgado en el Nexus 4 (como se ha visto en
la gra´fica su tasa de frames es bastante estable), funciona la mayor parte
del tiempo a la tasa de frames ma´xima del chip gra´fico, unos 60 fps. Sin
esta limitacio´n obligatoria, el juego OpenGL ES 2 ir´ıa todav´ıa a ma´s frames
por segundo. Ma´s adelante se realizara´ esta prueba con un tele´fono mucho
ma´s modesto que permitira´ poner su hardware al ma´ximo y comparar su
rendimiento.
A continuacio´n se va a realizar otro experimento sobre el Nexus 4. Des-
glosar el tiempo de una iteracio´n del bucle principal en tiempo de proceso
(principalmente carga de CPU) y tiempo de salida o render (principalmen-
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te carga de GPU aunque tambie´n parte de CPU). De esta forma se puede
ver en que se dedica el tiempo de cada vuelta del bucle principal en ambas
versiones. Para ello se ha elegido una muestra 2200 frames durante el curso
normal de ambos juegos, en el circuito 1 y se ha medido el tiempo de las
llamadas de proceso y render en el bucle principal.
Fase de proceso: En esta fase de la iteracio´n se procesa la entrada del
usuario. Movimiento del avio´n, de la ca´mara, deteccio´n y gestio´n de colisiones,
gestio´n de las part´ıculas de humo, ca´lculos de tiempo, deteccio´n de paso por
puertas, penalizaciones, etc.
Fase de salida: En esta fase se realizan los ca´lculos de todas las matrices
OpenGL y se recorrien todos los objetos de la escena para dibujarlos uno por
uno con OpenGL.
T.medio proceso T. medio salida Total
jPCT-AE 3,03ms 8,48ms 11,51 ms
OpenGL ES 2 0,64ms 6,9ms 7,54 ms
Cuadro 9.4: Desglose de una muestra de frames en tiempo de proceso y de
salida
El juego en jPCT-AE gasta en media unas 4 veces ma´s tiempo en proceso
(CPU) y 1,22 ma´s de tiempo en salida (CPU+GPU). En total, la versio´n
OpenGL ES 2 rinde 1,5 veces ma´s en este tele´fono.
Este resultado se debe a que jPCT-AE es un motor gene´rico y por lo
tanto sus funcionalidades no esta´n enfocadas a este juego en concreto. Por
ello, es normal que haya ma´s uso innecesario de CPU en procesos internos
del motor (gestio´n de objetos, colisiones, etc), al estar trabajando a un nivel
ma´s alto. En el juego OpenGL ES 2 las funcionalidades se han creado con el
objetivo u´nico de resolver los problemas de este juego, por lo que a este nivel
da mejores resultados.
Otro aspecto importante es que el sistema de colisiones de jPCT-AE
hace su trabajo, pero podr´ıa estar ma´s optimizado (y proporcionar test de
colisiones menos costosos, como bounding boxes).




Samsung Galaxy S Plus
A continuacio´n se va a realizar la misma prueba sobre un tele´fono ma´s
modesto, el Samsung Galaxy S Plus. Este tele´fono es un Samsung Galaxy S
de primera generacio´n (hoy en d´ıa van por la cuarta generacio´n), por lo que
le va a costar mucho ma´s mover el juego. Esto permitira´ encontrar resultados
ma´s extremos dado que el juego va a poner al l´ımite este dispositivo.
Hay que destacar que este tele´fono no tiene buen rendimiento con ningu´n
juego en 3D, especialmente juegos que utilizan OpenGL ES 2 y shaders com-
plejos. Tambie´n destacar que el shader de bloom del cielo contiene bucles,
los cuales el chip gra´fico Adreno 205 de este tele´fono no tolera demasiado
bien, por lo que se vera´n unas tasas de frames bastante bajas. El bloom se
puede desactivar desde las opciones para conseguir casi el doble de fps pero
la comparacio´n resulta ma´s interesante ejecutando el juego tal cual ya que
se genera un gran cuello de botella en la GPU. A continuacio´n se pueden ver
los resultados.
Con la misma GPU en cuello de botella, el juego en OpenGL ES 2 rinde
de media 5 frames por segundo ma´s que el juego en jPCT-AE, por lo que e´s
1,23 veces ma´s ra´pida que la versio´n jPCT-AE. Si recordamos el experimento
anterior de este mismo apartado (9.3.4), la diferencia entre ambas versiones
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Ejec1 Ejec2 Ejec3 Ejec4 Media FPS
jPCT-AE 22,62 22,82 22,52 22,61 22,64
OpenGL ES 2 28,03 28,04 27,85 27,97 27,98
Cuadro 9.5: Tabla de resultados de Frames Por Segundo en el Circuito
1, Samsung Galaxy S Plus
en tiempo de render era de 1,22 en el Nexus 4. Esta coincidencia puede venir
dada porque bajo este cuello de botella de la GPU, el tiempo de GPU es tan
alto que el tiempo de CPU queda eclipsado y casi se puede obviar, por lo
que en esta situacio´n la diferencia entre los fps de ambas aplicaciones es en
su mayor parte la diferencia en uso de GPU que realizan.
Como en el caso anterior se ha creado una gra´fica comparativa de ambas
ejecuciones en media (calculadas a partir de 4 ejecuciones de cada juego)
Figura 9.12: Comparativa de la media de FPS de 4 partidas en Samsung
Galaxy S+
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9.3.5. Rendimiento de la deteccio´n de colisiones (Oc-
tree)
En este apartado se van a comparar los tiempos de las dos funciones ma´s
importantes de la deteccio´n de colisiones con Octree de ambas aplicaciones.
Las pruebas de este apartado se ejecutara´n todas sobre el Nexus 4.
Recordemos que el Octree se utiliza u´nicamente para detectar colisiones
con el modelo del entorno (ciudad, terreno, etc) y no en las colisiones con los
pilones. Adema´s,Los octrees de ambas aplicaciones esta´n limitados
a profundidad 8 y a un ma´ximo de 500 ve´rtices por nodo. Estos
valores se ajustaron haciendo pruebas sobre ambos juegos hasta obtener unos
para´metros con resultados aceptables.
Tiempo de construccio´n del Octree En la siguiente tabla se puede
ver el tiempo de construccio´n del octree (para el terreno del circuito 1, ya
que es el que tiene ma´s pol´ıgonos) de ambas aplicaciones en 7 ejecuciones
independientes.
Ejec1 Ejec2 Ejec3 Ejec4 Ejec5 Ejec6 Ejec7 Media
jPCT-AE 231 298 309 306 276 363 271 293,43
OpenGL ES 2 182 147 173 178 150 139 157 160,86
Cuadro 9.6: Tiempos de construccio´n del octree para el circuito 1
Como se puede ver los tiempos de construccio´n del Octree son ma´s cortos
en la implementacio´n de Octree creada para la versio´n OpenGL ES 2 que
en la inclu´ıda en jPCT-AE. No se puede saber realmente por que existe esta
diferencia, pero una posibilidad es que jPCT-AE este realizando alguna op-
timizacio´n del arbol en tiempo de construccio´n para acelerar posteriormente
los tests de colisiones durante el juego.
Tiempo de test
En este apartado se ha volado por una trayectoria predefinida cerca del
terreno y se han obtenido los tiempos del me´todo del test de colisiones a cada
frame.
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En jPCT-AE, estando lejos del terreno (no se pasa de la ra´ız del Octree),
los tests tardan en general 1ms. En la implementacio´n OpenGL ES 2 del
juego, estando lejos del terreno el tiempo de estos tests dan 0ms como tiempo,
por lo que no llegan al milisegundo. Esto es porque el test con la ra´ız es un test
esfera contra bounding box, el cual es un test muy ra´pido, y al fallar, ya no se
continu´a recorriendo el a´rbol. Como se desconoce como esta implementado
internamente jPCT-AE, no se puede saber por que estando lejos del terreno
la mayor´ıa de los tests tardan como mı´nimo 1 ms.
A continuacio´n se muestran los resultados de tiempo sobrevolando el te-
rreno con el mismo recorrido en ambas aplicaciones, en el circuito 1.
Tiempo medio
Juego jPCT-AE 0,789 ms
Juego OpenGL ES 2 0,771 ms
Cuadro 9.7: Tiempos de test de colisio´n contra el octree
Hay que considerar que esta parte de la comparacio´n es una aproximacio´n,
dada la naturaleza cerrada del motor jPCT-AE, la u´nica opcio´n es calcular el
tiempo de la funcio´n de test desde fuera sin saber realmente que´ esta´ haciendo
el motor internamente.
Los resultados en media son muy parecidos. Esto es porque en general
jPCT-AE esta haciendo los tests ma´s complejos ma´s ra´pido que la versio´n
OpenGL ES 2, y los ma´s simples (como se ha visto antes en este apartado)
ma´s lentos. La siguiente gra´fica muestra visualmente los resultados de la
prueba.
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Figura 9.13: Tiempos de test de la deteccio´n de colisiones
El eje x representa la progresio´n del recorrido. Se empieza lejos del terreno
por lo que los tests en esa zona son ba´sicos. En esta zona jPCT-AE tarda
ma´s. Al estar muy cerca del terreno, los tests en el Octree empiezan a llegar a
ma´s profundidad de recursio´n. A partir de este punto se pueden ver tests en
los que gana una versio´n y tests en los que gana la otra, aunque se puede ver
que la mayor´ıa de picos de tiempo ma´s a´ltos pertenecen a la versio´n OpenGL
ES 2 del juego.
9.3.6. Tiempos de carga
En este apartado se comparara´n los tiempos de carga en ambos juegos.
Primero se calculara´ el tiempo total de carga del juego y despue´s se desglosara
en apartados: octree, texturas y modelos 3D. Se empieza comparando el
tiempo total de carga:
Tiempo de carga medio
Juego jPCT-AE 6.046,3 ms
Juego OpenGL ES 2 2.351,4 ms
Cuadro 9.8: Tiempos de carga medios de 10 ejecuciones
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Como se puede ver, la carga del juego jPCT-AE es considerablemente (2,5
veces) ma´s lenta que la carga del juego OpenGL ES 2. A continuacio´n se va
a desglosar los tiempos de carga de ambas aplicaciones para comparar los
tiempos de carga segu´n categor´ıa.
Construccio´n del Octree: Como se pudo ver en el apartado de compara-
cio´n del Octree, en la construccio´n del octree se obtuvieron estos resultados:
Media Construccio´n del octree
jPCT-AE 293,43 ms
OpenGL ES 2 160,86 ms
Texturas: A continuacio´n se realiza el mismo experimento, pero esta vez
midiendo el tiempo que tardan en cargarse las texturas en la GPU.
Tiempo de carga (texturas) medio
Juego jPCT-AE 694,7 ms
Juego OpenGL ES 2 435,8 ms
Aqu´ı se puede ver que la aplicacio´n en jPCT-AE tarda 1,5 veces ma´s en
cargar las texturas que el juego OpenGL ES 2.
A continuacio´n se van a realizar pruebas con el tiempo de carga de los
3 modelos 3D ma´s representativos del juego, el avio´n, el pilo´n y el terreno
montan˜oso.
Como en los experimentos anteriores, se extrae el tiempo medio de 10
ejecuciones por aplicacio´n para compensar resultados extremos.
Modelo #tris T. jPCT t.GLES2
Pilo´n 512 10ms 73 ms
Terreno 2.486 24ms 184 ms
Avio´n 7.500 80 ms 373 ms
Cuadro 9.9: Tabla de tiempos de carga de los modelos 3D en ambos juegos
Aqu´ı se puede ver que jPCT-AE ha dado mejores resultados en este apar-
tado. El problema es que no se puede saber si la funcio´n que env´ıa a cargar
un objeto a jPCT-AE, que es la que se ha medido en esta prueba, realiza
todo su trabajo en esa llamada o u´nicamente lee el fichero y no hace nada,
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ya que en jPCT-AE, el build y el strip de los objetos se llama ma´s tarde
automa´ticamente (una vez el mundo ya se ha configurado) mientras que en
el juego OpenGL ES 2, se lee el fichero, se generan los buffers e indices para
OpenGL y se env´ıan a la GPU, todo ello en el tiempo de carga medido en
estos experimentos.
Por otro lado, tambie´n puede ser que un motor con an˜os a sus espaldas
tenga esta parte muy optimizada y consiga estos tiempos de carga de los
modelos, pero realmente dado lo que tarda en cargar las texturas y el Octree
(casi un segundo entre ambas cosas), probablemente la mayor´ıa del tiempo
restante hasta los 6 segundos que tarda en cargar la partida lo debe dedicar
a cargar y procesar los modelos 3D.
Como ya se vio al principio de este apartado, la implementacio´n OpenGL
ES 2 del juego tiene un tiempo de carga total considerablemente ma´s corto
que la implementacio´n jPCT-AE. Adema´s la ventaja es que en la versio´n
OpenGL ES 2, todo el co´digo (de la carga de los modelos, texturas, etc.)
esta´ accesible por lo que esta´ abierta a mejoras y optimizaciones, mientras
que en jPCT-AE hay que conformarse con lo que proporciona el motor.
9.3.7. Ana´lisis de actuaciones del recolector de basura
Este apartado se centra en analizar el recolector de basura de Dalvik, la
ma´quina virtual de Android.
El recolector de basura de Android utiliza una estrategia de marcado
(conocida como mark and sweep) para indicar que´ objetos se puede liberar
memoria. En la primera pasada (mark), marca los objetos accesibles de me-
moria mediante un bit, y recursivamente todos los objetos accesibles desde
e´ste. En la segunda pasada (sweep), recolecta la basura, es decir, recorre to-
dos los objetos y elimina los que no esta´n marcados. Adema´s, se desmarcan
todos los objetos que estaban marcados para dejar el entorno listo para la
siguiente pasada.
El recolector de basura es una de las causas principales de tirones y ca´ıdas
de frames por segundo en los juegos para Android.
En ambos juegos implementados, se llama a System.gc en puntos es-
trate´gicos de la aplicacio´n. Esta llamada invita al garbage collector a que
actu´e, aunque no es obligatorio que lo haga. De todos modos, en las dos apli-
caciones implementadas y probando sobre el Nexus 4, el garbage collector
actu´a siempre que se llama a System.gc.
Las llamadas a System.gc() se encuentran tras cargar el juego (justo antes
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de empezar a jugar), cuando se pone el juego en pausa (pulsando el boto´n
back durante una partida) y cuando se llega a la meta del circuito (justo
cuando aparece el menu´ de fin de vuelta). Estos son buenos momentos para
que actu´e el garbage collector ya que en ninguno de ellos se esta jugando,
por lo que cualquier bajada en el rendimiento sera´ poco perceptible.
Se han jugado 5 partidas de cada aplicacio´n, y mientras que el garbage
collector en la versio´n OpenGL ES 2 se ha ejecutado u´nicamente con la eti-
queta EXPLICIT (es decir, se ha ejecutado bajo demanda del propio co´digo
mediante System.gc), en la versio´n jPCT-AE, ha habido tambie´n llamadas
CONCURRENT (es decir, el garbage collector decide ejecutarse por s´ı mis-
mo, porque queda poco espacio del heap asignado a la aplicacio´n).
A continuacio´n se muestran los resultados del garbage collector durante
las 5 partidas jugadas en cada aplicacio´n (sin poner pausa durante ellas).
Partida 1
OpenGL ES 2 Modo Memoria liberada Tiempo
Actuacio´n 1 GC EXPLICIT 3.772 KB 68 ms
Actuacio´n 2 GC EXPLICIT 963 KB 76 ms
Total - 4.735 KB 144 ms
jPCT-AE Modo Memoria liberada Tiempo
Actuacio´n 1 GC EXPLICIT 6.356 KB 57 ms
Actuacio´n 2 GC CONCURRENT 2.449 KB 189 ms
Actuacio´n 3 GC EXPLICIT 4.611 KB 161 ms
Total - 13.416 KB 407 ms
Partida 2
OpenGL ES 2 Modo Memoria liberada Tiempo
Actuacio´n 1 GC EXPLICIT 3.772 KB 50 ms
Actuacio´n 2 GC EXPLICIT 957 KB 112 ms
Total - 4.729 KB 162 ms
jPCT-AE Modo Memoria liberada Tiempo
Actuacio´n 1 GC EXPLICIT 6.359 KB 106 ms
Actuacio´n 2 GC CONCURRENT 2.432 KB 133 ms
Actuacio´n 3 GC EXPLICIT 4.597 KB 87 ms
Total - 13.388 KB 326 ms
189
Partida 3
OpenGL ES 2 Modo Memoria liberada Tiempo
Actuacio´n 1 GC EXPLICIT 3.774 KB 45 ms
Actuacio´n 2 GC EXPLICIT 965 KB 128 ms
Total - 4.739 KB 173 ms
jPCT-AE Modo Memoria liberada Tiempo
Actuacio´n 1 GC EXPLICIT 6.355 KB 96 ms
Actuacio´n 2 GC CONCURRENT 2.442 KB 142 ms
Actuacio´n 3 GC EXPLICIT 4.603 KB 102 ms
Total - 13.400 KB 340 ms
Partida 4
OpenGL ES 2 Modo Memoria liberada Tiempo
Actuacio´n 1 GC EXPLICIT 3.772 KB 48 ms
Actuacio´n 2 GC EXPLICIT 957 KB 115 ms
Total - 4.729 KB 163 ms
jPCT-AE Modo Memoria liberada Tiempo
Actuacio´n 1 GC EXPLICIT 6.358 KB 113 ms
Actuacio´n 2 GC CONCURRENT 2.437 KB 143 ms
Actuacio´n 3 GC EXPLICIT 4.602 KB 114 ms
Total - 13.397 Kb 370 ms
Partida 5
OpenGL ES 2 Modo Memoria liberada Tiempo
Actuacio´n 1 GC EXPLICIT 3.756 KB 50 ms
Actuacio´n 2 GC EXPLICIT 957 KB 85 ms
Total - 7.452 KB 111 ms
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jPCT-AE Modo Memoria liberada Tiempo
Actuacio´n 1 GC EXPLICIT 6.356 KB 107 ms
Actuacio´n 2 GC CONCURRENT 2.442 KB 164 ms
Actuacio´n 3 GC EXPLICIT 4.639 KB 176 ms
Total - 13.437 KB 447 ms
De entrada, como ya se ha comentado, en la versio´n jPCT-AE el garba-
ge collector hace una pasada extra en medio de la partida (ya que las dos
llamadas expl´ıcitas esta´n justo antes de jugar y al final de la partida).
En la versio´n OpenGL ES 2 no ha aparecido ninguna llamada extra du-
rante ninguna partida normal (duracio´n de unos 30 segundos), u´nicamente se
han ejecutado las llamadas expl´ıcitas. Adema´s se ha hecho una prueba extra
sobre esta versio´n, en lugar de recorrer el circuito normalmente, empezar la
partida y volar por la zona hasta que apareciera una actuacio´n del garbage
collector. El resultado de esta prueba fue que pasaron casi 10 minutos hasta
que el garbage collector aparecio´ para limpiar 5.700 Kb de memoria en 108
milisegundos.
Hay que recordar que, como se explico´ en el apartado de implementacio´n
sobre OpenGL ES 2, durante el desarrollo del motor del juego se puso intere´s
en reducir la creacio´n de objetos nuevos.
Por u´ltimo se puede ver que en una partida normal los totales de memoria
liberada y de tiempo de ejecucio´n son mucho ma´s elevados en el juego jPCT-
AE. Posiblemente al tratarse de un motor gene´rico su complejidad de clases
interna este´ provocando que se creen muchos objetos que despue´s se tienen
que liberar.
9.3.8. Uso de memoria
A continuacio´n se va a ver el uso de memoria que realizan ambas aplica-
ciones en el mismo momento de una partida. Esto se ha medido utilizando
DDMS, el cual proporciona la informacio´n de uso de memoria tras ejecutar
el garbage collector.
# Memoria en uso Taman˜o Heap % Usada #objetos
jPCT-AE 30,9Mb 35,898 Mb 86,18 % d 193.858
OpenGL ES 2 30,1 Mb 43,4 Mb 69,32 % 122.223
191
Como se puede ver, tras hacer una limpieza con el garbage collector ambas
aplicaciones tienen un uso de memoria similar, eso s´ı, la cantidad memoria
total asignada por el sistema a la aplicacio´n OpenGL ES 2 (Heap) es mayor,
de ah´ı que su porcentaje de uso sea menor. El juego en jPCT-AE tiene mayor
cantidad de objetos en memoria que el juego OpenGL ES 2.
9.3.9. Uso de CPU
Del uso de CPU en este tipo de dispositivos se puede extraer adema´s de
informacio´n de rendimiento, informacio´n de consumo de bater´ıa. A ma´s uso
de CPU, ma´s gasto de bater´ıa supondra´. Esto an˜adido a que una aplicacio´n
en 3D ya de por s´ı va a consumir mucha bater´ıa por el extenso uso que se
realiza de la GPU y de la pantalla hace que sea importante tenerlo en cuenta.
A continuacio´n se va a ver como se reparte el tiempo de CPU total de
la aplicacio´n entre las funcionalidades ma´s importantes mediante profiling.
Para ello se ha utilizado el tracer de DDMS, el cual proporciona para cada
me´todo la informacio´n de su uso de CPU y espec´ıficamente el tiempo de
CPU por llamada de cada funcio´n, que es lo que se va a mostrar en esta
comparacio´n.
El tracer se ha ejecutado durante el curso normal del juego, recorriendo
el circuito de puertas. A continuacio´n se muestra una tabla comparativa del
tiempo de CPU por llamada de las principales funcionalidades del juego.
OpenGL ES 2 jPCT-AE
Fase de Proceso 2.621 11.388
Fase de Render 23.721 53.200
Cuadro 9.10: Tiempo de cpu por llamada de las dos principales funcionali-
dades del juego
Como se puede ver, el resultado es que jPCT-AE utiliza ma´s tiempo
de CPU por llamada tanto en el bloque de proceso como en el de Render,
llamadas que suponen alrededor del 85 % del uso total de CPU en el juego.
Dado que jPCT-AE es de co´digo cerrado, no se han podido realizar ma´s
comparaciones a ma´s bajo nivel dado que no se sabe como trabaja jPCT-AE
internamente. Se puede medir un cierto me´todo, por ejemplo la funcio´n de
blit, pero no se sabe si jPCT-AE hace todo el trabajo en blit() o cierta parte
la realiza ma´s adelante cuando se llama a world.render(), a world.draw(), o
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a frameBuffer.display() por lo que se hace dif´ıcil saber si realmente se estar´ıa
comparando de forma justa a niveles bajos.
Por otro lado, la informacio´n obtenida mediante el profiling resulta mu-
cho ma´s u´til para saber donde se obtendr´ıa ma´s beneficio en caso de aplicar
optimizaciones. Por ejemplo en la aplicacio´n sobre OpenGL ES 2, se descu-
brio´ que el render de las part´ıculas esta´ ocupando mucho tiempo de CPU
en proporcio´n al resto de funcionalidades del juego, por lo que ser´ıa un buen
punto de partida intentar optimizar esta parte.
En jPCT-AE tambie´n se puede optimizar, siempre y cuando lo que se
desee optimizar sea externo al motor 3D. Si en el profiling se detecta que
alguna funcio´n interna de jPCT-AE esta´ resultando demasiado costosa, no
se podra´ hacer gran cosa por cambiarlo.
Por u´ltimo, por cuestiones de espacio, se puede ver la salida del profiling
con DDMS de ambos juegos en los anexos de esta memoria.
9.3.10. Conclusio´n
Como se ha podido ver en la comparacio´n a bajo nivel, la versio´n OpenGL
ES 2 ha obtenido en general mejores resultados. En algunos casos las dife-
rencias son mı´nimas mientras que en otros, como los tiempos de carga, son
bastante importantes, teniendo en cuenta que al jugar en un dispositivo mo´vil
siempre es de agradecer que el juego cargue y responda ra´pido.
En el dispositivo utilizado en el proyecto (Nexus 4), se nota que el juego en
jPCT-AE presenta leves tirones en su tasa de frames en ocasiones puntuales,
debidos principalmente a que realiza ma´s recoleccio´n de basura durante las
partidas y a que su sistema de deteccio´n de colisiones no parece estar muy
optimizado.
jPCT-AE es un motor 3D basado en jPCT, su versio´n de sobremesa. Esto
unido a que es dif´ıcil que una funcionalidad gene´rica tenga mejor rendimiento
que una creada espec´ıficamente para el problema, han hecho que el juego en




En este apartado se recopilan una serie de ideas que mejorar´ıan la expe-
riencia de juego, pero que debido al hecho de tener que implementar el juego
dos veces, y que algunas de ellas no aportaban nada a este proyecto, no se
han planteado.
Ma´s circuitos: Un juego con so´lo 3 circuitos no otorgar´ıa mucho tiem-
po de entretenimiento.
Ma´s aviones: Ma´s aviones para elegir.
Deteccio´n de maniobras: Detectar cuando el usuario realiza una
cierta maniobra conocida con su avio´n y exigir maniobras obligatorias
durante el recorrido del circuito.
Personalizacio´n: Poder personalizarla apariencia del avio´n.
Ma´s tipos de puertas: Puertas Quadro y chicane para dar ma´s va-
riedad a los circuitos
Implementar avance: Implementar un sistema de avance mediante el
cual se recompense al jugador por buenos resultados con nuevos aviones
o circuitos
Modo multijugador as´ıncrono: Torneo multijugador por turnos. Se
agrupan unos cuantos jugadores que debera´n correr individualmente
por varios circuitos y finalmente con sus tiempos se calculara´ la clasi-
ficacio´n final.
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Logros: Scoreloop incluye logros, por lo que solo habr´ıa que implemen-
tar su obtencio´n en el juego.






Mi conclusio´n personal tras dedicarme al disen˜o e implementacio´n de
ambos juegos, y posteriormente a la comparacio´n entre ellos, es que jPCT-
AE es un motor muy bueno para iniciarse en gra´ficos 3D, programacio´n de
juegos y Android en general. Tambie´n pienso que es un buen motor para
llevar a cabo proyectos personales o pequen˜os a los que no se les pueda
dedicar demasiado tiempo, dado que el motor acorta mucho el tiempo de
desarrollo y la cantidad de co´digo que hay que escribir.
Otra ventaja de jPCT-AE es que es compatible con jPCT, la versio´n de
sobremesa sobre la que esta basado, lo cual facilita el trabajo de un hipote´tico
port de un proyecto a PC (sobre Java).
Por otro lado, pienso que a un nivel ma´s profesional jPCT-AE se quedar´ıa
corto en caracter´ısticas y rendimiento. Su naturaleza de co´digo cerrado no
permite ampliarlo, mejorarlo ni an˜adirle nuevas funcionalidades, por lo que
en ese aspecto es bastante limitado. Tras la comparacio´n de rendimiento, sus
funcionalidades gene´ricas han resultado ser un lastre tanto en tiempos de
carga como en rendimiento de gra´ficos y proceso del juego, apartados en los
cuales el juego en OpenGL ES 2 ha dado mejores resultados.
El rendimiento del motor puede ser un problema si lo que se busca es
llevar al l´ımite el hardware de estos dispositivos creando efectos y gra´ficos
avanzados, como hacen algunos juegos disponibles para mo´viles cuyo prin-
cipal aliciente es que sus gra´ficos 3D cada vez se acercan ma´s al nivel de
calidad visual de hace muy pocos an˜os en sistemas de sobremesa.
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Para desarrollo de juegos a nivel profesional, existen motores mucho ma´s
completos que jPCT-AE, por ejemplo Unity3D, el cual es de pago pero es un
motor muy extendido, con mucha documentacio´n y una interfaz gra´fica que
permite programar la lo´gica del juego mediante scripts, adema´s de proporcio-
nar tambie´n funcionalidades de f´ısica. Adema´s permite implementar juegos
para cantidad de plataformas al mismo tiempo lo cual es una gran ventaja.
11.2. Valoracio´n
Mi valoracio´n personal del proyecto es muy positiva. Gracias a este pro-
yecto he aprendido sobre gran cantidad de aspectos haciendo algo que me
resulta interesante. Antes de este proyecto, apenas hab´ıa programado para
plataformas mo´viles en general y para Android en particular, y era algo que
hac´ıa tiempo que deseaba hacer.
Programar sobre jPCT-AE y OpenGL ES 2 me ha ayudado a ampliar
los conocimientos de gra´ficos 3D aprendidos en la universidad. Pese a que
desarrollar el mismo juego dos veces puede parecer tedioso, ha sido todo lo
contrario: implementar funcionalidades utilizando un motor 3D y posterior-
mente hacerlo en OpenGL ES 2 me ha ayudado a aprender y entender muchos
conceptos de gra´ficos 3D que desconoc´ıa. Adema´s, hacer que ambos juegos
tuvieran una apariencia similar ha resultado ser todo un reto, especialmente
intentar entender algunas partes del funcionamiento interno de jPCT-AE sin
disponer de su co´digo fuente.
El proceso de la comparacio´n tambie´n ha sido un proceso muy interesante
gracias al cual se han podido ver las diferencias a varios niveles entre utilizar
un motor gene´rico y crear un motor espec´ıfico para el juego.
El juego desarrollado, pese a tener una meca´nica simple y poco contenido
debido a tener que implementarlo dos veces, es una buena base, y con un
buen nivel de trabajo y creacio´n de contenido podr´ıa considerarse un juego
completo y listo para publicar.
Finalmente, pienso que la informacio´n obtenida en este proyecto podr´ıa
resultarle u´til a cualquiera que se este´ planteando usar OpenGL ES 2, el
motor jPCT-AE, o algu´n otro motor 3D similar para desarrollar un juego
para Android, ya que algunos conceptos de jPCT-AE se pueden extrapolar
en general al uso de motores gra´ficos gene´ricos y de co´digo cerrado.
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Como se explico´ en el apartado Disen˜o Final(3.2) se incluye en este anexo
el disen˜o preliminar del juego, a partir del cual se an˜adieron / modificaron /
eliminaron caracter´ısticas hasta obtener el disen˜o definitivo.




Se usara´n shaders para crear algunos efectos gra´ficos.
A.2. Estructura del juego
Tendremos una serie de niveles que representara´n distintos circuitos donde
se competira´ contra el tiempo. Tendremos tambie´n un ranking de tiempos
para cada circuito.
Al lanzar el juego, se abrira´ el menu´ principal, desde el cual podremos
seleccionar la opcio´n de jugar, seleccionar un avio´n, un circuito y jugar en e´l.
Tambie´n podremos, desde el menu´ principal, consultar los rankings de
todos los niveles.
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A.3. Lo´gica de los circuitos
Los circuitos estara´n formados por puertas ae´reas, de las cuales tendremos
3 tipos.
Inicio/fin Puerta (representada por los pilones con franja a cuadros
blancos y negros) en la que empieza y acaba la carrera, habra´ una
u´nica puerta de este tipo por circuito, y siempre sera´ la primera y la
ultima puerta que se cruce. Esta puerta actu´a igual que una puerta
horizontal en cuanto a penalizaciones.
Puerta vertical Puerta representada por pilones con franjas rojas. El
avio´n debe pasar por ella en vuelo vertical.
Puerta horizontal Puerta representada por pilones con franjas azules.
El avio´n debe pasar por ella en vuelo horizontal.
El circuito se debe recorrer en el orden establecido. La puerta siguiente que
el jugador debe cruzar se indicara´ gra´ficamente. Al aparecer en el circuito, el
avio´n ya estara´ en el aire, el tiempo estara´ parado. El crono´metro empieza a
contar al cruzar la puerta de inicio/fin, posteriormente se recorre el circuito
de puertas verticales y horizontales y finalmente se vuelve a la puerta de
inicio/fin, cosa que detendra´ el crono´metro.
Una vez terminada la carrera se mostrara´ el tiempo real de recorrido del
circuito, un resumen con todas las penalizaciones obtenidas y el tiempo final
con el tiempo de penalizacio´n an˜adido, que sera el tiempo que aparezca en
el ranking.
Estrellarse contra un pilo´n cualquiera Penalizacio´n de +10 segundos
Pasar por una puerta a demasiada altura Penalizacio´n de +3 segundos,
la puerta cuenta como pasada.
Pasar por una puerta a muy poca altura Penalizacio´n de +3 segundos,
la puerta cuenta como pasada.
Pasar por una puerta vertical con a´ngulo de vuelo incorrecto Pena-
lizacio´n de +3 segundos, la puerta cuenta como pasada.
Pasar por una puerta horizontal con a´ngulo de vuelo incorrecto Pe-
nalizacio´n de +3 segundos, la puerta cuenta como pasada.
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Pasar por una puerta de inicio/fin con a´ngulo de vuelo incorrecto
Penalizacio´n de +3 segundos, la puerta cuenta como pasada.
Estrellarse contra elementos del entorno Descalificacio´n.
Definicio´n: A´ngulo de vuelo incorrecto : Se definira´ un angulo de error
permitido α. Si el a´ngulo del avio´n difiere del a´ngulo de paso ideal ma´s de α,
se aplicara´ la penalizacio´n. Ajustar el para´metro α afectara´ directamente a
la dificultad del juego. En la siguiente figura podemos ver como se aplica esto
a cada puerta, siendo la linea naranja el paso ideal y las rojas los a´ngulos
limites definidos por α.
Figura A.1: A´ngulos en puertas horizontales y verticales
Definicio´n: Altura incorrecta : Se delimitara la altura permitida del
paso por puerta por un rango entre la franja inferior y la franja superior del
pilo´n. La siguiente figura muestra las alturas correctas. El avio´n debe pasar
entre las dos lineas azules para no recibir la penalizacio´n de +3s. Es decir,
u´nicamente el avio´n verde esta pasando correctamente.
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Figura A.2: Penalizacio´n de altura
A.4. Interacciones del jugador
Como ya se ha visto, el usuario controlara´ un avio´n en un evento de
Red Bull Air Race, por lo que vamos a explicar que acciones queremos que
el usuario pueda realizar sobre el avio´n para interactuar con el mundo del
juego.
Rotacio´n Para dar una sensacio´n de total libertad a la hora de pilotar, se
permitira´ al jugador rotar el avio´n alrededor de cualquiera sus 3 ejes. De esta
manera el jugador podra´ volar por donde quiera sin restricciones. El hecho
de tener un circuito a seguir no significa que debamos restringir el movimien-
to del avio´n, por lo que el usuario puede decidir ignorar completamente el
circuito y simplemente volar por el escenario.
Potencia del motor Se va a permitir al usuario modificar la potencia que
aplica el motor. De esta manera an˜adimos ma´s variedad en el manejo del
avio´n, al poder modificar as´ı su velocidad. A ma´s velocidad, los giros sera´n
ma´s abiertos, mientras que a menos velocidad se podra´n hacer giros ma´s
ajustados. Esto an˜adira´ ma´s variedad a la hora de recorrer los circuitos ya
que habra´ ma´s formas de hacerlo. No se podra´ reducir la potencia del motor
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a 0, la posicio´n mı´nima de la palanca aplicara´ una potencia suficiente como
para que el avio´n siga volando en su trayectoria.
A.5. Ca´mara
La ca´mara seguira´ en todo momento al avio´n del jugador desde su parte
trasera. La ca´mara se debe mover suavemente durante los giros del avio´n, y
se le aplicara´n las mismas rotaciones que al avio´n.
A.6. F´ısicas
Avio´n Se va a utilizar un sistema de f´ısicas simplificado para el avio´n, ya
que el juego no es un simulador. Se aplicaran fuerzas de gravedad, susten-
tacio´n y empuje aproximadas y se ajustara´n los para´metros para conseguir
que el avio´n sea manejable con los controles previstos.
Colisiones
Pilones El avio´n podra´ colisionar contra cualquiera de los pilones de las
puertas del circuito, aplica´ndose la penalizacio´n conveniente por ello.
Entorno El avio´n podra´ colisionar contra elementos del entorno, crean-
do un accidente que descalificara´ al jugador.
A.7. Controles
Tendremos dos me´todos distintos de control que el usuario podra´ elegir:
sensores de movimiento y control ta´ctil.
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Figura A.3: Ejes de rotacio´n de un avio´n
El modo sensores de movimiento sera´ el me´todo principal de control para
el que se ha disen˜e el juego, el usuario pilotara´ el avio´n girando el dispositivo
en la direccio´n que quiere que el avio´n gire. De este modo, se controlara´ la
rotacio´n roll y pitch del avio´n (ver figura 3.4) moviendo el dispositivo del
mismo modo. La rotacio´n yaw y la potencia del motor se controlara´ mediante
la pantalla ta´ctil, ya que controlar todas las rotaciones mediante los sensores
har´ıa el juego dif´ıcil de controlar.
El modo control ta´ctil se incluye para dispositivos que no dispongan de
sensores o para personas a las que no les guste jugar moviendo el disposi-
tivo. Todos los a´ngulos de rotacio´n y la potencia del motor se controlara´n
utilizando la pantalla ta´ctil.
En las figuras 3.5 y 3.6 del siguiente punto se muestra como se dispondra´n
los elementos de control en la pantalla para cada modo.
A.8. Interfaz de juego
Se jugara´ con la pantalla en modo landscape (horizontal). En la parte
superior de la pantalla se mostrara en todo momento el tiempo de carrera
que llevamos.
Cuando los controles este´n configurados en modo sensores, en la parte
inferior izquierda e inferior derecha, tendremos respectivamente los botones
de rudder (rotacio´n yaw) izquierdo y derecho. En el lateral derecho de la
pantalla tendremos una palanca deslizante que modificara´ la potencia que le
damos al motor del avio´n.
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Figura A.4: Controles del avio´n en modo sensores
Cuando los controles este´n configurados en modo ta´ctil, los dos pedales
de rudder y la palanca de potencia estara´n en el lado derecho, dejando libre
la mano izquierda. En el lado inferior izquierdo tendremos una palanca de
control de tipo stick virtual que se utilizara´ para las rotaciones roll y pitch.
Por otro lado tendremos un menu´ de pausa que el usuario podra´ abrir en
cualquier momento desde el cual podremos reiniciar la carrera o salir.
Figura A.5: Controles del avio´n en modo ta´ctil
A.9. Aviones
El juego permitira´ al jugador elegir entre distintos aviones antes de em-
pezar la carrera. Cada avio´n tendra´ sus propias caracter´ısticas y aspecto.
A.10. Ranking
Tras cada carrera, se sumara´ el tiempo de recorrido con el tiempo que
acumulan todas las penalizaciones, da´ndonos el tiempo final del circuito.
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Este tiempo se guardara´ en un ranking de tiempos que contendra´ los 10
mejores resultados del usuario.
A.11. Escenarios
Dado que los circuitos de puertas no abarcan una extensio´n muy grande,
los escenarios del juego no sera´n demasiado extensos. La idea es que los
escenarios puedan contener los circuitos holgadamente y proporcionen un
paisaje al entorno donde se desarrolla la carrera, pero no nos interesa crear
zonas muy extensas si no zonas ma´s reducidas y con ma´s detalle en ellas, dado
que en Red Bull Air Race estaremos volando a muy poca altura y algunas
texturas sera´n visibles desde realmente cerca.
Los escenarios tendra´n unos l´ımites a partir de los cuales el avio´n no
podra´ continuar avanzando. Si no se da media vuelta en cierto tiempo, el
jugador quedara descalificado por abandonar la zona del evento.
Para este juego, haremos un u´nico escenario, que viene inspirado por al-
gunas carreras ae´reas que se realizan sobre el agua. El escenario estara´ com-
puesto por una parte de tierra no muy extensa y una gran superficie de mar
sobre el que se situara´ el circuito de puertas.
A.12. Sonido
El juego tendra´ distintos sonidos:
Mu´sica En el menu´ principal y durante las carreras.
Motor del avio´n Un sonido de motor de avio´neta.
Penalizacio´n Sonido especifico al recibir una penalizacio´n.
Paso por puerta sin penalizacio´n Sonido de e´xito al pasar correctamente
por una puerta.
Choque Sonido de choque al estrellar el avio´n contra el entorno.
207
A.13. Opciones
El juego tendra´ un menu´ de opciones al que se podra´ acceder desde el
menu´ principal y en el que se podra´ configurar varios aspectos del juego.
Controles
• Me´todo de control Se podra elegir el me´todo de control entre los
disponibles.
• Sensibilidad Se podra´ configurar la sensibilidad de los controles.





Eclipse: IDE (Integrated development environment) o entorno de desa-
rrollo integrado esta´ndar para Android.
ADT: Plugin para Eclipse que an˜ade todo lo necesario para desarrollar
aplicaciones para Android.
SDK de Android: SDK de Android que permite en todo momento
instalar la parte del SDK para las versiones deseadas.
Metrics: Plugin para Eclipse que proporciona estad´ısticas sobre co´digo
de las aplicaciones.
Backup y control de versiones
Dropbox: Almacenamiento en la nube donde se mantendra´n backups
de algunos recursos del proyecto (modelos 3D, gra´ficos, documentacio´n,
etc.).
Git: Herramienta de control de versiones utilizada mediante su plugin
de Eclipse.
Bitbucket: [8] proveedor de repositorios remotos GIT privados y gra-
tuitos para equipos de desarrollo de menos de 5 personas.
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Gra´ficos
Blender: Herramienta de modelado 3D. Se ha utilizado para crear los
modelos del juego, texturizarlos y exportarlos para su uso en los juegos.
GIMP: Herramienta de edicio´n gra´fica. Utilizado para crear las tex-
turas de los modelos 3D y los elementos de la interfaz.
InkScape: Herramienta de gra´ficos vectoriales. Utilizada para crear
algunos elementos de la interfaz (iconos, botones, etc.).
Dispositivos Android
Google Nexus 4
• CPU: 1.5 GHz quad-core Snapdragon S4 Pro
• Memoria: 2 GB
• GPU Adreno 320
• Android 4.2.1 Jelly Bean
Samsung Galaxy S+
• CPU: 1.4 GHz Scorpion
• Memoria: 512 MB
• GPU Adreno 205
• Android 4.0.4 IceCream Sandwitch (CyanogenMod)
Documentacio´n
LaTeX [9] y Texmaker Para la redaccio´n de esta memoria se ha
utilizado Texmaker, el cual trabaja sobre LaTeX, un sistema de creacio´n
de documentos.
Gantter Herramienta online que permite crear diagramas de Gant y
guardarlos en Google Drive.
ArgoUML Herramienta utilizada para crear los diagramas de clases.
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Ape´ndice C
Modelado 3D en Blender
En este apartado se puede ver de manera general el proceso de creacio´n de
los modelos 3D del juego utilizando la herramienta libre y gratuita Blender.
C.1. Modelado del avio´n
Este modelo en concreto es el que ha llevado ma´s trabajo de todos los
modelos del juego. Para crearlo, se han obtenido una serie de fotograf´ıas para
utilizar como gu´ıa durante el proceso:
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Figura C.1: Fotografia de un avio´n de Red Bull visto desde arriba
Figura C.2: Fotograf´ıa del lateral de un avio´n de Red Bull
Los aviones de ambas ima´genes no son iguales, pero ha sido imposible
encontrar dos planos como estos de exactamente el mismo modelo de avio´n,
por lo que el modelo de avio´n del juego no es exactamente preciso pero el
aspecto final conserva la apariencia de estos aviones pese a no ser un modelo
exacto. Lo ideal para modelar este tipo de elementos es utilizar blueprints
(planos), pero tampoco se han podido encontrar unos que encajen con estos
aviones.
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Como la estructura principal del avio´n es un objeto sime´trico, se ha creado
el modelo utilizando el modificador de blender mirror el cual permite que
modelando uno de los lados que divide la linea de simetr´ıa, el otro lado se
genere en espejo automa´ticamente. Este modificador facilita mucho el trabajo
y permite crear mallas sime´tricos sin tener que modelar a mano ambos lados.
Continuando con el proceso de modelado, las dos ima´genes de las figuras
anteriores se han insertado directamente en blender y se han ajustado para
poder modelar directamente encima de ellas. A continuacio´n se incluye una
captura de las primeras fases del modelado del lateral del fuselaje del avio´n,
por el momento sin alas:
Figura C.3: Modelado del lateral del avio´n utilizando una imagen como gu´ıa
A continuacio´n se utilizo´ la vista top para ajustar el lateral desde la parte
de arriba y para modelar las alas y alerones como se puede ver a continuacio´n:
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Figura C.4: Modelado de las alas
Figura C.5: Modelado del avio´n: lateral, alas, alerones y ruedas
Una vez terminado el cuerpo principal del avio´n (partes sime´tricas) se
procede a aplicar el modificador de mirror, a ajustar cualquier detalle restante
y texturizar el modelo. A continuacio´n se puede ver el modelo texturizado.
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La ausencia de la he´lice se debe a que e´sta se insertara desde el propio juego
como un objeto giratorio.
Figura C.6: Proceso de texturizado UV en Blender
Figura C.7: Modelo final del avio´n
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Figura C.8: Render del modelo
C.2. Pilo´n
Al contrario que el avio´n, el pilo´n es el modelo mas sencillo de hacer. Se
ha creado de forma que sus texturas sean intercambiables, de este modo se
puede usar el mismo modelo para todos los estilos de pilones.
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Figura C.9: Render del pilo´n
A parte de este pilo´n completo se han creado dos divisiones de este para
simular el pilo´n roto cuando el avio´n se estrella contra e´l.
C.3. Escenario 1: Costa
El terreno de este escenario se ha generado a partir de un plano utili-
zando el modo de edicio´n proporcional de Blender. Este modo permite que
al modificar una serie de ve´rtices, sus ve´rtices vecinos tambie´n se modifi-
quen proporcionalmente segu´n su distancia, lo cual permite crear montan˜as
y valles fa´cilmente a partir de un plano.
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Figura C.10: Modelo del terreno
C.4. Escenario 2: Ciudad
El objetivo de este escenario era tener un entorno que permitiera probar
ma´s a fondo el sistema de deteccio´n de colisiones con el entorno, con lo cual
se incluyeron elementos cercanos al circuito con ese objetivo: edificios, un
puente, etc.
Este entorno utiliza adema´s muchas ma´s texturas que el modelo del en-
torno 1 (costa). Por ello se ha creado lo que se conoce como atlas de texturas
utilizando GIMP. Este atlas es una imagen que contiene todas las texturas
del modelo.
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Figura C.11: Modelo de la ciudad
Figura C.12: Atlas de texturas de la ciudad
C.5. Skydome (cielo)
El modelo del skydome es una cu´pula con la textura del cielo aplicada:
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Figura C.13: Modelo del skydome
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Ape´ndice D
Elementos de interfaz 2D
En este ape´ndice vamos a ver que elementos se han creado para la interfaz
2D del juego. Para crear estos elementos se han utilizado principalmente las
herramientas GIMP e Inkscape.
D.1. Icono de la aplicacio´n
El icono de la aplicacio´n se ha creado mediante Inkscape, una herramien-
ta de dibujo vectorial. El dibujo vectorial nos permite extraer ima´genes de
cualquier resolucio´n sin pe´rdida de calidad, con lo cual resulta muy u´til para
crear el icono de la aplicacio´n que se debe incluir a distintas resoluciones
para ajustarse a las distintas densidades de las pantallas de los dispositivos
Android.
Segu´n la gu´ıa que se proporciona en el sitio web de developers de Android,
el icono de la aplicacio´n debe:
Describir visualmente lo que ofrece la aplicacio´n
Ayudar a encontrar la aplicacio´n en Google Play
Encajar bien en el launcher de android (evitar formas demasiado ex-
tremas que desentonen con el aspecto general del launcher)
Al tratarse la aplicacio´n de un juego se han incluido en el icono sus
elementos principales, una puerta ae´rea y la silueta de un avio´n sobre un
fondo llamativo pero respetando en general la forma de los iconos de Android.
Otros consejos que nos dan sobre el disen˜o del icono son los siguientes:
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Hacer uso del canal alfa de la ima´gen (usar transparencias)
No abusar de efectos de brillo y evitar iconos recortados
No utilizar estilos de iconos de otras plataformas: Lo ma´s comu´n en
este caso son aplicaciones que se portan desde iOS y que au´n en Android
conservan el icono con el estilo de la plataforma de Apple.
Se deben evitar las l´ıneas demasiado finas, dado que al taman˜o en que
se muestra el icono estas lineas no se ven bien
A continuacio´n se muestra el icono final creado con Inkscape y siguiendo
la gu´ıa anterior.
Figura D.1: Icono de la aplicacio´n
D.2. Joystick virtual
A continuacio´n podemos ver las dos partes del joystick virtual utilizado
para los controles ta´ctiles. Para crearlo se ha utilizado una fotograf´ıa de un
mando de consolas y se han extraido ambas partes con GIMP.
Figura D.2: Ima´genes que forman el joystick ta´ctil
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D.3. Otros elementos 2D
A continuacio´n podemos ver las ima´genes que se ven en las puertas ae´reas
durante el juego y que se han creado con Inkscape. Estas indican de que tipo
es una puerta y delimitan la zona por la que el avio´n puede pasar.
Figura D.3: Indicadores de puertas ae´reas
Por u´ltimo se muestran los botones para girar con el rudder. El rudder se
maneja en este tipo de aviones mediante pedales por lo que se han disen˜ado
unos botones en forma de pedal:
Figura D.4: Pedales de rudder de la interfaz
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Ape´ndice E
Capturas de pantalla de los
juegos
Figura E.1: Menu´ de fin de vuelta en OpenGL ES 2
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Figura E.2: Pilo´n roto en OpenGL ES 2
Figura E.3: Deslumbramiento por el sol al mirarlo directamente, OpenGL ES
2
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Figura E.4: Circuito 2, OpenGL ES 2
Figura E.5: Circuito 3 justo antes de pasar por debajo del puente, OpenGL
ES 2
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Figura E.6: Circuito 1, jPCT-AE
Figura E.7: Menu´ de pausa en jPCT-AE
227
Figura E.8: Circuito 2 en jPCT-AE




En este anexo se pueden ver las salidas del profiling de CPU obtenidas
con DDMS para la comparacio´n. Por cuestiones de espacio solo se muestran
las funciones que usaron en porcentaje ma´s tiempo de CPU. Las tablas esta´n
en pa´ginas independientes.
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