Abstract-This paper describes a research project that investigated the feasibility of using contextual reasoning to supervise the collaborative work of knowledge workers. In complex projects that require contributions from various experts but whose interaction may be limited to a web-based collaborative tool, proper management of the project is essential to ensure that the project objectives are met. This is typically the job of a project manager. We assert that having situational awareness is likewise essential to managing a project, and we utilize Context-based Reasoning (CxBR) as the tool of choice for implementing situational awareness in an agent that assists project managers. We use rocket design and manufacture as the domain to evaluate our approach. We make use of public domain rocket design software developed by NASA as a guide to the domain. The paper describes the investigation and the related works involved in collaborative design project, as embodied by designing and building a small rocket.
INTRODUCTION
Computer Supported Cooperative Works (CSCW) is a field of study that seeks to provide tools and techniques to carefully but effectively manage the process of combining the talents and skills of several workers in a closely-coupled project. The term CSCW was coined by Greif and Farmer in 1984 [1] . CSCW tools have as their objective to facilitate the cooperative project. In this case, cooperative work can defined as work that cannot be done by one entity working on his/her/its own, but must rely on help from other entities to meet its objective.
Much work has been done with regards to CSCW. CSCW is particularly relevant to situations where it is crucial to coordinate, communicate and support the interrelations between several knowledge workers in a complex project. Military operations, team games and managing projects share this common trait. In the context of this project, we focus on the last application, specifically as related to Web-based project collaboration, where awareness of the situation is difficult because of the lack of face-to-face communication.
Several systems have been built to assist project managers (PM) in their tasks. [2] [3] [4] [5] [6] [7] . We note that in the reviewed literature on project management, the situational awareness of the project manager is not directly mentioned. Situational awareness is a term coined by Endsley [8] to reflect an individual's (and hence, an agent's) ability to be fully cognizant of the current situation faced, and the implications it has on one's actions. We base our work described here on the notion that a project manager requires a measure of situational awareness in order to be successful.
We seek to duplicate the function of a project manager. Specifically, we developed an agent (called PM-agent) that does what a competent project manager would do and alert the human project manager to a situation that may have negative implications on the project. This tool aims to help the project manager ensure that the stated objectives of a project are met. These are related to [9] : scope, cost and delivery time. That is, projects must meet the product specification, and be delivered on time and within budget. These can be said to be the duties of a project manager in their most basic elements.
A further distinguishing facet of our work is that we use contextual reasoning to provide situational awareness to the PM-agent. We accomplish this by basing our PM-agent on Context-based Reasoning (CxBR) [10] . CxBR, by its very context-driven nature, facilitates situational awareness in its agents. It has been successfully used to model tactical agents that represent human-controlled forces in a battle. We explain CxBR and the rest of our approach in the next section.
II. CONTEXT-ASSISTED CSCW FOR PROJECT MANAGER SUPPORT
Events that affect a project positively or negatively unfold on a daily basis. A project manager interprets those events vis-à-vis the project, and reacts to them appropriately to mitigate the negative events' impact on the project. The life of a project manager, therefore, consists of monitoring the events that affect the project, and making decisions and taking action that lead to an ultimately successful project.
Throughout the project, the project manager must have complete view of all the events that may impact the project's success. This is the afore-mentioned situational awareness. Examples could be completion of an internal milestone, a shift in project goals as a result of changes in upper management directives, cost increases in critical components, delays in delivery, reduced availability of funds for completion of the project, etc. There is a common information fact base that reflects the events that unfold with respect to the project. In effect, this fact base represents the world as seen by the PMagent. The PM-agent must be able to continually monitor the contents of this fact base to gauge the progress of the project.
Many recent applications to project management focus on multi-agent systems as the technology du jour. We are no different in that we use agents to build a project manager agent and its assistants. Our particular contribution is to imbue the agent representing the project manager (the PM-agent) with real-time situational awareness. We use a context-driven representational paradigm to accomplish this. In particular, we employ Context-based Reasoning (CxBR) [10] to control the PM-agent. Contexts in CxBR are knowledge modules that correspond to situations faced by the agent. Each context contains the knowledge that allows the agent to successfully function when in that situation. This knowledge consists of three things: 1) action knowledge -that which prescribes how the agent is to act in the environment while under that context; 2) transitional knowledge -that which causes a context to know when it is no longer applicable to a new situation and a transition must be effected to another context whose action knowledge allows the agent to better handle the new situation; and 3) declarative knowledge -that which the agent needs to know about to carry out its assigned mission or perform its assigned task.
CxBR defines a hierarchy of control contexts, starting with the Major Context, that when activated, controls all actions taken by the agent. When the situation changes over time, as it usually does in real-world circumstances, a new Major Context may respond better to that new situation than the currentlyactive one. A transition between Major Contexts then takes place, where the old one is de-activated and the new, more responsive one becomes active and takes over control of the agent. One and only one Major Context must be active at all times. There is no overlap.
Movement among contexts that control the agent during the changing conditions of the mission is the crux of CxBR. There are two types of context movement -horizontal and vertical. Horizontal movement is the process described above, where a situationally-aware Major Context "realizes" that its time is over and it must turn over control to another Major Context that is better suited for the current situation. We assert that this horizontal movement capability provides CxBR with the situational awareness that we consider essential in project management.
Vertical movement, on the other hand, is the ability to activate lower-level contexts (called Minor Contexts) that can provide the specific control action within each Major Context. Our vertical movement approach makes use of directed acyclic graphs called Contextual Graphs (CxGs) [11] to help organize the Minor Contexts associated with each Major Context. They do this by asking questions of the user (or the environment) to gradually refine the context and execute an action that is most appropriate for the situation within a Major Context.
The expectation-driven feature of CxBR can be used to advantage in CSCW systems. In the context of our application, our CxBR-based PM-agent monitors the situation and identifies a context in which the project is at a moment in time and activates the corresponding Major Context. Based on this identified context, the PM-agent follows a set of procedures applicable to that context that will address the needs of the project.
III. PROTOTYPE SYSTEM FOR APPLICATION TO A ROCKET DESIGN PROCESS
Our approach is applied to the design of a small sounding rocket for lower atmosphere launches. The PM-agent is charged with ensuring that a design of the rocket meets the mission requirements, and that the rocket be built and delivered on time and within budget. The specifications, the timeline and the budget are reflected in the Mission Context. We make use of a simulator developed and available from NASA [12] that, if given a specific design, can simulate its launch and determine whether the launch will be successful or not.
The design in our rocket application (it is actually more like a specification of values for several attributes) requires that the following components be designed: 1) Engine and body material, 2) Structure of rocket, including the number of stages and the thickness of the fins, and 3) Control System
The design decisions are made by design agents (DAs) that, with their experience and knowledge, can make the best decision for the stated requirements. Design agents can be either human or software. In a CSCW environment, it is assumed that they will be human. However, in some cases they may be software agents. We consider them to be software in this application.
PM-agent has access to all "postings" of design activity made by the various design agents onto the Global Fact Base (GFB). Our PM-agent begins in the Normal Major Context because most projects begin normally. As part of the Normal Major Context, PM-agent reviews and interprets the postings made by the various collaborators in the project and determines in which context the overall project finds itself. In cases where it needs help to make these decisions, PM-agent can call upon Auxiliary Agents (called creatively enough, AAs). These can also be human or software, but they are software agents in this application. We describe these later.
A. Conceptual Architecture
This section describes how we reflect the entire system in our prototype. Note that this is not a formal software architecture, but merely a conceptual illustration of the agents involved. Figure 1 illustrates the relations between the agents that participate in our prototype. All events related to the project are to be posted in the Global Fact Base (GFB). This is the data structure upon which all discussions and communications take place as well as where all designs are posted. PM-agent need only monitor the GFB to see what new event has occurred that may affect the project. Agents communicate through the GFB, but PM-agent communicates with the auxiliary agents directly.
We further define three Design Agents and five Auxiliary Agents. The DAs contribute the design of the engine and material of the rocket body (DA-1), the design of the rocket structure (DA-2), and selection of an appropriate control system (DA-3).
The PM-agent examines the GFB on a regular basis. For the purposes of this application, we have set this sampling frequency as 1 day. However, for demonstration purposes, it has been accelerated to once every 15 seconds. Upon retrieving the relevant information from the GFB, PM-agent will make an assessment of the situation and decide which Major Context should be active. If this Major Context is different from the currently-active Major Context, this newlyselected Major Context becomes activated. It will continue to do so until the next sampling cycle. 
B. Design Agents
Each of the design agents has to decide on a number of design parameters, each of which has relatively few possible choices. These are described below:
Agent DA-1 is charged with designing the rocket engine and determining the material used for the body. While this combination of engine and material selection is not totally intuitive from an engineering standpoint, it is the way that the RocketModeler system combines them. The engine design merely implies selection of an off-the-shelf design that meets the requirements of the project.
DA-2 (design of the rocket structure) has to make other choices. Given the payload and the altitude, it must determine whether the rocket will be one stage, two stages or three stages. This decision has to be coordinated with the engine design.
DA-3, the control system designer, also selects a design off the shelf. The four design choices encompass one, two, three and multiple-stage rocket control. The fourth control system will adapt itself to whatever type of rocket it is. However, it is the most expensive and takes the longest to deliver.
C. Auxiliary Agents
There are five AAs in total. The three primary ones are the NASA RocketModeler simulator (AA-1), a Scheduling Agent (AA-2) and a Cost Agent (AA-3). The rocket simulator (AA-1) determines whether any conflicts exist in the design of the rocket. The schedule agent (AA-2) decides whether any delays are expected, and the financial agent (AA-3) calculates the impact of design decisions or delays on the project budget.
In addition to the three main AAs defined above, AA-0 maintains the official schedule and cost. AA-0 is the only agent capable of making changes to the formally accepted final delivery date and/or to the maximum cost allowed. The PMagent makes these changes only through AA-0.
Lastly, AA-4 is a general problem solving agent that decides which corrective action to initiate to address the new event. While AA-4 uses some concepts from constraint programming, it is not a formal constraint-based problem solver per se. At a point when the PM-agent recognizes a conflict between the various constraints, it has to seek a solution that can meet all the constraints. This is difficult to do, even by a human. AA-4 collects the current requirements and the constraints of the project and seeks to find a solution to the design cost and delivery that satisfies all the constraints. Success means that the problem is under-constrained and an acceptable solution existed. Failure indicates that the problem is over-constrained and there is no solution that does not violate at least one constraint. In the latter case, the PM-agent transitions to the Impasse Major Context, which seeks management and/or customer intervention to resolve the impasse.
AA-4 requires the following information: 1) Design parameters of the rocket; 2) Delivery times for the designed components, 3) Cost of designed components; and 4) External events that affect the cost and the schedule AA-4 returns the rocket design parameters that satisfy the feasibility, cost and schedule requirements for the project or 0 if system over-constrained.
Here we describe some assumptions that we make to simplify the coding of these agents:
• All delivery times are concurrent. Only the one that takes the longest controls the final delivery date.
• We assume no transportation time or cost. Delivery is to be at launch site.
• External events only relate to schedule and/or cost of rocket. They cannot affect the design in any way.
• Design changes potentially affect both cost and delivery.
• A design change can be accepted unilaterally by the PM-agent but only if it "works". That is, the rocket has been deemed flight worthy by AA-1.
• PM-agent can unilaterally reject designs that do NOT "work". That is, the rocket has been deemed NOT flight worthy by AA-1 with the design.
• The PM-agent cannot reject a new design that works on the basis of negative schedule and/or cost implications. • Design can be changed to compensate for an unacceptably long or overly expensive project that results from external events unrelated to the design.
Global
Operators that can take corrective measures when the situation is in conflict are defined. Their actions, however, are of limited scope and cannot resolve all situations. Moreover, they are specific to this application only. They are as follows:
• Corrective action operator #1 (ca1): Costs can be reduced by trimming overhead staff. This can only be done twice: The first time, reduction of up to 10% of total project cost. The second time, reduction of up to 5% of total project cost
• Corrective action operator #2 (ca2): Component delivery time can be reduced by paying overtime to workers to hasten delivery. The relation is set to 50.0 KYen per day of reduced delivery time. This can only be done for a max of 30 days in the life of the project.
When faced with a conflict, PM-agent asks AA-4 to first find a solution that does not require design change, overtime pay or overhead cost reduction. Failing this, it will first look to reduce schedule lead time by paying overtime, as long as budget maximum is not exceeded. If cost is the only constraint affected, it can try to reduce cost by overhead staff reductions. If none of these are sufficient, it then explores a design change to get within the limits.
Should all attempts to solve the problem fail, then an impasse is declared by PM-agent and the Impasse Major Context becomes activated.
As mentioned earlier, DAs and AAs can be human, but are software-based for this prototype. Only the PM-agent is based on CxBR, however.
D. The Project Manager Agent
PM-agent is always in control of the project. The first thing that a project manager, and hence PM-agent, needs to know is what are its expectations. That is, what are the technical specifications for the rocket's performance, what is the budget within which this rocket must be built, and what is the time frame for completing the work. Our PM-agent can find this information in the Mission Context. A Mission Context is part of the CxBR context hierarchy, but does not control the agent in any way. Instead, it serves as the repository for missionspecific information.
1) The Mission Context for the PM-Agent:
The mission objective should be completion of a rocket that performs its required task in time and within budget. We have defined the mission for our prototype in Table I below. It features a low budget to do the work.
An important component of a Mission Context is the plan of action for the agent. For tactical operations where an agent must follow a plan of action, yet always be in a potentially reactive mode, this is indeed quite important. In CxBR, the plan is reflected in a sequence of Major Contexts with carefully determined transition criteria that will result in the goal state. However, this is not entirely applicable in our domain of project management, as it is always possible (albeit unlikely) that things go according to plan and that no extra effort is required on the part of the project manager. Thus, PM-agent could always be in Normal Major Context and, therefore, be always be in a reactive mode. 2) Major Contexts: Many things can affect a design process. Several different situations can occur in the process of accomplishing this. Each Major Context reflects a situation that the PM-agent may face and must resolve. The Major Context should contain what the PM-agent can do to return the project to normal status. The Major Contexts used in this prototype are: 1) Normal, 2) DesignChange, 3) ExternalEvent, and 4) Impasse. These contexts introduce expectations as well as procedures on how the PM-agent should act when in these situations. We describe each of the Major Contexts as follows:
Normal Major Context: If all is normal and the project is proceeding according to plan, then the context is said to be Normal. In this Major Context, PM-agent continues to monitor the situation every simulation cycle, or if that is too frequently, then every n simulation cycles. Sampling the situation once per day is sufficient for this application. The Normal Major Context is also the default context as well as the initial context. PM-agent, under the Normal Major Context, calls agent AA-0 to initialize the schedule data structure and calculate the initial cost of the project. Upon detecting either a design change or a new external event on the GFB, it will transition, respectively, to DesignChange or ExternalEvent.
DesignChange Major Context: When a design decision is made, PM-agent will transition into this Major Context. Here, PM-agent deals with a design change and its effect on the project. Within this Major Context, we define a contextual Graph (CxG) called CxG-1 that steps through the process to determine whether there are any negative implications on cost or schedule incurred by the design change and acts if there are.
CxG-1 first determines whether the design change "works", i.e., whether it reflects a workable design, allowing the rocket to fulfill its required mission. PM-agent activates AA-1 to determine the compatibility of the design change with the otherwise existing design. By executing the RocketModeler with the parameters indicated by the design change along with the other unchanged parameters, AA-1 returns a value of "1" to indicate that the design "works", and "0" to indicate that it does not. Keep in mind that AA-1 only considers the technical issues and does not consider schedule or cost.
If the RocketModeler "approves" of the design change, so to speak, then PM-agent next determines its effect on the schedule and the cost using AA-2 and AA-3. However, if the result offered by AA-1 indicates a design conflict, it calls AA-4 to try to find a solution that meets all the constraints. On the other hand, if either one returns a negative indication, then AA-4 is called to determine an acceptable solution. This is typically done through the application of corrective action operators discussed above. If system is not over-constrained and an acceptable solution can be found that satisfies the constraints of schedule and maximum budget, then Normal is re-activated with these values. Otherwise, the system is found to be over-constrained and Impasse is activated. Figure 3 shows the transitions for the Major Contexts (horizontal movement).
IV. PROTOTYPE TESTING AND EVALUATION
We subjected the prototype to a rigorous test plan designed to evaluate the performance of our approach. Page limitations preclude a detailed description of the individual tests. The reader is referred to Gonzalez et al [13] for the details. Instead, we briefly describe the tests sets executed and the results obtained. The objective of the tests was to evaluate the ability of the PM-agent to recognize a given situation and provide appropriate corrective action. In effect, we sought to measure its situational awareness. We determined this by how well PMagent identified and selected the appropriate Major Context and whether the PM-agent performed the proper action.
Test set #1 evaluated external events such as an increase in cost or a delay in delivery by a part supplier. PM-agent must react correctly to this and determine whether there are any negative effects on the project, and if so, to correct them using the corrective action operators. Test set #2 introduces design changes. PM-agent must determine the effectiveness of the design change and act to overcome any negative effects. Test set #3 is more difficult -it includes situations that are not specifically described by the four Major Contexts defined. Table II lists a brief, somewhat cryptic description of the tests executed by the PM-agent prototype. "DC" stands for design change and "EE" for external event. External events are price increase ("PI") and schedule delay ("SD"). "MY" stands for MegaYen and "mo" for months. 
Major Contexts Minor Contexts
ExternalEvent MC; "DC" for DesignChange MC; and "I" for Impasse MC. The lower case "ca" indicates that corrective action operators were used to resolve a conflict. "ca1" indicates the financial operator, while "ca2" stands for the schedule operator. Absence of a "ca" entry indicates that no conflict arose. "r" is the rejection of a design change by PMagent. Similarly, lower case "a" means that the design was accepted by the PM-agent as appropriate scope-wise. Repeating the entries indicates that more than one external event or design change took place at different times. The Expected and Actual Results indicate the respective major context transition sequence.
Testing proved to be successful for test sets #1 and #2. In these experiments, the PM-agent context transition executed correctly and as expected. Interesting results were obtained for test #3.1, however. This test used a too-expensive initial design. The PM-agent was in effect, being asked to solve a problem is was not equipped to solve. The initial Major Context should have been some Major Context other than Normal, such as possibly ExpensiveInitialDesign. This initial Major Context should have sought to reduce the cost either through a design change or application of corrective action operators. However, this context did not exist and the PMagent began the project as Normal because it didn't know any better. Nevertheless, the PM-agent managed to solve the problem by introducing a design change that lowered the cost to below the maximum. Test #3.2 presented a similarly unexpected situation -a late design. It likewise resolved it by applying corrective action operator ca1 to reduce the cost of the rocket. Test set #3 presented the most difficult of all tests, tests that the PM-agent was not equipped to handle. Yet, it managed to solve the problem adequately. This proved the effectiveness and generality of using CxBR to build rather complex PMagents in also complex Web-based CSCW systems.
V. CONCLUSIONS AND FUTURE RESEARCH
The research succeeded in creating a project manager agent that was situationally-aware for the most part. It was able to see the external events and design changes and apply whatever corrective action operators existed to bring the project design, cost and schedule within original objectives, if possible. If the problem was over-constrained, then it declared an impasse and called for external human intervention.
Nevertheless, the application was not as rigorous as we had hoped. The small size and weight of the rocket handled by the NASA simulator made it necessary to fictionalize several parameters of the project, such as cost and delivery. Furthermore, the system seriously overburdened the AA-4 agent, asking it to solve very difficult problems. While it was successful for this specific application, when developed for a full, real world application AA-4 would be unreasonably complex and computationally intense. It would have been preferable to define new additional contexts that contextualized the problem further and allowed AA-4 to be less complex.
As future work, we hope to extend our work by further contextualizing this application and determine its effect on its efficiency and effectiveness. We hope to compare the results of that enhancement to those obtained here and evaluate any improvements. Farther downstream, we hope to apply our work to a more real-world application, such as possibly in building design and construction.
