Patients with motor control difficulties often "type" on a computer using a switch keyboard to guide a scanning cursor to text elements. We show how to optimize some parts of the design of switch keyboards by casting the design problem as mixed integer programming. A new algorithm to find an optimized design solution is approximately 3600 times faster than a previous algorithm, which was also susceptible to finding a non-optimal solution. The optimization requires a model of the probability of an entry error, and we show how to build such a model from experimental data. Example optimized keyboards are demonstrated.
INTRODUCTION
Some patients with spinal cord or brain injury lose motor control skills, even when they maintain their cognitive func tions. In extreme cases of "locked-in" syndrome, patients are almost entirely paralyzed but remain conscious and need a means of communicating their thoughts. One method of communication is a switch keyboard with a scanning cursor that traverses a virtual keyboard. A binary switch triggered by the patient (e.g., with an eye blink or a puff of air) guides Permission to make digital or hard copies of all or part of this work for personal or classroom use is granted without fee provided that copies are not made or distributed for profit or commercial advantage and that copies bear this notice and the full citation on the first page. Copyrights for components of this work owned by others than ACM must be honored. Abstracting with credit is permitted. To copy otherwise, or republish, to post on servers or to redistribute to lists, requires prior specific permission and/or a fee. Request permissions from Permissions@acm.org. ASSETS '13, October 21 -23 2013, Bellevue, WA, USA Copyright 2013 ACM 978-1-4503-2405-2/13/10…$15.00. the cursor to a character that is then typed on the computer. Such typing is very slow (often measured in characters per minuter rather than words per minute), and our goal is to make the process more efficient by identifying how to place characters on the keyboard in a way that allows for fast typing with few errors.
Francis and Johnson [1] proposed that character place ment could be treated as cost minimization that traded off speed and accuracy. Calculating these terms required a cor pus of the kind of text that the patient would enter (e.g., poetry vs. HTML code), a model of errors, and an allowable average error rate. With such information, a hill-climbing algorithm could identify the cursor duration and key place ments that minimized entry time.
MIXED INTEGER PROGRAMMING
Here we show how to reframe the character placement problem as a mixed integer programming problem. A key board includes a set I of keys, and the cursor path scans across the rows, J , and columns, K, as guided by the user. Denote fi as the entry frequency of character i in a given text of characters. Set x ijk equal to 1 if character i is as signed to row j and column k, and 0 otherwise. Suppose the cursor moves across rows until the user triggers the switch to select a desired row. The cursor then moves across keys in the selected row until the user triggers the switch to select a particular key. Under such a cursor movement plan, the time to input a character at position j, k is t j k = D(j + k), where D is the duration of the cursor for each step. As sume p j k (D) is the proportion of errors when attempting to guide the cursor to position j, k, and that a user identifies an acceptable error rate of E.
Some characters are best assigned to fixed positions on the keyboard. For example, the numbers of 0, 1, . . . , 9 are traditionally grouped together in keyboard layout designs, so we can assign them as follows to the bottom of the keyboard: where i is the key index (in our example, keys 55-64 repre sent the numbers 0-9). Then the problem of minimizing the entry time is as follows, given corpus size n, D, E, and fi,
i∈I j∈J k∈K subject to the following constraints:
j∈J k∈K
x ij k = 1, for j ∈ J ; k ∈ K; (1d) i∈I xs = 1, for s ∈ S .
Equations (1a) and (1b) are the definitions of the time cost and the error cost. Constraint (1b) ensures that the error rate is not greater than the given acceptable threshold. Con straints (1c) ensure that each key can be only assigned to one position. Constraints (1d) ensure that each position can only contain one key. Constraints (1e) assign the number keys to their fixed positions. The problem can be solved by using a Gurobi Optimizer with standard techniques that both guarantee a globally op timal solution (if it exists) and requires only about 3 seconds for a desktop computer. In contrast, the hill climbing algo rithm on the same computer required approximately 3 hours to find a (not necessarily global) solution.
MODELING ERROR PROBABILITIES
For the optimized keyboard to be useful, the p j k (D) terms need to accurately reflect the error probabilities of a user. The task is to time a switch action to guide the cursor to a target key. We suspected that the timing of the switch action could be modeled with a Gamma distribution: X ∼ Γ(κ, θ), where κ is a shape parameter and θ is a scale pa rameter. The density function is denoted as f (x; κ, θ) = function evaluated at x, which is the elapsed time.
For each row in the keyboard and each cursor duration, we estimated the distribution parameters using data from Fran cis and Johnson [1] . Their data indicated whether a switch response was generated early, correctly, or miss. A Gamma distribution can produce similar probabilities by consider ing the area under the cdf prior to x = Dj, where j is the target row, between Dj and D(j + 1), and after D(j + 1). We used a Nelder-Mead optimization method to estimate the distribution parameters. Figure 1 shows a scattergram of the observed error proportions against the model fit. Figure 4 shows two optimal keyboards that trade off speed and accuracy for a fixed cursor duration D = 0.35 seconds. The keyboard on the left used E = 0.30 and so emphasizes character placement to minimize the error rate when enter ing a given text corpus (a set of famous quotes). The key board on the right used E = 0.50 and so emphasizes character placement to minimize the time of entry. 
CONCLUSIONS
We identified how to solve the problem of optimal char acter placement on a switch keyboard using mixed integer programming. The algorithm is orders of magnitude faster than a previous approach and will allow for consideration of many other keyboard properties (e.g., various cursor paths, different switch devices, shortcuts). The algorithm requires an accurate model of error rates, which must be based on hu man data. We described a model that matches the observed data and has promise for future investigations. 
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