Abstract. We compute the covering radius of some families of binary cyclic codes. In particular, we compute the covering radius of cyclic codes with two zeros and minimum distance greater than 3. We compute the covering radius of some binary primitive BCH codes over F 2 f , where f = 7, 8.
Calculations
In Table 1 we computed all the codes C 1,d over F 2 f with minimum distance greater than 3 and covering radius 3 satisfying: µ = min{σ 2 (j 1 ) + σ 2 (j 2 ) |, j 1 + dj 2 ≡ 0 mod 2 f − 1} − 2f ≥ 4.
For example, 81 in the third column of Table 1 means that the code C 1,d have covering radius 3 where d ∈ {81, 545, 133}.
The folowing table contains the covering radius of binary primitive BCH codes not included in Table 10 .1 in [5] . Table 3 . Covering radius of binary primitive BCH codes Our algorithm takes advantage that for some F 2 f we only need to determine whether all (α 2 , . . . , α t ) exist for α 1 ∈ {0, 1}. Instead of generating all (x 1 , . . . , x n ) while calculating their α 1 , . . . , α t , we construct (x 1 , . . . , x n ) solutions for a fixed α 1 , then compute their α 2 , . . . , α t . Throughout, the algorithm keeps track of whether at least one solution for a given (α 2 , . . . , α t ) has been generated.
returns true if all (α 2 , . . . , α t ) ∈ F 2 f exist for α 1 = k C is an array of size 2 f (t−1) initialized to 0's; ctr ← 0; while next solution exists(k) AND ctr < 2
f (t−1) then return true; else return false; end We use a bit representation for the elements of field F 2 f , i.e. each element is represented by a word of f bits where the bit in position i represents the coefficient of monomial degree i. For example, element β 3 + β 2 + 1 in F 2 7 is represented as 0001101. To generate a solution for α 1 = k we take advantage of the fact that its bits are the result from bitwise XORing (x 1 , . . . , x n ). Figure 1 illustrates a solution for α 1 = 1 ∈ F 2 7 . Looking at each bit position (the columns) we notice that to generate a given solution we must provide a combination of column values such that they have an even/odd number of 1's to produce a 0/1 in their bit position. In the figure, all columns except the least significant require an even number of 1's. We construct solutions for a given α 1 by exhaustively generating all combinations of bit columns with even/odd number of 1's at the proper positions, then extracting the values for the (x 1 , . . . , x n ). A C-language implementation of the algorithm can be downloaded at: https://bitbucket.org/ raarceupr/reed-francis. E-mail address: francis.castro@upr.edu E-mail address: rafael.arce@upr.edu E-mail address: jose.ortiz23@upr.edu
