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Abstract 
In this work, a decision support system is developed to tackle timetabling problems 
in secondary and primary schools in Hong Kong. Timetabling is never an easy task as 
it is an ill-structured combinatorial problem which involves not only hard constraints 
such as class curriculums, but also many soft constraints such as teachers' preferences. 
So we aim at designing a system which can reduce the cognitive burden of the timetabler 
while retaining as much flexibility and control as possible. 
The design of this timetabling system is based on a three-stage task model of the 
process which is constructed by investigating the existing systems and identifying the 
behaviour and needs of the timetablers. Various handy tools are carefully designed 
according to the timetablers' needs and then integrated with an event-driven WIMP 
user interface so as to support the school timetabling process in a flexible and efficient 
way. Essentially, timetables can be constructed, as usual, in an interactive and 
incremental manner with the tools provided by the system, while the system only plays 
a supporting role. 
The system, implemented on the Microsoft Windows 3.0 environment as a 
database application on db_VISTA III, is properly tested with three sets of actual data 
from different schools; and the results show that the timetabling task can actually be 
accomplished in a much easier way with the help of the system. 
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Timetabling is an ill-structured combinatorial problem full of variety. The problems 
for different types of educational institutes definitely have different problem structures 
and specifications. Even for the same type of institutes, each instance of timetabling 
problems is also different as no two schools or universities will have exactly the same 
set of objectives requirements and constraints. 
In this work, we aim at designing a generalized computer system to tackle the 
timetabling problems in secondary and primary schools in Hong Kong. In these schools, 
there is always a rigid curriculum structure. Students on each form are grouped into 
classes, and for each class, there is a set of curriculum requirements already defined 
as the subjects the class must take, with their corresponding frequencies and teachers 
in charge. From another point of view, each teacher is given a set of teaching 
assignments which is defined as the classes the teacher must teach, with the 
corresponding subjects and frequencies. Also each meeting between the classes and 
the teachers is assigned, in most but not all cases, with a venue, such as a classroom, 
a laboratory or a playground. 
The timetable of a school implements the curriculum requirements of all classes, 
or equivalently the teaching assignments of all teachers, in the form of a schedule and 
controls the activities of all teachers and classes as well as the usage of all classrooms 
and laboratories. Thus school timetabling is the single most important task in the 
1 
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operation of a school. There has not been any accepted standard way but various 
systems are being used. The objective is to find a satisfactory timetable while all hard 
constraints such as resource constraints are strictly observed. 
Different schools may have their own standards of satisfactory timetable. There 
is usually a diversity of special requirements a timetable has to meet depending heavily 
on the type of school and the policies of the school. Some examples are as follows. 
In some cases, it is necessary to avoid free hours scheduled in between other lessons; 
they may have free hours only at the beginning or the end of a day. There may be 
limitations on a teacher's daily load, and it may be necessary to provide every teacher 
with a free day. Teachers may indicate a preference on the length of the interval between 
their lessons. Of course, not all of these claims are equally important; it all depends 
on the school policies. ‘ 
The ill-defined problem structure of school timetabling makes it a very complex 
task to design a system that fits all. There are hard constraints as well as desirable 
objectives, some of which are more amenable to modelling than others. A good 
timetable should be agreeable to all classes, teachers and classrooms. It means there 
should be a balanced curriculum for each class, a balanced load for each teacher and 
room, proper consideration of teachers' preferences, provisions for meetings of 
teachers, provisions for maintenance of laboratories, etc. The timetable should also 
enable the implementation of relevant school policies such as extra-curriculum activities 
and administration of teaching personnel. 
In general, the overall timetabling process may be broken down into three phases, 
namely data preparation, scheduling and result presentation. In the first phase, 
necessary data must be set up before the scheduling task can commence. These 
generally include two things. The first one is a working model of the school, comprising 
the structure of the timetable and the class structure of the school. The second one is 
the class curriculums, often in the form of a resource allocation matrix. 
2 
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In the scheduling phase, lessons are being assigned into time slots and the 
process has to be monitored for any violations of hard constraints. When conflicts do 
arise, the timetabler has to resolve them by lesson swapping, rescheduling or 
adjustment of objectives, and sometimes even by releasing some minor constraints. 
This phase is the major part of the whole timetabling process and requires intensive 
concentration. A typical timetabler may spend days on this phase, which is very 
demanding. 
The result presentation phase involves storage of the timetable for later reference 
or modification, as well as production of copies of the timetable for teachers, classes, 
etc. However, the computer system described in this publication focuses only on the 
scheduling phase of the whole process as it is the most demanding and tedious task 
for which the timetablers ask for computer aid most. 
The following chapters describe our works in detail. Chapter 2 gives a brief review 
on the methods for tackling timetabling problems. Chapter 3 elaborates the objectives 
and also the nature of the system, and Chapter 4 describes the task model based on 
which the computer system is designed. Chapter 5 gives a detail description of the 
design issues of the system and also outlines the supports that are Included in the 
system. Chapter 6 presents the system testing and evaluation issues, while Chapter 
7 proposes some immediate enhancements to the current system, and finally Chapter 




There have been a vast amount of papers in the field of timetabling during the 
last thirty year. Most of the papers appear to fall into two main categories, which indeed 
correspond to two basic ways to tackle the timetabling problems, namely Modelling, 
and Heuristic Approach. 
2.1 Modelling 
Modelling is a commonly used method to resolve timetabling problems, especially 
before the eighties when computers were not so common. The original problem or the 
set of subproblems divided from the original problem are formulated in terms of 
well-known mathematical programming models. And then the timetables can be 
constructed by solving the models with some standard or specific algorithms. 
Three types of models are generally adopted, namely integer programming model, 
network flow model and graph colouring model. 
2.1.1 Integer Programming Model 
Many timetabling problems, especially those with ！imited constraints, can be easily 
formulated in terms of integer programming models; see Carlson and Nemhauser 
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(1966), Greenberg (1968), Lawrie (1969), Werra (1985), Yazadani-Baygi (1979), and 
Tripathy (1980). For instance, a simple class-teacher model with m classes {clf …,cm}, 
n teachers {t19,..,t„} andp periods can be as follows: 
X Xr.jr — T-j (i — 1,..., w jy = 1,.. ”w) J J 
n 
E x!jk < 1 (i = l9,..9m;k = 1,...,p) 
m 
X Xijk < 1 (J = 1,,..,n;k = 1,...,p) i=i 
xijk = 0 or 1 ( i ^ 1 , . . . , m ; / = = 1, 
where r:j = no. of one-period meetings of c； and t J t 
xijk = 1 if c{ and t} meet at period k, 0 otherwise. 
Any xijk (i = 1,…，m,’j = 1，…’n;k = l”"，p) satisfying this formulation will be a feasible 
solution to the problem. 
The case for course scheduling is somewhat different as a cost function generally 
exists. With q courses {K19,..9Kq}f r student groups { � … ， 5 ； } , and p periods, the 
formulation will be as follows: 
[CS] ± p 
M a x I E Cikyik 
iVIJt^ l 
p 
‘ 2 yik=k； (/ = 1 , , . . ,^ ) , 
2 yik^lk (籴=1，…，p)， 
1=1 
2 yik ^  1 (广=1，…,r;A: = l，…，；?)， 
I e Sf 
^ = 0 or 1 = 1，"”p), 
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where Cik = desirability of yik = 1, 
kt = no. of one-period lectures for Kif 
4 = maximum no. of lectures for period k, 
yik = 1 if a lecture of K； at period k、0 otherwise. 
A problem with moderate size has been solved successfully by Tripathy (1980) with a 
Lagrangean relaxation technique. 
These models can be useful when the problem is small, maybe of only several 
thousand variables. But as the number of variables and parameters grow rapidly, 
standard algorithms and branch-and-bound techniques for solving these models are 
no longer effective, 
2.1.2 Network Flow Model 
As observed by Mulvey (1978) (1982), the network model is widely adopted by 
investigators as network problems can be efficiently solved even when their size is 
extremely large. Mulvey (1978) (1982), Even, itai and Shamir (1976)，Werra (1971) 
(1985)，Yazdani-Baygi (1979), Ostermann and Werra (1982), and Chahal and Werra 
(1989) have applied this model to cope with different timetabling problems. 
Werra (1985) presents a typical network flow model for constructing the timetable 
of a given class c,-. The network (Figure 2.1) is composed of a source node s、a sink 
node t, as well as nodes 籴 and arcs (s9k) for each period, nodes t} and arcs (tj9t) for 
each teacher, and arcs {k,tj) for all t} if t} is available at period k. Each arc (x9y) is 
assigned a lower bound l(x,y) and a capacity which define the minimum and 
maximum flow for the arc. c ( t p t ) and l ( t p t ) are set to the number of meets of c； and 
and all other c(x9y) and l ( x t y ) are set to 1 and 0 respectively. Clearly any feasible 
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Figure 2.1 Network flow model of class schedule. 
For school timetabling problems which involve subjects too, a different network 
(figure 2.2) can be adopted; see Chahal and Werra (1989). Each class, subject and 
teacher is associated with a node c“ tj and mk respectively, Each node pair (x9y) is 
linked by m{x,y) parallel arcs where m(sfc:) is the total number of lessons of ch m{ci9tj) 
is the frequency of t} for q if tj is in the curriculum of cif m(tj9mk) is the frequency of tj for 
饥k if tj «s in the curriculum of mkt and m{mk9t) is the total number of lessons of mk. 
Constructing a timetable using p periods is equivalent to partitioning the arcs into p 
path packings, where a path packing is a collection of paths from s to t such that no 
two paths cross the same node c-t or mk. 
Similar network structures have been employed by Werra to solve the 




m parallel arcs 
Figure 2.2 Network flow model for school timetabling. 
cope with the classroom/time assignment problem for universities, and also by 
Yazdani-Baygi (1979) to tackle both the student assignment problem and the class 
scheduling problem. 
2.1.3 Graph Colouring Model 
A formulation of the timetabling problems in terms of graph colouring models is 
very appealing. There are certain techniques and algorithms concerning graphs which 
may be reinterpreted or modified as timetable algorithms. Timetabling by graph 
colouring is reported at least by Early (1968)，Welsh and Powell (1967), Scott (1976)， 
Leighton (1979), Schmidt and Strohlein (1979)，and especially by several papers of 
Werra (1975) (1985). Both vertex (node) colouring and edge colouring have been tried. 
As described by Schmidt and Strohlein (1979), a simple graph can be drawn on 
the vertex set M u H where M Is the set of meets and H is the set of hours. Three types 
of edges are inserted to connect all pairs of different hours, all meets M with hours into 
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which M cannot be assigned, and all pairs of different meets M, M f if they have 
participant in common. If this graph can be vertex coloured with | H| colours, a timetable 
is obtained. 
Schmidt and Strohlein also give a pictorial description of the problem by a family 
of graphs, each on a vertex set corresponding to teachers and classes. For every hour 
h, a graph Gh is drawn with Rtc edges joining teacher t and class c if r and c are both 
available at hour h, where ^ rs the number of hours t has to meet c. In this setting, a 
timetable is a family of appropriate matchings (or an edge colouring). Figure 2.3 shows 
an example of such a problem with 4 teachers, 3 classes, 9 meets, 3 hours, R13 = R21 
= R42 = 0 and = 1 otherwise/ A timetable is indicated by dark lines. 
t 4 O O c / ^ N J ！ C ^ N D 
T 2 0 — ~ D o 〇 a 
hi h2 h3 
Figure 2.3 Example of edge colouring approach. 
With the formulation [CT] in 2.1.1, Werra (1985) associates a bipartite multigraph 
G where each class node c； and each teacher node tj are linked by r^  parallel edges. 
If each period corresponds to a colour, the problem is to find an assignment of one 
among p colours to each edge of G such that no two adjacent edges have the same 
colour; so xUk will be 1 if some edge \ci9tjl gets colour k. 
For problem [CS] in 2.1.1 ’ Werra uses the following graph-theoretical model: Each 
lecture lb of each course Ka is associated with a lecture-node for each course Ka 
edges between all pairs of lecture-nodes in Ka are introduced. Also whenever there is 
g 
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a student taking course 尺 and an edge between each pair of lecture-nodes mob’ma，b, 
is added. Then a feasible course scheduling in p periods will correspond to a node 
colouring of this graph with p colours. An example is given in Figure 2.4 with the 
following data: three courses Kx (1 lecture), K2 (2 lectures) and 2T3 (2 lectures); / 7 = 4 
periods; student 1 takes Kv K2] student 2 takes K21 
im2i J \jn3i J 
{^32 J 
, Figure 2.4 Example of node colouring approach. 
2.2 Heuristic Approach 
Apart from the mathematical models, heuristic approach is also generally 
considered as an useful and effective way to resolve the timetabling problems. By 
modelling, the timetables are constructed by solving a set of models; but with heuristic 
methods, the timetables are assembled through a set of computer algorithms which 
simulate the manual timetabling process, in a fully automatic, or cooperative manner. 
Most heuristic algorithms follow the basic scheduling procedures, i.e< to select 
one or more lessons by some criteria, to select one or mora time slots also by some 
criteria, then to schedule the lessons to the slots and handle the conflicts if any, until 
all lessons which can be scheduled without conflict are in their places. But some 
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algorithms have a slightly different approach, where lessons are first scheduled into 
some time blocks, for instance days, and then lessons in each time block are processed 
as a subproblem. 
The heuristic methods are mainly different in three aspects, namely the lesson 
selection strategy, the time slot selection strategy and the conflict handling strategy. 
2.2.1 Lesson Selection Strategy 
Obviously random selection is the simplest way to select lessons for scheduling, 
but almost all known selection rules are deterministic, only a veiy few make use of 
some type of randomization; examples are found in Fujino (1965), Macon and Walker 
(1966). Their experience shows that although the probability of finding acceptable 
schedule at random is very small, the use of random selections is riot as bad as may 
be expected. 
Lesson selection methods based on heuristic rules are dominant. Most heuristic 
methods arrange the lessons not yet scheduled according to an index of difficulty which 
indicates the degree of hardness in scheduling the lesson; and the most difficult lesson 
is selected as the next lesson to be scheduled. But the definition and evaluation of this 
index may differ from system to system. 
Papoulias (1980) has made use of an index of difficulty which may best be 
described as a static one because the index does not change while the scheduling 
process proceeds. All lessons are sorted according to a nine digit number which takes 
into account the preassigriment check digit, the set priority number, the frequency and 
duration of the lesson, the multiple period priority number, etc.; and the scheduling 
order follows the sorted lesson order. Yazdani-Baygi (1979) also employed a static 
index to classify lessons into different groups and each group is handled as a 
11 
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subproblem by applying network flow model or integer programming model. Locked-in 
lessons are in the highest priority group, several-hour lessons the second, single-section 
lessons the third and multi-section lessons the last. 
On the other hand, Gans (1981) applied a dynamic index based on the idea of 
feasibility. A dynamic index varies every time the timetable changes and hence needs 
reevaluation, therefore, more time is spent in lesson selection. In Gans，system, each 
lesson is associated with a feasible set that is a set of periods into which the lesson 
can be scheduled. The heuristic selection rule can be summarized as follows: for each 
element of a lesson (i.e. class, teacher, etc.), an index is calculated by dividing the total 
number of unscheduled lessons competing for the same element by the total number 
of different days acting in the union of the feasible sets of these lessons; the largest is 
regarded as the feasibility index ofthe fesson; and,then a lesson is selected at random 
from those which have maximal feasibility index and minimal number of feasible 
assignments. This procedure is analogous to selecting the most difficult lesson. 
2.2.2 Time Slot Selection Strategy • •( 
Again, random selection is simple and straightforward, and does riot prevent an 
acceptable solution to the problem; see Fujirio (1965), Macon and Walker (1966). But 
in the real case, most timetablers apply their heuristics in choosing the time slots instead 
as a careful arrangement may reduce the conflicts in the latest stage dramatically. 
Hence most known systems incorporate heuristic rules in choosing time slots in order 
to increase the success rate of scheduling, or in other words reduce the conflict 
situations, and also produce a desirable or at least an acceptable distribution of lessons. 
What is a good distribution of lessons mainly depends on the school policy and differs 
from school to school. 
12 
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In general, unlike the lesson selection methods, time slots are not sorted, with 
some criteria, into an order as lessons do, but it is selected according to one or more 
simple heuristic rules. Always only part of the timetabler's concerns can be executed 
in the selection rules as it seems to be impossible to cover all the considerations. 
Gans (1981) described a selection scheme which aims at doing least harm to the 
remaining lessons while scheduling the selected lesson. His strategy is to select a 
feasible assignment of the lesson to be scheduled such that, if it fs selected, the total 
number of feasible assignments in the feasible set of all other lessons that become 
infeasible after the assignment is minimal- That is same as selecting the periods where 
the assignment can do the least harm. His investigation shows that this method, 
although rather simple, can produce a good result. But this scheme has not taken into 
account the aspiration of the timetabler for a balanced and well distributed timetable. 
On the contrary, Papoulias (1980) emphasized the balance of timetable in his 
assignments-to-days system. If there are some scheduled lessons which are similar 
to the current lesson, i.e. they are meetings of the same class and teacher for the same 
subject, then a day that is not consecutive to a day on which such a similar lesson is 
scheduled is selected. In case of no such a day, a day which is adjacent to the least 
number of similar lessons Is chosen. On the other hand, if no lesson similar to the 
current lesson is already scheduled, the day with the minimal number of lessons of the 
same duration as the current lesson is selected. This assignment strategy can produce 
fairly even distributed timetable but without considering the effects of different 
assignments on the evolution of the process. 
2.2.3 Conflict Handling Strategy 
When a lesson turns out to be impossible to be scheduled properly into the 
timetable, i.e. a conflict arises, there are basically three possible heuristic strategies for 
handling it. The first one is to assign lessons in a permanent way, which means rio 
13 
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lesson will be taken away from the timetable once it is scheduled. If a lesson cannot 
be scheduled into the timetable owing to conflicts, it will be left unscheduled. Examples 
are Michalsen (1970) and Gans (1981). This method is simple, straightforward and 
efficient as no conflict resolution procedure is required and no time is spent in finding 
alternative assignments. But this method, gives no complete schedule once an 
infeasibility arises. Hence this strategy may not be preferable as a complete timetable 
is always desirable as It is extremely complicated to settle the remaining lessons by 
manual adjustment. 
Another heuristic strategy can be described as follows: when the next lesson is 
infeasible, as many scheduled lessons as necessary are removed from the timetable 
in the reverse order of scheduling to find a feasible assignment for the conflicting one. 
This is analogous to the classical stack operation.. Scheduling a lesson is equivalent 
to pushing it onto the stack. When a lesson Is in conflict, as many lessons as necessary 
are popped from the stack until the lesson can be pushed onto the stack. Therefore 
the scheduling process continues, in general with an enlarged set of unscheduled 
lessons; see Lazak (1969). This method strives after a complete schedule at the cost 
of more computer time. A critical advantage of this method is that rt does not use special 
rescheduling procedure because removing the last schedufed lesson from the timetable 
is indeed a simple undo operation. 
The third method is that as soon as the next lesson turns out to be infeasible, one 
or more scheduled lessons are rescheduled to create a feasible assignment for the 
conflicting lesson. The main difference between this method and the previous one is 
the way scheduled lessons are taken out from the timetable. With this strategy, any 
scheduled lessons can be rescheduled to another time slot provided that the movement 
is beneficial. In this case the number of scheduled lessons never decreases. Berghuis, 
Heiden and Bakker (1964), Barraclough (1965) as well as Papouiias (1980) are 
examples. This method also produces a complete schedule at the cost of more 
computer time and more complicated conflict resolution procedure. Whether this 
14 
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method is better than the previous one is still unknown. Additional rescheduling 
procedures are required, but those procedures indeed enable the implementation of 
some more heuristics to cover less explicit or additional constraints. 
2.3 Remarks 
Timetabling is a complex combinatorial problem. It has always been felt that there 
exists no polynomial time algorithm to solve the timetabling problem. For the 
k-colourability problem, which is closely related to the timetabling problem, Garey, 
Johnson and Stockmeyer (1974) proved that it is NP-complete. Interpreting the 
3-satisfiabiIity problem as a special timetabling problem, Even, Itai and Shamir (1976) 
showed that it, also, is NP-complete. * 
Generally, timetabling problems in their simplified forms can be well solved by 
mathematical programming models, but the many constraints and special requirements 
embodied in practical timetabling problems may invalidate the use of these models. 
Apart from the problem of specifying all the constraints and requirements in terms of 
mathematical formulation, the size of the resulting problem is in general prohibitive. 
But on the contrary, as stated by Werra (1985), heuristic methods constructing a 
timetable step by step are usually able to handle all kinds of requirements. Also the 
problem size usually has little effect on the efficiency of heuristic methods. 
Most early timetabling systems using heuristic methods employ a batch approach. 
But as mentioned by Werra (1985), computing facilities are now available in most 
schools and, as a consequence the approach to timetabling has to take this 
phenomenon into account. This means in particular that interactive methods are now 




In this work, a generalized timetabling system is proposed to be designed and 
implemented on personal computer to tackle the timetabling problems in the secondary 
and primary schools in Hong Kong, as the timetablers always ask for computer aid for 
such a demanding task which usually takes days of even weeks to be completed with 
the existing manual systems. 
3.1 The Work Flow 
The work is conducted in several natural steps which can be summarized as 
follows. 
(1) Formulate Objectives. The first thing to do is to clearly define the objectives of 
the system, or equivaleritly, to think about what we want the system to achieve. 
(2) Define Approach. An appropriate approach to attack the problem is chosen 
according to the system objectives, and by proper review of past contributions in 
timetabling. 
(3) Task Analysis. A task analysis is conducted to study the properties of the various 
tasks Involved in a timetabling process. And hence the needs of the timetablers 
can be easily identified, 
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(4) System Design. The system is properly designed to suit the timetablers' needs 
identified in the task analysis phase, while achieving the system objectives 
maximally. This includes the design of data model, user interface, system 
functions, etc. 
(5) System Implementation. The system Is implemented with the chosen framework 
and software tools after it has been properly designed. 
(6) System Evaluation. The system performance is evaluated by testing with several 
sets of actual data from different schools, and collecting comments from various 
timetablers. 
3.2 System Objectives 
Generally speaking, the system is intended to make the timetabling task much 
easier. However the objectives of system can be elaborated in detail as follows. 
(1) Reduce Burden and Save Time, Timetabling is a demanding and time-consuming 
task. Hence an important concern of the system is to reduce the timetabler，s 
cognitive burden, for instance, in monitoring and handling the many constraints 
and conflicts. Moreover the system should cut.down as much as possible the 
time required for the task, as in a typical school the timetabler is usually a senior 
officer and time is very valuable to him. We acknowledge that timetabling is a 
process, which we aim to render more efficient by properly equipping the 
timetabler with software tools. 
(2) Retain Flexibility and Control. As the timetabling problem varies from school to 
school, It is important for a generalized timetabling system to retain, and if possible 
increase, the flexibility and control of the manual timetabling process that the 
timetabler values. The system should provide flexibility in order to cope with the 
17 
Project Overview 
many different problem structures for various schools. Also the system should 
give the timetabler a fufl control over the process such that any special 
requirements, objectives and policies can be easily executed. 
(3) Enable Full Consideration of Objectives and Policies. There is usually a number 
of high level objectives and policies which have to be satisfied as much as possible, 
in addition to the hard constraints imposed by the class curriculums arid limited 
resources. How good a timetable is depends heavily on how far these objectives 
and policies are being satisfied. So the system should support the tfmetabler in 
concentrating on realizing such high level objectives and policies such that a more 
satisfactory timetable can be obtained. 
3.3 An Incremental Construction Approach 
We adopt an interactive and incremental construction approach instead of a batch 
processing system. As stated by Werra (1985), rnteractive methods turn out to be more 
important when computer becomes much popular in school administration. Besides, 
there are three important reasons supporting the choice of such an approach. 
First of all, timetabling is an lli-structured problem with a large number of 
constraints and objectives. Many of the objectives are intangible and cannot be 
expressed explicitly. With a batch system, the formulation of the problem is forced to 
be separated from the synthesis ofthe timetable, which the system may try to automate. 
The timetabler must provide a sufficiently complete formulation in advance. But a 
complete articulation of all constraints and objectives is difficult, or sometimes 
impossible, not to mention the subsequent search for a feasible solution, if one could 
be found at all. But on the contrary, an interactive system that constructs the timetable 
incrementally does not require a complete formulation in advance and any constraints 
and objectives can easily be executed along the process. 
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Secondly, timetabling embodies a scheduling problem which is NP-complete in 
nature. Assigning a set of lessons involving classes, teachers as well as rooms to a 
number of limited time slots is indeed a combinatorial problem which has been proved 
to be NP-complete. There is no known polynomial-time algorithm available for such 
scheduling problems. So we contend that an interactive system carefully designed to 
support an expert user to construct the timetable incrementally may be the best solution 
to the problem as we believe that the many experienced timetablers often have their 
own systematic way of conducting timetabling, with effective heuristics and situational 
concerns incorporated, which should not be abandoned. 
The last reason is that interactive approach makes the system more transparent 
as the timetabler can gain more control over the process through interaction with the 
system. This gives the timetabler a better feeling and understanding of how the system 
works, and hence may help the timetabler to reach a good solution in a reasonable 
number of runs. Also by providing the timetabler's control of the process, on-the-fly 
decisions and re-adjustment of the problem can be conveniently made along the 
process. 
3.4 A Decision Support System 
In this work, we propose a supporting role for the computer. A minimal system 
which supports interactive timetable construction is designed according to a proper 
analysis of the timetabling process. Without loss of generality, this system can be 
described as a decision support system. As a computer-based one, the system helps 
the decision makers, namely the timetablers, to solve the ill-structured school 
timetabling problem through direct interaction. 
The system is equipped with appropriate tools for the timetabler to tackle the 
various tasks in the process, for Instance, resolution of conflicts. Essentially, the 
1Q ffyTJT^r^Tr1^^ 
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timetabler constructs the timetable, as usual, in an incremental manner with the tools 
provided. The system monitorstheprocessforthetimetablertofree him from monitoring 
and handling the many hard constraints, so that he may concentrate on the higher 
objectives. It also provides timely information to support the timetabler's decisions 
along the process. The system is designed with an appropriate sharing of tasks between 




In order to design a supporting system that provides appropriate and useful tools, 
an analysis of the timetabling process for studying the nature of the various tasks 
involved and also clarifying the needs of the timetabler is definitely necessary. The 
analysis can actually provide the basis for the design of the system, 
4.1 Three-Stage Task Model 
By general consideration of the problem as well as interviews with some 
timetablers, we arrive at a simple three-stage model of the scheduling process (figure 
4.1). While the overall process proceeds by scheduling lessons in an incremental and 
iterative manner, each stage is characterized by the different concerns involved in 
selecting the lessons to be scheduled and the time slots to be filled. The three stages, 
in order, are conflict free (CF) stage, conflict avoidance (CA) stage and conflict resolution 
(OR) stage. We do not claim that there are hard and fast distinctions or clear boundaries 
for each stage. We do, however, assert that the scheduling of a particular lesson may 
often be attributable to one of the three stages. 
Figure 4.2 gives a three-stage view of the process. The figures in the graph are 
only typical ones. It is obvious that a large portion of lessons are scheduled in the CF 
stage with a high scheduling rate when the timetable is sparse in the beginning. With 
the gradual filling up of the time slots, the process enters the CA stage and the scheduling 
21 
Task Analysis 
^ CF stage 钃 
— ^ CA stage 
I 办 
CR stage — ' 
C END 
Figure 4.1 Three-stage model of scheduling process. 
rate decreases as conflicts begin to appear. Finally in the CR stage when serious 
conflicts are unavoidable, a long time may be spent just to put in one more lesson. The 
three stages are described in detail in the following sections. 
4.1.1 Conflict Free (CF) Stage 
In the conflict free (CF) stage, there Is generally no or very rare occurrence of 
conflicts as the timetable is relatively sparse. Lessons can usually be scheduled 
successfully into the time slots liberally chosen by the timetabler. So the scheduling 
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Figure 4.2 A three-stage view of scheduling process. 
rate is quite high, with a large portion lessons scheduled in a relatively short period. 
The timetabler just selects unscheduled lessons and empty time slots to match them 
up, without worrying about the consequence of the assignments. Some timetablers 
even schedule the lessons by random in the very beginning of the process. Scheduling 
in this stage is like an unconstrained "free-run" of transactions. 
4.1.2 Conflict Avoidance (CA) Stage 
In conflict avoidance (CA) stage, simple conflicts begin to appear, as density of 
lessons increases. Nevertheless, those simple conflicts can often be resolved by 
rescheduling of as few as one or two scheduled lessons only. As it is welt believed that 
a good lesson scheduling order can reduce the serious conflicts encountered in the 
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later stage, the timetabler Is usually consciously avoiding potential conflicts, by a more 
careful selection of (unscheduled) lessons and (free) time slots. This results in the 
decrease of the scheduling rate. 
4.1,3 Conflict Resolution (CR) Stage 
As the timetable is almost full, conflicts are frequent and serious in the conflict 
resolution (CR) stage. Conflicts can no longer be avoided even by very careful 
scheduling of lessons. Scheduling of any single unscheduled lesson often involves 
displacing a whole chain of scheduled lessons. Hence each transaction is by itself a 
complicated and involving task. The scheduling rate is extremely low because the 
timetabler has to spend most of the time in resolving those serious conflicts. Although 
only a very small portion of lessons are scheduled, this stage is often disproportionately 
time-consuming. 
4.2 System Supports 
Having clarified the properties of different stages of the scheduling process, the 
suitable system supports for each stage can be identified. They are described 
respectively in the following sections, 
4.2.1 Supports for CF Stage 
We contend that system support in this stage should be such that execution of 
transactions may be done most efficiently. The system should allow fast retrieval of 
different class, teacher or room timetable for input, and also allow multiple timetables 
to Ipe retrieved and filled simultaneously. The system should also support convenient 
addressing of lessons, arid time slots for processing. They may be addressed one at 
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a time, or more importantly, as a whole series to be sequentially processed in a 
semi-automatic fashion. In addition, there should be some efficient batch transaction 
processing utilities such that lessons can be processed in batch, for instance, adding 
or deleting a series of lessons in a single operation. And more important, the system 
should have some facilities to allow lessons to be scheduled automatically without the 
explicit selection of time slots by the timetabler. Finally, the system should provide 
messages to alert the timetabler any violation of constraints. 
4.2.2 Supports for CA Stage 
The avoidance of conflicts is the strategic concern In this stage. The selection of 
lessons and slots as well as the scheduling order are important. So it is necessary to 
provide appropriate and timely information to enhance the tlmetabler's ability to avoid 
potential conflicts by giving him proper guidance in selecting lessons and time slots. 
One commonly used method is to arrange the unscheduled lessons according to an 
index of feasibility which indicates the chance a lesson will result in conflict; generally 
lessons with lower feasibility should be scheduled first. In addition, some helpful tools 
are needed to assist the timetabler to resolve the simple conflicts appeared in this stage 
more efficiently in the light of his experience. These may include some informational 
tools which lead timetabler to find a satisfactory solution, and auxHiary tools which help 
the timetabler to solve the conflicts, 
4.2.3 Supports for CR Stage 
The major support for this stage should be algorithmic. Heuristic procedures 
should be provided to help the timetabler to solve small and hard conflict resolution 
subproblems, maybe by computing the feasible solutions and also their relative merits 
for supporting his subsequent decision. The timetabler should be able to control the 
behaviours of the procedures, such as direction of search, domain of influence, etc., 
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such that desirable solutions can be obtained in reasonable time. This may be executed 
by proper governing of the corresponding input parameters to the procedures. Also 
the timetabler should be free to choose the desirable solution from the feasible ones 
found by the procedures, or to rerun the procedures to find another set of solutions until 




To support interactive arid incremental timetable construction in a fluent and 
flexible manner, the system is designed; based on the three-stage task model, in the 
way of assembling various handy and efficient tools integrated with a weH-designed 
user interface for usability. Also to systematically manage the many data which the 
system has to cope with, a database management system is employed with a data 
model which is carefully developed to accommodate the various school structures and 
different problem specialities. 
Various tools are designed particularly for different stages according to our task 
analysis to suit the drifting needs of the timetabler along the process. These tools can 
be classified into three categories, namely operational tools, analytical tools arid 
algorithmic tools. Operational tools are simple functions that the timetabler can use to 
construct the timetable, such a s addition and deletion of lessons. On the other hand, 
analytical tools provide various timely information which supports the timetabler's 
decisions, such as selection of lessons and time slots. And finally, algorithmic tools 
are naturally algorithms which help the timetabler to solve some small and hard 
subproblems such as resolution of conflicts. However, algorithmic tools have not been 
included in the current version of the system, but will be presented in the next version. 
The system is expected to play only a supporting role. Essentially, the timetabler 
constructs the timetable with the tools provided in an interactive and incremental manner 
while the system just gives proper supports, These include constraint monitoring, timely 
information and also problem solving aid. 
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5.1 User Interface 
This interactive timetabling system employs an event-driven, direct manipulation 
interface, which seems the best choice for such a tool-oriented system supporting 
incremental timetable construction. This interface gives the timetabler a full control 
over the process, namely the timetabler can initiate and control all actions performed 
by the computer. Timetables can be constructed step by step at the timetabler's own 
pace. It is also essential that the system can be made easier to use and be more 
transparent to the timetabler with a direct manipulation interface. In other words, the 
timetabler can have a better feeling and understanding of the system, and hence the 
job can be completed more efficiently. 
The system is designed to be a window-based one; it is developed under Microsoft 
Windows 3.0. Making use of windows can give a better organization of the many 
information the system presents to the timetabler. It is also a good means to let the 
timetabler to manage the information himself. The timetabler can select what he wants 
to view and also where the windows he wants to place. This provides flexibility and 
also gives the timetabler a sense of control. More importantly, multiple task instances 
are possible with this window approach, for instance, more than one timetable can be 
accessed simultaneously. This is definitely necessary as the timetabler often has to 
view at the timetables of different classes or teachers at the same time, especially when 
resolving conflicts by swapping lessons. Finally, with the mouse device, objects such 
as lessons and time slots can be accessed conveniently. 
5.2 Data Model 
The system works with a great deal of data such as the resource lists, the lesson 
information and the resulting timetable. Thus making use of a database management 
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Figure 5.1 WIMP interface of the system. 
system may be the best strategy for handling such many data for the system. Collecting 
all data into a single database gives the benefits of data integrity, consistency and also 
easy manipulation. The DBMS can help the system, or the timetabler himself, to manage 
the data in a structured and systematic way. The familiar DBMS db—VISTA III is chosen 
for its compatibility with Windows 3.0 and also its relative ease of use. 
In db—VISTA, data are organized by network approach. Hence this system 
employs a network database model which is Hlustrated in figure 5.2. The complete 
definition of, the database is included rn Appendix A; the readers are referred to the 




Tablelnfo ClassRec Intersect 
Join — 
Take 
. - . .. . : w … 
Teach 
HistoryRec LessonRec ^ TeacherRec 
t \ Contain - 6 ^ \ S p a c e Topic 
OperRec SubjectRec RoomRec 
1 S 
R1 • R2 Record R1 (R2) is owner (member) of set S. 
Figure 5.2 Network data model of the system. 
There are totally nine types of record which form a property list that defines the 
timetable structure, a history log, and definitely a lesson list a s well as lists of classes, 
teachers, subjects and rooms. Relationships between different record types are 
implemented through sets, Each set implements a one-to-many relationship; set 
members are connected to the corresponding set owner in the form of a linked list. The 
following sections will describe the data model in detail. 
5.2.1 Timetable Structure 
Different schools often have different timetable structures, for instance, some may 
have a six-day cycle while some others may have a five-day one. In order to 
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accommodate various timetable structures, the system does not employ any 
pre-defined settings, but requires the timetabler to define the timetable structure himself 
by entering proper data into the database instead. 
A property list formed by instances of Tablelnfo is used to define the timetable 
structure. Valid property codes are listed in the following table. 
Property Meaning 
NDY Number of days in each timetable cycle, 
DNP Default number of periods per day. 
NP/“ Number of periods in day /. 
RCS Period number after which a recess presents. 
For example, if a school have a six-day cycle with nine periods for day 1 to day 
5，six periods for day 6, and a recess after every two periods, then the property list 
should be the following one. 
Property NDY DNP NP6 RCS RCS RCS RCS 
Attribute 6 9 6 2 ^ 4 6 8 
5.2.2 Resource Lists 
The database contains a class list, a teacher list, a subject list and also a room 
list. They are composed of instances of GlassRec, TeacherRec, SubjectRec and 
RoomRec respectively. Each of these resources is assigned with a code of up to three 
characters which will be used in the system to represent the resource. 
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Classes are classified into two categories: static and dynamic. Static class is the 
ordinary class which is a group of students taking most of their lessons together. When 
one or more static classes are re-partitioned into one or more groups for any special 
purposes, the newly formed groups are called dynamic classes. Dynamic classes are 
required to be mutually exclusive as static classes do, i.e. no student should be member 
of more than one dynamic class. But unlike static classes, dynamic classes do not 
have their own timetables at all; they are treated as parasites to their constituent static 
classes only. 
The Idea of dynamic class is developed for handling the cases of split class, joint 
class, Interest groups, etc. For example, If class 5A is to be split into two groups, one 
studies Biology while the other studies Literature, then these two new groups are 
dynamic classes and can be named as 5AB and SAL respectively so that the system 
can distinguish them from 5A. 
Linkage between dynamic classes and their constituent static classes is indeed 
a many-to-many relationship, as a static class can be broken into several dynamic 
classes, while a dynamic class can be formed by several static classes. This 
many-to-many relationship is implemented by introducing a dummy record type, 
Intersect, and two sets, Fork and Join. Static classes are owners of set Fork while 
dynamic classes are owners of set Join, 
On the other hand, each instance of ClassRec is an owner of set Take through 
which all lessons involving that particular class are connected to it. Similarly, each 
instance of TeacherRec, SubjectRec and RoomRec is linked with their corresponding 
lessons through set Teach, Topic and Space respectively. 
32 
System Design 
5.2.3 Lesson List 
Each instance of Lesson Rec contains the data of a simple lesson. A simple lesson 
is defined as a teaching session in which a teacher teaches a class a certain subject, 
maybe in a certain room . In addition to the participants and duration of the lesson, each 
record also includes a lesson number which is an identifier of the lesson, a 
preassignment flag for defining preassigned lessons, as well as a day number and a 
period number for holding the time slot into which the lesson is scheduled. 
As the lesson number is an Identifier, it must be unique for each simple lesson. 
But several simple lessons can be combined into a composite lesson by sharing the 
same lesson number. A composite lesson is defined as an aggregate of simple lessons 
which must altogether be scheduled into the same time slot. Each composite lesson 
is regarded as a single entity, in other words all its constituent simple lessons will be 
processed in a batch in the system. For instance, if class 5A and 5B are arranged to 
have a Music lesson together, then the timetabler can introduce a simple Music lesson 
for each of 5A and 5B and then assign them with the same lesson number to form a 
composite lesson; this will ensure 5A and 5B to be scheduled to have Music lesson 
together. 
There are generally cases that some lessons have been properly assigned into 
certain time slots before the scheduling process starts. They are so called preassigned 
lessons, which are required to keep intact throughout the process; in other words, they 
cannot be deleted or even moved when other lessons are scheduled. To define a 
preassigned lesson, the timetabler has to set the record's preassignment flag and 
definitely enter proper values in the day number and period number fields to indicate 
the selected time slot. As an example, a lesson record with preassignment flag set, 
day number of 2 and period number of 7 will designate a lesson to be fixed at period 7 
of day 2 and also tefl the system not to change this assignment at all. 
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When a teacher or a room is unavailable in certain time slots, the timetabler must 
prevent the lessons involving this particular resource from being scheduled into those 
time slots. This can be done by introducing dummy lessons preassigned into the 
prohibited time slots. A dummy lesson is one that involves merely one participant which 
can be a teacher, a room or in some cases a class. Most, but not all, dummy lessons 
are preassigned. For example, if teacher A has to attend a meeting on Friday afternoon 
and hence cannot take any teaching sessions from period 7 to 9，then a three-period 
dummy lesson can be preassigned to period 7 of Friday to prevent any lessons of 
teacher A from being scheduled into these periods; the corresponding lesson record 
contains only the code of teacher A, but has empty entries in the class, subject arid 
room fields. 
By properly utilizing composite lessons, preassigned lessons and dummy lessons 
together with dynamic classes, the timetabler can easily formulate any special 
curriculum requirements into the data model. 
5.2,4 History Log 
Instances of HistoryRec and OperRec together constitute a history log for the 
system. As each operation executed by the timetabler, so called macro operation, can 
indeed be broken down into a series of micro operations which are simple ADD or 
DELETE, hence two different types of record, HistoryRec and OperRec, are used to 
carry macro operations and micro operations respectively. Each instance of HistoryRec 
contains a macro operation and is linked, through set Contain, with some instances of 
OperRec, each of which contains a constituent micro operation of that particular macro 




5.3 Operational Tools 
As mentioned previously, simple functions that the timetabler can use to construct 
the timetable are classified as operational tools. These include elementary scheduling 
functions such as ADD and DELETE, an auto-scheduling function, AUTO, and a 
trial-and-errortool, FLAG/COMMIT/ABORT. 
5.3.1 Elementary Scheduling Functions 
The system provides basically five elementary scheduling functions which can 
be summarized as follows, 
ADD - add unscheduled lesson(s) into the chosen free time slot(s). 
DELETE - delete scheduled lesson(s) from the timetable. 
MOVE - move a scheduled lesson mto another free time slot. 
DISPLACE - add an unscheduled lesson Into chosen time slot after removing all 
scheduled lesson(s) that conflicts with it. 
UNDO - undo the last executed operation(s). 
While ADD and DELETE are two atomic operations naturally required for timetable 
construction, MOVE, DISPLACE, and UNDO are complex operations constituted by 
simple ADD and DELETE. When scheduling with these functions, the timetabler 
generally needs the timetable of a certain class, teacher or room, and also the lesson 
window in which unscheduled lessons are listed. The timetabler can choose to view 
all or only partial unscheduled lessons in the lesson window, and they can be sorted 
in several different ways too. Lessons in the lesson window and time slots in the 
timetable can be addressed one at a time, or more importantly, as a whole series to be 
sequentially processed in a semi-automatic fashion. This enables fast filling of lessons 
in CF stage when the timetable is sparse. 
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Constraint monitoring is one of the most important tasks the system is desired to 
do for the timetabler. When lessons are scheduled, the system will check for any 
violation of hard constraints, such as conflicts of classes, teachers or rooms. If any 
conflicts arise, proper error messages will be showed to alert the timetabler such that 
he can make proper arrangement to resolve them; see figure 5.3. Hence the timetabler 
can completely get rid of monitoring conflicts of resources himself. 
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Figure 5.3 Error messages for constraint violation. 
5.3.2 AUTO Function 
Only having the capability of scheduling lessons in batch is not enough. We have 
observed the fact that most timetablers usually schedule lessons in a random manner 
in the initial stage as careful selection of time slots makes no much benefit and seems 
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to be unnecessary when the timetable is sparse. Hence the system includes a batch 
transaction function, AUTO, which can schedule the chosen lessons by automatically 
selecting feasible time slots for them in a pseudo random fashion. 
The slot selection scheme is designed to be a combination of simple heuristics 
and randomization techniques. Time slots are selected by the system in the following 
steps. 
(1) All feasible time slots for the lesson under consideration are identified. 
(2) Then the day having most feasible slots is chosen, maybe by random if more than 
one such day exist. 
� Finally a slot is picked up by random from the feasible slots on the chosen day. 
This selection strategy can generally give a balanced distribution of lessons, while 
requiring only little computational overhead. And more importantly, our experience tells 
us that AUTO is a powerful function inCF stage as it can greatly increase the scheduling 
rate while giving just as satisfactory a result as scheduling with careful selection of time 
slots. 
5.3.3 FLAG/COMMIT/ABORT 
FLAG/COMMIT/ABORT is indeed composed of three simple commands, namely 
FLAG, COMMIT and ABORT, that can be used in conjunction to conduct a trial-and-error 
procedure, for instance, when the timetabler resolves simple conflicts in CA stage. They 
are described as follows while their effects on the Operation History, which will be 
described in section 5.4.2, are demonstrated in figure 5.4. 
FLAG - Place a flag at the end of the Operation History to mark the beginning 
of the subsequent trials, 
COMMIT - Remove all flags from the history, or equivalently commit all trials. 
ABORT - Undo all trials in reverse order up to the last flag in the history. 
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Figure 5,4 Effects of FLAG, COMMIT and ABORT on Operation History. 
These commands provide a convenient way to save up trails and more importantly 
trials can be aborted easily when necessary. Definitely, the timetabler can use the 
UNDO function together with the Operation History provided by the system to 
accomplish this instead, but in this way he needs to recognize the trails himself. 
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5.4 Analytical Tools 
Analytical tools are informational in nature. They actually make no change to the 
timetable but provide various timely information to support the timetabler's decisions 
along the process. The system is basically equipped with four analytical tools, namely 
Availability Table, Operation History, Slot Finder and Scheduling Priority. 
5 A 1 Availability Table 
Availability Table indicates the up-to-date status of a particular resource, namely 
aclass，ateacheroraroom. It is indeed an abstract view of the corresponding timetable, 
with all free time slots marked with，1' and busy ones with ’0) s e e figure 5.5. It displays 
all free time slots for a certain resource, and also gives an Insight of their distribution 
over the timetable. Some may ask why Availability Table is needed a s the timetable 
of a certain resource can give the same information. However, a timetable may give 
excess information to one who just wants to locate the free time slots for a certain 
resource, and hence results in a waste of the limited work space. 
5.4.2 Operation History 
Operation History is indeed a master record of all executed operations. This 
history is necessary for the FLAG/COMMIT/ABORT operation described in previous 
section. Also with this history, the UNDO function can be enhanced. In addition to 
reversing only the last executed operation like traditional UNDO function does, it can 
also be used to undo, in reverse order of execution, a series of operations executed 
most recently. This feature is most beneficial when the timetabler works in a 
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Figure 5.5 Example of Availability Table. 
aborted easily when necessary. The system can list the history in either a brief or a 
detail format for the timetabler's easy reference, with operations arranged in reverse 
order of execution; see figure 5.6. 
5.4.3 Slot Finder 
. . . . . *v • 
Timetablers usually feel troublesome in locating suitable time slots for 
unscheduled lessons no matter whether the lessons are in conflict or not, especially 
when the timetable has been filled up to a certain extent. Hence the system is equipped 
with a slot searching utility, Slot Finder, which can help the timetabler to locate desirable 
time slots easily. Basically, Slot Finder can be used to find the best time slot, the feasible 
time slots, or the sub-feasible time slots for a certain unscheduled lesson. 
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L»st Flag jjndo • List Flag Undo J 
Brief History Detail History 
00384 - UNDO Last [±1 100384-UNDO Last f±l 
0 0 3 8 3 - A D D ( DELETE - 1110 - D2 - P5 • 
00382 - DELETE _ 0 0 3 8 3 - A D D — 圓 
0 0 3 8 1 - A D D 圖 A D D - 1 1 1 0 - D 2 - P 5 • 
00380 - DELETE _ 00382-DELETE _ 
00379 - MOVE 圖 DELETE-1120 - D3 - P1 圍 
0 0 3 7 8 - A D D 圖 00381 - ADD _ 
00377 - DELETE • ADD - 1 1 2 0 - D3 - PI 圍 
00376 - MOVE • 00380 - DELETE • 
00375 - UNDO Last 圓 DELETE - 1 1 2 0 � D 3 - PI _ 
00374 - UNDO Last • 00379 - MOVE • 
0 0 3 7 3 - A D D 圓 DELETE - 1 1 1 1 - D 5 - P7 _ 
00372 - MOVE 圓 A D D - 1 1 1 1 -DA - PI _ 
00371 - AUTO _ 0 0 3 7 8 - A D D _ 
00370-MOVE 圖 A D D - 1 1 2 1 - D 5 - P 1 圍 
00369-MOVE _ 00377-DELETE _ 
00368 - MOVE • DELETE - 1 1 0 6 - D5 - P1 圓 
[00367-AUTO 0 |00376-MQVE 0 
Figure 5.6 Different views of Operation History. 
Obviously, feasible time slots for a certain lesson are those into which the lesson 
can be scheduled without conflicts. On the other hand, the best time slot for a certain 
lesson is defined as the feasible one such that adding the lesson into it results in the 
least reduction in the number of feasible slots for a!f other unscheduled lessons. In 
other words, a slot is regarded as the best if that particular choice leads to the least 
harm to all other unscheduled ones. This utility is especially helpful in CA stage when 
the timetabler always has an intention to avoid conflicts as much as possible by careful 
selection of time slot for each lesson to be scheduled. 
Sub-feasible time slots are not feasible ones at all. When a lesson turns out to 
be in conflict, all time slots into which the lesson can be scheduled at the expense of 
removing scheduled lessons only from the current timetable the timetabler works on, 
are classified as sub-feasible ones. For example, if the timetabler is dealing with the 
timetable of class 1A and a lesson of 1A is in conflict, then sub-feasible time slots for 




of 1A, without affecting the timetables of other classes. Choosing such time slots for 
the lesson implies little concealed side-effect. Hence, this utility is useful when the 
timetabler resolves conflicts himself by consecutive displacements of scheduled 
lessons. 
5.4.4 Scheduling Priority 
In order to speed up the scheduling process, conflicts must be avoided as much 
as possible as resolution of them is generally tedious. It is well believed that conflicts 
can be reduced by careful arrangement of the order in which lessons are scheduled. 
So Scheduling Priority is provided to give the timetabler a reference scheduling order 
of lessons which can help him to avoid potential conflicts especially In CA stage when 
conflicts begin to appear. 
Generally, lessons with less flexiblty, or more precisely with less feasible time 
slots remained, will more likely turn out to be in conflict finally if they cannot be properly 
scheduled in due course. Hence they should have higher priority and be considered 
first. Based on this argument, the system suggests to the timetabler a reference lesson 
order which is indeed an Indication of the relative feasibility of different lessons, so that 
he can be aware of the necessityof scheduling, the tight fessons in proper moment. 
In addition to the feasibility issue, the following heuristics and considerations are 
also realized in the lesson order. 
(1) Multi-period lessons are generally not preferable to be scheduled to straddle a 
recess period, hence feasible time slots that will not lead to such a situation should 
have a higher rank when compared with others. 
(2) Lessons of longer duration are actually more difficult to be scheduled than others, 
so they should have higher priority. 
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(3) Classes on higher forms usually have more multi-period lessons and require 
special rooms more frequently; this makes many timetablers prefer to handle their 
lessons first. 
As this lesson order may need to be updated frequently, its construction should 
be simple enough for better efficiency. It is produced in three steps as follows. 
(1) Lessons are sorted in descending order by their scheduling priority which is 
defined as -(z*256 +/), where f is the total number of feasible time slots for the 
lesson under consideration, and i is the number of feasible time slots into that if 
the lesson is put, It does not straddle a recess period. 
(2) Lessons of equal priority are further sorted by their duration with longer lessons 
first. 
(3) Finally, lessons of higher forms are placed before the others if they have the equal 
priority and duration. 
This lesson order will actually change after each alteration in the timetable. But 
with consideration of the human factor that the timetabler may feel uncomfortable with 
a frequently changed lesson order, the lessons will not be re-sorted automatically after 
each operation by default. However, the system is designed in such a way that the 
timetabler can choose the lesson order to be updated periodically in an automatic 
manner, or simply only on request. 
5.5 Remarks 
Tools in this system are designed according to the timetabler's needs in different 
stages. Hence a tool may have different strengths when used in various situations. 
However, as it is absolutely not desirable to restrict the tools the timetabler can use in 
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different stages, the timetabler is free to use any tools at any time in an event-driven 
fashion. Figure 5.7 shows the typical usage of several basic tools throughout the 
process. 
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After properly implemented, the system was tested with three sets of actual data 
from different schools. And more importantly, two timetablers from these schools were 
invited to use the system and comments were collected from them. The three sets of 
data are so different in several aspects and hence enable a broad evaluation of the 
system, A brief statistics of the data sets is given in the following table. 
Case 1 Case 2 Case 3 
School Type Secondary Primary Secondary 
Periods per Cycle 45 48 54 
Classes 27 27 36 
Teachers 45 33 63 
Subjects 22 17 27 
Rooms 40 28 42 
Lessons 742 1097 1094 
Dummy 119 107 0 
Preassigned 8 178 q 
Composite 48 0 76 
Simple 567 812 1018 
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6.1 Case 1 
The system was first tested with the data from a small secondary school of 27 
classes only. Out of 742 lessons, there are a large number of dummy lessons used 
for marking unavailable time slots for some teachers and preventing lessons from being 
scheduled into the last period of each day for some classes. There are actually 615 
lessons to be scheduled, some of which are composite ones arising from split classes 
as well as joint classes, whife some of which requfre special rooms such as laboratories. 
This Js indeed a typical timetabling problem for general secondary schools in Hong 
Kong. . 
The timetable was constructed incrementally with the system in several different 
ways, namely by the cJass, by the teacher, and by the subject. All trial runs took from 
three to four hours to obtain a workable timetable, not including the time required for 
data preparation. Conflicts still appeared but on average only about 10 lessons were 
involved in serious conflicts and required intensive handling. Most of the time was 
spent in scheduling feasible lessons instead of resolving conflicts. This is actually a 
satisfactory result when compared with conventional manual timetabling system with 
which the timetablers always spend days in finishing the timetable. 
6.2 Case 2 
The second data set comes from a primary school of 27 classes. As in Case 1, 
dummy lessons are used for designating the unavailability of some teachers and classes 
in certain time slots. The many preassign芍d lessons are all education TV sessions 
which must comply with the broadcasting schedule. Excluding dummy lessons and 
preassigned lessons, 812 lessons remain to be scheduled but there is no composite 
lessons and also no lessons require special rooms. This problem seems to be a simple 
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one as it does not involve special rooms and composite lessons. But from the relatively 
low teacher to class ratio, we can expect a comparatively heavy teaching load for each 
teacher, and hence potentially high possibility of clashes of teachers when lessons are 
scheduled. 
Presently the timetable is constructed in a fully manual mariner in this school. 
The timetabler schedules the lessons with pencils and papers. He usually spends up 
to twenty working hours to complete the task because conflicts of teachers as predicted 
are generally frequent when the timetable has been filled up to a certain extent. But 
with the help of the system, it takes only three to four hours to get a satisfactory timetable. 
By utilizing the scheduling priority provided by the system in scheduling the last 30% 
of the lessons, conflict situations can be restricted to an acceptable level; only about 
2% of the lessons were involved in series conflicts in the trial runs. Moreover the 
timetabler agreed, after using the system, that he is no longer involved in checking the 
feasibility of the teacher when each lesson is scheduled, and hence he can concentrate 
on improving the timetable to a more desirable level, if the system is used for the task. 
This is actually what we want the system to achieve. 
6.3 Case 3 
The last data set belongs to a medium-sized secondary school of 36 classes. 
Both coming from secondary schools, this problem and that in case 1 have similar 
structures but there are actually some differences between them. Almost twice a s much 
as in case 1, there are totally 1094 lessons to be scheduled in this case. However, 
there is not any dummy lessons and preassigned lessons; unavailability of teachers 
and classes is handled by the timetabler himself along the scheduling process. And 




Currently in this school, the timetable is prepared in three steps: at first all lessons 
requiring special rooms are scheduled manually into desirable time slots; then a small 
batch program is used to schedule all remaining lessons in an automatic fashion with 
multi-period lessons considered first and conflicting lessons left unscheduled; and finally 
conflicts are resolved manually by lesson swapping and rescheduling. As the program 
schedules the lessons in a fully random manner, there will be unavoidably a certain 
amount of conflicting lessons remained unscheduled although most lessons can usually 
be scheduled successfully by the program. While intensive manual adjustments of the 
timetable are generally required to settle those conflicting lessons, the timetabler always 
spends two to three days in completing the timetable. 
Nevertheless when the system is used, the task can be completed in about five 
to six hours. After trying the system, the timetabler appreciated its flexibility very much 
as he does not need to make any change to the procedures rn which he constructs the 
timetable in order to use the system; it means he can just do his work in the same way 
as before but with the system. He also appreciated the interactive and incremental 
construction approach of this system which enables him to have a full control in 
scheduling the lessons. In addition, he agreed that the idea of scheduling priority which 
has not been employed in the program he currently uses can help to reduce the amount 
of conflicts and hence he can spend less time in handling them. 
6.4 Remarks 
Through the evaluation of the system, the data model is proven to be capable of 
dealing with the many variations in the class curriculums of different schools. Also the 
design of offering maximal flexibility and control to the timetabler makes the system 
suitable for various timetablers although they may have different working styles, habits 
and experiences. All of these fulfil our goal of having a generalized timetabling system. 
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The goal of enabling the timetabler to construct a more satisfactory timetable in 
a less demanding and less time-consuming way can be achieved in several aspects. 
Figure 6.1 shows the typical effect of this system. In addition to the efficient scheduling 
tools provided by the system, the shifting ofthe burden of monitoring thehard constraints 
from the timetabler to the system benefits the fast scheduling of lessons too. On the 
other hand, the system provides useful information such as the lesson scheduling order 
so that more lessons can be scheduled without conflicts, or equivalently the amount of 
conflicts can be reduced. Moreover, although the system is still not equipped with 
algorithmic tools for cooperative resolution of conflicts, the tests show that the tools 
already provided can help the timetabler to resolve conflicts in a more efficient way than 
before, 
% of lessons , 
scheduled 
1 0 0 — — — 一 … … … … … … … … ‘ 
i / / I 1 w/o system ； 
mh 0 1 —— 1 1 
CF CA CR time spent 
Figure 6.1 Typical effect of the system on the scheduling process. 
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7.1 Algorithmic Tools 
Although existing tools can already provide proper support to the timetabler in 
resolving conflicts, 'rt is undisputable that the task can be accomplished in a much easier 
way if there are algorithmic tools which can do some tedious search or computation for 
the timetabler, A cooperative conflict resolution tool which can help the timetabler to 
search the feasible solutions to conflicts is proposed here. 
Timetablers may have various methods and heuristics in resolving conflicts. 
However, a conflict can generally be resolved by a series of displacements; s e e figure 
• 丁he initial 丨esson first displaces a scheduled lesson that is in conflict with it. If the 
displaced lesson is still in conflict, then K in turn displaces another scheduled lesson 
a s the initial lesson does. This repeats until the current displaced lesson can be 
rescheduled successfully without conflicts. Such a recursive process can be 
summarized as follows. 
Step 0 - Displace a scheduled lesson by the current conflicting lesson. 
Step 1 - Check if the displaced lesson encounters a conflict; 
if so, jump to Step 0. 




Wesson time slot 
displace displace displace displace — icheduled 
scheduled scheduled scheduled scheduled 
lesson lesson . lesson lesson 
Figure 7.1 Displacement series for conflict resolution. 
Level 0 
一 1 C； 0 o ^ 
— n o o o n o • • 
Levels • O f I I 1 广 
A 
Level 4 _ 
( 3 Lesson — Feasible time slot 
Displacement of child by parent 
Figure 7.2 An example search tree for conflict resolution. 
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Searching the feasible solutions to a conflict is indeed a tree search problem; see 
figure 7.2 for example. Each node on level /of the search tree represents a displaced 
lesson after /displacements, while the node on level 0 stands for the initial conflicting 
lesson. Each arc means a displacement of the child by the parent Therefore a feasible 
solution to the conflict is just a path from the root to a time slot node. Timetablers 
usually search, in the light of their own experience and/or heuristics, for a satisfactory 
solution by alternatively trying each possible path. Searching in such a way is tedious 
and time-consuming, so only very little alternatives can be discovered if it is done 
manually. With the help of computer, more alternatives can be examined in an efficient 
way so that conflicts can likely be resolved in a more satisfactory way. 
Unfortunately, Jt is impossible to search all alternatives even with the help of a 
powerful computer as the number of alternatives grows exponentially with the depth of 
the search. So to be realistic, the search must be restricted to a certain domain defined 
by the timetabler such that the time required for the search can be limited to an 
acceptable leveL Three parameters appear quite suitable for this propose: the first one 
is the depth of search, it is equivalent to the maximum number of displacements allowed 
in each solution; the second one is the breadth of search, or equivalently the maximum 
number of time slots the system will try for each conflicting lesson; the last one is the 
number of solutions expected to be returned. A depth-first search algorithm for conflict 
resolution is included in Appendix B for reference. 
7.2 Post-Scheduling Room Assignment 
In some schools, classes are classified into two categories: non-floating and 
floating. Each non-floating class is assigned with a classroom and then all its lessons, 
except those requiring special rooms, take place in this room. But no such dedicated 
classrooms are available for floating classes and hence all their lessons except those 
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requiring special rooms will only be assigned with rooms after all lessons have been 
scheduled properly. Such post-scheduHng room assignment has not been considered 
and supported in the current system. But absolutely, it is a proper enhancement to the 
system as there are actual needs. 
Basically, the system should be equipped with simple and appropriate room 
assignment functions, for instance, ASSIGN function for assigning a room to a lesson, 
and REMOVE function for removing from a lesson the room allocated with ASSIGN. 
The rooms assigned in this way should be marked properly such that they can be 
removed by the system when the lessons are deleted from the timetable or when 
conflicts arise from such assignments afterwards. More importantly, tools should be 
provided to support the timetabler in seeking suitable room for the lesson under 
consideration, maybe by supplying a list of all available rooms for the lesson. 
7.3 Input and Output Processors 
The current system handles only the scheduling phase of the timetabling process 
as it is the most demanding task in the whole process and hence computer support for 
this phase seems to be what the timetablers desire most. In this way, the timetabler 
himself has to make use of the utilities provided by db一VISTA 丨I to build all necessary 
input data into a database recognized by the system before scheduling can start, and 
also to extract the results from the database after scheduling is completed. This actually 
causes some inconveniences to timetablers who are not familiar with database 
msuiagsmsrit systems. 
in order to enhance the usability of the system, utilities for supporting data input 
and result presentation should be included in the next version of the system. Suitable 
utiHties may be a database convertor which can import raw data into a database and 
also convert data between different database systems; a data preprocessor which can 
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check the database for any data inconsistency and concealed conflicts; a database 
manager which can carry out on-line amendments to the database when adjustments 
of the curriculum are necessary; and a timetable producer which can make hard copies 
of desirable timetables fn different formats on request. / 
7.4 Electronic Tutorial Subsystem 
Many standard Windows applications will include a tutorial session through which 
the user can learn to use the applications quickly without going through the lengthy 
user manuals. This idea is also suitable for our timetabling system, in addition to giving 
a quick tour of the system, the tutorial session also plays an important role in introducing 
the system's conceptual task model to the timetabler. Certainly, understanding how 
the system is designed is necessary for the timetabler to be able to use the various 
tools efficiently. 
The desirable tutorial session for this system is electronic in nature and makes 
use of animation to give the timetabler a quick browse to the system, like those in many 
other Windows applications. It is obvious that going through a sample scheduling 
process and watching how different tools can be used efficiently to accomplish the tasks 
in various stages before working with the system can definitely help the timetabler to 
have a better concept of the system. So the tutoriaf subsystem should be designed to 
emulate the normal flow of a scheduling process and show the timetabler the strengths 
of the tools in different stages with proper examples. 
7.5 Task-Mode卜Based Help Subsystem 
In order to communicate the underlying conceptual model of the system with the 
timetabler in a nature way, we propose a task-model-based help subsystem which can 
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provide not only conventional help messages for defining and explaining different 
objects and functions in the system, but also context-dependent help information for 
guiding the timetabler to have an appropriate and efficient use of the system for 
accomplishing the timetabling task. It is believed that a well designed help subsystem 
can definitely improve the overall performance and efficiency of the system by equipping 
the timetabler with more useful information. 
The help subsystem should monitor the progress and deliver context-dependent 
help information, based on the three-stage task model among other things, at the 
timetabler's request. By proper analysis such as checking the percentage of 
unscheduled lessons arid also the distribution of their scheduling priority, the subsystem 
can identify the situation of the timetabler, or in other words identify the problems that 
face him; and hence it can show hfm the suitable tools to use in this particular situation 




A generalized decision support system for school timetabling has been 
successfully developed based orr a three-stage task model of the scheduling process 
in this work. The system, implemented on a window environment as a database 
application, has been tested with three sets of actual data from different schools and 
evaluated by two timetablers. It received promising appreciation from the timetablers, 
and more importantly, has been proven from the testing results to be capable of providing 
definite and useful support to school timetablers such that timetables can be constructed 
in a less demanding and less time-consuming way than before. 
There are several strategic success factors of the system. First of all, the 
interactive and incremental construction approach of the system gives the timetabler 
maximal flexibility and control. This enables the timetabler to execute his own working 
styles, heuristics, situational concerns and more importantly experiences when 
constructing the timetable; and It seems the best way to tackle such an ill-structured 
combinatorial problem. Moreover, just as stated by Werra (1985), such an interactive 
and incremental construction approach can generally handle all kinds of objectives and 
constraints, without requiring the timetabler to have a complete articulation of them, 
which is usually impossible as many common objectives are intangible and cannot be 
expressed explicitly at all. 
On the other hand, the carefully designed data model is capable of dealing with 
the many variations in school timetabling problems such that this system is suitable for 
various schools even though their problems may have different structures and 
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specifications. Furthermore, the tools, designed according to the task model and 
integrated with an event-driven direct manipulation interface, are functional and can 
generally satisfy the requirements of various timetablers as these tools actually do the 
same jobs as the timetablers do manually before. Although the current system has not 
provided any direct tools for resolution of conflicts, the existing tools can already help 
the timetabler to resolve conflicts in an efficient way than before, and more importantly, 
conflicts can actually be reduced to a certain extent with the help of the analytical tools 
provided. 
Although the current system has been found to be useful in tackling the school 
timetabling problems, there Is still much room for improvement. So the system is going 
to be enhanced to include the facilities described in the previous chapter such that it 
can finally be accepted by school timetablers as a powerful aid. The next version of 
the system is going to include algorithmic tools for cooperative conflict resolution as it 
is found that handling conflicts is still an involving task even with the help of the current 
system. Moreover, input and output processors, and post-scheduling room assignment 
tools are also necessary to be contained rn the coming version as there are actual 
needs. And more Importantly, an efectronic tutorial subsystem and a task-model-based 
help subsystem are essential for communicating the underlying conceptual task model 
on which the system is developed with the timetablers, and also for better understanding 
and hence better utilization of the system. 
The success of using decision support systems to solve school timetabling 
problems shows us the chance of employing decision support systems for university 
timetabling problems. Although university timetabling has a quite different problem 
structure from school timetabling and there are generally more constraints and 
objectives involved in a university timetabling problem, an interactive system which 
provides maximal flexibility and control and also allows the user to execute his own 
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data file CLASSESDAT =： "classes.dat" 
contains Tablelnfo, ClassRec, Intersect; 
data file RESOURCEDAT = "resource.daf 
contains TeacherRec, SubjectRec, RoomRec; 
data file LESSONSDAT = "lessons.dat" . 
contains LessonRec; 
data file H1STORYDAT ：= "hfstory.dat" 
contains HistoryRec, OperRec; 
key file CLASSESKEY = "classes.key" 
contains Property; ClassCode; 
key file RESOURCEKEY = "resource.key" 
contains TchrCode, SubjCode, RoomCode; 
key file LESSONSKEY = "Iessons.keyn 
contains l_©sso门Mo; 
key file PRIORITYKEY = "priority.key" 
contains Priority; 




key char Property [4]; /* property code 7 
^ «nt Attribute; /* attribute value 7 
record ClassRec 
‘[..、.；- , \ ‘ 
unique key char GlassCode [4】； /* class code 7 
c^ar Nature [2]- /* class nature: static or dynamic 7 
char Classroom [4]; /* dedicated classroom code 7 




char StatCIass [4]; /* static class code 7 
char DynaClass [4]; /* dynamic class code 7 
record TeacherRec 
unique key char TchrCode [4]; /* teacher code 7 
char TchrDesc [21]; /* teacher description 7 
int hTchrAvail; /* reserved for system use 7 
record SubjectRec 
unique key char SubjCode [4]; /* subject code 7 
char SubjDesc [21]; /* subject description 7 
^ , .. .: ''' ‘」‘ � : ” . ：.« 
record RoomRec 
unique key char RoomCode [4]; /* room code 7 
char RoomDesc [21】； /* room description 7 
int hRoomAvail; /* reserved for system use V 
record LessonRec 
key int LessonNo; /* fesson number 7 
char Class [4]; /* class code 7 
char Subject [4]; /* subject code 7 
char Teacher [4]; /* teacher code 7 
char Room [4]; /* room code 7 
int Duration; /* 丨 e s s o n duration 7 
char Preassign [2]; /* preassignment indicator 7 
mt Day; /* day number 7 
int Period; /* period number*/ 
int Difficulty; /* reserved for system use 7 
compound optional key Priority 
Difficulty descending; 
Duration descending; 
} Class descending; 
record HistoryRec 
unique key long HistoryNo; /* history number 7 
char OperCode [2]; /* operation code 7 
int Offset; /* supplementary data 7 
j 
record OperRec { 
phar OpCode [2]; /* operation code: ADD or DELETE 7 
int OpLesson; /* lesson number 7 
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int OpDay; /* day number 7 
？ y int OpPeriod; /* period number 7 
set Fork { 
order ascending; 
owner ClassRec; 





member Intersect by StatClass; 
} 
set Take { 
order ascending; 
ow门sr ClassRec; 





member LessonRec by Class, Duration; 
} 
set Teach { .. 
order ascending; 
owner TeacherRec; \ 





} member LessonRec by Class, Duration; 







Conflict Resolution Algorithm 
In the following algorithm, each lesson is represented by its unique lesson number 
while each time slot is encoded to an unique integer, A pair (lft) denotes an assignment 
of lesson I into time slot t; and a fist [(1^^),...,((^)] is a sequence of ordered pairs which 
represent a particular assignment sequence, or equivalent a particular solution to the 
conflict under consideration. Let's define a feasible time slot for a certain lesson to be 
a time slot Into which the lesson can be scheduled without any conflicts, and a 
sub-feasible time slot to be one into which the Jesson can be scheduled only at the 
expense of removing one scheduled lesson from the timetable, And let D, B, N and L 
be the four parameters defined by the timetabler as follows. 
D depth of search, I.e. the maximum number of lesson displacements allowed in 
each solution; 
B = breadth of search, i.e. the number of time slots to be tried for each corifHcting 
lesson; 
N = solutions returned, i.e. the number of solutions that will be returned at most; 
L = lesson to be scheduled. 
Then the procedure call Search (D,B,N,L,S) will return with at most N found solutions 
in set S if they exist. 
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type Lesson == integer; 
Slot = integer; 
Pair = ordered pair (l,t) where I is Lesson and t is Slot: 
List = ordered list of Pair; 
procedure FindFeasible ( I : Lesson; F : se t ) ; 
begin 
F := { t : t is feasible time slot for lesson I}; 
end; 
procedure FindSubFeasible (1: Lesson; F : se t ) ; 
begin 
F := { t : t is sub-feasible time slot for lesson I }; 
end; 
procedure Search (d : integer; b : integer; n : integer; I : Lesson; S : se t ) ; 
/* d is depth of search, b is breadth of search, n is solutions returned, */ 
/* I is lesson under consideration arid S is solution set. */ 
var F : set; 
i, I m : integer; 
p : Lesson; 
• 翻 _ : Slot; r k =, max (n , b J 7 
S”,,,，Sb : set j 
begin ‘ 
S : = 0 ; ‘ 
FindFeasible (I, F ) ; 
m min ( |F|, n ) ; 
select at random m time slots t ” - ， t m from F: 
S : = { [ ( U ) ] : i = 1,...,m}; 
if m < n and d > 0 then 
begin 
FindSubFeasible (I, F ) ; 
j := min ( |F| , b ) ; 
select at random j time slots t1y„.,t. from F; 
for i := 1 to j do 
begin 
P := the scheduled Jesson in time slot tj that conflicts with lesson I; 
remove lesson p from tr; 
schedule lesson I intott; 
Search (d-1, b, n-m, p, Sr ); 
remove lesson I from 
reschedule lesson p into 
append pair (1,¾) to each list in set S,; 
endj 
select at most (n-m) shortest lists from S”…，S! and add them to S: 
end; ' 
end; 1 « 




As a standard Windows application, this timetabling system has a window-based 
and menu-driven user interface. There are totally five types of window in this system 
n ^ f ' y Mam—Window, Lesson一Window, Timetable一Window, History Window 
A v^abihty一Window; s e e figure C.1. They carry different information and provide 
different functions through menus and buttons, AH windows, except Main Window 
are opened on request. “ ' 
C.1 Main一Window 
Main_Window is the master window of the system, Le. it is the parent window 
of all other windows in this system. AH windows except Main一Window which remains 
open for the whole session can be opened through the meniTof this window. 
Menu Open 
Provide functions for opening other windows. 
C.2 Lesson一Window 
Lesson Window is used for showing the unscheduled lessons. The window 
contains two lists. The first one is an unscheduled lesson list in which all or only part 
of the unscheduled lessons are displayed. The timetabler can choose to vieviTall 
unscheduled lessons or only those of a particular class, teacher, subject or room. Also 
tne lessons can be sorted in different ways, for example, by Scheduling Priority bv 
plass, etc. The other one is a selected lesson list which carries all the unscheduled 
lessons which have been selected out by the timetabler. Lessons will be added to the 
selected lesson list when they are selected, and removed from it when unselected. 
Ms 门 u Select 
Provide functions for selecting and unselecting unscheduled lessons. 
Menu View 
Select which lessons to be displayed in the unscheduled lesson list. 
Menu Sort 






































































































































































Provide functions for evaluation of Scheduling Priority. 
C.3 Timetable一Window 
Timetable一Window displays the timetable for a particular resource which may 
be a class, a teacher or a room. The name of the resource is showed on the window 
title. Each time slot is represented by a rectangle. Any time slot which has 
accommodated a lesson of this resource wiff contain the class, teacher, subject or room 
of the lesson. Which piece of information to be showed can be selected through the 
menu. The complete details of the lessons in any time slot can be viewed by clicking 
the RIGHT mouse button on it. Timetable一Window is always used in conjunction with 
Lesson—Window for scheduling lessons.TJp to five instances of Timetable—Window 
can be opened concurrently. 一 
Menu View 
Select which information to be displayed in the timetable. 
Menu Find 
Provide Slot Finder functions. 
Menu Flag 
Provide FLAG/COMMIT/ABORT functions. 
Button Auto 
Execute AUTO function. 
Button Add 
Execute ADD function, 
Button Delete 
Execute DELETE function. 
Button Displace 
Execute DISPLACE function. 
Button Undo 
Execute UNDO function. 
C.4 History一Window 
History一Window shows the operation history of the system. The operation 
history can be chosen to be displayed in three different ways, namely brief list detail 
list and scheduled lesson list. Every macro operation which is executed through menus 
or buttons can indeed be broken down into a series of micro operations (simple Add or 
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Delete). Only macro operations such as AUTO, DISPLACE, UNDO, and etc. are 
displayed in the brief list. But in the detail list, the micro operations which constitute 
the macro operations are displayed too. If the scheduled lesson list is chosen, all 
scheduled lessons are listed instead of operations. Items in these lists are in reverse 
chronological order. Operations can also be undone through this window. 
Menu View 
Select the way in which the operation history is displayed. 
Menu Flag 
Provide FLAG/COMMIT/ABORT functions. 
Menu Undo 
Undo the last one or more executed operations. 
C.5 Ava!Iability_Window 
Availabil ity—Window displays the availability information for a particular resource 
which may be a class, a teacher or a room. The name of the resource is showed on 
the window title. All available time slots are marked with ,0，while all busy ones with 
'11- Up to five instances of Availability—Window can be opened concurrently. 
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