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Abstract  
Emergent countries are generally prone to heterogeneous IT developments. The author shall analyze this aspect, stressing 
that heterogeneous computerization objectively depends on the financial resources available for this activity. While 
computerization is a priority in such countries, it is not seen as an immediate necessity, which is why designers should 
identify methods and techniques to embed existing software components, particularly to meet management informing 
requirements. This study presents a conceptual model of integration in this context. The author outlines means of data 
integration and application into modern concepts of concentrated long-distance processing of IT components (cloud 
processing). The implementation of the integration concept proposed may result in significant financial savings for 
companies equipped with heterogeneous IT systems and software components. 
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1. Introduction 
IT systems provide the most dynamic support for the functioning of the informational systems of 
organizational structures. Integrated IT systems are much more complex and efficient, but they also entail 
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significant cost, operational, maintenance and sustainability issues. Furthermore, all technical aspects of 
integrated IT systems – configuration, requirements, performance, reliability, security, etc. are easy to tackle 
and solve.  
Unfortunately, organizational structures in less developed countries, also known as emergent countries, have 
been computerized gradually, following a policy of small steps. Such cases rarely involve ERP integrated IT 
systems (Oprean et al., 2007). In these countries, the IT systems of most small and middle enterprises (SME) 
are structurally heterogeneous. Every entity uses different IT components for every process and functionality. 
In most cases, IT components differ in terms of conceptual approach, data structuring and management 
practices, the nature of the programming environments used and how they function (Lixăndroiu D. et al. 2009). 
If, for instance, we refer to Romania as an example, such IT systems are used not only by public institutions 
(town halls, health sector, education sector, etc.) but also by most small and middle enterprises (SME 
organizations).   
2. Description of the issue  
IT systems are simple or more complex ensembles made up of electronic computation equipment, software 
programs, as well as specialized data and human resources, which altogether contribute to the meeting of a 
specific objective called Automatic Data Processing (ADP).  
IT products, regardless of type or complexity, have two important components: DATA and ALGORITHMS. 
In terms of processing, DATA stands for quantitative operative factors to which one applies algorithms. 
ALGORITHMS are the rules implemented into programs by which data must be processed. If one of these two 
structural elements is missing from an IT system, it would be pointless to talk about automatic data processing, 
computers, IT or IT technology. In the absence of DATA, algorithms are mere formulae which cannot generate 
results. In the absence of ALGORITHMS, data are quantitative representations of information which cannot be 
turned into superior DATA, which features synthesized elements necessary for making decisions. Therefore, IT 
products devoid of at least one of these components have no purpose whatsoever. 
2.1. DATA, main element of an IT process 
The domain of information technologies features several theoretical concepts that are easy to confound, such 
as: informational vs. informatics; information vs. data. In what follows, I will briefly explain the differences 
between these concepts. “Informational” refers to the multitude of types of information used in a specific 
domain or organizational structure, regardless of the form or the support on which they are registered. 
“Informatics” exclusively refers to information automatically processed via electronic computers. Information 
is an abstract concept related to our knowledge or lack of thereof in relation to a specific source of information. 
For instance, if one knows only the birth date of a person or a group of persons, it’s fair to say one’s knowledge 
of said person or group of persons is fairly limited. Data is a material, quantitative representation of 
information. Thus, 22.12.2012 is a “date”, namely a material, quantitative representation of a person’s “birth 
date” information. During the automatic processing of data, electronic computer programs process data using 
the algorithms described within. The concept of “information” is used exclusively during the analysis, design 
and implementation stages of IT products. 
The domain of informational technology features two types of data structures: 
• logical data structures – in this case, they are called information; 
• physical data structures – in this case, they are called data. 
In conclusion, all software programs process data and all processing algorithms are described using 
information. 
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When designing IT products, one uses only logical data structures, namely information. Logical data 
structures are reflected by how data is clustered, based on various software concepts, such as: the logic of the 
filing system, database schemes and sub-schemes, and so on (Chris et al. 2011). IT products are designed as per 
the logical structuring and organization of data. Once programs are elaborated, the software product can only 
change the physical structure of data, namely the data in itself. The evolution of various IT design and 
programming environments in time and at the level of various organizations has led to the creation of IT 
products with various data structuring means, including heterogeneous data structures. 
One of the features IT products share is generality (Rus, 2007). Generality refers to the ability of being 
implemented in as many economic environments as possible, with different organizational structures and 
software environments (programming environments, operative systems, IT networks, etc.). 
The problem with accessing different data structures appears when one implements a product or IT system 
along other products or IT systems with different data structures (Rus, 2012). This frequently occurs when 
users fail to implement a complete product or IT system, with its own data structures. 
Why should an IT product be generalized? There are at least two very important elements supporting this 
claim: 
• generalization leads to an increase in the profitability of IT products and  
• generalization ensures connectivity or embedding into other IT systems. 
Connecting or embedding an IT product with/ into other IT products may occur in various contexts, the 
following two being among the most frequent: 
• when we speak about the integration of several software products, to ensure unitary informational 
fluxes for the management(Comes C.A. et al. 2007). In this case, we must ensure connectivity 
between two or several applications or databases. In specialized literature, these integration 
components are called MIDDLEWARE. 
• An IT product must be implemented using an existing database.  An eloquent example would be 
the implementation of a framework module next to other IT products existing in an organization 
(Rus, 2007). 
 In this last case, one must come up with a solution to access the current data structures. IT system designers 
have identified, tackled and solved this issue on a case by case basis. The solutions found match various factual 
situations. Thus, in practice, this issue has been solved in several ways, depending on the complexity of the 
existing IT products, the size of databases and the attitude of the management steering the organization. If 
possible, the most simple and straightforward solution would be replacing the existing data structures with new 
data structures. The second choice would be changing the data structures of the IT product being implemented, 
in compliance with the existing data structures. A third option would be designing software instruments 
ensuring access to existing data structures.  Another solution would be creating an interim database relevant for 
the new IT product, regularly fed with data from the existing data structures. 
As shown above, the aforementioned solutions solve the issue of being able to access existing data in 
specific situations.  
The focus of my paper is the identification of a generalized means of accessing any data structure, 
regardless of the requirements of the IT product to be implemented. 
2.2. Data processing, regardless of their structure 
The focus of my study is the creation of a conceptual model by which any existing software product can 
access any data structure. This endeavor is all the more important as several individual solutions have been 
studied and implemented in an attempt to solve this issue. The existing solutions are called MIDDLEWARE 
components or ODBC-s (Online Data Base Connectivity). For the purposes of this paper, and keeping in mind 
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that any system may be broken down into sub-systems, I’ll henceforth use the generic term “IT system” to refer 
to any component or aggregate of IT product components.   
The working hypothesis of my research is based on the following assumptions: 
• An IT system must be embedded into another existing IT system; 
• Existing data structures differ from the data structures required for the functioning of the IT system 
to be implemented; 
• The data structures of the IT system to be implemented are known; 
• The data structures of the existing IT system are known; 
• The new IT component must work online in relation to data structures. 
 To describe the issue in question, we are dealing with a data provider (DP), namely the existing IT system, 
and a data receptor (DR), namely the IT system to be implemented (see fig. no. 1). A software component may 
attempt to connect the two data structures. We shall call this software component a GDC (General Database 
Connectivity). 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. 1 – Contextual diagram of the  GDC (General Database Connectivity) component 
The GDC (General Database Connectivity) component must ensure that the data required by the receptor 
database (RD) is provided, regardless of the structure of the data available in the provider database (PD). The 
most important aspects of the GDC (General Database Connectivity) component are generality and 
compatibility with any provider data structure (PD). Furthermore, GDC (General Database Connectivity) must 
exhibit strong independence both in relation to the data provider (DP) and in relation to the data receptor (DR). 
Solving this issue enables all IT system designers to connect all the IT products they design with any existing 
data structure of the beneficiary institution.   
Having defined the issue at stake, there are two more aspects that need to be approached: 
• creating a model to solve the issue; 
• designing the software component necessary for the implementation of this solution. 
The purpose of this study is to define the issue and to elaborate a conceptual model to solve it. The actual 
implementation via the creation of a GDC (General Database Connectivity) software component may be the 
object of a future study.   
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3. Identifying the solution 
3.1. Identifying elements of high generality in the hypothesis 
The hypothesis of the aforementioned issue stresses the need for the creation of a SOFTWARE component, 
called GDC (General Database Connectivity), to be integrated into the receptor IT system (DR), namely into 
the IT system to be implemented. The hypothesis and the subsequent analysis of the issue at stake have led to 
the identification of the following general elements: provider database (DP), the logical and material structure 
of the provider database, the programming environment of the provider database, the receptor database (DR), 
the logical and material structure of the receptor database, the programming environment of the receptor 
database.  
The analysis of these material, well-defined elements reveals the need for designing an item that would 
transform input data (DP) into output data (DR). Practice demonstrates that any logical data structure is made 
up of the data structuring logic (files, databases, connections, data management systems, etc.) and the material 
logical structure of said data (fields, attributes, characteristics, etc.). This means that the main issue is how to 
convert existing data into data we need, using data structuring logic elements. The element that must be 
elaborated will be called a conversion algorithm (CA). There are various ways of structuring data, various data 
structuring and management systems, as well as various means of stocking material data. Given the 
generalization requirement for this software component (CA), I feel defining such an algorithm would be 
premature.  The solution to this problem is creating a technique by which a user may define a data conversion 
algorithm (CA) on a case by case basis.  
There are two possible means of connecting the GDC (General Database Connectivity) software component 
to existing data (DP): 
• connecting online onto existing data structures (DP), which I will call ONLineDP, namely (ONLDP); 
• connecting offline onto existing data structures (DP), which I will call OFFLineDP, namely 
(OFFLDP); 
Connecting online onto existing data structures (ONLDP) is somewhat more difficult, as we have an 
additional issue to solve, namely accessing existing data structures in real time. This requires thorough 
knowledge of the systems for the organization, management and accessing of input data. The software 
component we will create must take over this function and enable access to data. 
As for the other option, namely connecting offline onto existing data structures (OFFLDP), there’s another 
solution of high generality at hand – an interim data deposit (DATAWAREHOUSE), which may be fed with 
data from input structures via files with already standardized structures, such as: text(.txt) files, delimiter files 
(data, data, ..) or XML files.  
Another option would be defining a superscription with the structure of the data provider and subsequently 
converting it based on the structural requirements of the data receptor. If the aforementioned elements are 
known, data will be converted from the provider to the receptor via the conversion algorithm (CA). 
3.2. Description of the GDC (General Database Connectivity) model 
Based on how the GDC (General Database Connectivity) module is connected to existing data, either 
ONLDP (Online) or OFFLDP (Offline), existing data will be accessed either based on the ODBC 
(OnlineDatabaseConnectivity) model or based on the DATAWAREHOUSE model. Regardless how the GDC 
(General Database Connectivity) module connects to existing data, its structure and functionality will remain 
unchanged. The GDC (General Database Connectivity) model has three main elements: 
• the data provider (DP) and its elements; 
• the data receptor (DR) and its elements; 
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• the conversion algorithm (CA). 
The way this SOFTWARE component is embedded in the IT system is presented in fig.1, whereas the actual 
model and logical structure are presented in fig.2.  
As one can see from fig.2, every structural element of the data provided (fields, attributes, types, models, 
etc.) has a corresponding conversion algorithm (Acij). If some data from the data provider does not have a 
corresponding conversion algorithm in the data receptor fields (DR), then the conversion algorithm will be null. 
If the data receptor (DR) has a data requirement which has no correspondence in the data provider’s data (DP), 
then this requirement will be solved via a conversion algorithm (CA). 
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Fig. 2 – GDC (General Database Connectivity) model 
I would like to stress that this model ensures complete independence in relation to the data provider (DP), 
the data receptor (DR) and the conversion algorithm (CA). Independence in relation to the data provider is 
ensured by the fact that the data structure and type are taken over from existing data. Independence in relation 
to the data receptor (DR) is ensured by the fact that the structure and the type of output data is defined by the IT 
system implemented, namely by the receptor data structure. The conversion algorithm is defined by the user 
and applied to input and output data, depending on the type and nature of the data used. In essence, the GDC 
(General Database Connectivity) model is a generalized CA function applied to input data in order to obtain the 
output data required - thus, one can derive the mathematical representation of the model: DR=CA(DP). 
4. Conclusions 
The present study analyzes a practical issue of great importance for IT system designers and users alike, 
namely the ability to connect any IT system to any existing data structure. Implementing an IT system or one of 
its components after its structures and/or database have already been uploaded may entail specific problems in 
the unfolding of projects, including additional migration costs, unless one can identify simple and easy means 
of accessing data (http//docs.oracle.com…). Even if this issue is well known, I wanted to identify a model that 
would provide a general solution to it. In my opinion, the GDC (General Database Connectivity) model is one 
of these solutions. It has several benefits, from the simplification of data migration activities and up to the 
simplification of accessing data during the implementation of new software components - such as management 
information systems (MIS) – onto existing databases. Another great advantage of this solution is a decrease in 
the costs related to the accessing or migration of existing data. 
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