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1. Introducció
Actualment ens trobem en un món on tot gira al voltant de les noves tecnologies, i un pilar 
fonamental és l'oci i l'entreteniment. Això engloba principalment les indústries del cinema, 
videojocs i realitat virtual.
Un dels problemes que tenen aquestes indústries és com crear l'escenari on es produeix 
la història. En un videojoc, per exemple, es necessita crear tot el món virtual. Normalment 
serà una o més ciutats on es troba el personatge. Al principi l'única opció que hi havia era 
muntar la ciutat  de manera manual,  o sigui  dissenyar  cada edifici,  un per un, amb la 
conseqüència d'una despesa important de temps i diners.
Per  a  solucionar  aquest  problema  cada  vegada  s'utilitzen  més  eines  informàtiques. 
L'avantatge de l'eina informàtica es deixar que l'ordinador s'encarregui  de realitzar les 
tasques difícils  i  l'usuari  només ha de modificar els  paràmetres per obtenir  el  resultat 
desitjat.
El modelatge procedural és una eina informàtica que, tal com s'ha explicat anteriorment, 
soluciona el problema de generar ciutats virtuals. L'ordinador s'encarrega de generar la 
ciutat automàticament, donats els paràmetres que hagi introduït l'usuari.
Cada eina destinada al modelatge procedural té les seves particularitats. Per posar un 
exemple, la eina desenvolupada en aquest projecte disposaria d'una interfície per introduir 
els  paràmetres  de  com es  vol  crear  l'edifici,  com per  exemple,  número  de  finestres,  
balcons,  forma de  la  teulada,  etc.  L'usuari  escolliria  tots  els  paràmetres,  i  l'ordinador 
s'encarregaria d'obtenir el resultat.
D'aquesta manera s'aconsegueix molta rapidesa i  eficiència al  crear  la ciutat,  i  no es 
necessita un expert que vagi dissenyant cada edifici, un per un.
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Figura 1.1 Exemple de modelatge procedural.
1.1. Motivacions personals
Dins la informàtica sempre m'ha interessat la branca dels gràfics, tant videojocs, realitat  
virtual o cinema. Només he tingut l'oportunitat de fer 2 assignatures orientades a aquesta 
branca.  Degut  a  aquest  interès  he  volgut  involucrar-me  a  desenvolupar  un  projecte 
d'aquest estil, per poder aprendre i adquirir experiència sobre aquest tema.
1.2. Propòsits i objectius
L'objectiu  d'aquest  projecte  de  final  de  carrera  és  crear  una  eina  integrada  al 
skylineEngine, que serveixi  per crear edificis de manera procedural,  on l'usuari  pugui 
definir l'estètica d'aquest edifici, introduint la seva planta i els perfils adequats.
El que s'implementarà serà una eina de modelatge per a dissenyadors, que a partir d'una 
planta i perfils pugui crear l'edifici.
Aquest  projecte  es  desenvoluparà  a  sobre  del  mòdul  de  generació  d'edificis  del 
skylineEngine, una eina pel modelatge de ciutats que s'executa sobre el Houdini 3D, que 
és una plataforma genèrica pel modelatge procedural d'objectes.
El desenvolupament d'aquest projecte implica:
• Estudi  de  la  plataforma  de  desenvolupament  Houdini  3D  i  de  les  llibreries 
necessàries per la incorporació de scripts Python. Estudi de les EEDD internes de 
Houdini.
• Aprendre i manejar el llenguatge de programació Python.
• Estudi  del  codi  de  l'article  Interactive  Architectural  Modeling  with  Procedural 
Extrusions,  per  en  Tom  Kelly  i  en  Peter  Wonka,  publicat  a  la  revista  ACM 
Transactions on Graphics (2011).
• Desenvolupament d'algorismes de conversió de geometria d'una estructura tipus 
face-vertex a una de tipus half-edge, i viceversa.
• Modificació  del  codi  Java  per  acceptar  crides  sense  interfície  d'usuari  i  amb 
estructures de dades generades des de Python.
• Aprendre el funcionament de la llibreria JPype per permetre enllaçar el Java dins el 
Python.
• Estudi del skylineEngine i de les llibreries per la creació d'edificis.
• Integració del resultat dintre del skylineEngine.
• Verificació i ajust de les regles i paràmetres de la simulació per a diferents edificis.
• Arrodoniment de la documentació del treball realitzat.
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1.3. Estructuració del document
Aquest  document  s'ha  organitzat  en  15  capítols,  que  recullen  tota  la  documentació  i 
explicació necessària per la comprensió del projecte.
1. Introducció,  motivacions,  propòsits  i  objectius  del  projecte.  En aquest  capítol 
s'introduirà el tema del projecte, el perquè del desenvolupament, quins són els 
objectius i com s'ha organitzat tot el procés de desenvolupament.
2. Estudi de la viabilitat. En aquest capítol es justifiquen els paràmetres que fan 
possible el desenvolupament del projecte.
3. Metodologia. Explicació de la metodologia utilitzada.
4. Planificació. Es definirà l'estratègia seguida per arribar als objectius plantejats.
5. Marc de treball i conceptes previs. En aquest capítol es descriuen els diversos 
aspectes relacionats amb el desenvolupament general del projecte, que serviran 
per  entendre  millor  els  següents  capítols.  També  es  tractaran  les  principals 
accions desenvolupades durant les primeres etapes del projecte. S'inclouran els 
passos  d'estudi  i  aprenentatge  de  conceptes  que  s'hagin  utilitzat  pel 
desenvolupament.
6. Requisits del sistema. Es definiran els requisits del software, de manera que es 
vegin  quins  són  els  objectius  de  l'aplicació  juntament  amb  les  seves 
funcionalitats  que  es  volen  aconseguir.  Aquest  capítol  permetrà  entendre  els 
elements que rodegen el sistema informàtic que s'intenta construir.
7. Estudis i decisions. Es descriuran les eines utilitzades, les seves característiques 
i l'ús que se'ls hi ha donat.
8. Anàlisi i disseny del sistema. Aquest capítol proporciona una comprensió precisa 
de  les  necessitats  del  sistema,  és  a  dir,  s'encarrega  de  la  investigació  del 
problema a resoldre, però no s'interessa en trobar una solució. Usant l'enginyeria 
del  software,  es  traduiran  els  requisits  nombrats  en  capítols  anteriors  a  un 
llenguatge més formal. La part de disseny permet augmentar augmentar el nivell 
d'especificació, i  realitzar un esquema d'implementació del sistema mitjançant 
diverses eines de programació orientada a objectes.
9. Implementació  i  proves.  En  aquest  capítol  es  donen  a  conèixer  com  s'ha 
implementat l'aplicació, les classes i els mètodes que resulten més significatius 
per a la comprensió de funcionament de l'aplicació.
10. Implantació  i  resultats.  En  aquest  capítol  es  mostres  proves  d'execució  de 
l'aplicació,  es mostren imatges dels  edificis  resultants i  tot  allò  que es pugui 
visualitzar del conjunt que ha estat implementat.
11. Conclusions. En aquest capítol s'exposaran les conclusions obtingudes un cop 
finalitzat el treball.
12. Treball  futur.  En aquest  capítol  s'exposa tot  el  que es podria  fer  per  millorar 
l'aplicació o ampliar-la de forma interessant.
13. Bibliografia. Aquest capítol conté les referències utilitzades pel desenvolupament 
del projecte.
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14. Annexos. Aquest capítol conté les definicions dels tecnicismes més freqüentment 
utilitzats,  així  com  explicacions  i  experiments  no  indispensables  per  a  la 
comprensió global del projecte. 
15. Manual  d'usuari  i/o  instal·lació.  Aquest  capítol  conté  les  especificacions  del 
funcionament del producte.
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2. Estudi de la viabilitat
Per  desenvolupar  el  projecte  no  es  requereix  d'una  gran  infraestructura  i  els  costos 
d'estructura són limitats.
Els materials amb els quals es contava des d'un principi són els següents:
• Ordinador amb sistema operatiu Windows XP 32 bits.
• Houdini 3D de Sidefx, amb llicència d'aprenentatge gratuïta.
La valoració dels costos econòmics del projecte es separa en dues parts, els costos de 
recursos humans i els costos per maquinària.
2.1. Recursos humans
En aquest projecte ha estat necessari la participació de 2 perfils, el d'analista pel tema del 
disseny, i el programador per la part d'implementació.
Per calcular els costs dels recursos humans s'ha comptat de la següent manera:
• Cost analista: 15€ / Hora
• Cost programador 10€ / Hora
TASCA PERFIL HORES COST
Estudi Houdini Analista 20 300
Estudi Python Analista 15 225
Estudi llibreria procedural extrusions Analista 30 450
Estudi enllaçar Python-Java-ProcExtr Analista 30 450
Implementació Wrapper Java Programador 40 400
Implementació en codi Python Programador 30 300
Integració al Houdini Programador 15 150
Proves i millora del codi Programador 10 100
Documentació Analista 30 450
TOTAL 220 2825
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2.2. Maquinària
S'ha  utilitzat  tant  un  ordinador  sobretaula  com  un  portàtil  per  anar  desenvolupant  el  
projecte, s'ha considerat que el preu del sobretaula és de 1000€ i el portàtil de 450€ o 
sigui que el cost total per maquinària ha estat de 1450€.
2.3. Cost total
No hi  ha  hagut  costos  per  llicències  ja  que s'han  utilitzat  versions  llicenciades per  a 
estudiants, com per exemple la versió apprentice de Houdini, o bé s'ha utilitzat freeware, 
així doncs el cost total del projecte ha estat de 4275€.
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3. Metodologia
En aquest projecte s'ha seguit una metodologia específica del projecte skylineEngine:
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Figura 3.1 Diagrama de flux de la metodologia skylineEngine.
 1. Escollir el projecte a desenvolupar.
 2. Decidir el llenguatge de programació i les eines a utilitzar.
 3. Aprendre el llenguatge de programació i el funcionament de les eines escollides.
 4. Estructurar el treball en parts segons les funcions que ha de realitzar.
 5. Desenvolupar la part corresponent seguint l'ordre de l'estructura del treball.
 6. Fer  comprovacions  per  tal  de  confirmar  que  el  funcionament  és  el  correcte  al  
finalitzar la part.
 6.1. Si al fer les comprovacions el resultat no és l'esperat, es torna al punt 5 per a  
realitzar  els  canvis  oportuns  en  la  última  part  desenvolupada  o  en  les 
anteriors, si és necessari. 
 6.2. Si al  fer les comprovacions el  resultat  és l'esperat, es desenvolupa la part 
següent tornant al punt 5, en cas que s'hagin finalitzat les parts amb les seves 
respectives comprovacions s'inicia el punt 7.
 7. Unir totes les parts desenvolupades i comprovar que el funcionament és correcte.
 7.1. Si al fer les comprovacions el resultat no és l'esperat, es torna al punt 5 per a  
realitzar els canvis oportuns en l’última part desenvolupada o en les anteriors, 
si és necessari. 
 7.2. Si al fer les comprovacions el resultat és l'esperat, s'inicia el punt 8.
 8. Generar diferents models d'exemple per a comprovar que el funcionament és el 
correcte.
 8.1. Si al fer les comprovacions el resultat no és l'esperat, es torna al punt 5 per a  
realitzar els canvis oportuns en l’última part desenvolupada o en les anteriors, 
si és necessari.
 8.2. Si al fer les comprovacions el resultat és l'esperat s'inicia el punt 9.
 9. Acabar la documentació.
D'aquesta manera es veu com el que s'intenta és dividir el projecte en mòduls per poder 
organitzar el temps de desenvolupament, verificació i correcció de cada part.
Durant el llarg del desenvolupament del projecte es fa un seguiment mitjançant tutories 
setmanals o bisetmanals depenent de l'etapa, ja que en l'inici la manera d'avançar sol ser 
més lenta que al final, i per tant no era necessari fer tutories setmanalment.
Sempre que s'acabi un mòdul s'ha d'intentar tancar-lo si es pot, i no modificar-lo més per 
tal de garantir que funciona correctament sense errors, i així en etapes futures podrem 
assegurar que els mòduls anteriors estan funcionant correctament.
La  tècnica  que  s’ha  seguit  per  a  la  creació  d’aquesta  aplicació  és  la  de  disseny 
descendent. Per això hem utilitzat com a metodologia el llenguatge UML (Llenguatge de 
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Modelatge Unificat o Unified Modeling Language), que tot i no ser una metodologia, és un 
llenguatge de modelat estàndard pel camp de l’enginyeria del programari.  L’UML s’utilitza 
per definir  un sistema, per detallar els seus elements, per documentar i  construir.  Per 
aconseguir això, l’UML disposa de nombrosos tipus de diagrames que mostren diversos 
aspectes dels elements representats.
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4. Planificació
En tot projecte, és molt important planificar bé les parts del projecte per poder fer una  
valoració  del  temps que s'emprendrà pel  seu desenvolupament.  En aquest  capítol  es 
descriurà  la  planificació  inicial  que  es  va  intentar  seguir,  però  per  alguns  problemes 
tècnics es va haver de modificar lleugerament.
4.1. Planificació inicial
Aquest projecte es va començar cap al Novembre del 2011 i inicialment s'havia plantejat  
acabar-lo per el Juliol del 2012, però finalment s'ha allargat fins al Setembre de 2012.
Els 2 primers mesos serien dedicats a la investigació i aprenentatge del funcionament de 
la  plataforma Houdini  i  a  la  integració  del  Python amb el  Houdini  a  través dels  SOP 
(Surface Operator de houdini).
Cap a finals de Gener es començaria a pensar una manera d'enllaçar el Python amb el  
Java,  per  tant  aprendre  com  fer-lo  funcionar.  Paral·lelament  a  aquesta  etapa,  es 
començaria a investigar com funcionava el codi de la llibreria d'extrusions procedurals, per 
descobrir com es podria reutilitzar pels nostres propòsits.
Al Març, un cop trobats els punts d'entrada del codi, es procediria a fer la implementació  
en Java d'una classe “Wrapper”  que seria  cridada des de Python per  que utilitzés la 
llibreria  d'extrusions  procedurals.  Per  tant  el  “Wrapper“  rebria  els  paràmetres  des  de 
Houdini (planta i perfils), per cridar la llibreria d'extrusions procedurals i rebre els resultats 
per tornar-ho a enviar a Houdini.
Cap a mitjans de Maig, quan s'hagués completat la implementació amb Java es faria la  
implementació amb Python per cridar la classe en Java realitzada, i  tot seguit  s'aniria 
comprovant  que  funcionessin  correctament  les  connexions  entre  Python  la  classe 
Wrapper i la llibreria d'extrusions procedurals. Una vegada acabat això, començarem amb 
la implementació dins el Houdini.
Finalment s'acabarien de corregir els errors tècnics, millora del codi i finalitzar la memòria 
del treball.
El pla de treball es pot definir amb 7 tasques:
• Planificació inicial del projecte. Com a primera tasca realitzar una planificació inicial 
per decidir què fer i com fer-ho.
• Aprenentatge. La següent tasca seria instal·lar les eines necessàries i  aprendre 
com funcionen, en concret el Houdini, Python i l'enllaç entre Python i Java.
• Aprenentatge d'un codi original. Investigar la llibreria d'extrusions procedurals, per 
aprendre a utilitzar el seu codi per als nostres objectius.
• Disseny i implementació en Java per enllaçar amb el codi original el que faci falta.
• Disseny i implementació amb Python per enllaçar-ho amb Java de manera que des 
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de Python es puguin enviar paràmetres cap a la implementació en Java i al final 
recollir els resultats que s'han obtingut en Java.
• Integració al Houdini.
• Documentació. Escriure la memòria del treball.
4.2. Temps estimat
Es va planejar que el projecte tingués una durada d'uns 8 mesos. A continuació es mostra 
el digrama de gantt:
15
16
Figura 4.1 Diagrama de Gantt de  
la planificacií inicial
5. Marc de treball i conceptes previs
En  aquest  capítol  s'explicaran  els  detalls  necessaris  per  tal  de  poder  entendre  els 
algorismes implementats i les eines utilitzades en el projecte.
5.1. Modelatge procedural
Es denomina modelatge procedural  a  la  tècnica  per  a  crear  models  3D a partir  d'un 
conjunt de regles en comptes de construir a partir de primitives geomètriques, com cubs o 
esferes per exemple.
Aquest  conjunt  de  regles,  o  bé  pot  estar  incorporat  en  el  codi  conFigurable  per  
paràmetres,  o  bé  pot  ser  independent  del  motor  d'avaluació.  La  sortida  s'anomena 
contingut procedural, que pot ser usat en videojocs, pel·lícules o per l'usuari si vol editar el  
contingut de forma manual.
Totes les tècniques de modelatge per computador requereixen algorismes per gestionar i 
emmagatzemar dades en algun moment.
Per  tant,  el  modelatge procedural  se centra en  la  generació d'un model  basat  en  un 
conjunt de regles, en lloc de l'edició del model a través de l'entrada de l'usuari. Com a 
conseqüència, el modelatge procedural sovint s'aplica quan la feina de crear un model 3D 
utilitzant modeladors és massa feixuga, o quan es requereixen eines més especialitzades. 
Aquest cas sol ser el de les plantes, arquitectura o paisatges.
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Figura 5.1 Exemple d'una ciutat generada per modelatge procedural
5.2. SkylineEngine
SkylineEngine és una eina de modelatge procedural urbà desenvolupat com un banc de 
proves per a nous algoritmes i tècniques de modelatge. Aquest sistema presenta algunes 
característiques noves que el converteixen en un sistema únic, com un paradigma basat 
en grafs que permet a l’usuari crear tant contingut ric en ciutats amb districtes diferents, 
carreteres principals i  secundàries, els blocs, lots i edificis, com també altres elements 
urbans com carrers, voreres, parcs, ponts i monuments.
skylineEngine  és  un  sistema  desenvolupat  al  Grup  de  Geometria  i  Gràfics  de  la 
Universitat de Girona, que està basat de diferents mòduls. Tot en skylineEngine està fet 
per  mòduls,  alguns  d'ells  en  codi  Python,  altres  en  forma  de  Houdini  Digital  Assets 
(HDA's). Dintre del skylineEngine, el modul buildingEngine ha estat concebut com a una 
eina de renderització  i  modelatge procedural  d'edificis  i  està escrit  en una barreja  de 
Python i Houdini Digital Assets.
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Figura 5.2 La ciutat de Girona generada per SkylineEngine
5.3. Extrusions procedurals
La extrusió és un procés utilitzat per crear objectes amb secció transversal definida i fixa.  
A partir d'aquesta secció transversal l'objecte es pot estirar o arronsar, donant a l'objecte 
el volum desitjat.
En la Figura 5.3 es pot veure un dels exemples que hi ha a la realitat, com es veu, té una 
secció transversal fixa, amb forma de X, i l'objecte ser més llarg o més curt, però manté la  
mateixa secció.
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Figura 5.3 Exemple d'extrusió en la realitat
Figura 5.4 Programa que genera objectes utilitzant l'extrusió
En la  Figura  5.4  podem veure  un  altre  exemple  on  es  mostra  un  programa que pot 
realitzar la tècnica de fer extrusions. La secció també es manté fixa però incorpora una 
nova funcionalitat que permet modificar la orientació d'aquesta secció, D'aquesta manera 
es pot formar un tub curvilini.
5.3.1. Extrusions clàssiques
La tècnica d'extrusions fa molt de temps que s'utilitza, però té la restricció que la secció 
sempre és fixa. Això implica que utilitzant extrusions no es podrà crear qualsevol objecte i 
en el moment que es vulgui editar la secció, no es podrà fer.
Com es veu en els exemples de les figures 5.3 i 5.4, la secció no canvia. En tot cas en el  
segon exemple s'ha pogut canviar la orientació de la secció.
Una altra funcionalitat que permet l'extrusió clàssica és ampliar o reduir la secció, però 
sempre de manera regular, o sigui una secció quadrada de 1m cada costat, es podria 
reduir a 50cm cada costat, per exemple. Això permetria aprimar o engrandir un tub, però 
sempre  de  forma  regular.  Per  tant  aquesta  tècnica  no  resulta  gaire  útil  per  generar 
objectes complicats. Per exemple un edifici, si és molt irregular, serà impossible de crear.
Primer  de  tot  es  veurà  un  exemple  on  si  que  es  podrà  generar  un  edifici  utilitzant 
extrusions clàssiques en un edifici geomètricament senzill. Veure Figura 5.5.
20
Figura 5.5 Planta quadrada amb perfil inclinat
La planta és un quadrat, i el perfil és inclinat, per tant el resultat esperat és el de una  
piràmide. El fet important d'aquest exemple, és que, amb extrusions clàssiques, es pot  
aconseguir aquest resultat, ja que l'únic que s'ha de fer és anar reduint la secció de la  
planta a un punt al centre, formant la piràmide.
Però a la Figura 5.7 veiem un exemple on aquesta tècnica no pot funcionar.
En aquest exemple, la planta ja té una forma complexa. Per tant, seria inviable utilitzar les  
extrusions clàssiques: no es pot simplement anar reduint la secció i anar pujant creant 
l'edifici, com es feia amb la piràmide.
A més s'han definit 2 tipus de perfils, el blau i el taronja corresponent a les respectives 
parts de la planta. A la Figura 5.8 es veu el resultat.
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Figura 5.6 Resultat de l'extrusió anterior
Figura 5.7 Exemple amb geometries més complexes
Com s'ha dit anteriorment aquest resultat no es pot fer utilitzant les extrusions clàssiques, 
sinó utilitzant el mètode straight skeleton que s'explicarà tot seguit.
5.3.2. Straight Skeleton
Straight Skeleton (esquelet recte) és un mètode de representació d'un polígon per un 
esquelet  topològic.  És similar  en alguns aspectes a l'eix medial,  però difereix en què 
l'esquelet està compost de segments de línia recta, mentre que l'eix mitjà d'un polígon pot  
implicar corbes parabòliques.
L'Straight Skeleton d'un polígon està definit per un procés continu en el que la reducció de 
les vores del polígon es mouen cap a dins paral·lels a si mateixos a una velocitat constant.
Així doncs, els vèrtexs també es mouen a velocitats que depenen de l'angle del vèrtex. Si 
un d'aquests vèrtexs en moviment xoca amb una vora adjacent, el polígon es divideix en 
dos per la col·lisió, i el procés continua en cada part. L'esquelet recte és el conjunt de 
corbes traçades pels vèrtexs que es desplacen en aquest procés.
En la Figura 5.9 es pot veure com funciona aquest mètode:
• En la imatge i) es mostra el polígon resultant de fer el mètode de Straight Skeleton.  
Cada vèrtex exterior té una aresta que va en direcció cap al centre del polígon i 
com que té una forma irregular, es veu que no intersequen tots en un mateix punt al 
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Figura 5.8 Resultat de l'extrusió de l'exemple  
anterior
mig, sinó que cada un va a parar a la intersecció que li toca.
• En la imatge ii) es mostra el procediment que s'ha seguit per donar el resultat de la  
imatge i)  tal  i  com s'ha explicat en l'apartat  anterior:  cada vèrtex exterior es va 
apropant  cap al  centre del  polígon fins que intersequi  amb un altre  vèrtex que 
també s'està apropant, o amb aresta.
• Finalment  la  imatge  iii)  mostra  el  resultat  final  representant  volum  a  la  figura 
després d'haver fet el Straight Skeleton. Recordar que aquest procés a més de 
consistir en apropar els vèrtexs i arestes cap a l'interior també creix cap amunt per 
donar lloc a una Figura amb volum.
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Figura 5.9 Exemple de Straight  
Skeleton
6. Requisits del sistema
Els requeriments del sistema es divideixen bàsicament en 2 tipus:
• Requeriments funcionals:  Descriuen quins són els serveis que ofereix l'aplicació, 
independentment de la implementació.
• Requeriments no funcionals:  Són aquells que fan referència a les restriccions del 
tipus de disponibilitat de recursos, seguretat, etc. Si complim els requeriments no 
funcionals es garanteix que es podrà executar l'aplicació sense problema.
6.1. Requisits funcionals
L'objectiu  d'aquest  projecte  és  generar  el  volum  d'un  edifici  basat  en  el  mètode 
d'extrusions a partir de 2 tipus de paràmetres: Una planta, i un o més perfils. A més, un 
cop s'hagi creat l'edifici, s'integrarà amb l'skylineEngine de manera que es puguin afegir 
les funcionalitats corresponents a l'edifici resultant.
L'usuari tindrà disponible una interfície d'usuari per tal de poder crear o editar geometries  
de  plantes  o  perfils,  de  manera  que  es  podrà  editar  l'edifici  resultant  en  temps  real  
modificant  els  paràmetres  d'entrada,  planta  o  perfils,  aquesta  interfície  serà  la  que 
proporciona el Houdini.
Els paràmetres tindran les següents precondicions:
• La planta haurà d'estar definida dins el pla XZ. Si l'usuari incorpora una planta que 
es defineixi dins les 3 dimensions, el programa eliminarà la component Y, convertint 
la planta introduïda en una que només estigui definida dins el pla XZ. Veure Figura  
6.1.
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• Els perfils hauran d'estar definits dins el pla XY. Si l'usuari incorpora un perfil que es 
defineixi dins les 3 dimensions, el programa eliminarà la component Z convertint el  
perfil introduït en un que només estigui definit dins el pla XY. Veure Figura 6.2.
A la Figura 6.2 es pot observar com s'ha definit un perfil. Primer de tot ha d'estar al  
pla XY, això vol dir que la component Z dels vèrtexs que formen el perfil sempre ha 
de ser igual. Una altra cosa a tenir en compte és la posició on està definit el perfil,  
ja que influirà a quina aresta s'associa aquest perfil: cada aresta s'associa al perfil 
més proper.
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Figura 6.1 Exemple de planta
Figura 6.2 Exemple de perfil
• Un cop definida la planta i el perfil es mostra el resultat a la Figura 6.3. Com que 
només s'ha definit un perfil, cada costat de l'edifici busca el perfil  que està més 
aprop d'ell, per tant en aquest cas s'associa el mateix perfil en tots els costats.
Observant la Figura 6.3 veiem que s'han utilitzat la planta i el perfil que s'havien 
definit anteriorment a les Figures 6.1 i 6.2, per tant l'edifici resultant ha quedat de 
forma quadrada. Al tenir només definit un perfil, tots els costats de l'edifici tenen la 
mateixa forma, creixent totalment vertical i llavors es dirigeixen cap al centre amb 
una certa inclinació. A la Figura, es pot observar a dalt el resultat, i a baix es mostra 
com quedarien els nodes a la zona d'arbre de nodes de Houdini.
En el cas que es volgués definir més d'un perfil, existeixen 2 maneres de treballar: la més 
simple és anar creant tants nodes “curve” com perfils es vulguin definir. L'altre manera és 
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Figura 6.3 Exemple de resultat d'un edifici
definir un sol node “curve” i seguit d'aquest se li enllacen nodes “transform” de manera 
que la sortida de cada node “transform” és un nou perfil.
Per associar els perfils a les arestes de la planta es farà mitjançant distàncies, o sigui per 
cada aresta de la planta es buscarà el perfil que estigui més a prop de tots els que l'usuari  
hagi definit.
A les Figures 6.4 i 6.5 es pot veure com quedaria un edifici definint 2 perfils diferents.
Tal i com es veu en la Figura 6.4, per definir 2 perfils, s'han creat 2 nodes curve, i llavors 
s'han unit amb el “merge” per connectar-ho amb el node de ProceduralExtrusions.
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Figura 6.5 Exemple resultat edifici amb 2 perfils
Figura 6.4 Definició de més d'un perfil
Com a precondició del sistema, es requereix que s'hagi definit una planta i un perfil com a  
mínim.
6.2. Requisits no funcionals
• El programa ha de ser eficient: no fer càlculs redundants ni utilitzar més memòria 
de la necessària.
• Permetre  ser  extensible:  que  es  puguin  incorporar  innovacions  d'algorismes  a 
mesura que es vagin desenvolupant.
• La interfície ha de ser intuïtiva i usable.
• Realitzar una documentació sobre el funcionament bàsic del programa.
• Hauria de poder funcionar en diversos sistemes operatius.
Com que la plataforma on es desenvolupa és el Houdini, els requeriments mínims són els 
que requereix  el  Houdini  per  poder  funcionar,  el  qual  és un software  multi-plataforma 
permetent executar-lo per GNU/Linux, Microsoft windows o Mac OS X.
Cal destacar que la llibreria que s'utilitza en el projecte, JPype compleix els requeriments 
ja que és multi-plataforma.
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7. Estudis i decisions
En  aquest  capítol  es  llisten  i  detallen  les  eines  utilitzades  per  a  dur  a  terme  el  
desenvolupament del projecte.
7.1. Houdini
El  Houdini  és  una  eina  per  a  la  creació  avançada  d'efectes  visuals  3D,  que  permet  
controlar l'animació des de la mateixa interfície o utilitzant un dels 2 llenguatges d'script 
que incorpora. El més antic és el  Hsript.  És exclusiu de Houdini  i  existent des de les 
primeres versions. L'altre és el Python, introduït a partir de la versió 9.0 amb l'objectiu  
d'estandarditzar el funcionament i dotar el programa d'un codi conegut.
Houdini cobreix totes les principals regions de producció en 3D incloent:
• Modelatge: totes les entitats de geometria estàndard, incloent polígons.
• Animació: animació de fotogrames, manipulació del canal i captures de moviment.
• Partícules.
• Dinàmiques:  Dinàmica  de  cossos  rígids,  de  fluids  computacionals,  corbes 
dinàmiques, etc.
• Il·luminació.
• Rendering.
• Volumètrica: generació, població, manipulació, d'escalars i vectors.
• Composició: compositor complet de punt flotant en profunditat d'imatges(capes)
• Plugin per al desenvolupament: biblioteques per a la extensibilitat de l'usuari.
Houdini és un medi obert i suporta una varietat de seqüències de comandes d’API. Python 
és cada vegada més el llenguatge de scripting de la tria del paquet,  i  està destinat a 
substituir el llenguatge original Hscript.
El Houdini treballa usant un sistema de nodes en forma de graf acíclic per a representar 
els objectes de l'escena. D'aquesta manera s'obté un sistema d'objectes independents,  
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units entre ells per un flux de dades.
L'entorn del Houdini està compost de la següent manera:
• Barra d'eines, a la part superior. On es generen totes les figures i accions.
• Zona de treball. Espai on es poden visualitzar els resultats utilitzant diverses vistes, 
i es poden seleccionar o modificar els objectes que hi hagi dins l'escena.
• Arbre de nodes, a la part inferior dreta. Zona on es representen tots els objectes de  
l'escena de forma independent enllaçades les unes amb les altres.
• Zona  d'interfície,  a  sobre  de  l'arbre  de  nodes.  Zona  que  permet  consultar  o 
modificar les propietats del node que s'hagi seleccionat al arbre de nodes.
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Figura 7.1.1 Entorn de treball del Houdini
7.1.1. Nodes Houdini
Per crear un node Houdini cal polsar la tecla tabulador tenint el cursor a la zona d'arbre de 
nodes,  llavors apareixerà una finestra amb tots  els nodes disponibles,  organitzats per 
famílies.
Si d'entrada ja es sap quin node crear, es pot escriure directament el nom en aquesta 
finestra i el Houdini anirà filtrant tots els nodes pel que s'estigui escrivint, en la Figura 
7.1.2 es veu com s'ha buscat “sphere”.
A les figures 7.1.3 i 7.1.4 es veuen els resultats al  Houdini.  D'una banda es veu ja la 
representació de l'esfera a la zona de treball, i a més també es genera el node a la zona 
corresponent.
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Figura 7.1.2 Menú tabulador  
de nodes de Houdini
7.1.2. Estructura de dades de la geometria de Houdini
Houdini organitza l'estructura de dades en objectes, primitives, vèrtexs i punts. 
Un objecte és tot el conjunt de geometries que el formen. Pot ser un edifici, una porta, un  
cub, una esfera, etc. Aquest objecte estarà format per primitives. 
Una primitiva és anomenada així per la seva constitució en les parts que la formen. Les 
primitives més típiques són les de un cercle, un triangle o un quadrat. O, si parlem en 3 
dimensions, una esfera, un tub, un cilindre, etc.  Es pot donar el cas que es tingui un 
objecte que sigui un triangle, llavors aquest objecte només estaria format per una primitiva 
que seria la d'un triangle.
A continuació,  cada  primitiva  està  formada  per  vèrtexs  depenent  de  la  primitiva.  Per  
exemple un quadrat està format per 4 vèrtexs.
I finalment un vèrtex està format per un punt. Aquest punt ja té les dades suficients per 
representar-se en l'espai 3D: les coordenades X,Y i Z i el color RGB, a més d'altres dades 
que l'usuari pugui haver afegit.
En la Figura 7.1. es mostra l'esquema de l'entitat relació de l'estructura de dades.
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Figura 7.1.3 Resultat a la zona  
de treball
Figura 7.1.4 Resultat a la zona arbre de  
nodes
Tal  i  com  es  pot  apreciar  veient  l'esquema,  un  objecte  està  format  per  una  o  més 
primitives, però una primitiva només pot pertànyer a un objecte. El mateix passa amb la 
relació  que hi  ha entre primitives i  vèrtexs:  una primitiva està  formada per  un o més 
vèrtexs, però un vèrtex només pot pertànyer a una primitiva.
En canvi en la relació entre vèrtexs i punts és al revés: és el punt que pot pertànyer a un o 
més vèrtexs, i el vèrtex només pot pertànyer a un punt. En la Figura 7.1.6 es veu aquesta 
última relació més detallada.
Com es veu en la Figura 7.1.6 el punt P1 està correspost als vèrtexs V1,V2 i V3, i cada 
vèrtex està relacionat únicament amb el punt P1
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Figura 7.1.5 Esquema entitat relació de l'estructura de dades del Houdini
Figura 7.1.6 Relació entre vèrtex i  
punt
7.1.3. Nodes bàsics de Houdini
En aquest apartat s'explicaran alguns dels nodes bàsics propis del Houdini, que s'hagin 
utilitzat en aquest projecte. Primer de tot cal indicar que per visualitzar un node se li ha de 
clicar el  rectangle de més a la dreta del node de color blau (en la zona de l'arbre de  
nodes), i un cop queda remarcat es visualitzarà el node a la zona de treball. Veure Figura 
7.1.7.
7.1.3.1. Curve
Node que serveix per dibuixar una corba o polígons, i  editar-la de la forma desitjada. 
Aquest node serà important perquè s'utilitzarà per poder dibuixar la planta i perfils que  
tindrà l'edifici. Veure la Figura 7.1.8.
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Figura 7.1.7 Node 
seleccionat
Figura 7.1.8 Polígon creat amb el node curve
7.1.3.2. Merge
El Merge permet ajuntar més d'un node a la vegada per poder-los visualitzar tots junts.  
Aquest node permetrà ajuntar els perfils que s'introdueixin com a paràmetres per a crear 
l'edifici. D'aquesta manera el node que es crearà pel projecte rebrà únicament 2 entrades: 
planta i perfils. Sense el merge, es necessitaria un número d'entrades variable depenent  
del  número de perfils  que es volgués introduir.  Veure Figura 7.1.9.  També servirà per 
poder visualitzar més parts de l'edifici juntes, quan s'integri amb el buildingEngine.
7.1.3.3. Delete
Aquest node serveix per poder esborrar geometria. De manera que serà útil per esborrar  
una part  de  la  Figura  que s'estigui  veient,  o  també al  revés,  esborrar-ho  tot  excepte 
aquesta part. Veiem un exemple del seu funcionament a la Figura 7.1.10.
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Figura 7.1.9 El merge permet visualitzar les 2 curves  
simultàniament (planta i perfil)
S'ha connectat la sortida del box amb l'entrada del delete, així doncs ara modificant els 
paràmetres del delete es podrà esborrar alguna cara de la caixa. Veure Figura 7.1.11.
El més important és la casella “operation” de a dalt. En la Figura 7.1.11 està seleccionat 
“Delete Selected”. Per tant el node esborrarà únicament el que es seleccioni. L'altre opció 
seria escollir “Delete Non-Selected” i faria la operació al revés esborrar-ho tot excepte el 
que estigui seleccionat.
Llavors hi ha una altre casella operation per indicar com esborrar la geometria, en aquest  
cas està “delete by pattern”, o sigui que s'eliminaran les primitives que seleccionem.
Per acabar, a la casella “Pattern” s'ha d'indicar quina primitiva esborrar. En l'exemple de la 
Figura 7.1.11 s'ha indicat la 1. El resultat es pot veure a la Figura 7.1.12. Esborrant la 
primitiva 1, s'ha esborrat aquesta cara com es pot veure.
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Figura 7.1.10 Node 
delete connectat  
amb box
Figura 7.1.11 Paràmetres del node delete
A la Figura 7.1.13 es pot veure el mateix exemple, però executant l'operació amb “Delete 
Non-Selected”. Tal i com es veu, el node delete ha esborrat tot el cub excepte la primitiva 
que s'havia indicat, la 1.
El node delete és útil per esbrinar si la Figura s'està dibuixant correctament, es poden 
anar esborrant primitives de mica en mica per tal de veure si hi ha alguna incoherència.
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Figura 7.1.12 Resultat del node Delete de  
l'exemple explicat
Figura 7.1.13 Delete amb operació  
Delete Non-Selected
7.2. Python
Python és un llenguatge de programació creat  per Guido van Rossum l'any 1990. Es 
compara habitualment amb TCL, Perl,  Scheme, Java i  Ruby.  En l'actualitat  Python es 
desenvolupa  com  un  projecte  de  codi  obert,  administrat  per  la  Python  Programari 
Foundation. Per aquest projecte s’ha emprat la versió 2.6, que es el que porta el Houdini. 
Python és considerat com la "oposició lleial" a Perl, llenguatge amb el qual manté una 
rivalitat amistosa. Els usuaris de Python considerem a aquest molt més net i elegant per a  
programar. 
Python permet dividir el  programa en mòduls reutilitzables des d'uns altres programes 
Python. També hi ha mòduls inclosos que proporcionen E/S de fitxers, crides al sistema, 
sockets  i  fins  a  interfícies  a  GUI  (interfície  gràfica  amb  l'usuari)  GTK,  Qt, 
wxWidgets(wxPython), PMW, entre altres.  
Python  és  un  llenguatge  interpretat,  el  que  estalvia  un  temps  considerable  en  el 
desenvolupament del programa, perquè no és necessari compilar ni enllaçar. L'intèrpret  
es pot utilitzar de manera interactiva, el que facilita experimentar amb característiques del 
llenguatge, escriure programes d'un sol ús o provar funcions durant el desenvolupament 
del programa. El principal objectiu que persegueix aquest llenguatge és la facilitat, tant de 
lectura, com de disseny. 
El Python permet diversos paradigmes de programació (és multi paradigma), com poden 
ser orientat a objectes, imperatiu, i, en menor part, programació funcional, procedural i  
reflexiu.  Una  de  les  coses  que  incorpora  la  programació  funcional  del  Python  és  la 
possibilitat  de crear funcions lambda, que és un tipus d'expressió que permet avaluar  
termes.
7.2.1. Python dins el Houdini
Primer de tot cal aclarir les dues maneres de fer servir Houdini. La primera, i més habitual, 
és utilitzant la interfície d’usuari  del  programa. La segona és fent servir  la consola de 
Python. Veure Figura 7.2.1.
Usant la consola es poden fer totes les accions disponibles a la interfície gràfica, però de  
manera més automàtica i independent per a l’usuari.
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Com que Python és un llenguatge interpretat, es poden executar funcions en temps real,  
tal i com es faria prement un botó del programa. Veure Figura 7.2.2.
El sistema Python que té Houdini és exactament el mateix que es pot descarregar des de 
la  web  oficial  de  Python.  L’única  diferència  és  la  incorporació  d’un  mòdul  addicional 
anomenat hou que conté totes les funcionalitats, objectes i propietats de Houdini.
Aquesta API rep el nom de HOM (Houdini Object Model). A la Figura 7.2.2 podem veure 
un exemple creant una esfera amb la consola de Python.
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Figura 7.2.1 La consola Python del Houdini
Figura 7.2.2 Creant una esfera des de la consola Python de Houdini
Primer de tot s’importa el mòdul hou. Seguidament es crea un objecte de tipus ‘geo’ que 
emmagatzemarà  tots  els  objectes.  Finalment  es  crea  l'esfera  'sphere'  utilitzant  la 
sentència “createNode()”.
El resultat és exactament el mateix que el que s'ha mostrat d'exemple en el capítol 7.1.1 
Nodes Houdini. O sigui en la zona de treball es dibuixarà la representació de l'esfera, i en 
la zona de l'arbre de nodes es crearà aquest node nou sphere.
7.3. BuildingEngine
Per a la creació d'edificis virtuals s'ha utilitzat la llibreria buildingEngine, que és un mòdul  
de  skylineEngine.  El  buildingEngine  permet  la  definició  i  la  construcció  procedural 
d'edificis i altres estructures arquitectòniques.
A la Figura 7.3.1 es pot veure un exemple del funcionament del buildingEngine.
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Figura 7.3.1 Exemple de funcionament del buildingEngine
7.3.1. Nodes de buildingEngine
Quan es treballa amb el buildingEngine tota la geometria es descriu mitjançant etiquetes 
semàntiques.  Per  exemple,  poden  haver-hi  etiquetes  com  “facade”  o  “door”  que 
representarien la part de l'edifici façana o porta.
Els nodes del buildingEngine generen els edificis a través d'aquestes etiquetes utilitzant  
dos atributs: “filter” i “product”. El “filter” ens indica la geometria que processarà el node, 
mentre que el “product” ens indica l'etiqueta de la geometria que es generarà a partir  
d'aquest. 
A la Figura 7.3.2 es mostra com queda representat un node de buildingEngine a dins el 
Houdini.
7.3.1.1. Node Comp
El  node  Comp divideix  un  model  de  volum per  les  seves  components.  Aquest  node 
classifica la geometria entrant d'acord amb els vectors normals dels polígons, com podria 
ser la façana, les altres cares i el sostre.  
Per exemple es crearà un prisma i a partir d'aquest s'utilitzarà el node Comp per a obtenir 
les seves components per separat. Veure Figura 7.3.3.
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Figura 7.3.2 Exemple d'un node de 
buildingEngine
Per seleccionar les parts que formen el prisma, el node Comp té una llista de components  
per anar seleccionant. És l'usuari el que tria quantes parts vol. Per afegir-ne ha d'apretar  
en el “+” i si vol treure una selecció, la “X”. En l'exemple de la Figura 7.3.4 s'han agafat 2 
components,  “front” i  “back”.  Per seleccionar quina component es vol  escollir,  hi  ha el  
paràmetre “component selection” on es pot triar una opció de les següents: front, back, 
left, right, top, bottom, side, all. Al costat de cada “component selection” hi ha un text per 
escriure-hi, doncs això serveix per a poder fer una etiqueta semàntica per a cada selecció.
Seguint en l'exemple, com que s'han escollit  front i  back, només es representaran les 
cares que estan a davant i a darrera, i l'eix que representa aquesta distància és el Z, per 
tant es veuran les 2 cares del prisma que estan perpendicularment a l'eix Z. Veure Figura  
7.3.4.
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Figura 7.3.3 Exemple d'un prisma
7.3.1.2. Node Subdiv
El node Subdiv realitza una subdivisió de l'element que rep en elements més petits. Té 
tres modes de funcionament: en X, Y i Z, que permet dividir seguint cada un dels eixos. 
Per veure el seu funcionament s'ha generat un quadrat d'exemple, i el node Subdiv el  
dividirà en 4 parts seguint l'eix Y, iguals. Veure Figura 7.3.5.
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Figura 7.3.4 Resultat d'utilitzar el node Comp
Funciona més o menys igual que el node Comp, l'usuari  tria quantes divisions vol  fer  
polsant la “X” o el “+” i el mode de divisió, que pot ser en X, Y o Z. Llavors cada divisió té  
un valor, aquest número és relatiu. Per exemple si es tinguessin 2 divisions, en una el 
valor 1 i l'altre un 2, voldria dir, que el quadrat es divideix en 2 parts, i una d'aquestes és el  
doble de gran que l'altre. Per fer parts iguals, només cal posar el mateix número en totes 
les divisions.
7.3.1.3. Node Repeat
El node Repeat realitza una repetició de divisions de l'element d'entrada en elements més 
petits. Igual que el Subdiv, el Repeat també té tres modes de funcionament: en X, Y i Z.  
A la Figura 7.3.6 podem veure com funciona el mode en Y.
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Figura 7.3.5 Exemple del funcionament del node subdiv
Com es pot veure a la Figura 7.3.6 s'estan repetint els rectangles seguint l'eix Y. Tot seguit  
es mostra la Figura 7.3.7 on es veu el funcionament combinat amb el mode X.
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Figura 7.3.6 Funcionament node 
repeat en mode Y
Figura 7.3.7 Exemple de 
funcionament del node repeat  
amb funcionament amb Y i X
7.3.1.4. Node Insert
El node Insert insereix una nova geometria a l'espai definit per l'element base que rep.  
Aquesta geometria nova l'anomenarem “asset”.
Un asset direm que és un model creat per l'artista o el modelador, i que l'ha encapsulat de 
tal  manera que podem treballar amb ell modificant alguns paràmetres que l'artista ens 
permet. 
En la Figura 7.3.8 es mostra un exemple d'un asset.
A la Figura 7.3.8 es poden observar els paràmetres dels que disposa el node insert: el 
més important és “l'asset file”, on s'ha d'introduir la ruta de l'asset que es vol inserir,  i  
llavors hi ha els paràmetres de translació, rotació i escalabilitat.
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7.3.8 Exemple d'un asset d'una porta
7.4. SitePlan
El  siteplan  és  la  llibreria  original  feta  per  Tom  Kelly  i  Peter  Wonka  que  utilitza  els  
processos d'extrusió per generar edificis, i també inclou funcions per generar finestres,  
portes, etc.
A continuació s'explicaran les classes del  codi  que es reutilitzaran per  fer  possible  el 
projecte.
7.4.1. Skeleton
És la classe principal que s'utilitzarà pel projecte. La classe Skeleton és la classe que té 
tota l'estructura de dades de la geometria resultant de l'edifici.
L'estructura de dades està definida per cares i vèrtexs, però la manera d'emmagatzemar 
aquesta  informació  és  mitjançant  estructures  recursives.  Més  endavant  s'explicaran 
aquestes estructures.
7.4.2. Plan
El Plan és l'objecte que té la informació necessària per a poder fer l'edifici, o sigui la planta 
i  els  perfils.  La  planta  es  crea mitjançant  objectes  Bar,  que representen  una  façana,  
formada per 2 punts. La planta es defineix per l'objecte Profile, però que aquest objecte  
també està format per objectes Bar, de manera que la planta i els perfils tenen bàsicament 
la mateixa estructura de dades.
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7.4.3. PlanSkeleton
El PlanSkeleton és un pas intermedi entre el Plan i el Skeleton. La manera més lògica per 
fer funcionar el codi seria la següent: Es crea l'objecte Plan amb la informació prèvia per a 
crear l'edifici i el Skeleton buit. Llavors és quan apareix el PlanSkeleton per enllaçar el 
Skeleton amb el Plan, i un cop enllaçat, l'objecte Skeleton ja pot crear l'edifici.
7.4.4. Estructures de dades
Com s'ha dit anteriorment, aquest codi fa servir estructures de dades recursives. Primer 
de tot es mostra un exemple d'aquesta estructura extreta utilitzant el codi font, ja que té 
una funcionalitat per extreure-la en format XML. Veure Figura 7.4.1.
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Figura 7.4.1 Exemple d'estructura de dades de SitePlan
  
  <points serialization="custom">
    <list>
      <utils.Loop>
        <start>
          <me class="straightskeleton.ui.Bar">
            <start>
              <x>10.0</x>
              <y>210.0</y>
            </start>
            <end>
              <x>10.0</x>
              <y>10.0</y>
            </end>
          </me>
          <next>
            <me class="straightskeleton.ui.Bar">
              <start reference="../../../me/end"/>
              <end>
                <x>210.0</x>
                <y>10.0</y>
              </end>
            </me>
            <next>
              <me class="straightskeleton.ui.Bar" reference="../../me"/>
              <next>
                <me class="straightskeleton.ui.Bar">
                  <start reference="../../../../me/end"/>
                  <end>
                    <x>210.0</x>
                    <y>210.0</y>
                  </end>
                </me>
                <next>
                  <me class="straightskeleton.ui.Bar">
                    <start reference="../../../me/end"/>
                    <end reference="../../../../../../me/start"/>
                  </me>
                  <next reference="../../../../.."/>
                  <prev reference="../.."/>
                </next>
                <prev reference="../.."/>
              </next>
              <prev reference="../.."/>
            </next>
            <prev reference="../.."/>
          </next>
          <prev reference="../next/next/next/next"/>
        </start>
      </utils.Loop>
    </list>
  </points>
La Figura 7.4.1 és una extracció de l'estructura de dades que fa servir el SitePlan, en la  
Figura  s'han  eliminat  detalls  innecessaris,  per  així  mostrar  únicament  la  informació 
important, que s'utilitza dins el projecte. A la Figura només es mostra l'estructura de la  
planta.
Primer  de  tot  cal  explicar  que  la  planta  que  s'està  mostrant  en  la  Figura  7.4.1  és 
quadrada, per tant s'haurien d'observar 4 vèrtexs.
Començant a llegir el codi xml, primer es defineix l'objecte Loop que es tracta d'una classe 
recursiva, dins d'aquesta hi ha tota la informació corresponent a la planta. Un cop definit el  
Loop, es defineix l'objecte Bar, per definir la primera façana, tal i com es veu comença 
amb l'etiqueta <start> al punt (10.0,210.0) i l'etiqueta <end> indica on acaba, en aquest 
cas en (10.0,10.0). A continuació es defineix un altre Bar per continuar formant la planta, 
però ara no indica on comença ja que s'aprofita amb l'estructura recursiva que el punt  
d'inici d'aquest Bar és l'últim de l'anterior, per tant només s'indica l'etiqueta <end> al punt 
(210.0, 10.0). D'aquesta manera aquest segon Bar que s'ha definit comença al punt (10.0,  
10.0) i acaba en (210.0, 10.0). 
Així successivament es pot anar recorrent l'estructura fins que arribi al punt des d'on s'ha 
començat definint la planta. En el cas dels perfils es defineixen igual, però el Bar final del 
perfil no acabarà en el punt d'origen del perfil.
A  continuació  es  mostra  el  diagrama  de  classes  del  mòdul  CampSkeleton,  (només 
mostrant les classes que interessen. Veure Figura 7.4.2.
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Figura 7.4.2 Diagrama de classes  
del mòdul de CampSkeleton
7.5. JPype
JPype és una eina per tal que programes fets en Python tinguin un accés total a classes o 
llibreries implementades en Java.
Per executar qualsevol codi en Java al nostre ordinador, necessitem tenir el Java instal·lat. 
Això vol dir instal·lar una màquina virtual que serà l'encarregada de l'execució dels codis 
Java.
Per tant el JPype el què fa és interconnectar el Python directament amb aquesta màquina 
virtual de Java, JVM (Java Virtual Machine). O sigui, dit d'una altra manera, el codi en  
Python engegarà la JVM i a partir d'aquest moment es tindrà accés al Java i al Python 
alhora.
Cal  remarcar  que  el  codi  és  en  Python,  o  sigui  el  fitxer  serà  en  l'extensió  .py,  i  es  
necessitarà tenir instal·lat el Python per executar aquest codi. Si es volgués fer al revés, o  
sigui programar amb Java i tenir accés al Python, l'eina JPype no serviria. Però existeixen 
altres llibreries que disposen d'aquesta altra funcionalitat.
D'altra banda, aquest accés al Java està lligat només a una carpeta on a dins hi hagin les 
classes o llibreries implementades que es necessitin. Aquesta carpeta es defineix dins el 
codi: al arrancar el JPype s'introdueix la ruta cap a aquesta carpeta. Només es podran 
executar mètodes de les classes que hi hagin dins aquesta carpeta.
A continuació veurem alguns exemples per entendre el funcionament:
Primer de tot s'ha de disposar d'una classe en Java, en aquest exemple s'ha programat la 
classe  Prova,  que  té  una  taula  d'enters  com  a  atribut,  un  únic  constructor  sense 
paràmetres, que instancia la taula que té d'atributs a 10 posicions. Veure Figura 7.5.1.
La classe té 3 mètodes:
• getTaula(). per retornar la taula d'atribut.
• emplenar(int x). Ficarà el valor x a totes les posicions de la taula d'atribut.
• mostrar() que escriu directament per pantalla les 10 posicions de la taula d'atribut.
És important mencionar que, per a utilitzar el JPype, cal que es defineixi un package de 
Java, ja que es necessitarà per a que trobi aquesta classe.
51
En l'exemple de la Figura 7.5.1 s'instanciarà un objecte de la classe Prova cridant el seu 
constructor per defecte. Tot seguit es cridarà el mètode emplenar per modificar la taula 
que té l'objecte com a atribut, i es mostrarà per pantalla. Per mostrar la taula per pantalla  
es podrà fer de 2 maneres, ja que es té accés al Python i al Java alhora, o sigui es pot  
donar la responsabilitat al Java o al Python perquè imprimeixin. En l'exemple s'imprimirà 
de les 2 maneres, primer es cridarà al mètode mostrar() de la classe ja implementada,  
Prova, donant la responsabilitat al Java, ja que aquest mètode el que fa és imprimir per 
pantalla directament. Llavors, per donar la responsabilitat al Python, el que es farà serà 
cridar  el  mètode getTaula(),  que en comptes d'imprimir,  el  que fa  és retornar  la  taula 
d'enters d'atribut. El resultat s'assignarà a una nova variable en Python, per llavors fer el 
print de Python d'aquesta variable. A la Figura 7.5.2 es mostra el codi Python.
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Figura 7.5.1 Classe Prova implementada en Java
package com;
public class Prova {
    private int taula[];
    public Prova() {
       taula=new int[10];
    }
    public int[] getTaula(){
    return taula;
    }
    
    public void emplenar(int x){
    for(int i=0; i<taula.length;i++){
    taula[i]=x;
    }
    }
    
    public void mostrar(){
    for(int i=0; i<taula.length;i++){
    System.out.print(taula[i]+"\n");
    }
    }
}
El primer que es fa en aquest codi d'exemple, és engegar la JVM amb la comanda:
jpype.startJVM(jpype.getDefaultJVMPath(),"Djava.class.path=C:/Marc/PFC/JPype/")
Per tant es necessiten com a mínim 2 paràmetres:
• el primer és la ruta on es troba el fitxer jvm.dll. Aquest fitxer és la llibreria de la JVM, 
per tant ha d'estar en la carpeta on està instal·lat el Java. Per facilitar-ho el JPype 
ja té la comanda getDefaultJVMPath(), que troba aquest fitxer, tal com s'ha usat en 
l'exemple.
• I  el segon paràmetre és la ruta on hi ha les classes Java que s'utilitzaran. Han 
d'estar ja compilades, o sigui els fitxers .class han d'estar creats. En l'exemple, dins 
la ruta C:/Marc/PFC/JPype/, hi haurà una carpeta “com”, el package de la classe 
Prova, i dins aquesta carpeta hi haurà el fitxer Prova.class.
Si fos necessari, es pot introduir un tercer paràmetre per introduir una nova ruta on hi  
hauria fitxers .jar.
Aleshores,  seguint  el  codi,  s'obté  primer  el  package utilitzant  la  comanda JPackage() 
introduint com a paràmetre el  package que es vol obtenir,  en aquest cas el 'com'. Tot 
seguit ja es pot obtenir la classe que es necessiti dins el package. En aquest cas només hi 
ha la classe Prova. Per tant, des de la variable pkg on se li ha assignat el package 'com',  
obtenim la classe Prova introduint pkg.Prova. O sigui, la classe Prova ara és atribut del 
package.
Un cop s'ha guardat la classe Prova dins d'una variable, en l'exemple “classProva”, ja es 
pot accedir de manera normal a aquesta classe en Java. En l'exemple es defineix una 
variable prova on se li assigna la crida al constructor o sigui classProva(). Tot seguit es 
crida el mètode emplenar com a paràmetre el número 5. Llavors el mètode mostrar() i  
finalment el mètode getTaula() s'assigna a una variable nova “taula” per fer llavors el print  
de Python d'aquesta variable.
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Figura 7.5.2 Exemple d'un codi Python utilitzant el JPype
import jpype
import os.path
jpype.startJVM(jpype.getDefaultJVMPath(),
"Djava.class.path=C:/Marc/PFC/JPype/") #Obrir maquina virtual de Java
pkg = jpype.JPackage('com')  #Obtenir el package
classProva = pkg.Prova #Obtenir la classe
prova = classProva()  #crear objecte
prova.emplenar(5) #Emplenem la taula amb 5s
prova.mostrar() #Mostrar per pantalla la taula
taula=prova.getTaula() #Assignem la taula a la variable taula
print taula #Mostrem la variable
jpype.shutdownJVM() #Tancar maquina virtual de Java
Per últim, a la Figura 7.5.3 veiem la sortida que ha donat el programa.
Tal i com es pot veure, primer s'executa el mètode que mostra per pantalla la taula amb 
Java: són els 10 primers cincs amb salt de línia. Llavors es mostra la variable taula amb 
Python que s'havia assignat a la taula utilitzant el print propi de Python, que són els 10 
cincs següents.
7.6. Subprocess
La llibreria Subprocess serveix per poder executar programes externs des de Python. Un 
exemple per entendre la seva utilitat seria el següent: tindria un codi Python executant-se i 
dins aquest codi es cridaria a un altre codi, que podria ser en qualsevol llenguatge mentre 
estigui tot instal·lat correctament per fer-lo funcionar al mateix ordinador, realment el que 
fa aquesta llibreria es com si fes una crida a la consola del sistema operatiu, (cmd en 
windows). Per fer-ho s'executa la següent comanda:
subprocess.Popen('comanda')
dins la cadena de caràcters 'comanda' s'introdueix el que es vol fer, tot seguit es mostra 
un exemple per comprendre el seu funcionament. Veure Figura 7.6.1.
Seguint  l'exemple  de la  Figura  7.6.1 veiem que és  un codi  en  Python.  Primer  de  tot 
s'importa la llibreria subprocess, aleshores s'han indicat els “(...)” per indicar que aquest 
codi pot tenir qualsevol funcionalitat, i llavors mitjançant la crida específica s'indica que es 
vol executar el següent: 
'Python C:/Marc/PFC/JPype/serverPRC.py'
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Figura 7.5.3 Resultat d'executar el codi Python anterior
Això el sistema ho interpreta com que es vol executar un codi en Python, que està ubicat 
a la ruta indicada.
7.7. Xmlrpclib
Aquesta  llibreria  serveix  per  realitzar  una  connexió  client-servidor,  va  lligada  amb  la 
llibreria SimpleXMLRPCServer ja que aquesta última funciona com a servidor i  la que 
s'està explicant com a client. Aquestes 2 llibreries treballen amb llenguatge Python.
Doncs la funcionalitat com a client és relativament senzilla, hi ha 2 passos: connectar-se i 
executar funcions.
• Connexió:  Per  realitzar  la  connexió  amb  el  servidor  s'ha  d'utilitzar  la  següent 
comanda: 
variable = xmlrpclib.ServerProxy("URL:port/")
A l'executar aquesta comanda es requereix que el servidor estigui en execució de 
manera que estigui escoltant el port per una possible petició d'un client. 
La variable recull tota la informació necessària de la connexió que s'estableix, i dins 
els paràmetres de la comanda cal introduir-hi la URL on es connecta i el port.
• Execució: Un cop s'ha establert la connexió és moment de fer funcionar el servidor, 
per fer-ho es necessita realitzar la següent comanda:
resultat = variable.nomFunció(paràmetres)
on variable significa el nom de la variable que s'ha definit al establir la connexió, i  
nomFunció és el nom de la funció que s'ha definit en el servidor.
Veiem un exemple a la Figura 7.7.1 per comprendre el seu funcionament.
Seguint l'exemple mostrat en la Figura 7.7.1 veiem que primer es connecta al  mateix 
ordinador i al port 8888, per tant s'hauria d'haver executat primer el servidor i que estigués 
escoltant al port 8888 perquè funcionés el codi. L'objecte que té la informació d'aquesta 
connexió és guardada dins la variable proxy.
Tot seguit ja es poden utilitzar les funcions que tingui definides el servidor. En aquest cas  
s'ha  cridat  a  les  funcions  calcularAreaTriangle  i  calcularAreaQuadrat  passant-li  els 
paràmetres adequats. Per tant, tota la feina de càlcul la farà el servidor i un cop obtingui el  
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Figura 7.7.1 Exemple funcionament del xmlrpclib
 import xmlrpclib
 proxy = xmlrpclib.ServerProxy(“http://localhost:8888/”)
 areaTriangle = proxy.calcularAreaTriangle(baseTriangle, alturaTriangle)
 areaQuadrat = proxy.calcularAreaQuadrat(costatQuadrat)
resultat  l'enviarà  de  retorn  cap  a  les  variables  que  s'han  assignat  areaTriangle  i  
areaQuadrat.
7.8. SimpleXMLRPCServer
Tal i com s'ha explicat en el capítol anterior, la llibreria SimpleXMLRPCServer es tracta de 
la implementació d'un servidor.
Per  realitzar  aquesta  implementació  calen  3  passos:  crear  el  servidor,  registrar  les 
funcions i escoltar peticion.
• Crear servidor: Per crear el servidor només cal executar la següent comanda:
variable = SimpleXMLRPCServer("nom", port)
La  variable  recullirà  la  informació  del  servidor,  i  dins  els  paràmetres  d'aquesta 
comanda cal introduir-hi un nom i el port on escoltarà.
• Registrar funcions: Un cop s'ha creat el servidor cal registrar les funcions que es 
vulgui de les que estan definides dins el codi, de manera que les que es registrin  
seran les que el client pugui utilitzar. Si no es registren no es podran utilitzar pel  
client. Doncs per registrar una funció es fa de la següent manera:
variable.register_function(nomFunció, "nomFuncióPerCridar")
Primer de tot es necessita la variable on es té recollida la informació del servidor 
(“variable” en l'exemple). Llavors com a paràmetres s'han d'introduir el nom de la 
funció com està definida i una cadena de caràcters per definir amb quin nom ha de 
cridar la funció el client (normalment es ficarà exactament el mateix nom).
• Per últim falta dir al servidor que ja pot començar a escoltar peticions de clients. 
Per fer-ho només cal indicar-li de la següent manera:
variable.serve_forever()
La variable de l'exemple té la informació del servidor quan s'ha creat. Com diu el 
nom “serve forever” fa que el servidor es quedi escoltant peticions “per sempre”.
A continuació veiem un exemple per comprendre el seu funcionament. Veure Figura 7.8.1.
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Seguint l'exemple de la Figura 7.8.1, primer de tot es defineixen les funcions, tot seguit es 
crea el servidor escoltant al port 8888 i guardant la informació a la variable server. Un cop 
creat el  servidor es registren les 2 funcions que s'havien definit  calcularAreaTriangle i  
calcularAreaQuadrat de manera que el client les hagi de cridar amb el mateix nom. Per 
últim se li indica el servidor que escolti peticions de clients.
7.9. Eclipse
Eclipse  és  un  entorn  integrat  de  desenvolupament  de  codi  obert  programada 
principalment en Java (per tant,  multi-plataforma), per a desenvolupar projectes en varis 
llenguatges, sempre i quan s'instal·lin els connectors corresponents per a cada llenguatge 
de programació. L'eclipse serà útil alhora de realitzar implementacions amb Java.
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Figura 7.8.1 Exemple de funcionament del SimpleXMLRPCServer
 from SimpleXMLRPCServer import SimpleXMLRPCServer
 def calcularAreaTriangle(base, altura):
Return (base*altura)/2
 def calcularAreaQuadrat(costat):
Return costat*costat
 server = SimpleXMLRPCServer(“localhost”,8888)
 server.register_function(calcularAreaTriangle, “calcularAreaTriangle”)
 server.register_function(calcularAreaQuadrat, “calcularAreaQuadrat”)
 server.serve_forever()
7.10. Notepad++
El  Notepad++  és  un  editor  de  codi  font  lliure  que  suporta  diversos  llenguatges  de 
programació i funciona sota l'entorn MS Windows.
Aquest  projecte,  basat  en el  component  d'edició  Scintilla  (un component  d'edició  molt 
potent),  està  escrit  en  C++  amb  pur  api  win32  i  STL  (això  assegura  una  velocitat 
d'execució  ràpida  i  una  mida  del  programa  més  petita).  Està  sota  llicència  GPL.  El 
notepad++ serà útil per escriure codi Python.
7.11. Sistema operatiu
El sistema operatiu amb el qual s'ha desenvolupat aquest projecte ha estat el Microsoft  
Windows XP.
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7.12. Gantt project
Gantt  Project és una aplicació de programari  lliure que permet realitzar diagrames de 
Gantt.  El  diagrama de Gantt  és  una  de les  tècniques usades  tant  per  l'administració 
pública com per l'empresa privada com a eina de gestió de la qualitat. Concretament, és 
una  eina  de  planificació  del  treball,  ja  que  presenta  totes  les  activitats  que  s'han  de 
realitzar i quan s'han de realitzar, i permet tenir una idea de com avança el projecte i si és 
necessari re-programar les actuacions planificades per tal d'adequar el projecte al  nou 
entorn o necessitats. S'ha adaptat al treball per projectes en educació, repartint les feines 
del grup.
7.13. Dia
Dia  és  una  aplicació  gràfica  de  propòsit  general  per  a  la  creació  de  diagrames,  
desenvolupada com a part del projecte GNOME. Està construïda de forma modular, amb 
diferents paquets de formes per a diferents necessitats.
Dia està dissenyat com un substitut de l'aplicació comercial “Visio” de  Microsoft. Es pot 
utilitzar per dibuixar diferents tipus de diagrames. Actualment s'inclouen diagrames entitat 
relació, diagrames UML,  diagrames de flux, diagrames de xarxes, diagrames de circuits 
elèctrics,  etc.  Noves  formes  poden  ser  fàcilment  afegides,  dibuixant-les  amb  un 
subconjunt d'SVG i incloent-les en un fitxer XML.
Dia s'ha utilitzat per crear qualsevol tipus de diagrama que sigui necessari per inserir dins 
la documentació del projecte que ajudi a entendre els conceptes.
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7.14. Gimp
GIMP és un programa de GNU per al  tractament d'imatges (GNU Image Manipulation 
Program), creat per voluntaris i distribuït sota la llicència GPL. GIMP serveix per processar 
gràfics i fotografies digitals. Els usos típics inclouen la creació de gràfics i logotips, el canvi 
de mida i retallat de fotografies, el canvi de colors, la combinació d'imatges usant capes, 
l'eliminació d'elements no desitjats de les imatges i la conversió entre diferents formats 
d'imatges. També es pot utilitzar el GIMP per crear imatges animades senzilles.
GIMP és conegut també per ser potser la primera gran aplicació lliure per a usuaris finals.  
Treballs  anteriors,  com  Gcc,  el  nucli  de  Linux,  etc.  eren  principalment  eines  de 
programadors per a programadors.
El  Gimp  s'ha  utilitzat  per  manipular  les  figures  que  han  estat  inserides  dins  la  
documentació del projecte.
7.15. OpenOffice
OpenOffice és un projecte comunitari per crear un paquet ofimàtic basat en codi obert,  
amb  llicència  LGPL  (llicència  semblant  a  la  GPL  però  que  permet  que  programes 
propietaris usin les llibreries i aplicacions sota aquesta llicència), procedent d'una versió 
antiga de StarOffice de Sun Microsystems.
Pot llegir i escriure directament els fitxers creats amb els programes de Microsoft Office 
(Word, Excel  i  PowerPoint),  tot  i  que, a diferència d'aquests,  fa servir  per defecte els  
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formats ODF.
A més està disponible per vàries plataformes, tals com Microsoft Windows, GNU/Linux, 
BSD, Solaris  i  Mac OS X.  L'OpenOffice s'ha utilitzat  per  crear  el  fitxer  de text  i  anar 
modificant-lo per a la realització de la documentació del treball.
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8. Anàlisi i disseny del sistema
En aquest capítol s’estudiaran i es definiran els requeriments del sistema. Per a aquest 
objectiu,  es farà servir  el  UML (Unified Modeling Language),  que és un llenguatge de 
modelatge estàndard per al camp de l’enginyeria del programari.
Abans de començar, cal dir que es va plantejar el sistema des del punt de vista de l’usuari, 
que per a ell fos el més senzill possible. Per tant, el primer que es va fer és dissenyar una 
interfície gràfica per escollir els valors dels paràmetres desitjats.
8.1. Disseny general
En aquest apartat s’expliquen les eines que es faran servir per poder desenvolupar les 
diferents parts del disseny d’aquest programa i es mostraran els casos que poden tenir. 
Per poder-ho fer millor, el primer que s’utilitzarà és un diagrama de cas d’us.
8.1.1. Diagrama de cas d'ús general
En enginyeria del programari, un cas d'ús és una tècnica per a la captura de requisits 
potencials d'un nou sistema o una actualització de programari. Cada cas d'ús proporciona 
un o més escenaris que indiquen com hauria d’interactuar el sistema amb l'usuari o amb 
un altre sistema per aconseguir un objectiu específic. Normalment, en els casos d'usos 
s'evita l'ús d’argots tècnics, preferint en el seu lloc un llenguatge més proper a l'usuari 
final.  En  altres  paraules,  un  cas  d'ús  és  una  seqüència  d'interaccions  que  es 
desenvoluparan entre un sistema i els seus actors en resposta a un esdeveniment que 
inicia un actor principal sobre el sistema. 
Els diagrames de casos d'ús serveixen per  especificar la comunicació i el comportament 
d'un  sistema  mitjançant  la  interacció  amb  els  usuaris  i/o  altres  sistemes.  S'utilitzen 
sobretot  per  il·lustrar  els  requeriments  del  sistema  en  mostrar  com  reacciona  a 
esdeveniments que es produeixen en el seu àmbit o en ell mateix.
A la Figura 8.1 es mostra el diagrama de cas d’us de context general del projecte. L'usuari 
té 3 accions a fer: crear planta, crear perfil i generar l'edifici.
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Fitxa Crear planta.
Funcionalitat Crear la geometria de la planta de l'edifici.
Actor Usuari.
Pre-condició Cap.
Flux principal      1. L'usuari crea el node curve del Houdini.
     2. Dibuixa la forma de la planta.
Subfluxos
(extensions)
Cap.
Flux alternatiu Cap.
Post-condició Es crea la geometria de la planta de l'edifici, (únicament en el pla XZ)
Fitxa Crear pefil.
Funcionalitat Crear la geometria d'un perfil de l'edifici.
Actor Usuari.
Pre-condició Cap.
Flux principal      1. L'usuari crea el node curve del Houdini.
     2. Dibuixa la forma del perfil.
Subfluxos
(extensions)
Cap.
Flux alternatiu Cap.
Post-condició Es crea la geometria d'un perfil de l'edifici, (únicament en el pla XY)
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Figura 8.1 Diagrama de cas d'ús general
Fitxa Crear edifici.
Funcionalitat A partir d'aquest cas d'ús es crearà un edifici a partir dels paràmetres 
(planta i perfils) introduïts per l'usuari.
Actor Usuari.
Pre-condició Han d'estar definides com a mínim una planta i un perfil.
Flux principal      1. L'usuari entra els paràmetres.
          1.1. Passa una geometria de la planta.
          1.2. Passa una o més geometries de perfils.
     2. Crea l'edifici.
subfluxos 
(extensions)
Cap.
Flux alternatiu Cap.
Post-condició S'ha creat un edifici a partir dels paràmetres (planta i perfils) donats com 
a entrada.
8.2. Diagrama d'activitat
El diagrama d'activitats representa els fluxos de treball pas a pas de negoci i operacionals 
dels  components  en  un  sistema.  Un  Diagrama  d'Activitats  mostra  el  flux  de  control 
general.
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El  flux  d'aquest  projecte  comença  un  cop  l'usuari  ha  iniciat  el  programa.  En  aquest 
moment, l'usuari pot generar una planta o un perfil en l'ordre desitjat. Un cop tingui els 
paràmetres creats, podrà executar el procés de crear un edifici.
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Figura 8.2 Diagrama d'activitats del sistema
Quan s'executa aquest procés, el sistema primer ha de recollir les geometries d'aquests 
paràmetres  introduïts  per  l'usuari,  per  llavors  calcular  la  geometria  que tindrà  l'edifici,  
utilitzant el  mètode d'extrusions, basades en el straight skeleton. Un cop creat l'edifici,  
l'usuari ja el podrà visualitzar en la interfície d'usuari, i llavors l'usuari pot decidir si anar 
enrere i modificar els paràmetres per canviar la forma de l'edifici, o pot seguir endavant i  
utilitzar les eines de les que disposa el buildingEngine.
Després d'inserir  algun accessori  per  l'edifici  amb buildingEngine,  l'usuari  pot  tornar a 
decidir si vol anar enrere fins a tornar a modificar els paràmetres inicials, planta i perfils,  
per editar la forma de l'edifici, o editar els paràmetres del buildingEngine.
8.3. Diagrama de classes
Un diagrama de classes és un tipus de diagrama estàtic que descriu l’estructura d’un 
sistema  mostrant  les  seves  classes,  atributs  i  relacions  entre  ells.  Els  diagrames  de 
classes són utilitzats  durant  el  procés d’anàlisi  i  disseny dels sistemes,  on es crea el 
disseny  conceptual  de  la  informació  que  tindrà  el  sistema,  i  els  components  que 
s’encarreguen del funcionament i de la relació entre un i l’altre.
Tot seguit es presentaran totes les classes que s'utilitzen dins d'aquest projecte. Aquestes 
classes les podem separar en 2 grups, les que s'utilitzen que ja són existents i les que 
s'han creat per completar el projecte:
Les classes existents:
• Houdini
• Llibreria buildingEngine
• Llibreria JPype
• Llibreria CampSkeleton
• Llibreria subprocess
• Llibreria xmlrpclib
• Llibreria SimpleXMLRPCServer
I les classes creades:
• Procedural Extrusions
• JPypeServer
• serverPRC
• Wrapper
A la Figura 8.3 es presenta el diagrama de classes per veure com es relacionen entre  
elles, les classes de color vermell seran les ja existents, i  de color verd les que s'han 
creat:
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Primer  de  tot  s'explicarà  per  sobre  el  disseny general  de  les  classes que hi  ha  dins 
d'aquest projecte, per llavors poder aprofundir dins de cada classe. El projecte es pot 
dividir en 3 parts diferenciades:
• Primer de tot, hi ha la implementació en Python per tal que quedi integrada amb el 
Houdini.  Aquesta  implementació  s'encarregarà  de  recollir  les  geometries  de  la 
planta i perfils que hagi introduït l'usuari per tal d'enviar-les com a paràmetres al 
codi original, CampSkeleton. Aquest codi té implementada la tècnica de Straight 
Skeleton,  perquè  pugui  calcular  la  geometria  de  l'edifici  adequant-se  als 
paràmetres que vol l'usuari.
L'altra tasca que ha de fer és recollir la geometria de l'edifici resultant, que vindrà 
donada pel codi original, com s'ha dit abans.
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Figura 8.3 Diagrama de classes del sistema
• Una altra part del projecte és el codi CampSkeleton que té implementada la tècnica 
de Straight Skeleton, en Java. Per tant aquest codi el que farà serà rebre com a 
paràmetres la planta i perfils introduïts per l'usuari, i retornar la geometria de l'edifici  
complet.
• Com que el codi CampSkeleton no s'ha modificat i està en Java, es necessita una 
nova classe que funcioni per enllaçar les 2 parts anteriors, Python amb Java. El 
primer que farà serà rebre els paràmetres de planta i perfils des del Python. Per  
tant  s'hauran  de  convertir  en  Java,  i  a  més,  l'estructura  de  dades  d'aquestes 
geometries també s'hauran de modificar, de manera que siguin compatibles amb el 
codi original.
Un cop aconseguit tot això, aquesta classe farà crides al mòdul CampSkeleton per 
tal que només s'utilitzi la part que interessa pel projecte.1
Tot seguit recollirà la geometria de l'edifici resultant, per convertir  l'estructura de 
dades compatible amb la del Houdini.
A la Figura 8.4 es mostra un esquema del que s'acaba d'explicar.
1 Recordar que aquest codi complet és el SitePlan que té 2 parts, una part és la tècnica de 
Straight Skeleton i l'altre són accessoris per adornar l'edifici.  També disposa d'una interfície 
d'usuari.  Per  tant  només fa  falta  la  implementació  de l'Straight  Skeleton,  o  sigui  la  classe 
CampSkeleton.
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Figura 8.4 Esquema del disseny general del sistema
A continuació s'explicarà en detall la funcionalitat que té cada classe i com interactuen 
entre elles.
8.4. ProceduralExtrusions
Aquesta és la classe principal. El flux del sistema s'origina en aquesta classe i fa que 
s'enllaci  amb les  altres,  i  els  resultats  acaben retornant  també a  aquest  lloc.  El  codi 
d'aquesta classe té les responsabilitats següents:
• Crear objecte JPypeServer i engegar-lo.
• Recollir les geometries de Houdini, planta i perfils.
• Convertir les geometries en llistes de vèrtexs.
• Deixar la responsabilitat de crear l'edifici a la classe JPypeServer i per tant recollir  
la geometria de l'edifici resultant (ja compatible amb Houdini)
• Dibuixar l'edifici.
• Tancar el servidor.
A continuació es mostra el diagrama UML de la classe ProceduralExtrusions.
ProceduralExtrusions
getPlanta(self)
getPerfils(self)
convertPlanta(self,geometriaPlanta)
convertPerfils(self, geometriaPerfils)
convertBuilding(self,estructures,geometria)
main(self)
• getPlanta i getPerfil: Aquests mètodes s'encarreguen de recollir la geometria de 
Houdini, la planta i els perfils que han estat introduïts com a paràmetres.
• convertPlanta i convertPerfils: Tenen com a paràmetre d'entrada la geometria de 
Houdini de la planta o els perfils. El seu objectiu és convertir aquestes geometries 
en llistes de vèrtexs per poder ser utilitzades més tard.
La planta i el perfil tindran la mateixa estructura de dades: una llista de vectors. En 
el cas de la planta serà bidimensional ja que només importarà el pla XZ, i si hi  
hagués component Y en algun vector, es suprimiria deixant-lo a 0. En canvi en els 
perfils encara que no importi la component Z perquè el perfil està en el pla XY, sí  
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que importa la situació de on es troba el perfil, per poder associar els costats de 
l'edifici  als  perfils.  Per  tant  l'estructura  de  dades  dels  perfils  serà  una llista  de 
vectors tridimensionals. Cal recordar que la component Z ha de ser igual en tots els 
vèrtexs del perfil. En cas que sigui diferent, el programa es quedaria amb la forma 
del perfil formada en el pla XY, i la situació del perfil la recolliria en el primer vèrtexs 
que defineix el perfil.
Exemple d'una planta quadrada:
X Z
5.0 5.0
5.0 -5.0 
-5.0 -5.0 
-5.0 5.0
I un de perfil:
X Y Z
0.0 0.0 0.0
0.0 2.0 0.0
4.0 5.0 0.0
Cal dir que la planta només pot ser una llista de vectors bidimensionals, però en el cas 
dels perfils, com que l'usuari en pot definir més d'un, l'estructura es convertiria en una 
llista de llistes. Per exemple:
Núm perfil X Y Z
0 0.0 0.0 3.0
0.0 2.0 3.0
4.0 5.0 3.0
1 0.0 0.0 7.0
0.0 4.0 7.0
3.0 7.0 7.0
• convertBuilding:  És  el  mètode  encarregat  de  dibuixar  l'edifici,  té  com  a 
paràmetres d'entrada elcontenidor de Houdini,  (on s'ha de dibuixar) i  la variable 
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estructures formada per  2  llistes,  una dels  vèrtexs  i  l'altre  de les  cares  que té 
l'edifici, de manera que ja es pot dibuixar l'edifici. A la Figura 8.4.1 es mostra el 
pseudocodi.
• main: És el mètode principal, s'encarrega de coordinar-ho tot.
Abans de fer res, s'ha d'encarregar de crear i engegar el servidor perquè més tard  
estigui disponible. Per fer-ho, com s'ha dit anteriorment, només cal crear l'objecte 
de la classe JPypeServer i cridar a la funció d'aquesta classe “engegarServer()”.
Tot seguit, s'ha de recollir la geometria de Houdini. Per fer-ho es criden els mètodes 
getPlanta i getPerfils.
Llavors  es  necessita  convertir  aquestes  geometries  en  estructures  de  dades 
adequades per utilitzar-les posteriorment, de manera que es criden els mètodes 
convertPlanta i convertPerfil per a que retornin una llista de vèrtexs que representa 
la planta, i una altra que representi el perfil (llista de llista de vèrtexs en el cas que 
hi hagi més d'un perfil).
Un cop emplenades aquestes variables es deixa la responsabilitat de crear l'edifici  
a la classe JPypeServer cridant a la funció “callServer”, passant-li els paràmetres 
planta i  perfils que s'acaben de crear.  Aquesta funció retornarà la geometria de 
l'edifici  resultant,  ja  amb  l'estructura  de  dades  adequada  per  Houdini.  Aquesta 
estructura de dades és la següent:
• Una  llista  de  vectors  tridimensionals  representant  els  vèrtexs  de  l'edifici  en 
l'espai 3D.
• Una llista on cada posició representarà quins vèrtexs estan formant cada cara 
de l'edifici, per tant cada posició serà variable depenent de si s'han format cares 
triangulars, quadrades, etc.
Un cop es disposi d'aquestes llistes, ja serà molt senzill dibuixar-ho utilitzant les 
funcions específiques del  Houdini.  Per  fer-ho  es  crida  la  funció  convertBuilding 
passant com a paràmetres una variable que tingui encapsulada a dins les 2 llistes 
que s'han obtingut anteriorment (vèrtexs i cares)
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Figura 8.4.1 Pseudocodi del mètode convertBuilding
   convertBuilding(estructures, geo):
Vertexs = estructures[0]
Cares = estructures[1]
Per c en Cares Fer
Poligon = crearPoligon()
Per cada vertex en c Fer
V = crearVertex(vertex)
Poligon.afegirVertex(v)
   
Fi Per
Fi Per
A continuació es mostra el pseudocodi de la funció main ja que és la encarregada 
de fer-ho tot.
8.5. JPypeServer
La funcionalitat d'aquesta classe és molt senzilla, s'ha d'encarregar d'engegar el servidor,  
per més tard fer una crida a aquest. Així doncs el diagrama UML d'aquesta classe és el 
següent:
JPypeServer
engegarServer(self)
callServer(self,planta,perfils)
tancarServer(self,s)
Com  s'ha  vist  en  l'explicació  de  la  classe  anterior  ProceduralExtrusions,  la  classe 
JPypeServer  l'únic  que  fa  es  executar  les  seves  funcions  quan  la  classe 
ProceduralExtrusions ho demana. Així doncs l'ordre en què es criden aquestes funcions 
és  el  mateix,  tal  i  com està  ordenada  al  diagrama  UML de  la  classe.  A continuació 
s'explica què fa cada funció:
• engegarServer: Utilitza la llibreria subprocess, tal i com s'ha explicat en el tema 
7.6, per poder engegar el servidor. Aquest servidor es tracta d'un codi en Python 
independent,  que  s'explicarà  més  endavant.  Veure  secció  8.6.  Gràcies  al 
subprocess, es pot executar de manera externa, fent que el servidor quedi executat  
de forma independent.
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Figura 8.4.2 Pseudocodi de la funció main de ProceduralExtrusions
   Main():
j = Crear JpypeServer()
s = j.engegarServer()
geometria = Houdini.ObtenirGeometria()
planta = convertPlanta(getPlanta())
perfils = convertPerfils(getPerfils())
estructures = j.callServer(planta,perfils)
convertBuilding(estructures, geometria)
j.tancarServer(s) 
• callServer: Utilitza la llibreria xmlrpclib, tal i com s'ha explicat en el tema 7.7, per  
poder fer de client del servidor que s'ha executat anteriorment. L'objectiu d'aquest 
mètode és executar una funció del servidor passant-li com a paràmetres la planta i  
els perfils, ja que se li dóna la responsabilitat de crear l'edifici en aquest servidor.  
Per  tant,  un  cop  executada  aquesta  funció,  ja  es  rep  l'estructura  de  dades 
adequada  de  l'edifici  resultant.  El  pseudocodi  d'aquest  mètode  es  mostra  a  la 
Figura 8.5.1.
• tancarServer: el paràmetre s té la informació del servidor. Per tant l'únic que s'ha 
de fer és tancar el servidor.
8.6. ServerPRC
Primer de  tot,  aclarir  que aquesta  classe s'ha hagut  d'implementar  perquè el  Houdini 
donava  problemes  si  s'utilitzava  la  llibreria  JPype  directament  a  la  classe 
ProceduralExtrusions.  Això  possiblement  és  degut  a  que,  com  que  aquesta  classe 
s'executa  directament  al  Houdini,  s'utilitza  un  Python  lleugerament  diferent  al  que 
s'instal·la al sistema operatiu.
Per tant, vist que el JPype funcionava correctament amb el Python instal·lat al sistema 
operatiu, es va decidir crear una nova classe en Python, fora del Houdini.
Dit això, seguint el que s'ha explicat en la classe JPypeServer, primer de tot cal explicar 
que,  per  a  què  aquesta  classe  treballi  com  a  servidor,  s'ha  utilitzat  la  llibreria 
SimpleXMLRPCServer, tal i com s'ha explicat en el tema 7.8.
Recordant el que s'ha vist a la secció anterior, 8.5, el JPypeServer a cridat a la funció  
main de la classe ServerPRC amb 2 paràmetres, planta i perfils, de manera que se li 
havia deixat la responsabilitat de crear l'edifici a la classe ServerPRC.
Llavors, la funcionalitat d'aquesta classe és utilitzar el JPype per interactuar amb la classe 
Wrapper, que està implementada amb Java.
El diagrama UML d'aquesta classe és molt simple, ja que només es necessita el mètode 
main.
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Figura 8.5.1 Pseudocodi del mètode callServer
   callServer(self,planta,perfils):
Import xmlrpclib
Proxy = xmlrpclib.ServerProxy(“localhost:8888”)
Estructures = proxy.main(planta,perfils)
Return estructures
ServerPRC
main(planta,perfils)
El mètode principal d'aquesta classe, main, es mostra a continuació. Veure figura 8.6.1. 
Observant el pseudocodi de la figura 8.6.1, primer de tot s'engega el JPype tal i com s'ha 
explicat en el tema 7.5. Un cop engegat, ja podem executar funcions implementades en 
Java. Primer creem l'objecte Wrapper utilitzant el constructor per paràmetres, i es passa la 
planta i perfils. Aquest constructor té la responsabilitat de crear l'edifici.
Per tant, un cop creat l'objecte Wrapper, ja es té l'edifici resultant calculat, però l'estructura 
de dades d'aquest edifici és la de CampSkeleton, i no és compatible amb Houdini. Per 
tant es necessita fer una conversió. Per fer-ho s'utilitza la funció emplenarEstructura de la 
classe Wrapper,  que emplenarà les variables que interessen: les 2 llistes de vèrtexs i 
cares.
Dit això, només fa falta cridar als mètodes getVertexs()  i  getCares() per poder recollir  
aquestes estructures.
Per  acabar  només fa  falta  encapsular  les 2 llistes en una variable,  tancar  el  JPype i  
retornar la variable que encapsula les llistes.
8.7. Wrapper
El Wrapper és una classe que ajuda a utilitzar la llibreria CampSkeleton, per tal d'executar 
els mètodes necessaris. Concretant el què s'ha explicat anteriorment, la classe Wrapper 
té la responsabilitat de les següents tasques:
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Figura 8.6.1 Pseudocodi de la funció main de ServerPRC
   main(planta,perfils):
engegarJpype()
wrapper = Crear Wrapper(planta,perfils)
wrapper.emplenarEstructura()
vertexs = wrapper.getVertexs()
cares = wrapper.getCares()
estructures = [vèrtexs,cares]
tancarJpype()
return estructures
• Convertir l'estructura de dades de Houdini a CampSkeleton.
• Crear edifici.
• Convertir l'estructura de dades de CampSkeleton a Houdini.
• Retornar l'estructura de dades.
A continuació es mostra el diagrama UML de la classe Wrapper.
Wrapper
vertexs: Taula de floats
cares: Taula d'enters
s: Skeleton   (És l'esquelet de l'edifici)
Wrapper(planta,perfils) (constructor)
createPlan(Plan,planta,perfils)
makeProfiles(perfils)
getClosestProfile(Point2d p1, Point2d p2,perfils,allProfiles){
emplenarEstructura()
getVertexs()
getCares()
trobarVertex(taula)
existeix(taula)
Encara que anteriorment s'hagi dividit tota la feina que fa el Wrapper en 4 tasques, en 
general es pot dividir únicament en 2 parts, crear l'edifici i conversió variables. Per a crear 
l'edifici s'utilitzen les funcions: constructor, createPlan, makeProfiles, i getClosestProfile.  
Les altres serveixen per fer la reconversió de l'estructura de dades en l'adequada pel  
Houdini, i per retornar aquestes variables.
Dit això, primer s'explicaran els mètodes encarregats de crear l'edifici i llavors els de la 
reconversió.
• makeProfiles: Aquest mètode serveix per convertir tots els perfils canviant la seva 
estructura de dades per l'adequada de CampSkeleton, de manera que rep com a 
paràmetres els perfils sense convertir, i els retorna convertits.
• getClosestProfile: La funcionalitat d'aquest mètode és trobar quin perfil està més 
a prop d'una determinada façana de l'edifici, de manera que, com a paràmetres 
d'entrada s'han d'introduir els 2 punts que formen la façana, la llista de perfils sense 
convertir, i convertits.
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• createPlan:  L'objectiu  d'aquest  mètode  és  encapsular  tota  la  informació  prèvia 
necessària  dins l'objecte Plan per  a  crear  l'edifici  a  posteriori.  A continuació es 
mostra el pseudocodi, veure Figura 8.7.1.
Seguint el  pseudocodi  de la Figura 8.7.1, veiem que primer es crida al  mètode 
makeProfiles per convertir tots els perfils canviant la seva estructura de dades per 
l'adequada de CampSkeleton, i es guarda a la variable allProfiles.
Llavors s'entra en un bucle que s'encarregarà d'anar creant  tots  els costats de 
l'edifici utilitzant l'objecte Bar del mòdul de CampSkeleton, per llavors associar en 
aquest  “bar”  el  perfil  que  estigui  més  aprop.  Per  fer-ho  s'utilitza  el  mètode 
getClosestProfile passant,  els 2 punts en 2D que formen el costat,  la llista que 
conté tots profiles ja convertits, i els perfils que s'havien passat des de Houdini.
Un cop s'associa un perfil  a  un costat,  ja es pot  guardar dins la  variable plan.  
D'aquesta manera després d'haver fet tot el recorregut, l'objecte plan ja tindrà tota 
la informació guardada.
• Wrapper:  El  constructor  del  Wrapper  s'encarrega  de  coordinar-ho  tot,  després 
d'haver-lo executat ja es tindrà l'edifici creat. A continuació es mostra el pseudocodi 
del constructor. Veure Figura 8.7.2.
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Figura 8.7.2 Pseudocodi del constructor del Wrapper
   Wrapper(planta,perfils):
Plan plan = Crear Plan()
createPlan(plan,planta,perfils)
S = Crear PlanSkeleton(plan)
s.Skeleton()
Figura 8.7.1 Pseudocodi del mètode createPlan
   createPlan(plan, planta, perfils):
allProfiles = makeProfiles(perfils)
Per cada vertex de planta Fer:
p1 = Crear Punt2D (vertex[0], vertex[1])
p2 = Crear Punt2D (vertex + 1[0], vertex + 1 [1])
b = Crear Bar(p1,p2)
profile = getClosestProfile(p1,p2,perfils,allprofiles)
plan.profiles.put(b,profile)
Seguint el pseudocodi de la Figura 8.7.2, primer de tot es crea l'objecte Plan del 
mòdul de CampSkeleton, utilitzant el seu constructor per defecte. Llavors es crida 
al mètode createPlan, per unir tota la informació necessària per a crear l'edifici.
Un cop es tingui tota aquesta informació encapsulada en l'objecte Plan, es crea 
l'objecte PlanSkeleton utilitzant el constructor per paràmetres i passant-li el Plan. 
D'aquesta manera ja s'estarà totalment preparat per a crear l'edifici.
L'únic que falta és cridar el mètode Skeleton() de la classe PlanSkeleton que crearà 
l'edifici resultant. Un cop executat el constructor, l'edifici resultant quedarà guardat 
dins l'atribut de la classe “s”.
• getVertexs  i  getCares:  Aquests  mètodes  serveixen  per  retornar  les  llistes  de 
vèrtexs i cares que estan guardades com a atributs de la classe.
• existeix  i  trobarVèrtex:  Aquests  mètodes  seran  útils  per  quan  s'estigui 
reconvertint l'estructura de dades de CampSkeleton a les llistes de vèrtexs i cares. 
Reben com a paràmetres d'entrada un vector de 3 dimensions, de manera que el 
mètode existeix retornarà cert si aquest vector ja existeix en l'atribut de la llista de 
vèrtexs. En canvi el trobarVertex retornarà la posició de la llista de vèrtexs on està 
ubicat el vector que s'ha passat com a paràmetres.2
• emplenarEstructura: És el mètode encarregat de coordinar tota la reconversió de 
l'estructura de dades de l'edifici  que ja està creat.  El  seu objectiu  és recollir  la 
geometria de l'edifici amb l'estructura pròpia del CampSkeleton, i convertir-la en el 
format que ens interessa, una llista de vèrtexs i una altra de cares. A continuació es 
mostra el pseudocodi. Veure Figura 8.7.3.
2 Si es crida el mètode trobarVertex se suposa que el vector que s'ha passat com a paràmetres 
ja hi és a la llista de vèrtexs.
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La idea general, que es pot apreciar en el pseudocodi de la Figura 8.7.3, és que es vol  
emplenar 2 llistes, una de vèrtexs i una de cares, on la llista de vèrtexs haurà de contenir  
tots els vèrtexs de l'edifici, però sense tenir-ne de repetits, i la de cares haurà de contenir  
totes  les  cares  que  té  l'edifici.  Per  indicar  quins  vèrtexs  formen  cada  cara  es  farà 
mitjançant la llista creada anteriorment.
Per crear un algorisme que faci això, s'han necessitat 3 variables enteres: nVertexs que 
representarà el total de vèrtexs que hi ha en cada moment mentre s'executa l'algorisme, 
sense comptar els repetits.  nCares que representarà el total de cares que té l'edifici en 
cada  moment  mentre  s'executa  l'algorisme.  Per  últim  vertexsPerCara representa  el 
número de vèrtexs que té la cara actual, ja que, com s'ha explicat anteriorment, cada cara 
pot tenir un número de vèrtexs diferent.
Primer de tot s'inicialitzen les variables  nVertexs i  nCares a 0, ja que les estructures 
estan buides. Llavors s'ha de fer un recorregut per a cada cara que té l'edifici. Per fer-ho 
l'objecte  PlanSkeleton  ja  té  un  mètode.  D'aquesta  manera,  un  cop  a  dins  del  “Per”, 
s'inicialitza la variable  vertexsPerCara a 0, ja que en aquest moment estem accedint a 
una cara però encara no s'ha obtingut cap vèrtex. El següent pas és crear un altre bucle 
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Figura 8.7.3 Pseudocodi de la funció emplenarEstructures
 EmplenarEstructura():
    int nVertexs=0
    int nCares=0
 
    Per cada cara en s.Cares() Fer:
       int vertexsPerCara=0
       Per cada vertex en cara Fer:
          vector = cara.obtenirComponents()
          Si (No existeix(vector, vertexs) Fer:
             vertexs.afegir(vector)
             cares[nCares][vertexsPerCara] = nVertexs
  nVertexs++
          Altrament
             cares[nCares][vertexsPerCara]=trobarVertex(vector,vertexs)
          FI Si
  
          VertexsPerCara++
       Fi Per
       Ncares++
    Fi Per
per accedir a tots els vèrtexs que compon la cara. Dins d'aquest bucle inicialitzem una 
variable auxiliar vector on es guarden les components del vèrtex al que s'ha accedit. En 
aquest moment s'ha de mirar si aquest vèrtex ja s'ha introduït anteriorment a la llista de 
vèrtexs. Per fer-ho, s'ha implementat la funció existeix() on se li passa per paràmetres la 
llista i el vector que es vol mirar si ja està guardat, de manera que retornarà cert si existeix  
i fals altrament.
A continuació, es pregunta si aquest vector existeix. Si la funció retorna fals, s'afegeix el 
vector dins la llista de vèrtexs, i a més s'assigna a la llista de cares.
Si al preguntar si el vèrtex existeix es dóna el cas afirmatiu, ja no cal afegir-lo a la llista de 
vèrtex.  El  procediment  és  buscar  a  quina  posició  està  el  vèrtex,  utilitzant  la  funció 
implementada trobarVertex(), on se li passa per paràmetres el vector i la llista de vèrtexs, i 
retorna un enter indicant la posició on es troba. Així doncs, no cal afegir el vèrtex perquè 
ja existeix, però sí que cal afegir-lo a la llista de cares, fent servir l'enter que acaba de 
retornar la funció trobarVertex().
Un cop s'ha executat  tota la  funció d'emplenarEstructures(),  ja es tenen les llistes de 
vèrtexs i cares emplenades, i assignades com a atributs de l'objecte Wrapper. Per tant, 
per  retornar-les cap al  serverPRC, només cal  que es cridin  els  mètodes getVertexs  i  
getCares.
A continuació es mostrarà un diagrama per observar les interaccions que hi ha entre les 
classes que s'han explicat en aquest capítol. Veure Figura 8.7.4.
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Seguint el diagrama de la figura 8.7.4, es veu que el que té el control total és la classe 
ProceduralExtrusions. Primer de tot engega el servidor ServerPRC, per fer-ho crida a una 
funció de la classe JPypeServer que aquesta fa engegar la classe ServerPRC. Doncs a 
partir d'aquí, la classe ServerPRC es va executant de manera que quedi tot preparat per 
rebre  peticions.  Mentre  el  ServerPRC  es  va  executant,  el  ProceduralExtrusions  va 
continuant la seva execució, obté les geometries de la planta i perfils que hagi introduït  
l'usuari, i les converteix amb llistes de vèrtexs. A partir d'aquí crida a la funció callServer 
de JPypeServer passant-li la planta i els perfils. El JPypeServer un cop li han cridat que 
executi aquesta funció, realitza una petició al servidor ServerPRC per cridar una funció 
d'aquesta  classe,  passant-li  els  paràmetres  que  li  havien  passat,  planta  i  perfils.  El  
ServerPRC  executa  la  funció  que  ha  demanat  el  JPypeServer  i  fa  el  següent:  crea 
l'objecte Wrapper i l'inicialitza cridant el seu constructor passant-li la planta i els perfils, de 
manera que un cop executat aquest constructor, l'objecte Wrapper ja té dins el resultat de 
l'edifici. Per reconvertir l'estructura de l'edifici en l'adequada crida al mètode del Wrapper 
emplenarEstructura.  Llavors  obté  les  llistes  necessàries,  vèrtexs  i  cares,  cridant  a  les 
funcions  getCares  i  getVertexs,  per  llavors  encapsular-les  dins  una  nova  variable 
estructures, i retornar-ho. Un cop s'ha retornat a la classe JPypeServer, aquest també ho 
retorna cap a ProceduralExtrusions, que per finalitzar, crida a la funció convertBuilding per 
dibuixar l'edifici i tenca el servidor.
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Figura 8.7.4 Interactivitat entre les classes
9. Implementació i proves
Aquest  capítol  tracta  sobre  els  passos  que  s’han  seguit  a  l’hora  de  realitzar  aquest 
projecte.  Per  entendre  la  implementació,  cal  parlar  de  les  utilitats  que  s’utilitzen  del  
Houdini i de les implementacions de totes les classes, mostrant-ne exemples.
9.1. Creació d'un nou node de Houdini
Per poder utilitzar el  codi  Python s'ha de crear un node programable de Houdini.  Per  
crear-ne un s'ha d'anar al menú File i anar a la a la opció de New Operator Type. Veure  
Figura 9.1.
En aquesta finestra que s'ha obert, permet escollir el nom del node, l'etiqueta del node, 
l'estil, el tipus i on desar el node en format de llibreria de nodes (.otl). Una vegada creat, ja 
es podran configurar els paràmetres que rebrà el node.
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Figura 9.1 Interfície per crear un nou node
9.2. GUI i PythonSOP
Un cop creat el  nou node, Houdini  mostra una interfície gràfica per l'usuari,  on podrà 
editar aquest nou node perquè realitzi les tasques objectives.
Disposa de moltes pestanyes, opcions bàsiques, paràmetres, ajuda, codi, etc.
Pels  objectius  del  projecte  només  ha  estat  necessari  modificar  en  opcions  bàsiques: 
assignar-li en aquest node un mínim i màxim d'entrades igual a 2, una entrada rebrà la 
planta i l'altre el o els perfils.
I d'altra banda modificar l'apartat de codi, que és el que executarà aquest node.
En la Figura 9.2 es mostra la interfície gràfica d'usuari de Houdini, dins aquesta finestra hi 
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Figura 9.2 Interfície gràfica d'usuari de Houdini (bàsic)
ha totes les possibles opcions per editar el node.
A la pestanya actual “bàsic” s'hi  assignen les opcions més bàsiques, per al  programa 
desenvolupat  al  llarg  d'aquest  projecte  ha  calgut  editar  el  mínim  i  màxim  número 
d'entrades a 2, ja que en una serà l'entrada de la planta i l'altre el conjunt de perfils.
En la Figura 9.3 es mostra l'altre i última modificació del node que s'ha fet, doncs ha sigut 
introduir tot el codi necessari que farà possible calcular la geometria de l'edifici.
Per  concretar,  dins  aquest  node  existeixen  les  classes  ProceduralExtrusions  i 
JPypeServer que s'han explicat en el capítol 8, anàlisi i disseny del sistema.
9.3. HDA Procedural Extrusions
Resulta que introduint els paràmetres de la planta en el pla XZ i perfils en XY, donava el  
resultat de l'edifici orientat en l'eix Z com a normal de l'edifici, o sigui 90º rotat amb l'eix X,
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Figura 9.3 Interfície gràfica d'usuari de Houdini (codi)
per tant s'ha decidit fer un nou node HDA que encapsuli el node ProceduralExtrusions i hi  
apliqui una rotació de 90º al eix X perquè quedi l'edifici correctament orientat. A la Figura 
9.4 es mostra l'encapsulació.
9.4. Mètodes implementats
En aquesta secció es detallarà com han estat implementades les funcions més complexes 
que s'han explicat anteriorment, en el capítol 8 anàlisi i disseny del sistema.
• Com es dibuixa l'edifici un cop es tenen les estructures de dades, dins la classe 
ProceduralExtrusions. Veure figura 9.4.1.
Observant el pseudocodi de la Figura 9.4.1, primer es fa un bucle per recórrer cada 
cara, un cop a dins es crea un objecte polígon de Houdini i llavors es fa un altre 
bucle per recórrer tots els vèrtexs que té la cara. D'aquesta manera, cada vèrtex 
que hi ha dins la cara s'afegeix dins l'objecte polígon, i es va dibuixant l'edifici.
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Figura 9.4 nodes 
encapsulats dins el HDA
Figura 9.4.1 Implementació del mètode 
convertBuilding
• Com  es  converteixen  tots  els  perfils  a  l'estructura  de  dades  adequada  pel 
CampSkeleton, dins la classe Wrapper. Veure Figura 9.4.2.
Observant el pseudocodi de la figura 9.4.2, primer de tot s'inicialitza una llista de 
Profiles, els perfils ja convertits. Llavors es recorren tots els perfils que hi hagi, i per 
cada un es converteix a l'estructura adequada pel CampSkeleton, o sigui utilitzant 
l'objecte Bar que representa un costat.
• Com es fa la reconversió de l'estructura de dades de CampSkeleton. Veure figura 
9.4.3.
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Figura 9.4.2 Implementació del mètode makeProfiles
Observant el pseudocodi de la figura 9.4.3, s'ha de realitzar un bucle per recórrer 
cada cara, i  un altre per recórrer cada vèrtex de la cara. De manera que cada 
vegada que es recórrer a una nova cara, es crea una nova posició a la llista de 
cares, i  cada vegada que es recorre un vèrtex de la cara, primer es mira si  ja 
existeix dins la llista de vèrtexs, si  ja existeix no es modifica res de la llista de 
vèrtexs, i en la llista de cares s'introdueix la posició on es troba el vèrtex dins la  
llista de vèrtex. Si no existeix el  vèrtex, es crea una nova posició a la llista de 
vèrtexs i a la llista de cares es guarda aquesta nova posició on s'ha guardat el  
vèrtex.
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Figura 9.4.3 Implementació del mètode emplenarEstructures
10. Resultats
En aquest capítol es mostraran els resultats obtinguts seguint la metodologia descrita en 
el capítol 3. Aquests resultats estan il·lustrats a partir de les imatges de la zona de treball 
de Houdini.
10.1. Edifici inicial
En aquest primer exemple es mostrarà el resultat en generar un edifici partint d'una planta  
i un únic perfil relativament senzills geomètricament.
S'han dissenyat la planta i perfil que es mostren a la Figura 10.1.
Amb els valors:
Planta: [2,0,-2] [5,0,-2] [5,0,2] [2,0,2] [2,0,5] [-5,0,5] [-5,0,-5] [2,0,-5]
Perfil: [0,0,0] [0,2.5,0] [5,8,0]
Per tant es veu que al aixecar l'edifici, primer s'alçarà fins a 2.5 totalment vertical, i llavors 
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Figura 10.1 planta i perfil del exemple "edifici senzill"
cada vèrtex s'aproparà al centre seguint la direcció indicada definida al perfil. A la Figura 
10.2 es mostra el resultat.
10.2. Edifici amb múltiples perfils
S'han dissenyat la planta i els perfils que es mostren a la figura 10.3. Amb els següents 
valors:
Planta: [6,0,0] [6,0,6] [0,0,6] [0,0,0] [-6,0,0] [-6,0,-6] [6,0,-6]
Perfil1: [0,0,3] [0,6,3] [2,8,3]
Perfil2: [0,0,-6] [0,6,-6] [-1,6.2,-6] [3,12,-6
perfil3: [3,0,6] [3,6,6] [1,6.2,6] [5,8,6]
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Figura 10.2 Resultat de l'edifici senzill
Observant la Figura 10.3, a l'esquerra es mostren els perfils juntament amb la planta, de 
manera que es veu cada perfil  a quines façanes influirà.  A la dreta es veu l'arbre de 
nodes, i s'hi pot observar com realment s'han definit 3 perfils, encara que en surtin 6 a la  
figura, degut a que s'han realitzat translacions d'un mateix perfil perquè s'associés amb 
més d'una façana. El resultat de l'edifici es pot veure a les Figures 10.4 i 10.5.
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Figura 10.3 Definició de la planta i perfils
Figura 10.4 Resultat de l'edifici (I)
10.3. Edifici integrat amb buildingEngine
S'han dissenyat la planta i els perfils que es mostren a la figura 10.6. Amb els següents 
valors:
Planta: [7,0,3] [5,0,4] [5,0,10] [-6,0,5] [-6,0,2] [-6,0,-0.5] [-6,0,-2] [-3,0,-2] [-3,0,-9] [5,0,-9]  
[5,0,-4] [7,0,-3]
Perfil1: [-4,0,-3] [-4,7,-3] [-5.5,7.2,-3] [-1,11,-3]
Perfil2: [7,0,0] [7,7,0] [6.5,7.2,0] [10,11,0]
perfil3: [0,0,7.5] [0,7,7.5] [-2,7.2,7.5] [1,11,7.5]
Perfil4: [0,0,-9] [0,7,-9] [-1,7.2,-9] [1,8,-9]
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Figura 10.5 Resultat de l'edifici (II)
Observant la Figura 10.6, a l'esquerra es mostren els 4 perfils juntament amb la planta, de 
manera que es veu cada perfil  a quines façanes influirà.  A la dreta es veu l'arbre de 
nodes,  i  s'hi  pot observar com realment s'han definit  3 perfils,  però com que es volia 
utilitzar un mateix perfil  en 2 façanes allunyades entre elles, s'han fet 2 translacions a 
aquesta  “curve”  perquè  quedin  aquests  2  perfils  molt  a  prop  a  les  2  façanes 
respectivament. El resultat de l'edifici es pot veure a les Figures 10.7, 10.8 i 10.9.
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Figura 10.6 Definició de la planta i perfils
Figura 10.7 Resultat de l'edifici (I)
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Figura 10.8 Resultat de l'edifici (II)
Figura 10.9 Resultat de l'edifici (III)
A continuació s'ha realitzat la integració amb buildingEngine, de manera que s'han afegit 
finestres i portes. Veure figures 10.10, 10.11, 10.12 i 10.13.
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Figura 10.10 Integració amb buildingEngine (I)
Figura 10.11 Integració amb buildingEngine (II)
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Figura 10.12 Integració amb buildingEngine (III)
Figura 10.13 Integració amb buildingEngine (IV)
10.3.1. Integració amb buildingEngine (segona versió)
En aquesta secció es treballa amb el mateix edifici que s'ha creat en el capítol anterior,  
10.3, però s'han introduït uns altres accessoris de buildingEngine. Veure figures 10.14,  
10.15, 10.16 i 10.17.
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Figura 10.15 Integració amb buildingEngine (segona versió) (II)
Figura 10.14 Integració amb buildingEngine (segona versió) (I)
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Figura 10.16 Integració amb buildingEngine (segona versió) (III)
Figura 10.17 Integració amb buildingEngine (segona versió) (IV)
11. Conclusions
Una vegada finalitzada tota la feina plantejada a l’inici de l’elaboració d’aquest projecte, és 
moment de valorar el treball realitzat durant aquests mesos.
L’objectiu  bàsic  d’aquest  projecte  és  el  desenvolupament  d’una  eina  de  fàcil  ús,  que 
permeti a l’usuari obtenir de forma àgil i ràpida un edifici procedural. 
S’ha creat una eina que, un cop executat l’algorisme, genera la geometria bàsica d'un 
edifici. El fet que es pugui seguir manipulant amb el skylineEngine fa que sigui una bona 
eina a l’hora de crear els edificis amb tots els accessoris, portes, finestres, etc.
Durant  la  elaboració d'aquest  projecte s'han arribat  a  varies conclusions de les quals 
destaco:
• És fonamental utilitzar les eines adequades i realitzar un bon anàlisi dels problemes 
que poden sorgir. Encara que s'estigui més temps en arribar a una millor solució,  
es nota en el resultat final i s'arriben a solucionar millor els problemes.
• S'ha après a programar en Python. És un llenguatge fàcil d'aprendre, molt potent,  
ràpid d'implementació i que fa que el codi quedi bastant net. 
• S'ha après a utilitzar l'entorn de Houdini i a programar Python SOP.
• S'ha après a utilitzar eines útils que no estaven dins el pla del projecte inicial, com 
ara el xmlrpclib i SimpleXMLRPCServer.
11.1. Temporització
Poques  vegades  la  temporització  planificada  inicialment  en  un  projecte  correspon 
fidelment  amb el que s'obté en la realitat.  La temporització real  del  temps dedicat al 
projecte es tal com es mostra a la Figura 11.1.
Originalment s'havia plantejat acabar el projecte al Juliol, però a causa d'uns problemes 
tècnics causats per la llibreria Jpype, no es va poder arribar al objectiu inicial. Per tant el  
temps  d'implementació,  tant  de  Java  com de  Python,  i  de  integració  es  van  allargar 
notablement.
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Figura 11.1 Comparació: a l'esquerra planificació inicial, a la  
dreta el desenvolupament real
12. Treball futur
El treball realitzat en aquest projecte permet un conjunt de millores i ampliacions. Tant es 
podrien millorar les funcionalitats del projecte com implementar-ne de noves. Tot seguit es 
presenten unes possibles idees que es podrien dur a terme.
Una millora que s’hi podria aplicar és adaptar l'edifici al terreny. És a dir, que s’emmotllés  
a  un  terreny  muntanyós  per  exemple,  o  simplement  amb  un  terreny  amb  una  certa 
inclinació, etc. 
Una altra  millora  a introduir  podria  ser  el  crear  decoració  per  aquestes  construccions 
aplicant textures a la façana dels edificis.
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14. Annexos
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15. Manual d'usuari i/o instal·lació
En  aquest  capítol  s'explicarà  tot  el  que  és  necessari,  tant  d'instal·lació  com  de 
parametrització, per a que pugui funcionar el programa. Per altra banda s'explicarà com 
s'ha d'utilitzar a nivell d'usuari.
15.1. Instal·lació
Per a que pugui funcionar el programa del projecte a una màquina, es requereix primer de 
tot que es tingui instal·lat el Houdini, Python i Java, (a més del Python que té integrat el  
Houdini, es necessita instal·lar el Python al sistema operatiu).
Una altra cosa imprescindible és instal·lar el JPype, (fer-ho després de tenir instal·lat el 
Java, i  l'assistent d'instal·lació ja localitzarà on està instal·lat el  Java per introduir-hi la 
llibreria JPype)
Aleshores,  per  funcionar  el  programa cal  ubicar  els  fitxers  de manera  que es  puguin 
enllaçar mitjançant els paths que estan definits dins els codis font:
En total hi ha 2 fitxers independents: el ServerPRC.py i el Wrapper.class (el codi en Java 
ja compilat)  i el codi que està al interior del node de Houdini, que està guardat dins la 
llibreria que s'ha creat amb el Houdini anomenada procExtr.otl. A més d'aquesta llibreria 
també es té la pròpia del buildingEngine, anomenada buildingEngine.otl. A part s'han de 
tenir totes les llibreries que necessita el mòdul de CampSkeleton. Per comoditat es podria 
ubicar tot dins una carpeta anomenada lib.3
Cal canviar dels codis per tal que puguin localitzar aquesta carpeta “lib”. En total s'han de  
fer 2 canvis.
• Dins  el  node  de  Houdini  ProceduralExtrusions,  caldrà  localitzar  la  línia  que  es 
mostra a la Figura 15.1, que es troba a la funció engegarServer() dins la classe 
JPypeServer.
A  la  Figura  15.1  es  veu  com  s'està  dirigint  a  la  ruta: 
C:/Marc/PFC/JPype/serverPRC.py. Seguint el que s'ha dit anteriorment de tenir una 
carpeta lib on a dins es tinguin tots els fitxers, suposem que la carpeta està ubicada 
a la ruta C:\lib. La línia s'hauria de modificar de la manera com es mostra a la 
3 Es tindrà una carpeta anomenada lib dins el disc dur que contindrà: els fitxers ServerPRC, 
Wrapper.class i totes les llibreries que necessita el mòdul de CampSkeleton.
117
Figura 15.1 Definició de Path dins el node de Houdini creat
Figura 15.2.
• L'altre canvi s'ha de fer dins el fitxer ServerPRC.py. Cal localitzar la línia que es 
mostra a la Figura 15.3 dins la funció main().
En aquesta comanda del  JPype hi  ha 2 atributs on es defineixen els paths.  El 
primer  és  per  localitzar  el  fitxer  Wrapper.class,  i  l'altre  per  localitzar  totes  les 
llibreries que utilitza el mòdul de CampSkeleton. Com que en aquest exemple es 
tindran dins una carpeta anomenada lib, als 2 paths s'introduirà el mateix. Veure 
Figura 15.4.
15.2. Manual d'usuari
Seguint  el  diagrama d'activitats  que s'ha  presentat  al  capítol  8  d'anàlisi  i  disseny del 
sistema,  primer  de  tot  cal  inicial  el  Houdini.  Un  cop  obert  s'ha  d'instal·lar  la  llibreria 
Procedural Extrusions que està integrada al Houdini, se suposarà que està a la carpeta lib 
ubicada en C:\. Veure Figura 15.5.
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Figura 15.2 Com s'hauria de modificar la línia
   return subprocess.Popen('python C:/lib/serverPRC.py')
Figura 15.3 Definició de Path dins el fitxer ServerPRC
Figura 15.4 Com s'hauria de modificar la línia
   jpype.startJVM(jpype.getDefaultJVMPath(),
   "-Djava.class.path=C:/lib/","-Djava.ext.dirs=C:/lib/")
Tal i com es mostra a la Figura 15.5, s'ha d'anar a “File”, “Install Digital Asset Library...”, i  
s'obrirà  la  finestra  de  la  dreta  de  la  Figura.  Dins  aquesta  Figura  es  pot  introduir 
directament la ruta on es troba la llibreria o sinó apretant l'icona de la dreta del quadre on 
s'introdueix la ruta. En aquest cas, s'obrirà una altra finestra on es podrà explorar tot el 
disc dur. El nom de la llibreria és procExtr.otl.4
A part d'instal·lar el  Procedural Extrusions, també cal instal·lar el  buildingEngine per si 
després d'haver creat l'edifici es vol introduir algun accessori. Es fa de la mateixa manera 
però localitzant el fitxer buildingEngine.otl.
Un cop realitzada tota aquesta tasca,  ja es pot  començar  a dibuixar  amb el  Houdini.  
Primer de tot s'ha de crear un node Geometry per tal que a dins d'aquest es pugui crear la  
geometria de l'edifici.
El següent pas serà definir una planta i un o varis perfils, per comoditat es recomanaria 
començar per dissenyar la planta. Veure Figura 15.6.
4 Només cal instal·lar les llibreries quan es comença un projecte de nou. Si es treballa dins un 
projecte on ja s'han instal·lat, i es guarda, un cop es torni a obrir, les llibreries ja estaran 
instal·lades.
119
Figura 15.5 Com instal·lar la llibreria Procedural Extrusions dins el Houdini
Per dissenyar una planta, tal i com es mostra a la Figura 15.6, es fa mitjançant el node 
Curve.  Recordar  que  al  definir  una  planta,  només  pot  estar  continguda  en  pla  XZ, 
(horitzontal al terra).
De la mateixa manera es defineixen els perfils, amb el node Curve. Aquests han d'estar  
definits sobre el pla XY, de la següent manera, veure Figura 15.7.
En el cas del perfil mostrat en la Figura 15.7, la façana tindria una forma totalment vertical 
fins a un punt on s'inclinaria amb direcció al cap al centre de l'edifici amb la inclinació que 
s'hagi definit (donada pel vèrtex on acaba de pujar verticalment i el vèrtex següent).
Un cop definida una planta i un perfil, els nodes es troben en la situació descrita a la 
Figura 15.8. 
120
Figura 15.6 Exemple de disseny de planta
Figura 15.7 Exemple de disseny de perfil
El següent pas seria crear el node Procedural Extrusions i enllaçar-hi la planta i el perfil. 
És important tenir clar que, l'entrada de l'esquerra és exclusiva per la planta, i la de la  
dreta pels perfils. Veure Figura 15.9.
15.2.1. Definir més d'un perfil
Fins aquí s'ha explicat com crear un edifici a partir d'una planta i un perfil, ara s'explicarà 
com poder definir més d'un perfil i com associar-los a cada façana que tingui l'edifici.
Cada façana de l'edifici busca per tot l'espai geomètric, quin perfil està situat més aprop 
del punt mig d'aquesta, de manera que fa un recorregut per tots els perfils que hi hagi 
definits i es guarda el que estigui més aprop, aquest serà el perfil que utilitzarà aquesta 
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Figura 15.8 Un cop definides planta i perfil
Figura 15.9 Estructura dels nodes per crear  
l'edifici
façana, i això passa amb cada façana.
Si es vol definir més d'un perfil per a l'edifici, existeixen 2 maneres de treballar: la més 
simple és anar creant tants nodes “curve” com perfils es vulguin definir. L'altre manera és 
definir un sol node “curve” i seguit d'aquest se li enllacen nodes “transform” de manera 
que la sortida de cada node “transform” és un nou perfil.
Per associar els perfils a les arestes de la planta es farà mitjançant distàncies, o sigui per 
cada aresta de la planta es buscarà el perfil que estigui més a prop de tots els que l'usuari  
hagi definit.
A les Figures 15.10 i 15.11 es pot veure com quedaria un edifici definint 2 perfils diferents.
Tal i com es veu en la Figura 15.10, per definir 2 perfils, s'han creat 2 nodes curve, i  
llavors s'han unit amb el “merge” per connectar-ho amb el node de ProceduralExtrusions.
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Figura 15.10 Definició de més d'un perfil
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Figura 15.11 Exemple resultat edifici amb 2 perfils
