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Resumo da Dissertação apresentada à COPPE/UFRJ como parte dos requisitos necessários 
para a obtenção do grau de Mestre em Ciências (M.Sc.) 
 
MESA DE CONTROLE VIRTUAL PARA TREINAMENTO DE OPERADORES: 
UM ESTUDO DE CASO PARA UM SIMULADOR DE USINA NUCLEAR 
 
Mauricio Alves da Cunha e Aghina 
Março/2009 
Orientadores: Luiz Landau 
Antônio Carlos de Abreu Mol 
Programa: Engenharia Civil 
 
Uma usina nuclear é uma instalação de geração de energia elétrica. Devido ao seu 
alto grau de complexidade e normas rígidas de segurança é extremamente necessário que 
seus operadores sejam muito bem treinados para a sua operação, pois caso haja uma falha 
humana, esta irá acarretar um desligamento da planta com conseqüentes prejuízos 
econômicos para a operadora e para a população em geral, devido a possibilidade de um 
black out na rede elétrica. 
Para evitar essa possibilidade de falha a operadora, normalmente, possui um simulador full 
scope da mesa de controle da planta, que é a réplica física da mesa de controle original. O 
controle deste simulador é um programa de computador que pode gerar o funcionamento 
igual ao normal ou vários cenários de acidentes para treinarem os seus operadores nas 
varias condições de operação da planta. 
Devido ao simulador ser a réplica física da mesa de controle, acarreta um custo muito 
elevado para a construção das instalações prediais e dos componentes da mesa. 
 A proposta deste trabalho é apresentar um projeto de um simulador virtual com a 
modelagem em 3D estéreo da mesa de controle da planta nuclear e com as mesmas funções 
de operação do simulador original. Este simulador virtual terá um custo muito menor e 
serve para um pré-treinamento de operadores com o intuito de se familiarizar com o 
original. 
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Abstract of Dissertation presented to COPPE/UFRJ as a partial fulfillment of the 
requirements for the degree of Master of Science (M.Sc.) 
 
VIRTUAL CONTROL DESK FOR OPERATORS TRAINING: 
A CASE STUDY FOR A NUCLEAR POWER PLANT SIMULATOR 
 
Mauricio Alves da Cunha e Aghina 
March/2009 
 
Advisors: Luiz Landau 
 Antônio Carlos de Abreu Mol 
 
Department: Civil Engineering 
 
Nuclear Power Plant (NPP) is a facility for electrical energy generation. Because of 
its high degree of complexity and very rigid norms of security it is extremely necessary that 
operators are very well trained for the NPP operation. A mistaken operation by a human 
operator may cause a shutdown of the NPP, incurring in a huge economical damage for the 
owner and for the population in the case of a electric net black out. 
To reduce the possibility of a mistaken operation, the NPP usually have a full scope 
simulator of the plant´s control room, which is the physical copy of the original control 
room. The control of this simulator is a computer program that can generate the equal 
functioning of the normal one or some scenarios of accidents to train the operators in many 
abnormal conditions of the plant. 
A physical copy of the control room has a high cost for its construction, not only of its 
facilities but also for its physical components.  
The proposal of this work is to present a project of a virtual simulator with the modeling in 
3D stereo of a control room of a given nuclear plant with the same operation functions of 
the original simulator. This virtual simulator will have a lower cost and serves for pre-
training of operators with the intention of making them familiar to the original control 
room. 
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CAPÍTULO 1 
 
Introdução 
 
Uma usina nuclear é uma instalação de geração de energia elétrica projetada para operar em 
funcionamento continuo parando apenas para o carregamento de seu combustível. Este tipo 
de usina é composto por sistemas complexos que são normalmente monitorados por 
operadores. Tanto durante a operação normal ou de acidente, o operador se depara com 
uma grande quantidade de informações, oriundas dos instrumentos, que representam à 
condição da usina. A simples quantidade de dados se alterando pode confundir o operador, 
prejudicando seu diagnóstico e conseqüentemente  sua atuação. 
O diagnóstico correto da condição da usina é considerado extremamente importante como 
suporte à operação em uma usina nuclear (JEONG, E., FURUTA, K., KONDO S, 1996). 
Particularmente sob condição de acidente, caso este seja reconhecido rapidamente, 
informações como alarmes podem ser priorizadas e selecionadas para serem oferecidas ao 
operador. O desempenho dos operadores em uma situação de acidente e a conseqüente 
evolução das condições da usina tem dependido fundamentalmente da capacidade dos 
operadores de identificar corretamente os eventos e tomar as ações de recuperação 
apropriadas. Caso os operadores diagnostiquem incorretamente o transiente, existe o 
potencial de que suas ações subsequentes causem uma degradação das condições de 
segurança da usina, podendo transformar o que seria um simples incidente operacional em 
um acidente de grandes proporções. 
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Logo após o acidente de Three Mile Island, em março de 1979, foi feita uma revisão crítica 
nos projetos das usinas nucleares, principalmente no que se referia à interface homem-
máquina. Os resultados fizeram com que a Comissão de Regulamentação Nuclear (NRC) 
emitisse  uma série de documentos normativos (U. S. NUCLEAR REGULATORY 
COMMISION, 1980 , U. S. NUCLEAR REGULATORY COMMISION, 1980 ), que 
visando aumentar a capacidade de resposta à condição de acidentes, incluíram sistemas 
computadorizados no auxílio à operação, genericamente denominados de Safety Parameter 
Display System (SPDS). Estes sistemas computadorizados tiveram inicialmente suas 
funções definidas de forma superficial, e posteriormente através do Suplemento 1 do 
documento NUREG 0737 (U. S. NUCLEAR REGULATORY COMMISION, 1983) foram 
definidas, de forma mais detalhada. Neste caso, aspectos relacionados a fatores humanos 
foram incorporados ao projeto, na construção, nos procedimentos de operação, na 
manutenção, no treinamento e na qualificação dos operadores. Mais precisamente, em 
1994, a NRC emitiu o documento NUREG 711 (U. S. NUCLEAR REGULATORY 
COMMISION, 1994) estabelecendo critérios para implementar um programa de 
Engenharia de Fatores Humanos (EFH) em projetos de salas de controle, onde é avaliado o 
impacto causado pela introdução de interfaces operador-sistema. Posteriormente em 1996, a 
NRC emitiu o documento NUREG 800 (U. S. NUCLEAR REGULATORY COMMISION,  
1996), o qual estabeleceu o conteúdo e o formato do capítulo 18  a ser incluído no relatório 
final de análise de segurança (FSAR) (ERBAY et al., 1997), cujo objetivo  é  assegurar que 
as salas de controles das usinas nucleares sejam projetadas e avaliadas segundo os tópicos 
descritos pela NUREG 711. 
Particularmente, o tópico referente à interface operador-sistema apresentado pela NUREG 
711, recomenda que a atividade do operador seja centrada nas tarefas de monitoração, 
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tomada de decisão e controle da usina. Desta forma ficou claramente definido que o 
desempenho dos operadores durante situações normais e de acidente, e a conseqüente 
evolução das condições da usina, têm dependido fundamentalmente da capacidade dos 
operadores de identificar corretamente os eventos e tomar as ações de recuperação 
apropriadas, pois caso haja uma falha humana, esta irá acarretar um desligamento da planta 
com conseqüentes prejuízos econômicos para a operadora e para a população em geral, 
devido a possibilidade de um black out na rede elétrica.. Essa capacidade de identificar 
corretamente o estado da usina depende de uma série de fatores, tais como procedimentos 
de emergência adotados, treinamento na operação e estruturação da sala/mesa de controle. 
Visando atender a normas e consequentemente aumentar a segurança das usinas nucleares, 
as operadoras vêm ao longo dos anos realizando treinamentos de seus operadores através de 
simuladores de plantas nucleares.  Normalmente um simulador full scope da mesa de 
controle da planta é uma réplica física da mesa de controle original. O controle deste 
simulador é um programa de computador que pode gerar tanto o funcionamento da planta 
em condição normal de operação, quanto em condição de acidentes.  
Devido ao simulador ser a réplica física da mesa de controle, acarreta um custo muito 
elevado para a construção das instalações prediais e dos componentes da mesa e 
normalmente é construído apenas um, podendo levar a uma carência de tempo de utilização 
devido a necessidade de vários operadores serem treinados. 
Desta forma, alguns países vem desenvolvendo simuladores de plantas nucleares com 
controle e operação digitais. Neste tipo de controle, não é preciso o projeto físico da mesa 
de controle full scope, sendo todo processo realizado através de telas de sinópticos. Dentre 
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estes simuladores, destacam-se o HAMLAB (Kvalem J., Haugset K., Owre F.,  2000)  o 
LABIHS (CARVALHO, P. V. R., 2002) e KAERI (K.D. Kim., Rizwan Uddin, 2007).  
A proposta deste trabalho é apresentar um projeto de um simulador virtual com a 
modelagem em 3D estéreo da mesa de controle da planta nuclear e com as mesmas funções 
de operação do simulador original. Este simulador virtual terá um custo muito menor e 
serve para um pré-treinamento de operadores com o intuito de se familiarizar com o 
original. 
 
1.1 Realidade Virtual 
Realidade Virtual é um termo usado para descrever um conjunto de tecnologias, técnicas e 
métodos de interfaces avançadas capazes de permitir a integração sensitiva entre o usuário 
e o computador, objetivando dar ao participante a máxima sensação de presença no mundo 
virtual, permitindo ao usuário explorar e interagir com um ambiente tridimensional através 
do computador, como se fizesse parte do mundo virtual. Em geral, refere-se a uma 
experiência imersiva e interativa baseada em imagens gráficas tridimensionais geradas por 
computador em tempo real. A Realidade Virtual também pode ser caracterizada pela 
coexistência integrada de três idéias básicas: imersão, interatividade e envolvimento. A 
imersão está ligada com o sentimento de estar dentro do ambiente, a interação é a 
capacidade do ambiente responder as ações do usuário em tempo real, e o envolvimento 
determina o grau de motivação do usuário com a atividade. 
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1.1.1 Aplicações em Realidade Virtual 
Na área militar, uma aplicação típica é a simulação de uma cabine de avião de combate, 
desenvolvida pela British Aerospace Real para treinamento dos cadetes britânicos 
(KALAWSKY, 1993). Outro trabalho na área de simulação e treinamento em aviões de 
combate é citado por (MCCARTY, 1994). A RV também é usada para treinar operadores 
de radares que rastreiam trajetórias de aeronaves (SENSE8, 1996), no treinamento de 
marinheiros para a prática de navegação em submarinos (VRAIS’96, 1996) e na simulação 
de um tanque de guerra para treinamento. Este último trabalho é vinculado ao projeto 
SIMNET desenvolvido pelo DARPA (Defense Advanced Research Projects Agency, USA) 
que viabiliza um ambiente virtual distribuído em que vários simuladores virtuais remotos 
são interligados, trocando informações e mantendo atualizada a descrição deste mundo 
(MOSHELL, 1994; ELLIS, 1994). 
A RV também vem sendo empregada em projetos relacionados ao programa espacial de 
vários países; por exemplo, a European Space Agency (ESA) a utiliza para projetar e 
desenvolver sistemas de simulação para treinamento dos astronautas (BAGIANA, 1993; 
ENCARNAÇÃO, 1994). A NASA criou ambientes virtuais para treinamento do grupo 
encarregado de fazer a manutenção e os reparos necessários no telescópio espacial Hubble 
(LOFTIN, 1995), e para o desenvolvimento de técnicas de programação de robôs por meio 
da simulação de ambientes de tarefa remotos (ELLIS, 1994). Mais recentemente, a RV foi 
utilizada no projeto de exploração ao planeta Marte (SENSE8, 1997). 
Exemplos de ambientes virtuais na Visualização Científica são apresentados com 
freqüência (RIBARSKY, 1994, TAUBES, 1994, ENCARNAÇÃO, 1994, EARNSHAW, 
1995, BRYSON, 1996; VRAIS’96, 1996). A Visualização Científica é o uso da 
Computação Gráfica na investigação de fenômenos científicos, permitindo aos 
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pesquisadores entender a estrutura qualitativa de um fenômeno por meio de modelos 
gráficos detalhados e interativos. A Computação Gráfica interativa permite um controle em 
tempo real sobre o processo de geração dos gráficos, aumentando a habilidade dos 
pesquisadores explorarem o fenômeno por meio de sua representação computacional 
(BRYSON, 1993). Os ambientes virtuais viabilizam uma total interação com interfaces 3D 
para exibição e controle interativo dos modelos visualização (BRYSON, 1991). 
A aplicação pioneira nesta área foi o projeto WINDTUNNEL (Figura 6-1), desenvolvido 
pela NASA Ames Research Center (RESSLER, 1997; MACHOVER, 1994). Trata-se de 
um túnel de vento criado num ambiente virtual com todas as características técnicas de um 
modelo similar real. O mesmo foi projetado para permitir a visualização e a simulação 3D 
de fluxos de fluidos instáveis, a partir valores calculados de velocidade, energia e pressão 
(BRYSON, 1993). 
 
 
Figura 1.1 WINDTUNNEL desenvolvido pela NASA . 
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Na área da educação, o Ministério da Educação do Egito  possui um projeto de criação de 
quatro diferentes mundos virtuais (corpo humano, modelagem de moléculas, geografia 
mundial e civilizações antigas) a serem utilizados na orientação e ensino de estudantes 
(SENSE8, 1996, BAYARRI, 1996) propõe um simulador em ambiente virtual para a 
aprendizagem e aperfeiçoamento de direção urbana (dirigir um carro na cidade) em tempo 
real, para uso comercial. 
A Haywood Community College (Waynesville, NC) utiliza RV para que seus estudantes 
tenham uma melhor visualização e interação com modelos geométricos criados no software 
AutoCAD (SENSE8, 1996). 
O uso de RV é totalmente justificado em aplicações científicas e educacionais faz muitos 
anos (TROWBRIDGE, 1980, ROSENQUIST, 1987, YAM, 1993, TRINDADE, 1999). 
A medicina tem sido um dos principais focos de atenção dos desenvolvedores de RV, sendo 
que estudantes de medicina já estão treinando suas primeiras cirurgias em ambientes 
virtuais (PENTEADO, 1995). No National Rehabilitation Hospital em Washington, EUA, a 
RV é utilizada como ferramenta de terapia para reabilitação e avaliação neuro-psíquica de 
pacientes [Sense8, 1996]. sendo que várias empresas estão desenvolvendo simuladores 
virtuais laparoscópicos (CHINNOCK, 1995, VINCE, 1995) e a consulta médica remota. 
Nesse caso, um médico localizado remotamente recomenda a outro médico que está ao lado 
do paciente como proceder com o diagnóstico (ARAÚJO, 1996). 
A RV também é empregada em neurocirurgias para guiar com precisão as ferramentas 
cirúrgicas através do tecido cerebral até o local de um tumor (CHINNOCK, 1995); no 
desenvolvimento rápido de novas drogas medicinais (DUPONT, 1994); e na visualização e 
manipulação de imagens médicas detalhadas com ênfase em técnicas de interação 
(POSTON, 1996). Também foi desenvolvido um equipamento de ultra-som que permite 
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visualizar imagens de órgãos internos em três dimensões, e compõe imagens sintéticas 
virtuais com imagens reais obtidas com o ultra-som convencional (BAJURA, 1992; 
HAND, 1994). 
 
1.1.2 Estado da Arte da Realidade Virtual na Área Nuclear 
No Instituto de Energia Atômica da Coréia (KAERI) em conjunto com a Universidade de 
Illinois (UIUC) foi desenvolvido um simulador que usa o código RELAP5 (U. S. 
NUCLEAR REGULATORY COMMISION, 2001) para calcular a dinâmica de um reator 
nuclear PWR (Pressurized Water Reactor). A interação gráfica com o usuário é feita 
através de telas gráficas, usando o programa LABVIEW (NATIONAL INSTRUMENTS, 
2003), estas telas foram construídas em um formato que permite suas visualizações, através  
da  Internet. 
 
No Instituto de Engenharia Nuclear (IEN) foi desenvolvido um simulador de reator nuclear 
PWR, também, em conjunto com o KAERI. Este projeto deu origem ao LABIHS 
(CARVALHO, P. V. R., 2002), que é um laboratório com sete computadores e uma  tela de 
projeção, que podem apresentar varias telas gráficas da dinâmica deste simulador. A 
finalidade deste laboratório é estudar a ergonomia de fatores humanos na utilização de salas 
de controle digitais e novos conceitos de telas gráficas. 
No Instituto de Tecnologia da Energia na Noruega, também foi criado o laboratório 
HAMLAB (Kvalem J., Haugset K., Owre F., 2000), que segue a mesma filosofia de 
utilização do LABIHS. 
 
  9  
No IEN foi desenvolvido um sistema que é feita a modelagem do Reator Argonauta, 
usando o núcleo de jogos UnrealEngine2 Runtime. Na modelagem foi incluído todo o 
mapeamento das diversas zonas de taxa de radiação existentes no Reator em operação. A 
finalidade é que o usuário seja um personagem num jogo, cujo o cenário é o Reator. Este 
personagem pode andar pelo cenário e o sistema calcula qual foi a taxa de dose de radiação 
recebida por ele. Com este procedimento pode-se calcular virtualmente qual a dose 
recebida, sem riscos a saúde do usuário. Este sistema é importante, pois há atividades que 
tem que ser feitas com o reator em operação, com isto o usuário pode treinar qual seria o 
menor tempo possível para exercer esta atividade e consequentemente com uma menor 
dose de radiação recebida. 
O VRdose (figura 1.2) (LOUKA, M.N., 2005), desenvolvido pelo Halden Virtual Reality 
Centre, é uma ferramenta capaz de exibir a distribuição da taxa de dose e fornecer 
estimativa de doses ocupacionais para cenários de trabalho em instalações nucleares. Pode 
ser utilizado para melhorar a percepção dos operadores sobre a radiação na instalação, ser 
aplicado através o ciclo de vida da instalação, desde o comissionamento até o 
descomissionamento, e fazer previsões calculadas a partir de levantamentos dosimétricos 
previamente realizados na instalação ou de softwares de cálculo de dose de radiação. 
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Figura 1.2 - Imagem do VRdose durante uma simulação. 
 
Outro projeto realizado no IEN (Mol, A.C.A. et al., 2008), é usando o mesmo núcleo de 
jogos UnrealEngine2 Runtime, modelar as dependências de todo o IEN, para estudos de 
otimização de tempo de evacuação dos funcionários em casos de acidente.  
 
1.2 Objetivo 
O objetivo deste trabalho é utilizar tecnologias de Realidade Virtual para desenvolver uma 
mesa de controle virtual de um simulador full scope de um reator nuclear do tipo PWR. O 
uso desta mesa de controle virtual servirá para auxiliar o treinamento de operadores. A 
mesa de controle virtual vai se comunicar com o simulador no Instituto de Engenharia 
Nuclear, via protocolo TCP/IP, possibilitando o acesso de qualquer operador conectado a 
Internet. 
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O capitulo dois deste trabalho descreve os componentes, sistemas e funcionamento do 
reator nuclear PWR. 
O capitulo três, trata qual foi a metodologia empregada neste trabalho, descrevendo qual foi 
o critério de escolha dos processos utilizados na construção do sistema. 
O capitulo quatro, descreve com detalhes a construção e implementação do simulador   
virtual.  
O capitulo cinco relata as conclusões e propostas de trabalho futuro para este trabalho. 
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CAPÍTULO 2 
Reator PWR 
2.1 Introdução 
Esta é a descrição de uma central nuclear com um reator a água pressurizada PWR, com 
potência elétrica de 1300 MW ( figura 2.1) (TODREAS, 1989, 1990, LEWIS, 1977).  
 
 
 
Figura 2.1 Estrutura de Sistemas de um Reator Nuclear PWR. 
 
O reator é a parte da central nuclear onde calor é gerado pela fissão de núcleos atômicos, 
sendo utilizado para a produção de vapor. O vapor aciona um conjunto turbo – gerador. 
Assim, este sistema nuclear gerador de vapor equivale às caldeiras a carvão, a óleo 
combustível ou a gás das centrais termoelétricas convencionais. 
O Reator a Água Pressurizada descrito a seguir é um reator a água leve porque usa água 
leve para a remoção do calor gerado pela fissão nuclear e para a desaceleração (moderação) 
dos nêutrons (partes constituintes do núcleo atômico) liberados no processo da fissão 
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nuclear. A água é desmineralizada e tratada quimicamente para torná-la um meio 
refrigerante para o reator. 
A pressão e a temperatura operacionais são ajustadas de tal maneira que o refrigerante não 
evapore, aproveitando-se assim o intenso poder de refrigeração da água pressurizada. 
O refrigerante é bombeado através do reator e dos geradores de vapor (sistema primário) 
por meio de vários circuitos fechados paralelos, mediante bombas de circulação acionadas 
por motores elétricos. 
A água de alimentação introduzida no lado secundário do gerador de vapor absorve o calor 
transferido do lado primário e se evapora. O vapor saturado assim gerado é conduzido até a 
turbina, acionando-a; após condensação nos condensadores, retorna aos geradores de vapor 
sob a forma de água de alimentação (sistema secundário). 
 
2.2 Núcleo do Reator  
O núcleo do reator, situado dentro do vaso de pressão do reator, é a fonte de calor da central 
nuclear. A zona de fissão nuclear abrange um fluxo de refrigerante de baixo para cima. Os 
elementos combustíveis são compostos de um certo número de varetas combustíveis que 
contêm o combustível nuclear. A vareta combustível, com a película de refrigerante que a 
envolve, constitui a unidade menor da zona de fissão nuclear. 
No processo de fissão nuclear, nêutrons rápidos são produzidos e desacelerados 
(moderados) no refrigerante até uma faixa de energia apropriada para provocar novas 
fissões nucleares. Os fragmentos dos núcleos resultantes da fissão são desacelerados dentro 
do combustível e liberam a sua energia cinética na forma de calor. 
A fissão nuclear é controlada por intermédio do ácido bórico dissolvido no refrigerante e 
das barras de controle absorvedoras de nêutrons, que são movidas axialmente dentro do 
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conjunto de elementos combustíveis pelos mecanismos eletromagnéticos de acionamento. 
O principio da refrigeração com água pressurizada, devido à sua elevada eficiência, permite 
elevadas densidades de potência no combustível e no núcleo do reator. Isso significa que 
tanto a massa de combustível nuclear quanto o volume do núcleo do reator podem ser 
relativamente pequenos. 
Uma elevada fração de reatividade em excesso no núcleo do reator pode ser compensada 
pelo ácido bórico que, em combinação com a elevada densidade de potência do 
combustível, permite que altos níveis de taxa de queima do elemento combustível sejam 
alcançados. 
Normalmente, a recarga de combustível é realizada anualmente. Durante este processo, um 
lote de elementos combustíveis – aqueles com maior taxa de queima – é substituído por 
elementos combustíveis novos e um novo plano de gerência de combustível é preparado a 
fim de se alcançar uma distribuição de potência o mais uniforme possível. Cada elemento 
combustível poder ser remanejado para qualquer posição e, se necessário, girado de 90o, 
180o ou 270o ao redor do seu eixo vertical. A flexibilidade proporcionada por esta 
característica na otimização do arranjo dos elementos combustíveis permite que sejam 
reduzidos os picos de potência e, portanto, a carga sobre os elementos combustíveis ao 
longo do ciclo. A uniformização da distribuição da taxa de queima dos elementos 
combustíveis aumenta o seu valor médio e conduz à redução dos custos de combustível. 
 
2.3 Elementos Combustíveis 
Todos os elementos combustíveis no núcleo do reator têm projeto idêntico. Compreendem 
varetas combustíveis dispostas em forma de reticulado quadrado. Cada vareta combustível 
contém uma pilha de pastilhas combustíveis dentro de um tubo de revestimento de Zircaloy 
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com tampões terminais soldados, formando um conjunto estanque e resistente a pressão.  
As pastilhas combustíveis consistem de dióxido de urânio sinterizado (UO2), enriquecido 
com o material físsil U-235 na proporção de 3 a 4% (primeiro núcleo: 1,9 a 3,2%). O UO2 
se destaca por uma notável capacidade de retenção de produtos de fissão e tem grande 
resistência ao ataque do meio refrigerante, em caso de defeitos no tubo de revestimento.  
As varetas combustíveis são preenchidas com hélio pressurizado para aumentar a 
transferência de calor entre o combustível e o tubo de revestimento. Simultaneamente, isto 
compensa em parte a pressão exercida pelo refrigerante sobre o tubo de revestimento e 
reduz a solicitação mecânica sobre o referido tubo.  
As varetas combustíveis são sustentadas por uma estrutura que consiste dos bocais superior 
e inferior do elemento combustível, com tubos-guia de barra de controle providos de 
espaçadores entre os mesmos. Os espaçadores sustêm as varetas combustíveis de modo a 
assegurar a livre expansão e formar seções transversais do canal de refrigeração iguais. O 
fato de ser a estrutura do elemento combustível aberta em todos os lados, intensifica a 
mistura lateral e o aquecimento uniforme do refrigerante. O projeto dos elementos 
combustíveis permite a realização de reparos até mesmo em estado irradiado, após descarga 
do núcleo. 
Com elementos combustíveis desse tipo obtiveram-se taxas de queima locais superiores a 
50.000 MWd/TMU*, juntamente com bons resultados em operação em ciclo de carga. 
Esses elementos combustíveis têm extraordinário desempenho em serviço na operação de 
reatores. Em média, apenas uma vareta combustível em 10.000 apresentou falha em um ano 
qualquer de operação. 
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*MWd/TMU = Megawatts-dia por tonelada métrica de urânio 
2.4 Elementos de Controle 
Esses elementos são utilizados para controle da potência e desligamento rápido do reator. 
Consistem de um conjunto de barras de controle que são movimentadas dentro dos tubos–
guia de estrutura de suporte de determinados elementos combustíveis e são fabricados de 
material absorvedor de nêutrons. Cada elemento de controle é atuado por meio de um 
mecanismo de acionamento operado eletromagneticamente, montado sobre o tampo 
superior do vaso de pressão do reator. 
Este mecanismo de acionamento do elemento de controle, de eficiência comprovada, opera 
por passos reprodutíveis com precisão e não necessita de selos nas penetrações. As 
superfícies do eixo propulsor e do mecanismo de acionamento não estão sujeitas a desgaste 
significativo, pois o engate e desengate do mecanismo de acionamento (do tipo “macaco”) 
se efetua sem pressão entre as mesmas.  
Quando da operação da usina com carga constante, os elementos de controle estão quase 
totalmente retirados do núcleo por causa do efeito de compensação de reatividade do ácido 
bórico. Em função disso, a distribuição do fluxo neutrônico não é afetada, o que permite 
uma proporção bastante favorável entre a taxa de queima final média, que é crítica para 
uma operação econômica, e a taxa de queima local máxima tecnologicamente possível. 
A interrupção de corrente elétrica nas bobinas de atracamento faz com que os elementos de 
controle caiam dentro do núcleo do reator. As extremidade inferior dos tubos-guia das 
barras de controle, nos elementos combustíveis, servem de amortecedores. Os elementos 
  17 
combustíveis e os elementos de controle podem ser manipulados, durante a recarga, como 
uma unidade integrada. 
As mudanças de reatividade em curto prazo são neutralizadas por movimentação dos 
elementos de controle. As mudanças de reatividade a longo prazo que resultam, por 
exemplo, de mudanças de temperatura e seus efeitos colaterais durante a partida e o 
desligamento, ou que resultam de “queima”, são compensadas alterando-se a concentração 
do ácido bórico no refrigerante. 
A reatividade excedente, que pode ser compensada pelos elementos de controle, pelo ácido 
bórico e, se necessário, pelos venenos queimáveis, possibilita operação em ciclos de 1 a 11/2 
anos de duração.  
 
2.5 Vaso de Pressão do Reator e Estrutura de Suporte do Núcleo  
O vaso de pressão do reator contém todos os componentes do núcleo do reator. Ele é feito 
de aço estrutural de baixa liga e granulação fina, que combina boa soldabilidade com alta 
dureza e baixa suscetibilidade a fragilização sob irradiação neutrônica. 
Para assegurar a melhor qualidade possível, os vasos de pressão do reator, mesmo para 
grandes dimensões, são fabricados de anéis cilíndricos forjados, sem costura, e fundo 
forjado, todos unidos por solda. As superfícies internas do vaso de pressão do reator, bem 
como as de todas as partes retentoras de pressão do sistema de refrigeração do reator, são 
revestidas com uma camada de material resistente à corrosão. 
A fabricação de vasos de pressão do reator para os reatores a água pressurizada da KWU é 
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uma tecnologia testada por ensaios bem sucedidos e comprovada na pratica. Devido à alta 
densidade de potência no núcleo do reator, as dimensões dos vasos de pressão são 
relativamente pequenas, permitindo, na maioria dos casos, a sua fabricação completa na 
própria fabrica. 
Além dos ensaios executados durante o processo de fabricação do vaso do reator, assim que 
este é instalado efetua-se um teste de ultra-som. Este é o chamado “teste de base”, 
constituindo a base para todos os testes de funcionamento durante a vida útil, os quais 
podem ser efetuados por controle remoto, dentro do vaso de pressão cheio de água para fins 
de blindagem contra as radiações. 
A tampa superior removível do vaso é fixada por meio de parafusos pré-tensionados 
hidraulicamente e vedada por dois anéis de vedação metálicos concêntricos. Os bocais das 
barras de controle e da instrumentação interna do núcleo encontram-se nesta tampa e, 
portanto, são de fácil acesso. O vaso de pressão do reator não tem aberturas de acesso 
abaixo do nível dos bocais de arrefecimento do reator. 
A estrutura do núcleo, que consiste de uma parte superior e uma parte inferior, mantém o 
núcleo do reator posicionado no interior do vaso de pressão. 
A estrutura de suporte do núcleo define sua configuração pela placa de distribuição de fluxo 
e pela camisa do núcleo e direciona o refrigerante para o núcleo pela parte inferior. Durante 
o recarregamento de combustível ela permanece no vaso de pressão, podendo, porém, ser 
removido, como um conjunto completo, para a inspeção da face interna do vaso, sem a 
necessidade da remoção de parafusos. O segmento inferior da camisa serve também como 
isolamento térmico que protege o vaso de pressão do reator da irradiação por nêutrons 
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térmicos (lentos). 
A estrutura  superior do núcleo, que contem os tubos-guias da instrumentação interna do 
núcleo e barras de controle, serve como elemento de retenção para  o  núcleo do reator. 
Pode ser içada como uma única  peca, a fim  de tornar  o núcleo  do reator prontamente 
acessível para o recarregamento. 
 
2.6 Gerador de Vapor 
Os geradores de vapor constituem a barreira entre o sistema de refrigeração do reator e o 
circuito água/vapor e produzem vapor saturado que aciona o conjunto turbogerador. Eles 
são projetados como um trocador de calor, tipo feixe vertical de tubos em U, com 
circulação natural de água de alimentação. O coletor primário hemisférico situado na 
extremidade inferior, que admite o refrigerante proveniente do reator, está dividido em uma 
câmara de admissão e uma saída, e é soldado ao espelho da tubulação localizado acima. 
Este coletor está ligado a tubulação do sistema de refrigeração do reator mediante bocais de 
entrada e saída. A face interna está revestida com material resistente à corrosão. 
O feixe de tubos em U, equipado com grades de suporte, é feito de material “Incoloy 800”, 
especialmente resistente à corrosão. Os tubos são soldados ao revestimento austenítico do 
espelho no lado primário e posteriormente mandrilados. O espelho da tubulação é acessível 
por baixo por meio de uma boca de visita para cada câmara do coletor primário. Métodos 
de exame por controle remoto permitem verificação rápida e segura da condição do espelho 
e dos tubos, com baixa exposição à radiação do pessoal envolvido. 
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O casco do gerador de vapor contém o feixe de tubos, que se apóia sobre o espelho da 
tubulação. O casco alarga-se na parte superior, formando o tambor de vapor, que aloja o 
separador umidade/secador de vapor. O separador de umidade/secador de vapor é acessível 
por meio de uma boca de visita.  
 
2.7 Tubulação do Circuito Primário do Reator 
A tubulação do circuito primário faz a interligação dos componentes do sistema de 
refrigeração do reator. A fim de se alcançar uma segurança máxima, os tubos e curvas são 
feitos sem costuras longitudinais. São forjados e suas superfícies internas revestidas com 
aço inoxidável. O isolamento térmico da tubulação é do tipo removível, de modo a permitir 
que a tubulação possa ser submetida à inspeção periódica durante a operação. 
 
2.8 Bombas do Circuito Primário 
As bombas do circuito primário são centrifugas de um estagio e montadas verticalmente. A 
carcaça dessas bombas, forjada em uma só peça em aço carbono com revestimento interno 
em aço inoxidável, é soldada diretamente nas tubulações do circuito primário. Após a 
remoção do motor elétrico, que é possível a remoção das partes internas da bomba para 
manutenção. 
Um selo do tipo “labirinto”, no qual circula água de selagem de fonte externa, impede o 
vazamento do meio bombeado através do eixo. Como não existe contacto entre as peças 
estática e dinâmica do labirinto, esta vedação alcança uma vida útil de vários anos. Alem de 
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vedação por labirinto, proporcionando uma alta confiabilidade, selos mecânicos adicionais 
impedem que a água de selagem vaze para o exterior, mesmo na hipótese de uma falha na 
vedação principal. Os selos mecânicos de alta e baixa pressão são montados em um único 
conjunto, permitindo a sua substituição em poucas horas, sem necessidade de remoção do 
motor elétrico ou do eixo. 
O motor de adicionamento é convencional, do tipo assíncrono, alimentando alta tensão. Um 
volante adicional aumenta a inércia do conjunto, permitindo, numa eventual falha de 
energia elétrica, uma parada lenta e gradual da bomba, impedindo golpes de ariete na 
tubulação do circuito primário e ajudando na remoção do calor residual do reator desligado. 
 
2.9 Sistema de Refrigeração do Reator 
Um gerador de vapor e uma bomba do circuito primário, em conjunto com a tubulação de 
interconexão, constituem um circuito de refrigeração do reator, fechado pelo vaso de 
pressão do reator. O sistema de refrigeração do reator é composto de quatro destes 
circuitos. 
O sistema de refrigeração do reator é fechado e separado do circuito água/vapor, 
possibilitando o controle químico do reator, que regula a reatividade no núcleo do reator 
mediante alterações de concentração de acido bórico no refrigerante. 
Esta separação entre o sistema de refrigeração do reator e o circuito água/vapor da turbina 
também permite uma otimização das condições químicas da água dos materiais a serem 
selecionados para os sistemas do reator e do vapor, tornando desnecessária uma blindagem 
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da turbina. 
O ponto fixo do sistema de refrigeração do reator é o vaso de pressão do reator. Os 
geradores de vapor e as bombas do circuito primário são suspensos com liberdade para 
deslocamentos laterais para evitar tensões térmicas, sendo protegidos na sua posição por 
amortecedores  de choque contra forças de reação provocadas por acidentes. A vibração dos 
componentes é monitorada durante a operação do reator por meio de sistemas de 
instrumentação. 
Um sistema de monitoração de pecas soltas, em operação contínua, detecta mesmo peças 
pequenas que podem ter-se soltado, circulando com o refrigerante do reator. Com  esta 
finalidade, sensores de aceleração são fixados em vários pontos do sistema ( p. ex. nas 
seções superior e inferior do vaso de pressão do reator e nos compartimentos de  entrada 
dos geradores de vapor.) 
O arranjo bem definido dos componentes no edifício  do reator assegura um acesso fácil 
aos componentes da central para fins da manutenção, inspeção e ensaios periódicos de 
rotina. 
 
2.10 Pressurizador 
O pressurizador tem a função de elevar a pressão de operação do sistema de refrigeração do 
reator a um nível acima da pressão da saturação do refrigerante e mantê-la constante. 
Alterações na carga do reator causam alterações na temperatura e no volume do 
refrigerante, o que, se não fosse o pressurizador, provocaria grandes variações de pressão. É 
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um vaso vertical que contem água na sua parte inferior e vapor na superior. Uma linha de 
compensação de volume liga o pressurizador com o sistema de refrigeração do reator. O 
controle de pressão é efetuado por meio de um sistema de aquecimento elétrico na parte 
inferior  do pressurizador, imerso na água e de um sistema de aspersão que injeta água no 
colchão de vapor. Quando baixa a pressão, ela é levada de volta ao ponto de ajuste ligando-
se o sistema de aquecimento elétrico, o qual evapora parte da água. Quando a pressão 
aumenta alem do ponto de ajuste, ela é abaixada por aspersão de água no colchão de vapor, 
o qual é parcialmente condensado. O pressurizador é revestido internamente com uma 
camada de material austenítico. 
2.11 Acumuladores 
Acumuladores são componentes utilizados para a refrigeração de emergência do núcleo. 
Encontram-se alojados no interior da esfera de concentração, na proximidade imediata do 
sistema de refrigeração ao redor.   
Os acumuladores contêm água borada, pressurizada por meio de uma atmosfera de 
nitrogênio. 
Quatro acumuladores se ligam às “pernas frias” e quatro às “pernas quentes” dos circuitos 
de refrigeração do reator, de modo que cada um dos circuitos de refrigeração do reator 
corresponde um par de acumuladores. No caso de perda de refrigerante primário com 
rápida despressurização, os acumuladores injetam automaticamente água borada nas 
tubulações do sistema primário. As injeções nas pernas quentes são dirigidas para o vaso de 
pressão de tal maneira que qualquer vapor acumulado acima do núcleo do reator é 
condensado, facilitando assim a subida do refrigerante pelo núcleo. 
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2.12 Esfera de Contenção 
A esfera de contenção é um vaso esférico de aço que envolve o sistema de refrigeração do 
reator, a piscina dos elementos combustíveis usados e o deposito dos elementos 
combustíveis novos.  
Como base de projeto esfera de contenção, é postulado um acidente em que se rompa uma 
tubulação do sistema primário, e que se transforme em vapor toda a água contida no 
sistema primário e também aquele do lado secundário de um gerador de vapor. 
As penetrações para tubulações através da esfera de contenção são, ou soldadas 
rigidamente, ou equipadas com um fole duplo onde o ar pode ser extraído e que, portanto, 
podem ser monitoradas quanto a um vazamento. Os cabos elétricos passam por penetrações 
estanques e resistentes à pressão. 
Quando pronta, a esfera de contenção é submetida a um teste de pressão a um teste de 
vazamento a fim de comprovar sua integridade mecânica e estanqueidade. 
Sistemas de ventilação mantém uma pressão sub-atmosférica dentro da esfera de 
concentração a fim de impedir a qualquer vazamento para fora. O acesso ao interior da 
esfera de contenção é feito através de eclusas de acesso a prova de pressão. As duas portas 
de cada eclusa e acesso são intertravadas de tal maneira que somente uma porta possa ser 
aberta de cada vez. 
Uma grande área do interior da estrutura de contenção é acessível mesmo durante a 
operação central nuclear. 
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CAPÍTULO 3 
 
Metodologia 
 
A metodologia utilizada neste trabalho se resume nos seguintes passos: 
1. Definição da mesa de controle do simulador full scope a ser implementada 
virtualmente; 
2. Escolha do programa de simulação da dinâmica do processo físico da planta nuclear 
PWR; 
3. Definição do modo de comunicação entre e o simulador do processo físico e à mesa 
virtual; 
4. Definição das ferramentas à serem utilizadas na construção da mesa de controle 
virtual;  
 
3.1 Definição da mesa de controle de um simulador full scope a ser implementada 
virtualmente 
O modelo de mesa de controle a ser implementada, baseou-se em um projeto internacional 
envolvendo a Comissão Nacional de Energia Atômica (CNEN), a Agencia de Energia 
Atômica Internacional (IAEA) e o Instituto de Energia Atômica da Coréia (KAERI), com o 
objetivo principal de desenvolver salas de controle digital para plantas nucleares. Sendo 
assim a IAEA financiou o um projeto de um simulador digital de uma planta nuclear 
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desenvolvido em cooperação entre o Instituto de Engenharia Nuclear da CNEN e o Instituto 
de Energia Atômica da Coréia (KAERI),  
Neste projeto foi considerado o tipo de reatores amplamente utilizados pelas diversas 
plantas nucleares instaladas, inclusive o modelo de reator utilizado pelo Brasil.  Sendo 
assim, escolheu-se um reator nuclear PWR (Pressurized Water Reactor) de três loops com 
930 MWe de potência (figura 3.1). 
Para esse modelo de reator nuclear, uma mesa de controle típica é constituída por três 
módulos: (i)  lateral esquerdo, responsável pelo controle das barras de segurança do reator, 
monitoração do fluxo neutrônico e painel de alarmes gerais; (ii) central e principal, 
responsável pelo controle químico volumétrico, da monitoração e controle do núcleo do 
reator, do pressurizador, do gerador de vapor e da turbina; (iii) lateral direito, responsável 
pela monitoração e controle da geração elétrica do reator, e mais um painel de alarmes. 
Como no projeto, estava contida toda a documentação de operação e desenhos do projeto 
da mesa física, foi resolvido que esta seria a mesa virtual a ser implementada neste 
trabalho. 
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Fig 3.1 Simulador full scope compacto do KAERI  de um reator nuclear PWR. 
 
 
3.2 Escolha do programa de simulação da dinâmica do processo físico da planta 
nuclear PWR 
O projeto internacional apresentado no item anterior deu origem ao Laboratório de 
interfaces Homem-Sistema (LABIHS) do Instituto de Engenharia Nuclear, IEN/CNEN. No 
LABIHS foi instalado uma rede de 7 computadores PC , que funcionam como terminais de 
uma estação de trabalho HP 3700, na qual opera o simulador da planta nuclear. O 
simulador é constituído de um programa que implementa a simulação dinâmica do processo 
físico da usina nuclear, programado em FORTRAN, que contém em seu código a lógica do 
funcionamento da planta nuclear. Faz parte também desse simulador um programa de 
controle do instrutor programado em C/C++, que controla a execução/interrupção do 
programa de simulação do processo físico, salva/carrega/altera o estado da usina simulada e 
é capaz de inserir erros com tempo programado na simulação para testar a reação dos 
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operadores. Finalmente, existe uma memória compartilhada programada em C/C++, com o 
objetivo principal de armazenar as variáveis processadas pelo programa de simulação dos 
processos físicos e disponibilizá-las para leitura e escrita, por outros programas (interfaces 
com o usuário, logs de dados, etc..). Para interface com o usuário, esse simulador utilizou-
se de telas de representação gráfica dos diversos sistemas do reator (referencia ao anexo A). 
Como esse simulador ao longo de vários anos, no que diz respeito aos processos físicos, se 
mostrou-se bem representativo de uma planta real para fins de treinamento de operadores, o 
mesmo foi escolhido como do programa de simulação da dinâmica do processo físico da 
planta nuclear desta dissertação. 
 
 
 
 
 
 
 
 
 
 
Figura 3.2 Arquitetura computacional do LABIHS 
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3.3 Definição do modo de comunicação entre e o simulador do processo físico e a mesa 
virtual 
Um dos pontos básicos do objetivo deste trabalho foi que o usuário possa operar a mesa 
virtual remotamente. O uso do protocolo TCP/IP (Anexo C) foi escolhido para que o 
programa de modelagem e operação da mesa virtual possa ser executado em qualquer 
computador conectado a Internet. Para que este processo fosse possível, foi desenvolvido 
um programa (figura 3.3) para comunicar o simulador do processo físico do reator com a 
mesa virtual. Este programa, residente no servidor do LABIHS, acessa a memória 
compartilhada e se comunica via rede usando o protocolo TCP/IP com transmissão de 
dados via socket (Anexo D), com outro computador, onde o programa que gerencia a mesa 
virtual será executado. Como a comunicação entre o servidor do LABIHS e o programa da 
mesa virtual é basicamente a transferência bilateral da estrutura de dados da memória 
compartilhada, o uso de um socket na comunicação de dados, facilitou esta operação. Um 
socket abre um canal de comunicação de escrita e leitura de dados entre dois computadores, 
utilizando o protocolo TCP/IP. O programa que foi instalado no servidor do LABIHS será o 
servidor de dados para o socket de comunicação entre o LABIHS e a mesa virtual. O 
programa da mesa virtual será o cliente do socket de comunicação. Num intervalo de tempo 
pré-determinado, o programa da mesa virtual envia um pedido ao servidor do socket para 
que as variáveis de atuação da mesa sejam escritas na memória compartilhada e em 
contrapartida o servidor envia ao cliente os dados da dinâmica do Reator, que irão 
alimentar os componentes gráficos da mesa virtual, tais como: (I) indicadores analógicos; 
(II) bargraphs; (III) indicadores numéricos; (IV) indicadores de alarmes; (V) botoeiras, 
etc... 
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Figura 3.3 Arquitetura de comunicação entre o Programa de Simulação do Reator Nuclear e 
a Mesa de Controle Virtual 
 
3.4 Definição das ferramentas à serem utilizadas na construção da mesa de controle 
virtual 
A construção do programa foi feita utilizando o compilador Microsoft Visual C++ 6.0. 
Toda a modelagem gráfica foi feita utilizando a biblioteca gráfica OpenGl (WOO, M., et 
AL., 1997) e a comunicação com o servidor do simulador do LABIHS, foi feita utilizando o 
protocolo TCP/IP, com o uso de um socket para a troca de dados entre os dois 
computadores. 
O uso da biblioteca gráfica OpenGl foi escolhido por ser uma biblioteca amplamente 
utilizada , de domínio publico e suportada por vários compiladores e sistemas operacionais. 
Como a mesa virtual não tem uma grande complexidade na sua modelagem, o uso da 
biblioteca se mostrou muito satisfatório. Outra vantagem é que grandes fabricantes de 
placas de vídeo, como por exemplo: NVidia, ATI, INTEL, tem a possibilidade de  suporte 
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de hardware em seus processadores gráficos para as funções da biblioteca, o que acarreta 
um significativo aumento de performance na velocidade de execução do programa e 
também uma confortável portabilidade, facilitando a escolha dos computadores que 
poderão executar este programa. A biblioteca OpenGL não inclui nenhuma função para o 
gerenciamento de janelas, interação com o usuário, entrada ou saída de dados. Para 
solucionar este problema foi usada uma biblioteca auxiliar a OpenGL Utility Toolkit 
(GLUT) (Kilgard M, J., 1996). Na GLUT pode-se destacar a interação simplificada com 
dispositivos de entrada (mouse, joystick, keyboard, etc.) e criação e manipulação de 
janelas. 
O programa utiliza orientação à objeto para facilitar a geração dos atuadores e indicadores, 
que são os componentes gráficos da modelagem da mesa virtual. 
Todos os componentes gráficos são objetos de classes. A mesa tem mais de quinhentos 
componentes gráficos de sete classes primarias. A mesa é constituída por três moveis e 
cada um com o seu respectivo painel. Cada painel é dividido de forma matricial, formando 
um mosaico de tampas quadradas, cada uma associada a uma posição (x,y), onde cada 
componente gráfico será inserido no painel conforme a posição de sua respectiva tampa. 
Por exemplo: na figura 3.4, o atuador “release” da classe botão, localizado na borda inferior 
esquerda, terá a posição (0,0) e o indicador “source range neutron level“ da classe 
mostrador analogico plano terá a posição  (3,7). 
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Figura 3.4 Painel da mesa 1 
 
A biblioteca gráfica OpenGL não tem uma boa facilidade e nem qualidade de resolução 
para adicionar textos, por isso, cada classe tem  texturas associadas, que são  imagens no 
formato “.jpeg”,  que podem ser textos em geral ou  desenhos de fundo de escala, como no 
caso de mostradores. Neste desenvolvimento foi usada a biblioteca BIBUTIL (COHEN, M, 
MANSSOUR I.H., 2006). 
A orientação de visualização foi feita com a movimentação da câmera em relação à 
observação da mesa, como se fosse na ótica de uma pessoa observando-a e os comandos de 
posicionamento são comandos do teclado para  a mudança de posição da câmera, como por 
exemplo: zoom, pan, etc. 
Para que os atuadores sejam acionados foi adotado o uso do mouse.  
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CAPÍTULO 4 
Implementação  
 
4.1 Introdução 
Neste capitulo serão descritos detalhes da construção e funcionamento das classes e 
principais funções do programa. 
4.2 Descrição das Classes 
Existem sete classes primarias nos componentes gráficos do programa de modelagem da 
mesa virtual: 
1. Anunciador de Alarme. 
2. Led de Status. 
3. Display Numérico. 
4. Mostrador Analógico plano. 
5. Mostrador Analógico Cilíndrico. 
6. Botão de Atuação. 
7. Chave de Atuação. 
 
4.2.1 Anunciador de Alarme 
Esta classe (figura 4.1) é utilizada para gerar os objetos gráficos de status dos alarmes, que 
na mesa original são painéis de acrílico de aproximadamente quatro por dois centímetros 
com a gravação de informação do alarme. Cada painel tem uma lâmpada, que é acesa, caso 
haja o alarme. Cada objeto gerado desta classe tem duas texturas com o mesmo texto do 
alarme. Uma representando o alarme ativado (aceso) e outra representando o alarme 
  34 
desativado (apagado). A informação de qual utilizar vem de uma variável enviada pelo 
canal de comunicação com o simulador. 
 
4.2.2 Led de Status 
Esta classe (figura 4.2) tem o mesmo funcionamento da anterior, mas utiliza um led (light 
emitting diode) para apresentação visual. Serve para apresentar o status de funcionamento 
de válvulas e outros sistemas do reator. 
 
4.2.3 Display Numérico  
Esta classe é para gerar os objetos gráficos de quatro caracteres de sete segmentos (figura 
4.1), que vão apresentar nos painéis da mesa virtual as informações numéricas de variáveis 
inteiras do reator, como por exemplo, posição das barras de controle, taxa de contagem de 
nêutrons, etc.   
 
4.2.4 Mostrador Analógico Plano 
Os objetos desta classe (figura 4.1) são destinados para apresentar variáveis analógicas do 
simulador. Estes mostradores analógicos da mesa física original são galvanômetros de 
bobina móvel planos, com uma excursão do ponteiro de 270 graus. Cada componente desta 
classe tem uma textura que é a imagem da escala das unidades de cada galvanômetro 
mesclada com a referencia do nome da variável do mostrador. Esta classe tem uma função 
interna, que faz o calculo para a construção gráfica da posição angular do ponteiro, 
proporcional à grandeza analógica relativa ao medidor. 
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Figura 4.1 Componentes: Anunciador de Alarmes,Display Numérico, Mostrador Analógico 
Plano e Botão de Atuação 
4.2.5 Mostrador Analógico Cilíndrico 
Esta classe, também, é a construção gráfica de um galvanômetro, só que num formato físico 
diferente. Este galvanômetro é do tipo cilíndrico (figura 4.2), podendo ser horizontal ou 
vertical. A filosofia de programação da classe é semelhante a anterior, só mudando a 
construção gráfica da mesma.  
 
Figura 4.2 Mostrador analógico cilíndrico, Led de Status, Chave de Atuação. 
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4.2.6 Botão de Atuação 
Esta classe (figura 4.1) constrói os componentes gráficos dos botões de atuação da mesa 
virtual. Estes botões servem para ativar varias funções da mesa de controle virtual, como 
por exemplo: seleção de bancos de barras de controle, desligamento forçado do reator, 
rearme dos alarmes, etc. . Os botões são ativados pelo mouse. Cada objeto da classe botão 
tem a sua coordenada x,y, relativa a sua posição nos painéis. Cada vez que o botão 
esquerdo do mouse é pressionado, a função que gerencia esta atividade é acionada. Ela, 
tendo a coordenada de posição do mouse, testa em todos os objetos de botão se a 
coordenada do mouse corresponde a algum botão especifico, caso esta condição seja 
verdadeira, a função aciona uma variável existente em todos os objetos, para informar que 
este esta acionado e os outros não. Quando o botão de mouse é liberado, automaticamente, 
todos os botões voltam à condição de não pressionados. Este processo é realizado 
desenhando o botão com a mesma coordenada Z do painel, quando ele esta pressionado ou 
desenhando com um incremento da coordenada Z, quando não esta pressionado, simulando 
uma condição  visual de relevo. Esta informação de atuação do botão é repassada ao 
simulador do LABIHS, para que sejam feitos os novos cálculos da dinâmica do reator. Os 
botões possuem uma informação visual adicional, para saber se a sua função esta ativa 
(aceso) ou não (apagado). Este processo é feito através do simulador, por exemplo: a mesa 
virtual envia a informação que o botão foi pressionado e o simulador envia a informação 
que a função do botão foi ativada ou não. Na mesa virtual, este processo e feito através de 
duas texturas com o mesmo texto em cada objeto, uma com a representação de acesa e 
outra de apagada. 
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4.2.7 Chave de Atuação 
Esta classe (figura 4.2) serve para gerar objetos de atuação que requeiram funções de 
incremento ou decremento, por exemplo: subida ou descida de barras de controle, encher 
ou esvaziar reservatórios do reator, etc... . Esta chave tem três posições: repouso, 
incremento e decremento. Cada objeto de chave é associado a duas variáveis na memória 
compartilhada do simulador. Uma é ativada quando há o incremento e a outra no 
decremento, quando a chave esta em repouso as duas são desativadas. A chave é acionada 
através do mouse. Quando é pressionada a tecla esquerda é feita a operação de incremento, 
com o objeto da chave desenhado para esquerda ou para cima. Quando é pressionada a tecla 
direita é feita a operação de decremento, com o objeto da chave desenhado para direita ou 
para baixo. Quando nenhuma tecla esta acionada, o objeto da chave é desenhado no estado 
de repouso, perpendicular ao painel da mesa virtual. 
 
4.3 Funções do Programa 
O programa utiliza a biblioteca GLUT para o desenho de janelas, interatividade de teclado 
e mouse, temporizadores e dinâmica do programa. A GLUT utiliza o modo de callback de 
funções, ou seja, callbacks são funções que serão chamadas para tratar eventos. Para uma 
função callback ser efetivamente chamada ela precisa ser registrada através da função 
glutXxxFunc (callback), onde Xxx designa uma classe de eventos e callback é o nome da 
função. Por exemplo, para registrar a callback de desenho da mesa chamada Desenha, usa-
se glutDisplayFunc(Desenha). No programa são usadas outras funções de callback, como 
teclado, mouse e temporizador (figura 4.3). Depois que o programa é inicializado e funções 
de callback registradas, o programa executa a função glutMainLoop(), que fica em loop, até 
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o surgimento de eventos, que são tratados em suas respectivas funções de callback e 
quando acabam, retornam ao loop. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 4.3 fluxograma da organização geral do programa. 
 
 
As principais funções do programa são: 
1. Inicializa  
2. Desenha 
3. Atualiza 
4. Gerenciadores de teclado e mouse 
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4.3.1 Inicializa 
Essa função é responsável pela inicialização dos parâmetros das três principais funções do 
programa. 
1. Criação dos objetos, através de suas respectivas classes, definindo suas posições, 
texturas e as informações particulares de cada um. 
2. Inicialização do socket de comunicação. 
3. Parâmetros do OpenGl/Glut, tais como: tamanho da janela de apresentação, 
apresentação em modo estéreo ou não, posição inicial da câmera, etc... 
 
4.3.2 Desenha 
A função “Desenha” é a principal, que é constituída de três sub-funções (figura 4.4). A 
“DesenhaBancada”, constrói o desenho dos três moveis da mesa, a “DesenhaPainel” 
constrói o desenho do mosaico de tampas dos painéis e adiciona a textura que contem os 
textos dos painéis e finalmente  a “DesenhaParâmetros”. Nesta, os objetos criados são  
desenhados em suas devidas posições. É, também na função desenha, que é processado o 
calculo da posição da câmera. A função Desenha é a função de callback de construção de 
janela da GLUT ( glutDisplayFunc() ), ou seja, ela é a função responsável para redesenhar 
toda a mesa a cada vez que é executada a função glutPostRedisplay(). 
 
 
 
 
 
 
Figura 4.4 fluxograma da função Desenha 
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4.3.3 Atualiza 
É a função de callback do glutTimerFunc(), que é executada a cada 100 ms . É através 
desta função que enviamos os dados dos atuadores e atualizamos os valores de todos os 
indicadores, através do canal de comunicação com o computador do servidor do LABIHS, 
que processa a simulação numérica da dinâmica do reator. Após o envio e a coleta destes 
dados a função redesenha toda a mesa virtual, chamando a função glutPostRedisplay().  
4.3.4 Gerenciadores de mouse e teclado 
Essas funções são executadas se alguma tecla foi pressionada ou se houve atividade do 
mouse, e alteram as variáveis necessárias, respectivas à tecla pressionada ou o 
pressionamento e a posição do mouse. É nesta função que é feita a interatividade com o 
usuário. Estas funções também executam o redesenho da mesa. 
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4.4 Figuras da Modelagem da Mesa de Controle Virtual 
 
 
 
 
Figura 4.5 Mesa de Controle Virtual, visão frontal 
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Figura 4.6 Mesa de Controle Virtual , vista lateral direita 
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Figura 4.7 Mesa de Controle Virtual , vista lateral esquerda 
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Figura 4.8 Mesa de Controle Virtual , acionamento de barras e controle de fluxo neutrônico 
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Figura 4.9 Mesa de Controle Virtual , painel central, primário e secundário 
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Figura 4.10 Mesa de Controle Virtual , detalhe do controle de geração elétrica 
 
  47 
 
 
Figura 4.11 Mesa de Controle Virtual , vista superior 
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Figura 4.12 Mesa de Controle Virtual , detalhe do controle químico volumétrico  
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Figura 4.13 Mesa de Controle Virtual , detalhe do posicionamento de barras e alarmes 
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Figura 4.14 Mesa de Controle Virtual , detalhe do Núcleo e Gerador de Vapor 
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CAPÍTULO 5 
Conclusão e trabalhos futuros 
 
5.1 – Conclusão 
O objetivo inicialmente estabelecido para este trabalho foi utilizar ferramentas de realidade 
virtual para desenvolvimento de uma mesa de controle de um simulador de um reator 
nuclear do tipo PWR. O uso desta mesa de controle virtual serve para auxiliar o 
treinamento  remoto de operadores. 
A implementação da modelagem da mesa e a construção dos componentes gráficos da 
mesma foram todos feitos usando o compilador de C++ Visual Studio da Microsoft. A 
biblioteca gráfica utilizada foi a OpenGl da Silicon Graphics, que se mostrou bastante 
satisfatória, devido a ser uma biblioteca de domínio publico e relativamente simples de se 
usar. 
Na comunicação de dados em rede, foi usado o protocolo TCP/IP usando a biblioteca 
Socket da Universidade de Berkeley, também de domínio publico. Esta biblioteca pode ser 
programada em vários sistemas operacionais, o que facilitou a execução do sistema, devido 
ao fato que os dados precisaram ser compartilhados com programas executados, tanto no 
sistema operacional UNIX, quanto no Windows. 
Devido ao protocolo adotado ser o TCP/IP, que é o mesmo utilizado na Internet, os 
usuários podem se conectar remotamente ao simulador do LABIHS. Isto representa uma 
facilidade, pois os usuários podem operar a mesa virtual em seus próprios ambientes de 
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trabalho, ou mesmo em suas residências, sem a necessidade de se deslocar para as 
dependências do LABIHS. 
Concluída a modelagem completa da mesa, exceto por algumas texturas, foram realizados 
testes para avaliar o desempenho do sistema. O teste de operação remota do simulador, 
através da mesa virtual demonstrou que a comunicação remota da rede (TCP/IP), 
apresentou um bom resultado. Foi usado o programa TCPDUMP, que mede a perda de 
dados na transmissão, houve uma perda de dados da ordem de 0,05%, em 10 horas de 
operação continua. O teste de controle operacional propriamente dito, foi feito com a 
comparação de operação com o simulador do LABIHS, foram feitas operações 
rigorosamente iguais em ambos, não apresentando nenhum erro operacional na mesa de 
controle virtual. Sendo assim, conclui-se que a mesa virtual pode ser utilizada para 
treinamento básico de operação, uma vez que para torna-la mais operacional,  do ponto de 
vista ergonômico, o modo de interação deverá ser melhorado. 
O uso da metodologia de utilização de classes para construção dos componentes gráficos da 
mesa se mostrou muito satisfatório na modelagem, pois a mesa tem mais de quinhentos 
objetos de componentes gráficos e sete classes primarias. 
Estando a mesa de controle virtual controle totalmente operacional, operadores de 
diferentes grupos de operação de reatores, poderão ser chamados para avaliá-la através da 
perspectiva da ergonomia de operação. Eles irão operar tanto no simulador do LABIHS, 
com diversas telas de operação, como na mesa de controle virtual, para efetuar uma análise 
comparativa. 
Com este trabalho esperamos que o treinamento de operadores de centrais nucleares, 
usando simuladores full scope, possa ser facilitado, devido à mesa de controle virtual ter a 
mesma aparência do layout da mesa de controle original do reator.  
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5.2 – Trabalhos futuros 
Nós pretendemos expandir a metodologia da interface de interação do usuário com a mesa 
virtual, tornando-a mais amigável.  Esta nova interação seria obtida através do uso de luvas, 
comandos de voz, head-up displays, ou outros tipos de interfaces similares. Isto iria 
melhorar a sensação de imersão dos operadores e iria transformar a operação do sistema em 
um procedimento mais realista, melhorando o seu desempenho, com a liberação do uso do 
teclado e do mouse. 
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Apêndices 
Apêndice A 
Laboratório de Interfaces Homem-Sistema (LABIHS) 
O simulador do Laboratório de interfaces Homem-Sistema (LABIHS) localizado na 
Divisão de Instrumentação e Confiabilidade Humana (DICH) do Instituto de Engenharia 
Nuclear, IEN/CNEN, foi desenvolvido em conjunto com o Instituto de Energia Atômica da 
Coréia (KAERI) e consiste de uma rede de 7 computadores PC , que funcionam como 
terminais de uma estação de trabalho HP 3700, na qual opera o simulador compacto. O 
simulador é constituído essencialmente de cinco partes. A primeira é o programa de 
modelagem matemática da usina nuclear, programado em fortran, que contém em seu 
código a lógica do funcionamento da usina. A segunda parte é a memória compartilhada 
programada em C/C++, que tem como principal função armazenar as variáveis processadas 
pelo programa de modelagem matemática e disponibilizá-las para leitura e escrita, por 
outros programas. A terceira parte é a interface gráfica programada em C/C++ com 
bibliotecas ILOG, utilizando o software HSI BUILDER  para a criação de suas telas e do 
programa ILOG VIEWS STUDIO para a criação dos objetos gráficos utilizados nas telas. 
A quarta parte é o programa de controle do instrutor programado em C/C++, que controla a 
execução/interrupção do programa de modelagem matemática, salva/carrega/altera o estado 
da usina simulada e é capaz de inserir erros com tempo programado na simulação para 
testar a reação dos operadores. A quinta parte é a base de dados, que contém e disponibiliza 
dados para os programas, como por exemplo, os necessários na inicialização do programa 
de modelagem matemática. Todas as cinco partes que compõem o simulador são 
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executadas na estação de trabalho HP, que utiliza o sistema operacional HP-UX 
multiusuário  (figura A.1). 
 
 
 
 
 
 
 
 
 
 
Figura A.1 Arquitetura computacional do LABIHS 
 
 
 
O grupo de operação da sala de controle do simulador é constituído por três operadores: 
operador do primário, operador do secundário e um supervisor. Cada operador controla e 
monitora os sistemas sob sua responsabilidade, através de três telas coloridas de 
computador do tipo LCD de 18 polegadas, associadas com um teclado e um mouse. Em 
uma das paredes da sala de controle também está instalado um telão, que apresenta o 
funcionamento geral da planta nuclear e dos sistemas. Este telão tem como finalidade 
propiciar ao operador uma visão integrada do funcionamento do reator. Em uma sala anexa 
à sala de operação atua o instrutor, que programa os eventos que serão simulados. 
A figura A.2 apresenta uma visão da sala de controle avançada do LABIHS. 
Programa de 
Simulação do 
Reator Nuclear
 
Memória 
 
Compartilhada
 
Programa de 
Geração de 
Telas de 
Apresentação
 
Programa de controle do instrutor e banco de dados 
  63 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura A.2 - Sala de Controle do LABIHS. 
 
 A operação do simulador é feita através da navegação nessas telas coloridas, que 
representam os principais sistemas do reator nuclear PWR de três loops. O controle e 
monitoração do simulador são realizados através dos sistemas apresentados nas seguintes 
telas: tela do sistema de refrigeração do reator; tela do sistema de controle químico e 
volumétrico; tela do sistema de remoção do calor residual; tela do sistema de vapor 
principal e sistema da turbina; tela do sistema de água de alimentação; tela do sistema do 
condensador; tela do sistema elétrico; tela do sistema de controle das barras do reator; tela 
do sistema de controle da reatividade; tela com o arranjo das barras de controle e 
desligamento; tela com a descrição das mensagens de alarme; tela de anunciação alarme 1; 
Operador do 
Reator  
    Operador da       
Turbina Supervisor 
Telas de   
Operação 
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tela de anunciação alarme 2; tela do status dos permissivos; tela com os gráficos 
representando a tendência das variáveis e tela de visão geral de funcionamento da planta 
nuclear. 
A identificação do nome do sistema está localizada na parte superior de cada tela. A área 
gráfica está posicionada na parte central de cada tela. Existem quatro modos de navegação 
entre as telas. No lado direito da área gráfica central existem dez teclas, que permitem a 
navegação entre os sistemas. No lado direito da área gráfica central existem quatro setas, 
que permitem navegar entre as telas dos sistemas. Além dessas quatro setas, existem 
também duas teclas que apresentam o histórico das telas acessadas e a última tela 
apresentada, ou seja, teclas HISTORY e PREVIOUS. Para navegar entre as telas pode-se 
também clicar no link que conecta uma tela de um sistema com a tela de outro sistema. 
Outro modo de navegação é feito através da digitação do nome da tela requerida. Esta 
digitação é realizada no espaço reservado na tela para este comando. Este espaço está 
localizado no lado direito inferior da tela. A figura A.3 apresenta estas informações. 
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Figura A.3 Tela do Sistema de refrigeração do Reator. 
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Figura A.4 Tela de Visão Geral dos Processos do Reator 
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Figura A.5 Tela do Sistema de Controle Químico e Volumétrico do  Reator 
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Figura A.6 Tela do Sistema do Gerador de Vapor e da Turbina 
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Figura A.7 Tela do Sistema de Anunciadores de Alarme 
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Apêndice B 
Biblioteca Gráfica OpenGL 
B.1 Introdução 
A biblioteca OpenGL (Open Graphic Library) é um conjunto de funções gráficas 3D de alto 
desempenho e de domínio público. Esta biblioteca comunica-se diretamente com o 
hardware da placa de vídeo, evitando que o sistema operacional interfira nessa tarefa. Com 
a diminuição dos custos destas placas, a utilização do OpenGL pelos desenvolvedores de 
aplicações gráficas vem se tornando cada vez mais comum. 
O precursor do OpenGL foi o GL da Silicon Graphics Inc. (SGI), uma renomada empresa 
líder mundial em computação gráfica e animação. A “IRIS GL” foi a linguagem de 
programação 3D das estações gráficas IRIS. Estes computadores eram especialmente 
otimizados para exibição e criação de sofisticados gráficos, onde o próprio hardware 
provinha matrizes de transformação muito rápidas (o que é prérequisito para gráficos 
tridimensionais), suporte de hardware para buffer de profundidade e outras características. 
Mas quando tentaram passar “IRIS GL” para outras plataformas de hardware, ocorreram 
vários problemas de compatibilidade.(NEIDER e DAVIS,1996) 
A primeira tentativa de implementar uma tecnologia semelhante a OpenGL em PCs, foi 
feita pela Microsoft. A empresa criou a GDI (Graphics Device Interface), com a qual era 
possível escrever gráficos independente do hardware utilizado, porém isso levava um certo 
tempo. Então os fabricantes de placas começaram a escrever drivers otimizados para a GDI. 
A partir daí, a Microsoft introduziu o WinG que consistia em algumas poucas funções que 
exibiam bitmaps no monitor, porém ainda muito lento. 
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Após isso, a Microsoft criou o Direct Draw API para acesso ao hardware em baixo nível. 
Este se tornou parte das APIs do DirectX para acesso direto ao hardware, fazendo com que, 
por exemplo, jogos fossem facilmente implementados e melhorando muito seu 
desempenho, porém apresentavam alguma lentidão.(WRIGHT et al.,  1996) 
O OpenGL é o resultado do esforço da SGI em melhorar a portabilidade do “IRIS GL”. 
Esta nova linguagem deveria ser poderosa como o GL e ser “OPEN”, permitindo assim 
portabilidade para outras plataformas de hardware. Porém, um padrão aberto não é 
realmente aberto se somente um fabricante o controla. Assim todas as características do 
OpenGL são decididas pelo associação OpenGL Architeture Review Board (ARB), que foi 
fundada pelos membros da SGI, Digital Equipment Corporation, IBM, Intel e Microsoft. O 
OpenGL ARB reune duas vezes por ano. Essas reuniões são abertas ao público e as 
companhias que não fazem parte da associação podem participar, dar sugestões, apesar de 
não terem direito a voto.(WOO et al.,1997) 
A OpenGL é definida como “uma interface de software para um hardware gráfico”. Em 
essência é uma biblioteca de gráficos tridimensionais, modelos extremamente portáveis e 
muito rápida. Usando o OpenGL, pode-se criar gráficos tridimensionais com grande 
qualidade visual.  
A biblioteca foi implementada para ser usado em computadores com hardware gráfico 
desenvolvido e otimizado para a exibição e manipulação de gráficos 3D. Implementações 
somente de software, sem a utilização de hardware específico são possíveis, porém o 
desempenho computacional diminui consideravelmente. As implementações do Microsoft 
Windows caem nessa categoria. Com a queda de preço das placas de vídeo com aceleração 
3D, elas vêm se tornando um equipamento comum nos PCs No entanto, as aplicações 
OpenGL não distinguem entre a implementação por hardware acelerado ou por software. O 
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usuário nota um ganho de desempenho incrível quando a aceleração de hardware está 
presente. 
O OpenGL é uma linguagem de procedimentos e não descritiva. Ao invés de descrever a 
cena e como ela deve aparecer, o programador descreve os passos necessários para executar 
um objeto ou um efeito. Estes passos envolvem a chamada de mais de 120 funções de alto 
nível. Estas funções são usadas para desenhar gráficos primitivos, como pontos, linhas, 
polígonos em três dimensões. Além disso, o OpenGL suporta efeitos de luz, sombra, uso de 
texturas, animação e outros efeitos especiais. Porém, o OpenGL não inclui nenhuma função 
para o gerenciamento de janelas, interação com o usuário, entrada ou saída de dados. Para 
solucionar este problema foi criada uma biblioteca auxiliar a OpenGL Utility Toolkit 
(GLUT) (Kilgard M, J., 1996). Na GLUT pode-se destacar a interação simplificada com 
dispositivos de entrada (mouse, joystick, keyboard, etc.) e a manipulação de janelas. 
Entre os recursos gráficos disponíveis no OpenGL, podem ser destacados os 
seguintes: 
• Modos de desenho de pontos; 
• Ajuste de largura de linhas; 
• Aplicação de transparência; 
• Ativação/desativação de serrilhamento (aliasing); 
• Mapeamento de superfícies com textura; 
• Seleção de janela de desenho; 
• Manipulação de fontes/tipos de iluminação e sombreamento; 
• Transformação de sistemas de coordenadas; 
• Transformações em perspectiva; 
• Combinação de imagens (blending). 
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B.2 Operação da OpenGL 
 
A Figura B.1 descreve as operações gráficas que a OpenGL usa para desenhar uma imagem 
na tela. Apesar de executar gráficos de grande complexidade, a estrutura básica do 
programa é simples. Deve-se inicializar certos controles de como o OpenGL desenha uma 
imagem e especificar os objetos a serem desenhados. A complexidade consiste nas 
formulações matemáticas dos efeitos apresentados na tela. 
 
 
 
Figura B.1 - Operações gráficas da OpenGL 
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Abaixo, pode-se ver o código para desenhar um retângulo branco com o fundo preto. 
#include OpenGL.h //inclui a OpenGL no projeto 
main( ) 
{ 
InicializaJanela( ); //Inicializa a janela 
glClearColor( 0.0, 0.0, 0.0, 0.0); //Seleciona a cor de fundo 
glClear(GL_COLOR_BUFFER_BIT); //limpa a tela 
glColor3f(1.0 ,1.0 , 1.0); //seleciona a cor atual 
glOrtho(0.0 , 1.0 , 0.0 , 1.0 , -1.0 , 1.0 ); //escolhe o método de 
projeção ortogonal 
glBegin(GL_POLYGON); //comando para desenhar um polígono 
glVertex3f (0.25, 0.25, 0.0); // 1º vértice 
glVertex3f (0.75, 0.25, 0.0); // 2º vértice 
glVertex3f (0.75, 0.75, 0.0); //3º vértice 
glVertex3f (0.25, 0.75, 0.0); //4º vértice 
glEnd(); //termina o comando de desenho 
AtualizaJanela( ); //atualiza os dados da janela 
} 
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Apêndice C 
Protocolo TCP/IP 
O modelo TCP/IP - como muitos outros modelos de protocolos - pode ser visto como um 
grupo de camadas, em que cada uma resolve um grupo de problemas da transmissão de 
dados, fornecendo um serviço bem definido para os protocolos da camada superior. Estas 
camadas mais altas estão logicamente mais perto do usuário (camada de aplicação), lidam 
com dados mais abstratos e confiam nos protocolos das camadas mais baixas para traduzir 
dados em um formato que pode eventualmente ser transmitido fisicamente. 
 
C.1 Protocolos para internet 
Os protocolos para internet formam o grupo de protocolos de comunicação que 
implementam a pilha de protocolos sobre a qual a internet e a maioria das redes comerciais 
funciona. Eles são algumas vezes chamados de "protocolos TCP/IP", já que os dois 
protocolos mais importantes desse modelo são: o protocolo TCP - Transmission Control 
Protocol (Protocolo de Controle de Transmissão) - e o IP - Internet Protocol (Protocolo 
Internet). Esses dois protocolos foram os primeiros a serem definidos. 
O modelo OSI descreve um grupo fixo de sete camadas que alguns fornecedores preferem e 
que pode ser comparado a grosso modo com o modelo TCP/IP. Essa comparação pode 
causar confusão ou trazer detalhes mais internos para o TCP/IP. 
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C.2 As camadas 
O que segue é uma descrição de cada camada na pilha da suíte IP. 
 
C.2.1 A camada de enlace 
A camada de enlace não é realmente parte do modelo TCP/IP, mas é o método usado para 
passar pacotes da camada de rede de um dispositivo para a camada de internet de outro. 
Esse processo pode ser controlado tanto em software (device driver) para a placa de rede 
quanto em firmware ou chipsets especializados. Esses irão executar as funções da camada 
de enlace de dados como adicionar um header de pacote para prepará-lo para transmissão, 
então de fato transmitir o quadro através da camada física. Do outro lado, a camada de 
enlace irá receber quadros de dados, retirar os headers adicionados e encaminhar os pacotes 
recebidos para a camada de internet. Essa camada é a primeira normatizada do modelo, é 
responsavel pelo enderecamento, roteamento e controle de envio e recepção.Ela não é 
orientada à conexão, se comunica pelos datagramas (pacotes de dados). 
Entretanto, a camada de enlace não é sempre tão simples. Ela pode também ser um VPN 
(Virtual Private Network, Rede Privada Virtual) ou túnel, onde pacotes da camada de 
internet, ao invés de serem enviados através de uma interface física, são enviados usando 
um protocolo de tunneling e outra (ou a mesma) suíte de protocolos. O VPN ou túnel é 
usualmente estabelecido além do tempo, e tem características especiais que a transmissão 
direta por interface física não possui (por exemplo, ele pode encriptar os dados que passam 
através dele). Esse uso recursivo de suíte de protocolos pode ser confuso uma vez que a 
"camada" de enlace é agora uma rede inteira. Mas é um método elegante para implementar 
funções freqüentemente complexas. Embora seja necessário muito cuidado para prevenir 
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que um pacote já empacotado e enviado através de um túnel seja mais uma vez empacotado 
e reenviado pelo mesmo. 
 
C.2.2 A camada de rede 
Como definido anteriormente, a camada de rede resolve o problema de obter pacotes 
através de uma rede simples. Exemplos de protocolos são o X.25 e o Host/IMP da 
ARPANET. 
Com o advento da internet novas funcionalidades foram adicionadas nesta camada, 
especialmente para a obtenção de dados da rede de origem e da rede de destino. Isso 
geralmente envolve rotear o pacote através de redes distintas que se relacionam através da 
internet. 
Na suíte de protocolos para a internet, o IP executa a tarefa básica de levar pacotes de dados 
da origem para o destino. O protocolo IP pode transmitir dados para diferentes protocolos 
de níveis mais altos, esses protocolos são identificados por um único número de protocolo 
IP. 
Alguns dos protocolos transmitidos por IP, como o ICMP (usado para transmitir 
informação de diagnóstico sobre a transmissão IP) e o IGMP (usado para gerenciar dados 
multicast) são colocados acima do IP mas executam funções da camada internet. Isso ilustra 
uma incompatibilidade entre os modelos da internet e OSI. Todos os protocolos de routing, 
como o BGP, o OSPF e o RIP são também parte da camada de internet, muito embora eles 
possam ser vistos como pertencentes a camadas mais altas na pilha. 
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C.2.3 A camada de transporte 
Os protocolos na camada de transporte podem resolver problemas como confiabilidade (o 
dado alcançou seu destino?) e integridade (os dados chegaram na ordem correta?). Na suíte 
de protocolos TCP/IP os protocolos de transporte também determinam para qual aplicação 
um dado qualquer é destinado. Os protocolos dinâmicos de routing, que tecnicamente 
cabem nessa camada do TCP/IP, são geralmente considerados parte da camada de rede. 
Como exemplo tem-se o OSPF (protocolo IP número 89). O TCP, número 6 do protocolo 
IP, é um mecanismo de transporte "confiável", orientado à conexão e que fornece um 
stream de bytes confiável, garantindo assim que os dados cheguem íntegros (não 
danificados e em ordem). O TCP tenta continuamente medir o quão carregada a rede está e 
desacelera sua taxa de envio para evitar sobrecarga. Além disso, o TCP irá tentar entregar 
todos os dados corretamente na seqüência especificada. Essas são as principais diferenças 
dele para com o UDP, e pode se tornar desvantajoso em streaming, em tempo real ou 
aplicações de routing com altas taxas de perda na camada internet.Mais recentemente criou-
se o SCTP (Stream Control Transmission   Protocol, Protocolo de Transmissão de Controle 
de Stream), que também consiste em um mecanismo de transporte "confiável". Ele provê 
suporte a multihoming, onde o final de uma conexão pode ser representada por múltiplos 
endereços IP (representando múltiplas interfaces físicas), de maneira que, se algum falhar, a 
conexão não é interrompida. Ele foi desenvolvido inicialmente para transportar SS7 sobre 
IP em redes telefônicas, mas também pode ser usado para outras aplicações. O UDP (User 
Datagram Protocol), número 17 do protocolo IP, é um protocolo de datagrama sem 
conexão. Ele é um protocolo de "melhor esforço" ou "não confiável". Não porque ele é 
particularmente não confiável, mas porque ele não verifica se os pacotes alcançaram seu 
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destino, e não dá qualquer garantia que eles irão chegar na ordem. Se uma aplicação requer 
estas características, então ela mesma terá que provê-las ou usar o protocolo TCP. 
O UDP é tipicamente usado por aplicações como as de mídia de streaming (áudio, vídeo 
etc), onde a chegada na hora é mais importante do que confiabilidade, ou para aplicações de 
simples requisição/resposta como pesquisas de DNS, onde o overhead de configurar uma 
conexão confiável é desproporcionalmente largo. O DCCP está atualmente em 
desenvolvimento pelo IETF. Ele provê controle de fluxo das semânticas do TCP, enquanto 
mantém o modelo de serviço de datagramas do UDP visível para o usuário. 
Tanto o TCP quanto o UDP são usados para transmitir um número de aplicações de alto 
nível. As aplicações em qualquer endereço de rede são distingüidas por seus endereços de 
porta TCP ou UDP. Por convenção, certas portas "bem conhecidas" estão associadas com 
aplicações específicas. 
 
C.2.4 A camada de aplicação 
A camada de aplicação é a camada que a maioria dos programas de rede usam de forma a 
se comunicarem através de uma rede com outros programas. Processos que rodam nessa 
camada são específicos da aplicação; o dado é passado do programa de rede, no formato 
usado internamente por essa aplicação, e é codificado dentro do padrão de um protocolo. 
Alguns programas específicos são levados em conta nessa camada. Eles provêm serviços 
que suportam diretamente aplicações do usuário. Esses programas e seus correspondentes 
protocolos incluem o HTTP (navegação na World Wide Web), FTP (transporte de 
arquivos), SMTP (envio de email), SSH (login remoto seguro), DNS (pesquisas nome <-> 
IP) e muitos outros. Uma vez que o dado de uma aplicação foi codificados dentro de um 
padrão de um protocolo da camada de aplicação ele será passado para a próxima camada da 
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pilha IP. Na camada de transporte, aplicações irão em sua maioria fazer uso de TCP ou 
UDP, e aplicações servidoras são freqüentemente associadas com um número de porta. 
Portas para aplicações servidores são oficialmente alocadas pela IANA (Internet Assigned 
Numbers Authority) mas desenvolvedores de novos protocolos hoje em dia freqüentemente 
escolhem os números de portas por eles mesmos. Uma vez que é raro ter mais que alguns 
poucos programas servidores no mesmo sistema, problemas com conflito de portas são 
raros. Aplicações também geralmente permitem que o usuário especifique números de 
portas arbitrários através de parâmetros em tempo de execução. 
Aplicações cliente conectando para fora geralmente usam um número de porta aleatório 
determinado pelo sistema operacional. 
C.3 Implementações 
Hoje, a maioria dos sistemas operacionais comerciais incluem e instalam a pilha TCP/IP 
por padrão. Para a maioria dos usuários, não há nenhuma necessidade de procurar por 
implementações. O TCP/IP é incluído em todas as versões do Unix e Linux, assim como no 
Mac OS X, Microsoft Windows e Windows 2000 Server. 
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Apêndice D  
Sockets 
 
O termo sockets é bastante genérico, e é normalmente usado para designar um conjunto de 
primitivas que permitem que o programador tenha acesso aos serviços da camada de 
transporte de uma rede. Existem sockets para várias redes, de vários fabricantes. 
Centralizaremos nossa abordagem em duas implementações de sockets para Internet: MS 
Sockets (Windows) e Berkeley Sockets (UNIX / Linux). 
 
O uso das funções explicado aqui considera somente opções básicas. Opções avançadas 
devem ser consultadas de outras fontes de documentação, como o MS SDK Help (para 
Windows) ou o comando man (em Linux). 
 
C.1 Diferenças entre Linux e Windows 
As diferenças entre programação com sockets em Linux e Windows são pequenas. Elas 
residem principalmente na definição de alguns tipos e constantes. 
Com exceção de uma função, todas têm o mesmo nome e mesma semântica, facilitando a 
portabilidade de código. 
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C.2 Inicialização 
Em Windows, para se ter acesso às funções de sockets, utiliza-se o arquivo de cabeçalho 
WinSock2.h e linka-se o programa com a biblioteca ws2_32.lib. 
Em ambiente Linux, os arquivos de cabeçalho utilizados são sys/types.h e sys/socket.h e o 
programa deve ser linkado/compilado com os parâmetros “-lsocket -lnsl”. 
Para a iniciar a utilização de rotinas de sockets em ambiente Windows, deve-se 
primeiramente chamar a rotina WSAStartup(), que inicializa o uso de sockets em um 
processo e negocia com o sistema operacional a versão da biblioteca Windows Sockets que 
será utilizada. Ao final do uso de sockets, a rotina WSACleanup() deve ser chamada para a 
liberação de recursos alocados. 
 
A troca de mensagem por sockets pode ser ou não orientada a conexão. Considerando-se 
comunicação através da Internet, com o protocolo IP, a troca de mensagens orientada a 
conexão corresponde ao uso do protocolo TCP, enquanto que a troca não orientada a 
conexão corresponde ao protocolo UDP. 
 
C.3 Troca de Mensagens Orientada a Conexão 
Na comunicação orientada a conexão, uma aplicação servidora disponibiliza um canal ao 
qual aplicações clientes se conectarão para trocarem dados. Uma aplicação servidora pode 
ter conexões com vários clientes. Inicialmente, o servidor cria um socket que não será 
usado para troca de mensagens, mas somente para as aplicações clientes poderem se 
conectar. Para cada cliente que se conecta, automaticamente é criado um novo socket para o 
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recebimento e envio de mensagens com o cliente recém conectado. É interessante que o 
servidor crie uma thread para tratar da comunicação com o novo cliente. 
Para o estabelecimento de conexão entre as aplicações, são feitas as seguintes chamadas, na 
ordem em que aparecem: 
 
Socket servidora TCP: 
Inicialização  
socket() Cria um socket 
bind() Associa uma porta local ao socket 
listen() Torna o socket disponível para conexões 
accept() Bloqueia esperando por uma conexão 
  
Troca de Dados  
send() Envia dados 
recv() Bloqueia para receber dados 
  
Finalização  
shutdown() Desabilita socket 
closesocket() 
close() 
Fecha o socket 
 
 
Socket cliente TCP: 
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Inicialização  
socket() Cria um socket 
bind() Associa uma porta local ao socket (opcional) 
connect() Conecta a uma aplicação servidora 
  
Troca de Dados  
send() Envia dados 
recv() Bloqueia para receber dados 
  
Finalização  
shutdown() Desabilita socket 
closesocket() 
close() 
Fecha o socket 
 
 
Troca de Mensagens Não Orientada a Conexão 
 
Neste tipo de troca de dados, não é estabelecida uma conexão entre a aplicação cliente e a 
servidora. A aplicação servidora estabelece uma porta que estará disponível para que 
qualquer cliente possa enviar dados. A comunicação é unidirecional e não há garantias de 
que os dados realmente chegarão. 
Para a comunicação não orientada a conexão, são feitas as seguintes chamadas, na ordem 
em que aparecem: 
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Socket servidora UDP: 
Inicialização  
socket() Cria um socket 
bind() Associa uma porta local ao socket 
  
Troca de Dados  
recvfrom() Bloqueia para receber dados 
  
Finalização  
shutdown() Desabilita socket 
closesocket() 
close() 
Fecha o socket 
 
 
Socket cliente UDP: 
Inicialização  
socket() Cria um socket 
bind() Associa uma porta local ao socket (opcional) 
  
Troca de Dados  
sendto() Envia dados 
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Finalização  
shutdown() Desabilita socket 
closesocket() 
close() 
Fecha o socket 
 
Nas situações em que o uso de bind é opcional, o mecanismo de sockets associa ao socket 
uma porta disponível ao utilizá-lo para conexão ou troca de dados. 
 
 
C.4 Estruturas de Dados e Funções para Manipulação de Endereços 
 
Na programação em Windows, é definido um tipo SOCKET para o descritor que será 
utilizado nas funções de socket. No ambiente Linux, o descritor de socket é tão somente 
uma variável do tipo int. Isso se deve ao fato de o Linux tratar sockets como descritores de 
arquivos. 
Uma observação importante deve ser feita aqui, que diz respeito ao ordenamento dos bytes. 
A chamada Network byte order corresponde à ordem natural, ou seja, os bytes mais 
significativos antes. A máquina onde está rodando o programa pode armazenar os bytes em 
alguma ordem diferente dessa, o que ocasionaria problemas ao enviar as informações pela 
rede, principalmente no caso de comunicação entre máquinas com arquiteturas diferentes. 
A ordem de armazenamento na máquina local é chamada de Host Byte Order. As seguintes 
funções realizam conversão de um formato para outro: 
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htons Host short -> Network short 
htonl Host long -> Network long 
ntohs Network short -> Host short 
ntohl Network long -> Host long 
 
 
Essa é uma estrutura genérica que armazena informações sobre o endereço de um socket: 
 
struct sockaddr { 
  unsigned short  sa_family;  
  char            sa_data[14];  // 14 bytes of protocol address 
}; 
sa_family Família de endereços; depende do tipo de rede. Normalmente 
usado como AF_INET. 
sa_data Endereço de rede do socket 
 
Para o caso específico de sockets para internet, é mais prático usar essa outra estrutura: 
 
struct sockaddr_in { 
  short int          sin_family;  // Address family 
  unsigned short int sin_port;    // Port number 
  struct in_addr     sin_addr;    // Internet address 
  unsigned char      sin_zero[8]; // Same size as struct sockaddr 
}; 
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sin_family Idêntico ao campo sa_family da estrutura anterior 
sin_port (*) Porta usada para a conexão 
sin_addr (*) É um struct que contém apenas um campo de 4 bytes, 
correspondente ao endereço IP do socket. 
 
struct in_addr {  
  unsigned long s_addr;  
}; 
 
sin_zero[8] Campo usado para manter compatibilidade com a estrutura 
anterior. Deve ser setado para zero usando bzero() ou memset(). 
 
(*) esses dois parâmetros devem ser armazenados usando o ordenamento de bytes para 
transmissão (Network byte order). 
 
Uma função útil para construção do endereço do socket é a função  inet_addr, que recebe 
uma string correspondente ao endereço IP e devolve um long int (já com o ordenamento de 
byte correto): 
 
long inet_addr(char *addr); 
 
Exemplo: 
struct sockaddr_in endereco; 
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endereco.sin_addr.s_addr = inet_addr("132.241.5.10"); 
 
Uma outra função faz o inverso, ou seja, converte a estrutura que armazena o endereço para 
uma string: 
 
char *inet_ntoa(sruct in_addr); 
 
Exemplo: 
printf("%s",int_ntoa(endereco.sin_addr)); 
 
Funções para Inicialização de Sockets 
 
As funções de inicialização são usadas para preparar sockets, permitindo que aplicações 
servidoras disponibilizem portas e aplicações clientes acessem as servidoras.As rotinas que 
possuem declaração diferente para Linux e Windows terão a declaração em ambos 
ambientes, com um comentário ao lado indicando de qual ambiente se trata (Win para 
Windows, Lin para Linux). 
 
 
SOCKET socket(int familia, int tipo, int protocolo); //Win 
int socket(int familia, int tipo, int protocolo);    //Lin 
 
Cria um novo canal de dados, mas sem associar a uma porta. 
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familia Identifica o endereçamento que sera utilizado. Para IP, deve ter o 
valor AF_INET 
tipo Indica se a comunicacao sera orientada aaa conexao. Para TCP, 
deve ter o valor SOCK_STREAM, para UDP deve ter o valor 
SOCK_DGRAM 
protocolo Para a Internet, utiliza-se o valor 0 (zero) 
O retorno desta função é o descritor para o socket criado. 
 
 
 
int bind(int s, struct sockaddr *end, int endlen);    //Lin 
int bind(SOCKET s, struct sockaddr *end, int endlen); //Win 
 
Associa uma porta local ao socket s. 
s Descritor do socket que sera associado 
end Ponteiro para a estrutura que especifica o endereço que sera 
associado aaa porta 
endlen Tamanho alocado para a estrutura 
Retorna -1 (SOCKET_ERROR)  em caso de erro e 0 (zero) se houve sucesso. Abaixo 
temos um exemplo de chamada: 
 
struct sockaddr_in stName; 
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stName.sin_family = AF_INET; 
stName.sin_addr.s_addr = inet_addr(stringEnderecoIP); 
stName.sin_port = htons(porta); 
bind(s, (struct sockaddr*) &stName, sizeof(struct sockaddr)); 
 
 
 
 
int listen(int s, int backlog);     //Lin 
int listen(SOCKET s, int backlog);  //Win 
 
Torna o socket s disponível para conexões de clientes. 
s Descritor do socket 
backlog Tamanho máximo da fila de conexões pendentes 
Retorna -1 (SOCKET_ERROR)  em caso de erro e 0 (zero) se houve sucesso. 
 
 
 
int accept(int s, void *end, int *endlen);              //Lin 
SOCKET accept(SOCKET s, struct sockaddr *end, *endlen); //Win 
 
Bloqueia e espera que seja feita uma conexão ao socket s. 
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s Descritor do socket que irá esperar pela conexão 
end Ponteiro para a estrutura que especificará o endereço do cliente que 
se conectou 
endlen Tamanho da estrutura retornada 
Retorna o descritor de um novo socket que será usado para a comunicação com o cliente. O 
seguinte trecho de código exemplifica a chamada à função, copiando os dados do endereço 
do cliente que se conectou: 
 
SOCKET sCliente; 
SOCKADDR_IN stName; 
int tamanho = sizeof(struct sockaddr); 
sCliente = accept(s, (struct sockaddr*) &stName, &tamanho)); 
strcpy(stringEnderecoIP, inet_ntoa(stName.sin_addr)); 
porta = ntohs(stName.sin_port); 
 
 
 
 
int connect(SOCKET s, struct sockaddr *end, int endlen);//Win 
int connect(int s, struct sockaddr *end, int endlen);   //Lin 
 
Conecta o socket a uma aplicação servidora. 
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s Descritor do socket que irá conectar-se 
end Ponteiro para a estrutura que especifica o endereço ao qual o socket 
se conectará 
endlen Tamanho da estrutura que especifica o endereço 
Retorna -1 (SOCKET_ERROR)  em caso de erro e 0 (zero) se houve sucesso. 
 
 
C.5 Funções para Troca de Dados 
 
As funções para troca de dados permitem que dados sejam enviados entre as aplicações 
clientes e servidoras. 
 
 
int send(int s, void *buf, int len, int flags);    //Lin 
int send(SOCKET s, char *buf, int len, int flags); //Win 
 
Envia dados através do socket s conectado. 
s Descritor do socket que será usado para o envio dos dados 
buf Ponteiro para os dados a serem enviados 
len Tamanho dos dados a serem enviados 
flags Opções de envio. Pode ser 0 (zero) 
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Retorna o número de bytes que foram enviados, ou -1 (SOCKET_ERROR)  em caso de 
erro. 
 
 
int recv(SOCKET s, char *buf, int len, int flags); //Win 
int recv(int s, void *buf, int len, int flags);    //Lin 
 
Bloqueia para esperar dados através do socket s conectado. 
s Descritor do socket que será usado para a recepção dos dados 
buf Ponteiro para os dados a serem recebidos 
len Tamanho alocado para os dados recebidos 
flags Opções de recepção. Pode ser 0 (zero) 
Retorna o número de bytes que foram recebidos, ou -1 (SOCKET_ERROR)  em caso de 
erro.  
 
int sendto(SOCKET s, char *buf, int len, int flags, struct sockaddr *to, int tolen);    
//Win 
int sendto(int s, void *buf, int len, int flags, struct sockaddr *to, int tolen);    //Lin 
 
Envia dados através do socket s conectado. 
s Descritor do socket que será usado para o envio dos dados 
buf Ponteiro para os dados a serem enviados 
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len Tamanho dos dados a serem enviados 
flags Opções de envio. Pode ser 0 (zero) 
to Ponteiro para a estrutura que especifica o endereço para onde os 
dados serão enviados 
tolen Tamanho da estrutura que especifica o destino dos dados 
Retorna o número de bytes que foram enviados, ou -1 (SOCKET_ERROR)  em caso de 
erro. 
 
 
int recvfrom(SOCKET s, char *buf, int len, int flags, struct sockaddr *from, int 
*fromlen); //Win 
int recvfrom(int s, void *buf, int len, int flags, struct sockaddr *from, int *fromlen); 
//Lin 
 
Bloqueia para receber dados de qualquer origem através do socket s. 
s Descritor do socket que será usado para a recepção dos dados 
buf Ponteiro para os dados a serem recebidos 
len Tamanho alocado para os dados recebidos 
flags Opções de recepção. Pode ser 0 (zero) 
from Ponteiro para a estrutura que especificará o endereço de onde os 
dados foram enviados 
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fromlen Tamanho da estrutura retornada 
Retorna o número de bytes que foram recebidos, ou -1 (SOCKET_ERROR)  em caso de 
erro.  
C.6 Funções para Finalização de Sockets 
 
As funções para finalização de sockets estabelecem a finalização da troca de mensagens e 
liberam recursos. 
 
 
int shutdown(SOCKET s, int how); //Win 
int shutdown(int s, int how);    //Lin 
 
Desabilita o recebimento e/ou envio através da socket s. 
s Descritor do socket que será desabilitado 
how Especificação do que será desabilitado. 0 (SD_RECEIVE) para 
recepção, 1 (FD_SEND) para envio ou 2 (SD_BOTH) para ambos. 
Retorna -1 (SOCKET_ERROR)  em caso de erro e 0 (zero) se houve sucesso. Em 
Windows, shutdown() deve ser utilizada para garantir que os buffers serão esvaziados antes 
de fechar o socket com closesocket(). 
 
 
int closesocket(SOCKET s); //Win 
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int close(int s);          //Lin 
 
Fecha o socket s, desalocando recursos. 
s Descritor do socket que será fechado 
Retorna -1 (SOCKET_ERROR)  em caso de erro e 0 (zero) se houve sucesso. Em Linux, 
tem o mesmo efeito de shutdown(2). 
 
 
 
