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Due to the pandemic, many ECE courses have had to adapt to remote learning. One of these courses is 
ECE 385. A mainly lab-based course, many changes were required to make sure students had a smooth 
experience with this class. One of the changes that took in place was moving from the larger more 
expensive Altera DE2-115 board to the Terasic DE10 Lite. The DE10 Lite is much cheaper and easier for 
students to procure on their own if they are not able to come to campus. At the cheaper price point, this 
board does not have an USB and audio interface, which are utilized in some of the 385 labs and final 
projects. In order to add that functionality, Prof. Cheng developed a USB shield board based on the 
Arduino USB host shield that interfaces with the Arduino-style GPIO pins on the DE10. In order to 
interface with this shield, there is USB Host Shield library. This library is written for the Arduino family 
boards. The purpose of this research project is to port this USB library to work with the NIOS II processor 
synthesized onto the DE10 Lite board. We detail the process of porting the code, challenges we faced, 
and the new features that this new USB host library will introduce. 






The Altera DE2-115 was the board that the ECE department has been loaning students in ECE 385 prior 
to the pandemic. The DE2-115 is an educational board based on the Cyclone IV FPGA. It is a fairly feature 
packed board and packs a lot of IO such as, VGA, USB Host, audio codec, SDRAM, VGA, ethernet, PS2, 
GPIO, and more. The vast array of IO is important as interfacing with IO is a big teaching point in ECE 
385. Additionally, the plentiful IO gives students a lot of freedom when it comes to the final project. 
They can explore various parts of the board and experiment with making drivers for different parts. As 
far as the Cyclone IV goes, the one featured on this board contains 114,480 logic elements, up to 3.9 
Mbits of RAM and 266 multipliers. The chip is large enough to support a wide range of fairly complex 
projects. For example, my final project involved reading in audio signals from the audio codec and 
performing DSP. The on chip multipliers and memory were very useful in making our design synthesize 
quickly and run well [1]. Figure 1 shows the various components of the DE2-115.
 





The Terasic DE10 Lite is a more cost-effective board based on the MAX 10 FPGA. The board has a USB-
Blaster, SDRAM, accelerometer, VGA, GPIO expansion, and an Arduino UNO R3 expansion connector. 
Compared to the DE2-115, the DE10 Lite does not have many I/O options. Additionally, the FPGA it is 
built on, the MAX 10, has around 50K logic elements and a max of 1.638 Mb of embedded memory, 
about half of the Cyclone IV's 114,480 logic elements and 3.9 Mb of RAM. This can limit the complexity 
of the final projects students can build with this FPGA [2]. Figure 2 shows the various components of the 
Max 10. 
 
Figure 2 Block Diagram of DE10 Lite FPGA development board. 
1.3	Altera	DE10	Lite	
The ECE 385 curriculum introduces students to designing hardware and software that interacts with 
different IO, primarily USB and VGA. While the DE10 Lite has a VGA interface on board, it does not have 
USB I/O. Therefore, either the labs have to be rewritten to utilize the existing I/O on DE10 Lite or the 
DE10 Lite needs to be modified. 
1.4	Altera	DE10	Lite	
The NIOS II is a 32-bit embedded processor architecture designed for the Altera family of FPGAs. This 
processor is used in ECE 385 to teach students about SOCs (system on chips) and how they can be 
utilized along with hardware (primarily to interface with IO). The NIOS II can communicate to the rest of 
the hardware design through memory mapped PIO configured in Quartus' platform designer or through 




The Arduino USB Host Shield allows a USB device to be connected to an Arduino board. The shield is 
based on the MAX 3421E USB controller. The shield has suppoprt for various devices classes like HID 
(keyboards, mice, etc.), game controllers (Xbox, Playstation etc.), digital cameras, mass storage devices, 
bluetooth dongles, USB to serial converters and ADK capable Android phones and tablets [3]. Along with 
the USB Shield board, there is a large open source library on Github that provides the drivers and user 
level APIs to interact with the different devices that the USB shield supports. This library was written for 
a variety of different Arduino boards, but not the NIOS II. 
2.	Solution	
Given the fact that the DE10 Lite has an Arduino header and lacks USB I/O, the USB Host Shield was the 
perfect solution to the problem. Professor Cheng designed a shield board based on the Arduino USB 
shield. The board Professor Cheng designed has a few more I/O such as audio in and out, an SD card 
reader, a joystick, and 2 push buttons. Professor Cheng was able to port a simplified version of the USB 
Host Shield Library to the NIOS II in time for the first remote semester. However, this library only works 
with HID devices and is missing support for all the other devices that the shield supports. The purpose of 
this research project is to port the fully featured USB Host Library to the NIOS II so that students can use 
a wide range of USB devices with their DE10 Lite boards. Figure 3 shows the two different boards. 
 




In the following sections we detail the steps taken to port the USB Host Shield library from Arduino to 
NIOS II. 
3.1	Compilation	and	Build	Process	
The first step we took was to try to figure out how to build the project. The library was written in C++, 
but there was no Makefile or instructions included in the Github repository on how to build the library. 
Initially, we cloned the repo locally and tried compiling with g++. There were many libraries missing and 
while I tried pulling in these libraries from the Arduino source, it seemed like we were not approaching 
this the correct way.  
The next approach we tried was to compile it through the Arduino IDE to see if we could gain any insight 
into what the Arduino IDE was doing under the hood. To better understand what was happening, we 
researched the Arduino build process. The following steps occur every time Arduino build an executable. 
1. Preprocessing: all files are concatenated and the Arduino.h library is linked in. 
2. Dependency Resolution: dependencies are recursively scanned and -l flags are used in link in 
required libraries. 
3. Compilation: compilations is done with avr-g++. AVR is the family/architecture of the Atmega 
(the microcontroller used in Arduino boards). This compiler links in the necessary libraries that 
AVR needs. 
After researching the Arduino IDE a bit more, we realized that we can change the verbosity of the IDE to 
get a better idea of what the Arduino IDE was executing in order to build the sketches. Figure 4 shows 
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the command used to generate the binary for one of the example sketches.
 
Figure 4 Compilation command to generate binary for Arduino 
From this command we can see the different libraries that are linked in to when compiling. We can see it 
links in the Arduino, standard, and USB Host Shield libraries. We also see that Usb.cpp is the file that is 
required, which indicated that is entry point we first needed to get working. 
3.2	Entry	Point	and	Dependences	
Once we found the entry point and had more context on the compilation process, we loaded the files 
into the Eclipse for NIOS II environment. Starting with the entry point file, Usb.cpp, we traced all the 
dependencies required and deleted any other files that were not necessary. After, functions that were 
not defined since the Arduino library was not defined were replaced with stub function (dummy 
functions that just printf). 
3.3	SPI	Function	Calls	
Next, the low level functions that interacted with the MAX3421e chip had to be rewritten to work the 
NIOS II environment. Primarily these functions contained SPI commands that had to be changed to 





Figure 5 Functions that were rewritten to use Avalon SPI commands 
3.3	Templating	and	Macros	
Additionally, this code was built to work with a variety of different Arduino boards. Therefore, the code 
was heavily templated and many system defined macros were used to run different blocks of code. 
Since the code is being ported over to only have to work with the NIOS II, these templates and macros 
were removed to reduce complexity. 
3.4	Adaptations	for	NIOS	II	
On top of the rewriting the low level SPI and MAX3421e functions. There were a few functions from the 
Arduino library that were used but undefined as the Arduino library was not linked in. The two primary 
ones were delay(), which would wait for a specified number of milliseconds, and millis(), which returns 
the number of milliseconds since the program began executing. Luckily, the libraries linked in natively in 
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the NIOS II environment had a similar function called clock(), which we used to implement these two 
functions. Figure 6 shows these new implementations. 
 
Figure 6 Functions that were rewritten to use Avalon SPI commands 
3.5	Testing	
After a significant portion of the code was ported, we started testing the library with example sketches 
included in the USB Host library. We were able to test our library with 3 sketches: keyboard, mouse, and 
a diagnostic sketch. We ran the same sketches with the same devices plugged in on an Arduino with the 
original USB Shield library and then on the DE10 Lite with the ported library and observed the same 
behavior on both the devices. We will continue to test with more devices and different portions of the 
library. 
4.	Porting	Process	
Initially when we were testing, we were having issues getting the keyboard to work with the ported 
library. We had a suspicion that the interrupt was not getting reset. To test this, we used Signal Tap, 
which is a tool in Quartus that allows you to monitor input and output pins on the FPGA. Signal Tap 
confirmed our suspicions, so we then tried the same keyboard with a regular Arduino and a USB shield 
from Sparkfun. The keyboard did not work with this setup either, which led us to believe this keyboard 
was not compatible with these drivers. We changed the keyboard and had better luck. It will be worth in 
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the future to try to understand what keyboards do and do not work so that students will know if they 
have a compatible one. 
5.	Future	Work	
In the future, work needs to be done on cleaning up the codebase and porting over more functionality. 
Currently, only HID devices work with the library, but this can be extended to game controllers, MIDI, 
Bluetooth etc. Additionally, the 385 Documentation needs to be updated to take into account the new 
library and examples need to be added so students have a place to start when utilizing the library. 
6.	Conclusion	
In conclusion, this project introduced the concept of porting over software between different 
architectures and the changes that have to be made in order to make code compatible with a specific 
architecture. Additionally, it strengthened my understanding of SPI and Arduino as I learned how both of 
them worked under the hood. Lastly, it made me more comfortable working with and navigating 
through large open source repositories.  
 
The changes this new library brings to the ECE 385 curriculum will allow students to use a wide range of 
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