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1  INTRODUCCIÓN. 









1.4 Impacto socioeconómico. 




























2.4 Características de una red blockchain. 
2.5 Tipos de redes blockchain (y características). 
2.5.1 Blockchains públicas sin permisos (permissionless, public, shared systems). 
2.5.2 Blockchains públicas con permisos (permissioned, public, shared systems). 
2.5.3 Blockchains privadas con permisos (permissioned, private, shared system). 
2.6 Criptografía. 







2.6.2 Criptografía asimétrica. 
𝑦2 = 𝑥3 + 𝑎𝑥 + 𝑏
𝑦2 = 𝑥3 + 7
𝑎 ∙ 𝑥 = 1 𝑚𝑜𝑑 𝑛
𝑃 = (𝑥1, 𝑦1) , 𝑄 = (𝑥2, 𝑦2)  → 𝑃 + 𝑄 = (𝑥3, −𝑦3) = (𝜆
2 − 𝑥1 − 𝑥2, 𝜆
3 + 𝜆 ∙ (𝑥1 + 𝑥2) − 𝑣)
𝑣 = 𝑦1 − 𝜆 ∙ 𝑥1              ,              𝜆 =
𝑦2 − 𝑦1
𝑥2 − 𝑥1
2𝑃 = (𝜆2 − 2𝑥, −𝜆3 + 2𝜆𝑥 − 𝑣)
𝑣 =
−𝑥3 + 𝑎𝑥 + 2𝑏
2𝑦


















2.10 Actualizaciones en blockchain. 
2.10.1 Hard fork. 
2.10.2 Soft fork. 
2.10.3 Split chain. 





3.2 Vitalik Buterin. 


















3.5 Fases de Ethereum 
3.5.1 Frontier. 
3.5.2 Homestead. 
3.5.2.1 The DAO 
3.5.2.2 Tangerine Whistle. 











































































































4 SMART CONTRACTS. 




































































4.7.1 Estructura de un contrato. 
4.7.1.1 Constructor. 
contract example { 
   address owner; 
    
   constructor() public { 
       owner = msg.sender; 
   } 
} 
contract example { 
   address owner; 
    
   function example() public { 
       owner = msg.sender; 
   } 
} 
contract exampleA { 
   […] 
}
contract exampleB is exampleA { 
   […] 
}





int internal variable; // The same like “int variable” 
int public publicVariable; 
int private privateVariable; 











int internal variable; //The same like “int variable” 
bool isOpen; 
int counter; //signed 
int8 counter_8bits; //signed 
uint256 counter_256bits; //unsigned 
struct person{ 
 string name; 
 uint8 edad; 
 boolean isDead; 
} 
address payable myAccount; 
enum result {win, draft, defeat}; 
mapping (address => uint) accounts; /*key of type address, 















 logme(“fallback invoked”); 
}; //Example of simple fallback function 
function doubleStock(uint amount) public returns (uint){ 
 return amount*2; 
} 
function payDebt(address receiver, uint amount)public payable 
returns (bool){ 
 return receiver.send(amount); 
} 
function payLoan(address payable receiver, uint amount) public 
payable returns (uint balance) { 
        uint balanceBeforePay = address(this).balance; 
        receiver.transfer(amount); 
        assert(address(this).balance == balanceBeforePay - amount); 
        return address(this).balance; 
}/*Se incluye un mecanismo de control que será explicado más 
adelante, assert.*/ 
function getWinnerTeam() public view returns (string winner){ 
  winner =  teams[getWinner()].name; 
{ 
function destroy() public { 
        if(msg.sender==owner){ //Si quién lo invoca es el dueño 
            selfdestruct(owner); //Destruye el smart contract 




contract example1 { 
   address owner; 
    
   function example1() public{ 
       owner = msg.sender; 
   } 
     
   function payMoney(address receiver, uint amount) public payable 
returns(bool){ 
        if(msg.sender == owner){ 
            return receiver.send(amount); 
        } 
   }  
}
contract example2{ 
     
    address owner; 
     
    function example2() public { 
        owner = msg.sender 
    } 
     
    modifier isOwner { 
        if(msg.sender == owner) { 
            _;//The logic of the functionModified will replace _; 
        } 
    } 
     
    function payMoney(address receiver, uint amount) public payable 
isOwner returns(bool){ 
        return receiver.send(amount); 





4.7.1.5  Eventos. 
Contract example { 
        event acceptEther(address from, uint amount); 
        //Se acepta cualquier ingreso 
        function () public payable { 
                emit acceptEther(msg.sender,msg.value); 
        } 
} 



















gasleft() returns (uint256) 
msg.data (bytes) 









→  tx.origin msg.sender
keccak256(bytes memory) 
returns (bytes32) 








amount) returns (bool) 
<address>.call(bytes memory) 
returns (bool, bytes memory) memory 
<address>.delegatecall(bytes 
memory) returns (bool, bytes 
memory) 
<address>.staticcall(bytes 










function payLoan(address payable receiver, uint amount) public payable 
returns (uint balance) { 
        require (address(this).balance > 0); /*Si la cuenta que invoca 
al contrato no dispone de ether la ejecución se detiene.*/ 
        uint balanceBeforePay = address(this).balance; 
        if (receiver.send(amount) == false){ 
                revert(); //Se interrumpe la ejecución. 
        } 
receiver.transfer(amount); 
        assert(address(this).balance == balanceBeforePay - amount);  
/*Si tras la ejecución el balance final no es correcto, la ejecución 
se detiene*/ 
        return address(this).balance; 
}
4.7.4 ABI. 
contract Test { 
  struct S { uint a; uint[] b; T[] c; } 
  struct T { uint x; uint y; } 
  function f (S memory s, T memory t, uint a) public; 
} 
Contract ABI JSON 
[{"name": "f", "type": "function", "inputs": [ 
{"name": "s", "type": "tuple", "components": [ 
{"name": "a", "type": "uint256"}, 
{"name": "b", "type": "uint256[]"}, 
{"name": "c", "type": "tuple[]","components": [ 
{"name": "x", "type": "uint256"}, 
{"name": "y", "type": "uint256"} 
]}]}, 
{"name": "t", "type": "tuple", "components": [ 
{"name": "x","type": "uint256"}, 
{"name": "y","type": "uint256"} 
]}, 
{"name": "a","type": "uint256"} 
], 
"outputs": []}] 
4.7.5 Smart contracts mal programados. 
function getBalance(address user) constant returns(uint) { 
  return userBalances[user]; 
} 
 
function addToBalance() { 
  userBalances[msg.sender] += msg.amount; 
} 
 
function withdrawBalance() { 
  amountToWithdraw = userBalances[msg.sender]; 
  if (!(msg.sender.call.value(amountToWithdraw)())) { throw; } 
  userBalances[msg.sender] = 0; 
}
msg.sender
function () { 
  vulnerableContract v; 
  uint times; 
  if (times == 0 && attackModeIsOn) { 
    times = 1; 
    v.withdraw(); 
    
   } else { times = 0; } 
}
withdrawBalance()
function withdrawBalance() { 
  amountToWithdraw = userBalances[msg.sender]; 
  userBalances[msg.sender] = 0; 
  if (amountToWithdraw > 0) { 
    if (!(msg.sender.send(amountToWithdraw))) { throw; } 
  } 
}
withdraw()
4.7.6 Otras consideraciones. 








   
 














ANEXO A: Opcodes disponibles en EVM. 
 
ANEXO B: Escala de unidades de la criptomoneda de 
Ethereum. 
 
ANEXO C: Project summary. 
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