Checking the compatibility of service interfaces allows one to avoid erroneous executions when composing the services together. This task is especially difficult when considering interaction protocols, that is messages and their application order, in service interfaces. Although service compatibility has been intensively studied, in particular for discovery purposes, most of existing works return a Boolean result. However, if two services are incompatible, these approaches do not indicate whether the services are almost compatible or totally incompatible. This information is crucial if one wants to apply adaptation techniques, for instance, to successfully compose these services in spite of existing mismatches. In this paper, we propose a generic flooding-based techniques for measuring the compatibility degree of service protocols. We illustrate our apporach with two compatibility notions, namely unspecified receptions and unidirectional complementarity. Our solution is fully automated by a prototype tool we have implemented.
INTRODUCTION
In today's Service Oriented Computing (SOC), organizations increasingly tend to fulfill complex requirements by composing existing services. These services have been independently developed in heterogeneous platforms without Permission to make digital or hard copies of all or part of this work for personal or classroom use is granted without fee provided that copies are not made or distributed for profit or commercial advantage and that copies bear this notice and the full citation on the first page. To copy otherwise, to republish, to post on servers or to redistribute to lists, requires prior specific permission and/or a fee. any knowledge of how to interact with each other. They are accessed through their interfaces which distinguish several interoperability levels (i.e., signature, interaction protocol, quality of service, and semantics). A key issue in this setting is to check whether the service interfaces are compatible or not. This check guarantees the safe reuse and the successful interoperation of services. In this paper, we focus on the interaction protocol level of service interfaces. Checking the compatibility of interaction protocols is a tedious and difficult task even though this is of utmost importance to avoid run-time errors, e.g., deadlock situations or unmatched messages. Most of the existing approaches (see for instance [8, 23, 3, 10, 4] ) detect whether services are compatible or not by returning a "True" or "False" result. Unfortunately, a Boolean answer is not very helpful for many reasons. First, in real world case studies, there will seldom be a perfect match, and when service protocols are not compatible, it is useful to differentiate between services that are slightly incompatible and those that are totally incompatible. Furthermore, a Boolean result does not give a detailed measure of which parts of service protocols are compatible or not.
To overcome the aforementioned limits, a new solution aims at measuring the compatibility degree of service interfaces. This issue has been addressed by a few recent works, see for instance [22, 17, 12, 2] . However, the limitations of existing works are as follows:
• Most of them are based upon description models of service interfaces, e.g., business process models [17] , which do not consider value-passing with exchanged messages, and internal behaviours (τ transitions). Internal behaviours in interface models are very important while checking compatibility because some services can be compatible from an observable point of view, but their execution will behave erroneously due to these internal behaviours.
• Existing approaches such as [22] measure the interface compatibility using a simple (i.e., not iterative) traversal of protocols and the results lack the preciseness which is essential for detecting subtle protocol mismatches.
• A unique compatibility notion is always considered to check the services, and this makes the approaches useful only for specific application areas, e.g., service choreography [12] or adaptation [17] .
In this paper, we propose a generic framework where the compatibility degree of service interfaces can be automatically measured according to different compatibility notions. We illustrate our approach using both a bidirectional and an unidirectional compatibility notion, namely unspecified receptions and unidirectional complementarity. Additional notions can easily be added to our framework. The genericity of our framework makes it applicable to different application scenarios. We consider a formal model for describing service interfaces with interaction protocols (messages and their application order, but also value-passing and internal actions). In our approach, the compatibility is measured in two steps. The first step computes a set of static compatibility degrees where the execution order of messages is not taken into account. Then a flooding algorithm computes the detailed compatibility degrees of all state matches in the interaction protocols using the static compatibility results. To make the measurement more precise, our flooding algorithm combines a forward and backward compatibility propagation. This comparison process also returns a global compatibility degree and a list of mismatches indicating the interoperability issues. The proposed framework is fully automated by a prototype tool (called Comparator) which we have implemented and validated on many examples, which showed the high precision of our results.
Measuring the compatibility degree brings more advantages than the Boolean approaches and this opens a wide range of applications, in particular automatic service adaptation [14] . If a set of services is incompatible, the detailed measures and the mismatch list help to understand what parts of these services do not match. Thus, the mismatches can be worked out using adaptation techniques, and service composition can be achieved in spite of existing mismatches. Also, the computation of a global and unique compatibility degree from the detailed measures helps in ranking and selecting some services from many possible candidates.
The remainder of this paper is structured as follows. Section 2 describes our model of services. Section 3 introduces the compatibility notions we use in this paper for illustration purposes. In Section 4, we present our solution for measuring the service compatibility. Section 5 introduces our prototype tool and some experimental results. Section 6 states a brief comparison with related approaches. Finally, Section 7 draws some conclusions. All the formal definitions are given in a companion technical report [18] .
SERVICE MODEL
We assume service interfaces are described using their interaction protocols represented by Symbolic Transition Systems (STSs) which are Labelled Transition Systems extended with value-passing (parameters coming with messages). Our STS is a variant of STG (Symbolic Transition Graph) presented in [11] , where guards are abstracted here as transitions labelled with τ actions. A STS is a tuple (A, S, I, F, T ) where: A is an alphabet which corresponds to the set of labels associated to transitions, S is a set of states, I ∈ S is the initial state, F ⊆ S is a nonempty set of final states, and T ⊆ S\F × A × S is the transition relation. In our model, a label is either the (internal) τ action or a tuple (m, d, pl) where m is the message name, d stands for the communication direction (either an emission ! or a reception ?), and pl is either a list of typed data terms if the label corresponds to an emission (output action), or a list of typed variables if the label is a reception (input action).
1 Communication
1
The message names and parameter types respect the serbetween services relies on a synchronous and binary communication model. The operational semantics of this model is given in [10] . STSs can also be easily derived from higherlevel description languages such as Abstract BPEL; see for instance [20, 5] where such abstractions were used for verification, composition or adaptation of Web services.
PROTOCOL COMPATIBILITY
Compatibility checking verifies the successful interaction between services w.r.t. a criterion set on their observable actions. This criterion is referred to as a compatibility notion. In this paper, we distinguish two classes of notions depending on the direction of the compatibility checking. We refer to these classes as bidirectional and unidirectional checking. We particularly illustrate our approach with a bidirectional compatibility notion, namely unspecified receptions (UR for short), and with an unidirectional notion, namely unidirectional complementarity (UC for short).
Preliminaries
This section introduces some basic concepts needed to define the UR and UC compatibility notions. We describe a transition using a tuple (s, l, s ′ ) such that s and s ′ denote the source and target states, respectively, and l stands for its label. We suppose that for all transitions (s, τ, s ′ ), s ̸ = s ′ . Given two services described using STSs STS i∈{1,2} = (Ai, Si, Ii, Fi, Ti), we define a global state as a pair of states (s1, s2) ∈ S1 × S2. For the sake of comprehension, we have chosen to present several simple examples instead of a single running example. However, we have applied our approach to many real-world case studies. Some of them are mentioned in Section 5 and others are available online [1] . Parameter Compatibility. The usual meaning of parameter compatibility requires that the parameter list expected to be received perfectly matches (same types in the same order) the parameter list coming with the sent message. Label Compatibility. Two labels are considered compatible if they have opposite directions, same names, and compatible parameters. Reachable States. These are the global states that the interacting protocols can access, in zero or more steps, from a current global state. Protocols can move into reachable states through synchronisations on compatible labels or independent evolutions, i.e., τ transitions.
Example 1. Figure 1 shows Deadlock-freedom. An important property required for checking the successful termination of the system is deadlockfreedom. Two protocols are considered deadlock-free at a given global state (s1, s2) if and only if either this state is final, i.e., (s1, s2) ∈ F1 ×F2, or these protocols are deadlockfree in each global state reachable from the current one. vice signature. State Compatibility. Given a global state (s1, s2), state compatibility consists in checking whether the message l1 sent (received, respectively) by protocol 1 at state s1 will be eventually received (sent, respectively) by protocol 2 at state s2, such that both protocols evolve into a compatible global state, and vice-versa. If protocol 2 is not able to interact with protocol 1's action, then both protocols must be able to reach a global state (s1, s ′ 2 ) in which this action will be satisfied, i.e., ∃(s
) ∈ T2 such that l1 and l2 are compatible, and vice-versa. The protocols must also be compatible in (s1, s
. Since services can evolve independently through some τ transitions, the behavioural compatibility requires that each internal evolution must lead both services into compatible states [6, 8] . Hence, every time a τ transition is traversed in one protocol, the compatibility has to be checked again on the target state. 
Notions of Protocol Compatibility
Unspecified Receptions. This notion is inspired from [23] and requires that two services are compatible (i) if they are deadlock-free at their initial global state, and (ii) if one service sends a message at a reachable state, then its partner eventually receives that emission such that both services evolve into a compatible global state. The second condition is checked using the verification of state compatibility over the emission transitions. In real-life cases, one service must receive all requests from its partner, but can also be ready to accept other receptions, since the service could interoperate with other partners. Hence, there might be additional unmatched receptions in reachable states, possibly followed by unmatched emissions. These emissions do not give rise to an incompatibility issue as long as their source states are unreachable when protocols interact with each other. 
MEASURING COMPATIBILITY
This section presents our techniques for measuring the compatibility of two service protocols. All the compatibility measures we present below belong to [0..1] where 1 means a perfect compatibility. The approach illustrated in Figure 4 consists first in computing a set of static compatibility measures (Section 4.1). In a second step, these static measures are used for computing the behavioural compatibility degree for all global states in S1 × S2 (Section 4.2). Lastly, the result is analysed and a global compatibility degree is returned (Section 4.3). 
Static Compatibility
We use three auxiliary static compatibility measures, namely state nature, labels, and exchanged parameters. State Nature. The comparison of state nature assigns 1 to each pair of states which have the same nature, i.e., both states are initial, final or none of them. Otherwise, the measure is 0. Parameters. The compatibility degree of two parameter lists pl1 and pl2 depends on three auxiliary measures, namely: (i) the compatibility of parameter number comparing the list sizes; (ii) the compatibility of parameter order measuring the number of types which do not appear in the same order, and (iii) the compatibility of parameter type using the set of unshared types in both lists. These measures must be set to 1 if these lists are empty. Otherwise, each measure is obtained as follows: First, we compute the score of the respective mismatch, i.e., different lengths of parameter lists, unordered and/or unshared types in both parameter lists. Then, we normalise the score by the maximal value that can be achieved. Finally, we decrease the mismatch score from the perfect compatibility degree (1) to obtain the auxiliary measure. The parameter compatibility degree is computed as the average of the auxiliary measures. • • As a consequence, the parameter compatibility is equal to 0.66+0.5+0.8 3 = 0.65.
Labels.
Protocol synchronisation requires that compatible labels must have opposite directions. Therefore, given a pair (l1, l2) ∈ A1 × A2, the label compatibility is measured as 0 if these labels have same directions. Otherwise, the computation of this measure uses the semantic distance between message names and the parameter compatibility degree presented above. Here, message names are compared using the Wordnet similarity package. Note that message names and parameters can be compared using other techniques such as the N-gram algorithm [13] . It is also possible to compare the semantics of parameter names and/or types using the Wordnet similarity package.
Behavioural Compatibility
We consider a flooding algorithm which performs an iterative measuring of behavioural compatibility for every global state in S1 × S2. This algorithm incrementally propagates the compatibility between neighbouring states using backward and forward processing. The compatibility propagation is based on the intuition that two states are compatible if their backward and forward neighbouring states are compatible. Note that the backward and forward neighbours of the global state (s In this paper, we only present the forward compatibility for lack of space, the backward compatibility can be computed in a similar way based upon incoming rather than outgoing transitions. In the following, we start by introducing the computation of observational compatibility w.r. , s ed ) ) measures the best compatibility of every transition label going out from s ed with those of transitions going out from ser, leading to the neighbouring states which have the highest compatibility degree. • fw -propag • obs-comp , c0) and (s1, c1) in Figure 6 . First, fw -propag
Since there is one τ transition at c1:
where: , c3) ) = 0 due to the deadlock at state (s1, c3).
• obs-comp
Hence, fw -propag , s2) ) computes the weighted average of three measures: the forward and backward compatibilities, and the value returned by the function comparing state natures.
] is computed as the average of its previous value at the k − 1 th iteration and the current state compatibility degree. Our iterative process terminates when the Euclidean difference
Example 10. Table 1 shows the matrix computed for the example depicted in Figure 6 according to the UC notion. This matrix was obtained after 7 iterations. Let us comment on the compatibility of states c0 and s0. The measure is quite high because both states are initial and the emission seek! at c0 perfectly matches the reception search? at s0. However, the compatibility degree is less than 1 due to the backward propagation of the deadlock from the global state (s1, c3) to (s1, c1), and then from (s1, c1) to (s0, c0). Mismatch List. Our compatibility measure comes with a list of mismatches which identifies the incompatibility sources, e.g., unmatched message names or unshared parameter types. For instance, the states s0 and c1 in Figure 6 present several mismatches, e.g., the first state is initial while the second is not, and their outgoing transition labels have the same directions. Extensibility. Our approach is generic and can be easily extended to integrate other compatibility notions. 
Analysis of Compatibility Measures
In this section, we propose some techniques for automatically analysing the measures obtained from the compatibility matrix. We first present how the Boolean compatibility can be computed from the matrix. In the case of incompatible services, we propose some techniques for computing a global compatibility measure.
Compatible Protocols. Our flooding algorithm ensures that every time a mismatch is detected in a reachable global state, its effect will be propagated to the initial states. Hence, the forward and backward compatibility propagation between neighbouring states implies that protocols are compatible if and only if their initial states are also compatible. Such information is useful for automatically discovering available services that can be composed without using any adaptor service for compensating mismatches.
Global Protocol Compatibility. The global compatibility measure helps to differentiate between services that are slightly incompatible and those which are totally incompatible. This is useful to perform a first service ranking and selection step to find some candidates among a large number of services. Seeking services with high global compatibility degree enables simplification of further processing to compensate existing mismatches, e.g., using service adaptation [14] .
The global compatibility can be computed differently depending on the user's preferences. One solution consists in computing the average of the maximal compatibility degrees obtained for all states. An alternative is to compute the global compatibility degree as the weighted average of all behavioural compatibility degrees that are higher than a threshold t. The weight is the rate of states having a compatibility degree higher than t, among all states compared in one service, with the states in the partner service. So far, our approach supports the second solution. The computation algorithm is given in [18] .
PROTOTYPE TOOL
Our approach for measuring the compatibility degree of service protocols has been fully implemented in a prototype tool called Comparator [1] . The framework's architecture is given in Figure 7 . The Comparator prototype tool has been implemented in Python 2.6 using Eclipse 3.5.1 as the programming IDE. The tool accepts as input two XML files corresponding to the service interfaces and an initial configuration, i.e., the compatibility notion, the checking direction, and a threshold t. As a result, Comparator returns the compatibility matrix, the mismatch list, and the global compatibility degree which indicates how compatible both services are. The implementation of our proposal is highly modular (as shown in Figure 7 ) which facilitates its extension with new compatibility notions, as well as other strategies for comparing message names and parameters. Experimental Results. So far, we have validated our prototype tool on more than 110 real-world examples, e.g., a car rental, a travel booking system, a hard disk manager, a medical management system, an on-line email service. It is worth noticing that Comparator computes the compatibility degree of quite large systems (e.g., services with hundreds of states and transitions) in a reasonable time (a few minutes) on a Mac OS machine running on a 2.53 GHz Intel dual core processor with 4 GB of RAM. Several case studies illustrating the computation of our compatibility measure are presented in [18, 1] .
Evaluation. As regards accuracy, we reuse the wellknown precision and recall metrics to estimate how much the measure automatically computed meets the expected result. Precision measures the matching quality (number of false positive matching) and is defined as the ratio of the number of correct state matching found to the total of state matching found. Recall is the coverage of the state matching results and is defined as the ratio of the number of correct state matching found to the total of all correct state matching in the two protocols. An effective measure must produce high precision and recall values. We have studied the precision and recall for the examples of our database. We assume (si, sj) is a correct match if the state si ∈ Si has the highest compatibility degree with sj ∈ Sj among those in Sj. Our measuring process yields a precision and recall of 100% for compatible protocols. Our empirical analysis has also shown the good quality of our approach for comparing incompatible protocols. For instance, the study of the car rental system [1] -which provides a service for car rental and an example of user requirements -produces a precision and recall equal to 85% and 95%, respectively. We applied the same evaluation to a flight advice system [1] which helps travelers to find flight information. This yields a precision and a recall equal to 91% and 100%, respectively. All the other examples of our database returned high values (more than 90%) for these two metrics.
RELATED WORK
Existing quantitative techniques devoted to behavioural analysis focus on two closely-related research problems. The first one is called substitutability checking and aims at finding correspondences between similar services. The second one is referred to as compatibility checking and verifies whether interacting services fulfill each other's requirements. Let us focus on three kinds of approaches existing for these issues. Simple Protocol Traversal. [21] measures the similarity of Labelled Transition Systems (LTSs) w.r.t. a simulation and a bisimulation notion inspired from the equivalence relations. The measuring techniques use weighted quantitative functions which consist in a simple (not iterative), forward, and parallel traversal of two LTSs. This work does not return the global similarity degree and the differences which distinguish one service from another. In [22] , two services described using π-calculus are considered compatible if there is always at least one transition sequence between them until reaching final states, but this does not guarantee the deadlock-freedom. A simple and parallel traversal of protocols computes the compatibility degree as the average of the number of successful transition sequences. This work does not measure the detailed compatibility of different protocol states, and there is no mismatch detection. Edit Distance. In [12, 2] , the authors calculate the minimal edit distance between two versions of one service interface. [12] extends the simulation algorithm given in [21] in order to correct deadlocking choreographies. In particular, it detects the modifications needed to achieve service simulation and make the choreography free of deadlocks. In contrast, [2] measures the state simulation based on the analysis of outgoing transition labels without any semantic comparison of these label names. This measuring technique does not consider the similarity of neighbouring states, therefore the main advantage of a propagation-based approach is missing. This approach computes a global similarity measure. Similarity Flooding. In [15, 16] , the authors rely on a similarity flooding algorithm for computing the matrix of correspondences between models. [15] considers a forward and backward similarity propagation to compare data structures described with directed labelled graphs. However, the tool does not enable a fully automated matching because the user should manually adjust some matches. The match operator introduced in [16] measures the similarity between different versions of software units described using Statecharts. The similarity measuring combines a set of static and behavioural matchings. The behavioural matching is computed using a flooding algorithm and relies on the bisimulation notion presented in [21] . In this work, the behavioural similarity is computed as the maximum of forward and backward behavioural matching. By doing so, it is not possible to detect the Boolean similarity from the initial states. More recently, [17] propose a semi-automated approach for checking the matching of messages in two business process models such that the computed values can be updated depending on the user feedback. The authors combine a depth and flooding-based interface matching for measuring the behavioural compatibility of two interacting protocols. This work aims at detecting the message merge/split mismatch in order to help the automatic specification of adaptation contacts. A detailed discussion on the comparison of business process models is presented in [19] . Our approach is different since we focus on measuring the compatibility of process-oriented models which are understood as refinements of business process models [9] . We compare in Table 2 3 our proposal with the most related works.
CONCLUSION
To the best of our knowledge, we are the first to suggest a generic framework supporting different notions for measuring the compatibility degree of service interfaces. Our measuring method takes into account value-passing and internal behaviours. Considering both the forward and backward compatibility propagation makes our flooding algorithm more precise, and also enables us to detect Boolean compatibility. In addition to the matrix computation and the global measure of compatibility, a list of mismatches is returned. Our proposal is fully supported by the Comparator tool which has been validated on many examples. Our compatibility degree results have some straightforward applications for service selection and adaptation [14, 23] . Our tool has already been integrated into an environment for the interactive specification of adaptation contracts [5] . Our [16] [ main perspective is to apply our compatibility measuring approach for the automatic generation of adaptor protocols.
