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Teaching Object-Oriented design on the class diagram level is often
a cumbersome effort. Requiring the use of specific design patterns
helps the students in structuring their design properly. However,
checking whether students used the right design pattern can be a
very time-intensive task due to the variety of possibilities of creat-
ing structure using design patterns on the high-level class diagrams.
For the same reason, it is hard for students to check for themselves
whether their solution fulfills the basic requirements that are re-
quired by the instructor with respect to the use of design patterns.
Efficiency and the quality of design pattern education can be im-
proved by automatic detection of design patterns in UML class
diagrams. We introduce a new method to detect design patterns
in class diagrams, together with a prototype of a tool that uses
this new method. Using this tool, an instructor needs less effort to
review solutions of design exercises since the tool can check the
basic class requirements automatically. Consequently, an instructor
can focus on the more high-level requirements that were set in the
exercise and students can easier check for themselves whether their
design satisfies the basic required properties on the pattern level.
The method offers static decidability for those design patterns, that
are identified by structural properties e.c. the names of the classes
and their associations. It is non-duplicating. That is a specific oc-
currence of a design pattern is not reported multiple times. The
method not only detects all 16 static Gang of Four design patterns
without false positives or false negatives, but also it can detect re-
dundant relations. Our tool contributes to the quality and efficiency
of design pattern education, both for students and instructors.
CCS CONCEPTS
• Software and its engineering → Design patterns.
KEYWORDS
efficiency of learning and education, design pattern detection
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1 INTRODUCTION
In many educational situations, automatically detecting design pat-
terns in a class diagram would be of value. For instance, instructors
could be supported by their evaluation of designs that students
send in [17]. This support will save time for instructors. It also
guarantees equal assessment and reduces the amount of monot-
onous work. It would be also useful as an aid in a class diagram
editor for students, to check whether they have represented an
intended design pattern. Feedback on simple mistakes would also
be welcomed.
In an educational environment, a tool that uses UML class dia-
gram as input and can detect design patterns is wanted. Automati-
cally detecting design patterns based on structural properties can
be generalized to automatically detect any pattern that consists of
classes and their relations. For that purpose, obligatory larger static
parts may be defined. The contributions of this paper are:
• The new theoretical concepts: static, and non-static design
patterns, static decidability, generally complete, non-duplicating.
• A new subdivision of design patterns based on these con-
cepts.
• A new method for detecting design patterns based on these
concepts.
• A prototype of a tool that uses this method. This tool can
detect all 16 Gang of Four static design patterns and is non-
duplicating.
• Detecting design patterns that partially exist.
• Generating limited feedback.
The tool 1 is publicly available. Our paper is structured as follows.
We define a new concept in section 2: static design patterns, that
defines a set of design patterns that are completely defined by their
class names and their relationships. We also define the concept
of static decidability for algorithms that can detect static design
patterns. The concept of non-duplicating is also defined in section
2. For the implementation of an algorithm that can detect all static
design patterns in a UML class diagram, several requirements are
wanted. First of all, it should make no errors and so, only detect true
static design patterns. Templates for static design patterns should
be easily definable. It should also detect permutations of design
patterns and multiple occurrences of one design pattern only once,
i.c. the algorithm should be non-duplicating.
1http://members.chello.nl/e.doorn1/DesignPatterns/static_decidability
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In section 3, we describe earlier approaches to detect design
patterns in UML class diagrams. Here, we show that none of these
approaches meet our requirements. Some of these approaches can
detect all static design patterns, but these approaches have short-
comings, e.g. they are not non-duplicating.
In section 4, we describe our approach in detail. We explain how
the above requirements are fulfilled.
We describe the results of our prototype tool in section 5. We
show that the implementation of our method results in a prototype
that works in practice. The prototype can detect all 16 static Gang
of Four [GoF] design patterns [9], because they are fully defined
by their class/interface-names and their relations. The number
of false positives and negatives, the speed of detection and the
improvements of the detection method are discussed. It can read
theXMI representation of a class diagram byArgoUML, the drawing
tool for class diagrams and reads templates for design patterns in
XML-format. The results are compared to the result of other tools.
In section 6, we refer to articles about four subjects. Experiences
about education at university level related to design patterns is
clearly an important issue. Several approaches for detecting design
patterns in source code are mentioned. Also, an approach to detect
anti-patterns is referenced. Research on the relation of occurrences
between design patterns and code smells is referenced.
In section 7, we describe our conclusion. The theoretical and
practical advances are recalled. The results are summarized as well
as the limited feedback.
In section 8, we show the limitations of our approach and give
suggestions for future research. In particular, we mention generally
complete detection algorithm, improved detection for the Abstract
factory, improved feedback and measuring the quality of UML class
diagrams.
2 STATIC / STATIC DECIDABILITY /
GENERALLY COMPLETE /
NON-DUPLICATING
In this section, we introduce a new subdivision of the set of all
design patterns into two new complementary subsets: static and
non-static. Each subset is related to a type of detection algorithm,
that offers: static decidability or generally complete. The approaches
to detect design patterns in section 3 are labeled by these new
concepts.
2.1 New categorization for Design patterns and
detection methods
Traditionally the set of all design patterns is subdivided by their use.
Creational patterns are used to create complex objects. Behavior
patterns are used to divide and assign responsibilities to classes and
to describe the communication between objects. Structural patterns
are used to associate classes to bigger structures [9].
A second subdivision is based on analyzing source code. Detection
algorithms can use static analysis, during which the code is not run-
ning and during dynamic analysis when the code is running. The
first subset of all design patterns is static structural patterns, which
are detectable based on their classes and relationships. Dynamic
behavior patterns, which are detectable based on the interaction
between objects. This subset of design patterns can be detected
by a combination of static and dynamic analysis. Program-Specific
patterns, which are detectable based on specific keywords and code
styles. This last subset of design patterns can also be detected by a
combination of static and dynamic analysis [10].
A third subdivision resulted in PINOT, an automated detection tool,
which uses the source code as input[15]. The subdivision consists of
five subsets. The first subset is based on the programming language.
Java provides the Observer and Iterator pattern. The second subset
contains structure driven patterns, that are fully defined by the
relationships between classes. The third subset contains behavior
driven patterns. These patterns model behavior aspects. Examples
are Singleton, Strategy, State, Factory method and Decorator. The
fourth subset is the domain-specific patterns. The Interpreter and
Command combined with the composite and visitor design pattern
are used for specific languages. The fifth subset is used for general
concepts. The Builder and Memento design pattern constitutes this
subset. Their structure is detectable, but their behavior aspects are
hard to detect. PINOT can detect structure and behavior driven
patterns. PINOT could easily be extended to detect patterns, which
are provided by the language. It would only be necessary to detect
some keywords.
Another example of the third subdivision is described by Bernardi
[5]. He uses a domain-specific language to define patterns and
source code. A graph matching search method is used to detect
design patterns. The tool can distinguish between the State and
Strategy patterns which are structurally identical. The Singleton
pattern is detectable and variants of design patterns are also de-
tectable, but the recall and precision of the tool is not 100%.
The first subdivision is not helpful to create detection methods,
because it does not give any information about easily identifiable
characteristics of design patterns. The second and third subdivi-
sion are based on source code analysis but inspired us to give a
subdivision for UML diagrams. When we first look at a class dia-
gram of a design pattern, we see several classes and relationships,
which concepts are easily identifiable. This leads to the following
definitions.
Definition 2.1. A design pattern is static if it is completely defined
by the names of their participating classes and their relationships.
The Adapter pattern is an example because the pattern can be
defined by the names of the classes and their relationships, i.e., an
association and one inheritance relation (see Figure 1).
Figure 1: Adapter pattern
A Singleton pattern is not a static design pattern, as explained
after the next definition.
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Definition 2.2. A design pattern is non-static, if it needs more
characteristics than names of their participating classes and rela-
tionships to be defined.
An example is the Singleton pattern. The Singleton class needs
a static operation which returns the unique object and a static at-
tribute, which contains the unique object or a null-value.
From an educational point of view, one could state that model-
ing design patterns which are non-static needs more attention and
effort than modeling design patterns which are static.
Definition 2.3. A detection algorithm offers static decidability, if
it can detect all static design patterns.
Such an algorithm can detect e.g. the Prototype pattern as seen
in Figure 7 and the Adapter pattern.
Definition 2.4. A detection algorithm is generally complete, if it
can detect all design patterns.
This type of algorithm offers more than that offered by static
decidability. For example, it detects both static patterns (e.g. the
Adapter and the Prototype pattern)and non-static patterns (e.g. the
Singleton pattern).
The relations between these definitions is depicted in Figure 2.
The purposes of the classical subdivision and our subdivision dif-
fer. The classical subdivision, creational, behavioral, and structural
patterns is directed to using design patterns. Our subdivision is
directed to detecting design patterns. The second subdivision is sim-
ilar to our subdivision, but they also differ. Both subdivisions use
static characteristics. However, the second subdivision is based on
source code, which has to be executed to detect dynamic behavior.
Our subdivision is based on design characteristics.
Figure 2: Relation between definitions
The static patterns can be shown in aUML structure diagram (e.g.
a class diagram). In contrast to a class diagram, names of attributes
and signatures of operations are not involved in the definition of
static decidability. As stated in section 1, an interface can be re-
garded as a class and class may be abstract. When deciding whether
a design Pattern is static or not, the differences between class, ab-
stract class, and interface are irrelevant. Relationships are (directed)
association, aggregation, composite, inheritance, realization and
dependency. Potential multiplicities of relationships are irrelevant
because they are not used by Gamma et al. [9].
Table 1 denotes the subdivisions: the static and non-static Gang
of Four design patterns. Design patterns to which an asterisk is
added, such as Adapter, contain attributes and/or operations in their
definition given by Gamma et al. [9]. Their static structure is unique
and their given attributes and/or operations have minor influence
on the intention of the design pattern. So they are considered to be
static. However, false positive detection of a design pattern remains
possible. For instance, the Factory Method pattern has an unique
static structure. So, a method that offers static decidabilty will detect
an occurrence of a Factory Method pattern. But, an occurrence of
a Factory Method needs to create an object. Without creating an
object, a false negative will be generated.
There are 23 GoF design patterns, of which 16 are static and so an
algorithm that offers static decidability is sufficient to detect them.
For the remaining 23 - 16 = 7 design patterns, we give arguments
as to why algorithms that offer static decidability are not capable
to detect them.
• Façade: Any pattern where one class has connections with
at least two other classes, would be a façade pattern. So, a
false positive detection would be likely. More information is
needed to decide whether this pattern is a façade pattern.
• Prototype: The operation clone is essential for detection.
So, class/interface-names and their relations do not contain
sufficient information to detect this pattern.
• Singleton: For detection, a static operation returning the
value of a static attribute, is necessary. So, class/interface-
names and their relations do not contain sufficient informa-
tion to detect this pattern.
• State pattern: This pattern is structurally identical to the
Strategy pattern. However, the behavior of the software de-
pends on the state of the context and may change often
during runtime. Whereas, the Strategy pattern is used for
switching between different implementations of an algo-
rithm. Switching happens less frequently.
So, more than structural information is needed to distinguish
these patterns.
• Template Method: The Template Method can only be de-
tected by taking operations into consideration.
• Visitor: The number of operations of the interface visitor
should be equal to the number of classes that implements
the interface element.
Section 4.3 describes the multiple detections of one occurrence
of a design pattern. Every occurrence of a design pattern should
be detected only once. Detection algorithms with this property are
named by the next definition.
Definition 2.5. A detection algorithm is non-duplicating, if it
detects every occurrence of a design pattern only once.
In Section 4 we describe our algorithm which offers static de-
cidability and is non-duplicating. This algorithm is applied in our
prototype.





















Table 1: Subdivisions of Gang of Four design patterns
3 INTRODUCTION TO DETECTION
APPROACHES
This subsection gives an overview of detection methods based on
the representations of UML class diagrams. It is indicated whether
they are generally complete or offer static decidability or not.Whether
or not they are non-duplicating is also denoted. Approaches are
explained by an example consisting of the Prototype design pattern,
which is searched for in a UML class diagram of an example system.
For example, Figure 3 displays the essential classes and relation-
ships of the Prototype design pattern while Figure 4 displays the
sample system, that contains the said design pattern.
3.1 Matrices
One technique is to represent design patterns as a matrix [7, 19].
For every type of relationship in a class diagram (e.g. association,
inheritance, and dependency) a matrix denotes the relationship.
If a relationship (for instance, an association) exists between two







Example of a system
As an example, Table 2 shows for figure 4 the corresponding
matrices for the associations, inheritances, and dependencies. Class
A is associated with class B, is represented by the number 1 in
row A and column B in the association matrix. Likewise, class D
inherits from class B, is represented by the number 1 in row D and
column B in the inheritance matrix, and class D depends on class
E, is represented by the number 1 in row D and column E in the
dependency matrix.
Association matrix Inheritance matrix Dependency matrix
©­­­­­«
A B C D E
A 0 1 1 0 0
B 0 0 0 0 0
C 0 1 0 0 0
D 0 0 0 0 0
E 0 0 0 0 0
ª®®®®®¬
©­­­­­«
A B C D E
A 0 0 0 0 0
B 0 0 0 0 0
C 0 0 0 0 0
D 0 1 0 0 0
E 0 0 1 0 0
ª®®®®®¬
©­­­­­«
A B C D E
A 0 0 0 0 0
B 0 0 0 0 0
C 0 0 0 0 0
D 0 0 0 0 1
E 0 0 0 0 0
ª®®®®®¬
Table 2: matrices representing Figure 4
Similarly, abstract classes and interfaces can be represented by
matrices. If a class is abstract, its corresponding diagonal element
of the abstract matrix is set to one. These matrices can be combined,
resulting in one overall matrix [7]. The overall matrix is constructed
as follows. The association matrix is as associated with the number
2, the inheritance matrix is associated with 3, and the dependency
matrix is associated with 5. The value of the elements of the overall
matrix in Table 4 is defined by
overallMatrixi, j = 2associationmatr ixi, j ∗ 3inher itancematr ixi, j ∗
5dependencymatr ixi, j
In Table 4 the value 2 in row A and column B is calculated by:
overallMatrix1,2 = 2associationmatr ix1,2 ∗3inher itancematr ix1,2 ∗
5dependencymatr ix1,2 = 21 ∗ 30 ∗ 50 = 2
The association matrix shows in row A and column B the value 1.
An overall matrix is likewise constructed for a design pattern. For




P 1 2 1
Q 1 1 1
R 1 3 1
ª®®®¬




A B C D E
A 1 2 2 1 1
B 1 1 1 1 1
C 1 2 1 1 1
D 1 3 1 1 5
E 1 1 3 1 1
ª®®®®®¬
Table 4: Overall matrix
for Table 2 and
so Figure 4
To determine whether a design pattern is present in a class dia-
gram, one has to compare the overall matrix of the design pattern
to the overall matrix of the class diagram. For our example, com-
pare Table 3 with Table 4. This can be done by cross-validation [7].
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Alternatively, this can be done by using Blondel’s or Zager’s algo-
rithm [6, 19, 21]. This will result in the solution as shown in Table 5.
It is complicated to find the solutions by hand. In Table 3 (R, Q) has
the value 3. This value has to correspond with one of the values 3
in Table 4. So, (R, Q) corresponds to (D, B) or (E, C). For simplicity,
we only elaborate the correspondence (R, Q)−→ (E, C). Now the
correspondence of P has to be found. (P, Q) has the value 2 in Table
3. Q corresponds to C. In Table 4 column C has one value 2 (see row
A). So, (P, Q) corresponds to (A, C). Therefore, P corresponds to A.
Now, the solution in the third column of Table 5 is found. Likewise,
the other two solutions can be found.
Solution
1 2 3
P→ A C A
Q → B B C
R → D D E
Table 5: Solutions of comparing Table 3 and 4
By representing design patterns by a matrix, one can detect at
least 10 GoF design patterns. When one searches for one of the
patterns that can be detected, there are almost no false negatives.
These exceptions involve permutations and interpretations of the
Factory Method and the State pattern. So, this approach is focused
on static design patterns and offers static decidability. The approach
is not non-duplicating because permutations of one occurrence are
not interpreted as one.
The authors did not give any details about the time to detect design
patterns.
3.2 Decision trees
This subsection describes the use of decision trees as an approach
to find design patterns. This approach also uses matrix represen-
tations of design patterns. Instead of comparing overall matrices
as in section 3.1, a direct search that compares individual matrices
one by one is used. This approach results in a decision tree [18].
The approach starts with constructing 7 matrices and one vector.
The matrices and vector are used to represent 20 design patterns.
The matrices are used for representing associations, aggregations,
generalizations, instantiations of objects, method parameter refer-
ences, similar method invocations, and abstract method invocations.
The vector is used to indicate whether a class is abstract or is an
interface. The design of the system under consideration is also de-
scribed by 7 matrices and one vector.
Some patterns contain another pattern. For instance, the Abstract
Factory contains the Factory Method. The search for these patterns
can therefore be combined. If a Factory Method is detected then
the search can be continued to detect an Abstract Factory.
The search for Interpreter, Proxy, Composite and Decorator pat-
terns can be combined [18], because their structures resemble partly.
These examples demonstrate that the detection of a design pattern
can be based on decisions about continuing a search or differences
between patterns. These decisions form a decision tree.
The authors claim that their approach can detect 20 out of 23 GoF
design patterns. This approach is thus not generally complete, be-
cause 3 GoF design patterns can not be detected. It is unknown
whether this approach is non-duplicating, because the authors did
not pay attention to the possibility of multiple detections of one
occurrence of a design pattern.
3.3 Prolog clauses
UML class diagrams may also be represented by Prolog clauses
and rules. In that case, classes and relationships are represented by
clauses, while design patterns are represented by rules.
As an example, the Prototype pattern (see Figure 3) can be rep-
resented by rules, as follows.
p r o t o t ype ( P , Q , R ) : −
c l a s s ( conc r e t e , P ) ,
c l a s s ( conc r e t e , Q) ,
c l a s s ( conc r e t e , R ) ,
a s s o c i a t i o n ( P , Q) ,
i n h e r i t a n c e (Q , R ) .
Here, P, Q, and R are the names of classes or interfaces, and the
rules specify whether a class should be concrete (or abstract or
an interface), and which relationship should exist between which
classes.
By this approach, Prechet et al. could detect the patterns Adapter,
Bridge, Component,Decorator, and Proxy. The estimation is that
there are no false negatives, but there are false positives [14]. This
approach has also been used to detect the following patterns: Fac-
tory Method, Prototype, Abstract Factory, Composite, Decorator,
Adapter, Bridge, Proxy, Observer and Iterator [4].
An advantage of this approach is that it is possible to offer feed-
back on the detected patterns, involving the names of classes, at-
tributes, operations, the scope of operations, missing operations,
operations that may prevent reusability, and suggestions for the
implementation of the pattern. The feedback can be shown in
ArgoUML [4]. The authors did not give any information about
the speed, and the number of false negatives and false positives. It
is not clear, whether this approach offers static decidability. The de-
scription of the representation of a class and relationships suggests
a static decidability approach, but the authors claim the detection
of the Prototype pattern, which indicates an approach that offers
more. It is unknown whether this approach is non-duplicating or
not, because the authors did not pay attention to the possibility of
multiple detections of one occurrence of a design pattern.
A test has shown, that 70 design patterns were detected in 2 seconds
on a PC with a Pentium P133 under Windows 95. The precision
was ± 14%.
3.4 Four Tuples
Another approach representing class diagrams is to use 4-tuples [1].
A 4-tuple (A, B, T, S) represents the relationship between classes
or interfaces A and B. T stands for the type of relationship. T is
an integer and may stand for direct association, dependency or
generalization. S is a boolean, to indicate the existence of a self-
loop (a class which has an association with itself). Our research
shows that for none of the 16 static GoF design patterns require
the use of the boolean self-loop.
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However, our research shows that for none of the 16static GoF
design patterns is it necessary to use the boolean self-loop element
of a 4-tuple to define or detect a static design pattern.





Table 6: Representation of types of relations
This representation has not been implemented, but a straight
forward depth-first search algorithm is expected to match the four
tuples of a design pattern with a subset of four tuples representing
the system under consideration. This search will detect all design
patterns in a UML class diagram, that are fully defined by their class
names and their relationships. So, this approach offers static decid-
ability and it is unknown whether this approach is non-duplicating.
Summarizing, we found five ways representing structural elements
in a UML class diagram and approaches to detect design patterns:
matrix-based combined with cross-validation, matrix-based with a
decision tree, Prolog clauses, sum of products, and 4-tuples.
Implementations exist formatrix-based combinedwith cross-validation
and Prolog clauses, but is not certain whether they of static decid-
ability. For the other three approaches, the four tuple approach has
several advantages (see section 1): it will not result in false nega-
tives or positives because an exact search is used, design patterns
can easily be defined, a detection algorithm seems to be imple-
mentable. It is not clear whether one of the three approaches can
detect permutations and multiple occurrences of design patterns.
4 OUR APPROACH
Our approach for detecting static design patterns is based on using
3-tuples [8]. To make this approach useful in an educational and
professional environment, several features are implemented. We
show the representation of templates of design patterns and class
diagrams. Templates of design patterns are described by XML. The
drawing tool ArgoUML transforms class diagrams to XMI. The
XML- and XMI-files are used as input of our prototype tool (see
Figure 7). The problem of multiple detections of one occurrence of
a design pattern is explained. We also explain the solution to this
problem. Detection of illegal relationships within a detected design
pattern are described. Finally, we pay attention to detecting design
patterns that are partially present in a class diagram
4.1 3-tuples
A static design pattern is completely defined by the names of their
participating classes and their relationships. Representing a design
pattern we need the two names of the classes/interfaces, which are
associated and the type of relationship. Possible types of relation-
ship are direct association, inheritance, aggregate, and dependency.





Figure 6: Example of
a system
As an example, we repeat Figures 3 and 4 in Figures 5 and 6. We
show the 3-tuples for Figure 5 and Figure 6 in Table 7. The table
shows two sets of 3-tuples: SYS and DP, representing the system
under consideration and the prototype pattern, respectively. The







DP = { (P, Q, 1),
(R, Q, 3)
}
Table 7: 3-tuples for Figures 3 and 4
match between the 3-tuples of SYS and DP is shown in Table 8. The
first row shows the two 3-tuples of DP. Each of the subsequent rows
shows occurrences of corresponding 3-tuples in SYS. An occurrence
means that there is a combination of three classes or interfaces of
SYS that can be mapped onto both 3-tuples of DP. We use a recursive
depth-first search algorithm to detect the occurrences of DP in SYS.
The resulting table is Table 8.
3-tuples DP (P, Q, 1) (R, Q, 3, 0)
SYS 1 (A, B, 1) (D, B, 3)
SYS 2 (A, C, 1) (E, C, 3)
SYS 3 (C, B, 1) (D, B, 3)
Table 8: Corresponding relationships between DP and SYS
The first row shows the two 3-tuples of DP. Each of the subse-
quent rows show occurrences of corresponding 3-tuples in SYS. An
occurrence means that there is a combination of three classes or
interfaces of SYS that can be mapped onto both 3-tuples of DP. We
show, by making the names of a class bold, which classes should
be the same in the two 3-tuples in a row. For example, SYS 1 is
one of the three occurrences of the Prototype pattern. The map of
the classes of DP into SYS is: P→ A, Q→ B, and R→ D. See also
Figures 3 and 4.
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A recursive search algorithm tries to match all the tuples of DP one
by one. The recursive search starts with a randomly chosen tuple
of DP. If a match of this tuple in SYS can be found then the second
recursive call tries to match another tuple and so on.
In general, DP contains several tuples. For performance reasons,
every time a tuple of DP is chosen, it should connect to already
chosen tuples of DP. Therefore, the chosen tuples of DP always
constitute a connected graph. The number of tried matched would
be enormous when the chosen tuples would not form a connected
graph. For example, in the first row of Table 7 the classes P and Q
are matched with the classes A and B. In the next step only one of
the tuples (C, B, 1), (A, C, 1), (D, B, 3) can be chosen, because the A
or B matches.
Is this problem decidable? A problem is decidable, if an algorithm
exists, which for every input halts in a finite number of steps. This
algorithm will for every DP and SYS find a match or report it can
not find a match in finite time.
Proof: Let N and K be the numbers of tuples in DP and SYS. If N >
K then no match is possible and so the algorithm halts. Therefore
we assume N <= K. In every recursive call, a tuple of DP is matched
with a tuple in SYS. If a call does not result in a match, the algorithm
will backtrack and tries to match another tuple of DP with a tuple
in SYS. The number of recursive calls is finite, in example N and the
number of tuples which can be matched in a call is one less than in
the previous call, so the algorithm will end. Therefore, the problem
is decidable.
Figure 7: Prototype structure
4.2 The prototype tool with ArgoUML as input
The structure of our prototype tool is depicted in Figure 7.
We used ArgoUML2 to create UML class diagrams and to generate
an XMI-file. A generated XMI-file contains all information of a UML
class diagram, which is needed by an algorithm that offers static
2http://argouml.tigris.org/
decidability. We used XML templates to represent the definitions
of design patterns. Our prototype tool is a command-line tool. The
output is shown at the Command Prompt onWindows or in a xterm
on Linux.
4.3 The problem of false multiple occurrences
A naive approach of our algorithm could detect a single occurrence
of a design pattern several times. We will exemplify this using two
different examples: the Abstract Factory and the Bridge pattern.
We will also describe how these problems are solved in general
and therefore we developed a non-duplicating algorithm that offers
static decidability.
In Figure 8, we see one Abstract Factory.
Figure 8: Abstract Factory pattern
Our first approach detected the Abstract Factory pattern four
times in this system, because Prod1A and Prod2A can be inter-
changed, and Prod1B and Prod2B can be interchanged. Finding
four instances of the pattern is obviously wrong because the four
matches are permutations of one match.
Therefore, we improved the algorithm by adding a call to
isUniqueSolution. These permutations of matches can easily be
detected. Permutations have two relevant properties. They consist
of the same classes, which is easy to check. Second, the classes are
identically connected to the classes of the design pattern. Consider-
ing that candidate permutations are found in the same recursive
search for a particular design pattern, these classes constitute the
same design pattern.
A similar problem arises when one matches Figure 9 with the
Bridge pattern (Figure 10).
CSERC ’19, November 18–20, 2019, Larnaca, Cyprus Ed van Doorn, Sylvia Stuurman, and Marko van Eekelen
Figure 9: System with Bridge pattern
Figure 10: Bridge pattern
Our first approach detected the Bridge pattern 6 times in Figure 9
because the classes ConcrAb1 and ConcrAb2 can be interchanged
and second, two of the classes concImpl1, concImpl2, concImpl3 have
to be chosen, which can be done in three ways.
Although the Abstract Factory and the Bridge patterns seem to
occur multiple times, the reasons for the multiple occurrences differ.
The Abstract Factory may have two or more abstract products and
two or more concrete factories. The Bridge pattern has one abstract
class Ab, which may have multiple realizations and one abstract
class Impl which may have multiple realizations. It is hard to detect
the complete Abstract Factory in the system under consideration, if
there are more than two products or concrete factories. The problem
of detecting a Bridge pattern in the system under consideration is
solvable.
This problem is solved by defining a special inheritance asso-
ciation, which may occur in the design pattern. This association
indicates that the inheritance association may occur multiple times
in the system under consideration and the specializations do not
have other associations in the design pattern. The specializations
in the system under consideration may, however have associations.
The classes in Figure 9 Ab and Impl have different numbers of
specializations and the specializations ConcrAb2 and ConcImpl1
are associated. If the design pattern contains a normal inheritance
association then numbers of specializations in the system under
consideration and the design pattern should be equal, as shown in
Figures 3 and 4.
4.4 Feedback on illegal relationships
Figure 9 shows another interesting phenomenon. The association
between ConcrAb2 and ConcImpl1 is an association between classes,
that are part of a match with the Bridge pattern. However, the
association does not belong to the Bridge pattern and therefore
it maybe a designer’s mistake. This means that here, feedback is
wanted.
We implemented a method showSolution that generates this
type of feedback. During the search of a design pattern, all matched
classes and associations are marked. showSolution checks whether
not marked associations between marked classes exist. If so, then
this association is redundant.
4.5 Detecting partial matches
The detection of partial existence of a design pattern is useful in
an educational and professional environment. It helps to check
whether the answer to an exercise is partly realized with the oblig-
atory pattern, or in professional practice to check whether a design
pattern is fully modeled. The search algorithm tries to match all
3-tuples. If no match is found, the algorithm tries to match all but
one 3-tuples of DP. The number of unmatchable 3-tuples is a param-
eter of the search algorithm. However, finding a partially matched
design pattern is not always useful (see Figure 11).
Figure 11: Prototype pattern and two parts
If one association may be missing, the partial design pattern will
be detected many times because a single class combined with one
inheritance (part 1 in Figure 11) or one association (part 2 in Figure
11) occurs frequently in class diagrams.
Lacking associations may result in false positives. For example,
two FactoryMethodswhich do not constitute as anAbstract Factory,
may be detected an Abstract Factory, when several associations
may be missing.
Detecting design patterns which lack at least one relationship
is useful if the remaining parts of the design pattern can be repre-
sented by a connected graph. When in Figure 11 the association
between P and Q is removed, the remaining parts do not constitute
a connected graph and so false positives detections are likely.
5 VALIDATION IN PRACTICE
Here, we show that the implementation of our method works in
practice. Our prototype tool can detect 16 of the 23 GoF patterns
based on structural properties. We searched for a perfect match
with templates of design patterns (based on literature [9]). No false
positives and false negatives were reported.
Permutations of design patterns can be detected and reported once.
This is shown in the example using the Abstract Factory and the
Bridge pattern. There are two key differences between these pat-
terns. The first difference is the number of repeating inheritance
structures. The number can be variable, as for the Abstract Factory
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or constant, as for the Bridge pattern. The second difference is the
number of relationships that specializations may have. The spe-
cialization in an Abstract Factory has relationships, whereby the
specializations in a Bridge pattern do not have relationships.
Redundant associations in a design pattern are reported as feed-
back.
The tests also showed that the speed of the prototype tool is good.
A class diagram represented by an XMI-file with 33 classes, 49
relationships and 16 partially overlapping design patterns was pro-
cessed within 0.8 seconds. These tests were executed on an AMD
Athlon(tm) 64 X2 Dual Core Processor 5000+ [8].
All the necessary software is publicly available3.
6 RELATEDWORK
In an educational environment, much time is spent on how to ap-
ply design patterns since this increases the maintainability of the
software. Experiences with teaching design patterns at university
level are described by S. Stuurman [16].
The research on detection of design patterns was at first focused
on analyzing source code. A modern example is APRT, Another
Pattern Recognition Tool. This tool can detect design patterns by
parsing Java Sources. The parser is generated by ANTLR (https:
//www.antlr.org/). The specified design patterns are language in-
dependent. Therefore, by changing the specification of the source
language (e.g. Java) other object-oriented languages can be used as
well [3].
Beside by parse trees source codemay also be represented by graphs.
Structural and behavioral characteristics of design patterns may be
represented by graphs. Bahareh Bafandeh Mayvan et al. showed by
analysis of JHotDraw5.1, JRefactory 2.6.24 and JUnit 3.7 that ten de-
sign patterns could be detected with 100% precision and 100% recall.
In some cases, the precision or recall was not available, because
the division was by zero. Their approach can not to distinguish
Strategy and State patterns. [2].
De Lucia et al. analyze class diagrams, which are generated from
sources. The behavior of candidate design patterns is analyzed
based on generated sequence diagrams and runtime analyzes of
bytecodes within jar files based on generated testdata. They focused
on creational and behavioral design patterns [11].
Prechelt, as described in section 3.3 was able to detect 70 occur-
rences of 4 design patterns with a precision of ± 14% [14]
Matrix representation of class diagrams for detecting design pat-
terns is described by the approach of Tsantalis [18]. He claims that
his approach could detect 20 out of 23 GoF patterns, but there is no
empirical evidence.
The approach of Oruc et al. is based on finding subgraphs, repre-
senting design patterns, in a graph by a standard algorithm. Their
approach succeeded in detecting all 23 Gang of Four design patterns
with a precision of 80% and recall 88% on average [12].
Pelzus et al. use a rule-based approach, together with a technique to
detect multiple design flaws and detection of code smells to detect
anti-patterns such as The Blob, God class, and Swiss Army Knife
[13].
3http://members.chello.nl/e.doorn1/DesignPatterns/static_decidability
The quality of software is positively influenced by using design
patterns and detecting and removing code smells. Walter et al. dis-
covered negative relations between some design patterns and some
code smells [20].
7 CONCLUSION
We have shown that our prototype tool can automatically detect
static design patterns and can give simple feedback. This prototype
tool can be used as a pilot for a first course about design patterns.We
have introduced a new subdivision of the set of Gang of Four design
patterns: static and non-static and a new classification of detection
algorithms: static decidability and generally complete. We have made
several contributions to the progress of research to automatically
detecting design patterns in UML class diagrams. Addressing the
problem of multiple detections of one occurrence of a design pattern
is new. We introduced the concept of non-duplicating for higher
quality detection algorithms. With the presented prototype, 16 out
of 23 Gang of Four Design patterns are detectable, within an accept-
able time. 16 partially overlapping design patterns were detected
within 0.8 seconds in a class diagram containing 33 classes and 49
relationships. Permutations and so multiple occurrences of these
design patterns are also detectable. We therefore developed a non-
duplicating algorithm that offers static decidability. The remaining
six design patterns are not detectable by our approach, because
they are not fully specified by structural properties.
Feedback can be given but is restrained to the notification of
superfluous relationships. Detection of a design pattern, that lacks
one or more relationships is useful, if the remaining graph of the
design pattern is connected, otherwise false positives may result.
Our prototype tool shows that the detection method of design pat-
terns, and the introduction of a new subdivision of design patterns
offers perspectives for educational application.
8 FUTUREWORK
Our next research will focus on the benefits of the use of the pro-
totype tool in an educational environment in which static design
patterns are introduced. Obviously, instructors and students would
be helped if all design patterns would be detectable. So, a gener-
ally complete algorithm is an important goal for future work. This
requires figuring out what information is necessary by such an algo-
rithm and how the information should be structured and supplied
to a tool.
If Figure 8 would contain three abstract products, the current
prototype tool would detect Abstract Factory three times while it is
actually one occurrence. There is currently no simple way disclosed
to solve this problem.
Automatically giving feedback would, of course, be a large im-
provement. This will require a significant extension of the algo-
rithm.
Can the algorithm be extended to analyze Sequence and State
diagrams in order to detect non-static patterns?
Finally, the scope of our research could be extended to include
other characteristics of class diagrams which may give information
of the quality of design, both in education and in development.
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