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Abstrakt
Tato práce se zabývá vývojem aplikace pro automaticky aktualizovanou bibliografii. V
dnešní době spousty uživatelů internetu potřebují vyhledávat informace, obzvláště je toto
důležité v souborech vědeckých publikací a článků. Cílem práce je vytvoření pohodlného
nástroje pro uživatele při tvorbě svého vlastního portálu. Je toho dosaženo uložením do-
kumentů a jejich následným vyhledáváním pomocí nástroje ElasticSearch. Vyhledávání je
formou booleovských dotazů a dodatečné vyhledávání pomocí podobnostního vyhledávání
nástrojem MoreLikeThis. Na konci práce je popsán způsob testování s konečným vyhodno-
cením úspěšnosti vyhledávání.
Abstract
This paper describes the development of application for automatically updated bibliography.
Nowadays, many Internet users search informations they need, this is important especially
in sets of scientific publications and articles. The aim of this thesis is convenient tool for
users to create their own portal. This is achieved by storing documents and their subsequent
search using ElasticSearch. Retrieval is made by Boolean queries and additional search using
similarity search tool MoreLikeThis. At the end of this thesis is described the way of testing
and evaluation of retrieval.
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Kapitola 1
Úvod
Tématem bakalářské práce je automaticky aktualizovaná bibliografie. Takovéto zadání zprvu
nemusí být zprvu zcela průhledné, proto je potřeba se na něj podívat trochu obsáhleji. Už
do dob prvních spisů, knih a knihoven lidé potřebovali mít tyto dokumenty nějakým způ-
sobem roztříděné, ale hlavně v nich potřebovaly vyhledávat informace. Toto se postupem
času nezměnilo, ale spíše se postupem času a s větším množstvím knih a informací stalo vy-
hledávání větším problémem. Od příchodu počítačů do našeho života nám začaly počítače
ve vyhledávání ulehčovat život. Navíc s příchodem internetu se začalo zvyšovat množství
informací ve všech oblastech života, proto tato situace začala na oblast vyhledávání klást
větší nároky, ale hlavně větší důležitost. Zmíněná náročnost a důležitost se také velmi týká
vyhledávání ve vědeckých publikacích a článcích. Každým rokem je vydáno velké množství
článků a publikací a spousty uživatelů by si rádo našlo informace, které je zajímají. Ka-
ždý uživatel má navíc jiné preference a ku příkladu by se rád podělil se svým výběrem s
ostatními uživateli internetu.
Dané téma jsem si právě vybral jednak z tohoto důvodu, že jsem chtěl vytvořit nástroj
usnadňující některým lidem vyhledávání v těchto datech a sdílení jejich výsledků, tak i z
důvodu rozšíření svých znalostí v oblasti webových technologií a technologií vyhledávání.
Cílem této bakalářské práce je vytvoření generátoru portálů, který usnadňuje tvorbu
pomocí automatizace vyhledávání. Tato webová aplikace má za úkol umožnit uživateli vy-
tvořit vlastní portál s publikacemi a články, které on sám preferuje. Po vytvoření vlastních
kategorií je k dispozici vyhledání dokumentů ve třech krocích, a to nejdříve podle názvu
kategorie, poté pomocí klíčových slov a nakonec pomocí podobnostního vyhledávání.
Text této bakalářské práce je rozdělen do třech větších kapitol, které popisují jednotlivé
části postupu práce. V první kapitole nazvané Rozbor tématu práce jsou popsány obecně
technologie a postupy, které byly použity při implementaci systému. Navíc jsou zde vy-
psány i jednotlivé kategorie vyhledávacích portálů a jejich stručná charakteristika. V druhé
kapitole nazvané Návrh a realizace systému je popsán postup návrhu celého systému a jeho
následná implementace. V poslední kapitole se zabývám testováním funkčnosti systému a
hlavně úspěšností vyhledávání.
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Kapitola 2
Rozbor tématu práce
2.1 Vyhledávání informací
Dnes a denně lidé potřebují získávat a vyhledávat různé informace. Každodenní činnost
je závislá na určitých informacích, které jsou potřeba k vykonání pracovního úkolu nebo
i menší drobnosti. V dnešní době stovky milionů lidí využívají vyhledávání informací ka-
ždý den, když používají internetové vyhledávače, nebo jen prohledávají svou elektronickou
poštu. Vyhledávání informací se rychle stává dominantní formou získávání informací, před-
bíhající tradiční databázový styl vyhledávání.
2.1.1 Definice vyhledávání informací
Definice vyhledávání informací je podle knihy Introduction To Information Retrie-
val [1]:
Získávání informací je nacházení materiálů (obvykle dokumentů) nestrukturovaného charak-
teru (obvykle text), které vyhovují potřebě po informacích v rámci rozsáhlých sbírek (obvykle
uložených na počítačích).
2.1.2 Vyhledávání
Proces vyhledávání informací začíná ve chvíli, kdy uživatel vloží dotaz do systému. Dotazy
jsou formálním zápisem potřebných informací, například vyhledání řetězců ve webových
vyhledávačích. Při vyhledávání informací dotaz jednoznačně neidentifikuje jeden objekt v
určité kolekci. Místo toho může několik objektů odpovídat dotazu, i když s jiným stupněm
relevantnosti.
Objekt je entita, která je reprezentovaná informací v databázi. Dotazy uživatele jsou
vyhodnocovány vůči informacím z databáze. V závislosti na aplikaci datové objekty mohou
být například textové dokumenty, obrázky, audio záznamy, myšlenkové mapy nebo videa.
Dokumenty samy o sobě často nejsou udržovány nebo uloženy přímo v systému pro vyhle-
dávání informací, ale místo toho jsou v systému zastoupeny metadaty nebo náhradami.
Většina systémů pro vyhledávání informací počítá číselné skóre jak dobře každý objekt
v databázi odpovídá dotazu a hodnotí objekty podle této hodnoty. Nejlépe hodnocené
objekty jsou zobrazeny uživateli. Proces může poté být znovu opakován, pokud chce uživatel
upřesnit dotaz.
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2.2 Přehled a charakteristické vlastnosti současných řešení
V dnešní době na internetu už existuje spousta webových nástrojů a portálů pro ukládání,
zpracování, vyhledávání a sdílení ať už vědeckých, nebo obyčejných dokumentů a textů.
Tyto webové nástroje umožňují podle svého zaměření svým uživatelům využít spousty
nástrojů pro práci s publikacemi.
Vyhledávací služby
Základními portály jsou portály pro vyhledávání publikací. Tyto portály nabízejí základní
vyhledávání v publikacích, autorech, případně rozšířené vyhledávání podle více zvolených
kritérií. Prvním příkladem z těchto webových služeb je Google Scholar, který nabízí základní
vyhledávání v textu, názvech, autorech, v různém období atd. Do vyhledávání zahrnují
také patenty a citace. Dalšími weby z této oblasti jsou například Scirus nebo CiteSeerX.
Kromě základního vyhledávání se tyto portály soustřeďují i na vyhledávání mezi autory
publikací. Pokročilé podrobnější vyhledávání už je samozřejmostí. Jako poslední by bylo
vhodné zmínit portál Microsoft Academic Search. Včetně dříve zmíněných funkcí umožňuje
také zobrazovat vztahy na základě spolupráce mezi jednotlivými autory, mapu organizací
publikujících, které zde publikují, kalendář konferencí a další funkce pro získávání všech
informací okolo publikací.
Soubory bibliografií
Tyto portály shromažďují bibliografie velkého množství publikací, článků, záznamů z kon-
ferencí a dalších dokumentů týkajících se daného tématu, na který se daný portál zaměřuje.
Portál The Collection of Computer Science Bibliographies 1 zobrazuje jednotlivé bibliografie
roztříděné do kategorií podle typů. Vyhledávání je formou vytvoření dotazu, který upře-
sňuje vyhledávané publikace. Druhým příkladem této skupiny může být portál The DBLP
Computer Science Bibliography 2. Tento portál zobrazuje pouze bibliografie. Všechny da-
lší informace o publikacích už jsou zobrazovány na jiných portálech, které tyto informace
obsahují. Stejným způsobem je provedeno i vyhledávání publikací.
Sociální citační služby
Webové služby z této oblasti mají kromě samotného vyhledávání publikací také určité vlast-
nosti sociálních webových aplikací. Pro neregistrovaného návštěvníka je zde pouze možnost
vyhledávání mezi veřejně sdílenými publikacemi. Zaregistrovaný uživatel má mnohém více
možností pro práci s publikacemi. Hlavní možností je sdílení publikací s ostatními lidmi,
dále například vlastní seznam publikací a vytváření skupin pro sdílení. Obsahově se už tyto
webové služby nezaměřují na konkrétní téma, ale díky širokému okruhu lidí využívajících
tuto službu zde lze najít velké množství článků a publikací z jakékoliv oblasti výzkumů. Do
této kategorie webových služeb patří například Mendeley, Zotero, citeulike nebo Bibsonomy.
Knihovny profesních organizací a velkých vydavatelů
V této oblasti jsou webové knihovny organizací a vydavatelů, kde sdružují veškeré své vy-
dané publikace a články. Ve většině případů je nutné si za stažení těchto článků zaplatit.
1http://liinwww.ira.uka.de/bibliography/
2http://www.informatik.uni-trier.de/ ley/db/
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Například ACM Digital Library a IEEE Explore se zaměřují hlavně na výpočetní techniku,
portály SpringerLink a Wiley Online Library obsahují dokumenty z širšího množství vědec-
kých disciplín. Tyto portály nenabízejí žádnou speciální funkčnost, hlavní je zde vyhledávání
ve velkém množství článků.
Placené vědecké databáze
Tyto databáze obsahují veškeré články vydavatelství, nebo organizací, které je zřídily. Na
základě zaměření vydavatelství lze v těchto databázích najít články či publikace z jednoho
či více oborů. Tyto databáze nenabízejí žádnou zvláštní funkčnost. Hlavním účelem je vy-
hledávání časopisů, článků a publikací, případně nabízejí některé dodatečné informace. Jsou
tvořeny jako e-shopy. Mezi tyto databáze patří například ScienceDirect nebo ProQuest.
Soubory publikací se svobodným přístupem
V této oblasti jsou databáze, které pracují stejným způsobem, jako databáze v předchozí
oblasti, jen přístup ke všem článkům a publikacím je zdarma. Umožňují neomezený přístup
ke všem článkům a jejich využití. Z funkčností nabízejí hlavně rozšířené vyhledávání v
článcích a dalších informacích o uložených publikacích. Například soubor publikací Core3
navíc nabízí další funkčnost ve formě analýzy různých statistik dokumentů a rozhraní pro
interakci s repositářem Core.
Specializované oborové služby
V této oblasti jsou databázové archivy, které se jednotlivě specializují na určité vědní či apli-
kované obory. Sdružují citace a bibliografie velkého množství publikací a článků z oboru.
Přímo také nabízí odkaz k zobrazení vyhledaného článku, či publikace. Do hlavní funkcio-
nality patří vyhledávání v citacích a bibliografiích.
Sociální služby otázek a odpovědí
Tyto webové služby sdružují velké množství otázek a odpovědí na ně z mnoha různých
oborů nebo sdružují stránky, kde jsou tyto otázky a odpovědi uchovány. Uživatel zde může
položit otázku, na kterou mu může odpovědět mnoho dalších uživatelů zapojených v těchto
sítích. Případně lze i vyhledávat v dříve položených otázkách. Mezi nejznámější patří Quora
nebo StackExchange.
Akademické a obecné sociální služby
Základním principem a funkčností těchto služeb je spojování lidí ze všech koutů světa dohro-
mady. Nabízí jim jednoduchý způsob pro komunikaci a sdílení různých informací, obrázků
a videí. Tyto služby obecně, ze všech kategorií, umožňují kontakt formou jednoduchých
zpráv, chatů, některé i pomocí videohovorů. Další možností je vytváření skupin jak ote-
vřených, tak uzavřených, ve kterých mohou lidé spolupracovat. Akademické sociální služby
navíc mohou nabízet seznam aktuálně konaných konferencí, umožňují sdílet práci, analyzo-
vat ji a konzultovat s ostatními uživateli. Mezi zástupce této kategorie patří ResearchGate,
Google+ nebo Twitter.
3http://core.kmi.open.ac.uk/search
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Služby upozorňující na novinky
Webové služby, které patří do této kategorie, nenabízejí žádný svůj vlastní obsah ve formě
článků, publikací nebo jakýchkoliv dalších informací. Hlavní funkcionalita, kterou nabízejí,
je upozorňování na vyhledané výsledky podle zadaných dotazů. Dále lze zjemnit vyhledávání
podle typů výsledků (obrázky, videa, atd.). Nakonec je samozřejmostí pravidelnost nového
vyhledání výsledků a zaslání. Patří sem služby IQalert nebo GigaAlert.
Kolekce dokumentů související s vědou a výzkumem
Webové portály umožňující tyto služby nabízí sdílení informací souvisejících s vědou a
výzkumem formou prezentací a videí. Uživatelé si mohou navzájem sdílet buď prezentace
nebo videa, díky kterým se mohou dozvědět nové informace. Obsahují různé přednášky,
kurzy a videa ze setkání. Známé portály z této kategorie jsou například Coursera, SlideShare
nebo VideoLectures.
2.2.1 Komponenty existujících bibliografií
Všechny portály mají obecně implementované určité komponenty pro zjednodušení práce
nebo jako další funkčnost pro získání dalších informací. Neplatí ale, že by všechny portály
měly implementovány všechny níže zmíněné komponenty. Napříč jednotlivými portály se
často objevují kombinace těchto komponent:
• komentovaná bibliografie rozčleněná do definovaných kategorií - kategorizace může
být (polo)automatická, komentáře, případně tagy mohou být u nových zdrojů gene-
rovány/navrhovány z abstraktu (např. první věta), jako nejvýznamnější klíčová slova,
přebírány ze služeb zaměřených na ”social bookmarking”atd.
• seznam X nejvýznamnějších autorů, pracovišť, konferencí a dalších s odkazem na
úplný seznam
• informační deska (dashboard) s novinkami (včetně nově nalezených relevantních pu-
blikací apod.) s nastavitelnou dobou aktualizace, případně i s možností identifikace
komplementární informace
• vytváření profilu uživatele (zadané osoby) na základě jeho publikací a dalších zdrojů,
generování specifických přehledů na základě těchto profilů, obecné vyhledávání nad
identifikovanými zdroji řazené podle uživatelského profilu, doporučování zdrojů na
základě profilu a další personalizace
• návrh doporučovaného průchodu konferencí s paralelními sekcemi - výběr sekcí/příspěvků
podle profilu uživatele
• ”zkoumání”předmětné oblasti pomocí procházení klíčových slov (s možností zobrazení
definice pojmů)
• zobrazení souvisejících článků (případně dalších entit) na základě blízkosti doku-
mentů, vysvětlení, proč jsou doporučované zdroje chápány jako relevantní
• Faceted Browser s možností vyhledávání, filtrování a sledování souvislostí mezi enti-
tami
• tabulka výsledků automaticky extrahovaná z článků
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Seznam těchto komponent jsem převzal z Wiki stránky[4] projektu ReReSearch věnující se
informacím o již existujících portálech.
2.3 Vyhledávání v kolekcích vědeckých publikací
S vyhledáváním v kolekcích dat souvisí několik důležitých pojmů, které je důležité upřesnit
kvůli použitým technologiím.
2.3.1 Index vyhledávače, indexování
Indexování je proces vyhledávače shromažďování, analyzování a ukládání dat pro použití
vyhledávačem. Index vyhledávače je místo, kam vyhledávač uložil všechna shromážděná
data. Je to právě index vyhledávače, který poskytuje výsledky dotazů pro vyhledávání a
stránky, které jsou v indexu vyhledávač, se objeví na výsledkové stránce vyhledávače.
Účelem uložení indexu je optimalizovat rychlost a výkon při hledání relevantních doku-
mentů pro vyhledávací dotaz. Bez indexu by vyhledávač skenovat všechny dokumenty v těle,
což by vyžadovalo značné množství času a výpočetního výkonu. Například, zatímco index
o velikosti 10 000 dokumentů vyhodnotí dotaz v rámci milisekund, sekvenční prohledávání
každého slova v 10 000 velkých dokumentech může trvat hodiny. Dodatečné místo vyžadu-
jící uložení indexu, stejně jako značný nárůst času potřebného pro aktualizaci prostoru, je
vykoupen časem získaným v průběhu získávání informací.
Invertovaný index
Mnoho vyhledávačů zahrnuje invertovaný index, když vyhodnocuje vyhledávací dotaz, aby
rychle našli dokumenty obsahující slova v dotazu a potom ohodnotit tyto dokumenty podle
relevance. Protože invertovaný index uchovává seznam dokumentů obsahující každé slovo,
vyhledávač může použít přímý přístup k vyhledání dokumentů souvisejících s každým slo-
vem v dotazu za účelem vrátit rychle odpovídající dokumenty.
2.3.2 Booleovský model vyhledávání
Booleovský model vyhledávání je model pro vyhledávání informací, ve kterém můžeme
znázornit jakýkoliv dotaz, který je ve formě logického výrazu slov, to znamená ve formě,
ve které jsou slova kombinovány s operátory AND, OR a NOT. Tento model vnímá každý
dokument jen jako sadu slov.
2.3.3 Klasifikace dokumentů
Klasifikace dokumentů je problém v knihovnictví, informačních věd a informatiky. Úkolem
je přiřadit dokument do jedné nebo více tříd nebo kategorií. To může být provedeno ”ru-
čně”(nebo ”intelektuálně”) nebo algoritmicky. Intelektuální klasifikace dokumentů je větši-
nou oblastí knihovnictví, zatímco algoritmická klasifikace dokumentů se používá hlavně
v informatice a výpočetních vědách. Tyto problémy se překrývají, nicméně je zde proto
také interdisciplinární výzkum klasifikace dokumentů. Dokumenty mohou být klasifikovány
podle jejich témat nebo podle jiných atributů (např. typ dokumentu, autor, rok vydání
atd.).
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Automatické klasifikátory
Úlohy automatické klasifikace dokumentů lze rozdělit do tří druhů:
• Řízená klasifikace dokumentů – některý vnější mechanismus (jako je lidská zpětná
vazba) poskytuje informace o správném zařazení dokumentů
• Neřízená klasifikace dokumentů (seskupování dokumentů – dokument clustering) –
klasifikace musí být provedena zcela bez ohledu na externí informace
• Částečně řízená klasifikace dokumentů – části dokumentů jsou označeny vnějším me-
chanismem
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Kapitola 3
Návrh a realizace systému
Tato kapitola popisuje postup návrhu celého systému a jeho následnou implementaci.
3.1 Návrh řešení
Celý systém byl od začátku plánován a navržen jako webová aplikace. Bylo potřeba na-
vrhnout jednotlivé části tak, aby následnému uživateli, který bude portál tvořit, co nejvíce
ušetřil práci s dohledáváním nových dokumentů.
Postupem času se web rozdělil na dvě části, které se některými funkčnostmi prolínaly.
První částí je zobrazení výsledného vytvořeného portálu administrátorem, které se zobrazí
návštěvníkovi portálu. Jako druhá část vznikla samotná administrace nebo také definice
portálu. Jelikož personalizace a rozlišování uživatelů nebylo hlavní náplní, bylo přihlašování
uživatelů až na posledním místě, tudíž se ani moc neplánovala jeho implementace.
Důležitým prvkem systému je samotné vyhledávání. První a základní částí je vyhle-
dávání pomocí tagů a frází. Podle prvních návrhů se články měly vyhledávat v databázi
ReReSearch, který běží na databázovém systému PostgreSQL. Později se jako efektivnější
a vhodnější ukázal nástroj ElasticSearch, na kterém ReReSearch také běží a je synchroni-
zován s databází. Protože ne všechny informace byly v souborovém indexu ElasticSearch
obsaženy, musely se získávat z databáze.
Druhou částí vyhledávání a také velmi důležitým prvkem se stalo podobnostní vyhle-
dávání článků. Toto vyhledávání zobrazí uživateli další články, které by mohl přiřadit do
právě vytvářené kategorie. Tyto články se vyhledají na základě podobnosti s již přiřaze-
nými články do aktuálně tvořené kategorie. Ze začátku se jako velmi jednoduché řešení
zdálo použít metodu MoreLikeThis, která vyhledá články na základě podobnosti se zada-
ným článkem. Jenže bylo potřeba hledat podobnost s více než jedním článkem. Samotné
MoreLikeThis už nevyhovovalo a tak bylo potřeba použít metodu MoreLikeThese, která
splňovala potřebné vlastnosti.
Po zobrazení vyhledaných dokumentů bylo potřeba ”vyčistit”výpis jak od dokumentů,
které administrátor zařadil do dané kategorie, tak i od dokumentů, které nechtěl zařadit a
chtěl je úplně odstranit z výpisu. Z tohoto důvodu se zavedly dva seznamy pro každou kate-
gorii, a to tzv. blacklist a whitelist. Do whitelistu zařazuje administrátor články, které uznal
jako relevantní pro danou kategorii. Z tohoto seznamu se také potom zobrazují dokumenty
pro výslednou kategorii. Do blacklistu se naopak vyřazují dokumenty z výpisu.
Důležitým je také náhled samotného dokumentu a jeho detailů. Pokud jsou k dispozici
i citační kontexty na jiné články, tak ty se také zobrazí. Nakonec se také přidalo zobrazení
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podobných článků pro daný zobrazený dokument.
3.2 Použité prostředky
Jak už bylo zmíněno, celý systém je postavený jako webová aplikace. Jako implementační
jazyk jsem si zvolil jazyk PHP, protože se jedná o velmi vhodný jazyk pro vývoj webových
aplikací, umožňuje objektový návrh aplikace a podporuje spolupráci se spoustou dalších
užitečných nástrojů, kdy s některými z nich se počítalo při návrhu aplikace.
Pro ukládání dat jsem zvolil databázový systém MySQL díky jeho jednoduchosti a
dostatečné rychlosti v případě tohoto systému. Pro spojení jak s databází MySQL ale i
databází PostgreSQL, která byla zmíněná výše, jsem využil volně dostupnou databázovou
vrstvu Dibi1 napsanou v jazyce PHP. Tato databázová vrstva zjednodušuje zápis dotazů,
upravuje dotazy tak, aby odpovídali příslušnému databázovému systému a zabraňuje také
SQL injection, což je technika napadení databázové vrstvy programu.
Dalším nástrojem, který jsem využil pro vytvoření tohoto systému a je jeho nejdůležitější
součástí, je vyhledávací server ElasticSearch2. Tento vyhledávací server indexuje všechny
vložené dokumenty, což usnadňuje a velice urychluje vyhledávání v nich. Tento nástroj
umožňuje velmi efektivně skládat dotazy pro vyhledávání v dokumentech. Nabízí také mož-
nost přidání různých filtrů pro omezení výsledků nebo zařazení aspektů (facetů) do vy-
hledávání. Hlavní výhodou je také už dříve zmiňovaná metoda vyhledávání MoreLikeThis.
Pro spojení s nástrojem ElasticSearch jsem použil knihovnu Elastica, napsanou pro PHP.
Tato knihovna umožňuje vytvářet stejné dotazy v jazyce PHP, jako samotný nástroj Elas-
ticSearch.
Posledním použitým prostředkem, který jsem využil při implementaci, je AJAX. Použil
jsem ho hlavně z důvodu uživatelské přívětivosti celého webu, protože vyhledávání v případě
MoreLikeThese ve větším počtu článků je náročný proces a může trvat i několik sekund.
3.3 Struktura databází
Jak už bylo zmíněno výše, systém pracuje s dvěma databázovými systémy, a to MySQL
a PostgreSQL. Kažý z těchto systému využívám za jiným účelem, kdy pouze databázi na
systému MySQL jsem sám vytvořil a sám ji plním daty.
Na druhém zmíněném systému běží databáze projektu ReReSearch. V této databázi
jsou obsaženy všechny informace ze souborového indexu ReResearch (dále už budu pou-
žívat pro název indexu poze zkratku RRS) plus navíc se zde nacházejí další dodatečné
informace, jako například citační kontexty mezi jednotlivými články. Konkrétně využívám
databázi reresearch a z ní schéma data 09 test. Z toho schématu pro mě v tuto chvíli
byly nejzajímavější tabulky publications a citation, ze kterých jsem získal informace o
citačních kontexteh, ISBN publikace, rok a měsíc vydání a další podobné informace. Žádné
vlastní nové informace jsem do této databáze nevkládal.
Na dalším databázovém systému, MySQL, běží má vlastní vytvořená databáze xvalob00.
Tento systém běží na serveru athena2. Tato databáze mi zajišťuje uchování dodatečných
dat potřebných pro běh systému. Schéma této databáze je vidět na obrázku 3.1.Databáze
se skládá ze čtyř tabulek: blacklist, whitelist, kategorie a bibliography. Struktura
1http://dibiphp.com/
2http://www.elasticsearch.org/
10
jednotlivých tabulek je vidět na obrázku 3.1, proto v následujícím popisu zmíním hlavně
využití jednotlivých tabulek:
• blacklist - V této tabulce jsou uloženy dvojice ID pro publikaci a kategorii, které
značí v jaké kategorii se při zobrazení výsledků hledání nemají zobrazovat dané pub-
likace.
• whitelist - V této tabulce jsou také uloženy stejné dvojice jako v předchozím pří-
padě. Tyto dvojice naopak značí příslušnost jednotlivých publikací do kategorií. Tento
seznam se poté využívá při výpisu obsahů jednotlivých kategorií a také při podob-
nostním vyhledávání.
• kategorie - Tabulka s vytvořenými kategoriemi. Hlavními uloženými informacemi v
této tabulce jsou název kategorie a také tagy. Podle těchto uložených tagů se následně
vyhledávají publikace.
• bibliography - V této tabulce jsou uloženy dodatečné informace k publikacím, jako
třeba ISBN, datum vydání, verze a podobně. I když jsem mohl tyto informace vložit
do dříve zmíněné databáze reresearch, nechtěl jsem zbytečně zanášet nepořádek do
této databáze. Tyto informace se vztahují pouze k nově přidaným dokumentům do
mnou vytvořeného souborového indexu.
Obrázek 3.1: Struktura databáze pro uložení dodatečných dat.
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3.4 Spojení se souborovým indexem
Jak jsem už zmínil dříve, pro ukládání a vyhledávání dokumentů jsem využil nástroj Elas-
ticSearch. Pro správné fungování a práci s indexem je potřeba vytvořit klienta pro spojení.
Na začátku jsem měl k dispozici souborový index projektu ReReSearch, ale následně jsem
vytvářel vlastní index pro testování (testování bude popsáno v následující kapitole 3.5).
Spojení k těmto dvěma indexům probíhalo naprosto stejně. Knihovna Elastica obsa-
huje třídu Client, která vytváří spojení se serverem. Jak jsem v průběhu implementace
zjistil, je nutné nastavit konkrétní server, i když to tato třída nevyžaduje. Bez konkrétně
zadané adresy serveru a portu se třída připojí na základní nastavenou adresu, která je
localhost:9200. Toto je správné nastavení připojení, pokud aplikace běží na stejném ser-
veru. Nutnost nastavení vyvstala z toho důvodu, že se klient implicitně připojoval na server
knot08 a mnohem vhodnější bylo připojení na server athena2, a to z důvodu velikosti
operačních pamětí těchto dvou serverů. Protože server knot08 disponuje menší velikostí
operační paměti, začal celý systém kvůli náročnosti některých dotazů padat. Po připojení
na server athena2 se celý problém vyřešil. Takovéto jednoduché připojení z jednoho serveru
na druhý umožňuje multicast tohoto souborového indexu na více serverů.
Po vytvoření spojení s konkrétním serverem za pomocí třídy Client se musí vybrat
konkrétní index, se kterým se bude pracovat. Výběr indexu zajišťuje metoda getIndex(),
které se předá název indexu. Metoda navrací objekt typu Index, který reprezentuje kon-
krétně vybraný index. Index je ještě rozdělen na typy, kdy každý z nich obsahuje jiné typy
dokumentů. Proto se musí vybrat konkrétní typ, se kterým se bude pracovat. Tento typ se
získá metodou getType() objektu typu Index.
Takto jsem postupoval při vytváření spojení k oběma indexům, se kterými jsem praco-
val.
3.5 Souborový index pro testování
V předchozí kapitole bylo už zmíněno, že pro potřeby testování správného vyhledávání bylo
zapotřebí vytvořit vlastní index. Postupoval jsem takto z toho důvodu, kvůli vysokému
počtu publikací v indexu RRS. Mnohem menší práci dá orientovat se v několikanásobně
menším počtu dokumentů a navíc při chybě vkládání dokumentů jednoduše obnovím mnou
vytvořený index, což by ve velkém indexu RRS nešlo.
K vytvoření nového indexu stačilo použít getIndex() třídy Client, které se pouze předá
název nového indexu. Pro dokončení nového indexu bylo potřeba ještě nastavit správně tento
index, například analyzátory jak indexu, tak vyhledávání, filtry a podobně. Toto nastavení
se provedlo metodou create() objektu typu Index získaného metodou getIndex(). V
tomto novém indexu se jako při připojení vybere typ, ve kterém se bude pracovat. Chtěl
jsem takto pro jednoduchost a přehlednost vytvořit stejnou strukturu připojení jako u
indexu RRS, i když jeden typ v indexu sám o sobě asi nemá smysl (dalo by se bez něj
nejspíš obejít). Takto byl připraven k použití nový index pro testování.
Dalším krokem pro uvedení nového souborového indexu do stavu pro testování bylo
nastavení mapování indexu. Toto znamená určení položek, které se budou k daným do-
kumentům uchovávat v indexu. Mapování se vytvořilo při prvním vložení dokumentu do
indexu v poli. Toto pole má indexy pojmenované jako jednotlivé položky mapování indexu.
Pole pro vložení dokumentu a i mapování indexu má tuto strukturu:
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$document = array(
’rrsid’ => ’’,
’title’ => ’’,
’abstract’ => ’’,
’authors’ => array(),
’filename’ => ’’,
’text’ => ’’
);
Tyto položky obsahuje mnou vytvořený index, na kterém jsem testoval. Oproti původ-
nímu indexu RRS je zde malá změna, a to u položky authors. V indexu RRS je tato
položka čistě jako řetězec autorů oddělených čárkami. Já jsem tuto položku změnil na pole
řetězců (pole jmen autorů) kvůli pozdější implementaci zobrazení aspektů (facetů). Důvod
vysvětlím v kapitole 3.9.
Po vyřešení mapování už stačilo pouze zkopírovat menší množství dokumentů z indexu
RRS do nově vytvořeného indexu. Index RRS obsahuje asi 1 000 000 dokumentů a z tohoto
počtu jsem zkopíroval bez určitého výběru konkrétních dokumentů asi 50 000 publikací.
Tyto dokumenty jsem získal jednoduchým dotazem nad indexem RRS. Skládání a vykonání
dotazu popíšu podrobně v kapitole 3.7, ale je vhodné alespoň zmínit, že pro získání všech
dokumentů z indexu RRS jsem použil třídu MatchAll, která zajistí získání všech dokumentů
z indexu. Data získaná z indexu jsem vložit do výše zmíněné struktury. U autorů jsem
provedl úpravu z řetězce autorů na pole autorů. Navíc jsem u každého jména změnil mezery
a tečky mezi jednotlivými částmi jména na podtržítko pro pozdější jednodušší vyhledávání.
3.6 Založení nové kategorie
Jako první krok před samotným vyhledáváním publikací je potřeba založit novou katego-
rii. Po zadání nového názvu do formuláře a odeslání se nová kategorie uloží do databáze
do tabulky kategorie. Název nově vytvořené kategorie se poté bere jako část výrazu, ze
kterého se skládá dotaz pro hledání publikací (skládání dotazů bude popsáno v následující
kapitole 3.7). Pokud se nalezne shoda už s názvem kategorie, při prvním zobrazení výpisu
vyhledaných publikací má uživatel zobrazené už první nalezené publikace. Název se ale
nijak neupravuje, tudíž pokud je v něm spousta čárek, nebo nějaké pomlčky a podobné
oddělovače, na začátek nebudou zobrazeny žádné publikace, nebo jen velmi málo.
3.7 Hledání podle zadaných tagů
Hlavní součástí systému je vyhledávání podle zadaných tagů, nebo-li výrazů, které uživatel
požaduje, aby se vyskytovaly v publikacích.
Popis použitých knihoven
Před samotným popsáním implementace popíšu ještě samotné třídy použité pro složení
dotazu a samotný způsob skládání dotazu po částech. Základní třídou, kterou využívám
pro skládání dotazu je třída Bool z balíku Query. Tato třída umožňuje skládat postupně
dotaz z jednotlivých částí a určovat, které výrazy se musí v dokumentu vyskytovat, které
by se mohly, ale nemusí, a které se tam nesmí vyskytovat. Popořadě toto zajišťují metody
13
addMust(), addShould() a addMustNot(), kterým se předá část dotazu, ze kterých se
následně složí celý dotaz.
Pro vytvoření jednotlivých částí dotazu používám třídu Match ze stejného balíku. Tato
třída vyhledává nad zadanými poli shodu s výrazem, který je zadán. Přesná funkčnost této
třídy potřebná v tomto systému bude popsána v následující podkapitole o implementaci.
Pole pro zadání výrazů
V předchozí kapitole 3.6 bylo zmíněno, že už při prvním příchodu do definice kategorie po
novém vytvoření se vyhledají odpovídající publikace na základě názvu. Pro lepší a přesnější
vyhledání článků je zde hlavně pole pro zadání tagů, nebo-li výrazů, kterými uživatel přesně
určí, jaké publikace se mají najít. Navíc je i implementováno pole pro pokusné dohledávání
s přídavnými tagy. Tato dvě pole jsou zobrazena na obrázku 3.2. Vlevo je pomocné pole
pro dohledávání, vpravo pole s aktuálním stavem dotazu, který je uložen v databázi.
Konečná verze tagů se po kliknutí na tlačítko Save ukládá do databázové tabulky
kategorie k aktuální upravované kategorii. tyto tagy se následně znovu získávají z databáze
při vyhledávání publikací.
Z pole pro pokusné dohledávání se nově zadané tagy ihned neukládají do databáze.
Při zadání tagů a kliknutí na tlačítko Try query se provede nové vyhledání s pokusnými
tagy přidanými k tagům uloženým v databázi. Pokud tento výběr bude uživateli vyhovovat,
může pomocí tlačítka Save additional přesunout tyto tagy do pravého pole a následně
uložit do databáze. Tento přesun je implementován pomocí jQuery skriptu navázaného na
tlačítko Save additional.
Obrázek 3.2: Pole pro vyhledávání pomocí tagů/výrazů.
Implementace dotazu pro vyhledání
Základem pro vytvoření vyhledávacího dotazu jsou tagy. Tyto tagy se získávají primárně
z databáze a k nim navíc název kategorie, pro kterou se vyhledává. Následně se vytvoří
objekty typu makeQuery a makeFilter.
Třída makeQuery
Třída makeQuery vytváří od základů vyhledávací dotaz. V konstruktoru se jako parametry
předávají název kategorie a pokud jsou už zadané, tak i tagy. Následně se vytvoří objekt
typu Bool popsaný dříve v této kapitole. Tento objekt vytvoří základní dotaz, do kterého se
postupně v metodě makeQuery() přidají objekty typu Match reprezentující jednotlivé části
dotazu podle zadaných tagů. V této metodě se ať už název nebo jednotlivé tagy přidají do
objektu typu Match. Jednou se pro vyhledání nastaví v poli abstract, podruhé v poli text.
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Vždy se vyhledávání nastaví na typ phrase, což znamená, že se daný výraz má vyhledávat
jako fráze.
Pokud není zadaný řetězec se samotnými tagy, vyhledává se pouze pomocí názvu kate-
gorie, který se nijak neupravuje. V případě, že už jsou zadané tagy, metoda getPhrases()
vezme řetězec všech tagů a vytvoří z něj pole jednotlivých tagů, které nakonec vrátí. V
metodě makeQuery() se projede toto pole v cyklu a vytvoří se z nich jednotlivé části do-
tazu, jak bylo popsáno kousek výše. Všechny části dotazu se přidají do hlavního objektu
tvořící dotaz pomocí metody setShould(), která je přidává pomocí metody addShould().
Nakonec se výsledný dotaz ze třídy získává pomocí metody getQuery().
V případě, že se ještě vyhledává za pomocí dodatečných tagů, volá se metoda
setAdditionalTags(), které se předávají nové dodatečné tagy. Ty se navíc přidají do
výsledného vyhledávacího dotazu.
Třída makeFilter
Třída makeFilter vytváří filtr pro odebrání publikací zařazených ať už do blacklistu nebo
whitelistu. V konstruktoru této třídy se vytvoří nový objekt třídy BoolAnd balíku Filter
reprezentující celkový filtr. Pomocí metody fillListFilter() třída získá pole indexů pu-
blikací, které se mají vynechat. Přímo v této metodě se v cyklu projdou všechny indexy
a metodou makeTerm() vytvoří výraz pomocí třídy Term z balíku Filter. Ten se rovnou
předá metodě makeNot(), která z něj vytvoří část filtru pomocí třídy BoolNot ze stejného
balíku, který jsem zde zmiňoval. Tato třída vytvoří negaci výrazu, což bude mít za následek,
že se publikace s danými indexy vynechají. Nakonec se tato část filtru vloží do výsledného
filtru pomocí metody addFilter objektu BoolAnd. Výsledný filtr se potom vrací metodou
getWithoutBWFilter().
Použití vytvořeného dotazu a filtru
Po získání názvu kategorie a tagů popisující tuto kategorii z databáze se vytvoří objekt pro
vytvoření dotazu, kterému se předají získaný název a řetězec s tagy. Následně se vytvoří
objekt pro vytvoření filtru. Pokud se použilo dodatečné pokusné vyhledání, pomocí metody
setAdditionalTags třídy makeQuery a přidají se dodatečné tagy. Dále se vytvoří obalovací
dotaz pomocí objektu třídy Query, do kterého se v konstruktoru přidá dříve vytvořený
booleovský dotaz.
Dále se získají z databáze všechny indexy publikací, které jsou v blacklistu a whitelistu
pro aktuální kategorii. Pole s těmito indexy se spojí PHP funkcí array merge() a předají se
metodě getWithoutBWFilter() třídy makeFilter. Tato metoda navrací objekt výsledného
filtru, který se přímo metodou setFilter() nastaví do výsledného dotazu.
Nakonec se vytvoří aspekty (facety) pro publikace a pokud je některý zvolen, nastaví se
filtr. Toto je popsáno v kapitole o aspektech 3.9.
Výsledný dotaz je vytvořený a nastavený tak, jak uživatel požaduje. Dodatečně je ještě
přidáno stránkování nalezených publikací, aby na jedné stránce nebylo příliš mnoho vý-
sledků. Stránkování je vytvořeno pomocí čísla stránky, která se má zobrazit, a metod
setFrom() a setLimit() třídy Query.
Pro finální vyhledání v indexu už se jen aktualizuje index, kdyby se v průběhu náhodou
přidaly nové články, a metodě search() třídy Index se předá výsledný dotaz. Poté se už
jen z návratové hodnoty získají výsledky pomocí metody getRwsults() a aspekty pomocí
metody getFacets(). Tyto výsledky se upraví do potřebného tvaru a zobrazí na stránce.
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3.8 Získání podobných článků (MoreLikeThese)
Jednou z částí systémů, která musela být implementována, bylo vyhledání podobných pu-
blikací na základě podobnosti s již přidanými publikacemi do kategorie. Bylo potřeba vzít
všechny publikace, které už jsou přidané do kategorie, a porovnat je s ostatními publikacemi
v souborovém indexu. V průběhu implementace systému jsem implementoval dva způsoby
hledání, kdy až ten druhý vracel správné výsledky.
První způsob vyhledání podobných publikací, který jsem naimplementoval a zkoušel,
pracoval na principu vyhledávání nejčastějších slov v publikaci a s těmito slovy se poté vy-
hledávaly články. Nejčastější slova jsem vyhledával v textu spojeném z abstraktu publikace
a samotného textu publikace. Pro získání nejčastějších slov jsem musel nejdříve odstranit
běžná slova jako spojky, zájmena apod. Pomocí funkce PHP str word count() jsem získal
pole četnosti jednotlivých slov. Z tohoto pole jsem vybral 5 nejčastějších slov, která jsem
si uložil do pole nejčastějších slov. Postupně jsem takto procházel všechny texty publikací
a přidával tato nejčastější slova. Nakonec jsem vzal tato slova, spojil do řetězce, kde jed-
notlivá slova byla oddělena mezerou a vytvořil z nich dotaz pomocí třídy Query z knihovny
Elastica. Tento vytvořený dotaz se poté dál předal k vyhledávání. Po projití několika vý-
sledků těchto vyhledávání jsem zjistil, že tento způsob hledání podobných článků je silně
nevyhovující. Jednalo se o hledání samostatných slov, mezi kterými byl pouze booleovský
operátor AND a to zřejmě nemělo takovou sílu pro hledání. Proto jsem musel od tohoto
způsobu vyhledávání upustit.
Mnohem silnějším nástrojem v tomto případě se ukázal nástroj MoreLikeThis, který
disponuje mnohem lepšími nástroji pro vyhledávání podobných publikací a poskytuje uži-
tečná nastavení pro upřesnění podobnostního vyhledávání. Knihovna Elastica nabízí tento
nástroj ve třídě MoreLikeThis. V tomto případě vyhledávání podobných publikací podle
více publikací nelze použít samotné MoreLikeThis. Tento nástroj je užitečný v případě hle-
dání podle textu z jedné publikace, v případě spojení textů z více publikací se účinnost
tohoto nástroje silně snižuje. Proto bylo potřeba porovnávat každou publikaci zvlášť a pro-
vést to nad všemi publikacemi, které jsou zařazené do kategorie. Toto umožňuje booleovský
dotaz v ElasticSearch, Bool Query. Tento dotaz je v knihovně Elastica reprezentován
třídou Bool. Pomocí třídní metody addShould() se do tohoto objektu přidají jednotlivá
hledání MoreLikeThis. Jednotlivé tyto objekty typu MoreLikeThis zajišťují hledání podle
dané publikace a sloučením těchto hledání do jednoho zajistí vyhledání podle všech těchto
dokumentů. Navíc k tomuto všemu třída MoreLikeThis umožňuje několik nastavení pro zle-
pšení tohoto vyhledávání. Je to například procentuální shoda dokumentů, maximální počet
výrazů, který se má brát v úvahu, jejich minimální četnost apod. Tento způsob vyhledávání
podobných článků vedl k mnohem lepším výsledkům, než první zmíněný způsob.
3.9 Zobrazení výsledků podle aspektů (facetů)
Většina portálů pro vyhledávání publikací umožňuje specifikovat výběr ještě pomocí tzv.
aspektů (v angličtině facets). Tyto aspekty jsou dodatečné výběrové položky z různých
částí dokumentů, jako jsou například autoři, rok vydání publikace, místo vydání, apod.
Díky tomuto doplňku může uživatel mnohem rychleji vyhledat publikace nebo články, které
hledá.
V tomto systému jsem implementoval výběrový aspekt pouze nad jedním polem, které
už jsem v dřívější kapitole (3.5) zmínil v tomto kontextu, a to je pole autorů (authors). Toto
jediné pole umožňovalo získat výsledky, které by se daly použít. Jak jsem psal v dříve zmí-
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něné kapitole, bylo nutné změnit při vytváření nového indexu pole authors z typu string
na typ array. Bylo to nutné kvůli způsobu vyhledávání nástrojem ElasticSearch a tím i
třídou z knihovny Elastica Terms z balíku Facet. Aspekty článků se z publikací a článků
získávají počítáním jednotlivých slov z textu. Protože v původním indexu ReReSearch jsou
jména autorů v jednom řetězci oddělená čárkou nebo středníkem a navíc první jména v
celém jméně jsou většinou prvním písmenem s tečkou (např. B. Valo), získával bych na-
prosto nepoužitelné výsledky, se kterými by se nadalo dále pracovat. Nejčastějšími výsledky
by byla právě tato první písmena s tečkou. Proto bylo nutné nejprve řetězec jmen rozdělit
na jednotlivá jména do pole a potom jednotlivá jména upravit do použitelného tvaru, čili
jednoho řetězce. Zde znázorním tvar jména před a po konverzi:
J. V. Smith => J_V_Smith
Tento tvar umožňuje správné započítání autorů a zobrazení správných dat. Nakonec je
potřeba zase převést při výpisu jméno zpět na správný tvar.
Na webové stránce jsou tyto aspekty pro pole autorů znázorněné jako formulářová zaš-
krtávací políčka. Po zaškrtnutí políčka se odešle tento formulář na stejnou stránku a načte
se nový výpis publikací, které napsali vybraní autoři. Pro získání tohoto zkráceného výpisu
je celkový výpis filtrován na základě zaškrtnutých autorů. Filtrování zajišťuje třída Terms v
balíku Filter. Této třídě stačí nastavit v konstruktoru položka, podle které se má filtrovat
a pole hodnot, které se mají zobrazit. Filtr se nakonec přidá do výsledného dotazu pomocí
metody setFilter() objektu typu Query.
U ostatních polí indexu, jako jsou text, abstract a title, se nedaly aspekty vytvářet. A
to z důvodu způsobu vyhledávání aspektů, který jsem výše v této kapitole zmiňoval. Velice
často se mezi získanými aspekty slova jako this, a, own, the a další zájmena a příslovce.
Velmi málo se objevila nějaká důležitá slova, která souvisela vyloženě s tématem článku a
byla pro něj podstatná.
3.10 Zobrazení detailů publikace
Poslední důležitou součástí zobrazení informací je zobrazení detailů publikací. Samozřej-
mostí bylo zobrazení základních informací jako jsou autoři, abstrakt, ISBN publikace, da-
tum vydání a další podobné informace, které byly k dispozici. Abstrakt publikace a autory
jsem získal ze souborového indexu. Další dodatečné informace, které jsem chtěl zobrazit,
jsem musel získat z databáze. Pro zkopírované publikace jsem dodatečné informace zís-
kával z databáze projektu ReReSearch. Pro ostatní publikace, které jsem ručně dodal do
souborového indexu, jsou dodatečné informace uloženy v samostatné tabulce databáze na
databázovém systému MySQL.
Po zobrazení těchto dodatečných informací je zobrazené přiřazení do některé z vytvoře-
ných kategorií. Samozřejmě nepřiřazená publikace zde nemá žádnou informaci o přiřazení.
S tímto je zároveň i možnost přiřazení do nové kategorie, případně přeřazení do některé
jiné.
Velmi důležité je samozřejmě také zobrazení samotného článku ve formátu PDF doku-
mentu, aby si uživatel mohl přečíst obsah. Kvůli omezenému přístupu do některých adresářů
kopíruje skript tyto dokumenty do jedné složky v kořenovém adresáři systému. Protože tyto
soubory jsou na dvou místech, a to dokumenty ze systému RRS ve svém kořenovém ad-
resáři a nově přidané dokumenty v jedné složce tohoto systému, musí být nastavené dvě
cesty, ze kterých se musí zkusit kopírovat dokument. Pokud se ani z jedné nepodaří soubor
zkopírovat, nastala buď chyba, nebo není dokument v PDF podobě dostupný.
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Velice užitečnými informacemi pro uživatele při prohlížení si některého dokumentu jsou
citační kontexty mezi jednotlivými publikacemi a také publikace podobné právě prohlížené
publikaci. Citační kontexty pro danou publikaci jsou uloženy v databázi RRS, kde už jsou
vyextrahované z jednotlivých publikací. Proto stačilo tyto záznamy pouze jednoduše zob-
razit uživateli. Pro nově zadané publikace bohužel tyto kontexty nebyly k dispozici, a proto
pro těchto pár dokumentů nejsou zobrazeny. V případě získání podobných článků už tento
problém nenastal. Podobné články se získávají pomocí třídy MoreLikeThis popsané už
dříve, která vyhledává podle abstraktu a textu aktuální zobrazované publikace. Soubor
zobrazující tyto výsledky se načítá pomocí AJAXu, protože v případě většího počtu článků
toto vyhledávání může trvat delší dobu.
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Kapitola 4
Srovnání metod automatické
aktualizace bibliografie
V této kapitole rozeberu, jakým způsobem jsem provedl testování správné funkčnosti sys-
tému a jakého výsledku jsem dosáhl implementací, kterou jsem výše popsal.
4.1 Příprava testování
Testování jsem prováděl za pomoci dat z jiného portálu, konkrétně portálu VisionBib1.
Veškeré testování a kontroly jsem prováděl vůči tomuto portálu, abych věděl, že články
jsou přiřazeny do správných kategorií. Navíc jsem odtud získával i bibliografie.
Náhodně jsem si vybral pět kategorií, ze kterých jsem si postupně vybral články, ke
kterým byly volně dostupné dokumenty ve formátu PDF. Těchto dokumentů jsem vybral
z každé kategorie 10 až 12. Toto je počet, na kterém bylo možné už otestovat a dokázat
funkčnost systému. Po stažení PDF souborů k jednotlivým dokumentům jsem je potře-
boval překonvertovat do formátu jakéhokoliv textového souboru, abych mohl lehce nahrát
tato data do indexu. Následně jsem získaná data vložil do indexu ve formě jednotlivých
dokumentů. Navíc jsem si zaznamenal jaký dokument patří do které kategorie, abych mohl
kontrolovat správnost vyhledávání.
4.2 Průběh testování
V průběhu celého testování jsem prováděl několik stejných činností opakovaně, z nichž něk-
teré vícekrát podle potřeby dodatečného dohledávání a upravování frází ve vyhledávání.
Toto upravování bylo nutné z důvodu dohledávání dokumentů, které se nepodařilo vyhle-
dat na poprvé. Bohužel se stávalo, že dokumenty, které byly ze stejné kategorie, měly i
tak rozličný obsah a nebyly k nim k dispozici klíčová slova. Z tohoto důvodu se u někte-
rých kategorií těžko hledaly fráze nebo klíčová slova, které by zajistily vyhledání většiny
dokumentů na první pokus.
Jako první jsem založil stejné kategorie, jako byly kategorie ve VisionBib. Zadal jsem
jim stejné názvy, jaké mají na tomto portálu. Toto bylo za účelem zjištění kolik dokumentů
se vyhledá na základě názvu kategorie.
Druhým krokem průběhu testování bylo vyhledávání na základě zadaných frází a klíčo-
vých slov. Nejčastěji jsem tyto fráze a klíčová slova vytvářel na základě názvu kategorie,
1http://www.visionbib.com
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názvů dokumentů a také hlavně získával ze samotných dokumentů. Celé jsem je nepročítal,
ale u některých se vyskytovala klíčová slova speciálně pro ten daný dokument. Díky tomu se
některá z nich dala využít pro hledání dalších dokumentů z dané kategorie. Některá klíčová
slova se dala také získat z abstraktů dokumentů.
Třetím a posledním krokem při vyhledávání dokumentů bylo podobnostní vyhledávání
pomocí MoreLikeThese. Tento krok měl smysl až po zařazení několika dokumentů do ka-
tegorie, které byly hledané na základě vyhledávání podle klíčových slov. Na základě těchto
vybraných dokumentů, které vždy nebyly všechny z celkového počtu, který měl být v dané
kategorii, se vyhledávaly zbývající dokumenty do dané kategorie.
4.3 Výsledky testů
U jednotlivých kategorií jsem sledoval umístění a počet vyhledaných dokumentů při jednot-
livých hledáních. V některých případech se stávalo, že bylo nutné různě obměňovat klíčová
slova, aby se dohledaly další dokumenty a dosáhlo se aspoň 4 nalezených dokumentů, podle
kterých by se už dalo lépe vyhledávat dál na základě podobnosti. Proto v následující ta-
bulce 4.1 bude uvedeno, jak první vyhledání podle klíčových slov, tak i druhé. V daných
případech bude ukázáno, kolik dokumentů se nalezlo. V potaz se braly pouze dokumenty,
které byly nalezeny mezi prvními 25 zobrazenými.
Druhý sloupec v tabulce, Náz. kat., zobrazuje počet nalezených dokumentů pouze na
základě vyhledávání podle zadaného názvu kategorie. Další dva sloupce, 1. klíč. slova a
2. klíč. slova, ukazují, kolik dokumentů bylo vyhledáno po prvním zadání klíčových slov,
respektive při druhém pokusu o dohledávání dalších dokumentů při menší změně klíčových
slov. Poslední sloupec Podobnostní vyhl. ukazuje, kolik bylo dodatečně nalezeno zbýva-
jících dokumentů na základě podobnosti s už vyhledanými dokumenty. Pokud je některý
sloupec proškrtnutý, nebylo toto vyhledávání dál prováděno.
Kategorie Náz. kat. 1. klíč. slova 2. klíč. slova Podobnostní vyhl.
1. 0 11 - 1
2. 0 4 - 2
3. 0 3 4 2
4. 0 1 3 4
5. 0 7 - 3
Tabulka 4.1: Počty nalezených dokumentů při jednotlivých hledáních
Ve druhé tabulce 4.2 jsou znázorněné konkrétní výsledky při podobnostním vyhledává-
ním metodou MoreLikeThese. Původně jsem měl v plánu kontrolovat pouze kolik hledaných
publikací se objeví mezi prvními desíti až dvaceti zobrazenými. Bohužel v tomto velmi ome-
zeném prostoru se objevilo velmi málo dokumentů. Nakonec jsem se tedy rozhodl přesnost
této metody ukázat na těchto výsledcích. Počet nalezených dokumentů pomocí metody
MoreLikeThese už zde nevypisuji, protože tento údaj je zobrazen v předchozí tabulce.
První sloupec tabulky 4.2 znovu popisuje, o kterou kategorii se jednalo. Druhý slou-
pec, Celkem nalezených dok., ukazuje kolik celkově dokumentů bylo nalezeno při tomto
vyhledávání. Poslední dva sloupce ilustrují přibližně úspěšnost tohoto hledání. Pozice do-
kumentů ukazuje, jak přesné bylo vyhledávání.
V poslední tabulce 4.3 jsou zobrazeny konečné výsledky testování. Pro každou kategorii
je důležitá procentuální úspěšnost vyhledávání. Tato procentuální úspěšnost se v průměru
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dostala na 80 %. Toto ukazuje na relativně velkou úspěšnost vyhledávání, ale také na to,
že je stále co zlepšovat.
Kategorie Celkem nalezených dok. Nejlepší umístění Nejhorší umístění
1. 158 75. 75.
2. 125 9. 56.
3. 250 7. 65.
4. 1201 13. 600.
5. 45 14. 24.
Tabulka 4.2: Umístění vyhledaných dokumentů při podobnostním hledání
Kategorie Celkový počet dokumentů Nalezeno Nenalezeno Procentuální úspěšnost
1. 13 12 1 92 %
2. 8 6 2 75 %
3. 12 9 3 75 %
4. 12 8 4 67 %
5. 11 10 1 91 %
Tabulka 4.3: Celkové zhodnocení vyhledávání
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Kapitola 5
Závěr
Cílem této bakalářské práce bylo vytvoření webové aplikace pro automatickou tvorbu vědec-
kých webových portálů. Tohoto se mi podařilo z velké části dosáhnout, ale bohužel se nepo-
dařilo nasadit dříve plánovaný prvek automatického nabízení nově nalezených dokumentů.
Systém je dostupný na školním serveru na adrese http://athena2.fit.vutbr.cz/xvalob00.
V první části této práce jsem popsal různé kategorie portálů a vyhledávačů vědeckých
dokumentů, ale také jiných článků a publikací. Dále jsem v této první části popsal samotné
vyhledávání na internetu, které má v dnešní době velice důležitou roli, a také obecně tech-
nologie spojené s velmi důležitým nástrojem pro tuto aplikaci, kterým byl ElasticSearch.
V druhé části jsem popsal implementaci celého systému. V průběhu implementace se
objevovalo mnoho problémů, hlavně s určením technologií, které se použijí pro implemen-
taci systému, a také způsobem pojetí celého systému a jeho hlavní funkčnosti. Nakonec
se vybral nástroj ElasticSearch, který také používá projekt ReReSearch. Tento nástroj mi
umožnil vytvořit zázemí jak pro ukládání nově vložených dokumentů, tak i pro vyhledávání
v souboru těchto dokumentů.
Díky použitým nástrojům pro implementaci se podařilo vytvořit vyhledávání ve třech
stupních. Prvním je vyhledávání na základě názvu kategorie, druhé vyhledávání stojí na
vyhledávání podle klíčových slov definujících danou kategorii a třetím je dodatečné vyhle-
dávání pomocí podobnostního vyhledávání.
Nakonec bylo nutné provést vyhodnocení celého systému a zejména efektivnosti vy-
hledávání. Postup celého vyhodnocení a výsledky jsou popsány v poslední části práce. Po
provedení všech naplánovaných testů jsem došel k celkové 80% úspěšnosti celého systému.
Tento výsledek ukazuje na relativně vysokou úspěšnost vyhledávání.
Pro další postup a vylepšení celého systému by bylo velmi vhodné implementovat další
prvky pro automatickou aktualizaci, jako například dříve zmíněné automatické nabízení
relevantních dokumentů do příslušné kategorie. Dále například více zautomatizovat samotné
vytváření kategorií a vyhledávání dokumentů.
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Příloha A
Obsah CD
Přiložené CD obsahuje následující adresáře a soubory:
• Technická zpráva - tento adresář obsahuje zdrojové soubory v LaTeXu potřebné
pro překlad technické zprávy
• Zdrojové soubory - v tomto adresáři jsou obsaženy veškeré zdrojové soubory po-
třebné pro zprovoznění webové aplikace vyvíjené v rámci této bakalářské práce
• Manuál BP - dokument popisující instalaci a prostředí webové aplikace
• Tehnická zpráva - dokument samotné bakalářské práce
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Příloha B
Sreenshoty aplikace
Obrázek B.1: Úvodní stránka s výpisem všech vytvořených kategorií a dokumenty v nich
obsažených
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Obrázek B.2: Rozcestník pro definici nové kategorie, nebo upravení kategorií již vytvoře-
ných.
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