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ВСТУПЛЕНИЕ 
Дисциплина «МСКИТ» предоставляет возможность получить базо-
вые понятия об архитектуре операционных систем, их основным эле-
ментам.  
Данный практикум предназначен для приобретения студентами 
базовых знаний по операционной системе Unix которые, в дальнейшем, 
позволят студентам понимать структуру ядра и основных системных 
процессов архитектуры Unix.  
Цель практических работ − позволить студентам получить базовые 
знания о файловой системе Unix: основных командах, потоковых редак-
торах, особенностях архиваторов, возможностях интерпретатора Shell. 
Пособие построено с учетом возможности ОС ASP Linux 10.0. Перед 
каждым практическим занятием студент обязан: 
Знать: 
▪ раздел соответствующего лекционного курса; 
▪ постановку задачи; 
▪ методы решения поставленных задач. 
Уметь: 
▪ самостоятельно выполнять поставленные задачи; 
▪ составлять схему выполнения работы. 
Темы практических работ выбраны таким образом, чтобы озна-
комить студентов с основными командами операционной системы Unix. 
Цель выполнения практических работ 
▪ закрепление лекционного материала. 
▪ получение основных навыков работы в ОС Unix. 
Порядок подготовки к практическим занятиям: 
▪ освоить основной порядок формальной постановки задачи; 
▪ ознакомиться с теоретической частью занятия; 
▪ ознакомиться с рекомендоваными разделами теории; 
▪ получить индивидуальное задание у преподавателя. 
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Индивидуальные задания 
Индивидуальные задания к каждой работе формируются на осно-
вании пройденного материала и выдаются преподавателем в соответ-
ствии с номером в журнале. 
Отчет о выполненой работе 
Отчет должен содержать следующие разделы: 
1. Тема и цель работы 
2. Индивидуальное задание 
3. Задачи этапов 
4. Описание процесса выполнения и полученные результаты 
5. Выводы 
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ПРАКТИЧЕСКАЯ РАБОТА № 1 
ВВЕДЕНИЕ В ОС UNIX 
Цель работы: ознакомиться с основными элементами ОС Unix. 
1.1. Подготовка к практической роботе 
Приступая к выполнению практической работы, необходимо: 
▪ изучить основные сведения об операционной системе Unix; 
▪ ознакомиться с содержанием практической работы; 
▪ приготовить отчет по выполнению работы. 
1.2. Порядок выполнения работы 
1.   Ознакомиться с основными элементами ОС Unix.  
2.   Выполнить индивидуальное задание.  
3.   Защитить работу и ответить на контрольные вопросы.  
1.3. Методические указания к самостоятельной работе 
Общие положения 
UNIX −  это ядро операционной системы разделения времени, то 
есть программа, которая распоряжается ресурсами вычислительной 
машины и предоставляет их пользователям. Она дает пользователям 
возможность запускать свои программы, управляет периферийными 
устройствами и обеспечивает работу файловой системы. UNIX является 
многозадачной, многопользовательской ОС. 
Работу ОС UNIX можно представить в виде функционирования 
множества взаимосвязанных процессов. При загрузке системы сначала 
запускается ядро (процесс 1), которое в свою очередь запускает ко-
мандный интерпретатор. 
Взаимодействие пользователя с системой UNIX происходит в ин-
терактивном режиме посредством командного языка. Оболочка опера-
ционной системы − shell − интерпретирует вводимые команды, запуска-
ет соответствующие программы (процессы), формирует и выводит от-
ветные сообщения. 
Важной составной частью UNIX является файловая система. Она 
имеет иерархическую структуру, образующую дерево каталогов и фай-
лов. Корневой каталог обозначается символом /, путь по дереву катало-
гов состоит из имен каталогов, разделенных символом /, например: 
/usr/include/sys 
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В каждый момент времени с любым пользователем связан теку-
щий каталог, то есть местоположение пользователя в иерархической 
файловой системе. 
Регистрация в системе 
Работа пользователя в системе начинается с того, что активизиру-
ется сервер терминального доступа getty, который запускает программу 
login, запрашивающую у пользователя имя и пароль. 
Далее происходит проверка аутентичности пользователя в соответ-
ствии с той информацией, которая хранится в файле /etc/passwd и в 
/etc/shadow. В файле /etc/passwd хранятся записи, содержащие: 
− регистрационное имя пользователя; 
− идентификатор пользователя; 
− идентификатор группы; 
− информацию о минимальном сроке действия пароля; 
− общую информацию о пользователе; 
− начальный каталог пользователя; 
− регистрационный shell пользователя. 
Если пользователь зарегистрирован в системе и ввел правильный 
пароль, login запускает программу, указанную в /etc/passwd − реги-
страционный shell пользователя. 
Командный язык системы ОС Unix 
Набор имени команды производится с клавиатуры после появле-
ния промпта (приглашения), обычно -$. 
Для облегчения работы с системой UNIX имеется возможность ис-
пользовать шаблоны имен файлов (или метасимволв): 
? − один любой символ; 
* − произвольное количество любых символов. 
Например: 
*.c  − задает все файлы с расширением "c"; 
pr???.* − задает файлы, имена которых начинаются с "pr", содер-
жат пять символов и имеют любое расширение. 
Справочные команды 
 date — получение даты и времени. 
 who — получение списка пользователей, работающих в системе в 
данный момент. 
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Пример: 
$ who 
petr tty4i Mar 11 18:46 
ann tty12 Mar 11 16:29 
Выводится имя пользователя, номер терминала, дата и время 
начала работы этого пользователя. Команда who am i выведет инфор-
мацию о самом пользователе. 
 man — получение справочной информации из своего справочника: 
$ man [страница руководства] <имя команды> 
 info —  получение справочной информации, в отличии от man 
ищет и выдает все страницы по введенному запросу: 
$ info [имя команды] 
 Команды работы с каталогами 
 pwd — печать имени текущего каталога. Например: 
$ pwd 
/usr/work/petr 
 ls — вывод на экран содержимого каталога: 
$ ls [-ключи] [имя каталога] 
Если имя каталога не указано, выводится содержимое текущего ка-
талога. Ключи определяют формат вывода, например: 
-l — вывод полной информации о каждом файле; 
-a — вывод полного списка файлов, включая "." и ".."; 
-t — сортировка списка по времени создания; 
-C — вывод списка в несколько колонок по алфавиту и т.п. 
 Пример: 
$ ls –l 
 total 2 
drwxrwxrwx 6 petr user1  496 
 Mar 10 12:01 tmp 
-rw-rw-r-- 1 petr user1  156  Mar 
12 15:26 file.c 
cd — смена директории (каталога): 
$ cd [полное_имя_каталога] 
При этом указанный каталог станет текущим. Команда cd без аргу-
ментов восстановит в качестве текущего каталога начальный каталог 
пользователя. 
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mkdir — создание нового каталога: 
$ mkdir [-ключи] <имя_нового_каталога> 
Для создания нового каталога пользователь должен иметь право 
записи в родительский каталог текущего каталога. 
 rmdir — удаление директории: 
$ rmdir <список_каталогов> 
Система не позволит удалить каталог, если он не пуст или если у 
пользователя нет прав записи в него. Текущий каталог не должен при-
надлежать поддереву удаляемых каталогов. 
Команды работы с файлами 
 rm — удаление файлов (ссылок на файл): 
$ rm [-ключи] <список_файлов> 
Эта команда удаляет ссылки на файлы (то есть локальные имена 
файлов), если у пользователя есть право записи в каталог, содержащий 
эти имена. Если удаляемый файл защищен от записи, команда запраши-
вает подтверждение на удаление файла. 
Ключи: 
-i — вводит необходимость подтверждения для каждого удаляемо-
го файла; 
-f — отменяет необходимость подтверждения для любого удаляе-
мого файла; 
-r — задает режим рекурсивного удаления всех файлов и подката-
логов данного каталога, а затем и самого каталога. 
 chmod — изменение атрибутов защиты файла: 
$ chmod <атрибуты> <список_файлов> 
 Пример. Разрешить доступ по чтению и записи к файлам с именем 
mar владельцу и группе-владельцу: 
$ chmod ug+rw mar.* 
 Пример. Установить атрибуты чтения и записи для владельца и 
группы-владельца и только чтения для остальных пользователей: 
$ chmod 0664 gb??.doc 
 cat — слияние и вывод файлов на стандартное устройство вывода: 
$ cat [-ключи] [входной_файл1[входной_файл2...]] 
Команда по очереди читает указанные входные файлы, если их не-
сколько, объединяет и выводит считанные данные в стандартный поток 
вывода (на экран). С помощью перенаправления потоков (программных 
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каналов) команда cat может быть использована для выполнения разно-
образных операций. 
 Примеры: 
1.) $ cat > file1 
В файл file1 помещается текст, набираемый на клавиатуре. 
Если до этого файл file1 не существовал, он будет создан; если су-
ществовал, его первоначальное содержимое будет утрачено. Окончание 
ввода текста происходит при нажатии комбинации клавиш Ctrl+D. 
2.) $ cat file1 > file2 
Содержимое файла file1 копируется в файл file2. Файл file1 при 
этом остается без изменений. 
3.) $ cat file1 file2 > result 
Содержимое file2 будет добавлено к содержимому file1 и помеще-
но в файл result. 
4.) $ cat file1 >> file2 
Содержимое файла file1 добавляется в конец файла file2. 
 cp — копирование файлов: 
 $ cp <вх_файл_1> [вх_файл_2 [...вх_файл_n]] <вых_файл> 
Эта команда имеет два режима использования: 
1. Если выходной файл есть обычный файл, то входной файл мо-
жет быть только один; его содержимое копируется в выходной файл. 
Если выходной файл существовал, то его старое содержимое утрачива-
ется, а атрибуты защиты остаются; если выходной файл не существовал, 
то он будет создан и унаследует атрибуты входного файла. 
2. Если выходной файл есть каталог, то в него скопируются все 
указанные входные файлы, но каталог естественно должен быть создан 
заранее. 
Пример. Скопировать два файла из текущего каталога в указанный 
с теми же именами: 
$ cp f1.txt f2.txt ../usr/petr 
$ ls ../usr/petr 
f1.txt 
f2.txt 
 mv – пересылка/перенос файлов: 
$ mv <вх_файл_1> [вх_файл_2 [...вх_файл_n]] <вых_файл> 
Отличие команды пересылки от команды копирования состоит 
только в том, что входные файлы после выполнения команды уничто-
жаются. 
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Пример. Перенести файлы с расширением "c" из указанного ката-
лога в текущий: 
$ mv petr/*.c . 
 ln — создание новых ссылок на файл: 
 $ ln [ключи] <вх_файл> <вых_файл> 
Эта команда имеет два режима использования: 
1. Если выходной файл есть обычный файл, то входной файл мо-
жет быть только один; в этом случае на него создается ссылка с 
именем вых_файл и к нему можно обращаться и по имени 
вх_файл, и по имени вых_файл. Количество ссылок на файл в 
описателе увеличивается на 1. 
2. Если выходной файл есть каталог, то в нем создаются элемен-
ты, включающие имена всех перечисленных входных файлов и 
ссылки на них. 
 Пример: 
$ ls 
file1 
$ ln file1 file2 
$ ls 
file1 
file2 
Команды обработки текстовых файлов 
 grep — поиск шаблона (подстроки) в файлах: 
$ grep [—ключи] [подстрока] [список_файлов] 
Найденные строки выводятся на стандартный вывод в формате, 
определяемом ключами. Если файлов несколько, то перед каждой стро-
кой выводится имя соответствующего файла. Ключи: 
-c  —  вывод имен всех файлов с указанием количества строк, со-
держащих шаблон; 
-i  —  игнорирование регистра (различия строчных и заглавных ла-
тинских букв); 
-n  —  вывод перед строкой ее относительного номера в файле; 
-v  —  вывод строк, не содержащих шаблона (инверсия вывода); 
-l  —  вывод только имен файлов, содержащих шаблон. 
Если не указывать список файлов – поиск производится в стандарт-
ном потоке ввода. 
  12 
wc  —  подсчет количества строк, слов и символов в файлах: 
$ wc [-lwc] [список_файлов] 
Подсчет строк ключ -l, слов — ключ –w, символов — ключ -c (по 
умолчанию -lwc). Если список файлов пуст, то подсчет ведется в стан-
дартном потоке ввода. 
sort — сортировка файлов: 
$ sort [—ключи] [список_файлов] 
Эта команда сортирует входные файлы по строкам в соответствии с 
увеличением кодов символов. Ключи: 
—r  —  обратный порядок сортировки; 
—f  —  не учитывать различие строчных и прописных латинских 
букв; 
—n  —  числовой порядок сортировки и т.д. 
 cmp  —  вывод места первого расхождения: 
$ cmp <файл_1> <файл_2> 
Выводит номер символа и номер строки (в текстовых файлах), в ко-
торой впервые встречается расхождение во входных файлах. Работает с 
любыми файлами. 
 diff  —  вывод всех расхождений в файлах: 
$ diff <файл_1> <файл_2> 
Выводит все строки, в которых встречаются расхождения между 
входными файлами. Работает только с текстовыми файлами. 
find  —  поиск файлов в поддереве каталогов: 
find <список_каталогов> [условия_поиска] 
Команда последовательно просматривает все поддеревья, начи-
нающиеся с одного из каталогов, указанных в списке каталогов, анали-
зирует их атрибуты, и если они удовлетворяют условиям поиска, выпол-
няет действия, заданные в условиях поиска. 
В команде может быть задано множество условий поиска, необхо-
димые комбинации которых объединяются в булевское выражение с 
помощью логических операций: 
! условие   − отрицание условия; 
пробел    − соответствует операции «И»; 
-o    − операция «ИЛИ»; 
\( выражение \)      − булевское выражение в скоб-
ках. 
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 Перечислим некоторые опции, задающие условия (при этом усло-
вимся обозначать через n положительное десятичное число, +n — лю-
бое положительное число, строго большее n, -n — любое положитель-
ное число, строго меньшее n): 
name <имя_файла> − истинно для файлов с именем имя_файла; в 
задаваемом имени допускается использование метасимволов; 
perm  <8-ричный_код> − истинно для файлов с указанным ко-
дом прав доступа; 
type <{f|d|b|c|p}> − истинно для файлов указанного типа (f 
− обычный файл, d − каталог, b − блок-ориентированный специальный 
файл, c − байт−ориентированный специальный файл, p — именованный 
канал); 
print − всегда истинно; вызывает печать маршрутного имени 
файла; 
size <n[c]> − истинно для файлов с длиной n. По умолчанию 
длина задается в блоках по 512 байт, а если после длины ставится сим-
вол c, то в байтах; 
exec <команда>  − истинно, если команда, выполняющаяся при 
наличии данного условия, возвращает нулевой код завершения. Если в 
тексте команды должно быть указано имя текущего проверяемого фай-
ла, то вместо него пишут {}. В конце команды должна стоять экраниро-
ванная точка с запятой: \;; 
-links n − истинно для файлов с числом ссылок n.  
Примеры: 
$find / -type f -links +1 -print 
Выводятся полные маршрутные имена файлов начиная с корневого 
каталога, на которые имеется более одной ссылки. 
$find / -type f -size +2 -exec ls -l {}\; 
Выводятся листинги с указанием длины в блоках (по 1024 байта) 
для файлов, начиная с корневого каталога, длина которых в блоках по 
512 байт превышает 2. 
$find /dev \( -type d -o -type b \) -print 
Выводятся имена каталогов или специальных файлов устройств 
блок-ориентированного типа из каталога /dev и его подкаталогов. 
find / -name ‘*.a’ -exec ar -t {} \; |grep console 
В этой сложной команде ищутся файлы с расширением .a (архивы 
или библиотеки), происходит просмотр их содержимого (-exec ar -t {}) и 
выводятся строки, содержащие подстроку console (grep console) 
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Редактирование текстовых файлов. Команда vi 
Запуск редактора: vi [+[n]] имя_файла 
+ − вывести на экран конец файла; 
n − вывести на экран текст файла, начиная со строки n. 
Текстовый полноэкранный редактор vi работает в трех основных 
режимах: «ввод текста», «команда» и в «визуальном режиме». 
 
Режим «ввод текста» 
В этот режим редактор переводится с помощью клавиш <a> и <i>: 
<a> − набор текста в текущую строку; 
<i> − вставка текста в текущую строку перед курсором; 
<ESC> − выход из режима «ввод текста» в режим «команда». 
Режим «команда» 
Это основной режим редактирования текста: 
<x> − уничтожение текущего символа, выделенного курсором; 
<r> − замена текущего символа на символ, набранный вслед за ко-
мандой <r>; 
<o> − вставить пустую строку после текущей; 
[n]<dw> − уничтожить текущее слово или n слов; 
[n]<dd> − уничтожить текущую строку или n строк. 
 Выход из редактора: 
<ESC>:wq! − выход с сохранением; 
<ESC>:q! − выход без сохранения. 
Команды работы с процессами 
&  —  запуск процесса как фонового (параллельного): 
$ имя_процесса [-ключи] [параметры] & 
При выполнении этой команды следующее приглашение ОС по-
явится сразу же после запуска процесса (не дожидаясь его завершения). 
Фоновый процесс не допускает ввода с клавиатуры и выводит сообще-
ния на экран, нарушая целостность ввода и вывода привилегированного 
процесса. 
 nohup — корректный запуск процесса как фонового: 
$ nohup имя_процесса [-ключи] [параметры] 
Эта команда перенаправляет поток вывода фонового процесса в 
файл nohup.out. 
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 ps — получить список всех процессов: 
$ ps [-ключи] 
При отсутствии ключей будет выведен список процессов самого 
пользователя (идентификатор процесса, номер терминала и время про-
цессора, затраченное на процесс). Ключи: 
-e  — вывод информации обо всех процессах в системе; 
-a — вывод информации о процессах, связанных с данным терми-
налом; 
-l — вывод информации в длинном формате. 
 kill — послать сигнал процессу: 
$ kill [-номер_сигнала] <идентификатор_процесса> 
Для принудительного завершения процесса ему посылается сигнал 
номер 9, который невозможно проигнорировать или обработать в про-
цессе никаким иным образом, кроме немедленного завершения. 
Контрольные вопросы 
1.  ОС Unix много пользовательская или многопроцессная операцион-
ная система? 
2.  С помощью каких команд можно получить справочную информа-
цию по командам Unix? 
3.  Как можно найти файлы в системе? 
4.  Посредством чего можно отредактировать файл в Unix? 
5.  Как можно запустить программу на выполнение в фоновом режи-
ме? 
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ПРАКТИЧЕСКАЯ РАБОТА №2  
ФАЙЛОВАЯ СИСТЕМА ОС UNIX. 
Цель работы: ознакомиться с файловой системой ОС Unix. 
2.1. Подготовка к практической роботе 
Приступая к выполнению практической работы, необходимо: 
▪ изучить основные сведения об файловой системе ОС 
Unix; 
▪ ознакомиться с содержанием практической работы; 
▪ приготовить отчет по выполнению работы. 
2.2. Порядок выполнения работы 
1. Ознакомиться с основными понятиями файловой системы ОС 
Unix.  
2. Выполнить индивидуальное задание.  
3. Защитить работу и ответить на контрольные вопросы.  
2.3. Методические указания по самостоятельной работе 
Файлы в ОС Unix 
Каждый файл ОС UNIX может быть однозначно определен некото-
рой структурой данных, называемой описателем файла (дескриптором). 
Он содержит всю информацию о файле: тип файла, режим доступа, 
идентификатор владельца, размер, адрес файла, даты последнего до-
ступа и последней модификации, дату создания и пр. 
Обращение к файлу происходит по имени. Локальное имя файла 
представляет собой набор символов. В качестве символов следует ис-
пользовать цифры, буквы латинского алфавита и символ ‘_’. Локальное 
имя файла хранится в соответствующем каталоге. Путь к файлу от кор-
невого каталога называется полным именем файла. Если обращение к 
файлу начинается с символа /, то считается, что указано полное имя 
файла и его поиск начинается с корневого каталога, в любом другом 
случае поиск файла начинается с текущего каталога. 
У любого файла может быть несколько имен. Фактически, имя фай-
ла является ссылкой на файл, специфицированный номером описателя. 
Пользователи системы и владельцы файлов 
Пользователь системы — это объект, обладающий правами, опре-
деляющими возможность запуска программ на выполнение, а также 
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владение файлами. Единственный пользователь системы, обладающий 
неограниченными правами — это суперпользователь или администра-
тор системы. 
Система идентифицирует пользователей по так называемому 
идентификатору пользователя (UID — User Identifier). Каждый пользова-
тель является членом одной или нескольких групп − списка пользовате-
лей, имеющих сходные задачи. Каждая группа имеет свой уникальный 
идентификатор группы (GID — Group Identifier). Принадлежность группе 
определяет совокупность прав, которыми обладают члены данной груп-
пы. 
Права пользователя UNIX — это прежде всего права на работу с 
файлами. Файлы имеют двух владельцев — пользователя (user owner) и 
группу (group owner). 
Соответственно атрибуты защиты файлов определяют права 
пользователя—владельца файла (u), права члена группы-владельца (g) 
и права всех остальных (o). 
Изменять владельца можно командой chown, например: 
chown имя_польз имя_файла 
Типы файлов 
Всякий файл ОС Unix в соответствии с его типом может быть отне-
сен к одной из следующих четырех групп: обычные файлы, каталоги, 
специальные файлы, каналы. 
Обычный файл 
Обычный файл представляет собой совокупность блоков диска, 
входящих в состав файловой системы ОС Unix. В указанных блоках мо-
жет находиться произвольная информация. 
Каталоги 
Каталоги представляют собой файлы особого типа, отличающиеся 
от обычных прежде всего тем, что осуществить запись в них может толь-
ко ядро ОС Unix, в то время как доступ по чтению может получить любой 
пользовательский процесс, имеющий соответствующие полномочия. 
Каждый элемент каталога состоит из двух полей: поля имени файла и 
поля, содержащего указатель на описатель файла, где хранится вся ин-
формация о файле − дата создания, размер, код защиты, имя владельца 
и т.д. В любом каталоге имеется, по крайней мере, два элемента, с име-
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нами "." и "..". Элемент каталога, содержащий в поле имени файла кон-
текст ".", в поле ссылки содержит ссылку на описатель файла, описыва-
ющий этот каталог. Элемент каталога, с контекстом "..", в поле ссылки 
содержит ссылку на описатель файла, в котором хранится информация о 
родительском каталоге текущего каталога. 
Каталог устанавливает соответствие между файлами (точнее, но-
мерами описателей) и их локальными именами. Пример каталога для 
файловой системы ОС Unix System V приведен в табл.1 (2 байта − номе-
ра описателей, 14 байтов − локальные имена). 
Таблица1.− Пример каталога ОСUNIX System V 
 Номер описателя Имя файла 
5412 
81 
3009 
58 
3413 
. 
.. 
bin 
work 
text.txt 
Совокупность всех каталогов специфицирует структуру файловой 
системы в целом. 
Системная структура каталогов имеет приблизительно следую-
щую древовидную структуру: 
/    – корень дерева; 
|-bin, sbin   – исполняемые файлы ОС; 
|-dev   – файлы для доступа к устройствам; 
|-etc   – конфигурационные файлы ОС и программ; 
|-lib   – системные библиотеки; 
|-home  – пользовательские каталоги; 
|   |-user  – домашний каталог пользователя user; 
|-mnt    – каталоги для монтирования дисков; 
|   |-floppy   – каталог монтирования дисковода; 
|   |-cdrom   – каталог монтирования CD-ROM; 
|-tmp    – временные файлы; 
|-usr  – программы (аналог Program Files в Windows); 
|  |-bin, sbin – исполняемые файлы; 
|  |-include – заголовочные файлы для компилятора С; 
|- var   – содержит файлы и каталоги, которые часто меняются 
в размере. 
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Специальные файлы 
Специальные файлы - это файлы, каждому из которых ставится в 
соответствие определенное внешнее устройство, поддерживаемое ОС 
Unix и имеющее специальную структуру. Его нельзя использовать для 
хранения данных, как обычный файл или каталог. В то же время над 
специальным файлом можно производить те же операции, что и над 
обычным файлом: открывать, вводить и/или выводить информацию и 
т.д. Результат применения любой из этих операций зависит от того, ка-
кому конкретному устройству соответствует обрабатываемый специаль-
ный файл, однако в любом случае будет осуществлена соответствующая 
операция ввода-вывода на внешнее устройство, которому отвечает вы-
бранный специальный файл. 
Монтирование устройств  
Устройства в Unix монтируются, как дерево в root. Перед монтиро-
ванием необходимо создать каталог, куда будет монтироваться устрой-
ство. 
Система имен смонтированных устройств хранится в файле 
/proc/fstab или в /etc/mtab, а в файле /etc/fstab хранятся все точки 
монтирования по умолчанию. Их можно монитировать упрощенно:  
mount точка монтирования. 
Имена для дисков IDE: 
/dev/hda   — весь винчестер (первичный мастер); 
/dev/hda1  — первый логический раздел диска. 
Имена гибких дисков: 
/dev/fd0  — диск а; 
/dev/fd1  — диск b. 
Имена USB носителей: 
/dev/sda0  — 1 USB порт; 
/dev/sda1   — 2 USB порт. 
Команда mount  используется для монтирования диска в формате: 
  mount [-t тип] <устройство> <каталог> , 
где 
тип — тип операционной системы;  
устройство — имя устройства; 
каталог — имя каталога для монтирования. 
Unix поддерживает многие файловые системы. Приведем имена 
некоторых их них: 
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Vfat — файловая система WIN'95; 
Msdos — файловая система MSDOS; 
iso9660 — файловая система CD-ROM; 
ext2 — файловая система LINUX. 
Диски MSDOS можно не монтировать, а работать с командами 
mcopy, mdir и др., относящимися к разряду mtools. 
Пример: смонтировать гибкий диск а для работы с файловой си-
стемой MSDOS: 
mount -t msdos /dev/fd0 /mnt 
df — позволяет просмотреть, что смонтировано. Команда mount 
без параметров показывает список примонтированных файловых си-
стем. 
Другой способ такого просмотра: 
cat /etc/mtab 
Право монтировать файловую систему, по умолчанию, имеет 
право пользователь root. Другие пользователи могут монтированть не-
которые устройства, права на которые установлены в файле /etc/fstab. 
Например:  mount /mnt/floppy 
umount используется для размонтирования диска: 
umount <точка монтирования> 
Например: umount /mnt/floppy 
Перед тем как носитель будет извлечен, он ОБЯЗАТЕЛЬНО дол-
жен быть размонтирован, иначе носитель может быть испорчен, а дан-
ные на нем могут быть утеряны. 
Изменение прав доступа  
Для каждого файла или каталога ОС задает права доступа, которые 
определяют, кто и какие операции может проводить над данным фай-
лом. 
 Имеется возможность ограничить доступ к файлу одним из трех 
способов: предоставить право только пользователю, создавшему файл 
(владелец −own); предоставить право доступа определённой группе 
(группа − group), ее создает системный администратор); предоставить 
право всем пользователям системы (прочие −other). 
Можно также управлять типом доступа, например: только чтение − 
read, запись − write и выполнение −execute. 
Для каждой категории пользователей существует отдельный набор 
прав. 
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Команда chmod используется для изменения прав доступа. Синтак-
сис команды имеет вид: 
chmod {a,u,g,o}{+,-}{r,w,x} <filenames> 
В строке прав доступа «-» обозначает отсутствие права доступа, 
право на чтение обозначается r, право на запись обозначается w, право 
на выполнение обозначается x. 
Для добавления доступа используется +, а для отмены – знак -. Оп-
ции u, g, o, соответственно, указывают владельца, группу и прочие.  
Атрибуты файла можно задавать двумя способами: 
1) Буквенной кодировкой. Атрибуты защиты обозначаются так: 
r — доступ по чтению; 
w — доступ по записи; 
x — доступ по исполнению. 
Категории пользователей задаются следующим образом: 
u — атрибуты для владельца файла; 
g — атрибуты для группы владельца файла; 
o — атрибуты для прочих пользователей; 
a — атрибуты для всех категорий пользователей. 
Производимая операция кодируется с помощью таких символов: 
= — установить значения всех атрибутов для данной категории 
пользователей; 
+ — добавить атрибут для данной категории пользователей; 
- — исключить атрибут для данной категории пользователей. 
Пример. Разрешить доступ по чтению и записи к файлам с име-
нем mar владельцу и группе-владельцу: 
$ chmod ug+rw mar.* 
2) В виде восьмеричного числа. Числовые значения атрибутов за-
щиты кодируются трехразрядным восьмеричным числом, где существо-
вание соответствующего атрибута обозначается единицей в двоичном 
эквиваленте восьмеричной цифры этого числа, а отсутствие атрибута - 
нулем.  
Например: 
символьное представление:  rwx r-x r-- 
двоичное представление:   111 101 100 
восьмеричное представление:  7 5 4 
Примеры допустимых команд: 
1.) chmod a+r stuff  
Дает всем пользователям право читать файл stuff. 
2.) chmod +r stuff  
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То же самое, что и ранее (a — по умолчанию). 
3.) chmod og-x stuff  
Лишает права на выполнение всех, кроме владельца. 
4.) chmod u+rwx stuff  
Разрешает владельцу все (read, write и execute). 
5.) chmod o-rwx stuff  
Запрещает все (read, write и execute) пользователям категории дру-
гие (other). 
Кроме символьного способа установки применяют метод маски. Он 
позволяет устанавливать права доступа на все три категории одновре-
менно. Маска содержит три восьмеричные цифры на каждую группу 
пользователей. Эта маска преобразуется в двоичный девятиразрядный 
код, где 0 − отмена доступа, 1 — разрешение. 
Например: chmod 644 имя_файла. 
Программные каналы и перенаправление потоков  
Канал — это программное средство, связывающее процессы ОС 
UNIX буфером ввода/вывода. Например, запуск процессов ввиде 
 процесс_1 | процесс_2 | ... | процесс_n 
означает, что стандартный вывод процесса_1 будет замкнут на стан-
дартный ввод процесса_2 стандартный вывод процесса_2 будет за-
мкнут на стандартный ввод процесса_3 и т.д. При этом сначала создает-
ся канал, а потом на выполнение одновременно запускаются оба про-
цесса, и общее время их выполнения определяется более медленным 
процессом. 
 
Пример: 
ls | wc -l  
В ОС Unix существует три стандартных потока: ввода, вывода и 
стандартного протокола (поток ошибок). 
Перенаправление потоков позволяет изменить стандартный 
ввод/вывод: < − изменение источника стандартного ввода; >, >> — из-
менение приемника стандартного вывода. 
cat > filename — перенаправление вывода программы cat в файл 
filename (если этот файл существует, то его прежнее содержимое будет 
утеряно); 
cat >> filename — добавить содержимое вывода программы cat к 
содержимому файла filename; 
cat < filename — сформировать стандартный ввод программы cat 
из содержимого файла filename. 
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Стандартные потоки — поток ввода, поток вывода и поток ошибок 
(поток протокола) − имеют фиксированную нумерацию — 0, 1 и 2 соот-
ветственно. Эти номера (номера дескрипторов потоков) можно исполь-
зовать в явном виде.  
Например, запись prog 1>fileэквивалентна записи prog >file. 
Для того чтобы отличить имя потока от имени файла, перед номе-
ром потока ставится символ ‘&’: 
prog >file 2>&1  
Здесь происходит перенаправление стандартного потока вывода в 
файл file (>file). А кроме того, сообщения об ошибках также будут пере-
направлены в файл file: запись 2>&1 означает перенаправление потока 
ошибок на стандартный поток вывода, который, в свою очередь, был 
перенаправлен в файл.  
Замечание: анализ команды осуществляется интерпретатором 
справа налево: сначала происходит слияние потоков (2>&1), а затем 
перенаправляется стандартный поток вывода 1 в файл file.  
В связи с этим бывает полезно использование псевдоустройства 
/dev/null, удаляющего все введенные в него символы. Его применяют 
тогда, когда необходимо полностью игнорировать (подавить) выходные 
потоки.  
Иногда те же действия можно организовать как с помощью кана-
лов: 
ls | wc -l  
так и с помошью потоков: 
ls > buffer 
wc -l < buffer 
rm -f buffer  
 
Команда ls выводит на экран (стандартный поток вывода) список 
файлов текущего каталога, а команда wc -l считает количество строк во 
входном потоке (в файле, а если файл не указан − в стандартном вход-
ном потоке). Таким образом, объединение этих двух команд программ-
ным каналом позволяет посчитать количество файлов в текущем катало-
ге.  
Итоговая таблица имеет вид табл..2. 
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Таблица 2 − Общий вид перенаправления ввода-вывода. 
>file  Перенаправление стандартного потока вывода в файл file  
>> file  
Добавление в файл file данных из стандартного потока вы-
вода  
< file  Получение стандартного потока ввода из файла file  
P1 | p2  
Передача стандартного потока вывода программы p1 в по-
ток ввода программы p2  
N > file  
Переключение потока вывода из файла с дескриптором n в 
файл file  
N >> file  
Добавление записей потока вывода из файла с дескрипто-
ром n в файл file  
N > &m  Слияние потоков с дескрипторами n &m  
Контрольные вопросы 
1. Какие основные типы файлов существуют в OC Unix? Как опре-
делить тип файла? 
2. Какие права можно задать на файл? Как они разделяются по 
группам? 
3. Какой командой можно примонтировать CD-ROM? 
4. Как определить, какие файловые системы смонтированы в дан-
ный момент? 
5. Что такое стандартные потоки ввода-вывода? Какие из них вы 
можете назвать? 
6. Как полностью «заглушить» вывод сообщений из какой-либо 
команды? 
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ПРАКТИЧЕСКАЯ РАБОТА №3  
ПРОГРАММА AWK. 
Цель работы: изучить программу AWK ОС Unix. 
3.1. Подготовка к практической роботе 
Приступая к выполнению практической работы, необходимо: 
▪ изучить основные сведения о регулярных выражениях; 
▪ изучить основные сведения о потоковых редакторах; 
▪ ознакомиться с содержанием практической работы; 
▪ приготовить отчет по выполнению работы. 
3.2. Порядок выполнения работы 
1. Ознакомиться с функциональными возможностями программы awk.  
2. Выполнить индивидуальное задание.  
3. Защитить работу и ответить на контрольные вопросы.  
3.3. Методические указания по самостоятельрной работе 
Общие сведения 
Утилита  AWK ищет в файле строки, удовлетворяющие шаблонам, 
заданным в скрипте_аwk, и выполняет над ними действия, заданные в 
скрипте_аwk. Если не указано ни одного файла или задано имя файла, 
используется стандартный ввод. Результат работы AWK направляется в 
выходной поток. 
Пример: 
awk ‘{print $1}’ text.txt 
− вывести первое поле (до первого разделителя от начала строки) каж-
дой строки файла 
Язык AWK 
Скрипт_аwk представляет собой программу на специальном язы-
ке AWK, описывающую шаблоны, по которым отбираются строки и дей-
ствия над ними. Скрипт представляет собой последовательность эле-
ментов, каждый из которых имеет вид: 
[шаблон] {действия} 
Семантика элемента такова, что если находится строка, соответ-
ствующая данному шаблону, то над ней выполняется данное действие. 
Если шаблон пропущен, то действие выполняется над всеми строками 
файла. Описание шаблонов основывается на базовых регулярных выра-
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жениях (РВ), описание действий – на синтаксисе языка программирова-
ния С/С++. При работе AWK читает файл последовательно, строку за 
строкой и над строками, удовлетворяющими заданным в скрипте шаб-
лона, выполняет заданные действия. 
Описание шаблонов 
Шаблон представляет собой РВ, заключенные в символы /…/. В 
языке AWK синтаксис базовых РВ расширен следующими дополнения-
ми: 
( ) – скобки для группирования РВ; 
:  – логическое или; 
+ – плюс, стоящий за РВ, означает любую последовательность 
вхождений этого РВ, начиная с первого; 
?  – знак вопроса, стоящий за РВ, означает 0 или 1 вхождения этого 
РВ. 
В шаблоне также допускаются выражения отношения, которые 
имеют вид: 
 выражения  операция _ принадлежности  выражение 
Или 
 выражения  операция _ отношения  выражение 
Операции_принадлежности: 
% − (принадлежит) и ! % − (не принадлежит). 
Операции отношений: 
= =, ! =, > =, < , < = – в их обычном смысле. 
В левой части таких выражений в обоих случаях обычно применя-
ется имя поля строки, в правой части в первом случае – шаблон, во вто-
ром – любое выражение. Допускается логическая комбинация шабло-
нов с использованием операций &&, ||, !. 
Комбинация вида: Шаблон1, шаблон2 означает применение за-
даваемых с данными шаблонами действий к строке, удовлетворяющей 
шаблону1, и далее – ко всем следующим за ней строкам, вплоть до по-
явления строки, удовлетворяющий шаблону 2, включительно. 
В языке аwk предусмотрены 2 специальных шаблона BEGIN и END. 
Первый описывает действия, выполняемые перед началом чтения фай-
лов, второй – действие, выполняемое после окончания чтения. 
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Действия 
Язык описания действий AWK почти идентичен языку программи-
рования С/С++.Обозначения операторов приведено в табл.3. 
Таблица 3 − Перечень операторов допустимых в языке AWK 
+ - * / %  
++ -- в постфиксной и префиксной формах 
= += -= *= /= %= 
< <= > >= == != 
! && ||    
Оператор, последняя операция в котором является операцией при-
сваивания, является оператором присваивания. 
Операторы, управляющие потоком вычисления: 
 if ( выражение ) оператор [ else оператор ]  
while ( выражение ) оператор  
do оператор while ( выражение )  
for ( выражение ; выражение ; выражение ) оператор  
for ( переменная in массив ) оператор  
break  
continue  
{ [ оператор ] ... }  
выражение # обычно: переменная = выражение  
print [ список_выражений ] [ >выражение ]  
printf формат [ , список_выражений ]  
[ >выражение ]  
next  
exit [выражение] 
Пояснения:  
for ( переменная in массив ) оператор 
next − прекратить разбор текущей записи, перейти к разбору сле-
дующей записи (начиная с первого шаблона);  
exit − [выражение] проигнорировать оставшиеся входные записи, 
выполнить действие шаблона END, если таковой имеется, и прекратить 
работу программы; состоянию выхода (exit status) присвоить значение 
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выражения.  Остальные операторы интерпретируются, как в языке 
С/С++.  
Несколько операторов могут быть объединены в один путем по-
мещения их внутрь фигурных скобок.  
Оператор завершается точкой с запятой, переводом строки или 
правой фигурной скобкой. Распространенная ошибка:  
if (a == b)  
{ 
  a++; 
  print b; 
} 
Здесь оператор if заканчивается переводом строки, следующим за 
(a==b), и последующая группа операторов в фигурных скобках не имеет 
к if никакого отношения и выполняется всегда. Правильно писать, 
например:  
if (a == b) { 
  a++; 
  print b; 
} 
Пустой список_выражений означает "вся запись". Выражения вос-
принимаются как строковые или численные в зависимости от контекста 
и строятся с использованием арифметических операций  
+ - * / % ^ 
и конкатенации (объединения) строк, обозначаемой с помощью пробе-
ла.  
Пример конкатенации:  
a="world!" 
b="Hello, " a 
(переменная b приобретает значение "Hello, wolrd!"). 
Операторы вывода: 
print − список_выражений выводит значения выражений, перечис-
ленных в списках (через пробел). 
printf (...)  —  полный аналог одноименной функции языка C/С++.  
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Оператор завершается символом ; или переводом строки. Если 
оператор будет продолжен на следующей строке, первая строка должна 
завершаться символом \ . 
Любая последовательность операторов, заключенная в фигурные 
скобки {   } является составным оператором.  
Комментарий имеет тот же вид, что и блочный комментарий в язы-
ке C/С++.: /* ... */, в отличие от C/С++., комментарии можно вставлять 
только между операторами, но не в середину оператора.  
Функции 
Арифметические функции  
cos(х) − возвращает косинус х.  
exp(х) −  возвращает экспоненту х.  
int(s) − возвращает целую часть s как целое значение. Если s не ука-
зано (например: '{ int }'), используется $0 − вся текущая 
запись.  
log(x) − возвращает натуральный логарифм х.  
sin(х)− возвращает синус х.  
sqrt(х)− возвращает квадратный корень из х.  
Строковые функции:  
index(s, t)− возвращает позицию в строке s, начиная с которой впер-
вые появляется подстрока t, или 0, если такая подстрока отсутствует. 
Первый символ строки находится на позиции 1.  
length(s) − возвращает длину своего аргумента s, интепретируемого 
в данный момент как строка, или всей входной строки, если аргумент не 
задан (например: { length }).  
match(s, re)− возвращает позицию в строке s, начиная с которой 
находится регулярное выражение re, или 0, если регулярное выражение 
в строке отсутствует. Первый символ строки находится на позиции 1.  
split(s, a, fs) − разбивает строку s на массив из элементов a[1], a[2], 
..., a[n], и возвращает n. Разделителем элементов в строке служит регу-
лярное выражение fs, или текущий разделитель входных полей FS, если 
fs не задано.  
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sprintf(fmt, expr, expr,...) форматирует выражения expr в соответствии 
с форматом fmt (аналогично формату в функции printf языка C/С++.) и 
возвращает получившуюся строку.  
substr(s, m, n) возвращает n—символьную подстроку строки s, кото-
рая начинается с позиции m. Первый символ строки s находится на по-
зиции 1.  
Имеется также встроенная функция ввода-вывода:  
getline − устанавливает $0 равным следующей записи из текущего 
входного файла; возвращает 1 в случае успешного ввода строки, 0 — 
конец файла, -1 — ошибка. 
Используемые элементы в языке программирования AWK:  
поля;  
стандартные переменные;  
пользовательские переменные;  
массивы.  
Ссылки 
Ссылки на поля обрабатываемой строки возможны по именам: $1, 
$2, $3 ... Имя $0 — ссылка на всю строку.  
Стандартные переменные 
В языке AWK предопределены следующие стандартные перемен-
ные:  
 FILENAME  − имя текущего обрабатываемого файла; 
 FS   − разделитель полей во входной строке; 
 NF   − число полей во входной строке; 
 NR   − номер текущей входной строки; 
 OFS   − разделитель полей в выходной строке; 
 ORS   − разделитель записей в выходном файле. 
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Пользовательские переменные и массивы 
Пользовательские переменные не требуют объявления, они авто-
матически объявляются при их появлении в программе. Переменные 
могут интерпретироваться как числовые или строковые, интерпретация 
выполняется в зависимости от контекста использования переменной.  
Массивы также не объявляются, а принимают значения из контек-
ста. Массивы в скрипте AWK являются динамическими, то есть новые 
элементы добавляются в массив по мере необходимости. Индексом в 
массиве может быть как числовое, так и строковое значение. 
Примеры: 
Ниже приведены примеры AWK —программ.  
1.)  Вывод строк с длиной больше 72:  
length > 72 
2.)  Сложить значения в пятой колонке, вывести сумму и среднее:  
  { s += $5 } 
END  { print "sum is", s, ", average is", s/NR } 
Пример использования:  
ls -l | awk ' 
{ s += $5 } 
END  { print "sum is", s, ", average is", s/NR } ' - 
3.)  Вывести все поля каждой строки в обратном порядке:  
{ for (i = NF; i > 0; --i) print $i } 
Вывести поля в обратном порядке для строк, первое поле которых 
— слово "reverse":  
$1=="reverse"  { for (i = NF; i > 0; --i) print $i } 
4.)  Вывести все строки между парами "start" — "stop":  
/start/, /stop/ 
5.)  Вывести первую строку каждого абзаца (абзацы разделяются 
пустой сторокой):  
BEGIN { FS="\n" ; RS="" } 
{print $1 } 
6.)  Вывести имена, идентификаторы и домашние каталоги пользо-
вателей из файла /etc/passwd, разделяя их табуляциями (в файле 
/etc/passwd поля разделяются двоеточиями):  
awk ' BEGIN { FS=":" ; OFS="\t" } 
{ print $1, $2, $6  } 
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' /etc/passwd 
Примечания 
Входные пробелы не сохраняются при выводе, если поля этой за-
писи подвергались изменениям.  
В языке команды AWK отсутствуют явные преобразования между 
цепочками символов и числами. Чтобы выражение трактовалось как 
число, прибавьте к нему 0; чтобы трактовалось как цепочка — сконкате-
нируйте его с пустой цепочкой "" . 
Контрольные вопросы 
1.   Какаво назначение и область применения программы AWK? 
2.   Как вывести третье поле файла с жесткой структурой? 
3.   Общий синтаксис применяемых регулярных выражений. 
4.   Командные структуры, поддерживаемые в AWK. 
5.   Стандартные переменные в AWK. 
6.   Можно ли использовать в AWK собственные переменные и 
массивы? 
  33 
ПРАКТИЧЕСКАЯ РАБОТА №4  
АРХИВАТОРЫ И УПАКОВЩИКИ. 
Цель работы: научиться пользоваться основными программами 
архивирования. 
4.1. Подготовка к практической роботе 
Приступая к выполнению практической работы, необходимо: 
▪ изучить основные сведения об архивировании и сжатии данных; 
▪ ознакомиться с содержанием практической работы; 
▪ приготовить отчет по выполнению работы. 
4.2. Порядок выполнения работы 
1. Ознакомиться с основными программами для архивирования дан-
ных ОС Unix.  
2. Выполнить индивидуальное задание.  
3. Защитить работу и ответить на контрольные вопросы.  
4.3. Методические указания по самостоятельной работе 
Команды архивирования и сжатия данных 
В операционных системах семейства UNIX используются, как пра-
вило, два типа программ для архивации (резервного копирования) дан-
ных: 
1) архиваторы (tar), которые  позволяют объединить несколько 
файлов и каталогов в один файл; 
2) упаковщики (cpio, gzip, bzip2), которые могут сжать один файл 
(уменьшить его размер), используя различные методы сжатия. 
Архива тор tar . 
Предназначен для архивирования нескольких файлов в один. 
tar <опции> <архив> <список файлов/каталогов> 
Основные опции: 
c – создать архив; 
x – извлечь данные из архива; 
t – проверить целостность архива; 
v – выводить подробную информацию в процессе работы; 
f – использовать файл для архива. 
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Следующие две команды приводят к одному и тому же результату 
– создают архив домашнего каталога в каталоге /tmp   
tar cf /tmp/home.tar ~/  
tar cf - ~/ > /tmp/home.tar 
Как видно из примера, если вместо имени архива использовать 
символ -, то в таком варианте возможно перенаправить вывод. 
В отличие от упаковщиков, применяемых в других операционных 
системах, в UNIX для упаковки и распаковки предусмотрены различные 
утилиты: одни для упаковки, другие для распаковки (хотя допускается 
использование одной утилиты для обоих действий). Кроме того, упа-
ковщики в UNIX, как правило, умеют упаковывать только один файл 
(нельзя упаковать несколько файлов в один или каталог с подкаталога-
ми); если существует необходимость упаковать несколько файлов, упа-
ковщики используют совместно с архиватором, например tar. 
gzip/gunzip 
Для упаковки используется программа gzip, для распаковки − 
gunzip. Следует учитывать, что этим программам задается только имя 
входного файла, который будет упакован и переименован по следую-
щему правилу: 
<имя_файла>.gz  . 
При распаковке выполняется обратный процесс. Внимание! Ис-
ходный файл удаляется. 
Синтаксис gzip: 
gzip <опции> [файл] 
Основные опции gzip: 
-c – выводить упакованные данные в стандартный выходной поток, 
при этом исходный файл остается неизменным, но необходимо 
использовать перенаправление ввода-вывода для сохранения 
упакованного файла; 
-h – вывести на экран помощи; 
-v – расширенный вывод сообщений; 
-l – список архива; 
-1..-9 – степень сжатия, чем больше число, тем меньше размер упа-
кованного файла и больше время упаковки; 
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-f – перезаписывать уже существующие файлы без запроса; 
-r – упаковывать все файлы рекурсивно, начиная с указанного катало-
га.  
Синтаксис gunzip: 
gunzip <опции> [файл] 
Основные опции gunzip: 
-c – выводить распакованные данные в стандартный выходной поток, 
при этом исходный файл остается неизменным, но необходимо 
использовать перенаправление ввода-вывода для сохранения 
распакованного файла; 
-h – вывести экран справку; 
-v – расширенный вывод сообщений; 
-l – список архива; 
-f – перезаписывать уже существующие файлы без запроса; 
-r – распаковывать все файлы рекурсивно, начиная с указанного ка-
талога; 
-t – проверить целостность архива. 
Упаковщик bzip2/bunzip2: 
Для упаковки предназначена программа bzip, для распаковки 
bunzip2. Следует учитывать, что этим программам задается только имя 
входного файла, который будет упакован и переименован по следую-
щему правилу: 
<имя_файла>.bz2 
При распаковке производится обратный процесс. Внимание! Ис-
ходный файл удаляется. 
Синтаксис bzip2 
bzip2 <опции> [файл] 
Основные опции bzip2: 
-c – выводить упакованные данные в стандартный выходной поток, 
при этом исходный файл остается неизменным, но необходимо 
  36 
использовать перенаправление ввода-вывода для сохранения 
упакованного файла; 
-h – вывести экран помощи; 
-v – расширенный вывод сообщений; 
-l – список архива; 
-1..-9 – степень сжатия, чем больше число, тем меньше упакованый 
файл и больше время упаковки; 
-f – перезаписывать уже существующие файлы без запроса; 
-k – не удалять исходный файл. 
Синтаксис bunzip2 
bunzip2 <опции> [файл] 
Основные опции bunzip2: 
-c – выводить распакованные данные в стандартный выходной поток, 
при этом исходный файл остается неизменным, но необходимо 
использовать перенаправление ввода-вывода для сохранения 
распакованного файла; 
-h – вывести экран помощи; 
-v – расширенный вывод сообщений; 
-f – перезаписывать уже существующие файлы без запроса; 
-t – проверить целостность архива. 
Контрольные вопросы 
1. В чем отличие упаковки от архивации? 
2. Какие программы упаковки дают максимальное сжатие? 
3. Как можно сделать резервную копию домашнего каталога? 
4. Можно ли одним вызовом команды tar одновременно заархи-
вировать и упаковать группу файлов? 
5. Как можно распаковать файл .gz без удаления исходного? 
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ПРАКТИЧЕСКАЯ РАБОТА №5  
ТЕКСТОВЫЙ РЕДАКТОР ED И ПОТОКОВЫЙ РЕДАКТОР SED. 
Цель работы: ознакомиться с текстовыми редакторами ed и sed. 
5.1. Подготовка к практической роботе 
Приступая к выполнению практической работы, необходимо; 
▪ повторить основные сведения о регулярных выражениях; 
▪ ознакомиться с содержанием практической работы; 
▪ приготовить отчет по выполнению работы. 
5.2. Порядок выполнения работы 
1. Ознакомиться с основными возможностями фильтров ed и sed.  
2. Выполнить индивидуальное задание.  
3. Защитить работу и ответить на контрольные вопросы.  
5.3. Методические указания по самостоятельрной работе 
Интерактивный текстовый редактор ed  
Программа ed редактирует один текстовый файл. При вызове ed 
содержимое файла копируется в буфер, где и выполняется и редактиро-
вание. Содержимое буфера сохраняется в файле по команде w.  
Опции 
-s — подавление печати количества символов при выполнении ко-
манд e, r и w, выдачу диагностики команд e и q. 
-p − приглашение установка обственного текста приглашения.  
Адресация 
    [адрес1[,адрес2]] команда 
Адрес определяет строки, к которым отнлсятся команды или ко-
манда. Если заданы и первый, и второй адреса, то команда применяется 
к строкам от первого до второго адреса включительно. Если задан толь-
ко первый адрес, то команда применяется к строкам, определяемым 
этим адресом. Если адреса не заданы, то команда относится к текущей 
строке, при условии что иное не оговорено в описании команды.  
Адрес может задаваться:  
− номером строки;  
− шаблоном – регулярным выражением, заключенным в 
символы /.../  или  ?...?;  
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− специальным символом $, адресующим последнюю строку 
файла.  
− специальным символом ., адресующим текущую строку 
файла;  
− специальным символом %, эквивалентным адресу: 1,$;  
− специальным символом ;, эквивалентным адресу: .,$.  
При запуске ed текущей становится последняя строка текста. После 
выполнения любой команды текущей становится последняя строка, об-
работанная данной командой.  
Изменить адрес текущей строки можно, введя одну из следующих 
команд:  
− адрес текущей становится команда, определяемая 
адресом; 
− [адрес]+[число]; 
− [адрес]-[число] − текущей становится команда, располо-
женная со смещением число от заданного адреса; если 
адрес не задан, предполагается текущий адрес; если число 
не задано, предполагается 1.  
Если шаблон в адресе заключен в символы /.../, поиск ведется от 
текущей строки вниз. Если шаблон в адресе заключен в символы ?...?, 
поиск ведется от текущей строки вверх. Если при поиске вниз достигнут 
конец текста, поиск продолжается с начала текста. Если при поиске 
вверх достигнуто начало текста, поиск продолжается с конца текста.  
Если в адресных командах не указывается адрес, то по умолчанию 
подразумевается  текущая строка, при условии что в описании команды 
не оговорено иное.  
При описании команд редактирования адресное выражение мы 
будем условно обозначать символами выр.  
Команды редактирования  
H − вывод сообщения об ошибке. 
[выр]p  − вывод адресуемых строк на печать. 
[выр]=  − вывод номера адресуемой строки; требуется только один ад-
рес; по умолчанию здесь предполагается адрес $. 
[выр]a  − переход в режим ввода текста, новый текст размещается после 
адресуемой строки. Команда требует только одного 
адреса в адресном выражении (по умолчанию — те-
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кущая строка). В режиме ввода вводимый текст до-
бавляется в рабочую копию файла. Для выхода из ре-
жима ввода нужно ввести строку, состоящую из един-
ственной точки. 
[выр]i  − то же, что и команда a, но новый текст размещается перед ад-
ресуемой строкой. 
[выр]c  − переход в режим ввода текста, новый текст заменяет блок ад-
ресуемых строк. 
[выр]r [файл] − чтение текста из файла и вставка его после адресу-
емой строки. Если файл не задан, подразумевается 
текущий редактируемый файл. По умолчанию пред-
полагается адрес $. В этой команде допустим адрес 0, 
он означает вставку перед первой строкой. 
[выр]d − удаление адресуемых строк. 
[выр]mадрес − перемещение блока адресуемых строк по адресу 
адрес, который не должен попадать в диапазон адре-
суемых строк. 
[выр]tадрес − копирование блока адресуемых строк по адресу ад-
рес, который не должен попадать в диапазон адресу-
емых строк. 
[адрес]s/шаблон/текст[флаги] − замена в адресуемых строках заданно-
го шаблона заданным текстом.  
Шаблон задается регулярным выражением. В тексте может ис-
пользоваться метасимвол & для обозначения заменяемого текста. 
Возможные флаги команды s:  
число   − замена задаваемого числом вхождения шаблона 
(по умолчанию заменяется только первое вхождение); 
g  −  замена всех вхождений шаблона в строку; 
[выр]w [файл] − вывод адресуемых строк из буфера в файл. Если 
файл не задан, подразумевается текущий редактиру-
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емый файл. По умолчанию предполагается адрес 1,$, 
то есть все строки; 
e [файл] − команда уничтожает содержимое буфера и читает в 
буфер заданный файл (по умолчанию — текущий ре-
дактируемый файл). Имя текущего редактируемого 
файла при этом не изменяется; 
q −   выход из редактора ed. 
Потоковый редактор sed 
sed — неинтерактивный текстовый редактор, предназначенный 
для пакетного редактирования файлов. Целесообразное использование 
sed:  
− для редактирования очень больших файлов;  
− для редактирования файлов любой величины, если последова-
тельность команд редактирования является слишком длинной и 
сложной и, следовательно, неудобной для выполнения интер-
активного редактирования; 
− выполнения множества раз одной и той же функции редакти-
рования.  
sed копирует строку из input (стандартный или указываемый набор 
файлов) в PATTERN SPACE (некоторая область), и к этой строке применя-
ет все команды, адреса которых попадают в PATTERN SPACE . Затем 
PATTERN SPACE копируется в output. (Фактически в PATTERN SPACE 
находится одна строка, за исключением команды N) Формат редактора 
sed:  
sed [-n] [-e script] [-f sfile] [files]  
Здесь script — набор команд редактирования sed , который может 
содержать до 200 команд или до 10000 байт. sfile — файл со скриптом 
SED . files — файлы, предназначенные для sed — редактирования. -n — 
указывает, что в output выводятся не все строки, но только те, к которым 
применялась команда p. Флаг -e может быть опущен, если он присут-
ствует один. Команда sed :  
 [address[,address]] function [arguments]  
Адресация в командах sed 
С помощью адресации происходит отбор строк для редактирования. 
Адрес: может быть представлен в одном из ниже перечисленном виде:  
−  десятичный номер строки;  
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−  $ — последняя строка input;  
−  регулярное выражение.  
Если адреса не указаны, то команда применяется ко всем PATTERN 
SPACE. Если присутствует один адрес, то команда применяется ко всем 
тем PATTERN SPACE, куда попадает этот адрес. Если указаны два адреса, 
то они ограничивают область применения команды.  
Регулярное выражение 
Для осуществления отбора строк для редактирования в адресах 
команд sed допускается использование регулярных выражений, заклю-
ченных в / / и определяемых следующим образом:  
/ / −  в разделителях указывается регулярное выражение; 
^  − в начале регулярного выражения указывает на пустой сим-
вол в начале регулярного выражения. (т.е. на начало стро-
ки); 
$  − в конце регулярного выражения указывает на пустой сим-
вол в конце регулярного выражения. (Т.е. на конец строки); 
\n  − означает вставленный newline (новая строка); 
.   − любой символ (кроме обыкновенного newline);  
- − стоящая за регулярным выражением означает любую по-
следовательность вхождений этого выражения, начиная с 
0; 
[ ]   −  указывает на один из символов, приведенных внутри; 
[^ ] − указывает на один из символов, кроме приведенных внут-
ри; 
\   − перед любым символом, кроме цифр и "(" , ")" , означает 
этот символ. ( Экранирование специальных символов);  
\(x\)−обозначение , где x — регулярное выражение, указывает 
на x.; 
\d  −, где d — цифра, указывает копию d-го выражения, которое 
заключалось в скобки \( и \);  
|| − конкатенация регулярных выражений является регулярным 
выражением;  
Любой символ, (кроме специальных: \[.^*$] ) является регуляр-
ным выражением себя. 
Примеры:  
1.) /olga/ — указывает на строки содержащие "olga" , "abcolgadef" 
,...;  
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2.) /ol.*ga/ — указывает на строки, содержащие "olga" , "olabcga" , 
...;  
3.) /^[Oo]lga/ — на строки, начинающиеся с "Olga" или "olga" ;  
4.) /./ — попадают все строки, имеющие хотя бы 1 символ (не 
newline);  
5.) /\./ — попадают строки, содержащие "." ;  
6.) /^[^ ]/ — строки, не начинающиеся с "  " ; 
7.) /\(ol\).*\1/ — строки, содержащие два вхождения "ol" не под-
ряд.  
Функции sed 
В скобках указывается максимальное число адресов. 
a \text — добавить "text" после указанной строки (вывести), потом счи-
тать следующую.  
b label — дерейти на метку, устанавливаемую, с помощью функции : , 
если label пуст, то перейти в конец скрипта.  
c \text — удалить PATTERN SPACE и вывести "text" на output.  
(2) d   — удалить PATTERN SPACE.  
(2) D   — удалить PATTERN SPACE до вставленной newline. 
(2) g — заменить содержимое PATTERN SPACE содержимым буфера 
HOLD SPACE.  
(2) G — добавить к содержимому PATTERN SPACE содержимое буфера 
HOLD SPACE..  
(2) h — заменить содержимое буфера HOLD SPACE. на содержимое 
PATTERN SPACE.  
(2) H — добавить к содержимому буфера HOLD SPACE.содержимое 
PATTERN SPACE.  
i \text — вывести текст на output перед указанной строкой.  
(2) n      — вывести pattern space на output и считать следующую 
строку.  
(2) N  — добавить следующую строку к PATTERN SPACE, разделяя стро-
ки вставленным newline.  
(2) p   — скопировать PATTERN SPACE e на output.  
  43 
P     — скопировать PATTERN SPACE до первой вставленной 
newline на output.  
q    — переход на конец input. Вывести указанную строку, (если 
нет флага -n) и завершить работу sed .  
(2) r rfile  — читать содержимое rfile и вывести его на output прежде 
чтения следующей строки. (2) s — Функция контекстной 
замены.  
(2) t label — перейти на метку, устанавливаемую с помощью функции 
":" , если для этой строки была осуществлена замена с 
помощью функции s . Флаг осуществления замены вос-
станавливается при чтении следующей строки или при 
выполнении функции s.  
(2) w wfile — добавить pattern space к концу файла wfile. (Максимально 
можно использовать до 10 открытых файлов).  
(2) x    — поменять местами содержимое PATTERN SPACE и буфера 
HOLD SPACE.  
(2) y /str1/str2/ — заменить все вхождения символов из str1 на соответ-
ствующие из str2. Длины строк должны быть равными.  
(2) ! func — применять функцию func (или группу функций в {}) к стокам 
НЕ попадающим в указанные адреса.  
(0): label — устанавливает метку для перехода по "b" и "t" командам.  
(1)=  — выводит номер строки на output как строку.  
(2) {      − выполняет функции до "}", только когда выбрано PAT-
TEN SPACE. Группировка функций.  
(0)       − пустая команда игнорируется.  
#     − комментарий.( "#n" −в скрипте равносильно установке 
флага -n). 
Функция контекстной замены 
Синтаксис:  
(2) s/<Регулярное выражение> /<Замена> /<флаги>  
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Функция s заменяет вхождение <Регулярное выражение> на <За-
мена> .  
<Регулярное выражение>  может быть заключено не в косые скоб-
ки, а в любые другие символы (не пробел и не newline).  
<Замена> − любой набор символов. Используются специальные 
символы:  
&  −  заменяется на строку, указанную в регулярном выраже-
нии; 
\d − указывает на d-е выражение, заключенное в \(,\) в регу-
лярном выражении. , где d — цифра, 
 <Флаги> :  
g —  глобальная замена: заменить все вхождения в стро-
ке.; 
P — печатать (выводить на output) строки, в которых бы-
ла осуществлена замена.  
w wfile — выводить в файл wfile строки, в которых была осу-
ществлена замена.  
Примеры:  
1.) s/to/by/wchanges  
заменить в каждой строке текста первое вхождение "to" на "by" и изме-
ненные строки сохранить в файле "changes".  
2.) /iiii/s/[Oo]lga/ Olga V.Galina/p  
заменить в тексте, в строках, где встречается вхождение "iiii" , первое 
вхождение подстроки "olga" или "Olga" на " Olga V.Galina" , при этом 
измененные строки выводить на печать.  
3.) s/[.,;:?]/*sign& *sign& **/g  
заменить в тексте каждое вхождение одного из знаков ".,;:?" в строку на 
"*sign& *" , где & будет тем знаком, который стоял прежде, например, 
"." на "*sign.* " , "?" на "*sign?* " и т. д.  
Сравнительное решение задач с помощью sed и AWK 
Система UNIX обладает несколькими утилитами, которые обраба-
тывают входной поток данных и позволяют также решать некоторые 
задачи редактирования: grep, egrep, fgrep, lex и AWK. Мощная и мно-
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гофункциональная утилита awk также может быть применена для про-
стого редактирования текстов, поскольку также основана на использо-
вании регулярных выражений. Однако, как видно из примеров, приве-
денных ниже, время решения задач с помощью sed значительно мень-
ше по сравнению со временем, затрачиваемым AWK. Неинтерактивный 
редактор sed обеспечивает выполнение в пакетном режиме большин-
ства функций редактирования редактора ed и является оптимальным 
при решении несложных задач пакетного редактирования.  
Примеры 
1. Посчитать количество строк (input)  
sed: $=  
AWK: ‘END {PRINT NR}’  
2. Напечатать все строки, содержащие "olga"  
sed: /olga/p  
AWK: ‘/olga/’  
3. Напечатать все строки, содержащие "olga", "mike" или 
"mal"  
sed:     /olga/p 
         /olga/d 
         /mike/p 
         /mike/d 
         /mal/p 
         /mal/d      
AWK:     ‘/olga|mike|mal/’    
4. Напечатать третье поле каждой строки: 
sed: /[^ ]* [ ]*[^ ]* [ ]*\([^ ]*\).*/s//\1/p  
AWK: {PRINT $3}  
5. Напечатать сначала третье, а затем второе поля каждой 
строки:  
sed: /[^ ]* [ ]*\([^ ]*\) [ ]*\([^ ]*\).*/s//\2\1/p  
AWK: {PRINT $3 $2}  
6. Добавить строки, содержащие "olga", "mike" или "mal" со-
ответственно к файлам: folga, fmike, fmal  
 
sed:    /olga/w folga 
        /mike/w fmike 
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        /mal/w fmal           
AWK:    /olga/ {print >  "folga"} 
        /mike/ {print >  "fmike"} 
        /mal/ {print >  "fmal"}    
Контрольные вопросы 
1. Назначение и область применения ed и sed. 
2. Как можно отредактировать/удалить строку в ed? 
3. Как произвести глобальную замену каждого вхождения подстроки с 
использованием sed? 
4. Как подсчитать количество строк в файле? 
5. Как заменить str1 на str2 только в тех строках, которые начинаются с 
str1? 
6. Основные отличия sed от awk? 
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ПРАКТИЧЕСКАЯ РАБОТА № 6  
ИНТЕРПРЕТАТОР SHELL. 
Цель работы: изучить основные элементы языка shell. 
6.1. Подготовка к практической роботе 
Приступая к выполнению практической работы, необходимо: 
▪ изучить основные сведения о интерпретаторе shell; 
▪ ознакомиться с содержанием практической работы; 
▪ приготовить отчет по выполнению работы. 
6.2. Порядок выполнения работы 
1. Ознакомиться с основными возможностями написания командных 
файлов для интерпретатора shell.  
2. Выполнить индивидуальное задание.  
3. Защитить работу и ответить на контрольные вопросы.  
6.3. Методические указания по самостоятельрной работе 
Интерпретатор shell 
Интерпретатор shell является наиболее важной для пользователей 
программой. 
Главная задача интерпретатора − распознавание команд, записан-
ных в командной строке. Самая простая команда состоит из одного сло-
ва, обычно имени выполнимого  файла. Например: 
$ who 
you    tty2   Sep   15   07:21 
user1  tty3   Sep   15   10:25 
Команда может завершаться знаком ; , а выполняется при нажатии 
клавиши Enter. 
В одной командной строке может быть записано несколько ко-
манд: 
$ date; who 
Wed   Sep  15  10:30   EEST   2001 
you    tty2   Sep   15   07:21 
user1  tty3   Sep   15   10:25 
Такая запись идентична выполнению двух команд в разных стро-
ках. 
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Программный канал 
Приоритет операции | выше, чем операции ; . 
Рассмотрим пример: 
$ date; who|wc 
Wed   Sep  15  10:30   EEST   2001 
        2        10   60 
Здесь команды who и wc связаны через программный канал.  
Группирование команд 
Для группирования команд используют скобки (): 
$ (date; who) 
Wed   Sep  15  10:30   EEST   2001 
you    tty2   Sep   15   07:21 
user1  tty3   Sep   15   10:25 
Результат выполнения команд объединяется в один поток, который 
можно передать программному каналу: 
$ (date; who) | wc 
        3        16   89 
Информацию, поступающую по программному каналу, можно с 
помощью команды tee собрать и поместить в файл, например, save: 
$ (date; who) | tee save | wc 
        3        16   89         
Результат команды wc: 
$ cat save 
Wed   Sep  15  10:30   EEST   2001 
you    tty2   Sep   15   07:21 
user1  tty3   Sep   15   10:25 
$ wc < save 
        3        16   89 
Команда tee переписывает свой входной поток в поименованный 
файл, а из него — в выходной поток, т.е. команда wc получает те же 
данные, что и без команды tee. 
Знак & в конце командной строки сообщает интерпретатору, что не 
нужно ждать завершения команды и можно приступать к приему новых 
команд. 
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Группировка команд позволяет получить интересные эффекты. Ко-
манда sleep ожидает заданное число секунд, прежде чем закончит свое 
выполнение: 
$ sleep 5         
Через 5 секунд появляется приглашение 
$ (sleep 5; date) & date 
5278                                 
Wed Sep 15 10:30 EEST 2001    
$ Wed Sep 15 10:30 EDT 2001  
Флаги 
Многие команды имеют аргументы и флаги. Аргументами могут 
быть имена файлов, строки символов. Флаги начинаются знаком -.  
Спецсимволы 
Команда может содержать специальные символы или метасимво-
лы: 
> − переключение стандартного выходного потока в файл; 
>> − добавление стандартного выходного потока к файлу; 
< − извлечь стандартный входной поток из файла; 
|р1|р2 − стандартный выходной поток р1 передается как входной 
поток для р2; 
<<str  − стандартный выходной поток задается в последующих стро-
ках до строки, состоящей из одного символа str; 
* − задает любую строку из нуля или более символов в имени 
файла; 
? − задает любой символ в имени файла; 
[ccc] − задает любой символ из [ссс] в имени файла; 
; − завершает команды; 
& − авершает команды, не дожидаясь окончания; 
.`.. ` − инициирует выполнение команд в ...; `...` заменяется своим 
стандартным выводом; 
(...) − инициирует выполнение команд в ... порожденном shell; 
{...} − инициирует выполнение команд в ... текущем shell; 
  50 
$1,$2, − замена аргументов командного файла; 
$var − значение переменной var в программе на языке shell; 
${var} − значение var; исключает коллизии в случае конкатенации  
переменной с последующим текстом; 
\ \ с  − использовать непосредственно символ с, \ − перевод строки 
отбрасывается; 
'...' − непосредственное использование; 
"..." − непосредственное использование после интерпретации $`...` 
и \; 
# − в начале слова означает, что вся остальная строка – коммен-
тарий; 
var-value  − присваивает value переменной var; 
p1&&p2 − выполняет р1; в случае успеха выполняет р2; 
p1||p2 − выполняет р1; в случае неудачи выполняет р2. 
Ввод длинных команд 
При вводе длинной команды можно использовать новую строку, 
нажимая клавишу ENTER. Для приглашения к продолжению ввода ин-
терпретатор использует знак > : 
$ echo 'В настоящий момент работают пользователи 
> who 
> они выполняют лабораторную работу' 
Экранирование специальных символов 
С помощью знаков ' можно экранировать интерпретацию специ-
альных символов. Команда 
$ echo x*y  — выводит имена всех файлов, начинающиеся с х и за-
канчивающиеся y. 
Экранирование: 
$ echo x'*'y 
x*y  
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Выполнение программ в программах 
Выполнение программ в командах порождает аргументы. Резуль-
тат выполнения любой программы можно использовать в качестве ар-
гумента в командной строке, заключив имя программы в `...`: 
$ echo Сегодня `date` 
Сегодня Thu Apr 29 12:15:20 EEST 2001 
Как и языки программирования, shell может иметь переменные, 
используемые как параметры. Переменные можно создавать, выбирать, 
изменять. Например: 
$ x=Привет, 
$ z=`who am i` 
$ echo $x $z ! 
Привет, user01 ! 
Командные файлы 
В Unix позволяет создавать командные файлы. Командные файлы 
состоят из команд операционной системы и вызова других программ 
или командных файлов. Командный файл можно запустить на выполне-
ние, если объявить его выполняемым: 
$ chmod +x имя_файла 
и поместить в каталог, имя которого записано в переменной PATH. 
Существует несколько способов выполнения командных файлов, нахо-
дящихся в вашем домашнем каталоге: 
1 — добавить путь к домашнему каталогу в переменную PATH; 
2 — воспользоваться командой '.' (точка), например: 
$ . myfile 
Эта команда временно переключает стандартный входной поток 
интерпретатора на файл myfile. Поскольку файл читается, не требуется 
иметь право на его выполнение.  
Командные файлы могут иметь аргументы, задаваемые в команд-
ной строке. Всего в командной строке можно задать 10 аргументов. В 
командном файле к аргументам обращаются по их формальным име-
нам: 
$0—$9. $0 — имя самого командного файла. 
Стандартные потоки для программ Unix 
В обычных условиях любая программа в Unix имеет три потока, от-
крытых для нее при запуске: один для вывода, другой для ввода и один 
для вывода диагностики или сообщений об ошибках.  Чаще всего они 
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прикреплены к      пользовательскому терминалу, но могут ссылаться и 
на другие файлы или устройства в зависимости от того, что установлено 
родительским процессом  
Поток ввода называется стандартным вводом (standard input); по-
ток вывода называется `стандартным выводом (standard output); а по-
ток ообщений об ошибках называется стандартными ошибками 
(standard еrror). Эти термины были сокращены для названий файлов, на 
которые указывают ссылки, а именно: stdin, stdout и stderr. 
Каждый из этих терминов является макросом, указывающим на 
FILE; возможно их использование с такими функциями, как fprintf или 
fread. 
Переменные типа FILE − это буферизируемые оболочи описателей 
файлов Unix. Доступ к этим файлам можно осуществить также при по-
мощи низкоуровнего интерфейса для работы с файлами и с использова-
нием таких функций, как read и lseek. Целые описатели файлов, ассоци-
ированных с потоками stdin, stdout и stderr, будут соответственно равны 
0, 1 и 2. 
Поскольку stdin, stdout и stderr определены как макросы, то насле-
довать их нельзя. Стандартные потоки могут ссылаться на другие файлы 
при помощи библиотечной функции freopen, специально разработан-
ной для возможности наследования stdin, stdout и stderr.  Стандартные 
потоки можно закрыть вызовом exit и при обычном завершении про-
граммы. 
Поток stderr не буферизируется. Поток stdout буферизируется по-
строчно при обращении к терминалу. Режим буферизации стандартных 
потоков (или любых других) может быть изменен вызовами setbuf(3) 
или setvbuf(3).  Заметьте, что в этом случае stdin ассоциируется с терми-
налом, при этом возможна буферизация ввода драйвером терминала, 
который не соотносится с буферизацией ввода/вывода.  На самом деле, 
ввод с терминала построчно буферизируется в ядре 
Контрольные вопросы 
1. Что такое интерпретатор shell? 
2. Что такое командный файл? 
3. Специальные символы и их экранирование. 
4. Как выполнить группу последовательных команд? 
5. Как задать очень длинную команду? 
6. В чем отличие последовательного выполнения команд от конвей-
ерного? 
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ПРАКТИЧЕСКАЯ РАБОТА № 7  
КОМАНДНЫЕ СТРУКТУРЫ В SHELL. 
Цель работы: ознакомиться с программированием в shell (bash2). 
7.1. Подготовка к практической роботе 
Приступая к выполнению практической работы, необходимо: 
▪ изучить основные сведения об интерпретаторе bash2; 
▪ изучить основные сведения о языке программирования для bash2; 
▪ ознакомиться с содержанием практической работы; 
▪ приготовить отчет по выполнению работы. 
7.2. Порядок выполнения работы 
1. Ознакомиться с основными элементами написания программ для 
bash2.  
2. Выполнить индивидуальное задание.  
3. Защитить работу и ответить на контрольные вопросы.  
7.3. Методические указания по самостоятельрной работе 
Общие положения  
Интерпретатор shell является оболочкой над всей операционной 
системой и выполняет интерфейсные функции между пользователем и 
ОС. Он перехватывает и интерпретирует все команды пользователя: 
формирует и выводит ответные сообщения. 
Помимо запуска на выполнение стандартных команд Unix и испол-
няемых файлов, интерпретатор включает собственный язык, который по 
своим возможностям приближается к высокоуровневым языкам про-
граммирования. Этот язык позволяет создавать программы (shell—
файлы), которые могут включать операторы языка и команды UNIX. Та-
кие файлы не требуют компиляции и выполняются в режиме интерпре-
тации, но они должны обладать правом на исполнение (устанавливается 
с помощью команды chmod). 
Процедуре shell могут быть переданы аргументы при запуске. Каж-
дому из первых девяти аргументов ставится в соответствие позицион-
ный параметр от $1 до $9 ($0 − имя самой процедуры), и по этим име-
нам к ним можно обращаться из текста процедуры. 
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Оператор присваивания  
Присвоение значений переменным осуществляется с помощью 
оператора = без пробелов. 
Пример:  
s=Hello 
echo $s 
Вычисление выражений (expr) 
Вычисление выражений осуществляется с помощью команды expr 
и арифметических и логических операторов, приведенных в табл.. 4. 
Таблица 4 − Арифметические и логические операторы 
Арифметические Логические 
+ сложение = равно 
- вычитание !- не равно 
\* умножение \< меньше 
/ деление \<= меньше или 
равно 
% остаток от деле-
ния 
\> больше 
    \>= больше или 
равно 
Результат операций сравнения — вывод 1 (true) или 0 (false). Все 
операторы и имена переменных должны отделяться друг от друга про-
белами. 
Пример: 
a=5 b=12 
a=`expr $a + 4` 
d=`expr $b - $a` 
echo $a $b $d 
Будет выведено: 
9 12 3 
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Условный оператор if 
Самая усеченная структура этого оператора такова: 
if  условие 
then  список  
fi 
Если выполнено условие (как правило это код завершения "0"), то 
выполняется список, иначе он пропускается. В общем случае оператор if 
имеет структуру: 
if условие then список 
[elif условие then список]  
[else список]  
fi 
Здесь elif − сокращенный вариант от else if  может быть использо-
ван наряду с полным, т.е. допускается вложение произвольного числа 
операторов if. Разумеется список в каждом случае должен быть осмыс-
ленный и допустимый в данном контексте . 
Обратите внимание, что структура обязательно завершается слу-
жебным словом fi. Количество fi, естественно, всегда должно соответ-
свовать количеству if. 
Оператор выбора (case) 
Оператор выбора case имеет структуру: 
case   строка  in 
шаблон)  описок команд;;  
шаблон)  список команд;; 
esac 
Здесь case in и esac — служебные слова. Строка (это может быть и 
один символ) сравнивается с шаблоном. Затем выполняется список ко-
манд выбранной строки. Непривычным будет служебное слово esac, но 
оно необходимо для завершения структуры. 
Пример: 
case $1 in 
ONE|TWO|THREE) echo “Холдинг: ZERO”;; 
JAMj|ffiWJ) echo “Холдинг: Not-Net;; 
Hi|Hello|Howdoingv) echo “Холдинг: Привет.";; 
*) echo “Нет такой фирмы";; 
esac 
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При вызове case-2 Hello 
 на экран будет выведено:  
Холдинг: Привет. 
А при вызове case-2 HELLO  
на экран будет выведено:  
Нет такой фирмы 
Непривычно выглядят в конце строк выбора ;;, но написать здесь ; 
было бы ошибкой. Для каждой альтернативы может быть выполнено 
несколько команд. Если эти Команды будут записаны в одну строку, то 
символ ; будет использоваться как разделитель команд. 
С одним и тем же списком команд может быть связано несколько 
альтернативных шаблонов, разделенных символом (I). 
Обычно последняя строка выбора имеет шаблон *, что в структуре 
case означает любое значение. Эта строка выбирается, если не произо-
шло совпадение значения переменной (здесь $2) ни. с одним из ранее 
записанных шаблонов, ограниченных скобкой ). Значения просматри-
ваются в порядке записи. 
Оператор цикла с перечислением (for) 
Оператор цикла for имеет такую структуру: 
for имя in [список значений] do 
список команд 
done 
где for — служебное слово определяющее тип цикла, do и done — 
служебные слова, выделяющие тело цикла. Не забывайте про 
done! Фрагмент in … (список значений ) может отсутствовать. 
Пример: 
for i in 1 2 3 4  
do 
 echo $i 
done 
В этом примере имя i играет роль параметра цикла.  
Часто используется форма for i in *, означающая для всех файлов 
текущего каталога. 
Пример: 
for i  in *  
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do 
echo $i 
done 
Оператор цикла с истинным условием (while) 
Структура  while,  также  обеспечивающая  выполнение  расчетов, 
предпочтительнее тогда, когда неизвестен заранее точный список зна-
чений параметров или этот список должен быть получен в результате 
вычислений в цикле. 
Оператор цикла while имеет структуру: 
while условие 
do 
список команд 
done 
где while — служебное слово, определяющее тип цикла с истинным 
условием. Список команд в теле цикла (между do и done) повторяется 
до тех пор, пока сохраняется истинность условия (т.е. код завершения 
последней команды в теле цикла равен "0") или цикл не будет прерван 
изнутри специальными командами (break, continue или exit). При пер-
вом входе в цикл условие должно выполняться. 
Пример: 
# print-50: Структура "while" 
# Расчет позволяв* напечатать 50 
# экземпляров файла "file-22" 
n=0 
while [ $n -lt 50 ]    # пока n < 50  
do 
   echo “n=${n}“  
   n=`expr $n + 1` 
done 
Переменной n вначале присваивается значение 0, а не пустая стро-
ка, так как команда ехрг работает с shell — переменными как с целыми 
числами, а не как со строками. 
Команда break [n] позволяет выходить из цикла. отсутствует, то это 
эквивалентно break 1, n указывает число вложенных циклов, из которых 
надо выйти, например, break 3 — выход из трех вложенных циклов . 
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В отличие от команды break команда continue [n]  лишь прекраща-
ет выполнение текущего цикла и возвращает на НАЧАЛО цикла. Она 
также может быть с параметром. Например, continue 2 означает выход 
на начало второго (если считать из глубины) вложенного цикла. 
Команда exit [n]  позволяет выйти вообще из процедуры с кодом 
возврата 0 или n (если параметр n указан) . Эта команда может исполь-
зоваться не только в циклах. Даже в линейной последовательности ко-
манд она может быть полезна при отладке, чтобы прекратить выполне-
ние (текущего) расчета в заданной точке. 
Оператор цикла с ложным условием (until) 
Оператор цикла until имеет структуру: 
until условие 
 do 
список команд  
done 
где until — служебное слово определяющее тип цикла с ложным усло-
вием. Список команд в теле цикла (между do и done) повторяется до тех 
пор, пока сохраняется ложность условия или цикл не будет прерван из-
нутри специальными командами (break, continue или exit) . При первом 
входе в цикл условие не должно выполняться. 
Отличие от оператора while состоит в том, что условие цикла про-
веряется на ложность (на ненулевой код завершения последней коман-
ды тела цикла) ПОСЛЕ каждого (в том числе и первого!) выполнения 
команд тела цикла . 
Программистов, знакомых с операторами until в других языках мо-
жет вначале сбивать такая семантика этого оператора. 
Примеры : 
1.)  
until false do 
read x 
if       [ $x  -eq 5 ] 
echo "input not equal 5" 
else 
echo "input is 5" 
break 
fi 
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done 
Здесь программа с бесконечным циклом ждет ввода слов (повто-
ряя на экране фразу some more), пока не будет введено 5. 
 
2.) 
Следующий пример ("Ожидание полудня") иллюстрирует возмож-
ность использовать в условии вычисления. 
until date | grep "12:00"  do 
sleep 30 
done  
Здесь каждые 30 секунд выполняется командная строка условия. 
Команда date выдает текущую дату и время. Команда grep получает эту 
информацию через конвейер и пытается совместить заданный шаблон 
12:00 с временем, выдаваемым командой date. При несовпадении grep 
выдает код возврата 1, что соответсвует значению "ложь", и цикл "вы-
полняет ожидание" в течение 30 секунд, после чего повторяется выпол-
нение условия. В полдень (возможно с несколькими секундами) про-
изойдет сравнение, условие станет истинным, grep выдаст на экран со-
ответсвующую строку и работа цикла закончится. 
Проверка условия (test)  
Проверка условия может осуществляется с помощью команды test. 
Аргументами этой команды могут быть имена файлов, числовые и не-
числовые строки. Она используется в следующих режимах: 
Проверка файлов:  
 test -ключ имя_файла 
Ключи: 
-r  − файл существует и доступен для чтения; 
 -w  − файл существует и доступен для записи; 
 -x  − файл существует и доступен для исполнения; 
 -f  − файл существует и имеет тип ‘-‘, т.е. это обычный файл; 
 -s  − файл существует, имеет тип ‘-‘ и не пуст; 
 -d  − файл существует и имеет тип ‘d‘, т.е. это каталог. 
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Сравнение чисел:  
test число1 -ключ число2 
Ключи:  
-eq  − равно; 
 -ne  − не равно; 
 -lt  − меньше; 
 -le  − меньше или равно; 
 -gt  − больше; 
 -ge  − больше или равно. 
Сравнение строк: 
test [-n] строка           − строка непуста; 
test -z строка           − строка пуста; 
test строка1 = строка2     − строки равны; 
test строка1 != строка2   − строки не равны. 
Контрольные вопросы 
1. Присвоение и разименование переменных. 
2. Использование двух форматов команды test. 
3. Формат использования циклов while и for. 
4. Как проверить строку на пустоту? 
5. Как обработать все файлы в каталоге? 
6. Как сделать простейший будильник? 
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ПРАКТИЧЕСКАЯ РАБОТА № 8  
ЭКСПОРТИРОВАНИЕ ПЕРЕМЕННЫХ И ПОДПРОГРАММЫ В 
SHELL. 
Цель работы: изучить правила и свойства экспортирования пере-
менных при вызове дочерних процессов и научиться использовать под-
программы при программировании в shell. 
8.1. Подготовка к практической роботе 
Приступая к выполнению практической работы, необходимо: 
▪ изучить основные сведения о процессах; 
▪ ознакомиться с содержанием практической работы; 
▪ приготовить отчет по выполнению работы; 
8.2. Порядок выполнения работы 
1. Ознакомиться с основными методами передачи данных между 
процессами.  
2. Выполнить индивидуальное задание.  
3. Защитить работу и ответить на контрольные вопросы.  
8.3. Методические указания по самостоятельной работе 
Экспорт переменных 
В ОС UNIX существует понятие процесса. Процесс возникает тогда, 
когда запускается на выполнение какая-либо команда. Например, при 
наборе на клавиатуре р порождается процесс р. В свою очередь р мо-
жет породить другие процессы. Допустим, что р вызывает р1 и р2, кото-
рые последовательно порождают соответствующие процессы. 
У каждого процесса есть своя среда — множество доступных ему 
переменных. Например, до запуска процесса р уже существовала среда, 
в которой уже были определены некоторые переменные. Запуск р по-
рождает новую среду; уже в ней будут порождены расчеты pl и р2. 
Переменные локальные в рамках процесса, в котором они объяв-
лены, т.е. где им присвоены значения. Для того, чтобы они были до-
ступны и другим порождаемым процессам, надо передать их явным 
образом. Для этого используется встроенная команда export. 
Пример: 
 Есть (командный файл) р, имеющий вид: 
# процесс р  
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echo “процесс p” 
varX=0 varY=1 
echo varX=$varX vary=$varY 
export vary 
p1 
p2 
echo “снова процесс p: varX=$varX vary=$varY” 
р вызывает командные файлы p1 и р2, имеющие вид: 
# процесс p1 
echo процесс p1 
echo varX=$varX vary=$varY 
varX=a vary=b 
echo varX=$varX vary=$varY 
export varX 
 
# процесс p2 
echo процесс p2 
echo varX=$varX vary=$varY 
varX=A vary=B 
echo varX=$varX vary=$varY 
export varX 
После выполнения данного примера можно сделать выводы, что 
значения переменных экспортируются только в вызываемые процессы 
(и не передаются «назад» и  «в сторону»). Экспортировать переменные 
можно и командой set с флагом –a. 
Таким образом, если вы хотите использовать какую либо перемен-
ную во всех процессах, которые вы будете запускать из своего shell, то 
вы должны определить и проэкспортировать ее из командной строки 
(или в профайле). 
Функции (подпрограммы) в shell 
Функция позволяет подготовить список команд shell для последу-
ющего выполнения . 
Описание функции меет вид: 
имя  () 
{ список команд } 
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после чего обращение к функции происходит по имени. При выполне-
нии функции не создается нового процесса. Она выполняется в среде 
соответствующего процесса. Аргументы функции становятся ее позици-
онными параметрами; имя функции — ее нулевой параметр. Прервать 
выполнение функции можно оператором return [n], где (необязатель-
ное) n — код возврата. 
Пример: 
echo $$ 
fn()    # описание функции 
{ 
echo xx=$xx 
echo $# 
echo $0:   $$ $1  $2 
xx=yy ;   echo xx=$xx 
return 5 
} 
 
xx=xx ; echo xx=$xx 
fn a b    # вызов функция "fn" с параметрами 
echo $? 
echo xx=$xx 
Контрольные вопросы 
1. Что такое экспорт переменных? 
2. Как экспортируются переменные в интерпретаторе bash2? 
3. Как определяются функции в bash2? 
4. Что такое среда исполнения? 
5. Можно ли проэкспортировать переменную из дочернего процесса в 
родительский? А наоборот? 
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