A free visual programming-based image analysis development environment for medical imaging applications called NeatVision was developed to provide high-level access to a wide range of image processing algorithms through a well-defined, easy-to-use graphical interface. The system contains over 300 image manipulation, processing, and analysis algorithms. For more advanced users, an upgrade path is provided to extend the core library with use of the developer's interface, giving users access to additional plug-in features, automatic source code generation, compilation with full error feedback, and dynamic algorithm updates. NeatVision was designed to allow users at all levels of expertise to focus on the computer vision design task for computer-aided diagnostic (CAD) applications rather than the subtleties of a particular programming language. The environment allows the designers of image analysis-based CAD techniques to implement their ideas in a dynamic and straightforward manner. Both NeatVision standard and developer's versions can be downloaded free of charge from the Internet and can run on a variety of computer platforms. © 
Introduction
With the ever-increasing capabilities of medical scanners, the quantity and quality of data to be handled are also increasing significantly. Computer-aided diagnosis (CAD) is one possible way to deal with such an information overload, since it assists radiologists in undertaking their tasks in an increasingly pressurized work environment. The development of robust and accurate CAD tools relies heavily on the use of computer vision techniques. The development of such computer vision-based CAD tools is no small task and requires significant expertise and high-quality, easyto-use development tools. One approach to this task is to use visual programming to develop the necessary computer vision modules for CAD, such as those dealing with the analysis of shape, color (for standard imaging applications), and texture. Extracting useful information from images is difficult and requires a flexible application development environment. The visual programming environment outlined in this article (referred to as NeatVision [1] ) is one such system. NeatVision aims to provide both novices and more experienced CAD developers with access to a multiplatform (realized through the use of Java [Sun Microsystems, Santa Clara, Calif]) development system. The NeatVision environment provides an intuitive interface that is achieved with a drag-and-drop block diagram approach. Each image processing operation is represented by a graphical block with inputs and outputs that can be interconnected, edited, and deleted as required. NeatVision (Version 2.1) is available free of charge and can be downloaded off the Internet (1) .
Although users may have had some prior experience with programming language development, the level of competence can vary significantly. A number of difficulties arose from using a standard programming language (such as C). It is clear that, from a technical perspective, the support and maintenance of such libraries of functions for a wide range of operation systems is impractical. The multiplatform capabilities of Java led us to consider it as a viable alternative. More important from a development point of view, however, we wanted to avoid a situation in which novice developers spent a significant proportion of their time on issues related to the actual programming language. Instead, we wanted the focus to be on the development of novel CAD approaches.
In this article, we outline the NeatVision environment and discuss its graphical user interface and design in greater detail. We also discuss and illustrate the considerable power and flexibility of NeatVision as a CAD development tool and the advantages of adopting such a system for CAD application development by presenting a variety of CAD sample applications, including computed tomographic (CT) colon region segmentation, brain region segmentation and measurement, biliary tree region extraction for magnetic resonance (MR) cholangiopancreatography, and calculation of the ejection fraction from heart MR images.
NeatVision: An Interactive Development Environment
Visual programming involves defining variables and specifying the operations that are to be performed on these variables and their derivatives to fulfill a specific task. These objectives are achieved by creating a structured flow of data using branching, looping, and conditional processing. Traditionally, computer programs have been written using textual programming languages. Such programs can process data in a complex fashion; unfortunately, the data paths and overall
TAKE-HOME POINTS
Ⅲ NeatVision is a flexible, user-friendly visual programmingbased development environment for computer-aided diagnostic applications.
Ⅲ The NeatVision environment provides high-level access to over 300 computer vision algorithms through a welldefined, easy-to-use graphical interface.
Ⅲ NeatVision 2.1 user and developer environments are available to the research community at no cost.
Ⅲ Support information and sample code can be accessed on the dedicated NeatVision Web site.
Ⅲ NeatVision is capable of running on a wide range of computer platforms.
structure of the programs cannot be easily identified from the text description, which can make it very difficult to appreciate the relationship between the source code and the functionality that it represents. Although the programmer specifies the data flow in a visual program, the order in which the components execute is defined by the availability of data. Conditional processing concepts are supported in the visual domain by using dedicated flow control components. The main disadvantages of existing visual programming environments include their high cost, their lack of cross-platform support, and the fact that they tend to be focused on image processing rather than image analysis applications (the latter must be considered a key element of any practical CAD application). NeatVision is just one example of a visual programming development environment for computer vision; other notable examples include commercial programs such as VisiQuest (AccuSoft, Northborough, Mass) and WiT (Coreco; Burnaby, British Columbia, Canada) (2, 3) . Although these two programs traditionally lacked a medical imaging focus, they do provide a good selection of general image processing tools. Alternatives such as ImageJ from the National Institutes of Health (4) offer a no-cost, userfriendly environment for image processing in Java. The advantages of using ImageJ and other Java-related image processing packages have been outlined elsewhere (5) , and, in many respects, ImageJ offers advantages similar to those of NeatVision. ImageJ offers a sequential menudriven image processing environment that is generally sufficient for basic imaging tasks, whereas NeatVision allows the parallel processing of data. The real strength of the ImageJ environment is the plug-ins that are generally developed by third parties, many of which are related to medical imaging. In addition, unlike NeatVision, ImageJ requires the user to have a significant level of Java programming expertise to put together a realistic CAD application. The focus of NeatVision is on simplifying this development stage.
Java is an interpreted programming language; consequently, applications written in Java are not executed directly on the host computer. Instead, these applications are interpreted by the Java Virtual Machine. As a result, Java programs generally run slower than native compiled programs written in standard programming languages such as C or Cϩϩ. This performance issue is constantly being addressed by Sun Microsystems. Just-in-time compliers significantly improved the performance of Java applications by eliminating the need to reinterpret code that had already been executed. Sun Microsystems further improved the performance of Java by introducing HotSpot technology, which enhances application performance by optimizing garbage collection and improving memory management. With the recent release of the Java 2 Platform Standard Edition 1.5.0, the performance of Java is approaching that of native programming languages.
Text-based programming languages such as MATLAB (6) can be a powerful alternative to visual programming. Unfortunately, building a CAD application in MATLAB is not easy, especially for novice users, and can approach the complexity level of writing the CAD application directly in a standard programming language such as C. In addition, text-based approaches require the user to have a higher level of programming skills than is necessary with visual programming environments. Text-based interactive environments are generally more suitable for experienced users, although even these users can become frustrated because complex programs can take longer to develop. Thus, our aim is to produce a suitable environment for users who are new to the design of CAD techniques while retaining the flexibility of program design for more experienced users. On the basis of our review of existing text-based and visual programming-based computer vision development environments, we believe that an optimal environment must have multiplatform capability, focus on computer vision, be easy to use, and be upgradeable.
1. Multiplatform capability. The development environment must be able to run on a wide range of computer platforms.
2. Focus on computer vision. The environment should contain the wide range of image processing and analysis techniques necessary to implement practical CAD applications.
3. Ease of use. The environment should allow users to concentrate on the design of CAD-based computer vision solutions, rather than the programming task itself.
4. Upgradeable. The environment must contain a mechanism to allow users to develop custom CAD modules.
A visual program can be created by defining input data using the input components and implementing the desired algorithm using the processing and flow control components. The data flow is specified by creating interconnections between the components. The program can be completed by adding output components to view the data resulting from the algorithm execution. For those who wish to delve further, details regarding the design of the NeatVision development environment appear elsewhere (7).
Graphical User Interface
The NeatVision graphical user interface (Fig 1) consists primarily of a workspace where the processing blocks reside. The processing blocks rep- Figure 1 . NeatVision graphical user interface. A indicates the controls, which consist of the toolbar and the menu bar. These controls can be adapted to suit the application that is currently selected in the virtual desktop. B indicates the search utility, which is included because of the vast range of visual components provided by NeatVision. Typing the name of the desired component into the field will cause that component to appear in the workspace. C indicates the component explorer, which provides access to the currently available components. Components can be dragged directly from the component explorer to the visual workspace. D indicates the virtual desktop. Any application window such as the visual workspace or the text editor will reside within the virtual desktop of the NeatVision application. E indicates the message window, in which all Java and visual compilation errors and warnings are presented. To discover the source of any message, one need only doubleclick on the message and the relevant error will be highlighted. F indicates the status bar, which is used to provide general information for instant compilation success and connection information. resent the functionality available to the user. Support is provided for the positioning of blocks around the workspace and the creation and registration of interconnections between blocks. The lines connecting the blocks represent the path of the data through the system. Some of the blocks can generate child windows (subwindow that inherits many of its attributes from the creating block), which can be used for viewing outputs, setting parameters, or selecting areas of interest from an image. If each block is thought of as a function, the application can be thought of as a visual programming language. The inputs to each block correspond to the arguments of a function, and the outputs from a block correspond to the return values. The advantage of this approach is that a block can return more than one value without the added complexity of using C-style pointers. In addition, the path of data through a visual program can be dictated using special flow control components. The complexity of a visual program can range from three components on up and is limited only by the availability of free memory.
As each block is processed, it is highlighted in green to indicate that it is active, thereby allowing users to gauge the relative speeds of parallel data streams within a visual program. This capability can help identify potential processing bottlenecks within the workspace, allowing a more efficient, balanced design. Each data connection has two properties-data type and connection statuseach of which is color coded to aid in the design process. NeatVision currently supports nine data types: two-dimensional (2D) image (red), integer or array data (green), double precision floating point data (blue), Boolean data (orange), string data (pink), Fourier data (light blue), coordinate data (purple), three-dimensional (3D) data volume (black), and undefined data (black). With regard to the other property, connection status, there are three main "states": connected (green), disconnected (red), and disconnected but using default value (orange).
This approach provides a fast and simple alternative to conventional text-based programming while still retaining much of the power and flexibility of the latter. The visual workspace can be (8, 9) , which is also included as part of NeatVision. This interface allows NeatVision users to have straightforward access to medical images encoded according to either the DICOM or Analyze format. System parameters can be adjusted and the system reset and executed again until the desired response is obtained. At any stage, blocks may be added or removed from the system. NeatVision also contains a built-in World Wide Web browser to allow easy access to online notes and support tools.
Design Details
NeatVision is designed to work at two levels: the user level and the more advanced developers level. The user level allows the design of imaging solutions within the visual programming environment using NeatVision's core set of functions. NeatVision contains 300 image manipulation, processing, and analysis functions ranging from pixel manipulation to color image analysis to data visualization. To aid novice users, a full introductory tutorial and some sample programs can be found on the NeatVision Web site (1) . A brief description of the main system components is shown in the Table. A full users guide is also available (14).
At the developers level, NeatVision allows experienced CAD application designers to develop and integrate their own functionality using new image processing and analysis modules. The online NeatVision developers guide provides more details regarding the development and integration of custom computer vision-based CAD applications (15).
Sample Applications
NeatVision provides an image analysis software development environment that can work at several levels. For example, at a relatively low level, individual pixels can be manipulated. Alternatively, the built-in functionality of NeatVision can be used to generate solutions to complex computer vision-based CAD tasks. In this section, we outline four sample CAD applications. Figure 2 demonstrates a common imaging task: the clustering of similar regions in 2D space. In this example, an automated (ie, unsupervised) clustering methodology is adopted. The input image is a selected region from a CT DICOM data set of the colon. This application requires isolation of the pixel regions immediately surrounding the inflated region of the colon (ie, the air-tissue boundary), which is achieved by using the double threshold function to select one of the cluster regions produced by unsupervised clustering (7).
The second application (Fig 3) is more complex and involves the extraction, measurement, and visualization of a user-defined region of the brain. The user does not have to fully define the ROI, only to select a single point. The software isolates connecting regions, allowing computerassisted segmentation of the region. The user can then make point-to-point measurements on the isolated region. This example also illustrates how a ROI can be selected to allow dynamic 3D visualization. [12] via the OSMIA project [11] ; XY normalization, Aorta tracking (courtesy of Thacker [13] , also via the OSMIA project)
Main System Components of NeatVision
Note.-AIFF ϭ a custom file format, DCT ϭ discrete cosine transform, DOLPS ϭ difference of low-pass filters, HIS ϭ hue, intensity, saturation color space, Lab ϭ Centre Internationale d'Eclairage (CIE) device independent color space, NEMA ϭ National Electrical Manufacturers Association, RGB ϭ red, green, blue color space, XYZ ϭ CIE tristimulus color space, YIQ ϭ color space used in U.S. commercial color television broadcasting. *Items in italics are included only in the NeatVision advanced edition (available upon request). The user can then select points between which to measure distance, as shown in the image by a line that connects two userselected sets of crosshairs. This measurement is displayed schematically in a [3] . (e) Image shows edgeonly information related to the isolated region [4] . (f) Image shows an ROI (box) selected by the user for 3D visualization [5] .
(g) Three-dimensional image of the region selected in f.
The sample application illustrated in Figure 4 involves working with 3D imaging techniques. This application requires the isolation of the biliary tree with minimal user intervention. The input is a 14-section MR imaging DICOM data set. After selecting a window, the user is requested to select a point of interest. The key difference with this application is that we now cluster in 3D space to segment the ROI. A fully dynamic surface-rendered image of the region and its associated MIP are also illustrated (Fig 4d, 4e) .
The final sample application (Fig 5) deals with the complex issue of calculating the cardiac ejection fraction from heart MR images. This implementation is based on true segmentation of the left ventricle excluding fat and papillary muscles on the endocardium. Three-dimensional surfacerendered images of left ventricular volume (end diastole and end systole) are shown (Fig 5d, 5e ).
Developer's Interface
NeatVision was originally designed so that it could be easily extended by building on previously developed algorithms. This feature has been finalized with the release of version 2.1 of the NeatVision visual programming environment, allowing users to (a) develop new NeatVision components that can ultimately be reused by other NeatVision developers, (b) reuse the core NeatVision components in new user-defined components, and (c) submit their component or library of components to the wider NeatVision community. NeatVision development assumes a basic level of familiarity with the Java programming language The user loads the MR imaging DICOM volumes for both the systolic and diastolic phases into the workspace [1] . (c) The user then selects the left ventricle region by clicking on a single point in both the systolic (left) and diastolic (right) volumes. These regions are then automatically isolated and processed [2] . (d) Three-dimensional surface-rendered image of left ventricular volume (end diastole). The volume is capable of being fully manipulated by the user [3] . (e) Three-dimensional surface-rendered image of left ventricular volume (end systole). The actual value for the ejection fraction is indicated in a [4] . and with the NeatVision developers plug-in. Additional details are available regarding NeatVision development and the design concepts behind NeatVision, along with detailed explanations of many of its algorithms (7, 15) .
When the developer's interface and the Java Developers Kit are present, a User tab appears alongside the System tab in the component explorer. The developer can add a new component by right-clicking anywhere within the user's view of the component explorer. Right-clicking causes a popup menu to appear. The Add New Component option must be selected from this menu to create a new file (Fig 6) . The user is then queried as to whether he or she would like to create a NeatVision component, a Java class, or a Java interface (a NeatVision component is just a special type of Java class). A filename for the class or interface must be specified at this point. If a Java interface or standard Java class is specified, a text editor window is displayed with the relevant skeleton source code. The developer may edit and compile this code as desired. If a NeatVision component is specified, a component development wizard is launched.
The wizard allows the developer to specify the visual appearance of the component, including width and height in pixels, along with the component name and the number of inputs and outputs. The wizard also allows the developer to specify the data type and data description associated with each of the inputs and outputs. Once all of the required information has been entered, the developer need only press the Create button to generate the skeleton source code for the desired NeatVision component. The developer can then edit the code as required to implement the desired component functionality. The source code for the component can be compiled at any stage by selecting the relevant Compile option from the Project menu. Selecting the Compile option launches the Java compiler distributed with the Java Developers Kit, and any errors in the specified files are subsequently listed in the message window at the bottom of the main NeatVision window. For each error, a description, filename, and line number are provided. The user need only click on an error message to highlight the relevant error in the source code. Once all errors have been corrected, the message "compilation succeeded" appears in the status bar. Following successful compilation, the block is available for use and can be included in a workspace as with any core NeatVision component.
The NeatVision developer's interface extends and complements the visual programming interface by allowing users to develop custom components that can encapsulate the functionality of core NeatVision components, thus extending the already vast NeatVision library of components. Full details regarding the development of source code for NeatVision components are provided on the NeatVision Web site (1).
Conclusions
NeatVision was designed to allow both novices and more experienced users to focus on the computer vision design task for CAD applications rather than concern themselves with the subtleties of a given programming language. The system allows the designers of image analysis-based CAD techniques to implement their ideas in a dynamic and straightforward manner. NeatVision standard and developer's versions can be downloaded free of charge off the Internet and are capable of running on a wide range of computer platforms.
