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Naloga zajema pregled in primerjavo tradicionalnih ter agilnih pristopov zagotavljanja 
kakovostne in zanesljive programske opreme, ki so se razvijale skozi čas. Na koncu pa je tudi 
opisana izbira metodologije za namen razvoja varnostno-kritičnih krmilnih sistemov v 
avtonomnih vozilih po standardu ISO 26262, kar je danes aktualna in zaskrbljujoča tematika.  
V prvi polovici dela je pregled metod razvoja in preskušanja programske opreme, ki so značilne 
za metodologiji in se najpogosteje pojavljajo v praksi. Opisani so različni možni življenjski 
ciklusi razvoja, ker so ti ključnega pomena pri zagotavljanju kakovosti, zanesljivosti in varnosti 
opreme. Pomembni so tudi načini preskušanja, ki so opisani tako za tradicionalne kot tudi za 
agilne pristope.   
Na podlagi opisanih pristopov in njihovih lastnosti je v drugi polovici dela narejena podrobnejša 
primerjava metodologij. V središču primerjave so razlike v načrtovanju, sodelovanju, 
komunikaciji in načinih preskušanja programske opreme. Naloga tudi opisuje primernost 
uporabe metodologij za različne vrste in namene programske opreme, ter pravilno izbiro glede 
na velikost projekta. Poleg velikosti projekta pa na odločanje vpliva tudi namen uporabe 
programske opreme v različnih okoljih za različna področja.  
Ugotovitve naloge so, da so danes zelo razširjene agilne metodologije, kot najprimernejši 
pristop k razvoju izdelka na hitro spreminjajočem se trgu, katerega zahteve se spreminjajo 
praktično čez noč. So primernejše za izdelavo manjših projektov, ki imajo omejene časovne 
okvire in so tudi bolj prilagodljive ob spreminjanju zahtev sredi procesa razvoja. Poleg nižanja 
stroškov, pa tudi izboljšajo produktivnost ekipe z vključitvijo naročnika v proces razvoja in 
preskušanja programske opreme.  
Kljub temu, da današnji čas označujemo za obdobje agilnih metodologij, so tradicionalni 
pristopi še vedno nepogrešljivi. Za razvoj večjih in daljših projektov, ki zahtevajo povečano 
mero varnosti in zanesljivosti, agilne metodologije niso primerne, saj takšni projekti zahtevajo 
podrobno načrtovanje in analizo zahtev naročnika. Najbolj pa so danes v uporabi za razvoj 
sistemov, ki vsebujejo mnogo varnostno-kritičnih funkcij in bi napačno delovanje lahko 
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pomenilo nastanek kritičnih, ali pa celo katastrofalnih posledic (avtomobilska, vojaška, letalska 
in vesoljska industrija). 
V zadnjih poglavjih je študija primera s področja uporabe tradicionalnega pristopa, ki se danes 
uporablja za razvoj varne programske opreme avtonomnih vozil. Standard ISO 26262 s 
področja varnosti električnih in elektronskih sistemov v avtomobilski industriji, zahteva 
uporabo V-modela življenjskega ciklusa pri avtonomnih sistemih, ter uporabo scenarijev pri 
določenih fazah razvoja. Takšen model je najbolj primeren zaradi izredno podrobnega 
načrtovanja ter predvidevanja in preprečevanja napak v zgodnjih fazah razvoja ter več 
stopenjskega preskušanja opreme.  
 
Ključne besede: kakovost programske opreme, preskušanje programske opreme, agilne 











The thesis involves an overview and comparison between agile and traditional methodologies 
for developing quality and reliable software, which have deloped and evolved through time. At 
the end, there is also a review of a chosen method for developing safety-critical systems in 
autonomous vehicles, according to ISO 26262 standard, that is a concerning and modern topic 
today.  
In the first part of the thesis, there is an overview of different methods for developing and testing 
software, which are typical for both methodologies and are most commonly used. There is a 
description of different possible software development life cycles, because they are of crucial 
value in providing safe and reliable equipment. Of great importance are also the different 
approaches in testing, which are described for both traditional and agile methods.  
Based on the described approaches and their characteristics, the second part includes a detailed 
comparison of both methodologies. In the focus of the comparison are the differences in 
planning, cooperating, communicating and types of software testing. Thesis also describes 
suitability of both methodologies in different types and purposes of software, and the most 
suitable one according to the size of the project.  
Conclusion of the thesis are, that agile methodologies are most widespread today, as they 
represent the most approprite approach to development of a product on the fast transforming 
and developing market. They are most suitable for developing small and time limited projects, 
as they are more flexible to changes in the requirements and needs of the customer, even in the 
late stages of development. Besides the lower cost of the projects, they make a big improvement 
on the productivity with integrating the customer in the process of development and testing of 
the software.  
Even though we commonly state, that we are currently in a time period of agile methodologies, 
the traditional ones are still irreplaceable. For development of longer and bigger projects, agile 
methodologies are just not suitable enough, because these types of projects demand detailed 
planning and analysis of customers requirements. The most important use of traditional 
methods is for developing the systems, that have a lot of safety-critical functions and would 
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cause critical, or even catastrophic consequences in the case of failure (automotive, military, 
aeronautic and aerospace industry). 
As a part of the last chapters there is a case study of traditional methods, commonly used today 
for development of safe software in the autonomous vehicles. The ISO 26262 standard, about 
the safety of electrical and electronic systems in automotive industry, demands the use of a V-
model life cycle for the delepoment of such systems and the use of scenarious at various stages 
of the development. The model is most suitable for its detailed planning as well as good error 
predicting and preventing measures in the early stages of the development and various phases 
of software testing.  
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There is nothing a mere scientist can say that will stand against the flood of a hundred million 
dollars. But there is one quality that cannot be purchased in this way — and that is reliability. 
The price of reliability is the pursuit of the utmost simplicity. It is a price which the very rich 
find most hard to pay. 
-Sir Charles Antony Richard Hoare, 
avtor Quicksort algoritma 
 
 
Od prvega računalnika ENIAC (elektronski numerični integrator in računalo) pa do danes, 
obdobja v katerem je programska in računalniška oprema nepogrešljiva, se je spremenilo 
ogromno stvari. Danes programska oprema predstavlja nenadomestljiv pripomoček ljudi na 
področju znanosti, dela, komunikacij in varnosti. Najdemo jo v večini zahtevnih in tudi 
preprostih primerih uporabe, pa naj bo to krmiljenje vesoljskih plovil ali pa varnostna funkcija 
kuhinjskega mešalnika.  
Vse to se je nekako razvilo, preskusilo in integriralo v celoto, skladno s standardi in predpisi. 
V ozadju teh procesov pa stojijo stranke, razvijalci in preskuševalci, ki so s sodelovanjem 
omogočili nastanek takšnih sistemov. Skozi čas so se razvijale mnoge metode in pristopi k 
razvijanju in zagotavljanju zanesljive ter kakovostne programske opreme, ki se razlikujejo v 
mnogih pogledih.  
Namen naloge je obravnavanje dveh obdobij, ki jih lahko grobo delimo na tradicionalne in 
agilne pristope k razvoju programske opreme. Obravnava procese in metode, ki so omogočili 
načrtovanje in preskušanje zanesljivosti programske opreme, ter njihove prednosti in slabosti. 
Kot del naloge pa je predstavljena tudi študija primera s področja avtomobilizma, natančneje s 
področja avtonomnih vozil. Primer služi kot dober način uporabe tradicionalnega pristopa za 










Obdobje starega pristopa preskušanja 
kakovosti programske opreme  
 
The real value of tests is not that they detect bugs in the code, but that they detect inadequacities 
in the methods, concentration, and skills of those who design and produce the code.  
-Sir Charles Antony Richard Hoare 
 
2.1 Preskušanje programske opreme  
Preskušanje programske opreme je proces odkrivanja napak, ki so nastale ob procesu izdelave 
programske kode. Takšne napake lahko povzročijo odstopanja v predpisanem delovanju 
opreme, to pa lahko vodi do življenjsko nevarnih situacij. Preskuševalci se morajo vedno 
zavedati, da napake so in da popolno odstranjevanje napak, v večini primerov, ni možno. 
Pristopov je mnogo, razvijalci pa se odločajo o najbolj primernem, glede na zahteve programske 
opreme in časa, ki je na razpolago. Izbira določenega pristopa preskušanja je odvisna tudi od 
izkušenj in predznanja preskuševalcev, vpliva pa tudi oprema, ki jo imajo na razpolago.  
Dober preskuševalec je tisti, ki sledi načelu, da dokazuje nepravilnost delovanja 
programske opreme in ne dokazuje, da oprema deluje brezhibno. 
Kot že omenjeno, je izločitev vseh napak nemogoča. Pomembno je le, da programska oprema 
na koncu preskušanja in popravljanja deluje pravilno v predpisanem načinu delovanja. 
Predpisane funkcije mora opravljati pravilno, brez ogrožanja nevarnosti opreme, okolja in ljudi.  
Skozi čas so se razvijali različni modeli življenskega ciklusa programske opreme, s tem pa tudi 
različni pristopi k testiranju. Vsak pristop ni premeren za vsako obliko programske opreme, pač 
pa je neposredno odvisen od njenega delovanja, obsega in namena implementacije opreme v 
vsakdanjem življenju.  
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Oprema se lahko testira čisto ob koncu, ko je ta že narejena. Lahko pa se preskuša tudi sproti, 
včasih pa se celo naredi načrt preskušanja že pred začetkom izdelovanja opreme.  
Stari prisopi k preskušanju kakovosti programske opreme se močno razlikujejo od današnjih 
pristopov, ki so se nekako začeli z razvojem agilnih tehnologij. Vsaka uvedba novih tehnologij 
namreč zahteva nove pristope k najbolj efektivnem preskušanju takšne opreme.  
Skozi čas se je filozofija preskušanja opreme neprestano spreminjala. Z vsako večjo napako so 
se razvijalci in preskuševalci naučili, da je treba programsko opremo preskušati sproti, kar pa 
nekoč ni bilo v uveljavi in se jo je preskušalo le na koncu. Pomembno je torej, kakšne načine 
preskušanja uporabimo in pa kdaj jih uporabimo v življenjskem ciklusu razvoja programske 
opreme. Definitivno pa je preskušanje programske opreme najbolj pomemben korak pri 
zagotavljanju kakovostne opreme, tako za človeka kot tudi za okolje. 
Pojavi pa se tudi problem časovnih zahtev ob preskušanju programske opreme. Razvoj izdelka 
namreč že sam po sebi zahteva določeno količino ur v načrtovanju in razvijanju, poleg tega pa 
na razvijalce pritiska tudi stranka, ki želi v določenih okvirih dobiti funkcionalen izdelek. 
Potrebno se je zavedati, da preskušanje izdelka v povprečju traja precej časa in večinoma več 
kot sam razvoj (sploh za programsko opremo s kritičnimi funkcijami).  
Ogromen vpliv na izbiro metodologije razvoja in testiranja programske opreme predstavlja prav 
razpoložljivost s časom. Pomembno je tudi, da je na voljo nekaj rezervnega časa, saj ob koncu 
preskušanja še ni nujno, da lahko izdelek pristane na trgu. V primeru, ko se ob testiranju 
ugotovijo napake, mora izdelek namreč nazaj v faze razvoja in posledično ponovno skozi ves 
proces preskušanja.  
Razvoj ter preskušanje in zagotavljanje kakovostne in varne programske opreme tako ni le 
vprašanje s stališča funkcionalnosti, načina uporabe in zahtev stranke, ampak tudi vprašanje 




2.2 Življenjski ciklus razvoja programske opreme  
Življenjski ciklus programske opreme je proces, ki zajema celotno izvedbo programske opreme 
vse od načrtovanja pa do vzdrževanja že izdelane opreme. Po definiciji standarda IEEE/ANSI 
610.12-1990 [1] je življenski cikel programske opreme: časovno obdobje, ki se začne z 
razumljivostjo programskega proizvoda in se konča, ko programski proizvod ni več v 
uporabi.  Skozi čas so se razvili mnogi cikli, ki so se izboljševali in dajali različno prioriteto 
fazi preskušanja programske opreme.  
Za začetke razvoja programske opreme in preverjanja kakovosti so značilni življenski ciklusi, 
ki so postavljali preskušanje med zadnje faze, medtem ko so kasneje poudarjali pomembnost 
preskušanja kakovosti programske opreme med različnimi fazami razvoja.  
Poznamo več modelov, ki jih označujemo kot standardne oblike ciklov, ki so že od nekdaj 
uveljavljeni. Ti se precej razlikujejo od novih življenskih ciklov, ki so prišli z razvojem agilne 
metodologije, ki je nekako zahtevala prestrukturiranje procesa preskušanja programske opreme.  
 
2.2.1 Kaskadni model  
Kaskadni model [2] je metodologija razvoja programske opreme, ki velja za nekakšen splošen 
ciklus, ki je že od nekdaj v uporabi. Predstavljen je bil že v petdesetih letih prejšnjega stoletja 
in je v angleščini imenovan tudi »waterfall« model. Ime je dobil po značilnosti, da si faze sledijo 
navzdol, kot voda pri slapovih.  
Sicer naj bi v začetku veljalo, da ob koncu ene faze ni več vračanja v prejšnjo, vendar se to v 
praksi ni uporabljalo, saj so se iz ene faze pogosto vračali v prejšnje. To je bilo večinoma 
odvisno od zahtev prototipa, vendar se je skoraj vedno pojavilo večkratno vračanje v prejšnje 
faze razvoja, zaradi raznih popravkov in novih zahtev.  
Model ima v osnovi 6 faz, vendar se je skozi čas število faz spreminjalo in razširilo. Faze si 




Slika 1: Kaskadni model 
Najprej se proces začne z analizo zahtev naročnika, temu pa takoj sledi analiza zahtev 
naročnika. Po analizi se lahko naredi načrt razvoja programske opreme in takoj temu sledi 
kodiranje. Ob koncu kodiranja je potrebno preskusiti programsko opremo in poiskati ter 
popraviti možne napake. Po preskušanju pa sledi implementacija produkta in njegovo 
vzdrževanje. 
Prednosti takšnega modela so, da se zahteve naročnika ne spreminjajo in dobimo stabilen 
produkt, ker prav to omogoča natančno vodenje procesa kodiranja in preskušanja, za vodje pa 
ponuja predvsem dober nadzor nad delom. Poleg tega pa je takšen model zelo preprost in ne 
zahteva veliko dodatne opreme in časa.  
Model pa ima dosti pomanjkljivosti. Po načrtovanju se ne vračamo v fazo spreminjanja zahtev 
naročnika, ko se je pričelo kodiranje, ker bi to zahtevalo vračanje v prvo fazo in preskok faze 
načrtovanja. Sledi lahko nezadovoljstvo stranke, ki je želela spremembe funkcionalnosti 
opreme. Največja težava je v tem, da preskušanje sledi šele na koncu in preskuševalci niso 
vključeni v začetnih fazah, kar lahko pripelje do ogromno napak, ki bi lahko zahtevale 




2.2.2 V-model  
V-model je izboljšava kaskadnega modela [3], ker razvojna in testna ekipa delujeta pri tem 
modelu vzporedno, poleg tega pa je poudarek na preskušanju pri temu modelu že na začetku. 
Testna ekipa izdela načrt preskušanja, medtem ko razvojna ekipa izdela načrt in prične s 
kodiranjem. 
Deluje tako, da takoj ko naročnik izda zahteve, začneta obe ekipi z delom. Razvojna ekipa 
izdela tehnični specifikacijo zahtev, testna ekipa pa izdela funkcionalni specifikacijo zahtev in 
ob tem uvede možne zahteve, ki jih stranka ni navedla in pa popravke. Sledi specifikacija 
programa, kjer se naredi podroben načrt pred naslednjo fazo – kodiranjem. Testna ekipa 
medtem neprestano opravlja teste in nadzoruje proces razvoja programske opreme. Ta ekipa 
vmes tudi izdeluje nove načrte preskušanja programa.  
Testna ekipa prejme končen produkt, ko je kodiranja konec in začne z večimi fazami 
preskušanja. Najprej se preskusi module, nato se opravi integracijski preskus. Kasneje sledi še 
sistemski preskus in šele zadnja faza je prevzemni preskus programa. (Slika 2) 
 
Slika 2: V-model 
 
Prednosti takšnega modela so, da se preskušanje začne že v zgodnjih fazah življenskega ciklusa, 
kar prepreči nastanek večjih napak in omogoči hitro odpravljanje le-teh. Proizvod je zelo 
kakovosten, ker je preskušanje prisotno v vseh fazah razvoja programske opreme. Stroški 




Model pa ima tudi pomanjkljivosti. Začetna investicija v razvoj produkta je visoka, ker mora 
biti testna ekipa prisotna že v začetnih fazah. Kadarkoli pride do spremembe zahtev, je treba 
ponoviti postopek in to posledično poveča obseg dela in tudi širine dokumentacije. 
2.2.3 Spiralni model  
Spiralni model je drugačen od prejšnjih modelov, ker ni linearnega poteka ampak dejansko 
spiralni potek, kot je že v imenu. Model je izredno primeren za namen razvoja programske 
opreme, kjer je tveganje izredno visoko. 
Gre za iterativen proces, ki z vsako iteracijo zagotavlja kakovostno programsko opremo, ker se 
napake odkrivajo sproti in se neprestano vrača v 4 območja pri življenjskem ciklu [1]:  
• Načrtovanje programske opreme. To zajema načrt zahtev, razvoja, izvedbe in 
naslednje faze. Tukaj so tudi definirani cilji, alternative in omejitve. 
• Analiza tveganja. Ocenijo se ovire, omejitve in tveganja. Določi se alternative, na 
koncu pa se začne izdelava prototipa. 
• Razvoj. V tej fazi potekajo po vrsti vsi procesi kot so kodiranje, izpolnjevanje zahtev 
in načrtov, implementacija izdelka. 
• Verifikacija. Tukaj se produkt testira in evalvira, ter oceni njegovo delovanje na 
podlagi zahtev. Sledi pa še instalacija. 
Iterativna narava in natančna opredelitev tveganj omogoča, da je takšen model primeren za 
velike projekte. Število napak v končnem produktu je mnogo manjše, kot bi bilo v linearnemu 
modelu kot sta kaskadni in V-model. Seveda pa se ne časovno izplača vedno uporabiti dolg in 




Slika 3: Spiralni model 
Prednosti takšnega modela so zelo pogosto testiranje in načrtovanje, kar omogoča izdelavo 
izredno tvegane programske opreme, ki zahteva posebej visoko stopnjo zbranosti in 
natančnosti. Zaradi iterativne narave se lahko zahteve produkta spreminjajo, ker se v fazo 
načrtovanja vrnemo in ni večjih težav pri izdelavi produkta zaradi sprememb. Tudi cenovno je 
zelo ugoden postopek, ker je število napak manjše. 
Pomanjkljivosti modela pa so v tem, da je potrebno zaposliti strokovno zelo izobražen in 
izkušen kader. Natančnost in potek modela ni primeren za manjše projekte.[4] 
V praksi je takšen model moč najti pri tehnološkem gigantu Microsoft. 
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2.3 Modeli preskušanja in zagotavljanja kakovosti programske 
opreme   
V vsakem modelu življenskega ciklusa programske opreme je vsaj ena faza, ki je namenjena 
preskušanju produkta. Ta faza je izredno pomembna za zagotavljanje kakovosti produkta in 
brez nje ne gre, če želimo delujoč in efektiven produkt. Je pomembna ravno tako kot kodiranje 
in načrtovanje.  
Tako kot imamo več modelov življenskih ciklusov, pa lahko testne ekipe izbirajo tudi med 
mnogimi načini ozrioma modeli preskušanja programske opreme. V naslednjih podpoglavjih 
bo navedenih nekaj osnovnih modelov testiranja, ki so bili v uporabi že v obdobju klasičnega 
zagotavljanja kakovosti, pred razvojem agilne metodologije.  
2.3.1 Funkcionalno preskušanje  
Funckionalno oziroma black-box preskušanje, je proces pri katerem preskuševalec nima 
vpogleda v notranjo strukturo opreme, oziroma ga zgradba in način delovanja ne zanimata. 
Zanima ga le, če programska oprema opravlja tisto, kar je v specifikacijah navedeno in če to 
opravlja pravilno.  
Takšen model sicer res omogoča odkrivanje napak, vendar bi z namenom odkrivanja vseh 
napak moral preskuševalec opraviti izčrpno preskušanje vhodov, kjer bi moral preleteti vse 
možne vhodne parametre in opazovati izhodne rezultate, pri čemer za vhode parametre ne 
uporabi le smiselnih vrednosti. Izhodi so pričakovani …. 
Takšno preskušanje je seveda v praksi nemogoče, zato je nemogoče na takšen način dokazati, 
da gre za brezhiben produkt. Preskuševalec opravlja preskuse na enaki ravni, kot bi jih opravljal 





Slika 4:Black-box preskušanje 
 
2.3.2 Strukturno preskušanje  
Pri strukturnem oziroma white-box preskušanju pa gre za nasprotje od funkcionalnega tipa 
preskušanja, saj preskuševalca zanima struktura programske opreme. Zaradi vpogleda v princip 
delovanja pa lahko preskuševalec tudi izbira vhodne parametre glede na znanje, ki ga ima in na 
podlagi tega, kateri parametri bi najlažje povzročili napačno delovanje programa.  
Pri takšnem preskušanju je za ugotavljanje vseh možnih napak potrebno opraviti izčrpno 
preskušanje logičnih poti, kar pa je odvisno od programa do programa. Število edinstvenih 
logičnih poti pa je ogromno in časovno se enostavno ne izide, tudi če bi uporabili 
avtomatizirano preskušanje teh poti.  
Preskušanje vseh možnih poti pa ne vodi do zaključka o pravilni funkcionalnosti programa, ker 
to še ne dokazuje pravilnega delovanja produkta.  
 




Najbolj efektivna metoda preskušanja in zagotavljanja kakovosti programske opreme izmed 
obeh »box« pristopov ni nobena izmed njiju, pač pa kombinacija obeh. V praksi jo pogosto 
imenujemo tudi »gray-box« pristop, ker je kombinacija obeh [1]. 
2.3.3 Statične in dinamične tehnike preskušanja  
Dva pristopa oziroma tehniki preskušanja sta dinamična in statična tehnika. Dinamična je bila 
v uveljavi vse od začetka preskušanja in zagotavljanja kakovosti programske opreme, saj je 
veljalo prepričanje, da se mora program izvajati za uspešno lociranje napak.  
Pod dinamične tehnike spada prej našteta »box« pristopa, sem pa spada tudi recimo preskušanje 
modulov, ki testira posamezne manjše programe, ki sestavljajo večji produkt. Takšen pristop 
omogoča preskušanje večjega programa. Dinamična tehnika je tudi inkrementalno preskušanje, 
kjer se vsi moduli združijo in se preskusi celoten produkt. Ta tehnika večinoma sledi po 
preskušanju modulov.  
Pod takšne tehnike spada tudi preskus nameščanja, kjer se preskuša pravilnost instalacije 
programa glede na različno opremo.  
Od sedemdesetih let prejšnega stoletja pa so se začele uveljavljati statične tehnike preskušanja, 
pri katerih se program ne izvaja [1]. Takšne tehnike so uporabljene predvsem v fazah med in 
po kodiranju, ter pred dinamičnimi tehnikami. 
Takšne oblike preskušanja so zelo pomembne, saj z njimi ne vnašamo novih napak, ker se 
testirajo na papirju in ne s spreminjanjem ali delovanjem programa. Poleg tega pa dokončana 
programska koda ni pogoj za začetek testiranja, ker se lahko statične tehnike opravljajo že pred 
zaključkom kodiranja. 




Preverjanje in sledenje sta osnovni metodi preskušanja programske opreme [1]. S takšnim 
pristopom se odkrije večina logičnih napak že pred dinamičnim preskušanjem oziroma 
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zagonom programske opreme.Analize podjetja IBM kažejo, da naj bi se odkrilo celo do 80% 
logičnih napak s pomočjo teh dveh pristopov [1]. 
2.3.4 Avtomatizirane tehnike preskušanja programske opreme  
Pomembna lastnost pri preskušanju programske opreme, ki vodi k zanesljivim rezultatom, je 
ponovljivost preskusnih metod. S ponovljimi preskusi v enakih pogojih lahko zagotovimo večjo 
zanesljivost in natančnost rezultatov.  
Ponovljivost preskusov in izbiro parametrov (vhodov), ki bi najbolje preskusili željeno 
programsko opremo, pa ni vedno najlažje zagotoviti. Z večjimi programi tudi narašča tudi 
število možnih napak in število možnih vrednosti vhodov, ki bi našli napako v kodi. Da bi 
preskusili kar se da veliko možnosti in s tem zagotovili še večjo zanesljivost programske 
opreme pa je potrebno vnesti ogromno vhodnih parametrov. Človek je za takšne postopke 
prepočasen in je zato bolje napisati program, ki je namenjen preskušanju željene programske 
opreme. Takšen program avtomatsko preskusi opremo in najde napake hitreje, kot bi jih človek. 
Avtomatizirano preskušanje programske opreme se deli na tri osnovne vrste[6]:  
• Testiranje GUI (grafičnega uporabniškega vmesnika) 
• API (aplikacijski programski vmesnik) testiranje ali Avtomatsko integracijsko testiranje 
• Avtomatsko testiranje modulov (delov programske opreme) 
Testiranje na ravni uporabniškega vmesnika je preskušanje s programsko opremo, ki simulira 
vnos tipkovnice ali pritiskanja ostalih tipk (miške), ki bi jih sicer izvajal uporabnik. Preverja pa 
pravilnost odzivanja programske opreme na izhodu, ki jih povzročijo pritiski tipk. Testna ekipa 
mora zato napisati primere (programsko kodo), ki testira vso funkcionalnost programa. 
Pomanjljivost in težave ob takšnem preskušanju se pojavijo, kadar je za nek odziv programa 
potrebno izvesti več kot le en pritisk tipke, ali pa točno določeno zaporedje pritiskov (na primer 
pritisk miške in nato še tipke na tipkovnici). 
API testiranje je preskušanje na ravni komunikacije med posameznimi deli (moduli ali 
komponentami) programske opreme. Nima uporabniškega vmesnika, pač pa je poudarek na 
simulaciji sporočil znotraj programske kode, kjer preverja odzive programa. 
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Avtomatsko testiranje modulov pa je preskušanje posameznih delov (modulov) programske 
kode in njenih odzivov. Predstavlja korak pred integracijskim preskušanjem, ki je omenjeno že 
prej in tudi korak pred API testiranjem. 
Poudariti pa je treba, da je avtomatsko preskušanje prisotno v vseh fazah in stopnjah 
preskušanja programske opreme, ne le v treh osnovnih navedenih primerih. Sploh danes, 
se takšna vrsta preskušanja uporablja za preskušanje celotne funkcionalnosti produkta.  
Avtomatizirane tehnike preskušanja programske opreme so danes med najpomembnejšimi, saj 
je razvoj agilne metodologije zahteval tudi razvoj le-teh. V obodbju pred agilnimi 
metodologijami pa se je avtomatskem preskušanju modulov dajalo najmanjšo prioriteto. 
Bolj pomembno je bilo preskušanje uporabniškega vmesnika (tudi ročno, ne le 
avtomatsko) in integracijsko preskušanje.   
2.3.5 Primer avtomatskega preskušanja – Selenium  
Avtomatsko preskušanje se izvaja s pomočjo programov, ki so namenjeni za izvajanje točno 
določenih operacij, kot jih preskuševalec definira, nazaj pa prejme podatke o uspešnosti 
opravljenega testa. 
Selenium [27] je odprtokodni program, ki je namenjen avtomatskemu preskušanju grafičnega 
uporabniškega vmesnika za spletne aplikacije, ki so dostopne izključno preko brskalnika. 
Podpira programske jezike JavaScript, C#, Java in PHP. Brskalniki, ki jih podpira pa so Google 
Chrome, Mozilla Firefox, Internet Explorer, Safari, Opera in Microsoft Edge. Deluje tako na 
operacijskih sistemih Windows, kot tudi na MacOS in Linux. 
Program služi kot posrednik med programsko kodo (skripto), ki jo napiše preskuševalec, in 
brskalnikom. Skripto lahko preskuševalec zažene preko programa, kjer jo piše (npr. Eclipse 
Workspace). 
V priloženem primeru (Slika 6) je primer programske kode, ki s pomočjo Seleniuma 
avtomatizira preskušanje uporabniškega vmesnika in s tem pravilnega delovanja spletne 
aplikacije Gmail. Preverja, če po vnosu naslova spletne pošte in pritisku gumba »Next«, spletna 
stran preusmeri uporabnika na stran z naslovom (ang. page title) »Gmail«. 
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Skripta, ki avtomatizira oziroma posnema klike uporabnika je v vrsticah 11-16, vrstice 17-30 
pa so namenjene preskrbi povratnih informacij o uspešnosti preskusa. Najprej (vrstica 11) 
program samodejno odpre brskalnik Google Chrome, po podatkovni poti, ki vodi do lokacije 
programa na osebnem računalniku. Nato v brskalnik vnese naslov spletnega mesta Gmail 
(vrstica 13). 
Na spletnem mestu nato program poišče okence za vnos podatkov (naslova spletne pošte), kar 
naredi s pomočjo iskanja pravilnega atributa »id« na spletni strani (vrstica 14). Ob uspešnem 
lociranju, vnese vanj naslov spletne pošte. Sledi iskanje gumba »Next«, ki ga program poišče s 
pomočjo atributa »className«, nato pa simulira pritisk miške na to mesto (vrstica 15). Nato v 
novo spremenljivko at, tipa string, shrani naslov spletne strani, na katero je bil preusmerjen 
(vrstica 16). 
Sledi preverjanje pravilnosti delovanja, kar se izvede tako, da program naredi primerjavo med 
naslovom strani, na katero je bil preusmerjen, in pravilnim naslovom. Definira se nova 
spremenljiva et, tipa string, v kateri je shranjen pravilen naslov željene strani »gmail« (vrstica 
17). Primerjava pa se izvede s pomočjo »if« stavka in primerjalne operacije equalsIgnoreCases, 
ki primerja enakost črk spremenljivk, pri tem pa ignorira velike in male začetnice (19). Primerja 
spremenljivki at in et in če sta si enaki, potem uporabnika obvesti o pravilnosti s pomočjo 
funkcije System.out.println(), enako funkcijo pa uporabi tudi, če do enakosti ni prišlo (vrstici 
21 in 27). 
 









Obdobje agilnih metodologij 
 
That's been one of my many mantras – focus and simplicity. Simple can be harder than complex: 
You have to work hard to get your thinking clean to make it simple. But it's worth it in the end 
because once you get there, you can move the mountains. 
-Steve Jobs,  
soustanovitelj podjetja Apple Inc. 
 
3.1 Zahteve po spremembi  
Razvoj programske opreme je že od sedemdesetih let prejšnjega stoletja sledil kaskadnemu 
modelu in kasneje V-modelu. Problem teh modelov je, da pričakuje od naročitelja in razvojne 
ekipe, da že na začetku nabere vse potrebne zahteve za neko programsko opremo, ter najde vse 
reštive že preden začnejo razvijati opremo. Težava je v tem, da nikdar ni možno odpraviti vse 
napake pred začetkom razvoja, ker se te pogosto odkrivajo sproti. Ob večanju kompleksnosti 
programske opreme in vedno večjem nadzoru varnostno-kritičnih sistemov s pomočjo 
programov, je to predstavljalo vedno večjo oviro. Razvojne ekipe so pogosto naletele na 
napake, ali pa je stranka imela nove zahteve in celoten proces razvoja je bilo treba začeti od 
začetka. To je vedno pripeljalo do ogromnih stroškov in večjih ovir ob razvoju. [7] 
Linearni potek razvoja opreme ni bil več uporaben za mnogo novih projektov in kmalu se je 
pokazalo, da je potrebno spremeniti filozofijo razvoja programske opreme. Rešitev je bila v 
iteracijskem razvoju programske opreme, ki se neprestano vrača na določene faze razvoja, saj 
je bolj fleksibilen za spremembe pri projektu.  
Sicer je že spiralni model iz osemdesetih let bil nekako prvi, ki je uvedel iteracijsko metodo, 
vendar so se v devetdestih letih še bolj osredotočili na takšne metode, ki so jih imenovali 
»metode lahke kategorije«. Prva izmed takšnih je bila RAD metoda, ki je označila spreminjanje 
zahtev v razvoju programske opreme za vsakdanji pojav, na katerega razvijalci vedno naletijo. 
Metoda je skrajšala fazo načrtovanja in analiziranja zahtev, ter kar se da hitro prešla v fazo 
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dejanskega programiranja. V nekaj dneh ali tednih naj bi razvijalci že naredili prototip, fazi 
sprememb in razvijanja pa naj bi bila iterativni in dopuščata spremembe kadarkoli. 
3.2 Razvoj agilne metodologije  
Metodi RAD so sledile tudi ostale nove metode lahke kategorije, kot so UP (unified process), 
DSDM (dynamic systems development method), leta 1995 pa so v članku »SCRUM Software 
Development Process« predstavili Scrum metodologijo, ki še danes velja za najbolj razširjeno 
agilno metodologijo.  
3.2.1 SCRUM  
SCRUM metoda je model razvoja programske opreme, pri katerem se na začetku definira le 
osnovne zahteve izdelka (ang. Product backlog), ostalo pa se prepusti ekipi razvijalcev, saj bodo 
ti najbolje vedeli kako se soočiti z ovirami. S tem se že na začetku prihrani veliko časa, hkrati 
pa tudi stroškov, ki bi nastali ob podrobnem definiranju poteka dela in analize zahtev.  
Potek dela je točno določen (Slika 7), osnova pa so ponavljajoče se iteracije. Nastane več ekip 
od tri do devet razvijalcev, ki si sami razdelijo delo brez vodje. Pomembni pa sta še dve osebi: 
Skrbnik metodologije in skrbnik izdelka. Skrbnik metodologije skrbi, da proces SCRUM 
metodolgije teče gladko in da ga vsi dobro razumejo. Skrbni izdelka pa skrbi, da ima opravljeno 
delo čim večjo vrednost za naročnika. [8]  
Najprej se naredi spisek zahtev iteracije (ang. Sprint Backlog), v katerem se navedejo vmesni 
cilji in zahteve, ki se bodo opravili v določenem časovnem okviru. Časovni okviri se imejujejo 
sprinti in so časovno omejeni na 30 dni. Znotraj sprintov morajo biti zadani cilji doseženi, 
preskušeni in implementirani v končen produkt.  
Načrt sprinta in spisek zahtev se naredi na začetnem sestanku, ki je prav tako časovno omejen 
(štiri ure za dvo-tedenski sprint).  
Znotraj sprintov se vsak dan opravijo dnevni sestanki, ki se imenujejo »daily scrum«, dolgi pa 
so približno petnajst minut. Vsak predstavi kaj je naredil, kaj bo naredil in če je opazil težave, 
ki bi lahko povzročile neuspeh znotraj sprinta. Na koncu sprintov sledita dva sestanka:  
• Pregled sprinta 
• Ocena kakovosti sprinta 
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Ob pregledu sprinta ekipa predstavi kaj je bilo na novo narejeno in kaj še ni bilo uspešno 
narejeno. Predstavijo probleme in njihove rešitve, ki so jih opravili. Naredi pa se tudi kratek 
pregledek prihodnjega dela, ki bo opravljen.  
Ob oceni kakovosti sprinta se oceni delo, ki je bilo doseženo, kakovost komunikacije med 
razvijalci in procesa dela.  
Delo se nato ponovi v novi iteraciji z novim sprintom in vsemi sestanki. Delo poteka popolnoma 
v enakem vrstnem redu, vendar pa so zahteve in cilji tokrat novi. Poudarek SCRUM 
metodologije pa je na preprostosti in čim manjši dokumentaciji in čim manj planiranja. 
 
Slika 7: SCRUM metodologija 
 
Kakovosten sprint ne pomeni tudi kakovosten izdelek.  
V fazi ocene kakovosti sprinta se navedejo doseženi in nedoseženi cilji, ovire na katere so 
naleteli in kako je sprint vplival na končen izdelek. Kakovost sprinta pa nam ne pove prav dosti 
o kakovosti izdelka, saj tudi ob uspešno izpeljanem sprintu in novi funkcionalnosti izdelka, to 
še ne pomeni, da je tudi izdelek kakovosten, zanesljiv in varen. Ob implementaciji sprememb, 
ki so bile realizirane v sprintu, lahko pride do napak na izdelku, saj vsaka sprememba 
programske kode potencialno uvede nove napake.  
Prav zaradi takšnih razlogov, se je treba zavedati, da je kljub pregledu in oceni kakovosti sprinta 
potrebno preskusiti še celoten izdelek (tako integracijsko kot tudi modularna), saj je lahko 
izgubil funkcionalnost ali pa postal celo nevaren za uporabnike. 
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3.2.2 Ekstremno programiranje  
Leta 1996 se je uvedla nova metodologija lahke kategorije imenovana ekstremno 
programiranje, ki omogoča, da manjše ekipe sledijo hitro se spreminjajočem trgu. Metodologija 





Ekstremno programiranje je inkrementalen in iterativen proces, pri katerem je projekt razdeljen 
v manjše projekte. V osnovi je zelo podobno kot pri SCRUM metodologiji, ker tudi pri tej 
metodi nastane znotraj manjših ciklov nek smiseln in popolnoma implementiran del produkta, 
ki je zaključen. 
Vsak cikel je razdeljen še na manjše iteracije, ki so maksimalno tri tedne dolge. Znotraj vsake 
od manjših iteracij se izpolni nekaj od zahtev posameznega cikl, sledi pa se t. i. uporabniškim 
zgodbam. Uporabniške zgodbe so bolj podrobno opisane v poglavju (4.1.2). 
Vmesni produkti se izdajajo na vsake 1-3 mesece, kar omogoča pogosto ovrednotenje in oceno 
dela, ter tudi mnoge spremembe k razvoju in zahtevam. Z vsakim vmesni produktom se 
funkcionalnost končnega produkta veča. 
Vrednote ekstremnega programiranja so: preprostost, komunikacija, povratne informacije, 
spoštovanje in pogum. 
Poudarek je na komunikaciji in enakem položaju vseh udeležencev ekipe, tako razvijalcev kot 
vodje. Testiranje se opravlja od začetka, stranka pa prejme produkt kar se da hitro, kasneje pa 
se implementirajo nove zahteve, ki jih stranka navede.  
Razvijalci delajo v ekipah po dva – programiranje v parih, ki niso fiksne ampak se vseskozi 
spreminjajo skozi cikle. To posledično pomeni boljšo komunikacijo in dobro ekipo. 
Testi se načrtujejo in opravijo za čisto vsako zahtevo znotraj cikla, kar omogoča varen in 
kakovosten končen izdelek. Testi so načrtovani že pred izdelavo kode, šele nato se napiše 
program, ki bi uspešno opravil načrtovane teste. Testirajo se posamezni manjši deli 
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programa – moduli, preskušanje pa je avtomatsko. Na dnevni ravni se komponente 
integrira v končni produkt, ki se prav tako neprestano preskuša. [9] 
Pomembna lastnost metode je tudi ta, da je naročnik neprestano pristen in ves čas ocenjuje 
kakovost in funkcionalnost izdelka. Zaradi trdne komunikacije in sodelovanja med stranko in 
razvijalci, je produkt ves čas v procesu izboljševanja. 
 
Slika 8: Potek ekstremnega programiranja 
3.2.3 Agilni manifest  
Zgoraj omenjeni metodi sta le dve izmed mnogih novonastalih v drugi polovici devetdesetih 
let, ki so bile nujno potrebne zaradi ovir klasičnih metod razvoja programske opreme. Danes pa 
itercijske in agilne metode ne bi bile tako razširjene, če ne bi prišlo do zelo pomembnega 
dogodka v zgodovini programske opreme in zagotavljanja njene kakovosti. 
Leta 2001 se je 17 razvijalcev programske opreme zbralo v zvezni državi Utah, kjer so napisali 
Agilni manifest, ki danes nekako predstavlja prelomnico in uradne začetke agilne metodologije.  
Osnovna ideja agilnih metodologij je ta, da se zahteve in reštive neprestano spreminjajo in 
prilagajajo, ter da se promovira prilagodljivo planiranje in nenehna izboljšava produktov. Tako 
lahko razvojne in testne ekipe ustrežejo strankam hitreje, učinkoviteje in ceneje. Z 
zadovoljstvom stranke pa posledično pride tudi do zadovoljstva uporabnikov, ki prav tako 
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dobivajo nenehno izboljšan produkt, a je treba v zakup vzeti možne napake ob vsaki spremembi 
produkta. 
Agilni manifest je uvedel dvanajst principov [10], ki jim morajo razvijalci slediti, da bi lahko 
izpodrinili stare metode razvoja programske opreme in uspešno omogočili iterativne in 
inkrementalne razvojne metode, ki jih zahteva spreminjajoč se trg danes: 
1. Naša najvišja prioriteta je zadovoljiti stranko z zgodnjim in nepretrganim izdajanjem 
vredne programske opreme. 
2. Sprejemamo spremembe zahtev, celo v poznih fazah razvoja. Agilni procesi vprežejo 
takšne spremembe v prid konkurenčnosti naše stranke. 
3. Delujočo programsko opremo izdajamo pogosto, znotraj obdobja nekaj tedno do nekaj 
mesecev, s preferenco po krajšem časovnem okvirju. 
4. Poslovneži in razvijalci morajo skozi celoten projekt dnevno sodelovati. 
5. Projekte gradimo okrog motiviranih posameznikov. Omogočimo jim delovno okolje, 
nudimo podoporo in jim zaupamo, da bodo svoje delo opravili. 
6. Najboljša in najučinkovitejša metoda posredovanja informacij razvojni ekipi in znotraj 
ekipe same, je pogovor iz oči v oči. 
7. Delujoča programska oprema je primarno merilo napredka. 
8. Agilni procesi promovirajo trajnostni razvoj. Sponzorji, razvijalci in uporabniki morajo 
biti zmožni konstantega tempa za nedoločen čas. 
9. Nenehna težnja k tehnični odličnosti in k dobrem načrtovanju izboljša agilnost. 
10. Preprostost – umetnost zmanjševanja količine nepotrebnega dela – je bistvena. 
11. Najboljše arhitekture, zahteve in načrti izhajajo iz tistih ekip, ki so samoorganizirane. 
12. V rednih časovnih radzobjih ekipa išče načine, kako postati učinkovitejša ob rednem 
prilagajanju svojega delovanja. 
 
Štiri vrednote, ki vodijo agilni razvoj in jih je manifest uvedel pa so: 
1. Posamezniki in interakcije pred procesi in orodji. 
2. Delujoča programska oprema pred vseobsežno dokumentacijo. 
3. Sodelovanje s stranko pred pogodbenimi pogajanji. 
4. Odziv na spremembe pred togim sledenjem narčtom. 
 
Potek razvoja programske opreme agilne metodologije daje pomen na cikličnosti kot nekakšni 
povratni zanki (Slika 9), ki razvijalcem neprestano podaja nove zahteve in želje naročnikov ter 
uporabnikov, ti pa na podlagi tega naredijo spremembe.  
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V vsaki ciklični zanki se tudi neprestano preskuša programsko opremo in odpravlja napake, saj 
lahko le tako produkt sledi hitrem posodabljanju različic programske opreme in le tako lahko 
produkt ostaja zanesljiv in konkurenčen.  
 
Slika 9: Razvoj programske opreme po agilni metodologiji 
 
3.3 Agilna metodologija danes  
Danes sledi skoraj vsa programska oprema okoli nas sledi agilni metodologiji. Od osebnih 
računalnikov do pametnih telefonov, vse sledi principu agilnega manifesta. Posodobitve 
prejemamo na časovni ravni od nekaj dni do nekaj tednov, tako aplikacije kot operacijski 
sistemi se neprestano izboljšujejo, hkrati pa odpravljajo napake. Z vsakim odpravljanjem napak 
se vnesejo nove napake, za katere sledijo popravki v najkrajšem možnem času. 
Konkurenčnost trga zahteva neprestan razvoj in uvajanje novosti na področju programske 
opreme, vendar se tukaj prednosti agilnih metodologij ne zaključijo. Agilno pomeni tudi varno 
in učinkovito, saj visoko zanesljivo programsko opremo, z znižanimi tveganji tako za ljudi kot 
tudi za opremo. 
Poleg tega pa se s sledenjem metodologije izboljšuje zadovoljstvo strank in kupcev, kar 
omogoča razvijalcem konkurenčnost in razvoj na področju trga. 
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Viri [11] navajajo, da se je z agilnimi tehnologijami hitrost razvoja programske opreme povišala 







Zagotavljanje kakovosti programske 
opreme agilnih metodologij 
 
There are two ways of constructing a software design: One way is to make it so simple that 
there are obviously no deficiencies, and the other way is to make it so complicated that there 
are no obvious deficiencies. The first method is far more difficult.  
-Sir Charles Antony Richard Hoare  
 
Z uveljavljanjem agilne filozofije razvoja programske opreme, se je morala spremeniti tudi 
filozofija preskušanja programske opreme, ki sledi novi filozofiji. Zaradi neprestanih 
popravkov in sprememb v zahtevah programske opreme, preskušanje končnega produkta ni bilo 
več dovolj efektivno in pravzaprav praktično nemogoče. Poleg tega pa agilne metodologije 
zagotavljajo varen in kakovosten produkt, kar preskušanje na koncu ne omogoča. 
Omogočiti je bilo treba neprestano preskušanje opreme znotraj vsake iteracije in hkrati 
odpravljanje napak sproti in ne na koncu. Samo takšen pristop k preskušanju bi omogočil obstoj 
agilnih principov. 
 Uvedlo se je novo mišljenje, da testiranje ni faza ob zaključku razvoja programske 
opreme, pač pa da je iterativen proces znotraj procesa razvoja in ne kot ločen proces.  
Tehnike preskušanja se od klasičnih niso spremenile, spremenile so se metode testiranja v 
smislu celotnega procesa. Še vedno se namreč preskuša po tehniki preskušanja modulov in 
integracijskega preskušanja. Bolj pa so pomembne metode, ki navajajo kdaj pride do 





Agilne metode testiranja sledijo šestim osnovnim principom[12]: 
1. Neprestano zagotavljanje povratnih informacij. S tem principom lahko produkt sledi 
zahtevam in spremembam. Komunikacija s stranko oziroma naročnikom je najbolj 
pomembna. 
2. Preskušanje izvaja celotna ekipa. Nasprotje od filozofije klasičnega obdobja, kjer je 
preskušanje izvajala le testna ekipa in ravojna ekipa ni sodelovala. S tem se programska 
oprema preveri iz mnogih vidikov in omogoča lažje in hitrejše odkrivanje napak.  
3. Zmanjšanje časa odgovora na povratne informacije. Vse ekipe se hitro odzivajo na 
dobljene povratne informacije o nastajanju in razvoju produkta. 
4. Preprosta in čista koda. Programska koda se popravlja in ureja znotraj vsake iteracije, 
kar omogoča preglednost kode.  
5. Manj dokumentacije. Ekipa dokumentira le kar je nujno potrebno (zahteve, napredek) 
in se ne osredotoča na pisanje nepotrebne, predolge in nepregledne dokumentacije. Bolj 
pomembna je delujoča koda kot pa neskončna dokumentacija. 
6. Testiranje vseskozi. V času razvoja se neprestano opravljajo testi, ne le na koncu 
implementacije, kot je bilo v obdobju klasičnega preskušanja programske opreme. 
Sledenje novo uvedenim principom zagotavlja varnost opreme, ki sledi agilni metodologiji 
in omogoča konkurenčnost produkta na spreminjajočem se trgu, na katerem izdelki ne 
smejo zastareti, pač pa se zahteva neprekinjen proces razvoja le-teh. 
4.1 Metode agilnega preskušanja in zagotavljanja kakovostne 
programske opreme  
Skozi čas so se razvijale različne metode agilnega testiranja, ki preskušajo programsko opremo 
po agilni metodologiji. Se med sabo razlikujejo, vendar pa v osnovi vse sledijo istim principom 
in zagotavljajo enake cilje. Varen in posodobljen program, ki je bil dostavljen kar se da hitro in 
ki omogoča (celo pričakuje) nove zahteve in spremembe.  
Osnovo agilnega testiranja pa predstavlja avtomatsko preskušanje modulov. 
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4.1.1 Avtomatsko preskušanje kot osnova agilne metodologije   
Pri vseh metodah agilnega razvoja varne in zanesljive programske opreme, ki sledijo v 
prihodnjih poglavjih je kot testiranje vedno uporabljeno avtomatsko preskušanje modulov. 
Avtomatsko preskušanje modulov je proces, pri katerem razvijalna in preskusna ekipa napiše 
testne funkcije, ki testirajo določen del programske kode (modul) in opazujejo izhodne 
parametre programa.  
Funkcija deluje tako, da v modul vnaša vhodne parametre, ki so generirani v prednapisani 
funkciji. Glede na rezultate izhodnih parametrov se določi, ali programska koda ustreza željeni 
funkcionalnosti ali ne. Sta samo dve možnosti: Program opravi teste ali program ne opravi 
testov. 
Kot navaja članek [13]: »Ni mogoče biti agilen, brez avtomatskega preskušanja modulov.« 
Vendar se pojavi vprašanje, zakaj je avtomatsko preskušanje modulov tako pomembno? 
Razlog je preprost, saj je agilna metodologija trdno povezana z avtomatskim preskušanjem 
modulov. Metodologija ima cilj v kratkem času ustvariti zanesljivo, kakovost in konkurenčno 
programsko opremo, avtomatsko preskušanje modulov pa je kot nekakšen pogoj, ki to omogoča 
[13]. 
Avtomatsko testiranje namreč odkriva napake v času razvoja manjših delov programa, namesto 
na koncu razvoja, ko je program že nekako zaključena celota. Zgodnje odkrivanje napak je 
posledično povezano tudi z nižjimi stroški, saj so stroški odpravljanja napak globlje v 
življenjskem ciklu mnogo višji.  
Takšen način preskušanja omogoča, da lahko razvijalci sledijo ozkemu časovnemu okviru in 
natrpanem urniku ter tempu. Omogoča namreč regresivno preskušanje ob manjših spremembah 
kode. Regresivno preskušanje pomeni, da s takšnimi preskusi preverjamo, če program ohranja 
svojo zadano funkcionalnost ob manjših spremembah v programski kodi. Ob neodkritih 
napakah bi prišlo do ozkega grla ob koncu posameznih ciklov v agilnih metodah razvoja, ker 
bi se morala programska koda vračati iz zaključnih faz nazaj v razvojne faze, zaradi česar ekipa 
ne bi morala slediti zadanim rokom. 
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Preskušanje modulov pa ni edini način preskušanja, ima le najvišjo prioriteto pri agilnem 
zagotavljanju kakovostne programske opreme (Slika 10). Naslednje po prioriteti je avtomatsko 
integracijsko preskušanje in avtomatsko prevzemno preskušanje.  
Avtomatsko integracijsko preskušanje testira delovanje programske opreme kot celote, ko je že 
bilo opravljeno modularno preskušanje. Zaradi nižje prioritete je posledično v tem delu manj 
napak v funkcionalnosti, ker so bile že sproti odpravljene in preprečene v prejšnji fazi.  
Še nižjo prioriteto ima preskušanje uporabniške vmesnika, ki je tudi popolno nasprotje filozofiji 
pred agilnimi metodologijami, saj ima tam najvišjo prioriteto in je opravljeno ročno. Pri 
avtomatskem preskušanju uporabniškega vmesnika se simulira interakcija uporabnika s 
programsko opremo in se preveri groba funkcionalnost opreme, kot je navedena v navodilih 
proizvajalca, oziroma kot bi jo uporabljale stranke. Na koncu pa sledi z najnižjo prioriteto še 
raziskovalno preskušanje, ki je opisano v poglavju (4.1.4). 
 
Slika 10: Piramida prioritete preskušanja pri agilni metodologiji 
 
4.1.2 Metoda vedenjsko vodenega razvoja 
Vedenjsko voden razvoj (ang. Behavior Driven Development) ali BDD (vedenjsko voden 
razvoj), je ena izmed metod agilnega testiranja oziroma metoda razvoja programske opreme, ki 
se je razvila iz TDD (testno voden razvoj). Testno voden razvoj je metoda razvoja pri kateri se 
najprej izdelajo testi, glede na zahteve programa in šele nato sledi razvoj programske kode. 
Tako se poskrbi, da bo napisana koda zagotovo opravila teste in posledično se zniža čas 
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potreben za popravke ter stroški. Testi se imenujejo tudi »fail tests«, ker ekipa razvije takšne 
teste, ki jih programska oprema zagotovo ne bo opravila. To je ključnega pomena, saj nato 
sledi pisanje in spreminjanje kode, ki bo takšne teste lahko opravila.  
Sicer se že v testno vodenem razvoju napišejo testi, ki jih programska oprema ne opravi. S tem, 
da se v testno vodenem razvoju napišejo testi, ki jih moduli ne opravijo, pri vedenjsko vodenem 
razvoju pa se poleg tega napišejo še prevzemni testi, ki jih programska oprema ne bo opravila. 
S tem lahko tudi označimo vedenjsko voden razvoj kot nadgradnjo testno vodenega razvoja 
(Slika 11). 
 
Slika 11: Vedenjsko voden razvoj 
Namen vedenjsko vodenega razvoja je, da vzame te lastnosti testno vodenega razvoja, hkrati 
pa še upošteva načelo, da morajo biti zahteve, cilji in testi napisani v splošnih izrazih. Ti splošni 
izrazi morajo biti zelo preprosti in vsem razumljivi, kar omogoči, da lahko celotna ekipa razume 
programsko kodo in teste, ter lahko vsi sodelujejo na projektu brez večjih težav pri razumevanju 
dela [14].  
To pomeni, da se strokovna terminologija projekta poskuša čim bolj približati terminom iz 
vsakdanjega življenja in tako lahko vsi razumejo do najmanjšega detajla kaj pravzaprav delajo 
pri nekem projektu. Zaradi tega ni nesporazumov in nepotrebnih napak, ki bi jih nerazumevanje 
projekta povzročilo. 
Glavno načelo vedenjsko vodenega razvoja je, da morajo biti testi narejeni glede na željeno 
vedenje posameznih delov programske kode (modulov).  
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Vedenjske značilnosti dela kode pa se navajajo skozi t. i. uporabniške zgodbe. Takšne zgodbe 
so za vse zelo razumljive in se zato jasno ve, kaj se pričakuje od delovanja določenih delov 
programa.  
Glede uporabniških zgodb velja pravilo: Uporabniške zgodbe morajo biti zapisane tako, da so 
vsem sodelujočim pri projektu jasno razumljive [14]. 
 
Slika 12: Uporabniška zgodba 
 
Na sliki (Slika 12) je prikaz uporabniške zgodbe programa, ki skrbi za krmiljenje bankomata. 
Ta mora izdati denar, če ga je na bankomatu dovolj in če ga ima uporabnik na računu dovolj. 
Uporabniška zgodba se nato lahko prevede v dejanski program, pri čemer se pravzaprav ne 
spremeni veliko, le da se prilagodi glede na dejanski programski jezik.  
V stavkih se besede IN, KO, POTEM zamenjajo za enakovredne stavke iz željenega 
programskega jezika, ki nato opravljajo ustrezne funkcije programa, ki morajo delovati enako 
kot je napisano v uporabniški zgodbi. 
Tako kot vsaka metoda preskušanja in zagotavljanja kakovosti in zanesljivosti programske 
opreme, pa ima tudi ta nekaj prednosti ter pomanjkljivosti. Prednosti vedenjsko vodenega 
razvoja programske opreme so [14]: 
• Drastično zmanjša število napak, zaradi neprestanega testiranja in pisanja testov, pred 
dejanskim pisanjem programske kode. 
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• Zaradi uporabe splošnega jezika, ki ga razumejo vsi udeleženci projekta je pri tej 
metodi komunikacija znatno boljša kot pri ostalih metodah. Posledično se zmanjšajo 
napake ali pa hitreje odkrijejo.  
Seveda pa so tudi pri takšni metodi nekatere pomankljivosti: 
• Zahteva specifikacije pred začetkom razvoja. Pred začetkom vedenjsko vodenega 
razvoja programske opreme se mora ekipa sestati in podrobno napisati zahteve in 
se pogovoriti o uporabi splošnega jezika, nato pa še napisati uporabniške zgodbe. 
To za večje projekte ni ovira ampak prej dober pogoj, ki vodi k preglednosti in 
zanesljivosti. Za krajše projekte pa je to nepotrebna potrata časa in podaljšanje 
časovnega okvira projekta. 
• Odvisnost na neprestane povratne informacije uporabnikov. Neprestane zahteve za 
spreminjanje kode so sicer vsakdanja lastnost agilnih tehnologij, problem pa je, ker 
je treba pri tej metodi velikokrat napisati nove uporabniške zgodbe in zato so 
potrebne točno določene usposobljene osebe znotraj projekta. V kolikor teh oseb 
ni, se lahko ustavi potek projekta. 
 
4.1.3 Metoda sprejemno vodenega razvoja  
Metoda se v literaturi imenuje tudi ATDD (sprejemno voden razvoj). Kot že ime pove, ima 
metoda ogromno s sprejmnimi oziroma prevzemnimi testi. Gre namreč za izboljšavo metode 
vedenjsko vodenega razvoja, viri pa jo označujejo tudi za najbolj primerno in konkurenčno 
metodo agilne metodologije [15]. 
Zaradi povezave z vedenjsko vodenim razvojem pa je metoda posledično tudi povezana s testno 
vodenim razvojem, sprejemnimi testi, modularnimi testi in uporabniškimi zgodbami. Sprejemni 
testi so pri metodi ATDD, kot nekakšna specifikacija željene funkcionalnosti in obnašanja 
programske opreme, katere rezultati in parametri izhodov morajo točno ustrezati.  
Tudi tukaj se zahteve navajo v obliki uporabniških zgodb in te predstavljajo temeljne smernice 
za celotno razvojno in testno ekipo, hkrati pa omogočajo razvoj čiste in pregledne kode in 
jasnosti nalog projekta.  
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Agilna metodologija poudarja pomembnost uporabnikov in naročnikov, ter jih postavlja na 
prvo mesto. To je način vzdrževanja zadovoljstva naročnikov in strank, hkrati pa daje produktu 
veliko konkurenčnost na neusmiljenem spreminjajočem se trgu. Metoda sprejemno vodenega 
razvoja pa gre še korak dlje kot ostale agilne metode in odstrani mejo med stranko, razvojno 
in testno ekipo. 
Ob velikem poudarjanju pomembnosti komunikacije, gre pri tej metodi za popolnim vplivom 
stranke v procesu razvoja programske opreme. Tako kot sta bili prej dve ključni ekipi, testna in 
razvojna, so v izboljšani metodi tri enakovredne ekipe. Vsaka s svojimi zahtevami in prispevki 
k razvoju procesa programske opreme: 
• Stranka. Zastavi problem, ki potrebuje rešitev in navede natančne zahteve končnega 
produkta. 
• Razvojna ekipa. Navede možne rešitve problema in ustvarja produkt, ki ustreza 
navedenim zahtevam produkta. 
• Testna ekipa. Išče napake rešitev razvojne ekipe in izpostavlja možnosti za izboljšavo. 
Sodelovanje pa se kaže na točno določen način. Stranka sodeluje pri izdelavi uporabniških 
zgodb, s tem pa še dodatno izboljša razumevanje željenih zahtev in jasno opredeli potek 
projekta, ki ga obe ekipi še bolje razumeta. Uporabniške zgodbe predstavljajo osnovni načrt 
razvoja programske opreme in pisanja sprejemnih testov.  
Stranka pa sodeluje tudi pri izdelavi sprejemnih testov, zato ima neposreden vpliv na 
zagotovitev pravilnega in željenega delovanja produkta. Odpravijo se namreč možne napake ali 
nejasnosti, ki bi jih lahko ekipi naredili pri pisanju sprejemnih testov (avtomatiziranih). Nato 
sledi testno voden razvoj programske opreme, kjer se dosega pravilno delovanje programske 
kode, glede na napisane testne primere, ter izpolnjevanje ustrezne funkcionalnosti produkta, kot 
je navedela stranka.  
Ob izpolnitvi vseh pogojev se stranki izda delujoč produkt, ki ima novo funkcionalnost in 
celoten postopek se znova ponovi. Tako kot pri ostalih metodah je tudi tukaj značilna cikličnost 





Slika 13: Metoda sprejemno vodenega razvoja 
 
4.1.4 Raziskovalno testiranje  
Raziskovalno testiranje je nekakšno nasprotje avtomatskega testiranja modulov in opravljnja 
sprejemnih testov, ki so napisani pred izdelavo programske opreme in se na koncu le poženejo. 
Ekipi pa sta osredotočeni le še na rezultate avtomatskih testov. 
Cilj raziskovalnega testiranja pa je kognitivno razmišljanje, brez vnaprej pripravljenih testnih 
primerov ali funkcij. Preskuševalec si lahko pripravi načrt in potek testiranja, seveda pa mora 
tudi upoštevati neke zahteve. 
Uvedba raziskovalnega testiranja temelji na dejstvu, da pri avtomatskem preskušanju ni 
vpletenega razmišljanja. Razmišljanje je v tem primeru mišljeno kot sklepanje, predlaganje, 
sodelovanje in analiziranje. Avtomatsko preskušanje samo vnaša vhode in dostavlja izhode, 
lahko bi rekli, da le preverja pravilnost delovanja, ne pa tudi način delovanja. 
Gre za spontane vnose in načine testiranja, kjer ima popoln nadzor testna ekipa, medtem ko ima 
pri avtomatskih metodah nadzor testni program. Testna ekipa pa določa teste, ki bi jih rada 
izvedla na podlagi raziskovanja v delovanju in funkcionalnosi programa. Tako niso z vsako 




Takšna metoda testiranja se uporablja za iskanje napak, ki jih avtomatske metode preskušanja 
niso zaznala in so nekako prišle skozi vse faze testiranja do zaključnih faz. Testna ekipa ima ob 
tem popolno svobodo pri izbiri testnih metod, za katere se odloča ob raziskovanju delovanja 
programa.  
Razsikovalno testiranje lahko primerjamo z black-box preskušanjem, vendar preskuševalec 
nima nikakršnih specifikacij o željenem delovanju programa, ampak se sam uči iz izkušenj in 
sklepanja kaj program dela. Ob tem lahko najde možne napake, ki jih bi spregledali tisti, ki so 
ves čas sodelovali pri razvoju in so »slepi« zaradi popolnega poznavanja delovanja programske 
opreme. 
Potek iskanja napak in njihovega reševanja je v primeru raziskovalnega testiranja sledeč [18]:  
1. Učenje o produkt skozi raziskovanje 
2. Učenje o trgu, kjer bo končni produkt prisoten 
3. Iskanje primerov, v katerih produkt ne deluje pravilno 
4. Iskanje šibkih točk produkta 
5. Iskanje pristopov k testiranju danega produkta 
6. Testiranje produkta 
7. Prijava odkritih napak produkta 
8. Reševanje napak 
9. Izdelava in izbira novih možnosti testiranja, na podlagi novega znanja o produktu 
Raziskovalno testiranje pravzaprav ni metoda testiranja, ampak le pristop k izbiri 
testnih metod. [18] 
 





Primerjava obdobja tradicionalnega in 
agilnega pristopa  
 
Everything should be made as simple as possible, but no simpler.  
                     -Alber Einstein,  
prejemnik Nobelove nagrade za fiziko 
  
 
V zadnjih sedemdesetih letih je prišlo do neverjetno hitrega napredka in ravoja na področju 
programske opreme. V teh letih je človeštvo prišlo vse od prvega računalnika ENIAC do 
programske opreme v pametnih telefonih, vesoljskih plovilih, avtonomnih vozilih … 
Spreminjanje zahtev pri razvoju programske opreme pa je zahteval tudi nastanek različnih 
metod in pristopov k razvoju programske opreme in zagotavljanju kakovostnih izdelkov. Zaradi 
razvoja ene metode iz druge, pogosto opazimo, da stojijo za njimi zelo podobne filozofije in 
načini razmišljana, kot tudi odnos do razvoja.  
V praksi grobo ločimo dve obdobji, ki se nekako ločujeta v filozofiji in pristopu k razvoju in 
zagotavljanju kakovosti programske opreme. Prvo obdobje, tradicionalno, označujemo nekako 
kot obdobje od sedemdesetih let prejšnjega stoletja dalje. V tem obdobju so nastale metode, kot 
so kaskadni model in spiralni, razvili pa so se tudi različni načini preskušanja (Poglavje 2.3).  
Drugo obdobje pa se je začelo z letnico 2001, z uvedbo Agilnega manifesta, s katerim so se 
prvič uradno označile agilne metodologije, kot nov način razvoja programske opreme. Zahteve 
po novih metodologijah so se pojavile zaradi spremembe zahtev na trgu, ki je vse bolj zahteval 
hitro se spreminjajočo programsko opremo. Tradicionalni pristopi niso več ustrezali za nove 
zahteve po hitrem in učinkovitem razvoju.  
Ne pravimo pa, da je danes obdobje agilne metodologije, pač pa še vedno srečujemo oba 
pristopa. Izbira metodologije je odvisna od zahteve produkta in zahteve stranke, na podlagi 
katerih si razvijalci in preskuševalci izberejo pristop iz široke palete možnih načinov. Izbira je 
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popolnoma prosta in prepuščena obem ekipam, s tem, da se kljub koeksistiranju obeh 
metodologij danes poudarjajo agilni pristopi, predvsem zaradi odnosa in vpletenosti stranke.  
Obdobji se razlikujeta v več pogledih, ki sem jih obravnaval s stališča treh ključnih:  
• Pristopi k načrtovanju produkta in načrtovanju testiranja 
• Funkcija stranke v metodologijah 
• Načini in prioritete testiranj v metodologijah 
 
5.1 Razlike v pristopu in pomenu načrtovanja produkta in 
testiranja  
Največja razlika med obdobjem tradicionalnih pristopov in obdobjem agilnih pristopov je v 
pomenu in podrobnosti načrtovanja dela. To zajema pregled funkcionalnosti programske 
opreme, načrtovanje razvoja in tudi načrtovanje testiranja. 
V tradicionalnih pristopih je pomen načrtovanja izrednega pomena. Faza planiranja je časovno 
obsežna, poleg tega pa zahteva ogromno dokumentacije. Ogromen pomen je pripisan tudi 
analiziranju tveganja in možnih napak.  
Razvoj izdelka v tradicionalnem pristopu močno sledi načrtovanemu poteku, do najmanjše 
podrobnosti in brez odstopanj od njega. Pomen tega je v tem, ker se pričakuje, da se vse možne 
napake že definirajo v fazi načrtovanja, pred samim razvojem, ter da do njih ne bo prišlo v času 
razvoja.  
Problem je v tem, da z večanjm kompleksnosti izdelkov je tudi vedno težje predvideti vse 
možne napake v fazi načrtovanja, saj razvojna ekipa naleti na mnogo ovir, ki jih ni bilo mogoče 
predvideti. Druga težava je pa tudi v tem, da je z obsežnim načrtom posledično tudi ogromno 
nepregledne dokumentacije, ki je zahtevala ogromno časa za pisanje, na koncu pa je praktično 
neuporabna za večino razvijalcev in preskuševalcev. 
Ob zaključenem produktu sledi podrobno preskušanje izdelka in ob možnih napakah spremljajo 
ogromni stroški kakršenkoli prehod v prejšnje faze razvoja programske opreme. Nekako lahko 
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označimo tradicionalne pristope za zelo optimistične, saj zahtevajo in pričakujejo, da ob 
podrobnem in natančnem analiziranju tveganja in predvidevanju ovir, ne bo prišlo do napak v 
razvoju.  
Agilni pristopi se zavedajo kompleksnosti in prilagodljivosti programske opreme, ki jo zahteva 
današnji trg. Zavračajo filozofijo klasičnih oblik testiranja, ker je to, ob konstantno 
spreminjajočih se zahtevah stranke in trga, nepraktično. Zahteve stranke ali trga se lahko 
namreč do konca razvoja, ali pa že celo do konca dokumentiranja in načrtovanja, popolnoma 
spremenijo, in bi bilo treba začeti od začetka, medtem ko se produkt sploh še ni začel razvijati.   
Seveda pa kljub temu nov pristop zagotavlja kakovosten in nadzorujoč potek razvoja, ki ga 
podpira neprestana analiza in prilagajanje programske opreme [18]. Ob načrtovanju se naredijo 
le osnovne zahteve stranke pri produktu, ki se lahko na primer kaže skozi pisanje uporabniških 
zgodb. Nato se v načrtovanju naredi še analizo možnih testnih pristopov k končnem produktu 
in nato se na podlagi tega začne razvoj produkta. S tem se zmanjša obsežna in nepotrebna 
dokumentacija, ter omogoči hiter »skok« v razvojno fazo produkta.  
Agilne metodologije so odgovor kompleksnim in spreminjajočim se zahtevam na trgu, ki jih 
tradicionalni pristopi nikakor ne morejo izpolniti v kratkem času, ki je na voljo razvijalcem in 
preskuševalcem.  
 
Slika 15: Fiksni in spremenljivi parametri različnih pristopov 
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Na zgornji sliki (Slika 15) je grafična upodobitev parametrov, ki so spremenljivi in tistih, ki so 
fiksni. Prikaz služi kot nekakšen vizualni koncept vzroka za razlike pri načrtovanju dveh 
različnih pristopov.  
Tradicionalni pristop ima spremenljive časovne okvire in ceno, medtem ko so fiksne zahteve in 
funkcionalnost. Takšnemu pristopu to dopušča ogromno časa in proračuna za izdelovanje 
načrtov, poleg tega pa ostajajo zahteve enake ves čas skozi načrtovanje in niso časovno 
spremenljive.  
Pri agilnih pristopih pa so časovni roki jasno definirani in morajo biti izpolnjeni, kar gre nekako 
skupaj s ceno, saj stranka pričakuje, da bodo stroški ustrezali tistim, ki so bili navedeni na 
začetku. Zaradi konstantega spreminjanja zahtev in funkcionalnosti je torej načrtovanje brez 
pomena oziroma prej ovirajoče za produkt.  
Kakovost je v primeru agilnih pristopov fiksna, saj jo stranka določa v fazah načrtovanja in 
morajo biti takšne zahteve glede nje tudi izpolnjene. Ob neizpolnjeni željeni kakovosti produkt 
ne bi bil konkurenčen in ustrezen na trgu, kar bi posledično pomenilo slab zgled za tako stranko 
kot izvajalce opreme.  
Kakovost pri tradicionalnih pristopih ni ne fiksna ne spremenljiva, saj je odvisna od pristopov 
in od učinkovitosti metod testiranja in razvoja programske opreme. V kolikor gre za varnostno-
kritične sisteme, je seveda fiksna in jo nujno potrebno izpolniti. V kolikor ni fiksna pa je 
določena šele na koncu opravljenih testov, ki tradicionalno pridejo šele v zadnjih fazah razvoja.  
5.2 Razlike v funkcijah in načinu sodelovanja stranke, testne 
ekipe in razvojne ekipe  
V obeh pristopih je stranka najvišja prioriteta pri celotnem projektu, saj konec koncev daje 
povod in idejo za željen produkt, poleg tega pa je ključen del pri izdelavi produkta, ki ga 
oblikujejo njene želje in cilji.  
Velika razlika med pristopi pa je v funkciji in časovni prisotnosti stranke v poteku razvoja 
programske opreme. V tradicionalnem obdobju je stranka prisotna le na začetku, v fazi 
načrtovanja, in čisto na koncu, v fazi implementacije produkta [18]. Starejše pristope oblikuje 
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predvsem zelo strogo formalna in profesionalna hierarhija pri razdelitvi nalog obeh ekip, 
ter strogo omejevanje stranke pri razvojnem procesu. 
Stranka na začetku sodeluje ob načrtovanju in skupaj z razvojno ekipo podrobno definira cilje, 
želje, naloge in časovne roke. Ob zaključni fazi načrtovanja pa se stranka loči od razvojne ekipe 
in ne sodeluje v fazi razvoja produkta. Stranko se obvešča le ob možnih naletih na ovire ali pa 
spremembah v stroških izdelave. Stranka se ponovno sestane z ekipo ob implementaciji, kjer 
oceni razvit izdelek, ki ga takrat prvič vidi.  
Še ena značilnost tradicionalnih pristopov je jasna črta med razvijalci in preskuševalci, ki sta 
dve popolnoma ločeni ekipi in sodelujeta na ravni komunikacije ob prenosu izdelka iz ravojne 
v testno fazo. To je seveda velika težava, ker tako testna ekipa nima dobre podlage iz logike v 
ozadju produkta in je posledično tudi preskušanje manj efektivno, saj je recimo podrobno 
strukturno white-box preskušanje oteženo. Testna ekipa težko sklepa o delovanju programa, 
možnih napakah in načinih iskanja le-teh. 
Agilni pristopi pa vključijo stranko v vse faze razvoja izdelka, ponekod je celo fizično 
locirana v isti stavbi kot je razvojna in testna ekipa. Od stranke se pričakuje popolno 
sodelovanje pri načrtovanju, razvoju in preskušanju produkta skozi vse faze. Poleg tega 
stranka zaradi željenih prilagoditev neprestano podaja nove zahteve in ideje o produktu, ekipi 
pa prilagodita načine preskušanja in razvoja izdelka na podlagi tega.  
Razlika v načinu sodelovanja se kaže tudi pri razvojni in testni ekipi. Pri tradicionalnih pristopih 
sta ekipi ločeni in vsaka opravlja svojo nalogo, testna ekipa tako recimo ne sodeluje pri razvoju 
produkta, ampak le ob njegovem testiranju v končnih fazah. 
Zaradi prioritete testiranja na začetku oziroma izdelave testnih programov, pred samim 
razvojem produkta, je sodelovanje testne ekipe in razvojne ekipe veliko večjega pomena pri 
agilnih metodologijah, kot pri tradicionalnih. Ekipi sta na enaki ravni v razvoju skozi celoten 
proces razvoja produkta od načrtovanja vse do implementacije. To omogoča veliko boljše 
razumevanje zahtev in lociranja možnih napak produkta, kar posledično pomeni kakovosten in 




Slika 16: Sodelovanje med udeleženci v procesu razvoja 
 
5.3 Razlike v poteku faz razvoja  
Ob primerjavi pristopov v tradicionalnih in agilnih metodologijah lahko pri analizi diagramov 
poteka faz zasledimo, da gre za različno naravo njihovega poteka. Vzrok za razliko je enak 
ostalim vzrokom – zahteve po neprestanih spremembah in časovna neprimernost preskušanja v 
končnih fazah.  
Tradicionalne pristope oblikuje linearen potek faz v razvoju vse od načrtovanja do 
implementacije in vzdrževanja produkta. Kot omenjeno v prejšnjih poglavjih, je za takšen 
pristop pomembna zelo podrobna izdelava načrta in predvidevanje možnih napak, ker je 
odkrivanje ovir in napak skozi proces razvoja nedopustno, saj zahteva vrnitev v začetne faze 
razvoja.  
Primer poteka tradicionalnega razvoja je recimo kaskadni model, ali pa V-model, kjer si faze 
sledijo v linearnem poteku brez ponavljanja in neprestano v isti smeri – proti zaključnim fazam.  
 
Slika 17: Linearni potek faz tradicionalnega pristopa 
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Grob prikaz (Slika 17) prikazuje značilen linearen potek faz razvoja, ki ga srečamo v 
tradicionalnih pristopih, ki je predvsem značilen za zgodnje pristope od sedemdesetih let dalje, 
danes pa ga sicer še vedno srečamo v določenih večjih in varnostno-kritičnih sistemih. 
Agilne metodologije so uvedle nov potek razvojnih faz od zahtev stranke pa do implementacije 
in vzdrževanja produkta, ki jih podrobno opisujeta poglavji (Poglavje 3) in (Poglavje 4). Novi 
pristopi so se začeli uvajati v devetdesetih letih, utemeljili pa so se v začetku 21. stoletja, ki so 
danes pogosti za večino programske opreme na trgu. Vse od računalnikov pa do pametnih 
telefonov. 
Novi principi niso več linearne narave pač pa iterativne oziroma ciklične narave. S tem je 
omogočeno neprestano preskušanje produkta ter upoštevanje hitro spreminjajočih se zahtev 
stranke. Poleg tega pa omogoča mnogo manj poudarka na načrtovanju in hitrejšo dobavo 
programske opreme stranki, kjer sledijo spremembe in vzdrževanje, ko je produkt že na trgu. 
Samo tako lahko produktu omogočimo neprestano fleksibilnost funkcionalnosti in 
konkurenčnost. 
 
Slika 18: Cikličen potek faz agilnih pristopov 
Prikaz (Slika 18) je le groba oblika poteka faz v razvoju, ki samo ovkirno prikazuje razliko 
agilnega pristopa od tradicionalnega. Agilne metodologije se seveda v poteku med seboj 
razlikujejo, tako kot recimo SCRUM metoda ni enaka kot ekstremno programiranje.  
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5.4 Razlike v načinih in prioritetah testiranj  
Za zagotavljanje kakovosti sta pomembna tako faza načrtovanja kot tudi faza testiranja. 
Pomembno je, da se locirajo vse napake, ki so prisotne v programski opremi, sploh tiste, ki so 
varnostno-kritičnega pomena ali pa tiste, ki bi preprečile pravilno funkcionalnost programske 
opreme.  
Razlike v testiranju so velike pri obeh obodjih različnih pristopov. Tradicionalni pristopi, kot 
je že omenjeno, poudarjajo podrobno načrtovanje, kasneje pa več faz podrobnega testiranja, ki 
sledijo ob koncu faze kodiranja. Časovno lahko tako rečemo, da v tradicionalnih pristopih sledi 
faza (ali več faz) testiranja med zadnjimi v procesu razvoja programske opreme. 
Agilni pristopi, ki so značilne ciklične narave procesa razvoja, pa umeščajo fazo testiranja med 
prve faze. Najprej se naredi testna oprema in testni primeri, nato pa se piše programska oprema, 
glede na testne primere in z namenom, da jih opravi. Testiranje se na koncu kodiranja tudi 
opravi, pregled kode pa je pogosto že v času pisanja.  
Razlika pa ni le v časovni umestitivi faz testiranja, ampak tudi v načinu testiranja. Poznamo 
različne metode (2.3) preskušanja kakovosti in pravilnosti delovanja programske opreme, ki se 
jih preskuševalci poslužujejo. Razlika se pojavlja v različnih prioritetah teh metod znotraj 
posameznih pristopov. 
Tradicionalni pristopi poudarjajo ročno preskušanje grafičnega uporabniškega vmesnika in 
mu dajejo najvišjo prioriteto. Naslednja po prioriteti je metoda avtomatskega integracijskega 
preskušanja, zadnja po vrsti pa je metoda avtomatskega preskušanja modulov.  
Agilni pristopi pa poudarjajo povsem drugačno filozofijo. Zaradi prve faze, ki je pisanje testnih 
programov in primerov, ki jih mora program opraviti, je najvišja prioriteta na avtomatskem 
preskušanju modulov. Tako se odpravijo najmanjše napake, posledično zato v avtomatskem 
integracijskem preskušanju ni več toliko napak, ko imamo že celoten, večji in kompleksnejši 
produkt. Še manjšo prioriteto pa ima preskušanje grafičnega uporabniškega vmesnika, ki je pri 
agilnih pristopih avtomatsko in ne ročno. To simulira pritiske tipk tipkovnice ali miške, odvisno 
od opreme. Z najmanjšo prioriteto pa pride na vrsto raziskovalno testiranje (Poglavje 4.1.4), 
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katerega namen je odkriti možne skrite napake, ki jih ni bilo možno predvideti ali sklepati o 
njihovem obstoju.  
 
Slika 19: Prioritetna piramida 
Prikaz prioritete različnih metod testiranja je na zgornji sliki (Slika 19), kjer je moč videti, da 
je prioritetna piramida skoraz zrcalna za obe obdobji, le z razliko, da je pri agilnih pristopih 
tudi preskušanje grafičnega uporabniškega vmesnika avtomatizirano. Seveda niso to edine 
metode, ki so v uporabi za preskušanje, so pa tiste, ki so najbolj pogoste. Uporaba metod je še 
vedno prosta izbira preskuševalcev in posvetovanja z razvojno ekipo, ter odvisna od zahtev 
produkta in logike delovanja. 
Zelo pomembna razlika, ki najbolj oblikuje dve različni obdobji pristopov, je filozofija oziroma 
odnos do napak. Cilj tradicionalnega pristopa je odkriti napake, cilj agilnega pristopa pa je 




5.5 Povzetek razlik in značilnosti zagotavljanja zanesljive in 
kakovostne programske opreme različnih obdobij 
Vsebina poglavja se osredotoča na razlike med zagotavljanjem zanesljivosti programske 
opreme v obdobjih tradicionalnih in agilnih pristopov. V spodnji tabeli (Tabela 1) sem povzel 
osnovne značilnosti in razlike med posameznimi obdobji, kjer je večja preglednost le-teh.  
Tabela 1: Razlike agilnih in tradicionalnih pristopov 
 
 







Vrednost produkta na trgu Izpolnjevanje zahtev načrta 
Velikost projekta 
 




Odnos do sprememb 
 
Niso dobrodošle Dober, prilagodljivost 
Kultura dela 
 
Ukazovanje in kontroliranje Sodelovanje  
Dokumentacija 
 
Veliko dokumentacije Čim manj dokumentacije, splošna 
Poudarek 
 
Na zadovoljstvu strank Na sledenju načrta 
Cikli 
 
Samo en, linearen potek Mnogo ciklov 
Potek dela 
 
Predvidljiv Nepredvidljiv in prilagodljiv 
Načrtovanje 
 
Podrobno in časovno zajetno Čim manj, splošno 
Povračilo investicije 
 






Visoka za majhne projekte, za 
večje pa primerna 
Majhne ekipe 
 




5.6 Vplivi na izbiro pristopa k zagotavljanju in razvoju 
programske opreme  
Pomemben poudarek bi rad dal na dejstvo, da kljub temu, da današnje obdobje označujemo za 
obdobje agilnih metodologij, to ne pomeni, da tradicionalnih pristopov ni. Razvojne ekipe, 
testne ekipe ali pa vodje projektov, se lahko odločajo za katerega koli izmed pristopov, vsi so 
tudi danes še vedno v uporabi in vsak izmed njih ima svoje prednosti. V prihodnjih 
podpoglavjih (Poglavji 5.6.1 in 5.6.2) so opisani vzroki na izbiro tradicionalnih ali pa agilnih 
pristopov.  
5.6.1 Uporabnost tradicionalnih pristopov  
Tradicionalni pristopi so v veliki večini najbolj uporabni za velike projekte, sploh za tiste, pri 
katerih so ogromna tveganja in je veliko varnostno-kritičnih funkcij. [20] 
Na podlagi navedenih razlik in lastnosti tradicionalnih pristopov lahko hitro opazimo njihove 
uporabne plati razvoja programske opreme. Projekti večjih obsegov, z ogromno zahtevami in 
ogromnimi ekipami, zahtevajo podrobno načrtovanje. Podrobno načrtovanje takšnih projektov 
je ključnega pomena in takšnih projektov ni možno razvijati z agilnim pristopom, ker je 
fleksibilnost večje ekipe dosežena veliko težje kot tista, pri manjših ekipah.  
Ekipe morajo biti razdeljene, da bi lahko delovale efektivno in brez oviranja, potrebujejo pa 
tudi vodjo. Poleg tega lahko nadzor takšnih projektov nadzorujemo le s sledenjem načrta z 
vsemi podrobnostmi, predvidevanji in analiziranimi tveganji.  
Tradicionalne pristope lahko danes zasledimo predvsem v vojaški, letalski, avtomobilski in 
vesoljski industriji, kjer so nujno potrebni. Ni pa edini razlog velikost ekipe, pač pa tudi 
pristnost visokega tveganja in soočanja z varnostno-kritičnimi funkcijami.  
Varnostno-kritične funkcije zahtevajo podrobno analizo, temeljite načrte dela in razvoja, ter 
preprečevanja kritičnih situacij. Poleg tega pa je za namene teh industrij ogromno 




5.6.2 Uporabnost agilnih pristopov  
Agilne metodologije so danes zelo razširjene v uporabi zaradi velikega razmaha pametnih 
telefonov in njim namenjenih aplikacij, poleg tega pa tudi osebni računalniki neprestano 
zahtevajo posodobitve, da ostajajo sistemi kompatibilni z različno programsko opremo ter 
omogočajo neprestan dostop novosti za uporabnika.  
Razvijalci in preskuševalci se agilnih pristopov poslužujejo predvsem za namene manjših in 
kompleksnih projektov, kateri ne vsebujejo varnostno-kritične funkcije in ne povzročajo 
nastanka nevarnih situacij.  
Izmed razlog za uporabo takšnih pristopov je tudi velikost ekipe, saj so agilne metode primerne 
za manjše ekipe, ki lahko brez težav sodelujejo brez zunanjega vodenja. Razlog je tudi časovna 
omejitev, saj so takšne metode primerne za izdelavo projektov znotraj časovnih rokov in kadar 
je želja po hitri dostavi produkta stranki in uporabnikom.  
Za primer bi lahko vzeli recimo aplikacijo Facebook, ki se skoraj vsak teden posodablja in s 
tem omogoča varnost (do neke mere) za uporabnika in uvaja nove funkcionalnosti. V takšnem 
primeru gre zagotovo za primer agilnega razvoja, saj se zahteve na področju aplikacij pametnih 
telefonov neprestano spreminjajo in jim podrobno načrtovanje ter izdelava obsežne 







Študija primera: Razvoj zanesljivega 
sistema avtonomnih vozil pri podjetju 
BMW 
 
Artificial Intelligence is likely to be the best or the worst thing to happen to humanity. 
                -Stephen Hawking, 
teoretični fizik, matematik in kozmolog, ki je naredil ogromen 
napredek na področju razumevanja črnih lukenj 
 
 
Iz dneva v dan si vedno bolj delimo ceste z avtonomnimi vozili, ki jih krmilijo sistemi različnih 
nivojev avtonomnosti. Pogosto v medijih tudi zasledimo nesreče, ki jih takšna vozila 
povzročajo, kljub temu pa je možno opaziti tudi nevarne situacije, ki so jih takšna vozila 
preprečila. Z vedno bolj pogosto interakcijo z avtonomnimi vozili pa se številnim ljudem 
porajajo tudi zaskrbljujoča vprašanje glede zanesljivosti takšnih sistemov.  
Tema avtonomnih vozil je pomembna z vidika razvoja in zagotavljanja varne programske 
opreme, ker je dober primer uporabe tradicionalnih pristopov razvoja, kot najbolj primernih za 
razvoj varnostno-kritičnih in kompleksnih sistemov. Opisan je primer razvoja avtonomnih 
sistemov pri avtomobilskem podjetju BMW, v sklopu projekta Pegasus.  
Torej, kako zagotoviti razvoj varnih, zanesljivih in kakovostnih sistemov v avtonomnih vozilih? 
6.1 Standard ISO 26262  
Odgovor se skriva v standardu ISO 26262, ki je bil izdan leta 2011, posodobljen pa 2016. 
Standard je v strokovni literaturi [21] pogosto metaforično povezan z angleškim izrazom »state 
of the art« (vrhunski, najsodobnejši), saj je tako dobro napisan. V središču standarda, kot 
absolutno primarno osredotočenje, so varnostno-kritične funkcije v sistemih na področju 
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avtomobilizma. Standard zajema vse od varnostnih funkcij programske opreme pa do varnosti 
celotnih sistemov in mehanskih podsistemov. Osredotoča se na preprečevanje nevarnih situacij 
in definira varnostne ukrepe v primeru, ko pride do odpovedi in napak. 
Cilji standarda ISO 26262 so [22]: 
• Definira varnostni življenjski ciklus avtomobilskih sistemov. To zajema podrobno 
definiranje vseh faz: načrtovanje, razvoj, izdelava, delovanje, servisiranje in 
odstranjevanje.  
• Pokriva vse varnostne aspekte celotnega življenjskega ciklusa v vseh zgoraj navedenih 
fazah.  
• Definira avtomobilsko specifičen pristop k različnih stopnjam tveganja – ASIL (stopnje 
celovitosti avtomobilske varnosti) 
• Na podragi stopnjah po ASIL-u navede potrebne varnostne zahteve z namenom 
doseganja sprejemljive stopnje tveganja. 
• Navaja zahteve za validacijo in potrjevanje pogojev za zagotavljanje ter doseganje 
ustreznega in sprejemljivega nivoja varnosti. 
 
Za namene naloge je posebej zanimiva zahteva standarda ISO 26262, ki predlaga izbiro V-
modela kot ustrezno izbiro življenjskega ciklusa programske opreme, pri avtonomnih vozilih. 
Sicer ne gre za standarden V-model, ampak za izboljšan, kjer je še večji poudarek na 
zagotavljanju varnosti. Poleg tega pa standard zahteva uvedbo vseh možnih scenarijev in na 
podlagi teh se razvijejo ustrezne zahteve pred izdelavo programske opreme. V-model je 
predlagan za razvoj omenjenih scenarijev, na podlagi njih pa se lahko tudi razvijejo testni 
primeri za verifikacijo in validacijo varnosti takšnih varnostno-kritičnih sistemov. [21] 
Po viru [23] je primer predlaganega življenjskega ciklusa razvoja programske opreme sistemov 
nemškega avtomobilskega giganta BMW. Njihov sistem se prav tako ravna po ISO 26262, ter 
označuje V-model kot najbolj primerno metodo za razvoj letalskih in avtomobilskih varnostno-
kritičnih sistemov. BMW upravičuje izbiro modela s tem, da je najbolj primerna zaradi 
detaljnega pregleda in validacije pravilnega in varnega delovanja sistemov pred dejansko 
uporabo v praksi (na cesti) [24]. Več stopenj preverjanja po modelu se sicer tudi vidi v 
standardni obliki modela (Poglavje 2.2.2). 
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Cilj Pegasus projekta s sodelovanjem z BMW pa ni le razvoj zanesljive in varne opreme 
avtonomnih vozil, ampak tudi zapolnitev ključnih lukenj testiranja takšnih sistemov, z 
namenom doseganja varnih avtonomnih vozil po celem svetu.   
6.2 V-model razvoja programske opreme avtonomnih vozil 
BMW  
BMW in ostala avtomobilska podjetja trenutno razvijajo avtonomna vozila tretje in četrte 
stopnje avtonomne vožnje. Stopnja avtonomne vožnje vozil je klasifikacija sposobnosti vozila 
za avtonomno vožnjo. Gre za stopnje ravni avtomatizacije, ki so razdeljene od splošnih 
pripomočkov (aktivni tempomat, avtomatsko parkiranje) do popolne avtomatizacije (samo vnos 
željenega cilja). Vključno z drugo stopnjo še velja, da je odgovornost in krmiljenje sistema 
odvisno od voznika, od tretje stopnje pa do pete stopnje pa velja, da je odgovoren sistem. To 
pomeni, da ob nastanku kritičnih situacij in scenarijev, do druge stopnje odgovarja in reagira 
človek, medtem ko mu sistem le asistira. Od tretje stopnje dalje pa kritične situacije rešuje 
sistem, poleg tega pa naj bi le-ta vozil z enako sposobnostjo kot človek.  
Po navedbah Pegasus projekta [24], dosedanje metode razvoja in zagotavljanja zanesljivosti 
programske opreme ne ustrezajo in ne omogočajo zagotavljanja kakovostnih programov. Še 
vedno pa je s strani ISO 26262 podpiranje V-modela, kot najbolj primerne metode za razvoj 
takšnih sistemov, podobnega mnenja pa so tudi pri BMW. Model so le preoblikovali in mu 
dodali več stopenj, ter za pomoč k stopnjam upoštevali scenarije, ki jih podpira tudi omenjen 




Slika 20: Izboljšava V-modela 
V izboljšanem V-modelu (Slika 20) je moč zaslediti dodatne faze, kot so specifikacija funkcij, 
analiza nevarnosti in tveganja, koncept varnosti. Poleg tega je razvoj strojne in programske 
opreme ločen in pesebej implementiran. Pri fazah preskušanja je dodatna faza validacije 
varnosti in ocenjevanja funkcionalne varnosti.  
Zakaj sploh uporaba »zastarelega« V-modela za razvoj ene izmed najnovejših tehnologij 
s področja avtomobilizma?  
Posluževanje po tradicionalnih metodah je pomembno zaradi potrebe po analizi vseh varnostno-
kritičnih funkcij, izdelave podrobnega načrta in analize ter ovrednotenja vseh nevarnih situacij, 
ki bi lahko nastale ob delovanju sistema. Pred izdelavo programske opreme avtonomnih vozil 
moramo nujno imeti neko predstavo in definicijo, kaj vse mora sistem omogočati in čemu se 
mora sistem izogniti.  
Kot že omenjeno je v standardu ISO 26262 za namen analize funkcij in varnostnih zahtev, 
obvezna uvedba scenarijev.  
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6.3 Scenariji in njihov pomen na razvoj avtonomnih sistemov  
Standard ISO 26262 navaja, da so lahko scenariji napisani formalno, delno formalno ali pa 
povsem neformalno. Prav tako označuje scenarije kot zahteve funkcionalnosti na različnih 
stopnjah, ki so si različni med sabo in tako imajo tudi vplive na povsem različne faze procesa 
razvoja avtonomnih sistemov.  
Na podlagi scenarijev se morajo tudi izdelati testni primeri in programi, ter narediti vse 
simulacije za namen razvoja opreme. Scenariji so po standardu prisotni v določenih fazah 
razvoja, na katere imajo vpliv (Slika 21). To zajema tehnično specifikacijo in zahteve, varnostne 
zahteve, možna tveganja, razvoj opreme in vse faze preskušanja pravilnega in varnega 
delovanja sistema. [21] 
Zahteve standarda ISO 26262 za scenarije so točno določene in so različne glede na to, katerim 
fazam v razvoju pripadajo določeni scenariji. Zahteve prikazuje spodnja tabela (Tabela 2). [21] 
 
Tabela 2: Zahteve ISO 26262 za pisanje scenarijev 
      Faze razvoja 
 
     Zahteve za pisanje scenarijev 
 
Faze izdelave koncepta  
(zajema tudi analizo tveganja) 
− Poznavalci morajo biti sposobni pisati v 
strokovni terminologiji in naravnem jeziku 






Faze razvoja sistema 
− Scenariji morajo vključevati obseg 
parametrov spremenljivk, ki predstavljajo 
scenarij 
− Scenariji morajo navajati parametre 






Faze verifikacije in validacije 
− Scenariji morajo biti modelirani tako, da 
vrednosti parametrov zagotavljajo 
ponovljivost in zagotavljajo zmožnost 
izvršitve testnih metod scenarijev 
− Scenariji ne smejo vsebovati nikakršnih 
nedoslednosti 
− Scenariji morajo biti predstavljeni v efektivni 
obliki, katero bo stroj zmožen prebrati in 




Tabela predstavlja tri vrste scenarijev glede na faze, ki si po vrsti sledijo: Funkcionalni scenariji, 
logični scenariji in konkretni scenariji. [26] 
Funkcionalni scenariji so namenjeni konceptni fazi načrtovanja in analiziranja tveganj, kjer se 
le grobo definirajo okoliščine. Na primer: »Tropasovna cesta z omejitvijo po znaku 100 km/h. 
Okoliščine so poletje in dež.« 
Od logični scenarijev se zahteva definicija obsega nastopajočih parametrov in vrednosti. Na 
primer: »Širina pasu je 2,3 – 3,5 metra, znak je oddaljen 0 – 200 metrov, polmer zavoja je 0,6 
– 0,9 kilometra. Temperatura okolice je 10 – 40 stopinj Celzija, velikost dežne kapljice je 20 – 
100 mikrometrov.« 
Konkretni scenariji morajo podajati natančne in ponovljive vrednosti parametrov znotraj 
obsega definiranega v logičnih scenarijih, za namene opravljanja avtomatskih preskusov. Na 
primer: »Širina pasu je 3,2 metra, znak je oddaljen 150 metrov, polmer zavoja je 0,6 kilometra. 
Temperatura je 20 stopinj Celzija, velikost dežne kapljice je 30 mikrometrov.« 
Tako razvijalci kot tudi preskuševalci se morajo ravnati po zahtevah standarda in pisati temu 
ustrezne scenarije, da omogočijo efektivnost scenarijev na zagotavljanje varnosti avtonomnih 
sistemov.  
 
Slika 21: Vplivi scenarijev na faze razvoja 
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6.4 Analiziranje pristopa k razvoju zanesljivih avtonomnih 
sistemov  
Avtonomna vozila predstavljajo veliko tveganje za vse udeležence v prometu, zato lahko brez 
slabe vesti označimo njihove sisteme kot varnosnto – kritične, ki jih moramo s področja razvoja 
in preskušanja jemati skrajno resno in z veliko mero dvomljivosti, ker samo tako lahko 
zagotovimo izpolnjevanje varnostnih zahtev.  
Tradicionalni pristopi zagotovo izmed vse najbolj omogočajo zagotavljanje varnosti in 
zanesljivosti takšnih sistemov, zaradi podrobne izdelave načrtov in analize tveganja, že pred 
procesom izdelave programske opreme. Sledenje zahtevam standarda ISO 26262 in pisanje 
scenarijev je velikega pomena s stališča varnostno-kritičnih funkcij in predstavlja dober 
praktičen primer uporabe tradicionalnih pristopov v sodobnem času, kar nekako pelje do 
ugotovitev v zaključku naloge (VII. Poglavje).  
Vsa vprašanja glede avtonomnih vozil sicer še niso dobila ustreznih odgovorov in je še vedno 
dosti ovir, ki jih je treba premagati na tem področju.  
Vprašanja se pojavljajo v mnogih virih [24], rešitve pa mnoga podjetja še vedno razvijajo. 
Nekatera izmed teh so na primer: 
• Interakcija avtonomnega vozila z ostalimi udeleženci v prometu (ostali vozniki, 
kolesarji, pešči …) 
• Prehitevanje avtonomnih vozil z navadnimi avtomobili in situacije, ki jih lahko to 
povzroči. 
• Delovanje sistema v težko predvidljivem okolju.  
• Izguba voznika, ki še vedno predstavlja varnostno funkcijo v primeru odpovedi sistema.  
• Sprememba in dodajanje varnostno-kritičnih funkcij v življenjskem obdobju sistema 
(posodabljanje in spreminjanje). 













You want to wake up in the morning and think the future is going to be great. 
                           -Elon Musk, 
ustanovitelj podjetij Spacex, Tesla in mnogih drugih 
 
 
Skozi obravnavanje dveh različnih obdobij tradicionalnih in agilnih pristopov k razvoju 
zanesljive in varne programske opreme, sem ugotovil, kakšne prednosti imajo določeni pristopi 
pred drugimi, ter tudi kakšne pomanjkljivosti imajo.  
Tradicionalni pristopi omogočajo boljšo izvedbo dolgotrajnih, velikih in varnostno-kritičnih 
sistemov, kot so na primer avtonomna vozila, krmilni programi vesoljskih plovil ali pa tudi 
različni primeri v vojaški in medicinski stroki. V glavnem jih razvijalci potrebujejo, kadar je v 
igri večje tveganje in varnost tako ljudi kot tudi okolice, ob tem pa si pomagajo s podrobnim 
načrtovanjem in analizo tveganja. Pri takšnih pristopih čas in cena ne igrata vloge, saj sta 
odvisna od procesa ravzoja in njegove dolžine, prioriteta je le varnost sistema. 
Agilni pristopi so vezani na ceno in čas, ki ga imajo razvijalci in preskuševalci na voljo, ter 
izpolnjevanje zahtev stranke. Primarni cilj je popolno upoštevanje stranke, za kar celo pristopi 
vključijo stranko v proces načrtovanja, razvoja in preskušanja. Primerni in potrebni so za 
današnji hitro spreminjajoči se trg, kjer je glavna vrlina produktov konkurenčnost. Novo 
uvedene metode predstavljajo dodatno svobodo razvijalcev in jih osvobodijo nepotrebnih 
načrtov in obsežne nepregledne dokumentacije.  
Pojavi pa se nov problem pri agilnih metodologijah, zaradi vključitve stranke v vse procese 
življenjskega ciklusa programske opreme. Kaj če stranka ni dovolj izobražena na nekem 
področju in ali lahko v takšnem primeru njena vključitev upočasnjuje razvoj in preskušanje, ali 
pa celo ogrozi kakovost in varnost končnega produkta?  
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Na koncu obravnave teh dveh obdobij pristopov, sem prišel do končne ugotovitve, da danes ne 
živimo v obdobju agilnih metodologij, pač pa smo del obdobja nujnega koeksistiranja 
tradicionalnih in agilnih metod. Prisotnost obeh pa je ogromnega pomena za razvoj in 
zagotavljanje varnih, spremenljivih, konkurenčnih in zanimivih sistemov, ki smo jih deležni v 
našem času.  Hibridna uporaba obeh metod omogoča izkoriščanje prednosti tako tradicionalnih 
kot agilnih pristopov, pri tem pa pomagajo tudi različne izkušnje in učenje iz napak pri 
predhodnih testih. Glede na velikost projekta, namen rabe ter implementacije pa lahko 
preskuševalci izbirajo bolj tradicionalne ali pa bolj agilne metode.  
Zaradi visokega tempa ravoja programske opreme, visoke avtomatizacije in novosti na 
praktično dnevni ravni, lahko pričakujemo tudi hiter razvoj in mnogo nujnih sprememb ter 
izzivov pri metodah preskušanja programske opreme. Morda bodo hibridne metode zadostovale 
še za nekaj časa, lahko pa da je pred nami povsem novo obdobje z novimi metodologijami 
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