Abstract. A feature of Formal Concept Analysis is the use of the line diagram of the concept lattice to visualize a conceptual space. The line diagram is a specialized form of Hasse diagram labeled with the object extents and the attribute intents. The line diagram is usually drawn so that its rendering maximizes symmetry and minimizes edge crossings. Further the line diagram is usually layered hierarchically from top to bottom. Variations of the line diagram are frowned upon in the mathematical treatment of Formal Concept Analysis but hybrid presentations of concept lattices have practical value when used in an appropriate application context. This paper surveys previous work on using line diagrams and further explores hybrid visual representations of concept lattices. It identifies connections to other visual information techniques in data mining and information visualisation that can be used to enhance Formal Concept Analysis applications.
Introduction
In the last three decades Formal Concept Analysis (FCA) [30] has grown in popularity as a method for data analysis and knowledge representation. One reason is the ability to visualize an information space as a concept lattice or line diagram. Consider the formal context in Fig. 1 and its corresponding line diagram. Fig. 1 presents subtle differences from the standard diagrammatic representation of the line diagram, it includes the use of graduated color on the vertices representing the cardinality of the object extents (the vertex at the top of the lattice being darkest and the bottom node of the lattice being the lightest). This is a minor departure from the conventions of line diagram drawing and this paper explores other more radical ideas. Our purpose with this survey is to look at hybrid visual representations of concept lattices because we believe experimentation in this direction will lead to innovations that enhance the application of Conceptual Knowledge Processing (CKP) [32] for knowledge and data discovery. As well as being useful in various applications, we argue that these departures are sanctioned by Wille's vision of CKP. [32] , in this paper we focus on those methods which touch on line diagrams of a concept lattice, namely those arrowed (→) and in bold, (line diagrams are also significantly used in conceptual scaling, methods M3.1-M.3.6). 
Representing Line Diagrams
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Representation a Concept Hierarchy by a Line Diagram (M1.4)
Concepts are represented by circles so that upward line segments between them indicate a sub-superconcept relation. Every circle representing a concept generated by an object/attribute has attached from below/above the name of that object/attribute. The labels of object and attribute names allow one to read off the extension and intension of each concept from the line diagram. Starting from any given concept, the extension/intension of a concept consists of all those objects/attributes the names of which are attached to a circle belonging to a downward/upward path of line segments [32] .
Checking a Line Diagram of a Concept Hierarchy (M1.5)
A line diagram represents a concept hierarchy iff the line diagram satisfies: (1) each circle starting a downward line segment must have attached an object name; (2) each circle starting an upward line segment must have attached an attribute name; (3) an object g has an attribute m in the given context iff the names of g and m are attached to the same circle or there is an upward path of line segments from the circle with the name of g to the circle with the name of m; (4) The Basic Theorem on Concept Lattices holds: namely the lattice is complete [32] . The conditions on (M1.4) and (M1.5) relate to drawing line diagrams and are quite strict as to what constitutes a line diagram of a concept lattice. In [32] , Wille describes algorithmic methods for Conceptual Knowledge Processing including an algorithmic description for generating the line diagram in (M2.2).
ConImp [2] was developed in the mid-80s and is the progenitor FCA program but has no capability for lattice rendering, the program is used to manipulate formal contexts and compute concept listings from which a line diagram can be then be drawn by hand. Because ConImp had no automatic mechanism for rendering line diagrams, it encouraged a craft of lattice drawing and certain conventions emerged to inform the process of drawing the line diagram of a concept lattice. Drawing a concept lattice became somewhat of a art with its own conventions and is the main reason that the methods (M1.4), (M1.5) and (M2.2) from Table 1 are codified in the prescriptive way Wille describes.
Generating All Concepts Within a Line Diagram: (M2.2)
First, represent the concept having the full object set as its extension by a small circle and attach (from above) the names of all attributes that apply to all these objects. Secondly, choose from the remaining attributes the extension of which are maximal, draw for each of them a circle below, link them to the parent circle by a line segment, and attach (from above) the corresponding attribute names. Then determine all intersections of the extensions of the existing concepts and represent the concepts generated by those intersections by small circles with their respective line segments representing the subconcept-superconcept-relationships. Perform analogously until all attributes are treated. Finally, attach each object name (from below) to that circle from which upward paths of line segments lead exactly to those circles with attached names of attributes applying to the respective object ( [33] , p.64ff.) [32] .
Taken in combination (M1.4) (M1.5) and (M2.2) provide prescriptive detail about the graphical elements to use in the construction of the line diagram, namely small circles and line segments, labels of attributes and objects. It also codifies a top-to-bottom rendering of the conceptual hierarchy. On the other hand, the methods say nothing about layout or the length of line segments. Despite small-scale success with hand-drawing line diagrams. the process of creating and laying-out a line diagram has frustrated full automation, "... up to now, no universal method is known for drawing well readable line diagrams representing concept hierarchies. For smaller concept hierarchies, the method of Drawing an Additive Line Diagram (see [33] , p.75) often leads to well-structured line diagrams. This is the reason that quite a number of computer programs for drawing concept hierarchies use that method (e.g. Anaconda, Cernato, ConExp, Elba)" [32] . The result is that drawing line diagrams can only be partially automated and the diagrams improved by direct manipulation by humans.
Drawing line diagrams
In practice two main approaches for drawing line diagrams can be identified. The first approach is a vector-based method that uses the notion of additive line diagram [33] and aims to optimize the interpretability of the diagram with respect to the original context. Attribute and/or object concepts -the labeled circles described in (M1.4) -are drawn first, determining the positions of the remaining concepts. The second approach considers the line diagram as a directed graph, and adapts existing graph drawing techniques for producing aesthetics diagrams by, among other things, minimizing edge crossings and maximizing symmetry. In this case the order relation between concepts is the only information taken into account, and all concepts are of the same importance.
Additive line diagrams approach Ganter and Wille [33] specify an additive line diagram associated to a concept lattice B(G, M, I) with the help of two functions: Force-directed approach A common graph drawing technique used in the second approach is the force-directed method. The basic idea is to use a physical analogy to model the graph drawing problem. A system of forces is applied to the vertices, which move until a configuration that minimizes the potential energy of the system is reached. An advantage of this method is that it often reveals symmetries existing in the graph. A well-known implementation of this method is Eades' Spring embedder model [12] , in which two types of forces operate. An attraction force, which makes edges act as springs, that follows a logarithmic force law; and a repulsion force which makes vertices act like positive electrical point charges that repel each other to avoid overlapping, following an inversesquare force law.
In particular, following these ideas Freese [19] proposed a force-directed method for drawing lattices. In order to preserve the top-to-bottom rendering, the y coordinates of the vertices/concepts are computed w.r.t. their depth in the lattice, using a layering approach. Then the forces only impact the x coordinates. The attraction force acts between comparable concepts, so that a concept remains close to its predecessors, and the repulsion force acts between incomparable concepts of the same layer in order to avoid overlapping. Cole [4, 6] combined the force-directed and the additive approaches and introduced several metrics that quantify the goodness of a diagram layout.
In the layout strategies mentioned above, no semantics is attached to the length of the edges nor to the distances between concepts in general, and nothing is said about this in (M1.4) (M1.5) and (M2.2). However, one can anticipate a layout strategy where the distances between vertices reflect inversely on the similarity between concepts. This can be done using Kamada and Kamai's force directed approach [22] that modifies the Spring embedder model by removing the repulsion force and extending the attraction force to all pairs of vertices, i.e. a spring is attached to all pairs of vertices, whenever an edge exists between the two vertices or not. The attraction force follows Hooke's law, so that the force exerted on the vertices is proportional to the difference between the spring's rest length and the actual distance between the vertices. Each iteration refines the layout of the graph, until the system converges to a state of minimal energy. Although the system may fall into a local optimum, the final layout is intended to provide a faithful representation of the distances between vertices. This approach can also be applied in Multidimensional scaling (MDS) where the layout of highdimensional objects in a low-dimensional projection is the goal.
Several similarity measures between formal concepts have been proposed, including [23, 27, 21] and some have been applied and studied in [8] . These are based on the symmetric difference between sets and differ in the type of sets involved (extents and/or intents), and in their sensitivity (local dissimilarity or general similarity involving all the objects and/or attributes of the context). Note that all these metrics are distances, a nice property for layout. To our knowledge, only Hannan and Pogel [21] used distance for the purposes of layout as is shown in Fig. 2 . In their work, the distance between two concepts c i and c j is the cardinal of the symmetric difference between respective extents, i.
)| with the aim to improve the layout of additive line diagrams by applying a force-directed postprocessing based on this distance. The final layout -an example of which is Fig. 2 -shows a diagram in which, the more concepts share common objects the closer they appear. Thus, considering two concepts drawn near one another, the association rules between their respective intents may be of high confidence, suggesting visual discovery of almost exact rules from layout.
The attributes (resp. contexts) considered so far are binary (i.e. one-valued contexts). In order to handle many-valued contexts containing non-binary attributes such as gender, colour, grade or age, a discretization process called conceptual scaling is used (M3.2). The core idea is to transform the many-valued context into a derived one-valued context according to a set of rules that depends both on the nature of the many-valued attributes (nominal, ordinal or numerical) and on some potential background knowledge about relations between their values. The conceptual scaling mechanism itself is out of the scope of the present paper. However since it results in the creation of several new binary attributes for each many-valued attribute, the number of concepts extracted from the derived one-valued context may grow exponentially (in the worst case, 2 min(|G|,|M |) concepts are extracted from a context with |G| objects and |M | attributes), leading to unreadable line diagrams. The following section deals with nested line diagrams, an alternative technique to represent and study large contexts by partitioning the attributes. Fig. 2 . The concept lattice of the UCI zoological dataset of 101 animals and 15 binary attributes. This lattice has 238 concepts. The concepts "milk" and "hair" are drawn very near each other (the attribute labels overlap -extreme right), while the concept "eggs" is repulsed from the pair -left. The rules "milk"→"hair" and "hair"→"milk", have confidence 95.1% and 90.6% resp. Visual clustering of "milk" and "hair" suggest they are minor variations of one another (re-printed with permission).
Partition Attributes of a Context (Nested line diagrams (M5.1))
A concept hierarchy can be visualized as a nested line diagram constructed as follows (cf. [33] , p.75ff.): First, line diagrams of the concept lattices of the subcontexts are prepared and ordered in a sequence of subcontexts. Then, the line diagram being second in the sequence is copied into each circle of the line diagram; next, the line diagram being third in the sequence is copied into each circle of the line diagram second in the sequence and so on [32] .
In ToscanaJ [1] histograms were used to represent object extents and clustergrams used to display attributes. A key question arising from (M5.1) is whether is makes sense to embed a visualization of anything other than a line diagram within a nested line diagram.
Nested line diagrams are particularly suited to contexts derived from manyvalued contexts. Fig. 3 shows the building of a nested line diagram from a manyvalued context containing computers as objects and two many-valued attributes chassis type and HDD capacity (computed using ToscanaJ). Each of these attributes has been scaled into a set of binary attributes that constitute two subcontexts. Following the above instructions, the line diagrams of the two subcontexts are drawn (see Fig. 3(a) and 3(b) ), and then the second is copied into each circle of the first (Fig. 3(c) ). One can easily observe the distribution of HDD capacities along with the type of chassis. However, two limitations arise: (i) combining more than two many-valued attributes may result in complex nested line diagrams, useful for deep analysis but not suitable for a first-glance navigation; (ii) the scaling pre-processing inevitably results in a loss of precision concerning numerical attributes. Hence, values for the numerical attribute HDD capacity have been gathered into two binary attributes, namely 200MB and 400MB using an ordinal scale (M3.4). When the granularity is modified in this way, the entire nested line diagram must be redrawn. Hybrid solutions to address both these limitations will presented in Section 2.7 below.
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2.6 Toscana-Aggregation of Concept Hierarchies (M6.
3) The idea of a Toscana-aggregation is to view a related system of concept hierarchies metaphorically as a conceptual landscape of knowledge that can be explored by a purpose-oriented combination and inspection of suitable selections of the given concept hierarchies [32] .
Groh [20] was the first to experiment with visual abstraction, using an abbreviated form of the line diagram for displaying flight routes in a network as reported in [15] . Further, the conceptual landscape idea [31] was explored extensively by Ducrou [9] and the results were a number of hybrid Toscana-systems. Wille's landscape metaphor can therefore be said to have significantly encouraged experimentation with visualization and line diagram abstraction. Fig. 8 . Information map with the same flight information as the graph in Figure 7 An inspection of the information map immediately shows that tours via Graz to Innsbruck or Klagenfurt are impossible. Therefore, flights to Innsbruck and Salzburg with further connections have to be considered. Since there is only one flight from Salzburg to Graz late on Sunday, the best choices, giving reasonable periods of time for meeting colleagues, seem to be the flights 590 (ViennaSalzburg), 2985 (Salzburg-Innsbruck), 1583 (Innsbruck-Graz), and 549 (GrazVienna); but there is also another solution, namely the flights 070 (ViennaInnsbruck), 2984 (Innsbruck-Salzburg), 597 (Salzburg-Vienna), 540 (ViennaGraz), and 549 (Graz-Vienna). Now, the user has to decide, using further information and preferences, for instance, about staying over night in a hotel or at home and about the best possible times for the meetings.
The example teaches us that the development of a TOSCANA-system has to use as much as possible the background knowledge of the potential users, especially, for obtaining a satisfactory human-machine interface. The tremendous increase of readability by changing from Figure 7 to 8 has its explanation in the common knowledge in our present culture, in particular, concerning the use of geographical maps and spatial reasoning. For instance, straight lines between towns with arrowheads on them may be intuitively understood as flight routes, and rows in a table, linked to a flight route, which have two numbers after the word "Time" are identified as the corresponding departure and arrival time without any difficulty (notice that the activated background knowledge has to be made explicit in Figure 7 ). Of course, the labelled line diagrams of concept lattices are less easily read and require some practice, but our experience is that customers, who are familar with the application domain and are interested in the presented information, understand labelled line diagram astonishingly well. 
Retrieval with a Toscana-System (M10.2)
The term Toscana-system appears to refer to a particular software framework for Formal Concept Analysis, however it is intended by Stumme et al. [29] to mean a general class of Formal Concept Analysis systems that formalize a dataset into a context and to provide different points of view on the data by assisting the user in building and applying different conceptual scales. With this idea in mind we now look how various FCA-applications have dealt with visualization and retrieval. Conceptual knowledge retrieval is often a process where humans search for something with only a vague information need. Therefore humans learn step by step how to specify what they are searching for. Line diagrams of the activated scales are shown to the user who learns by inspecting them on how to act further [32] . We show how the navigation facilities of line diagram can be enhanced through their combination with non-FCA visualization techniques.
Line diagrams as a support for navigation The powerful classification ability of FCA has found many applications in information retrieval. Some of them have been listed by [26] . Carpineto and Romano [3] argue that, in addition to their classification behaviors for information retrieval tasks, concept lattices can also support an integration of querying and browsing by allowing users to navigate into search results. Nowadays, several Formal Concept Analysisbased applications like Credo [3] , MailSleuth [5, 7] or SearchSleuth [8] have been developed. Upstream research has studied the understandability of a lattice representation by novice users [13, 11] . A program called ImageSleuth [10, 14] further proposes an interactive Formal Concept Analysis-based image retrieval system in which subjacent lattices are hidden. Users do not interact with an explicit representation of a lattice. They navigate from one concept to another by adding or removing terms suggested by the system. The same design approach is followed in SearchSleuth [8] and also in [18] . This ensures progressive navigation within the lattice (Wille's method 10.2).
An hybrid approach to enhance readability During the usability review of MailSleuth in 2003, [13] encountered users who felt that the drawing conventions for a lattice diagram were no different from a graph in mathematics. What makes this a lattice diagram and not a graph? In Hasse diagrams, line segments (represent the cover relation) are unlabelled. It is well understood in mathematics that a partially ordered set is transitive, reflexive and antisymmetric and so to simplify the drawing of an ordered set (via its cover relation) the reflexive and transitive edges are removed, and the directional arrows of the relation are dropped. It is understood by convention in Mathematics that the Hasse diagram is hierarchical with the edges pointing upward. In other words, if x < y in the partially ordered set then x appears at a clearly lower point than y in the diagram (M1.5). To insinuate structure to novices, the idea of a line diagram with shaded layers was introduced in MailSleuth. The principle is simple, with dark at the top and light at the bottom; the shades progressively lighter as one moves from one level to the next (shown in Fig. 6 ). The top and bottom elements of the lattice have also been replaced with icons indicating All Mail and No Mail (when the bottom element is the empty set of objects). Shading does not interfere with Formal Concept Analysis diagrammatic conventions because it is a backdrop to the line diagram. It can also be turned off if the line diagram is to be embedded in a printed document. However, the interaction of the layout algorithm and background layer shading fails (background layers are not aligned) in line diagrams with high dimensionality. On the other hand is possible to use the alignment of the background layers to guide the manual layout process. Once layer shading is used, users are better able to explain (and read) the line diagram from top-to-bottom and bottom-to-top.
Because MailSleuth deals with objects that are emails, it was natural to replace vertices with a literal iconic representation relevant to the domain. In the case where Derived Folders are unrealised, no vertex is drawn at all. Where data is present, an envelope is used, the envelopes animate by "appearing to lift" on rollover with drop shadowing. This helps suggest that vertices in the line diagram can be moved and therefore manually adjusted by the user. Edge highlighting has been used to emphasise relationships in line diagrams in both ToscanaJ and in MailSleuth. This idea is used as a method to orient the current vertex in the overall line diagram so that relationships can be identified.
In many Toscana-systems the set of objects in the extent is often replaced with a number representing the cardinality of the extent (and/or the contingent), this can extended to allow the edges of the line diagram to be labelled with the ratio of object counts to approximate the idea of support in data mining.
Several strategies can be applied to reduce the number of vertices displayed to avoid visual overloading. Iceberg lattices [28] and alpha lattices [25] are smaller concept lattices retaining significant concepts that respect a threshold criterion based on the extent cardinality. Another lattice reduction strategy is decomposing the overall lattice into smaller sublattices, as done in ImageSleuth [10, 14] , with this idea a partition of term space is achieved by a domain expert, attribute filtering or object zooming.
A hybrid approach to handle numerical attribute
Considering a many-valued context, we have seen that nested line diagrams encounter two major limitations. First, combining more than two many-valued attributes makes the nested line diagram unreadable. Secondly, while no information is lost when building a line diagram from a binary context, the binarization of numerical attributes leads to a loss of precision. An hybrid solution to address these limitations is to partition the context into binary and nominal attributes on the one hand, and ordinal and numerical attributes on the other hand. The binary/nominal line diagram is drawn but its circles are not filled with the ordinal/numerical line diagram. They are filled with a visualization that represents proximities between objects w.r.t. ordinal and numerical attributes. For instance, the circle labeled Desktop in Fig. 3(c) would contain 25 points that correspond to the 25 objects in the extent of this concept. The points are drawn in such a way that the distance between two points reflects the distance between the two corresponding objects w.r.t. the numerical attribute HDD capacity. These embedded visualizations can be drawn using a force-directed Multidimensional scaling technique [24] , which takes as input the Euclidian distances between objects w.r.t. a given set of numerical attributes, and produces 2D embedding of the objects. This solution addresses both the above limitations since (i) the Euclidian distances can be computed w.r.t. any number of attributes; (ii) no scaling pre-processing is required. Note that the previous scaling pre-processing resulted in a predefined clustering of objects, whereas clusters of objects that can appear in embedded visualizations may not be expected, providing new insights into the data. However, this solution is not accurate when the number of objects and binary/nominal attributes grows. Hence, embedded visualization may become overcrowded and too small to be useful. A solution is to follow the overview + detail paradigm that splits the screen into two views (see Fig. 7 ). The overview shows the line diagram built from binary and nominal attributes, while the detailed view shows the embedded visualization of the selected vertex in the overview. The detailed view acts as a kind of magnifying glass on the content (the extent) of the selected concept.
An hybrid approach to provide insights concerning navigation costs regarding a concept's neighbors
A final idea is to combine tag clouds with Formal Concept Analysis. This is shown in Fig. 8 . This shows a tagging and annotation system called the Virtual Museum of the Pacific [17, 16] . Here, any attributes that lead to the upper neighbors are shown above the images, in this case male, melanesia and PNG and attributes (when added) that lead to lower neighbors in the concept lattice are shown below the images, in this example fishing, container, spiritual and magic. The size of the attributes is determined by the size the extent of the concepts that they lead to so the position and font size of upper and lower neighbors is conditioned by the extent sizes of the formal concepts they lead to. For example, in this case fishing is shown larger than container, spiritual and magic since it is a smaller specialization while container and magic are the same size and so have the same number of objects in their extents. The result is two tag clouds, one for the attributes leading to upper neighbors and another for lower neighbors.
Conclusion
This paper is a survey of visualization using line diagrams of concept lattices but with specific purpose. We argue that in the strict understanding of Conceptual Knowledge Processing variations of the standard techniques of line diagram drawing are supported. Further, that in various analytical contexts for 
