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1. はじめに 
タブレットやスマートフォンなどのモバイルデバイスの利用の増加に伴い、
様々なデバイスから利用可能なプリケーションが増加している。このようなア
プリケーションでは、全てのデバイスに同じユーザインタフェースを提供して
しまうと、ユーザビリティの低下が生じる。例えば、スマートフォンの小さい
画面に、デスクトップ PC の大きな画面に表示するのと同じユーザインタフェー
スを表示しようとすると、ボタンやラベルなどの要素が画面上に収まりきらな
い可能性がある。また、それを解決するためには要素のサイズを小さくする必
要がある。しかし、フォントのサイズを小さくするとテキストの可読性は低下
する。タッチデバイスでは、ボタンなどのサイズを小さくすると、指で操作し
た際にミスタップを引き起こす可能性がある。このように、利用環境に適して
いないユーザインタフェースは使いづらいものとなる。 
ユーザインタフェースの開発では、入力方法や画面サイズなどの利用環境を
考慮する必要があるが、開発者がユーザインタフェースを様々な環境に適応さ
せるのは手間の掛かる作業である。例えば、画面の分割・結合、画面のレイア
ウトの変更、環境に応じた要素の表示・非表示の選択などが挙げられる。この
ような開発者の負担を軽減するためには開発支援が必要である。 
マルチデバイス向けアプリケーションの開発には、モデル駆動開発がよく用
いられる。この手法では、最初に、特定のプログラミング言語や実装方法に依
存しないプラットフォーム非依存モデルが作成される。次に、モデルはそれぞ
れの環境に対応するプラットフォーム特化モデルに変換される。最後に、モデ
ルに基づいてソースコードが生成される。1 つのモデルから複数のプラットフォ
ーム向けのソースコードが生成されるため、この手法は様々な利用環境をサポ
ートするアプリケーションの開発に適している。 
そこで本研究では、利用環境に適応するユーザインタフェース開発の支援を
目指し、モデル駆動による手法を提案する。具体的には、モデルを基にユーザ
インタフェースを生成する。モデル構築は、タスクの定義、画面遷移の決定、
ステートマシン図の作成、AUI の作成の 4 つのステップで構成される。まず、
ユーザが実行する作業であるタスクを定義する。次に画面遷移を決定し、画面
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のレイアウトを作成する。生成したユーザインタフェースを利用環境に適応さ
せることで、１つのアプリケーションのユーザインタフェースをデスクトップ
PC などの大きな画面でもスマートフォンなどの小さな画面でも適切に表示す
ることができる。 
本論文は、本章を含めて 7 章で構成される。第 2 章では、本研究の関連研究
について述べる。 第 3 章では、UsiXML について説明する。これは、モデル駆
動のユーザインタフェース開発手法である。第 4 章では、本研究の特徴につい
て述べる。第 5 章と第 6 章では、本研究で提案する手法の詳細と作成したシス
テムの実装について述べる。第 7 章では、手法の評価を行う。最後に、第 8 章
では本論文の総括と、本研究の今後の展望について述べる。 
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2. 関連研究 
2.1 利用環境に適したユーザインタフェースの生
成に関する研究 
利用環境の違いを考慮したユーザインタフェースの生成のための手法がいく
つか提案されている。 
Cemus らは、エンタープライズ情報システムのユーザインタフェース開発の
際に発生するモデル構造、レイアウト、ウィジェット、ビジネスロールなどの
問題をアスペクト駆動型設計で解決している[3]。従来の開発手法では、システ
ム開発の際に発生する上記のような問題を効率的に解決することができず、高
度な情報の修正やコードの重複が発生しやすくなる。この研究では、アスペク
ト駆動設計アプローチを適用してユーザインタフェース開発時の問題を切り分
け、実行時にそれらを自動的に結び付ける。アスペクト駆動型設計では、個々
の問題を分離して扱うため、実行時の組み合わせ次第で利用状況に適応したユ
ーザインタフェースの提供が可能である。 
Nguyen、Vanderdonckt、および Seffah は、環境、デバイス、ユーザ、など
様々な異なるコンテキストに見合ったユーザインタフェースパターンを定義す
るための XML に準拠したマークアップ言語である UIPLML(User Interface 
Pattern Language Markup Language)を提案している[13]。UIPLML は、同じ
フォーマットに準拠していれば、ユーザインタフェースのパターンを様々なパ
ターンの集まりにインポートおよびエクスポートできる。 
また、Nguyen、Vanderdonckt、および Seffah は、マルチデバイス向けユー
ザインタフェース設計のデザインパターンに関しての研究も行っている[12]
様々な種類のデバイスへ向けたユーザインタフェースの開発において、プラッ
トフォーム毎に異なったガイドラインによる制約や、インタラクションの違い
を考慮しなければならないことが開発者にとっての負担となっていた。この研
究では MAD パターンが適用されるアプリケーションのユーザインタフェース
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開発を支援する UsiMAD というソフトウェアツールを作成した。開発者は、
UsiMAD が提示する複数のユーザインタフェースのデザインから適切なものを
選択することでユーザインタフェースを完成させることができる。 
しかしこれらの研究では、一度ユーザインタフェースを作成してしまうと、
その後利用環境が変化しても対応することが出来ない。 
 
 
2.2 マルチデバイス向けアプリケーションのモデ
ル駆動型開発に関する研究 
マルチデバイス向けアプリケーションのモデル駆動開発に関する研究もいく
つかなされている。 
Brambilla らは、Web アプリケーションとモバイルアプリケーションの両方
の設計を同時に支援する手法を提案している[2]。 
今日、アプリの設計は、モバイル版とデスクトップ版の両方として利用可能
であることが要求される。ところが、2 つのうちの一方（モバイルファーストま
たは Web ファースト）に対してのみ行われることが多く、他方のために適切な
デザインでない場合がある。これにより、一方のプラットフォームでのインタ
ラクションの質が低下する。現在の解決策は、プラットフォーム毎に異なる設
計方法およびツールを介して実現されるため、開発および保守費用が倍掛かっ
てしまう。この問題を解決するために、両方のプラットフォームでの設計を支
援 す る 方 法 が 提 案 さ れ て い る 。 IFML(Interaction Flow Modeling 
Language)[15]というモデリング言語を基に開発を進め、要件定義の段階から各
項目に W(Web)、M(Mobile)および W+M(Both)のタグ付けをし、それぞれのタ
グに合わせて画面の設計を行う。モバイル部分の詳細なインタラクションの記
述が必要な場合は、モバイル固有のモデリング言語[6]と組み合わせて使用され
る。 
しかしこの研究では、アプリケーションの機能や画面遷移についてのみしか
考慮されておらず、ユーザインタフェースの構築については触れられていない。 
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2.3 Web サイト・Web サービスのマルチデバイス
対応に関する研究 
Web サイト・Web サービスを利用環境に適応させる手法も提案されている。 
Lan らは，EMP モデルというユーザインタフェース自動生成のためのモデル
を改良し、Web アプリケーションのユーザインタフェースを様々なデバイスに
対応させるという手法を提案している[8]。現在、様々なデバイスから Web サイ
トを閲覧することが可能であるが、既存の EMP モデルはユーザインタフェース
を静的に決定するため、デバイス毎に最適な形になっていない。そこで、ユー
ザインタフェースの動的な側面を表現するためのレスポンシブモデルを導入し、
様々なデバイスに対応出できるユーザインタフェースを生成する． 
Voutilainen、Salonen、および Mikkonen は、Opendata.fi というフィンラ
ンドの公開データベースサイトの改良を行っている[19]。Opendata.fi をモバイ
ルからも使えるようにするため、既存の CSS ファイルを変更しレスポンシブな
インタフェースを作成する。主な変更点は画面の横幅に制限を設け縦長の画面
を作成することと、ナビゲーションのメニューなどは常に表示させずボタンに
よって表示させるようにした点である。 
Achilleos、Paspallis および Papadopoulos は、プレゼンテーションモデリン
グ言語を定義し、デバイスを意識した Web サービスのモデル駆動型開発が実現
可能であることを示している[1]。また、Web サービス記述言語を使用して、生
成されたクライアントからのサービス通信を可能にする。 
これらの研究では、様々な利用環境を考慮した Web アプリケーションの開発
手法を扱っている。しかし、ネイティブアプリケーションの開発においては、
このような利用環境を考慮したユーザインタフェースの生成に関する研究は少
ない。 
 
  
2018 年度 修士論文          早稲田大学大学院基幹理工学研究科 深澤研究室 
 
 
 
 
6 
2.4 モデル駆動開発のケーススタディ 
モデル駆動型開発のケーススタディについては、以下のような研究がある。 
Usman、Iqbal、および Khan は、モデル駆動型の手法を用いて、Android ア
プリケーションを Windows Phone に適応させた[18]。この手法では、統一モデ
リング言語（UML）のモデルとモバイル UML プロファイルを使用している。 複
数のプラットフォーム用に異なるプログラムを作成するのに比べて、時間とコ
ストを削減することができる。 
自動的に生成されたユーザインタフェースの有用性を改善するために、
RaneburgerらはPCやスマートフォン向けのユーザインタフェースの開発と評
価を行った[16]。このケーススタディでは、モデル駆動型開発によって自転車の
レンタルアプリケーション用のユーザインタフェースを作成し、一連のユーザ
ビリティヒューリスティックを検証している。評価の結果、モデル駆動型の開
発プロセスは基本レベルのユーザビリティを保証することが示された。しかし、
高品質のユーザインタフェースを開発するためには手動のカスタマイズが必要
である。 
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3. モデルを用いた開発 
3.1 モデル駆動開発 
モデル駆動開発とは、Object Management Group[14]によって提案されたモ
デル駆動型アーキテクチャに基づくソフトウェア開発手法である。この手法で
は、ソフトウェアのロジックをモデルで表し、それを変換することで開発を進
める。具体的には、まず特定のプログラミング言語や実装方法に依存しないプ
ラットフォーム非依存モデルが作成さる。次に、モデルはそれぞれの環境に対
応するプラットフォーム特化モデルに変換される。最後に、モデルに基づいて
ソースコードが生成される。 
1 つのモデルから複数のプラットフォーム向けのソースコードが生成される
ため、この手法は様々な利用環境をサポートするアプリケーションの開発に適
している。また、ソースコードが自動生成されるため、生産性が向上する。 
 
 
3.2 UsiXML 
第 1 章で述べたように、モデル駆動開発は様々な利用環境に適応するアプリ
ケーションの開発に適している。UML などのモデルでは、システムロジックの
記述は可能だが、ユーザインタフェースの構造は表現しない。したがって、モ
デルの作成とユーザインタフェースの作成を分けて行うことが多い。 
UsiXML や UIML など、ユーザインタフェースを表現するためのモデルがい
くつか提案されている。UsiXML は、モデル駆動のユーザインタフェース開発
手法である[9, 17]。まず抽象的なユーザインタフェースを作成し、それを具体化
することによって、グラフィカルや音声などの多様なモダリティに適応するユ
ーザインタフェースを完成させる。UsiXML で用いられる開発手順は、画面サ
イズやタッチ操作などの利用環境の変化に適応したユーザインタフェースの作
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成に適しているため、本研究では UsiXML の開発手順を参照してモデルを構築
する。 
モデル駆動型のユーザインタフェース開発言語である UsiXML では、
Cameleon reference framework[5]に基づき Task & Concepts，Abstract User 
Interface(AUI)，Concrete User Interface(CUI)，Final User Interface(FUI)の
4 つのレベルで構成された開発手順が用いられる。Task & Concepts ではユーザ
が実行するタスクを定義する。AUI ではインタラクションの様式に依存しない
抽象的なインタフェースを定義し、画面に配置する要素を決定する。要素はそ
の役割によって Input，Output，Navigation，Control の 4 つのタイプに分け
られる。Input はユーザからの入力を受け付け、Output は画面への出力を表す。
Navigation は画面遷移のトリガとなる要素を表し、Control は特定の操作を実
行するための要素を表す。CUI では AUI を具体化しプラットフォームに依存し
ないインタフェースを定義し、FUI では特定のプラットフォーム上で実行可能
なインタフェースを作成する。 
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4. 本研究の特徴 
従来のユーザインタフェース開発は、開発者がプラットフォーム毎に画面の
構成を考え、プログラムを作成する必要がある。これは、開発者にとって手間
の掛かる作業であり、時間の面でもコストが掛かる。本研究では、このような
開発者の負担を軽減するために開発支援の手法を提案する。提案手法では、モ
デルを基にして開発を進める。従来の手法では、プラットフォーム毎に異なる
手順、開発言語で開発を行う必要があるが、モデルを基にした開発ではどのプ
ラットフォームであっても同じ手順で開発を進めることができる。そのため開
発者の負担の軽減になる。 
複数のデバイスから利用可能なアプリケーションでは、全てのデバイスにお
いて一貫した機能を提供する必要がある[10]。本研究では、タスクの定義、画面
遷移の決定、ステートマシン図の作成および AUI の作成の 4 段階でモデルを構
築する。アプリケーションの利用環境が異なっても機能の一貫性を保つために、
開発のはじめに全てのデバイス間で共通となるタスクを定義する。その後、画
面の大きさなどの制約を考慮し、各デバイスに対して画面遷移を決定する。以
降のステートマシン図と AUI の作成もデバイス別に行うことで利用環境に適し
たユーザインタフェースを構築することができる。 
本研究では、提案手法による開発を支援するためのシステムを作成した。本
システムは、モデルの構築を支援する。また、構築されたモデルからユーザイ
ンタフェースのソースコードを生成する。開発者は本システムが出力したソー
スコードをファイルに書き込むことでユーザインタフェースを作成する。本シ
ステムを使用することで、プログラムの作成においても開発者の負担を軽減す
ることが可能である。 
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5. 提案手法 
5.1 概要 
本章では、本研究の提案手法の詳細について述べる。図 1 に提案手法の流れ
を示す。提案手法は、モデルの構築とユーザインタフェースの生成の 2 段階か
ら成る。更に、モデルの構築は、タスクの定義、画面遷移の決定、ステートマ
シン図の作成および AUI の作成の 4 段階に分けられる。最後に、構築されたモ
デルを基にユーザインタフェースのソースコードが生成される。 
タスクは生成される全てのユーザインタフェースで同一のものとし、開発の
はじめに定義される。定義されたタスクを基に、プラットフォーム毎に画面遷
移が決定され、各モデルの構築の後ソースコードが生成される。 
 
 
図 1 提案手法の流れ 
 
  
2018 年度 修士論文          早稲田大学大学院基幹理工学研究科 深澤研究室 
 
 
 
 
11 
5.2 モデルの構築 
5.2.1 タスクの定義 
本研究では、UsiXML を用いた開発の手順を参照し、モデルの構築を進める。
UML を使用してインタラクションスタイルに依存しないユーザインタフェー
スである AUI までのモデルを作成する。以降、ユーザインタフェースの作成の
例として、音楽再生アプリケーションを使用する。 
まず、開発者はタスクを定義する。本研究において、タスクはユーザが目的
を達成するために実行する動作として定義する。また、タスクを完了するため
により細分化されたタスクが必要な場合はサブタスクを設定することができる。
表 1 は、定義されたタスクとサブタスクの一覧である。 
 
表 1 タスク一覧 
タスク サブタスク 
音楽を再生する 
音楽を再生する 
音楽を停止する 
音楽を選択する 
アーティストを選択する 
アルバムを選択する 
トラックを選択する 
音楽を検索する 
キーワードを入力する 
検索結果を見る 
 
 
5.2.2 画面遷移の決定 
開発者は、定義したタスクに基づいてアプリケーションの画面遷移を決定す
る。デバイスによって画面の大きさが異なるため、モバイルデバイスでは同じ
タスクを実行する際に PC よりも多くの画面が必要である。したがって、本研究
では単一のタスクに対して複数の画面遷移を設けることで、画面の大きさなど
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の利用環境に適応したユーザインタフェースを作成する。また、画面遷移を決
定した後にユーザインタフェースを作成すると、どのような内容を画面に表示
すべきかが理解しやすくなる。 
例として、表 1 に示した「音楽を選択する」というタスクについて、PC とモ
バイルデバイスの 2 種類のユーザインタフェースを作成する。デバイスの画面
の大きさによって表示できる情報の量が制限されるため、開発者は各デバイス
向けに画面遷移を決定する必要がある。したがって、タスクをいくつかのグル
ープに分割する必要がある。「音楽を選択する」というタスクには、「アーティ
ストを選択する」、「アルバムを選択する」、および「トラックを選択する」の 3
つのサブタスクがある。図 2 に作成した PC とモバイルデバイスの 2 種類の画
面遷移を示す。PC は、画面の大きさが広いため、すべてのサブタスクを 1 つの
画面で実行する。一方、モバイルデバイスでは 1 つのサブタスクだけを実行す
る画面を 3 つ用意する。 
 
図 2 画面遷移 
 
2018 年度 修士論文          早稲田大学大学院基幹理工学研究科 深澤研究室 
 
 
 
 
13 
 
5.2.3 ステートマシン図の作成 
タスクから直接ユーザインタフェースを作成するのは難しいため、開発者は、
ステートマシン図を用いて先に決定した画面遷移をモデルとして表す。モデル
に表すことで、ユーザインタフェースを作成するときに画面に表示する情報を
決定しやすくなる。ステートマシン図には、タスクを完了するために必要な状
態とその遷移を表す。1 つの状態は 1 つの画面を表す。開発者は、画面遷移の際
のトリガも記述する。 
図 3 は、図 2 の右側に示したモバイルデバイスの画面遷移をモデルとして表
したステートマシン図である。ユーザが「次へ」ボタンをタップすると、画面
が「アーティストを選択する」画面から「アルバムを選択する」画面に変わる。
その後の画面遷移も図の通りである。 
 
 
図 3 画面遷移を表すステートマシン図 
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5.2.4 AUI の作成 
ユーザインタフェースの各画面は、ステートマシン図で示した画面遷移に基
づいて作成される。AUI は、タスクの内容と画面遷移から画面の構成を決定す
るために作成される。開発者は、先に完成させたステートマシン図の 1 つの状
態を 1 つの画面として AUI を作成する。その画面に割り当てられたタスクを実
行するために必要な要素をモデルの中に記述し、AUI を完成させる。 
AUI は合成構造図を用いて表す。合成構造図では、内部に複数の要素を持つ
コンポーネントを表現することができる。そのため、ボタンやラベルなどの複
数の要素を持つユーザインタフェースを表すのに適している。構造化クラスと
パートを用いてモデル内の項目を表す。構造化クラスは外側のコンポーネント
を表す際に使われ、パートは内部の要素を表す際に使われる。ステートマシン
図内の 1 つの状態を 1 つの画面として扱い、構造化クラスによって表す。状態
遷移の際のトリガは、ユーザインタフェース上ではボタン等の要素として配置
し、合成構造図ではパートを用いて表す。また、トリガ以外にもユーザインタ
フェース上に表示すべき要素があれば同様にパートを用いて画面内に配置する。
この際要素サイズは指定しないこととする。また、開発者は、配置された要素
に Input、Output、Navigation、または Control のいずれかの UsiXML タイプ
を指定する。 
図 4 に、ステートマシン図からモバイルデバイス用の AUI への変換を示す。
アルバムを選択する画面では、「アルバムを選択する」というタスクを達成する
ためのアルバム一覧が UsiXML の Output タイプとして配置され、トリガを示
す「次へ」のボタンが Control タイプとして配置される。また、他のタスクを
行う画面に移動するためのナビゲーションとして「音楽を聞く」、「音楽を選択
する」および「音楽を検索する」の 3 つの Navigation タイプの要素を配置する。
他の画面も同様に AUI に変換される。 
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図 4 ステートマシン図から AUI への変換 
 
図 5 は、PC 向けの AUI として作成した合成構造図である。この合成構造図
では、「音楽を選択する」という画面に「アーティストのリスト」、「アルバムの
リスト」および「トラックのリスト」が配置されることを表している。また、「ア
ーティストのリスト」、「アルバムのリスト」および「トラックのリスト」は全
て Output タイプであることがコメントを用いて記されている。画面下部には、
ナビゲーションとして「音楽を聞く」、「音楽を選択する」および「音楽を検索
する」の 3 つの Navigation タイプの要素を配置する。 
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図 5 PC 向けの AUI 
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5.3 ユーザインタフェースの生成 
モデルが構築された後、本研究で作成したシステムによってユーザインタフ
ェースを生成する。AUI として作成された合成構造図が、ユーザインタフェー
スに変換される。合成構造図では、1 つの画面が 1 つの構造化クラスで表されて
いるため、構造化クラスごとに画面が作成される。作成された画面の中には、
構造化クラス内のパートで表された要素が配置される。このとき、要素のタイ
プが参照される。UsiXML タイプが Input であればテキストフィールドやテキ
ストエリア、Output であればラベル、Control であればボタン、などそれぞれ
のタイプに適した要素が作成される。 
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6. 実装 
6.1 概要 
本研究で作成したユーザインタフェースを生成するためのシステムの実装に
ついて述べる。本システムは、画面遷移の決定とユーザインタフェースのソー
スコード生成において開発者を支援する。図 6 は、開発者と本システムのそれ
ぞれが行う作業を表す。図の左側が開発者、右側が本システムの行う作業であ
る。中央に配置される作業（画面遷移の決定）は、開発者が本システムのサポ
ートを受けながら行う。開発者は、タスクを入力し、本システムのサポートを
受けながら画面遷移を決定する。画面の構成が決定されると、本システムはモ
デルを読み取りユーザインタフェースのソースコードを生成する。その後、開
発者は出力されたソースコードを確認し、必要に応じて修正を加える。 
 
 
図 6 ユーザインタフェース作成のワークフロー 
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まず、開発者は定義したタスクをテキスト形式で表す。図 7 に入力形式を示
す。最初の行にはタスクの名前を記し、後続の行にサブタスクを記す。最後に、
入力の終わりとして「end」と記述する。図 8 は表 1 の「音楽を選択する」とい
うタスクを入力する際の例である。開発者は、記述されたタスクをいくつかの
グループに分割して各デバイスの画面遷移を決定する。本システムは、図 8 に
示したような入力を用いて図 9 のようなタスクのグループ分けをするための画
面を生成する。これは、開発者の画面遷移の決定を支援する。画面内には、本
システムが入力から読み取ったサブタスクが並ぶ。開発者はこのサブタスクを
いくつかのグループに分割する。図 9 の画面では、開発者は「PC」ボタンと「モ
バイル」ボタンを押すことで各デバイスにおいてタスクをどのように分割し、
画面を遷移させるかを決定する。 
 
 
図 7 タスクの入力形式 
 
 
図 8 タスク入力の例 
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図 9 タスクのグループ分けのための画面 
 
開発者によってタスクの分割がなされると、本システムは図 3 に示す各画面
遷移を表すステートマシン図を生成する。トリガは本システムによって生成さ
れた図には表示されないため、開発者が必要に応じて記述を追加する必要があ
る。開発者は、ステートマシン図に基づき図 4 および図 5 に示すように合成構
造図を作成する。これらの合成構造図は、ユーザインタフェースの画面情報を
表すデータに変換され、各デバイス向けのソースコード生成に使われる。 
本研究では、モデルの作成に astah[4] から提供されている Java API を使用
してモデルを読み取り、ユーザインタフェースへの変換をしたが、他のモデル
記述ツールを用いることも可能である。本システムは、合成構造図の中の構造
化クラスおよびパートを、画面の外枠および内部を表す情報に変換する。次に、
要素の UsiXML タイプを調べ、画面内部の情報とともに格納する。 
モデルからデータへの変換の後、本システムはユーザインタフェースのソー
スコードを生成する。本システムによって構造化クラス毎に画面が作成され、
画面には内部の要素が追加される。各要素は、定義されたタイプに従ってユー
ザインタフェースの要素に関連付けられる。 
ユーザインタフェースのソースコードが出力されたら、開発者は適切なファ
イルにそれを貼り付けることでユーザインタフェースを作成する。また、完成
したユーザインタフェースを確認し、必要に応じて加筆・修正を行う。 
2018 年度 修士論文          早稲田大学大学院基幹理工学研究科 深澤研究室 
 
 
 
 
21 
 
 
6.2 PC 向けのユーザインタフェースの生成 
PC 向けのユーザインタフェースの生成について述べる。前節で述べたように、
本システムは合成構造図に配置された要素の UsiXML タイプを参照し、生成す
る GUI 要素を決定する。表 2 に、モデルで定義されているタイプと Java の GUI
要素との対応関係を示す。 
 
表 2 UsiXML タイプと Java の GUI 要素の対応関係 
UsiXML タイプ Javaの GUI要素 
Input 
テキストフィールド 
テキストエリア 
パスワードフィールド 
Output ラベル 
Navigation ボタン 
Control ボタン 
 
Input UsiXML タイプは複数種類の GUI 要素と対応するので、開発者は入力
スタイルに従って GUI 要素を選択する必要がある。入力が 1 行のテキストの場
合はテキストフィールド、入力が複数行のテキストの場合はテキストエリア、 
入力がパスワードの場合はパスワードフィールドを選択する。 
例では、Input タイプはテキストフィールドとして作成する。Output タイプ
はラベルとして作成し、Navigation タイプと Control タイプはボタンとして作
成する。テキストフィールドは、ユーザに何を入力させるのかを示す必要があ
るため、ラベルとテキストフィールドに変換する。本稿では、PC 向けのユーザ
インタフェースを生成するにあたって Java の Swing に用意された BoxLayout
を使用して要素を単純に縦に並べる。図 10 は、図 5 に示した「音楽を選択する」
画面のモデルをユーザインタフェースへ変換したものである。合成構造図上部
の「アーティスト一覧」、「アルバム一覧」および「トラック一覧」という Output
タイプの要素はラベルに変換される。合成構造図下部の Navigation タイプの要
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素 3 つは、生成されたユーザインタフェースの画面上部の横並びのボタンに変
換される。タスクの名前と要素に付ける名前を揃えることで関連付けを行い、
各タスクを行う画面への遷移を可能にしている。 
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図 10 PC の AUI からユーザインタフェースへの変換 
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6.3 モバイルデバイス向けのユーザインタフェー
スの生成 
モバイルデバイスでは、Android デバイスのユーザインタフェースのソース
コードを生成する。表 3 はモデルに記された UsiXML のタイプと Android の
GUI 要素との対応関係である。モデルからソースコードを生成する際、Input
タイプはエディットテキスト、Output タイプはテキストビュー、Navigation
タイプはメニューのアイテム、Control タイプはボタンに変換される。 
 
表 3 UsiXML タイプと Android の GUI 要素の対応関係 
UsiXML タイプ Androidの GUI要素 
Input エディットテキスト 
Output テキストビュー 
Navigation メニューアイテム 
Control ボタン 
 
レイアウトは、Android 開発のために用意された LinearLayout を使い、GUI
要素を縦に並べることとする。 
図 11 は、図 4 に示した「アルバムを選択する」画面のモデルをモバイルデバ
イスのユーザインタフェースへ変換したものである。合成構造図上部の「アル
バム一覧」という Output タイプの要素はテキストビューに変換され、「次へ」
という Control タイプの要素はボタンに変換される。本システムによるソース
コード生成では、レイアウトの情報が記された XML ファイルが出力される。開
発者は、Android アプリケーションのプロジェクト内の適切なファイルに生成
されたソースコードを書き込み、ユーザインタフェースを作成する。 
図 12 に同じ画面の Navigation タイプの要素のユーザインタフェースへの変
換を示す。合成構造図下部の Navigation タイプの要素が、ユーザインタフェー
ス内のメニューへと変換される。先程と同様に、本システムはメニューの情報
が記された XML ファイルを出力するため、開発者は適切なファイルにそれを貼
り付けユーザインタフェースを作成する。 
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図 11 モバイルデバイスの AUI からユーザインタフェースへの変換 
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図 12 モバイルデバイスのナビゲーション部分の変換 
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7. 評価 
本章では、提案手法および生成されたユーザインタフェースの妥当性の評価
について述べる。 
 
7.1 方法 
先に述べた提案手法で生成したユーザインタフェースと、ソースコードを手
書きして作成したユーザインタフェースの比較を行う。前章では、本研究で作
成したユーザインタフェース生成のためのシステムを用いた、PC 向けとモバイ
ルデバイス向けの 2 種類のユーザインタフェースの生成について述べた。した
がって、比較のために手動で作成するユーザインタフェースも PC 向けとモバイ
ルデバイス向けの 2 種類とする。また、前章までと同様に音楽再生アプリケー
ションのユーザインタフェースを作成する。 
ユーザインタフェースを手動で生成した場合と、提案手法を用いて生成した
場合の手順・作業工程の比較と、最終的に生成されたユーザインタフェースの
比較を行う。 
 
 
7.2 手動で作成したユーザインタフェース 
手動で生成したユーザインタフェースの詳細について述べる。 
作成するユーザインタフェースは、前章までに述べた例と同様に音楽再生ア
プリケーションのものとする。アプリケーション内でユーザが行うタスクは表 1
に示した通りである。これらのタスクから画面遷移や画面の構成などを決定し、
ユーザインタフェースのソースコードを書き進める。PC 向けのユーザインタフ
ェースについては、Java のプログラムを作成した。画面の構成やレイアウトは
ユニバーサル Windows プラットフォームユーザーエクスペリエンスガイドラ
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イン（UWP UX ガイド）[11]を参考にして決定した。作成したユーザインタフ
ェースを図 13 に示す。これは「音楽を検索する」というタスクを実行するため
の画面である。UWP UX ガイドでは、ユーザが頻繁にページを切り替えること
を想定しないアプリケーションではナビゲーションウィンドウを使用すること
を推奨している。そのため。画面左側にはそれぞれのタスクを実行する画面に
遷移するためのメニューを配置した。画面右側は、それぞれのタスクを実行す
るための領域とし、「音楽を検索する」画面上部には実行するタスク名を記した
ラベルを配置した。また、画面中央には検索キーワードを入力するためのテキ
ストボックスと検索を開始するためのボタンを配置した。 
 
 
図 13 手動で作成したユーザインタフェース（PC） 
 
モバイルデバイスに関しては、Android 端末用のユーザインタフェースを作
成した。図 14、15 は作成したユーザインタフェースのスクリーンショットであ
る。図 14 も、図 13 の PC 用のユーザインタフェースと同様「音楽を検索する」
というタスクを実行するための画面である。中央に検索キーワードを入力する
テキストボックスを配置し、その下に検索を開始するためのボタンを配置した。
モバイルデバイスのナビゲーションには、Google マテリアルデザイン[7]でトッ
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プレベルのコンテンツへのナビゲーションとして推奨されているナビゲーショ
ンドロワーとナビゲーションバーのうち、ナビゲーションドロワーを採用した。
図 15 は、ナビゲーションドロワーを用いて作成したメニューを表示した際のス
クリーンショットである。 
 
 
図 14 手動で作成したユーザインタフェース（モバイルデバイス） 
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図 15 手動作成したユーザインタフェース（メニュー表示時） 
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7.3 提案手法で生成したユーザインタフェースと
の比較 
本研究の提案手法を用いて生成したユーザインタフェースと、前節で手動作
成したユーザインタフェースの比較について述べる。 
 
7.3.1 作業内容の比較 
ユーザインタフェースを提案手法で作成する場合と、手動で生成する場合の
開発者が行う作業工程を比較する。表 4 は、ユーザインタフェースを作成する
際に必要となる作業工程の一覧と、手動で作成する場合と提案手法を用いて生
成する場合それぞれにおいて各作業が必要かどうかを示したものである。作業
が必要な場合は「○」、不必要な場合は「×」を記した。提案手法による自動化
が部分的にしか成されておらず、開発者が作業を一部負担する項目には「△」
を記した。 
 
表 4 ユーザインタフェースの作成に必要な作業工程 
作業工程 手動作成 提案手法での生成 
タスクの定義 ○ ○ 
画面遷移の決定 ○ △ 
レイアウトの指定 ○ × 
GUI要素の選択 ○ ○ 
GUI要素の配置 ○ ○ 
GUI要素の大きさの指定 ○ × 
GUI要素のアクションの設定 ○ △ 
 
手動で作成する場合には、タスクの定義、画面遷移の決定、レイアウトの指
定、GUI 要素の選択、GUI 要素の配置、GUI 要素の大きさの指定、GUI 要素
のアクションの設定、の全てを開発者が行う必要がある。一方、提案手法を用
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いる場合では、レイアウトの指定とGUI要素の大きさの指定を行う必要がない。
開発者がモデルを作成時に AUI に GUI 要素を配置してしまえば、本システム
がユーザインタフェースのソースコードを生成する際に画面のレイアウトと
GUI 要素の大きさを自動的に決定するためである。画面遷移の決定は、開発者
が本システムの支援を利用しながら行うことができる。GUI 要素のアクション
の設定に関しては、画面遷移をするための Navigation タイプの要素に対しては
行う必要がない。しかし、処理の実行をするための Control タイプの要素に対
しては、どのような処理を行うのかを開発者が適宜設定する必要がある。また、
Navigation タイプの要素であっても、アプリケーションが行う処理を追加した
い場合は開発者がアクションを設定する必要がある。 
本研究の提案手法を用いることにより、表 4 に示したユーザインタフェース
の作成において開発者が行うべき作業工程 7 項目中、2 項目は行う必要がなくな
り 2 項目は一部の負担で済むようになる。したがって、提案手法によって開発
者の負担が軽減されると言える。 
 
 
7.3.2 生成されたユーザインタフェースの比較 
提案手法を用いて生成されたユーザインタフェースと手動で作成したものの
比較について述べる。 
提案手法を用いる場合と用いない場合で最終的に完成したユーザインタフェ
ース同士を比較する。手動で作成されたユーザインタフェースを基準とし、提
案手法によって生成されたユーザインタフェースに表示されるGUI要素の種類
は正しいか、配置される場所は適切かを判定する。 
PC 向けのユーザインタフェースの「音楽を検索する」画面の比較を図 16 に
示す。どちらのユーザインタフェースにもナビゲーション部分の「音楽を再生
する」、「音楽を選択する」および「音楽を検索する」という 3 つのボタンが存
在する。また、画面中央には検索キーワードの入力を行うためのテキストボッ
クスと検索を実行するためのボタンが存在する。加えて、提案手法を用いて生
成されたユーザインタフェースには、テキストボックスの左側に何を入力すべ
きかを示すラベルが配置される。一方、手動で作成したユーザインタフェース
には、ユーザが何をすべきかの誘導としてその画面で実行するタスクの名前が
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記されたラベルが画面上部に配置される。よって、提案手法で生成されたユー
ザインタフェースの GUI 要素の種類は正しいことが確認できる。 
GUI 要素の配置では、ナビゲーション部分の配置が異なる。提案手法で生成
されたユーザインタフェースでは、画面の一番上に横並びのボタンが 3つ並び、
それぞれの画面に遷移できるようになっている。一方、手動で作成したユーザ
インタフェースでは画面の左側に縦並びでボタンが並んでいる。画面右側のタ
スクを実行するための領域では、どちらのユーザインタフェースでもテキスト
ボックスとボタンが縦に並ぶ配置となっている。以上のことから、ナビゲーシ
ョン部分はより適切なレイアウトにする必要があるが、タスクを実行する領域
では提案手法による GUI 要素の配置は適切であると言える。 
 
 
図 16 PC 向けのユーザインタフェースの比較 
 
モバイルデバイスのユーザインタフェースの比較を図 17 に示す。モバイルデ
バイスでは、ナビゲーション部分の配置が主な違いである。提案手法によって
生成されたユーザインタフェースでは、ナビゲーションは画面右上のメニュー
ボタンを押すことで表示される。一方手動で作成したユーザインタフェースで
は、メニューの表示にはナビゲーションドロワーが使われている。ナビゲーシ
ョン部分以外には、使用した GUI 要素の種類に違いは無かった。また、手動で
作成した方では、ツールバーのサブタイトルに実行するタスクの名前が表示さ
れ、何を行うための画面なのかがユーザに伝わるようになっている。モバイル
デバイスでは、提案手法で生成したユーザインタフェースは手動で作成したも
のと比べてナビゲーションの種類が不適切であり、画面に表示する内容が不十
分であった。 
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図 17 モバイルデバイス向けのユーザインタフェースの比較 
 
以上のことから、提案手法により生成したユーザインタフェースにはレイア
ウトなどに改善点があるが、画面に配置された GUI 要素の種類は適切に割り当
てることができ、本手法を用いることで適切な PC 向け、モバイルデバイス向け
のユーザインタフェースを生成できることが確認できた。 
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8. おわりに 
本研究では、利用環境に適応するユーザインタフェース開発の支援を目指し、
モデル駆動によるユーザインタフェースの生成手法を提案した。具体的には、
モデル駆動のユーザインタフェース開発言語 UsiXML で用いられる手順を参照
し、UML のモデルを構築した。モデルの構築は、タスクの定義、画面遷移の決
定、ステートマシン図の作成、および AUI の作成の 4 つのステップから成る。
また、本手法での開発を支援するシステムを作成した。本システムは、開発者
によるタスクの入力を受け付け、画面遷移の決定を支援する。画面遷移が決定
されると、開発者が構築したモデルを基に、astah が提供する API を利用しユ
ーザインタフェースのソースコードを生成する。本稿では、デスクトップ PC と
Android デバイスの 2 種類のデバイスに向けたソースコード生成を行った。 
提案手法の評価では、ユーザインタフェースを手動で生成した場合と、提案
手法を用いて生成した場合の手順・作業工程の比較と、最終的に生成されたユ
ーザインタフェースの比較を行った。作業工程の一部を本システムで自動化し
たことにより開発者の負担が軽減されることが確認できた。生成されたユーザ
インタフェースの比較では、提案手法を用いることで画面上に適切な GUI 要素
が配置された。ただし、ナビゲーション部分に関してはより適切なレイアウト
を採用する必要がある。また、モバイルデバイス向けのユーザインタフェース
においては、画面に表示する内容が不十分なため、ユーザにとって使いにくい
ものとなってしまう可能性がある。 
今後の課題として、以下の事項が挙げられる。 
 本システムが生成するユーザインタフェースのレイアウトを修正する。 
 前章で検証したように、本システムが生成するユーザインタフェースの
ナビゲーション部分のレイアウトをより適切なものに変更する必要があ
る。 
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 Input タイプのユーザインタフェース要素として、チェックボックスなど
の選択要素を実装する。 
 本稿では、Input タイプに対応するユーザインタフェース要素としてテ
キストフィールドなどのユーザが文字を入力するものを扱ったが、ユーザ
ビリティの高いインタフェースを生成するためには選択式の入力も考慮
する必要がある。 
 レイアウトを細かく指定出来るようにする。 
 本稿では、作成するユーザインタフェースのレイアウトをあらかじめ指
定し、要素を縦に並べたが、より細かくレイアウトを指定できるようにす
る必要がある。 
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