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Dans le système que nous proposons , les résultats des 
simulations sont mémorisés, ce qui permet de les exploiter 
de diverses manières . Ils peuvent fa i re l ' objet de 
manipulations avant d'être par exemple visualisés sous forme 
graphique, ou encore interveni r dans la dét erminati on d'une 
n ouv e l l e e xp érienc e a s i muler . 
Nous voulons éviter de proposer un ensemble d'outils 
disparates et incohérents . Nous nous efforcerons de mettre 
en évidence les concepts essentiels à nos objectifs , de 
façon à pouvoir construire un ensemble d'outils intégrés 
constituant un véritable système compatible avec la notion 
de simulation. 
l'analyse détai 11 êe des concepts fondamentaux, ainsi 
que des outils à prévoir dans le cadre de ce progiciel, 










Le système ne sera pas entièrement implémenté au terme 
de ce mémoire. C'est pourquoi l'analyse qui fait l'objet des 
chapitres suivants est destinée à toute personne qui 
reprendrait cette t~che. 
Nous parlerons désormais de constructeur d'outils pour 
désigner l'utilisateur associé à cette phase. 
Nous avons eu le soucis , en mettant au point notre 
système, de le laisser le plus ouvert possible . Un certain 
nombre de concepts seront, comme nous l'avons dit, isolés et 
définis clairement. Ceci facilite l'extensibilité de notre 
système . 
1. 3. 2 2ème phase: construction du simulateur 
La création du simulateur constitue la seconde étape du 
cycle de vie d'un didacticiel. 
Le simulateur est un programme qui simule une suite 
d'observations constituant une expérience , et ce sur base 
d'un modèle mathématique. Le simulateur se charge également 
de stocKer les résultats de la simulation . 
Le simulateur est, dans le cadre de ce travail , la 
notion de base de tout didacticiel. Le simulateur peut être 
considéré comme le noyau du didacticiel; ce dernier se 
"contentant" de lui fournir les données nécessaires et d'en 
exploiter les résultats. C'est pourquoi nous dissocierons 
l'étape de création du simulateur de l'étape de construction 
du didact ic ie 1. 
Nous parlerons de constructeur de simulateur lorsque 
nous ferons allusion à l'utilisateur associé à cette phase. 
Nous prévoyons dans notre système une série d'outils 
qui ont pour but d'aider le constructeur du simulateur à 
mettre au point son programme . 
Un simulateur ne peut être exploité que s'il est 
intégré au sein d'un didacticiel. Tout simulateur est donc 
destiné a être incorporé à un tel programme . Un même 
simulateur peut cependant être intégré a plus d'un 
didacticiel. Il est également possible que plusieurs 
simulateurs soient exploités par le même didacticiel. 
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1. 3. 4 4ème phase: exploitation du didacticiel 
Il s'agit de la phase finale du cycle de vie d'un 
didacticiel, c'est-3.-dire son exploitation par l 'êlève que 
nous appelerons aussi utilisateur final. 
Le rôle de l'êlêve peut être entièrement passif . Mais 
dans un but didactique, l'intervention de l'êlêve semble 
souvent plus efficace. Il existe diverses manières de faire 
participer l' êlêve. I 1 peut intervenir dans la dê t ermination 
de l'expêr i ence a. simuler, ou encore, choisir la forme sous 
laquelle il visualisera les rêsultats de la simulation. 
Il semble opportun de prêciser que le constructeur 
d'outils, le constructeur de simulateur, le cons t ructeur de 
didacticiel et l'utilisateur final ne sont pas forcêment 
quatre personnes diffêrentes . Le simulateur peut être êcrit 
par celui qui met au point le didacticiel dans lequel il 
sera inclu. D'autre part, il n'est pas exc l u que le 
programmeur utilise son propre produit. Le constructeur 
d'outils peut lui aussi construire un simulateur ou un 
didacticiel. Il peut aussi exploiter l'un ou l'autre 
produit fini. 
1.4 Choix du langage et de la machine 
1. 4. 1 Choix du langage 
Ce progiciel est destinê a. des enseignants du 
secondaire dont la formation principale n'est pas 
l'informatique . La plupart d'entre eux se sont ouverts a. 
l'informatique par eux-mêmes, ou en suivant une formation 
plus ou moins poussêe dans ce domaine . 
Ces personnes commencent souvent par apprendre a. 
utiliser le langage Basic . Par consêquent , bon nombre de 
programmes a. vocation didactique qu'ils mettent au point 
sont êcrits dans ce langage . 
Cependant, le langage Basic prêsente deux inconvênients 
majeurs . Le premier est son manque de standardisation. Il 
n'existe pas de standard auquel on pourrait se rê f êrer pour 
assurer la portabilitê du progiciel. 
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Le second inconvénient est que ce langage ne contient 
pas les notions de module et procédure. Cette particularité 
revêt une importance considérable dans le cadre de ce 
projet où la notion de modularisation est primordiale. 
Ceci nous pousse à nous orienter vers un langage de 
plus haut-niveau. C'est ainsi que notre choix s'est porté 
sur un langage souvent utilisé lors de l'apprentissage de 
l'informatique, à savoir le Pascal. Ce langage offre les 
notions de procédures et fonctions nécessaires à 
l'implémentation de notre projet. Ce langage a, de plus, 
une certaine audience dans le secondaire, bien qu'encore 
relativement réduite. 
Vu l'importance grandissante de l'informatique dans 
l'enseignement, i 1 est à espérer que des 1 angages offrant 
plus de possibilités que le Basic seront abordés par les 
enseignants. Nous pouvons donc raisonnablement penser que , 
dans l'avenir, l 'uti 1 isation du Pascal se généralisera. Or, 
il s'écoulera un laps de temps non négligeable entre le 
moment où 1 es fondements de ce travai 1 seront établis, et 1 e 
moment où le système pourrait être opérationnel et mis à la 
disposition des enseignants. Nous espérons noter d'ici là 
une évolution dans les langages utilisés. 
Le choix du langage fait donc ici l'objet d'un pari sur 
l'avenir de l'informatique dans les écoles . 
Notons que certaines particularités du langage choisi 
poseront des problèmes lors de l'implémentation de notre 
système . On peut citer notamment l'absence de tableaux à 
bornes dynamiques ou l'impossibilité de fournir une 
procédure en tant que paramètre à une autre procédure . Nous 
maintiendrons malgré tout notre choix car le langage Pascal 
est un candidat intéressant dans le cadre de notre projet . 
Grace au système que nous proposons, la rédaction d'un 
simulateur ou d'un didacticiel sera relativement simple par 
rapport aux performances qu'on peut attendre . Les 
constructeurs de simulateurs et de didacticiels écriront 
1 eurs programmes en Pascal. I 1 s pourront faire appe 1 à des 
outils du progiciel qui seront implémentés dans le même 
langage. 
Précisons encore que c'est le turbo-Pascal que nous 
avons utilisé au cours de ce travail. 
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1.4. 2 Choix de la machine 
Nous désirons implémenter notre système sur un micro-
ordinateur, qui est la machine la plus souvent présente dans 
l'enseignement, et la plus accessible financièrement . 
L'évolution des technologies en informatique est telle 
que le prix du matérie 1, a. l'opposé de ce 1 ui des 1 ogicie 1 s, 
ne cesse de décro1tre. Par conséquent, les écoles équipées 
de micro-ordinateurs depuis quelques années se retrouvent 
avec du matériel largement dépassé (Apple II, TRS 80, . .. ). 
Les Apple II et autres machines de même niveau sont 
encore très utilisées dans les écoles, mais n'offrent pas la 
capacité mémoire suffisante pour notre projet. D'autre part, 
un certain nombre d'établissements scolaires se sont équipés 
d'un matériel plus moderne. Nous préférons, par conséquent, 
opter pour les P.C. compatibles qui ont déja fait leur 
apparition dans certaines écoles, et qui, dans ce type 
d'environnement, semble devenir une sorte de nouveaux 
standards. Ce type de micro-ordinateur permet de disposer 
d'une capacité mémoire suffisante, a. l'inverse de beaucoup 
de machines disponibles actuellement dans le secondaire. 
Nous avons travaillé sur une classe particulière de machines 
compatibles a. savoir les olivetti M 24. 
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CHAPITRE 2 CONCEPTS RELATIFS AU SIMULATEUR 
2. 1 Phénomène biologique, modèle mathématique et simulation 
Un phénomène biologique , faisant partie de l'univers 
biolog i que, est un phénomène uniquement observable. En 
effet, 1 es règ 1 es ( ou 1 ois) régissant 1 es phénomènes étudiés 
sont inconnues a priori; on ne peut qu'en observer les 
effets par un nombre limité d'expériences et par analyse des 
observations ainsi faites. Un certain nombre de lois ou 
règles peuvent alors être induites. 
A l'inverse , l'univers mathématique est constitué d'un 
ensemble de lois de base données a priori et où toute autre 
chose sera tenue pour vraie si elle peut être déduite a 
partir de ces lois. 
Lors de l'analyse de phénomène biologique, les 
scientifiques ont constaté que des composants de la réalité 
biologique semblent se comporter de même façon que des êtres 
de la réalité mathématique. C'est ainsi qu'une 
correspondance entre les deux univers peut être proposée. 
Une telle correspondance est appelée "modèle". On dispose 
alors d'un modèle mathématique de la réalité biologique 
considérée (voir figure 2. 1). 
Le principe de base des sciences empirico-formelles est 
de considérer que les relations ainsi constatées restent 
valables dans les cas où l'on n'a pas fait l'expérience, 
élevant ainsi ces relations au rang de lois générales. Les 
modèles mathématiques peuvent alors être utilisés a des fins 
de prédiction. 
L ' observation du modèle mathématique en lieu et place 
du phénomène biologique porte le nom de simulation. La 
démarche traditionnelle est de type inductive, a l'opposé de 
la simulation de phénomène biologique sur base de modèle 













• = êtres :aathé:aatiques 
♦ = relation entre deux 
êtres :aathé:aatiques 
corre:spomance = aodèle mthémtique 
~e2. 1. 
Cette dernière démarche est entre autres intéressante 
dans le domaine de l'enseignement assisté par ordinateur. 
Plutôt que de travailler directement sur la réalité 
(prélèvements, observations, expériences, ... ) , celle-ci est 
simu1é·e a. l'aide de modèles mathématiques. Cette démarche 
est particulièrement intéressante dans les situations où 
l'expérimentation est coüteuse, malaisée ou dangereuse. 
Dans le cadre de ce travail, nous nous limiterons a. des 
modèles numériques. Dans de tels modèles, les observations 






proposons c i-dessous une brève descripti on de 
modèles biologiques existants. Nous les donnons 
a. titre d'exemple. Nous en reprendrons l'un ou 
dans la suite pour illustrer certains des concepts 
que nous introduirons . 
Bon nombre de modèles biologiques sont décrits par une 
ou plusieurs équations différentielles. S'il n'est pas 
possible de trouver une solution analytique aux équations 
différentielles du modèle, on peut avoir recours a. 
l'intégration numérique. 
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On peut dissocier les modèles simples des modèles a 
composants multiples. 
Parmis les modèles simples, certains sont décrits par 
équation différentielle et peuvent être résolus 
analytiquement par intégration. Prenons comme exemple le 
modèle de variation de la densité de la population (N) en 
fonction du temps (t): dN/dt = KN , où K est une constante de 
proportionalité . La solution analytique de ce modèle est de 
la forme : Nta N0 • ek~ si N0 est la population au temps t = O 
( [SPAIN) p. 16). 
D'autres modèles (simples), partent de l'hypothèse que 
1 e système bio 1 og ique est a. 1 'équilibre ( "steady-state"). Le 
modèle de saturation enzymatique de Michaelis-Menten en est 
un exemple . La solution analytique est de la forme: 
VHax. [S) 
V = 
Km + [S) 
où Km est la constante de Michaelis-menten, v est la vitesse 
de la réaction, [S) est la concentration en substrat et VHax 
est la constante représentant la vitesse maximale lorsque 
l'enzyme est totalement saturé . La vitesse de la réaction 
enzymatique est donc exprimée en fonction de la 
concentration en substrat. En ce qui concerne le 
développement et les calculs, le lecteur peut se référer a 
[ spain) , p . 28. 
Les modèles a. composants multiples sont souvent 
utilisés en biologie. Prenons un modèle a. deux compartiments 
entre lesquels s'effectue un flux de matière. Ce modèle peut 
être schématisé de la manière suivante: 
K12 
@J--->0 
ce modèle est 
différentielles: 
décrit .Par le 
{ 
dx1/dt = -K12. Xi 
dx2/dt = +l<.i2. xi 
système d'équations 
où xi et x2 sont des quantités de matière, et l<.i2 une 
constante de proportionalité liée au flux entre les deux 
compartiments. La solution analytique de ce système est : 
{ 
Xi - X1(0). e-klZt 
x2 : x2(0) + xi (0). (1-e -Ktzt ) 
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où t représente le temps, et x1 (0) et x2 (0) sont les 
quantit é s de matière dans chaque sompartiment au t emps t = o 
( [l e bret), p. 10 1 ) . Les quantités de matière x1 et x2 sont 
donc exprimées en fonction du temps . 
Lorsqu'il est malaisé de trouver une solution 
analytique a un système d'équations différentielles, on peut 
avoir recours a l'intégration numérique. Prenons, par 
exemple , le modèle (a multi-composants) de la cinétique 
d'une réaction bimoléculaire de la forme: 
K 
A + B p 
Les équations différentie 11 es sont : {d [A) / dt = -K. [A). [B) 
d[B) /dt = -K. [A) . [B) 
d [P) /dt = +K. [A) . [B) 
La solution numérique est : /:. [BJ =.1[AJ = -K. [A). [BJ.i'.\t 
A [ P J = + K. [A) . [ B) . 6 t 
[A) t+At = [A] t + A [A] 
[B) t+H = (B) t + fj, [B) 
= [P) +fi[P) 
t 
où [A) , [B) et [PJ sont les concentrations des différents 
composants, K est une constante (taux de réaction) de même 
que At (accroissement du temps). Les valeurs de chaque 
concentration au temps t+At dépend de la concentration au 
temps t ([SPAIN) , p. 81). 
Notons que certains modèles a composants multiples 
peuvent aussi partir de l'hypothèse que le système est a 
l'état d'équilibre pour proposer une solution de type 
analytique. 
La description de certains modèles, qu'ils soient 
simples ou a composants multiples, ne passe pas forcément 
par l'écriture d'équations différentielles . C'est par 
exemple le cas du modéle simple de variation de l'intensité 
lumineuse d'un cycle annuel , décrit par l'équation: 
I = 249 sin (2 TT'(W-11)/52 ) + 378 , 
où I est l'intensité de la radiation directe en calories par 
cm par jour, et w = le temps en semaine par rapport au 
calendrier ( [spain) , p . 135) . 
Les types de modèles que nous venons brièvement de 
décrire sont déterministes. D'autres modèles font intervenir 
une dimension aléatoire. C'est notamment 1 e cas lorsqu'on 
désire simuler la variabilité expérimentale. Ces modèles non 
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déterministes peuvent se baser sur la génération de nombres 
aléatoires de distribution donnée pour simuler cette 
composante aléatoire. Nous en reparlerons au chapitre 5. 
Les types de modèles evoqués ci-dessus sont compatibles 
avec le système que nous proposons dans la suite de ce 
travail. Ceci ne signifie pas que d'autres types de modèles 
ne puissent pas être compatibles avec notre système. Nous 
ferons éventuellement allusion a d'autres types de modèles 
au cours de ce travail, ce sera notamment le cas lors que 
nous parlerons de variable indépendante non connue a priori. 
2. 2 Calculateur et variables dépendantes, 
évolutives 
indépendantes et 
Dans l'univers biologique, l'expérimentateur peut 
observer un même phénomène grace a divers dispositifs 
expérimentaux. A un même modèle mathématique peuvent donc 
être associés plusieurs dispositifs expérimentaux simulés. 
Dans un dispositif expérimental, il existe un certain 
nombre de variables. Nous appelerons variable une composante 
du phénomène observé qui, dans un dispositif expérimental 
particulier, peut prendre des valeurs différentes lors 
d'observations différentes . 
Dans le cadre de ce travail, nous définirons un 
calculateur comme étant un programme, au sens informatique 
du terme, qui, sur base d'un modèle mathématique, simule 
une observation d'un phénomène biologique (voir concept de 
simulation d_'observation), et ce, selon un seul dispositif 
expérimental particulier. 
2. 2. 1 Dispositif expérimental de ~ statique 
Le premier type de dispositif expérimental comprend 
d'une part des variables qui sont connues avant 
l'observation, et d'autre part, des variables mesurables ou 
cal cul ables. Nous 1 ui donnerons 1 e nom de dispositif 
expérimental statique. Nous appelerons variable indépendante 
toute variable dont la valeur doit être connue ou fixée dans 
un dispositif expérimental avant chaque observation. Nous 
appelerons variable dépendante toute variable mesurée dans 
(ou par) le dispositif expérimental. Dans un tel dispositif, 
si l'on fixe un certain nombre de variables (les variables 




Un exemple de tel dispositif est donné à la figure 2. 2. 
Soit le aod.èle de saturation enzyMtique de lfichaelis-ttentea 
k1 k3 
E + S ... ES ... l + p 4 4 k2 k1 
-+- V = V&x . [ S] k2 + k3 co~tante de aTec Ia = = lfichaelis-nentea Ill + [ S) kl 
[ S] V [ S] V 
_,. calculateur _,., .... _:, __ T _ ___, 
où Vltax et Ia sont des constantes 
[S] • variable im6pende.nte 
V = variable dépemante 
= variable inconnue 
s = valeur connue 
T - valeur calcul6e 
D1spos1 tit e:xpér1.Jaental de type statique 
~e2.2. 
Le modèle de variation de la densité de 
Nt = N0 • ekt dont il a été question plus 
également dans cet te catégorie. N0 et 
constantes, t est une variable indépendante 
variable dépendante. 
Il en est de même pour le modèle à deux 
dont la solution analytique. est: 
J 1 X1(0).e-kl 2t 
l :2: x2(0) + x1(0) (1-e-k 12l 
la population: 
haut, rentre 
K sont des 
et Nt est une 
compartiments 
xi (0), x2 (0) et K12 sont des constantes, t est une variable 
indépendante, et xi et x2 s ont des variables dépendantes. 
Nous verrons plus loin comment prendre en compte les 
constantes (voir calculateur dérivê). 
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Dans ces types de modèles, on prend en compte le temps, 
en le considérant comme une variable indépendante . On 










tel type de dispositif expérimental , le 
reçoit en ent rée un vecteur contenant 
variables ( dépendantes et indépendantes) , 1 es 
variables indépendantes étant connues . le 
après exécution, fournit le même vecteur dans 
valeurs des variables indépendantes sont 
les valeurs des variables dépendantes sont 
On peut alors considérer que le calculateur calcule un 
état du système. 
2. 2. 2 Dispositif expérimental de~ dynamique 
Dans un second type de dispositif expérimental , nous 
considérons un système effectuant des transitions d ' un état 
vers un autre. 
Nous 
dynamique . 
parlerons alors de dispositif expérimental 
Dans ce type de système, il est fréquent que le modèle 
utilisé fournisse les valeurs des variables, lors d'une 
observation, · en fonction des valeurs de ces mêmes variables 
obtenues lors de l'observation précédente. Nous appelerons 
variables évolutives ce type de variables . 
On peut alors considérer qu'un calculateur simule ~ 
transition d'état d'un système dynamique en remplaçant les 
valeurs des variables évolutives par leur valeur mise a. 
jour. On peut illustrer ceci par un exemple ( voir figure 
2. 3). 
Si l'on désire étendre la notion de dispositif 
expérimental dynamique, on peut admettre qu'avant chaque 
observation, un certain nombre de paramètres aient leur 
valeur fixée a priori . Ces paramètres pourraient par exemple 
définir l'intervalle de temps entre deux observations 
consécutives, ou encore, correspondre a. des réglages 
successifs d'un dispositif de contrôle . Ces paramètres 
peuvent être considérés comme des variables indépendantes. 
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Supposons la réaction chiaique suivante: A+ B 
où À et B sont des réactifs 
P est 1m prooui t 
k est le taux de réaction. 
k 
---t►~ p 
Les équations qui en découlent et qui constituent le 
calculateur sont: 
t.[BJ = t.[.1) = -k . [BJ. [Al. t.t 
t.[PJ = +k. [B]. [A] . ot 
[Blt+ot = [Blt + t.[BJ 
c.11 t+ot = c.11 t + t.[AJ 
[P] t+ot = [P] t + t.[P] 
où t.t = inte:nalle de teçs 
(1) [B) [P) (1) [B] [PJ 
j a b p l--►--1 calculateur l__.j a' b' p' 1 
avec k et ot = constantes 
[AJ,[B],[P] = variables éVolut1ves 
a, b, p = T&leurs des T&riables évolutives avant 
transition d'état 
a' ,b' ,p' = valeurs des w.riables évolutives après 
transition d' état 
la 
la 
Dans un tel dispositif, le vecteur fourni au 
calculateur contient des variables indépendantes et 
évo 1 ut ives, 1 es valeurs de ces variables étant connues. Le 
calculateur, après exécution, fournit le meme vecteur dans 
lequel les variables évolutives sont mises a jour. 
Il n'est pas exclu de retrouver au sein d ' un meme 
dispositif expérimental les trois types de variables, a 
savoir indépendantes, dépendantes et évolutives (voir figure 
2. 4) . 
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où À et B sont des réactifs 
Pest un proou1t 
k est le taux de réaction. 
Chapit re 2 
k 
---1►• p 
Les équations qui en découlent et qui constituent le 
calculateur sont: 
6[BJ = 6[J.J = -k. [BJ. [A]. At 
6[PJ = +k. [B). [A). At 
[Blt+At = [Blt + 61:B] 
[A] t+At = [A] t + 6[J.J 
[Plt+At = [Plt + ACPJ 
S = [Alt+At + [B1t+At 
où At= intervalle de teaps 
At S [J.J [BJ [PJ At S [A) [BJ [PJ 
1 t • a b p H calculateur! r--1►.i{ t s a' b' p' J 
avec k = constante 
At = variable indépeœante 
s = variable dépemante 
• = valeur inconnue 
s = valeur calculée 
t = '?&.leur connue 
[AJ, [BJ, [PJ = variables évolutives 
a, b, p = valeurs des variables évolutives avant la 
sillul.ation de l'observation 
a' ,b' ,p'= valeurs des variables évolutives après la 
s1Jlulat1on de l'observation 
~e 2.4. 
Les variables indépendantes telles que nous les avons 
définies jusqu'ici sont connues a priori, c'est-a-dire avant 




On peut étendre les mécanismes de détermination des 
variables indépendantes en admetant que: 
-la valeur d'une variable indépendante peut être égale a 
la valeur prise par une autre variable a l'observation 
précédente 
-la valeur d'~ne variable indépendante peut être 
déterminée par calcul a partir d'une (éventuellement 
plusieurs) valeur obtenue a l'observation précédante 
-la valeur d'une variable indépendante peut être calculée 
a partir de va l eur(s) obtenue(s) lors d'observation(s) 
antérieure(s) a l a dernière observation. 
Puisque les valeurs de ces variables sont connues 
lorsqu'elles sont fournies au calculateur, nous pouvons les 
ranger parmi les variables indépendantes. Les valeurs de ces 
variables font l'objet d'un calcul qui ne peut être effectué 
qu'avant chaque exécution du calculateur. Elles diffèrent 
donc par leur mode de dêtermination des variables 
indêpendantes connues a priori. 
Nous pouvons rêsumer ce qui vient d'être exposê de la 
manière suivante. 
Un calculateur est un programme qui reçoit en entrée 
un vecteur comprenant les valeurs des variables qui peuvent 
être de trois types: dêpendantes, indêpendantes et 
êvolutives. Les valeurs des variables indêpendantes et 
évolutives du vecteur fourni en entrêe sont connues, tandis 
que les valeurs des variables dêpendantes ne le sont pas. Le 
calculateur, après exécution, fournit le même vecteur dans 
lequel les valeurs des variables indépendantes sont 
intactes, les valeurs des variables dépendantes sont 
calculêes, et les valeurs des variables évolutives sont 
mises a jour. 
Le calculateur étant 
reprises dans le vecteur 
informatique du terme. 
un programme, les variables 
sont des paramètres au sens 
Rappelons qu'a un modèle mathématique peuvent être 
associês plusieurs dispositifs expérimentaux. Par 
conséquent, un même modèle mathématique peut donner 
naissance a plus d'un calculateur: au moins un calculateur 
par dispositif expêrimental simulé. Une variable 
indépendante dans un calculateur peut être variable 
dêpendante dans un autre calculateur, tous deux associés au 
même modèle mathématique mais a des dispositifs 
expérimentaux différents. En d'autres termes, une variable 
peut être connue a priori dans un dispositif expérimental, 
mais être mesurée dans un autre dispositif expérimental 
associê au même modèle mathématique, et inversément (voir 
figure 2. 5). 
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ttodèle :aathé:aatique 
V =- fflax . [ S] 
fi+ [S] 
[S] V 
....__ _ __.M ~ v 1 
où [ S] = var. indépemante où [ SJ = var. dépeœante y = var. d6peDiante y = var. ind6peDiante 
• = valeur inconnue • = valeur inconnue 
~ = valeur comme V = valeur comme 
V = valeur calculée s = valeur calculée 
~e2. 5. 
Dans le cas de modèles non déterministes, les principes 
énoncés ci-dessus restent valables. C'est au sein du 
calculateur que la dimension aléatoire sera prise en compte. 
Des nombres générés aléatoirement (suivant une distribution 
donnée) peuvent être utilisés pour moduler les valeurs des 
variables calculées dans le cas où par exemple on désire 
simuler la variabilité expérimentale. 
2. 3 Simulation d'observation et simulation d'expérience 
Nous appelerons •Simulation d'une observation une 
exécution d'un calculateur, avec affectation préalable de 
valeurs aux différentes variables indépendantes et 
évolutives de ce calculateur. on entend par exécution d'un 
calculateur le calcul des valeurs des variables dépendantes 
et la mise a jour des variables évolutives a partir des 
valeurs reçues: valeurs des variables indépendantes et 
évolutives. 
Nous appelerons simulation d'une expérience une série 
d'exécutions du même calculateur avec, avant chaque 
exécution, affectation de valeurs aux différentes variables 
indépendantes et évolutives de ce calculateur. La simulation 
- 20 -
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d'observation, utilisant 





iè•e · obse:nation 
sillulée 
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donc une série de simulations 
le même calculateur (voir figure 
une expérience 
sillulée 
,Ug]ge 2. 6. 
2.4 Calculateur dêrivê 
Un calculateur dêrivé est un calculateur construit a 
partir d'un calculateur préexistant dont certains paramètres 
(au sens informatique du terme) sont fixês, donc constants 
tout au long d'une expêrience simulêe, ou "ignorés". 
Remarquons qu'une constante dans un dispositif 
expêrimental peut être considêrée comme une variable 
indépendante dont la valeur est fixe tout au long de la 
simulation de l'expêrience. On peut donc êcrire un 
calculateur dêrivê dans les paramètres duquel la variable 
constante tout au long de l'expêrience n'apparait plus (voir 
figure 2. 7) . 
un paramètre peut être ignorê et ne pas être repris au 
niveau du calculateur dérivé si ce paramètre n'est pas jugé 
utile ou nêcessaire. De même, une variable dêpendante 
faisant partie du vècteur de variables fourni a un 
calculateur donné peut ne pas être reprise dans les 
paramètres du calculateur dêrivé de ce dernier. Ce peut être 
le cas notamment lorsque les valeurs obtenues pour cette 
variable au cours de l'expêrience simulêe ne sont pas 
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exploitées par la suite, ou n'interviennent pas dans le 
calcul d'autres variables (revoir figure 2 . 7) . 
Soit tm calcUlateur de base : 
procedure C (k, t: real; var S, [Al, [BJ, [Pl: real); 
beg1n 
em; 
où k et t = variables imépemantes 
s = variable dépeœante 
[AJ,[BJ,[PJ = variables évolutives; 
soit tm calcUlateur C' dérivé de C : 
procedure C' (var [A), [B], [P] :real); 
var S:real; 
begin 
C (O. 2, 0.1, S, [A), [B), [P) ); 
eœ_ 
où [A] , [B) , [P) 
s 
k et t 
= variables évolutives 
= ignoré 
= constantes respectiveaent égales 
0 . 2 et 0.1 
~e2.7. 
Dans la suite de ce texte, nous ne ferons plus de 
distinction entre calculateur de base et calculateur dêrivê. 
- 22 -
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2. 5 Tableau de résultats 
Les résultats obtenus en simulant une expérience 
doivent pouvoir être visualisés sous forme de graphe, ou 
simplement sous forme de tableau contenant les valeurs des 
différentes variables au cours d'une expérience simulée. 
L'expérimentateur peut utiliser ces résultats pour définir 
d'autres expériences a. simuler. Des statistiques (moyennes, 
variances, .. . ) sur les résultats de la simulation d'une 
expérience peuvent également être calculées (voir 
manipulation de tableaux). 
Ces quelques propositions montrent qu'il serait 
intéressant de garder trace des différentes variables, 
c'est-a-dire des valeurs prises successivement tout au long 
d'une même expérience simulée. Ceci introduit la notion de 
tableau de résultats. Un tableau de résultats est constitué 
d'une part d'un vecteur que nous appelerons vecteur-
définition et, d'autre part, d'un tableau a. deux dimensions 
que nous appelerons matrice. 
Le vecteur-définition reprend pour chaque variable du 
tableau de résultats une série de renseignements: 
la définition de la variable. Cette définition consiste en: 
- un nom 
- une unité 
- un genre 
- un ensemble d'informations 
Tout nom de variable est identifiant au sein d'un même 
tableau, c'est a. dire que deux variables d'un même tableau 
de résultats ne peuvent porter le même nom. L'unité est 
associée aux valeurs de la variables reprises dans la 
matrice (cfr infra) . Le genre de la variable peut être: 
"dépendante", "indépendante" ou "évolutive". 
Les informations associées a une variable dépendent du 
genre de cette dernière. Le genre "dépendante" ne nécessite 
aucune information complémentaire . L'information associée au 
genre "évolutive" n'est autre que la valeur a affecter a 
cette variable avant la première observation a simuler. 
Cette valeur représente l'état initial de la variable 
évolutive. Quant aux informations associées au genre 
"indépendante", elles seront abordées plus loin (voir 
simulateur). 
La matrice d'un tableau de résultats mémorise les 
valeurs prises par les différentes variables au cours d'une 
expérience simulée. Chacune des valeurs reprises dans le 
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vecteur fourni , après chaque exécution, par le calculateur , 
est mémorisée dans une case de la matrice. Chaque 1 igne de 
la matrice contient donc les valeurs prises, après chaque 
exécution du calculateur (c'est-a-dire a chaque observation 
simulée) , par les variables . Chaque colonne contient les 
différentes · valeur_s prises par une même variable, tout au 
long d'une même expérience simulée . 
La matrice renferme autant de colonnes qu'il y a de 
variables associées au calculateur utilisé, et autant de 
lignes qu'il y a d'observation(s) simulée(s) dans une 
expérience simulée . 
Le vecteur-définition d'un tableau de résultats reprend 
autant de définitions de variables qu'i l y a de colonnes 
dans la matrice associée. L'ordre des définitions de ce 
vecteur et l'ordre des colonnes de la matrice est 
significatif. En effet , la ième définition dans l e vecteur-
définition correspond a la variable dont les valeurs sont 
repr i ses dans la ième colonne de la matrice associée. A 
chaque simulation d'expérience est donc associé un tableau 









d~f[ d6fI d6fD 
([B]) (press) ([T]) 
l"I 
une 
~xpérience une observation_. ,.,..,,..,,..,.77:. ... ,..,.,.,..,,..,,..,,..,..,,..,..,,..,,..,..,..,,../,,..,..,..,,...,..,,..,,..,,.._. ~aul6e 
saulée 
détI = dét1nition de variable i.D1épemante 
défD • définition de variable dépeœante 
détl = définition de variable évolutive 
Le:, no-a:, de variable:, :,ont ai:, entre parenth~:,e:, 
ÜJJ.Yie 2. 8. 
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2. 6 Schêma expêrimental 
Rappelons que l'on distingue deux modes de 
détermination des variables indépendantes. La valeur d'une 
variable indépendante peut soit être connue a priori, c'est-
à-dire avant le début de l'expérience, soit être calculée à 
partir de valeur(s) obtenue(s) lors d'observation(s) 
antérieure(s) à l'observation courante au sein de la même 
expérience simulée. Ce second mode de détermination de 
variable indépendante sera approfondi plus loin (voir 
concept de simulateur). 
Un schéma expérimental est constitué, d'une part,de 
l'ensemble des valeurs des variables indépendantes connues a 
priori, et, d'autre part, de la description de l'état 
initial du système. Cet état doit être décrit lorsqu'au 
calculateur est associée au moins une variable évolutive ou 
indépendante non connue a priori. Cet état est déterminé par 
les valeurs à affecter aux variables évolutives avant de 
simuler la première observation, ainsi que par les valeurs 
de base à affecter aux variables indépendantes non connues a 
priori (voir concept de simulateur). 
La création d'un schéma expérimental consiste, en ce 
qui concerne les variables indépendantes connues a priori, à 
initialiser les colonnes d'une matrice correspondant à ce 
genre de variable. On entend par "initialiser une case d'une 
matrice", y inscrire une valeur (voir figure 2. 9). Les 
valeurs d'une variable indépendante connue a priori reprises 
dans un schéma expérimental seront affectées à cette 
variable et fournies une à une au calculateur (via le 
vecteur) avant chacune de ses exécutions . 
Il y a évidemment, dans une colonne de la matrice 
correspondant à une telle variable, autant de valeurs qu'il 
y a d'observations au sein de l'expérience à simuler. 
La façon la plus simple de construire la partie du 
schéma expêrimental correspondant aux variables 
indépendantes connues a priori est de procêder comme suit. 
Dans un premier temps, il faut créer différentes matrices à 
une colonne (ou matrices-colonne), chaque matrice contenant 
les valeurs à affecter à une même variable . Il suffit 
ensuite de constituer une nouvelle matrice par juxtaposition 
des différentes matrices-colonne (voir figure 2. 10). 
Il est évident que les colonnes juxtaposées en vue de 
constituer un schéma expérimental doivent avoir le même 
nombre d'éléments. Des outils de création , ainsi qu'un 





tableau de résultats 
1 défl I défD défE 
Chapit r e 2 
défl défl défl 
R%~n:fr:)J = valeurs de variable imépemante connue a priori 
défl = définition de variable indépemante 
détD = définition de variable dépemante 
défE = définition de variable évolutive 
Les trois colonnes hachurées représentent la partie du 
schéM expérillente.l correspondant aux variables indépen-


















14 . 123 
15 234 
16 521 




Une autre technique utile dans la construction de 
schéma expérimental consiste a effectuer le produit 
cartésien ordonné de deux matrices. Il lustrons ceci par un 
exemple portant sur deux matrices-colonne. 
Supposons un schéma expérimental constitué de deux 
variables indépendantes connues a priori, soient A et B, 
dont la suite des valeurs ont été définies par 
l'expérimentateur et contiennent respectivement les valeurs 
( 2, 4-, 6) et ( 0, 1, 2). Supposons, que l'expérimentateur 
ait défini de telles suites, parce qu'il désire observer le 
modèle mathématique en lieu et place d'un phénomène 
biologique soumis a certaines contraintes, exprimées par A= 
2,4 ou 6 et par B = 0, 1 ou 2. Si pour chacune des 
contraintes imposées par les valeurs affectées a A, 
l'expérimentateur désire observer le modèle mathématique en 
réponse â ces contraintes, pour toutes les valeurs de B, 
alors pour chaque valeur affectée â A, trois observations 
seront simulées, correspondant respectivement aux trois 
valeurs de B. 
Ce principe peut être généralisé. Une matrice peut être 
constituée par produit cartésien ordonné de deux matrices a 
plus d'une colonne (voir figure 2. 11). Elle peut aussi être 
construite en partie par produit cartésien ordonné et en 
partie par juxtaposition de matrices. 
Remarquons qu'il serait également intéressant de 
pouvoir constituer une matrice-colonne en recopiant 
intégralement et dans le même ordre les valeurs d'une 
colonne d'une matrice déjà existante (voir figure 2. 12). Un 
interfaçage entre différents tableaux de résultats doit donc 
être possibl-e. 
Ces différents outils de génération et de manipulation 
de matrices seront analysés en détail plus tard (voir 
manipulation de tableaux de résultats) . 
Quant â la description de l'état initial du système, 
les valeurs de départ â affecter aux variables évolutives et 
indépendantes non connues a priori sont données 
explicitement par l'utilisateur, lorsqu'il définit ces 
variables. Ces valeurs sont stocl:<.ées dans les informations 




0 5 -3 
O. 5 7 -4 
0 5 -3 
0 5 -3 
0 5 -3 
0 5 -3 
0. 5 7 -4 
0.5 7 -4 
0.5 7 -4 

















0 . 7 
0 . 8 














.u.aure 2. 11. 
tableau de résultats 
















Cr6ation d'une nouvelle m.trice pe.r extraction d'une 
colonne d'une Etrice existante 
~e 2.12. 
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2. 7 Simulateur 
Un simulateur est un programme, au sens informatique du 
terme, qui réalise· sur base d'un calculateur, 
simulations d'observation constituant une 
simulée. 
une sêrie de 
expérience 
La série d'observations a simuler est planifiée quant 
aux variables indépendantes connues a priori grace au 
schéma expérimental. Rappe 1 ons que ce 1 ui-c i contient 
également, le cas échéant, la description de l'état initial 
du système. Par conséquent, un schéma expérimental 
préalablement constitué par l'utilisateur est associé a 
chaque exêcution du simulateur. Toutes les valeurs des 
variables indêpendantes connues a priori doivent être 
inscrites dans la matrice faisant partie du tableau de 
résultats fourni en entrêe au simu l ateur. 
Rappelons qu'un calculateur reçoit en entrée un vecteur 
de variables (dépendantes, indépendantes, ou évolutives) 
dans lequel les valeurs des variables indépendantes et 
évolutives sont connues . C'est le simulateur qui gère une 
série d'exécutions d'un calculateur en lui fournissant le 
vecteur adéquat a chacune de ses exécutions . 
Le simulateur reçoit en entrée un tableau de résultats 
dont la matrice contient la partie du schéma expérimental 
correspondant aux variables indépendantes connues a priori. 
Il fournit en sortie le même tab l eau dont la matrice est 
mise a jour, c'est-a-dire où les valeurs des variables 
indépendantes connues a priori (schéma expérimental) sont 
intactes et celles des variables dépendantes, évolutives et 
indépendantes non connues a priori sont calculées (figure 
2. 13). 
Il est a noter que le vecteur-définition du tableau de 
rêsultats fourni en entrée au simulateur doit avoir étê 
rempli au préalable . Le vecteur doit contenir autant de 
définitions qu'il y a de paramètres au calculateur, et ne 
peut contenir la définition de deux variables portant le 
même nom. 
Les valeurs des variables indépendantes non connues a 
priori sont calculées par le simulateur avant d'être 
fournies au calculateur. Le simulateur calcule ces valeurs 
selon des règles de calcul qui lui auront été précisées. Ces 
règles spécifient a quelle(s) variable(s) (variable(s)-
réfêrence) et , pour chacune des variables-référence, a 
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quelle observation antérieure le simulateur doit se référer, 




































détI = définition de variable imépemante 
défD • définition de variable dépemante 
détl = définition de variable évolutive 








Remarquons qu'il faut encore préciser les valeurs a 
affecter aux variables indépendantes non connues a priori, 
lors des premières exécutions du calculateur au sein d'une 
expérience simulée. Appelons-les valeurs de départ . Ces 
valeurs font partie du schéma expérimental. 
Supposons par exemple que l'on désire calculer la 
valeur d'une variable indépendante non connue a priori (soit 
A) sur base de la valeur d'une variable-référence (soit B) 
prise deux exécutions d'observation plus tôt. Cela signifie 
que les deux premières valeurs d'une telle variable ne 
peuvent être calcul êes . I 1 faut donc que l'expérimentateur 
donne explicitement ces deux premières valeurs (voir figure 









































défI • définition de -.ariable indépendante 
(ici non connue a priori) 
défD - définition de -.ariable dépendante 
Le sillulateur calcule les w.leurs de la w.riable A à 
partir de la w.leur que la variable-référence B prem 
deux exécutions. a' observation plus tôt . 
!..!9'.Y!e 2.14 . 
Le mode de détermination des variables indépendantes, 
ainsi que les règles de calcul et les valeurs de départ des 
variables indépendantes non connues a priori sont reprises 
dans les informations au sein de la définition de ces 




D'autre part , la constitution d'un schêma expêrimental 
peut, comme n ous l'avons dêja. dit, passer par la 
construction d' ne matrice contenant les valeurs des 
variables ihdêpendantes connues a priori. Nous avons fait 
remarquer a. ce p r opos qu'il serait intêressant de pouvoir 
constituer une matrice en reprenant les valeurs stockêes 
dans une colonne d'une matrice dêja. existante. 
Dans cette optique, i 1 est nêcessaire de prêvoir un 
interfaçage entre di ffêrents simulateurs . Les rêsul tats 
obtenus lors de l'exêcution d'un simulateur peuvent ainsi 
être accessibles a. l'expêrimentateu.r qui dêsire les 
utiliser dans le but de dêfinir le schêma expêrimental d'un 
















tableau de résultats 2 















défI - définition de variable iœépeœante 





0 . 04 
0. 06 
0.07 
0 . 99 
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CHAPITRE 3 MANIPULATION DE TABLEAUX DE RESULTATS 
3. 1 Introduction 
Rappelons qu'un tableau de résultats est constitué 
d'une matrice et d'un vecteur-définition. 
La matrice est un tableau a deux dimensions dont chaque 
ligne contient les valeurs prises par les différentes 
variables après une observation simulée; l'ensemble des 
lignes de la matrice représente une expérience simulée. 
Chaque colonne de la matrice contient les valeurs prises par 
une même variable au cours de l'expérience simulée. 
Le vecteur-définition reprend les caractéristiques de 
chaque variable: le nom, l'unité , le genre et des 
informations dépendant du genre. Ces caractéristiques 
constituent la définition de la variable. 
Lors de la construction de nouveaux tableaux de 
résultats, l'utilisateur doit donc constituer un nouveau 
vecteur-définition et une nouvelle matrice. Mais il est 
p ossible que l'utilisateur désire constituer un nouveau 
tableau de résultats a partir de tableaux de résultats 
préexistants, en manipulant ceux-ci. En d'autres termes, il 
peut créer un nouveau vecteur-définition en reprenant des 
définitions de variables provenant de vecteurs-définition 
préexistants. Il peut aussi construiure une nouvelle matrice 
en recopiant des colonnes de valeurs stockées dans des 
matrices préexistantes. 
Il serait également intéressant que le constructeur du 
didacticiel puisse construire sa nouvelle matrice en 
s'inspirant de tableaux de résultats différents de ceux dont 
il s ' inspire pour constituer son vecteur-définition. 
Nous pouvons illustrer ceci de la manière suivante. 
Supposons que l'expérimentateur désire constituer le 
vecteur-définition du tableau de résultats A en reprenant 
certaines définitions provenant des tableaux de résultats I 
et J . I 1 serait intéressant de 1 ui permettre de construire 
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la matrice de A par extraction de colonnes de valeurs de 
matrices faisant partie des tableaux de résultats E,F et G. 
Dans cet te optique, 1 a création d'une matrice est 
indépendante de la constitution du vecteur-définition 
faisant partie du même tableau de résultats. Nous 
choisissons de considérer le vecteur-définition et la 
matrice provenant d'un même tableau de résultats comme des 
entités de création et de manipulation différentes, car 
cette perspective nous paralt moins contraignante pour 
l'utilisateur. En effet, si nous ne dissocions pas les 
valeurs d'une variable de sa définition, le constructeur du 
didacticiel ne pourrait recopier les valeurs d'une variable 
sans reprendre sa définition. 
Bien que les vecteurs-définition et les matrices soient 
considérés comme des entités de création et de manipulation 
séparées, aucune de ces entités n'a de signification si 
elle est isolée du tableau de résultats dont elle fait 
partie. C'est pourquoi, ces ent i tés seront identifiées par 
un nom de tableau de résultats. Comme nous le verrons, si 
une primitive travaille sur une matrice ou un vecteur-
définition particulier, ce sera le nom du tableau de 
résultats correspondant qui sera passé en argument a cette 
primitive. 
Il est évident que pour exploiter un tableau de 
résultats, un certain nombre de contraintes doivent être 
respectées. Citons, a titre d'exemple, l'exploitation d'un 
tableau de résultats par un simul ateur. Les conditions a 
respecter lors de l'exploitation d'un tableau de résultats 
par un simulateur sont les suivant es. Le vecteur-définition 
ne peut ni être vide, ni contenir deux variables ou plus de 
même nom. ~es colonnes correspondant, dans une matrice, a 
des variables indépendantes connues a priori ne peuvent être 
vides. Enfin, le nombre de variables définies dans le 
vecteur-définition doit être égal au nombre de paramètres du 
cal cul ateur. 
A une étape donnée de son cycle de vie, il se peut que 
un tableau de résultats ne réponde pas dans son ensemble 
aux conditions requises par une exploitation particulière. 
Le tableau est alors dans un état intermédiaire, c'est-a-






la suite de cette sect i on, chaque fois que l'on 
matrice ou de vecteur-définition, 11 s'agira de 
ou de vecteur-définit i on faisant partie d'un 
de résultats . 
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Nous parlerons également d'un vecteur-définition et 
d'une matrice associés ou correspondants. Il s'agira en fait 
d'un vecteur-définition et d'une matrice faisant partie du 
meme tableau de résultats. 
3. 2 Manipulations de matrices 
Le constructeur du didacticiel peut constituer un 
schéma expérimental à partir de matrice(s) préexistante(s), 
regrouper des résultats provenant de plusieurs simulateurs 
pour les visualiser ensemble, ou encore calculer des 
statistiques à partir de ces rêsul tats. Nous proposons par 
conséquent à l'utilisateur des outils de manipulation de 
matrices. 
Les différentes primitives de manipulation de matrices 
que nous proposons ci-dessous travaillent sur des matrices 
faisant partie de tableaux de résultats. C'est pourquoi les 
matrices passées en argument à ces primitives seront 
désignées par les noms des tableaux de résultats dont elles 
proviennent. Les vecteurs-définition appartenant aux 
tableaux de résultats passés en arguments ne sont pas 
modifiés par l'application de ces primitives. 
Certaines conditions devront etre satisfaites avant 
toute application de primitive travaillant sur des matrices. 
La (ou les) matrice (s) que l'on désire construire doit 
(doivent} etre vide(s} avant l'application de l'outil. En 
d'autres termes, une future matrice ne peut contenir aucune 
valeur. Par contre, 1 e ( ou 1 es) matrices ( s) - que nous 
appelerons matrice(s) originale(s)- dont s'inspire l'outil 
de manipulation pour construire une nouvelle matrice ne peut 
(peuvent} etre vide(s}. 
En général, si une des conditions requises par une 
primitive n'est pas satisfaite, la construction de la 
nouvelle matrice n'a pas lieu, et un message d'erreur est 
envoyé à l'utilisateur (parla primitive elle-meme}. 
3. 2. 1 Création de matrice 
La création de matrices contenant une série de valeurs 
(réels} pour chaque variable indépendante connue a priori 
est à la base de la construction de schémas expérimentaux. 
Il est donc nécessaire de disposer d'outils permettant de 
construire des matrices contenant des réels. 
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Les nombres a inscrire dans ces matrices peuvent être 
dêterminês par l'expêrimentateur, ou être la copie de 
valeurs se trouvant dans des colonnes de matrice(s) 
prêexi stante ( s). 
En ce qui concerne les outils de crêation de matrices 
dont les valeurs sont dêterminêes par l'expêrimentateur, 
nous n'envisagerons ici que des primitives de crêation de 
matrice a une colonne (ou matrice-colonne) . Cette option a 
êtê choisie en vue d'êviter une certaine lourdeur de 
manipulation qui serait imposêe a l'utilisateur si ces 
primitives crêaient en une seule fois, des matrices a plus 
d'une colonne. 
Il para1t intêressant d'envisager au moins les 
primitives suivantes: 
-gênêration d'une matrice-colonne contenant un nombre donnê 
n (prêcisê par l'utilisateur) de rêels gênêrês alêatoirement 
(suivant une distribution connue: Poisson, . . . ). Cette 
matrice contiendra n lignes. 
-gênêration d'une matrice-colonne contenant (dans l'ordre) 
tous les nombres (rêels) gênêrês a partir d'une limite 
infêrieure, par progression donnêe, jusqu•a une limite 
supêrieure; les limites et la progression sont prêcisês par 
l'utilisateur. Cette matrice contiendra autant de lignes que 
de nombres ainsi gênêrês (voir figure 3. 1) . 
-construction d'une matrice-colonne en donnant explicitement 
toutes les valeurs (réels) a inscrire dans la nouvelle 
matrice . 
borne inférieure= 3. 9 
borne :rup6rieure = 1i.7 
progression= 3.2 
mtrice 3. 9 
7.1 
10.3 




La liste des outils de construction de matrices-colonne 
présentée ci-dessus n'est pas exhaustive . 
3, 2. 2 Produit cartésien ordonné de matrices 
Ce type de manipulation de matrice a dêja été évoqué à 
propos de la construction de schémas expérimentaux. 
Cet outil effectue le produit cartésien ordonné d'une 
première matrice (A) à i lignes et p colonnes par une 
seconde matrice (B) à j lignes et q colonnes, et aboutit à 
la construction d"une nouvelle matrice à (i•j) lignes et 
(p+q) colonnes (voir figure 3. 2) . 
118.trice A 
1 2 3 
4 5 6 







1 2 3 10 20 
1 2 3 15 25 
1 2 3 20 30 
1 2 3 25 35 
i 5 6 10 20 
4 5 6 15 25 
4 5 6 20 30 
4 5 6 25 35 
7 8 9 10 20 
7 8 9 15 25 
7 8 9 20 30 
7 8 9 25 35 
produit cartésien ordonné de deux 118.trices 
~e 3.2 
Les valeurs de la matrice A sont copiées dans les p 
premières colonnes de la nouvelle matrice, et les valeurs de 
la matrice B dans les q colonnes suivantes. Chaque ligne de 
la matrice A est recopiée J fois, et chaque ligne de la 
matrice B l'est i fois. Les j copies d"une même ligne de la 
matrice A sont consécutives dans la nouvelle matrice. 
L'ordre des colonnes et des lignes n'est pas altéré lors de 
la copie des valeurs des matrices A et B. 
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3. 2. 3 Juxtaposition de matrices 
Supposons un simulateur basé sur un calculateur 
utilisant un générateur de nombres aléatoires pour calculer 
les valeurs de ses variables dépendantes . Plusieurs 
exécutions de ce simulateur n'aboutiront pas aux mêmes 
résultats; les matrices seront donc différentes. 
L'expérimentateur peut désirer visualiser sur un même 
graphe une même relation entre deux variables mais provenant 
de matrices obtenues par différentes exécutions d'un même 
simulateur. 
D'autre part , un même phénomène biologique observé et 
analysé peut donner lieu a plus d'un modèle mathématique . En 
outre, un même modèle mathématique peut, comme cela a déja 
été dit , donner naissance â plus d'un calculateur, et donc â 
plus d'un simulateur. 
Ces exemples montrent que des simulateurs différents 
peuvent simuler un même phénomène biologique. Le 
constructeur du didacticiel peut trouver intéressant de 
visualiser sur un même graphe une relation entre deux 
variables observées dans les mêmes circonstances mais qui 
seraient simulées par exécution de différents simulateurs . 
De plus, comme nous l'avons déjà vu, un schéma 
expérimental peut être constitué en partie par création de 
différentes matrices et par juxtaposition de ces matrices. 
D' où l'intérêt de la primitive définie comme suit . 
Nous appelerons juxtaposition de deux matrices données 
contenant toutes deux le même nombre de lignes, la copie des 
colonnes de la seconde matrice â la droite (d'une copie) des 
colonnes de la première matrice, et aboutissant a la 
construction d'une nouvelle matrice, tout en conservant 
l'ordre des colonnes des matrices originales (voir figure 
3. 3) . 
Si les matrices originales ne contiennent pas le même 
nombre de lignes , la nouvelle matrice n'est pas constituée , 




mtrice A mtrice B mtrice r~~ultante 
-1 0.63 217 
-6 O. 59· 225 
10 -0 . 1 
20 -0.3 
-1 0.63 217 
-6 0.59 225 
-4 0.67 321 30 -0 . 4 -i 0. 57 321 
-3 0.55 245 40 -0 . 6 -3 0.55 245 
-2 0.62 263 60 -0.9 -2 0.52 253 
-
i j i l j 
juxtaposition de deux mtrices den lignes 
la mtrice A contient i colœme~ 
la 118.trice B contient j colonnes 
la mtrice r6~tante contient i + j colœme~ 





3. 2.4 Sêlection de matrice 
Un schéma expérimental peut être constitué en partie 
par les résultats obtenus lors de simulations d'expérience 
précédentes (voir schêma expérimental) . 
Il est également intéressant de pouvoir visualiser sous 
forme graphique une relation entre deux variables (soient A 
et B) seulement lorsqu'une troisième variable (soit C) 
rêpond a certains critères : par exemple lorsque c est 
égale, supêrieure ou inférieure a une constante, ou est 
comprise entre deux bornes données. Ces quelques critères 
ne constituent pas une liste exhaustive des critères qui 
peuvent être envisagés . 
Il est donc intéressant de pouvoir manipuler des 
matrices pour en extraire des informations intéressantes et 
construire une nouvelle matrice. 
Nous appelerons sélection de colonnes de matrice 
l'extraction, a partir d'une matrice donnée, de colonnes 
spécifiées par un nom de variable (chatne de caractères non 
vide), et la constitution d'une nouvelle matrice, 
constituée par la copie des colonnes extraites (voir figure 
3. 4) . Ici aussi, l'ordre des colonnes et des lignes de la 
matrice originale est respecté dans la nouvelle matrice. 
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Teç conc A conc B matrice r6~ultante 
30 345 O. 76 - 12 
32 32i O.ii - 37 
28 365 O. 73 - 54 
2i 333 0. 26 - 72 
31 344 0.14 - 30 







création d'une nouvelle aatrice par sélection des 
colorme~ corre~oDiant aux variable~ dont le~ noa:s ~ont 
Teç et press 
lli,Y!e 3.4 
Nous appelerons sélection de lignes d'une matrice 
l'extraction, a partir d'une matrice donnée, de 1 ignes 
sélectionnées sur base d'un critère, et la constitution 
d'une nouvelle matrice, constituée par la copie des lignes 
extraites. L'ordre des co 1 onnes et des 1 ignes de 1 a matrice 
originale est respecté dans les nouvelles matrices . 
Un certain nombre de conditions supplémentaires portant 
sur les arguments de la primitive doivent être satisfaites. 
S'il désire sélectionner des lignes dans une matrice, 
l'utilisateur devra préciser sur quelle variable (identifiée 
par un nom) porte la sélection, et sur base de quel critère. 
Le vecteur-définition du tableau de résultats sur lequel 
porte la sélection ne peut être vide ni contenir deux 
variables de même nom. Les variables sélectionnées sont 
identifiées par leur nom (chatne de caractères non vide) et 
doivent correspondre a des variables définies dans ce 
vecteur-définition. Ce dernier doit contenir autant de 
définitions de variable qu'il y a de colonnes dans la 
matrice associée. 
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3. 2. 5 Duplication de matrice 
Dans un schéma expérimental, lorsque deux variables 
indépendantes connues a priori prennent rigoureusement les 
memes valeurs tout au long d'une expérience simulée, il est 
intéressant de pouvoir constituer une matrice a une colonne 
et de la dupliquer facilement. En général, la duplication 
d'une matrice! plus d'une colonne semble intéressante lors 
de la construction d'un schéma expérimental. 
Nous appelerons duplication d'une matrice la 
production d'une copie conforme d'une matrice donnée. 
3. 2. 6 Statistigues sur une matrice 
Le constructeur du didacticiel peut désirer exploiter 
les résultats d'un simulateur a des fins statistiques: 
calcul de moyenne, de variance, ... Nous nous intéresserons 
ici a des statistiques portant sur une seule variable a la 
fois, par conséquent, de statistiques sur une colonne d'une 
matrice . 
Nous appelerons statistiques sur une matrice le calcul 
de statistiques (moyenne, variance, ... ) sur les valeurs 
reprises dans chaque colonne d'une matrice donnée. Les 
statistiques ainsi calculées sont reprises dans une matrice 
a une seule ligne, appelons-la matrice statistique, dont le 
iême élément est le résultat de la statistique calculée sur 
les valeurs de la iême colonne de la matrice. Une telle 
matrice contient autant d'éléments qu'il y a de colonnes 
dans la matrice originale (voir figure 3. 5) . 
La matrice statistique n'est autre qu'une matrice 
particulière, et constitue la matrice d'un tableau de 
résultats. Elle est par conséquent identifiée par le nom du 
tableau de résultats dont elle fait partie. 
Cet outil statistique peut être considéré comme un 
opérateur particulier qui condense de l'information, a 
partir d'informations plus nombreuses reprises dans une 
matrice. 
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Tableau de résUltats A contenant la mtrice 
1 0 100 10 12 
2 5 120 20 14 
3 3 200 30 14 
4 0 240 40 12 
outil statistique 
aoyenne 
Tableau de résultats B contenant la aatrice 
~tati~tique 
2.5 2 165 25 13 
3. 2. 7 Superposition de matrices 
L'application d'un opérateur statistique~ une matrice 
aboutit â la constitution de la matrice statistique. Les 
informations· contenues dans la matrice statistique peuvent 
etre visualisées â leur tour sous forme graphique . En effet, 
l'expérimentateur peut désirer regrouper les informations 
statistiques provenant de diverses matrices contenant les 
memes variables. Il s'agit en fait de rassembler plusieurs 
matrices statistiques, et de constituer ainsi une nouvelle 
matrice. 
Il est possible aussi que l'expérimentateur désire 
visualiser â l'écran, sous forme d'un tableau, les 
rêsultats repris dans une matrice suivis directement du 
calcul des moyennes ou des variances (sur chaque colonne). 
D'autre part, lors de l a construction d'un schéma 
expérimental, une nouvelle matrice pourrait etre constituêe 
en reprenant dans sa partie supérieure des lignes d'une 
première matrice , et dans sa partie inférieure les l i gnes 
d'une autre matrice . 
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Cette manipulation peut également être utile dans le 
cas où l'utilisateur désire visualiser sur un même graphe 
une relation entre deux variables, en tenant compte des 
valeurs de cette relation reprises dans deux matrices 
différentes . 
Nous appelerons superposition de deux matrices, 
respectivement den et m lignes mais contenant toutes deux 
le même nombre de colonnes, la constitution d'une nouvelle 
matrice â n + m lignes dont les n premières lignes sont une 
copie des n lignes de la première matrice donnée , et les 
m dernières lignes sont une copie des m lignes de la seconde 
matrice donnée, tout en respectant l'ordre des lignes des 
matrices originales (figure 3. 6) . 























4 5 . 9 
6 8.3 
Une option de ce genre de manipulation peut être 
envisagée. Cette option consiste â construire une nouvelle 
matrice par superposition de matrices provenant de deux 
tableaux de résultats dont les vecteurs - définition 
reprennent les définitions de variables de même nom mais 
éventuellement dans un ordre différent. Cette primitive 
pourrait porter le nom de superposition avec réarrangement . 
Après l'application d'une telle manipulation, les 
valeurs correspondant â une même variable sont reprises dans 
une même colonne de la nouvelle matrice (voir figure 3. 7). 
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[A] [-B] [C] 
1. 2 10 O. 6 
5. 3 50 0.3 
4.6 40 0 . 5 
[C] [A] [B] 
0.8 5. 2 30 
0 . 4 3. 6 25 
0.1 2.9 15 
~uperpo~ition aTec r6e.rrangeaent 
Chapi t re 3 
1.2 10 0. 6 
5. 3 50 0. 3 
4.6 40 0. 5 
5. 2 30 0.8 
3. 6 25 0. 4 
2.9 15 0.1 
Il faut qu'avant l'application de cette primitive le 
nombre de variables définies dans les vecteurs-définitions 
correspondant aux matrices à superposer soient égaux et 
corresponde au nombre de colonnes dans les matrices 
asociées. Il faut également que les variables définies dans 
le premier vecteur-définition portent les mêmes noms que 
celles définies dans le second vecteur-définition. 
3. 2. 8 Suppression de matrice 
Cet outil permet d'effacer toute trace des valeurs 
reprises dans une matrice. Ce qui équivaut à remettre "a. 
vide" cette matrice. 
Cette primitive est nécessaire si l'on désire pouvoir 
réutiliser des tableaux existants pour construire des 
nouvelles matrices. Rappelons que toute future matrice doit 
être vide avant l'application d'une primitive de 
construction de matrice. 
Cet outil sera aussi particulièrement utile, dans un 
souci d'économie de place mémoire, notamment dans le cas où 
le constructeur de didactciel manipule un nombre élevé de 
tableaux de résultats, et par conséquent de matrices . 
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3. 2. 9 Tri d'une matrice 
Supposons que l'on désire visualiser ensemble les 
résultats d'expériences repris dans deux tableaux de 
résultats différents, mais qui partagent une même variable, 
c'est-à-dire une variable qui a la même définition. 
Supposons aussi que les valeurs de la variable commune 
soient identiques dans les deux matrices , mais 
n'apparaissent pas dans le même ordre. Il serait intéressant 
de pouvoir retrier les lignes de chacune des matrices de 
sorte que les valeurs de la variable commune apparaissent 
dans un ordre croissant (ou décroissant) . 
La visualisation, sous forme graphique, d'une relation 
entre deux variables requiert dans certains cas un tri des 
valeurs des deux variables sur base d'une des deux 
variables (voir concepts de graphe) . 
C'est pour ces raisons que nous proposons l'outil 
suivant . 
Nous appelerons tri croissant (décroissant) d'une 
matrice donnée, la construction d'une nouvel le matrice 
constituée des mêmes lignes et mêmes colonnes que la matrice 
donnée, mais où les lignes sont réarrangées de sorte que les 
valeurs d'une variable donnée apparaissent dans un ordre 
croissant (décroissant). En cas d'égalité de valeurs de 
cette variable, l'ordre des lignes dans lesquel l es la 
variable a la même valeur sera identique à l'ordre 
d'apparition de ces lignes dans la matrice originale (voir 
figure 3. 8). 
Teap 
5.2 30 108 3. 9 18 89 
6. 7 25 97 6. 7 25 97 
3. 9 18 89 4. 3 25 92 
1.2 31 101 O. 7 27 98 
0.7 27 98 5 . 2 30 108 
4.3 25 92 1 . 2 31 101 
tri croi~sant 5UI la variable de noa Teç 
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La variable sur laquelle se base le tri est 
par son nom ( cha!ne de caractère non vide). I 1 
variable de même nom ait êtê dêfinie dans 
dêfini t ion original. 
3. 3 Manipulations de vecteurs-définition 




L'utilisateur peut créer un nouveau vecteur-définition 
en spécifiant individuellement chaque dêfinition de 
variable . Hais comme pour les matrices , le vecteur-
définition peut être constitué a partir de vecteur(s)-
définition provenant de tableau(x) de résultat(s) 
préexistant ( s). 
Les vecteurs-dêfinition sur base desquels un nouveau 
vecteur est construit (ainsi que ce nouveau vecteur) et qui 
sont passés en arguments aux primitives de construction, 
sont désignês par les noms des tableaux de résultats dont 
i 1 s proviennent. I 1 est évident que ces primitives ne 
travailleront que sur les vecteurs-défintion de ces tableaux 
de résultats. 
Les matrices des différents tableaux de résultats 
passês en arguments a ces primitives ne sont en rien 
modifiées par l'application d'outils de manipulation de 
vecteurs-définition. 
Les nouveaux vecteurs - définition sont constitués 
uniquement s'ils ne comprennent pas deux variables de même 
nom. De même, les vecteurs-définition originaux ne peuvent 
contenir deux variables de même nom. Ce choix se justifie 
par le fait que le nom d'une variable est identifiant au 
sein d'une même tableau. 
En général, les primitives travaillant sur des 
vecteurs-définition exigent que des conditions portant sur 
des arguments soient satisfaites. Si une des conditions 
requises n'est pas remplies, le nouveau vecteur-définition 
n'est pas constituê et un message d'erreur est affiché (par 
la primitive elle-même) . 
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3. 3. 1 Ajout d'une définition 
Un nouveau tableau de résultats peut être construit 
sans être le fruit d'une manipulation de tableaux de 
rêsul tats préexistants. C'est pourquoi, i 1 faut offrir a 
l'utilisateur la possibilité de définir de nouveaux 
vecteurs-définition autrement que par manipulation de 
vecteur(s)-définition provenant de tableaux de résultats 
préexistants. 
une telle primitive a pour effet d'ajouter a la fin 
d'un vecteur-définition donné la définition d'une variable 
donnée par l'utilisateur. Par conséquent, un vecteur-
définition contenant i définitions, après l'application de 
cette primitive contiendrai+ 1 définitions, la dernière 
étant la nouvelle définition donnée par l'utilisateur. 
Cette primitive peut être utilisée même si le vecteur-
définition est vide. Après l'application de la primitive, le 
vecteur-définition ne contiendra alors qu'une seule 
définition. 
Le nom de la nouvelle variable (nouvelle définition) 
est une cha1ne de caractères non vide. 
3. 3. 2 Duplication de vecteur-définition 
Nous appelerons duplication d'un vecteur-définition la 
construction d'un nouveau vecteur-définition qui est la 
copie conforme d'un vecteur-définition d'un tableau de 
résultats préexistant. Ce dernier vecteur ne peut être vide. 
La primitive efface les éventuelles définitions de 
variables que pourrait déja contenir le nouveau vecteur 
avant l'application de la primitive. 
3. 3. 3 Juxtaposition de vecteurs-définition 
Nous appelerons juxtaposition de vecteurs-définition la 
construction, a partir de deux vecteurs-définition donnés 
non vides, d'un nouveau vecteur-définition par juxtaposition 
d'une copie du second vecteur a la droite d'une copie du 
premier vecteur. 
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La primitive efface les éventuelles définitions de 
variables que pourrait déjà contenir le nouveau vecteur 
avant l'application de la primitive. 
3. 3. 4 Sêlection de vecteur-dêfinition 
Nous appelerons sélection de vecteur-dêfinition la 
construction d'un nouveau vecteur-définition constitué d'une 
copie de la définition de(s) variable(s) sélectionnée(s) par 
l'utilisateur et identifiée(s) par leur nom (cha!ne de 
caractères non vide). Ces définitions sont sélectionnées au 
sein d'un vecteur déjà existant mais non vide . L'ordre des 
définitions du nouveau vecteur correspond à l'ordre de ces 
définitions dans le vecteur original. 
Si le vecteur-définition original ne contient 
dêfinition d'une variable de même nom qu'une 
sélectionnée, la sélection n'a pas lieu. 
pas la 
variable 
Cette primitive efface les éventuelles définitions de 
variable que pourrait déjà contenir le nouveau vecteur avant 
l'application de la primitive. 
3. 3. 5 Modification d'une dêfinition de variable 
Nous appelerons modification d'une dêfinition d'une 
variable le remplacement, au sein d'un vecteur-définition 
donné, de la définition d'une variable (spécifiée par son 
nom) par une nouvelle dêfinition donnée par l'utilisateur. 
Le nom 
remplacée ne 
va de même 
dêfinition. 
de la variable dont la définition doit être 
peut être une cha!ne de caractères vide. I 1 en 
pour le nom de la variable de la nouvelle 
3. 4 Manipulations globales de tableaux de rêsultats 
La matrice et le vecteur-dêfinition d'un nouveau 
tableau de rêsultats peuvent être constitués à partir du 
même tableau de résultats. La dêfinition d'une nouvelle 
variable (vecteur-définition) et des valeurs que celle-ci 
prend au cours d'une expêrience simulée (matrice) sont alors 
la copie de la dêfinition et des valeurs d'une variable d'un 
tableau de résultats donnê. Les valeurs d'une variable 
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reprises dans une matrice ne sont donc pas considérées ici 
indépendamment de la définition de cette variable . 
La cr~ation de la matrice et du vecteur-d~iinition d'un 
nouveau tableau de __ résul tats se fera par conséquent en une 
seule étape. C' est donc dans le but d'augmenter encore la 
facilité de l'uti l isateur que les outils analysés ci-dessous 
sont proposés. 
Certaines conditions doivent être satisfaites avant 
l'application de ces différentes primitives. La matrice du 
nouveau tableau de résultats que l'on désire construire doit 
être vide avant l 'application d'outils de manipulation de 
tableaux. Par contre, ni le vecteur-définit ion, ni la 
matrice des tab l eaux de résu l tats originaux ne peut être 
vide. Les vecteurs-définition originaux ne peuvent contenir 
la définition de deux variab l es portant le même nom. Le 
nouveau tableau de résultats sera constitué â condition que 
deux variables définies dans l e nouveau vecteur-définition 
ne portent pas le même nom. 
En général, si une des conditions requise par une 
primitive n'est pas satisfaite, la construction du nouveau 
tableau n'a pas lieu et un message d'erreur est envoyé â 
l'utilisateur par la primitive. 
Les primitives suivantes effacent les éventuelles 
définitions de variables que pourrait déjà contenir le 
vecteur-définition du nouveau tableau de résultats avant 
l'application de l a primitive. 
3.4. 1 Produit cartésien ordonné de tableaux 
Nous appelerons produit cartésien ordonné de deux 
tableaux de résultats la construction d'un nouveau tableau 
dont la matrice est constituée par produit cartésien ordonné 
des deux matrices originales et le vecteur-définition par la 
juxtaposition des vecteurs originaux. 
Ce produit cartésien de deux tableaux sera permis si et 
seulement s'il y a autant de colonnes dans les matrices 
originales que de variables définies dans les vecteurs-
définition correspondants. 
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3.4. 2 Juxtaposition globale de tableaux 
Nous appelerons juxtaposition globale de deux tableaux 
dont les matrices contiennent toutes deux le même nombre de 
lignes, la construction d'un nouveau tableau de résultats 
dont la matrice est constituée par la juxtaposition des 
matrices originales et le vecteur-définition par la 
juxtaposition des vecteurs-définition originaux. 
La juxtaposition de tableaux de résultats se fera 
correctement si les matrices originales contiennent le même 
nombre de lignes, et si il y a autant de colonnes dans les 
matrices originales que de variables définies dans les 
vecteurs-définition correspondant . 
3. 4. 3 Sélection globale de tableaux 
Nous appelerons sélection globale de tableaux de 
résultats, la constitution â partir d'un tableau de 
résultats donné d'un nouveau tableau dont la matrice est 
obtenue par sélection de lignes ou de colonnes (voir 
sélection de matrice) et dont le vecteur-définition reprend 
les définitions du vecteur or i ginal correspondant aux 
variables des colonnes sélectionnées (si la sélection porte 
sur des lignes, le nouveau vecteur une copie conforme du 
vecteur original). 
Les variables sélectionnées le sont par leur nom 
(chatne de caractères non vide). Si le vecteur-définition 
original ne contient pas la définition d'une variable de 
même nom qu'une variable sélectionnée, la sélection n'a pas 
lieu et le nouveau tableau de résultats n'est pas constitué . 
La matrice originale doit contenir autant de colonnes 
qu'il y a de variables définies dans le vecteur-définition 
correspondant. 
3. 4 . 4 Duplication globale de tableau 
Nous appelerons duplication de tableau de résultats la 
production d'une copie conforme d'un tableau de résultats 
donné (matrice et vecteur-définition) . 
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3.4. 5 Statistiques globales sur un tableau 
Nous appelerons statistiques globales sur un tableau de 
résultats la constitution d'un nouveau tableau de résultats 
dont la matrice est obtenue par des calculs effectués sur 
la matrice originale (voir statistiques sur une matrice) et 
le vecteur-définition est une copie conforme du vecteur 
original. 
La matrice sur laquelle est calculée la statistique 
doit contenir autant de colonnes qu'il y a de variables 
définies dans le vecteur-définition correspondant . 
3. 4. 6 Superposition globale de tableaux 
Nous appelerons superposition globale de deux tableaux 
de résultats dont les matrices contiennent le même nombre de 
colonnes , la constitution d'un nouveau tableau de résultats 
dont le vecteur-définition est une copie conforme du premier 
vecteur original, et dont chaque colonne de la matrice est 
constituée par superposition des colonnes des matrices 
originales correspondant à une même variable . 
Les deux matrices originales doivent contenir le même 
nombre de colonnes, et les noms des variables définies dans 
les deux vecteurs-définition doivent être identiques. 
L'ordre des définitions des variables peut cependant être 
différent dans les deux vecteurs-définition; il s'agit alors 
de superposition avec réarrangement. Dans chaque tableau de 
résultats original, il doit y avoir autant de définitions de 
variables que de colonnes dans la matrice . 
3.4. 7 Tri d'un tableau 
Nous appelerons tri croissant (décroissant) d'un 
tableau de résultats la construction d'un nouveau tableau 
de résultats dont le vecteur-définition est une copie 
conforme du vecteur-définition original, et la matrice est 
obtenue par tri croissant (décroissant) de la matrice 
originale sur base des valeurs d'une variable donnée (voir 
tri de matrice). 
La variable sur laquelle se base le tri est identifiée 
par son nom (chatne de caractères non vide) . Une variable de 
même nom doit avoir étê définie dans le vecteur-définition 
original. 
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CHAPITRE 4 CONCEPTS RELATIFS AU GRAPHE 
Les résultats obtenus par simulation et stocKés dans 
des tableaux de résultats intéressent l'utilisateur final, 
c'est-a-dire l'élève. Le constructeur du didacticiel désire 
y avoir accès et les exploiter pour permettre a celui-ci de 
les visualiser. Il existe diverses manières de visualiser 
les informations contenues dans les tableaux de résultats. 
Une des manières les plus souvent utilisées en biologie, 
surtout dans le domaine de l'enseignement, consiste a 
illustrer une relation entre deux variables sous forme 
graphique. Dans un but didactique, cette façon de présenter 
les résultats paralt souvent plus efficace auprès des 
élèves. 
Nous envisagerons, dans le cadre de ce travail, 
plusieurs façons de représenter graphiquement des résultats, 
que nous appellerons courbe, diagramme en batonnets et 
histogramme. Ces différents concepts, ainsi que ceux qui y 
sont associés, sont développés ci-dessous. 
4. 1 Fe•nêtre 
Nous appelons 
coordonnées du coin 
inférieur droit (BD) . 
fenêtre un cadre défini 









tel cadre peut être imprimé a l'écran; 
être contenu dans les limites de l'écran. 
d'imprimer quelque chose dans les limites 




La possibilité est offerte a l'utilisateur de définir 
plusieurs fenêtres et de les imprimer ensemble sur un même 
écran. Les fenêtres affichées peuvent se chevaucher. En cas 
de chevauchement, le contenu de la dernière fenêtre imprimée 
se superpose au contenu des autres fenêtres, et par 
conséquent l'efface. Les parties de fenêtre occultées par la 




Pour sa facilitê, nous proposons a. l'utilisateur de 
dêfinir les coordonnêes d'une fenêtre en terme de pourcent 
de la largeur et de la hauteur maximum de l'êcran. Chaque 
coordonnêe d'une fenêtre -HG ou BD- sera dorênavant 
identifiêe par un couple de valeurs. La première valeur 
êtant associêe a. la largeur de l'êcran, la seconde a. la 
hauteur de l' êcran. 
Si nous dêfinissons les coordonnées d'une fenêtre en 
terme de pourcent des dimensions de l'écran, les coordonnées 
HG = (25, 25) et BD = (50, 50) ne dêfinissent pas forcêment 




Il para!t cependant intêressant de garder cette notion 
de pourcentage pour définir une fenêtre . 
Nous conviendrons alors que le minimum de la largeur et 
de la hauteur de l'êcran, mesurêes dans une même unitê de 
longueur, représente le pourcentage maxima, a. savoir 1001/. 
Les êcrans sont en gênêral plus large que haut , ce qui 
implique que ces 1001/. sont le plus souvent associês a. la 
hauteur. 
Dans cette optique, la fenêtre (0, 0) ( 100, 100) ( (0, 0) 
correspondant a. HG et (100,100) A BD) est le plus grand 
carré affichable. Ceci n'exclu pas qu'une fenêtre plus 
grande puisse être affichée. Le rectangle (0, 0) ( 150, 100) 
peut être imprimé si la largeur de l'êcran est au moins une 





hauteur• 24 c• 
larqeur = 36 ca 
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15~ 
Cette façon de dêterminer les fenêtres assure la 
portabilitê du didacticiel, si . son constructeur travaille 
sur un êcran fictif de 100 sur foo (ï.). Dans ce cas, quelle 
que soit les dimensions rêelles de l'êcran utilisê, toute 
fenêtre inclue dans le carrê (0, O) (100,100) est 
affichable. 
Dans l'environnement matêriel et logiciel où nous nous 
trouvons , 1 es instructions graphiques ne sont encore guère 
normalisêes . Nous voudrions cependant que le didacticiel 
soit portable le plus aisêment possible. C'est dans cette 
intention que les concepts et conventions suivants ont êtê 
dêveloppês. 
Dans beaucoup de cas , le seul système de coordonnêes 
êcran accessible est celui exprimê directement en pixels. 
Notre système devra donc lui-même transformer les 
coordonnêes en ï. en nombre de pixels. Comme, d'autre part, 
la distance entre deux pixels successifs est diffêrente 
selon que l'on se dêplace horizontalement ou verticalement, 
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le système aura bes o in d'inf ormati ons suppl émentaires . 





1 e ni:imbre de pixe 1 s sur 1 a 1 ongueur (le 
l'écran. 
le nombre de pixels sur la hauteur de 
l'écran. 
rapport de la hauteur a la largeur de 
l'écran exprimées dans une même unité 
de 1 ongueur . 
Ces paramètres sont également utiles dans le cas 
d'application où les notions d'angles, de circonférence, et 
en général, les propriétés euclidiennes des figures sont 
importantes. 
L'axe des abscisses (ou axe X) est un segment de droite 
horizontal et est défini par les coordonnées d'un point de 
la fenêtre (que nous appelerons extrémité-origine de X) et 
une longueur. L'axe des ordonnées (ou axe Y) est un segment 
de droite vertical également défini par les coordonnées d'un 
point de la fenêtre (extrémité-origine de Y) et une longueur 
(voir figure 4. 3) . 
Un système d'axes (c'est-a-dire un axe vertical et un 
axe .horizontal) est défini dans une fenêtre . Par 
conséquent, pour la facilité de l'utilisateur, les 
coordonnées des extrémités-origines des axes seront données 
en terme de pourcent de la largeur et hauteur de la fenêtre 
dans laquelle ils doivent être tracés, et comptées a partir 
du coin inférieur gauche. La longueur est aussi exprimée en 
termes de pourcents des dimensions de la fenêtre. Les 
pourcentages maxima de la largeur et de la hauteur de la 
fenêtre sont de 1001/., et les pourcentages minima sont 
affectés au coin inférieur gauche de la fenêtre (voir figure 
4 . 4). 
Cette manière de procéder permet une adaptation aisée a 
toute modification des dimensions de la fenêtre. De plus, 
dans toute fenêtre carrée, deux longueurs égales ont même 
mesure, qu'elles soient horizontales ou verticales. 
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î 
ly 
(xi, ~~--+-li-----__,._ ________ _ 
(p., Y2) 
origine de X• (x1,x2) 
oriqine de î = (p.,y2) 
longueur de X• lx 
loD]Ueur de î = ly 
X 
L'axe de longueur lx est tracé horizontale•ent à partir 
de l'extrénté-oriqine de X. 
L'axe de longueur ly est tracé verticale•ent (en re•on-




lx (X1, X2::::,)_.........., ______ .....__ ________ _ 
~ "li,,. .. 
X 
°"L----------------------------' 
(x1,x2) = (10,30) 
(y1,y2) = (20,15) 
lx= 80 
ly = 70 
1-!gyie 4. 4 
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Les extrêmitês-origine des axes et leur longueur sont 
dêterminêes soit en utilisant l'option par défaut (voir 
figure 4. 5), soit exp11c::1tement en prec1sant les coora.onnees 






* = (xi. x2) = (y1. y2) = (10.10) 
lx • ly • 80 
(valeurs non définitives) 
X 
exeaple d'option par d6faut pour la d6finition d'un 
systèae d'axes au sein d'une fenêtre 
i!IDge i . 5 
10{:W 
Tout système d'axes détermine une zone rectangulaire 
de l'espace dans laquelle une relation entre deux variables 
est illustrée (voir figure 4. 6). Cette zone que nous 
appelerons zone d'affichage a pour hauteur le segment 
constituant l'axe vertical, et pour largeur le segment 
constituant l'axe horizontal. La zone d'affichage peut ou 
non contenir les axes (voir figure 4. 7) . Dans tous les cas , 
les projections des points de la zone d'affichage doivent 









B - zone d'affichage 
ti.9'.!ge 4.6 
î□ □ [IJ t□ 
exeaples de zones d'attichaqe D 
ti.9'.!ge i.7 
4. 3 Coordonnêes d'une relation 
Nous appelerons coordonnêes d'une relation l'ensemble 
des coordonnées des points (couple de valeurs) d'une 
relation â représenter dans une zone d'affichage. 
Nous désirons pouvoir représenter toute relation entre 
deux variables d'un tableau de résultats. Une relation est 
donc déterminée par les valeurs reprises dans deux colonnes 
d'une meme matrice. Pour déterminer une relation entre deux 
variables, il faut par consêquent prêciser le nom d'un 
tableau de résultats, le nom de la variable â porter en 
abscisse ainsi que celui de la variable â porter en 
ordonnée. 
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Rappelons qu'un outil de manipulation de matrice (voir 
sélection de matrice) permet a l'utilisateur de construire 
une nouvelle matrice par sélection de lignes satisfaisant a 
certains critères. Ceci est utile dans le cas où 
l'utilisateur désire visualiser une relation entre deux 
variables (A et B) · seulement lorsqu'une troisième variable 
(C) satisfait certaines conditions, par exemple lorsque C 
est inférieure, égale ou supérieure a une valeur donnée, ou 
encore lorsque C est comprise entre deux bornes données. 
4.4 Courbe 
Nous appelerons courbe l'ensemble des points illustrant 
une relation entre deux variables sur un graphe. Chaque 
couple de points voisins (ou consécutifs) de cette relation 
peut être ou non, selon le choix de l'utilisateur, relié par 
un segment de droite que nous appelerons lien (voir figure 
4. 8) . 
y 
X 
courbe dont les points voisins sont reliés par tme 




Les valeurs de 
avant de tracer 
!igy!e 4. 8 
de parler de points voisins ou consécutifs 
1 a notion d'ordre. Dans bon nombre 
l'ordre est relatif aux valeurs d'abscisses . 
la variable portée en abscisse sont triées 
la courbe (revoir figure 4 . 8) 
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La notion d'ordre peut être associêe, dans d'autres 
cas, aux valeurs d' ordonnêes. Ce sont alors les valeurs de 
la variable portée en ordonnêe que l'on trie au prêalable 
( f i g ure 4. 9 ) . 
~e 4.9 
Il serait également intêressant de pouvoir visualiser 
sur un même graphe la relation entre deux variables en 
fonction de l' êvolution d'une troisième variable . Imaginons 
qu'un tableau de rêsultats contienne la dêfinition d'une 
variable reprêsentant le temps, et que les valeurs associêes 
a cette variable apparaissent dans la matrice par ordre 
croissant. Supposons que l'on dêsire visualiser l' êvolution 
dans le temps de la relation entre deux autres variables 
appartenant au même tableau de rêsultats. L'ordre des points 
de la relation correspond alors a l'ordre d'apparition des 
lignes dans la matrice (voir figure 4. 10). 
Nous laisserons donc a l'utilisateur le choix quant a 
la manière de faire les liens entre les points d'une 
relation. Ce peut être: 
- dans l'ordre croissant des valeurs d'abscisse 
- dans l'ordre croissant des valeurs d'ordonnêe 
- dans l'ordre des lignes du tableau de rêsultats 
Dans beaucoup d'applications, une même variable 
conditionne l'êvolution de plusieurs autres variables . 
Supposons que l'on observe l'êvolution de la population de 
deux espèces animales en fonction de l'êvolution de la 
population d'une troisième espèce, prêdatrice des deux 
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premières. I 1 semble naturel de porter en abscisse la 
population du prêdateur, et en ordonnêe les populations des 
proies . Deux relations, ou courbes, diffêrentes sont alors 
reprêsentêes par rapport au même système d'axe. 
Î.1B.Y!e 4.10 
C'est pourquoi nous offrons a l'utilisateur la 
possibilité de tracer plusieurs courbes par rapport a un 
même système d'axes . 
Pour chacune de ces courbes, il faut prêciser les 
coordonnées de la courbe et le patron du tracé (cfr infra). 
4. 5 Patron du tracé d'une courbe 
Nous appellerons patron du tracé d'une courbe la forme 
des points a dessiner ainsi que le format des liens (ou 
portion de droites) reliant les couples de points voisins 
d'une relation, dans le cas où l'utilisateur désire voir ces 
points reliés. On entend par format des liens, le type de 
trait reliant les deux points. Quelques formes de points et 
formats de liens sont présentés a la figure 4. 11. 
La forme des points et le format de liens peuvent être 
plus diversifiés si la machine dispose de la couleur. A 
chaque forme de point et format de lien proposé est associê 
un code. La correspondance entre un code et une forme de 
point ou un format de lien peut être établie ou modifiée par 
l'utilisateur lui-même, de sorte que si celui-ci change de 
machine, ce code peut être mis-a-jour en fonction des 
possibilités offertes par la machine. 
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foœt de lien 
+++++++ 
présentation de quelques toaes de points et tonmts 
de lien 
Tous les points d'une même courbe auront la même forme 
et les liens reliant deux points voisins d'une même courbe 
auront le même format. Pour chacune des courbes â tracer sur 
un graphe, le patron du tracé désiré est spécifié. La 
distinction entre les différentes courbes tracées par 
rapport â un même système d'axes est ainsi plus aisée pour 
l'observateur. 
4. 6 Titre de graphe, titre d'axe et unité d'axe 
Le titre d'un graphe est une chatne de caractères de 
longueur limitée qui est imprimée au dessus du système 
d'axes correspondant, mais en dehors de la zone d'affichage. 
Le titre d'un graphe peut être composé de plusieurs lignes â 
condition que l'utilisateur, en définissant un sytème d'axes 
au sein d'une fenêtre, ait prévu suffisamment de place. Ceci 
permet d'imprimer éventuellement quelques commentaires au 
dessus de la zone d'affichage. Le titre d'un graphe n'est 
pas obligatoire . 
Le titre d'un axe et l'unité de l'axe sont deux 
chatnes de caractères de longueur limitée imprimées â 
proximité de l'axe correspondant, et précisant 
respectivement l'identité de l'axe et l'unité dans laquelle 
les valeurs imprimées sur cet axe sont exprimées (voir 
concept d'échelle) . L'unité de l'axe n'est autre que l'unité 
reprise dans la définition de la variable associée â l'axe. 
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La longueur du titre de l'axe suivi de son unité 
(imprimée entre parenthèses) doit être inférieure a la 
largeur de la fenêtre. 
Le titre et l 'unité de l'axe X sont imprimés en dessous 
de cet axe, tandi s que le titre et l'unité de l'axe Y sont 
imprimés au dessus de cet axe. 
Un certain nombre d'autres indications sont imprimées 
également a. proximité de celui-ci. Il s'agit des marques et 
repères d'étalonnage (cfr infra) . 
L'ensemble des renseignements accompagnant un axe 
seront placés dans la fenêtre prés de l'axe. Si un des axes 
se trouve au bord de la zone d'affichage, et s'il est 
possible d'imprimer les dits renseignements dans la fenêtre 
mais en dehors de la zone d'affichage, le système les y 
placera automatiquement. Dans le cas contraire , les 
indications relatives a. un axe seront plaçées dans la zone 
d'affichage. La priorité sera toutefois laissée a. 
l'affichage des points des courbes . Les liens , par contre, 
seront moins prioritaires que les indications considérées 
(voir figure 4. 12) . 
4. 7 Fourchette 
Après avoir défini une fenêtre et y avoir tracé un 
système d'axes, il faut encore déterminer les valeurs 
associées a. chaque point des axes. Ceci introduit 1 a notion 
de fourchette. Pour chacun des axes, l'utilisateur définit 
la valeur associée a. l'intersection avec l ' autre axe ainsi 
que celle associée a. l'extrémité finale . Si les axes ne se 
recoupent pas, l'utilisateur précise les valeurs associées 
aux extrémités-origine et finales des axes. 
Notons que l'extrémité-origine d'un axe ne 
pas forcément a. l'intersection avec l'autre axe. 
points particuliers d'un axe ne doivent pas être 


















Valeur~ dorm6e~ par l'utili~teur pour d6finir: 
- la fourchette de l'axe X= (0,10) 











Nous appelerons fourchette d'un axe l'ensemble des 
valeurs comprises entre la valeur associée a l'extrémité-
origine et la valeur associée a l'extrémité finale de l'axe. 
La fourchetle est . toutefois définie par l'utilisateur en 
précisant les valeurs associées a l'intersection des axes 
(ou aux extrémités-origine des axes si ceux-ci ne se 
recoupent pas) et aux extrémités finales des axes . 
Ce choix a été fait dans le but d'éviter a 
l'utilisateur des calculs inutiles s'il désire qu'une valeur 
précise soit affectée a l'intersection des axes . 
La valeur a affecter a l'extrémité-origine d'un axe 
peut facilement être déduite (calculée) a partir des 
propriétés de l'axe (coordonnées de l'extrémité-origine et 
longueur de l'axe) et des valeurs déterminant la fourchette 
(valeur affectée a l'intersection des axes et de l'extrémité 
finale) . 
Une option par dêfaut est prévue. Celle-ci dispense 
l'utilisateur de déterminer lui-même la fourchette. Dans 
cette option, les valeurs associées aux extrémités de l'axe 
des abscisses sont les minimum et maximum de l'ensemble des 
valeurs d'abscisse des relations a illustrer sur un même 
graphe. De même, les valeurs a affecter aux extrémités de 
l'axe Y sont les valeurs extrêmes de l'ensemble des valeurs 
d'ordonnée de ces relations. 
Dans l'option par dêfaut, tous les points des relations 
a illustrer par rapport a un même système d'axes tombent 
dans la fourchette (voir figure 4. 14). 
Une telle affirmation n'est plus nécessairement 
vérifiée dans le cas où l'utilisateur détermine lui-même la 
fourchette. Dans ce cas, les points dont les projections ne 
tombent pas dans les fourchettes définies sur les axes ne 
sont pas imprimés (voir figure 4. 15). 
Remarquons que si la fourchette est déterminée par 
l'utilisateur et que les points d'une relation sont reliés 
entre eux, des situations critiques peuvent se présenter. 
Si un point n'est pas imprimé parce que ses coordonnées 
ne tombent pas dans les fourchettes , les points qui lui 
sont voisins ne peuvent être reliés entre eux. Il faut donc 
tenir compte, pour tracer les liens entre les points, des 
points tombant en dehors des fourchettes (voir figure 4. 16) . 
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• • X 
.. .. 
Dans l'option par défaut, tous les points de la relation 





0 • x .. 
0 
D = zone d'affichage 
Le~ point~ dont le~ projection:, ne tollbent po.~ de.ru, le~ 
fourchet tes ne sont pas i.Jll)rillés ( o) . 
~e 4.16 
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I __ 
o : point to:abant en dehors de la zone d'affichaqe 







4. 8 Coordonnées objets et coordonnées sources d'un point 
Tout point d'une courbe est imprimé a un endroit précis 
de la zone d'affichage déterminé par ses coordonnées 
(abscisse et ordonnée), et par la fourchette associée a 
chacun des axes. 
Nous appelerons coo~données objets d'un point les 
distances, dans une certaine unité, des projections de ce 
point a l'intersection des axes, et coordonnées sources les 
valeurs que ce point représentent dans le graphe (valeurs 
contenues dans le tableau de résultats). 
Il existe, de façon générale, une certaine relation 
entre les valeurs des coordonnées objets et des coordonnées 
sources d'un même point. Cette relation dépend des valeurs 
associées aux extrémités de chaque axe. Elles dépend donc 
des fourchette des axes . 
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4. 9 Echelle d'un axe 
La relation entre les deux types de coordonnées peut 
appartenir a différents types que nous appelerons échelles . 
Si l'échelle est linéaire, la relation entre les deux 
types de coordonnées (source et objets) est linéaire. Cette 
relation est de la forme : o = a. s + b , où o représente 
1 a coordonnée objet et s la coordonnée source. Les 
paramètres a et b sont entièrement déterminés quand on 
connait la fourchette. 
En pratique, outre les échelles linéaires, sont souvent 
utilisées les échelles logarithmiques. Si l'échelle 
est logarithmique , la relation entre les deux coordonnées 
est de la forme o = a loges+ b o et s étant 
respectivement la coordonnée objet et la coordonnée source. 
Les paramètres de cette relation sont entièrement déterminés 
si , outre la fourchette , on précise la base du logarithme 
( C) • 
Il est nécessaire d'isoler dans un module facile 
d'accès tout ce qui, 1 ors de 1' il 1 ustration d'une re 1 ation 
dans un système d'axes, dépend de l'échelle utilisée. Ce 
module est un interface entre les coordonnées sources d'un 
point et ses coordonnées objets. Ceci permet de ne pas se 
limiter aux échelles linéaire et logarithmique, mais 
d'offrir la possibilité a l'utilisateur de prévoir tout 
autre type d'échelle a condition qu'il écrive le module 
d'interfaçage correspondant. 
4. 10 Etalonnage et marques 
Nous appelerons étalonnage une série de 
imprimés sur un axe et accompagnés de l'impression 








20 30 40 50 




Nous appelerons marque un repère imprimé sur un axe 
mais non accompagnée de l'impression d'une valeur. 
La fréquence d'impression d'une marque est en général 
plus élevée que celle d'un étalonnage sur le même axe, ce 
qui a pour effet qu'entre deux repères d'étalonnage 
consécutifs sont imprimées une ou plusieurs marques (voir 
figure 4. 18)-. 
1 1 1 t 1 1 I , 1 / t 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 f 1 1 1 1 1 1 X 
10 20 30 40 50 
Etalonnage et mrquage c0Jlbin6:, 
~e 4.18 
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L'impression des valeurs accompagnant les repères 
d'êtalonnage se fera entièrement a condition qu'il y ait 
suffisamment de place pour les imprimer toutes, et qu'il n'y 
ait donc pas de chevauchement de caractères . S' i 1 y a 
chevauchement, un nombre sur deux sera imprimé. Si il y a 
toujours chevauchement, la fréquence d'impression des 
valeurs sera encore diminuée . 
La fréquence d'impression des repères d'étalonnage et 
des marques est analysée ci-dessous pour les types d'échelle 
linéaire et logarithmique. L'impression des marques et 
étalonnages relatifs a tout autre type d'échelle devra être 
gérée dans le module d'interfaçage écrit par l'utilisateur 
désireux de travailler avec une autre échelle. 
Dans le cas de l'échelle linéaire, la différence entre 
1 es valeurs extrêmes de 1 a fourchet te est cal culée, et 
exprimée en puissance maximum de 10. 
2 
Par exemple, le nombre 
768, 5 sera transformé en 7,685 . 10 La puissance de 10 
ainsi obtenue (soit 1ox) indique la fréquence d'impression 
des repères. Toutes les 1ox unités, un repère d'étalonnage 
et la valeur correspondante sont affichés, et toutes les 1ox- 1 
unités, une marque sera imprimée (voir figure 4 . 19) . 
11 t: t t t 1 1 : 1 e: t I l 1 1 1 r c t I t ! ; tel f t l I t 1 1 1 t I t I t 1 1 t 1 1 1 11 t 1 1 1 1 1 1 
100 200 300 400 
Bornes de la fourchette : 13.5 et 2582 différence - 568 . 5 ou 5. 686 * 10 
fréquence des repères d'étalonnage 10
2 
fréquence des Erques : 10 1 
500 
L'utilisateur peut choisir d'augmenter cette fréquence , 
en modifiant ce que nous appelerons le degré de résolution. 
Le degré de résolution par défaut est 1. Si l'ut il isateur 
le choisi égal a p, la fréquence d'impression des repères 
est multipliée par p. Les repères d'étalonnage seront 
imprimés toutes les 10 x • / p uni tés, et les marques toutes 
les 1ox- t / p unités . 
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Dans le cas de l'échelle logarithmique, un repère 
d'êtalonnage est affichê aux endroits correspondant aux 
valeurs entières du loges (s = coordonnêe source etc= la 
base du logarithme). 
Dans l'exemple où la fourchette est comprise entre 1 
et 10 ooo et le logarithme est en base 10, cinq repères sont 
imprimés dont 1 es valeurs sont : 1, 10, 100, 1000 et 1 0 000 
(voir figure 4-. 20). Si la base est 4- et la fourchette 
comprise entre 2 et 68, trois repères d'étalonnage sont 
imprimés dont les valeurs sont 4, 16 et 64 (voir figure 
4. 21). 
Base de la tonction logar1tha1que : 10 
extré:aités de la fourchette : 1 et 10000 
1 10 100 1000 
~e 4. 20 
Be.se de la !onction logarithaique : 4 






En général, si le logarithme est en base c , les 
marques, entre deux repères consécutifs d' êtalonnage dont 
1 es valeurs sont ex et c x+ 1 , sont imprimêes aux endroits 
correspondant a. toutes les ex unitês. Dans l'exemple 
prêcêdent , entre les repères d ' êtalonnage accompagnês des 
valeurs 102 et 103 , les marques sont imprimées aux 
endroits correspondant~ toutes les 10 2 unitês, c'est-a.-
di re 200, 300, 400, ... 900 (voir figure 4 . 22). 
Base de la fonction loqaritbllique : 10 
extré:aités de la fourchette : 1 et 10000 
1 t 1 1111111 1 1 11 t 1111 1 1 1 1 11111 1 1 1 111111 
1 10 100 1000 10000 
Base de la fonction logarithaique : 4 
extré:a1tés de la fourchette : 2 et 68 
4 16 64 
.illJ.Yie i.22 
Remarquons que si l'on veut faire varier la fréquence 
d'étalonnage dans le cas de l'échelle logarithmique on 
peut jouer sur la base du logarithme. 
4. 11 Cl asse et 1nterval 1 e de c 1 asse 
L'ensemble des abscisses des points d'une relation peut 
être divisé en une série de classes contiguès. Nous 
appellerons classe une sêrie de valeurs délimitée par une 
borne infêrieure et une borne supêrieure, et contenant les 
valeurs d'abscisses d'une série de points consécutifs d'une 
relation. La borne inférieure fait partie de la classe, la 
borne supêrieure appartient a. la classe suivante. 
Nous appelerons intervalle de classe l'intervalle 




Les intervalles de classes peuvent être définis par 
l'utilisateur. La découpe en classes peut être déterminée 
soit par le nombre de classes total désiré, soit par la 
largeur de l'intervalle de classe (voir figures 4. 23 et 
4. 24). Dans chacune de ces alternatives, 1 a 1 argeur de 
l'intervalle des - classes est constant, a l'exception 
éventuellement de la dernière classe. En effet, il est 
possible que l'utilisateur choisisse un intervalle de classe 
ayant pour conséquence un nombre de classes non entier. Dans 
ce cas, la dernière classe sera moins large que les autres. 
on pourrait étendre les mécanismes de détermination des 
classes. On pourrait offrir a l'utilisateur la possibilité 
de définir explicitement chaque limite de classe a l'aide 
d'un vecteur. 
L'intervalle de classe pourrait même être défini en 
fonction des valeurs (d'une variable) reprises dans le 
tableaux de résultats. L' interval 1 e d'une c 1 asse pourrait, 
par exemple, être proportionnel (ou inversément 
proportionnel) a la moyenne des ordonnées des points dont 
les abcisses tombent dans cette classe (voir figure 4. 25) . 
y 
Soit tm nollbre de classes donné= 6 
Les inter1alles sont constants lorsqu'on donne tm 














Intervalle de classe inverséaent proportionnel à la 
aoyenne des ordonnées des points dont les abscisses 









4. 12 Diagramme en batonnets 
L'ensemble des abscisses des points de la relation 
observêe est dêcoupê en un certain nombre de classes; chaque 
classe est délimitêe par une borne supérieure et une borne 
inférieure. La moyenne des ordonnées des points dont 
l'abscisse tombe dans une même classe est calculêe , et 
détermine la hauteur de la colonne correspondante a cette 
c 1 asse (voir figure 4. 26) . Nous appe 1 erons diagramme en 





J .. ~ 
t 
Diagra.ae en œtœmet~ 
La hauteur (h) de la colonne est obtenue par le calcul 
de la aoyenne des ordormées des points dont l'abscisse 
tolÙ>e de.ru, l'inte:nalle de classe C . 
.ü:mge 4 . 26 
X .. --
un tel diagramme est donc une représentation graphique 
particulière d'une relation entre deux variables . 
Un diagramme en batonnets est 
coordonnées d'une relation un tracé et 
classe . Un tel diagramme est tracé 
système d'axes (voir concept d'axes, 
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4. 13 Histogramme 
Un histogramme est une manière particulière de 
visualiser les valeurs reprises dans une colonne d'une 
matrice d'un tableau de résultats. Un histogramme reprend 
comme abscisses les valeurs d'une colonne de matrice, et 
comme ordonnées la fréquence de ces valeurs dans cet t e 
colonne de la matrice. Ce genre de diagramme étant fréquent 
en biologie, il sera donc prévu dans le cadre de ce 
progiciel (voir figure 4. 27) . 
Il ne s'agit donc pas de l'illustration d'une relation 
entre deux variables d'un tableau de résultats . Un 
histogramme est déterminé si l'on précise le tableau de 
résultats, la variable à illustrer et les intervalles de 
classe . 
Soit la suite de Taleur3 : 
7, 3, -2, -1, 7, -1, -1, 3, 3, -1, 4, 5, 3, 0, 4 








-2 -1 0 1 2 3 i 5 6 7 
X 
... -
L'axe des abscisses relatif à un histogramme ne diffère 
en rien de la notion d'axe utilisée jusqu'ici. Une 
fourchette et une échelle y sont asssociées. L'axe des 
ordonnées, quant à lui, est différent . Puisqu'il reprend 
des valeurs de fréquence, sa fourchette sera définie par 
défaut. L'intersection des axes aura la valeur O, et 
l'extrémité finale prendra la valeur de la fréquence la plus 
élevée. La portion éventuelle de droite en dessous de 
l'intersection des axes est non significative. 
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Une option peut être prévue. Dans celle-ci, 
ordonnées représentera la fréquence relative . 
finale de l'axe Y prendra donc la valeur 1. 
l'axe des 
L'extrémité 
Le format du tracé des colonnes des diagrammes en 
batonnets et histogrammes est choisi par l'utilisateur selon 
un code. Ce concept est donc différent du concept de patron 
de tracé défini pour les courbes. Mais les remarques 
concernant le code des formats des liens d'une courbe (voir 
concept de patron de tracé d'une courbe) sont également 
valables quant aux modifications possibles de ce code par 
l'utilisateur. 
Plusieurs diagrammes ou histogrammes peuvent être 
tracés par rapport au même système d'axes. Ces différents 
diagrammes peuvent être facilement différenciés par 
l'utilisateur final, car la possibilité est offerte de 
définir un tracé différent pour chaque diagramme. 
4. 14 Graphe 
Un graphe est un ensemble de courbes, diagrammes en 
batonnets ou histogrammes tracés par rapport a un même 
système d'axes. Sur chaque axe sont définies une échelle et 
une fourchette. Le système d'axes est lui-même tracé a 
l'intérieur d'une fenêtre. A un graphe est associé un seul 
titre de graphe et un seul système d'axes. Par conséquent, 
toutes les relations d'un graphe seront tracées par rapport 
au même axe X et même axe Y. Ceci implique qu'un seul titre 
d'axe et qu'une seule unité seront affectés a chaque axe . 
Les fourchettes de chacun des axes seront 
dans l'option par défaut, a partir des points 
des relations a illustrer sur le même graphe. 
graphe peuvent être illustrées des relations a 
forme de courbes et de diagramme en batonnets . 
déterminées, 
de l'ensemble 
Sur un même 
la fois sous 
Puisque plusieurs relations tracées sur un même graphe 
le sont par rapport au même système d'axes, la fourchette de 
l'axe des abscisses (des ordonnées) sera déterminée a partir 
de l'ensemble des valeurs d'abscisse (d'ordonnées) des 
différentes relations . 
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La deuxième option prévoit de mettre A jour les 
fourchettes (si cela est nécessaire) de sorte que tous les 
points des relations a visualiser sur un même graphe 
puissent être imprimés . Si les fourchettes sont modifiées, 
les relations déja imprimées doivent être retraçées pour 
être cohérentes ave_c les nouvel les fourchettes. Cette option 
impliquerait donc la mémor i sation de la constitution d'un 
graphe. Ceci introduit 1 a notion d'existence 1 og ique d'un 
graphe. I 1 faut en effet mémoriser certains des 
paramètres qui déterminent le graphe , tels que le type 
d'échelle ou les caractéristiques des différentes relations 
illustrées sur le graphe. Pour des raisons d'efficacité et 
de précision il est préférable que les tableaux de 
résultats reprenant les valeurs des relations soient 
toujours disponibles . 
4 . 15 Amélioration 
Jusqu'ici, nous n'avons envisagé que des axes orientés 
dans un seul sens: vers la droite pour l'axe X, vers le haut 
pour l'axe Y. 
L' i llustration de c ertaines appli c at ions s ous fo rme 
graphique sera peut-être p l us explicite s ' il est possible 
d'orienter les axes différemment . Ce peut être le cas de 
l'illustration de la densité d'une population marine en 
fonction de la profondeur océanique. Si la profondeur est 
représentée en ordonnée, i 1 est intéressant d'orienter l'axe 
Y vers 1 e bas . 
Cette possibilité peut par conséquent être envisagée 
dans le cadre de ce travail. 
D'autre part, nous n'avons j amais fait allusion qu ' a un 
seul axe Y dans un système d'axes . I 1 arrive cependant 
qu'une même variable en conditionne deux autres , sans pour 
autant que ces dernières partagent la même unité . La 
difficulté de représenter alors sur un même graphe ces deux 
relations peut être contournée si l'on prévoit la 
possibilité de tracer deux axes Y dans une même fenêtre . 
Dans un tel système d'axes, chaque relation tracée se 
rapporte a un des deux axes Y. 
Les graphes tridimensionnels n'ont pas non plus été 
abordés j usqu'ici. Ce type de graphe peut parfois être mo i ns 
lisible qu'un graphe a deux dimensions, mais néanmoins ê t re 
utile dans certaines applications. Ils peuvent par 
conséquent être proposés pour étendre les possibili tés 
offertes par le système. 
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Il existe une manière souvent plus intéressante de 
représenter une relation entre trois variables . C'est 
notamment le cas lorsqu'on veut illustrer deux variables (A 
et B) en fonction d'une troisième (par exemple le temps 
(C)) , Un système de deux axes est tracé, et la relation 
entre A et Best illustrée sous forme d'une courbe . Chaque 
point de la courbe est accompagné de la valeur 
correspondante de C. Toute valeur (de C) a imprimer en un 
point de la courbe se trouve dans la matrice du tableau de 
résultats sur la meme ligne que les valeurs des deux autres 
variables (A et B) identifiant ce point (voir figure 4. 28) . 








CHAPITRE 5 AUTRES CONCEPTS 
Nous proposons ci-dessous une série d'outils qu'il 
paralt intéressant d'intégrer au progiciel. Ces outils et 
les concepts qui y sont associés ne font pas ici l'objet 
d'une analyse détaillée . Il s'agit surtout de proposit i ons. 
5. 1 Affichage des valeurs d'un tableau de rêsul tats 
Nous avons déja. analysé les concepts relatifs a une 
première forme de visualisation des résultats repris dans un 
tableau de résultats , a savoir le graphe. Ces concepts ont 
étê développês dans la section précédente . 
Nous proposons ici une autre manière de visualiser les 
résultats. En effet, bien que l'i 11 ustration graphique des 
résultats soit fort utilisée dans l'enseignement, il peut 
être intéressant de communiquer a l'êlève les valeurs 






désirons par conséquent offrir a l ' utilisateur 
possibilitê d'avoir accès aux valeurs contenues 
matrice d'un tableau de résultats donné. Nous 
appeler cet outil affichage d'une matrice dont les 
de base seraient les suivants. 
Les valeurs se trouvant sur une même 
matrice sont affichées sur une même ligne 
même, 1 es valeurs appartenant a. une même 







I 1 est évident que, dans beaucoup de cas, il est 
impossible d'afficher sur un même écran l'ensemble des 
valeurs d'une matrice en une fois. L'élève n'a alors accès 
qu'a. une partie de la matrice . Les limites de l'êcran 
pourraient être considérêes comme les limites d'un cadre ou 
d'une fenêtre a travers laquelle l'élève pourrait visualiser 
une partie de la matrice. 
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S'il est impossible d'afficher l'entièreté de la 
matrice a l'écran, seulement une partie des lignes et une 
partie des colonnes de la matrice sont accessibles, c'est-a-
dire visualisables a travers la fenetre que délimite l'écran. 
Il est alors nécessaire de fournir a l'élève la 
possibilité de "déplacer" cette fenêtre a travers la 
matrice, ce qui lui permettrait d'avoir accès a l'ensemble 
de la matrice. Ce déplacement pourrait se faire dans quatre 
directions: vers le haut, vers le bas, vers la droite et 
vers la gauche. A chaque déplacement de la fenêtre, une 
autre partie de la matrice est accessible . 
Nous proposons d'accompagner l'affichage d'une {partie 
de) ligne de l'impression du numéro d'ordre de cette ligne 
dans la matrice. De même, chaque colonne peut être 
accompagnée du nom (et éventuellement de l'unité) de la 
variable a laquelle elle correspond dans le tableau de 
résultats. Ceci est proposé dans le but d'aider l'élève a 
se situer dans la matrice. L'impression du numéro de ligne 
pourrait par exemple se faire a la gauche de chaque ligne, 
et le nom (et l'unité) de la variable au dessus de chaque 
colonne . 
On peut s'inspirer aussi de certaines possibilités 
offertes par les tableurs. 
5. 2 Gestion des entrées-sorties 
Le dialogue avec l'élève tient une place importante 
dans beaucoup de didacticiels. Dans le cas de simulations, 
ce dialogue peut avoir pour effet de faire participer 
l'utilisateur final a la détermination de l'expérience a 
simuler. 
Dans bien des cas, le constructeur du didacticiel doit 
gérer des entrées et des sorties, et notamment analyser les 
données introduites par l'élève pour s'assurer de leur 
cohérence. Si, par exemple, la donnée a introduire doit être 
de type entier, il n'est pas certain que l'élève 
n'introduira pas de caractères autres que numériques . Chaque 
donnée introduite doit donc faire l'objet de vérifications. 
Nous désirons soulager le constructeur du didacticiel 
de ce genre de tache. C'est pourquoi nous proposons ci-
dessous un ce rt a1n n ,.1 mbre d ' out i 1 s qui s'assurent que la 




Les outils qu'il nous semble utile de prévoir sont: 
- lecture (à partir du clavier) d'une suite de caractères de 
longueur maximale donnée. Chaque caractère introduit doit 
faire partie d'un ensemble de caractères (dits 
acceptables). Si un caractère n'est pas acceptable , il 
n'est pas affiché a l'écran, ni inscrit dans la suite de 
caractères constituant la donnée. 
- lecture d'un entier signé ou non 
- lecture d'un réel (différents formats pourraient être 
envisagés, comme c'est d'ailleurs généralement le cas en 
programmation. Ex : 700 . 43 = 7. 0043E2) 
- lecture d'un entier ou réel satisfaisant une contrainte 
particulière, par exemple: . inférieur a une valeur donnée 
. supérieur à une valeur donnée 
. compris entre deux bornes 
données 
Cette liste n'est évidemment pas exhaust i ve . 
Les outils proposés ci-dessus sont relativement 
simples. On pourrait également en concevoir de plus élaborés 
en s'inspirant par exemple des gestionnaires d'écran 
existants . 
5. 3 Génération de nombre aléatoire 
Nous avons souvent fait allusion à des simulateurs 
basés sur des calculateurs qui utilisent un générateur de 
nombres aléatoires pour calculer les valeurs des variables 
dépendantes. 
Dans certaines expériences biologiques, la dimension 
aléatoire est importante. On peut ci ter comme exemple des 
échantillons prélevés aléatoirement dans le temps a un même 
endroit. Les échant i 11 ons peuvent dans d'autres cas être 
prélevés a divers endroits choisis de manière aléatoire sur 
un territoire donné . 
D'autre part, des outils de génération de nombres 
aléatoires peuvent être utiles dans le cas où l'on désire 
simuler la variabilité expérimentale à partir de résultats 
déterministes . on peut simuler la variabilité expérimentale 
a partir d'une valeur donnée, en générant un nombre suivant 




CHAPITRE 6 CHOIX D'IMPLEMENTATION 
Nous avons implémenté un sous-système utile qui est 
constitué de : 
- une gestion des matrices faisant partie des tableaux 
de résultats 
- l'implémentation du simulateur 
- certains outils de création et manipulation de 
tableaux de résultats 
- quelques primitives d'entrée-sortie dont un outil de 
visualisation des résultats repris dans une matrice. 
6. 1 Les tableaux de rêsul tats 
6. 1. 1 Discussion 
Nous nous trouvons devant un choix important a faire a 
propos de l'implémentation des tableaux de résultats 
Rappelons qu'un tableau de résultats est constitué 
d'une part d'un vecteur-définition et d'autre part d'une 
matrice . Le vecteur-définition reprend pour chaque variable 
du tableau de résultats sa définition. La matrice, quant à 
el le est un . tableau a deux dimensions; les valeurs reprises 
dans la ième colonne de la matrice sont associées a la 
variable identifiée par la ième définition du vecteur-
définition. La notion d'ordre est donc importante tant au 
niveau des définitions dans le vecteur-définition qu'au 
niveau des lignes et colonnes dans la matrice. 
L'implémentation du vecteur-définition sous forme d'un 
tableau a une dimension (vecteur) de records en Pascal, et 
de la matrice sous forme d'un tableau a deux dimensions de 
réels semble à première vue évidente. Cependant, en Turbo-
Pascal comme en Pascal, les tableaux à bornes dynamiques 
n'existent pas. Ceci signifie que lors de la déclaration 
des tableaux, les bornes doivent être fixées et donc 
connues. or, il n'est pas toujours possible de conna!tre, 
avant l ' exécution du didacticiel, la valeur des bornes des 
tableaux. C'est entre autre le cas lorsque la participation 





Les outils intégrés à notre système travaillent sur 
des tableaux dont les matrices sont de bornes variables. Or, 
ils doivent pouvoir être écrits indépendamment des 
dimensions des tableaux qu'ils manipulent. 
D'autre part, les vecteurs-définition contiennent 
autant d'éléments qu'il y a de variables à définir. Quant 
aux matrices, si el les contienent autant de colonnes qu'il y 
a de variables, el les contiennent aussi autant de lignes 
qu'il y a d'observations à simuler. Le nombre 
d'observations simulées peut devenir important et, 
contrairement au nombre des variables, dépasser facilement 
plusieurs dizaines. 
Le nombre de valeurs a mémoriser lors d'une simulation 
peut devenir important. Le nombre de tableaux de résultats 
manipulés lors de l'exécution du didacticiel peut, en outre, 
ne pas etre nég 1 igeabl e. Ceci augmente encore le nombre 
d'éléments à stocKer. La mémorisation des résultats des 
simulations peut donc mobiliser de la place mémoire en 
quantité non négligeable. Il est dès lors indispensable 
d'optimiser l'utilisation de la place mémoire. 
Ces diverses observations montrent que, d'une manière 
générale, il est intéressant de simuler des tableaux a 
bornes dynamiques. Dans cet ordre d'idée, trois cas sont 
envisageables. 
a. Premier cas : 
Une première possibilité, mais de loin la moins 
efficace, e·st de considérer qu'il n'existe qu'une seule 
sorte de vecteur et de matrice ayant tous deux une capacité 
maximale permise. Cette capacité maximale doit être 
suffisante pour c ontenir les résultats de simulation 
d'expériences portant sur un nombre élevé de variables et 
composées d'une sui te cons idêrabl e d'observations. Tous les 
vecteurs-définition sont donc de même longueur, même si 
uniquement certains éléments du vecteur sont utilisés. De 
même, les matrices faisant partie de n'importe quel tableau 
de résultats contiennent le meme nombre de lignes et le meme 
nombre de colonnes, alors que seulement les valeurs reprises 
dans certaines lignes et colonnes de la matrice sont 
significatives. 
En d'autres termes, la longueur physique d'un vecteur-
définition peut différer de sa longueur logique. De même , le 
nombre logique de lignes et de colonnes d'une matrice peut 
différer du nombre physique. 
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Ceci représente un gaspillage évident de place mémoire, 
puisque la plus petite des expériences simulées (peu de 
variables et peu d'observations) réservera d'office un 
vecteur-définition et une matr i ce de capacité maximale . 
b. Deuxième cas 
Une autre possibilité consiste a travailler avec des 
lignes de matrices et des vecteurs-définition en longueur 
fixe, tandis que le nombre de lignes est variable d'une 
matrice a l'autre . Dans cette optique, la longueur logique 
d'un vecteur-définition peut différer de sa longueur 
physique. Il en est de même pour le nombre de colonnes d'une 
matrice. Il n'y a plus de gaspillage de lignes, ce qui 
entraine un gain de pl ace. on gaspi 11 e mal gré tout des 
colonnes. Cependant, cet inconvénient est moindre que si 
l'on avait considéré l'implémentation symétrique dans 
laquelle le nombre de colonnes serait variable et le nombre 
de lignes constant. Ceci s'explique par le fait que la 
variabilité du nombre de colonnes (c'est-a-dire de 
variables) est moindre que la variabilité du nombre de 
lignes (c'est-a-dire d'observations a simuler), tout au 
moins au sein d'un didacticiel. 
c. Troisième cas : 
Une troisième possibilité qui éviterait tout gaspillage 
de place mémoire est de simuler des vecteurs-définitions et 
des matrices a bornes dynamiques . Il n'y aurait plus alors a 
faire de distinction entre les dimensions physiques et 
logiques des entités en jeu. 
La première implémentation est impraticable car elle 
conduit a des limitations trop importantes sur la taille et 
le nombre de tableaux de résultats utilisables. La dernière 
implémentation quant a elle est complexe. 
Etant donné que l'implémentation que nous proposons 
constitue seulement un prototype du système, nous avons opté 
pour la deuxième solution. Celle-ci est moins efficace du 
point de vue place mémoire mais est plus simple a réaliser. 
Si nécessaire, il sera possible, ultérieurement, de modifier 
l'implémentation des tableaux de résultats moyennant la 
réécriture des primitives d'accès correspondantes. Ces 
primitives sont marquées ♦♦♦ en annexes (voir annexe 1). 
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6 . 1. 2 Impl ~mentation 
~ Vecteur-dêf1n1t1on 
Les vecteurs-définition sont implémentés sous forme 
de tableaux a une dimension de longueur égale a une 
constante appelée 'largmax' . Cette constante est déclarée 
en tête du texte du progiciel, et peut être facilement 
modifiée. Celle-ci est arbitrairement fixée a 20 dans notre 
prototype . 
const largmax = 20 
Chaque élément du vecteur-définition est de la forme: 
type : variable= record nom: strnm; 
unité : strut; 
case genre : genrevar of 
Vd ( ) ; 
vi : (case md: modet of 
con : ( ) ; 
none : ( ) ) ; 
ve (origine : real) end; 
Il s'agit de la définition d'une var i able du 
simulateur. Le nom est une cha1ne de caractères de longueur 
égale a 8 (strnm) et l'unité est une cha1ne de caractères de 





Si l ' on désire modifier la longueur du nom ou de 
l'unité , il suffit de modifier la déclaration de strnm ou 
strut, placés au début du texte du programme . 
Les types ' genrevar' et 'modet ' sont déclarés comme suit : 
type genrevar = (vi, vd, ve); 
modet = (con, none) ; 
' genrevar' permet de spécifier le genre des 
variables indépendante (vi), dépendante (vd) et 
évolutive (ve) ; 
'modet' précise, s'il s'agit d'une variable 
indépendante , le mode de déterminat i on connue a 
priori (con ) ou non (none). 
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information supplémentaire (vd : ( ) ) . 
accompagnant une variable évolutive 
début de l'expérience (origine). 
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ne requier t aucune 
La seule information 
est sa valeur avant le 
Dans le cas d'une variable indépendante , si elle est 
connue a priori (md = con) aucune information supplémentaire 
n'est nécessaire . Tandis que si elle n'est pas connue a 
priori, plusieurs renseignements sont requis pour calculer 
sa valeur a. chaque observation. Le calcul de tel les valeurs 
n'a pas été implémenté mais a été prévu dans la structure de 
la définition d'une variable . Lors de l'implémentation de 
ce mode de détermination, il faudra compléter l'option 
(none : ()). Au niveau du simulateur , cette option a 
également été prévue (voir implémentation du simulateur) . 
Tout vecteur-définition est de la forme : 
vect : array [1. . largmax) of variables 
L'ordre logique des définitions 
l'ordre physique des éléments dans 
dimension. 
correspond i c i a. 
le tableau a. une 
Il est important de noter que toute autre 
implémentation du vecteur-défini tion est permise a. condition 
que la structure de la définition d'une variable ne soit pas 
modifiée , si ce n'est pour ajouter les informat i ons 
relatives aux variables indépendantes non connues a priori . 
De plus, quelle que soit l 'implémentat i on des vecteurs -
définition et des matrices, une valeur devra être affectée a. 
'largmax '. Cette valeur représente le nombre max i mum de 
variables qui peuvent être associées a un tableau de 
résultats . Cette constante est en fait utilisée a. plusieurs 
reprises pour définir des tableaux a. une d i mension 
nécessaires a l'implémentation du simulateur. 
b . Matrice 
Comme nous l ' avons dit précédemment, nous avons choisi 
d'optimiser l'utilisation de la place mémoire en simulant 
des tableaux a. deux dimensions a. borne dynamique uniquement 
en ce qui concerne le nombre de lignes. Le nombre phys i que 
de colonnes de n'importe lequel de ces tableaux est 
constant , même si toutes les colonnes ne sont pas util i sées . 
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Toute ligne de matrice est 
longueur égale à 'largmax' . 
est un rée 1. 
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un tableau à une dimension 
Tout élément d'une matrice 
Nous · avons _implémenté les matrices de la 
sui vante. 
façon 
Les lignes de n'importe quelle matrice font toutes 
partie d'un seul et unique tableau a deux dimensions dont le 
nombre de colonnes est égal a 'largmax' et le nombre de 
lignes est égal a une constante appelée ' longmax'. Comme 
'largmax', cette constante est déclarée en tête du texte du 
progiciel , ce qui permet de la modifier facilement . Cel le-ci 
est fixée arbitrairement a 500 dans ce prototype . 
const longmax = 500 
Ce tableau a deux dimensions est déclaré comme suit 
tabval : array [ 1. . l ongmax, 1. . l argmax] of real; 
Si une matrice dei lignes doit être attribuée a un 
tableau de résultats donné, i lignes consécutives sont 
réservées dans le tableau 'tabval' . Le numéro de la première 
ligne réservée dans tabval est transmis au tableau de 
résultats et y est mémorisé, de même que le nombre de 
lignes réservées. La réservation de lignes consécutives 
dans 'tabval' est possible uniquement s'il y a ou s ' il reste 
suffisamment de lignes libres . Il faut donc avoir prévu un 
tableau (' tabval') suffisamment grand, c'est-a-dire 
contenant suffisamment de lignes. 
Une manière d'économiser les lignes est de libérer les 
lignes réservées lors de l'attribution d'une matrice dès que 
cette matrice n'est plus exploitée dans la suite (de 
l'exécution) du didacticiel. 
Il faut, par conséquent, mémoriser les lignes dans 
'tabval' qui sont occupées (réservées) ou 1 ibres . La 
libération, ou la réservation, de 1 ignes dans 'tabval' 
oblige une optimisation de la gestion des lignes de 
'tabval ' . Le fait que 1 es 1 ignes réservées par un tableau 
de résultats soient consécutives demande parfois le 
regroupement des l i gnes libres mais disséminées dans 
'tabval' (donc non consécutives). Ceci implique l e 
déplacement (recopie) des lignes constituant la matrice de 
certains tableaux de résultats , mais aussi la mise a jour du 
numéro de la première ligne réservée dans 'tabval ' et 
mémorisée dans les tableaux de résultats dont les matrices 
ont êtê "déplacées" dans 'tabval' . 
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Ici également, l I implémentation des matrices peut être 
modifiée simplement en réécrivant les primitives d 1 accès aux 
matrices (aux tableaux de résultats). Rappelons que les 
procédures ou fonctions a réécrire dans ce cas sont notées 
"♦♦♦" dans les spécifications (voir annexe 1). 
6. 2 Le simulateur 
Tout simulateur se base sur un calculateur et sur un 
tableau de résultats pour ca lculer et mémoriser, a chaque 
observation, les valeurs que prennent les différentes 
variables. Le simulateur et le calculateur sont tous deux 
des programmes au sens informatique du terme. 
Le langage 1 turbo-Pascal 1 ne permet pas de fournir 
une procédure en tant que paramètre a une autre procédure. 
Or, lors d 1 une simulation, le simulateur doit appeler le 
calculateur choisi (écrit) par le constructeur du 
simulateur. Il n 1 est donc pas possible de prévoir une seule 
procédure (simulateur) permettant de simuler n 1 importe 
quelle expérience, c 1 est-a-dire se basant sur n 1 importe quel 
cal cul ateur. 
Nous avons donc écrit un simulateur typique, appelons-
le simulateur standard, faisant appel a un calculateur 
fictif (appelé "calculateur"). La personne désirant 
construire un nouveau simulateur doit recopier le texte du 
simulateur standard en remplacant le nom du calculateur qui 
y figure par le nom réel du calculateur qu 1 elle a choisi (ou 
écrit). En outre, certaines modifications du texte du 
simulateur standard doivent être effectuées en fonction du 
nombre d 1 arguments du calculateur (voir manuel du 
constructeur-- du simulateur, p. 93). 
Le nombre de paramètres du calculateur ne peut dépasser 
la constante 1 largmax 1 • Le ième paramètre du calculateur est 
noté p(i]. Chacun de ces paramètres est en fait stocKé dans 
un vecteur de réels de longueur 1 largmax', appelé 1 p 1 • 
L1 élément p(i] fait donc référence au ième de ses éléments. 
Il est a noter que la procédure 1 initsimul 1 a laquelle 
fait appel le simulateur standard vérifie dans la mesure du 
possible la cohérence des arguments fournis au simulateur. 
Elle s 1 assure notamment que le nombre de variables définies 
dans le tableau de résultats est égal au nombre de 
paramètres du calculateur. Comme ce nombre dépend du 
calculateur, il devra être spécifié par le constructeur du 
simulateur qui recopie le texte du simulateur standard. Il 
s'agit du dernier argument de la procédure 1 initsimul 1 , qui 
est un entier. 
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Si le lecteur désire en savoir plus a propos des 
paramètres ou consulter le texte du simulateur, il peut se 
rêférer aux paragraphes relatifs a la construct i on du 
s1mu l1.t eur r p . 93 i et a l 'ut 1 l 1s a tum de c elu i -c i (p. 97 ) . 
Comme nous l'avons déja. expliqué ci-dessus, le calcul 
et l'utilisation des variables indépendantes non connues a 
priori n'a pas été implémenté, mais a été prévu au niveau du 
simulateur. Pour implémenter ce mode de détermination des 
variables indépendantes, il suffit d'écrire la procédure 
'calculvinc' en respectant les spécifications qui en sont 
données (voir annexes), et en se basant sur les 
renseignements repris dans la définition de t elles 
variables . 
Afin d'éviter la création manuel le des simulateurs, il 
serait ultérieurement possible d'automatiser la génération 
des simulateurs désirés . Il suffirait de réaliser un 
préprocesseur qui , a partir du programme source, 
effectuerait toutes les éditions nécessaires. 
6 . 3 Remarques 
Certaines procédures de gestion d'entrées-sorties 
utilisent le concept du nombre de colonnes et de lignes de 
l'écran. Pour assurer la portabilité du système , nous avons 
isolé ces deux valeurs dans les constantes 'maxcolecran' et 
'maxlignecran' . Ces constantes sont faciles d'accès, car 
placées au début du texte du progiciel , et donc aisément 
modifiables . 
La procédure 'lirestring' reçoit comme paramètre une 
cha!ne de caractères déclarée de type 'stringmax' . La cha!ne 
de caractères 'stringmax' est déclarée de longueur égale a 
une constante 'longstring'. Cette constante est égale a 50 
dans ce prototype. Il est par conséquent aisé de modifier la 
longueur de la cha!ne de caractères de type 'stringmax' . 
Nous donnons en annexe les spécifications des 
procédures et fonctions implémentées dans le progiciel 
(annexe 1) . L'architecture physique de ces primitives est 
également disponible a l'annexe 2. 
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1.:_1 Manuel du constructeur du simulateur 
Il n'est pas possible , pour des raisons 
langage utilisé, de prévoir dans le cadre de ce 
seule et unique procédure qui jouerait le 
simulateur, et a laquelle le calculateur serait 
argument. Par conséquent, tout simulateur aura 
programme propre. 





un texte de 
Dans le but d'aider le constructeur du simulateur, nous 
avons créé un simulateur que nous appelons simulateur 
standard. Ce programme fait appe l à certaines procédures ou 
f onctions du progiciel. Ces procédures et fonctions sont: 
'ini tsimul', 'lgmat', '1 irepi' et 'ecrirepi'. Le 
constructeur du simulateur qui désire générer un nouveau 
simulateur doit recopier le texte du simulateur standard en 
l'adaptant au calculateur choisi. Les adaptations a faire 
sont les suivantes 
- rebaptiser le simulateur 
- remplacer le nom du calculateur standard par le nom 
du calculateur réellement appelé 
- mettre a jour les paramètres du calculateur 
- mettre a jour le dernier argument de la procédure 
initsimul appelée par le simulateur. 
Le nombre de paramètres du calculateur ne peut dépasser 
20. Cette limite est fixée arbitrairement dans ce prototype . 
Il est possible de la modifier (voir choix 
d'implémentation, p. 88 ) . Dans le texte du simulateur, le 
nombre de paramètres a fou~nir au calculateur doit être mis 
a jour en fonction du calculateur choisi. Si le calculateur 
a n paramètres, ceux-ci doivent être écrits p[1J, p(2J, 
... p(i) ... p(n) (voir figure 7. 1). 
La dernière modification a apporter par le constructeur 
de simulateur au texte du simulateur standard est la mise a 
jour du dernier argument de la procédure 'initsimul' . La 
procédure 'initsimul' vérifie dans la mesure du possible 
la cohérence des arguments fournis au simulateur. Elle 
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au calculateur que de variables définies dans le tableau de 
résultats utilisé par le simulateur. Le nombre de 
paramètres du calculateur est connu du constructeur du 
simulateur. Ce nombre doit être affecté au dernier des 
arguments de la procédure 'initsimul' . 
Les deux paramètres du simulateur sont un tableau de 
résultats de type 'tabres', et un vecteur de noms de 
variable de type 'vectstring'. Ces deux types sont définis 
au sein du progic i el. Ce second argument est nécessaire 
car l'ordre des variables définies dans le tableau de 
résultats ne doit pas forcément être le même que l'ordre des 
paramètres du calculateur, paramètres qui représentent aussi 
des variables. Le deuxième argument du simulateur reprend 
tous les noms de variables définies dans le tableau de 
résultats mais retriés dans l'ordre correspondant aux 
paramètres du calculateur. Ceci permet au simulateur de 
savoir comment mettre en relation les variables du tableau 
de résultats avec les paramètres du calculateur. Un exemple 
de telle correspondance est donné plus loin (voir 
utilisation du simulateur, p. 97 ). 
Les deux arguments sont fournis au simulateur par son 
utilisateur, c'est-à-dire le constructeur du didacticiel. 
Nous reparlerons de ces paramètres dans le manuel destiné au 
constructeur du didacticiel. 
Les spêc1f1 c at1ons du simulateur standard sont les 
sui vantes: 
arg : tab : tabres 
chaine vectstring 
res tab: tabres 
messages d'erreur 
specif: si le vecteur-définition ou la matrice de 'tab' 
est vide, ou 
si a une variable indépendante connue a priori 
correspond une colonne vide dans la matrice, ou 
si le vecteur 'chaine' ne comprend pas autant 
de noms qu'il y a de variables définies dans 
'tab' , ou 
si le vecteur 'chaine' ne comprend pas les 
mêmes noms que les variables définies dans le 
vecteur-définition de 'tab' , ou 
si le nombre de paramètres du calculateur est 
différent du nombre de variables définies dans 
'tab', ou 
si il n'est pas possible d'ajouter a la 
matrice de 'tab' le nombre de colonnes 
nécessaires pour qu'il y ait autant de 




sinon pour chaque 
'tab': 
un message d'erreur 
ligne de la matrice de 
- calculer et inscrire dans la matrice (a 
l'endroit correspondant) les valeurs des 
variables évolutives, 
- appeler le calculateur et lui fournir les 
valeurs des différentes variables, 
- écrire dans la matrice de 'tab' les valeurs 
des variables dépendantes et évolutives 
fournies par le calculateur. 
Notons que dans 
variables indépendantes 
implémentées. 
le prototype du progiciel, 
non connues a priori ne sont 
les 
pas 
Nous donnons ci-dessous le texte du simulateur 
standard. Ce qui doit être adapté 1 ors de 1·a création de 
nouveaux simulateurs est souligné. Nous donnons ensuite le 
texte d'un nouveau simulateur, appelé 'simul1' qui utilise 
le calculateur 'calcul1' (3 paramètres), dans lequel les 
adaptations ont été faites (voir figure 7 . 1). 
Il est bien évident que le texte de la procédure 
'calcul1', contenant trois paramètres, doit appara!tre dans 
le texte du didacticiel au dessus de la procédure 'simul1'. 
Remarquons que, dans le · texte du calculateur, les 
variables évolutives et dépendantes doivent être considérées 
comme des paramètres par variable et non par valeur. Ces 
paramètres seront donc précédés de "var" . 
Une bibliothèque de simulateurs peut être constituée. 
Tout simulateur destiné a être classé dans une bibliothèque 
doit être accompagné d'une documentation rédigée par son 
créateur, et destinée a l'utilisateur du simulateur, c'est-
a-dire un constructeur de didacticiel. Dans cette 
documentation doit être expliquée l'expérience qui est 
simulée, et quelle variable représente chacun des paramètres 
du caculateur. Il doit aussi y être fait mention de l'unité, 
du genre (et éventuellement du mode de détermination et des 




texte du simulateur standard: 
procedure simulateur (var t : tabres; chaine:vectstring); 
var l:integer; 
oK: boo l ean; 
begin 
initsimul (chaine, t,oK,20) ; 
if oK 
end; 
then for l:=1 to lgmat(t) do 
begin 
l irepi (chaine, t, 1); 
calculateur (p[11 1 p[21 1 p[31 1 ••• 1 p[201); 
ecrirepi (chaine, t, 1) 
end 
exemple de simulateur: 
procedure simul1 (var t:tabres; chaine:vectstring); 
var 1: integer; 
oK:boolean; 
begin 
initsimul (chaine, t, oK,1); 
if oK 
end; 




ecrirepi (chaine, t, 1) 
end 
figure 7. 1 
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7. 2 Manuel du constructeur du didacticiel 
7. 2. 1 Utilisation du simulateur 
La documentation accompagnant obligatoirement tout 
simulateur renseigne l'utilisateur sur le calculateur auquel 
fait appel le simulateur. 
Les deux paramètres d'un simulateur sont un tableau de 
rêsul tats et un vecteur de noms de variables. Les types 
Pascal correspondant a ces deux arguments sont 
respectivement 'tabres' et 'vectstring', types prêdêfinis 
dans le progiciel. Les paramètres passês a tout simulateur 
devront donc avoir êtê dêclarês en utilisant ces noms de 
type prêdêfinis. 
Il est a noter que l'ordre des variables dêfinies dans 
le tableau de rêsultats ne doit pas forcêment être le même 
que l'ordre des paramètres du calculateur. Prenons un 
calculateur a trois paramètres et supposons par exemple que 
le premier paramètre du calculateur reprêsente le volume, le 
deuxième la pression et le troisième la tempêrature . Ces 
trois variables peuvent avoir êtê dêfinies dans un ordre 
diffêrent dans le tableau de rêsultats. Supposons que la 
première variable dêfinie soit la pression sous le nom 
'press', la deuxième la tempêrature sous le nom 'Temp' et 
la dernière le volume sous le nom 'vol'. Ceci explique le 
rôle du second argument du simulateur, de type 'vectstring'. 
C'est un vecteur reprenant tous les noms des variables 
dêfinies dans le tableau de rêsultats mais retriêes dans 
l'ordre correspondant aux paramètres du calculateur. Dans 
l'exemple ci-dessus, ce vecteur serait : 'vol', 'press', 
'Temp'. 
Des outils de construction de vecteurs de noms de 
variables sont 
didact 1c ie 1. 
tout vecteur 
mis a la disposition du constructeur de 
Avant d'y inscrire un seul nom de variable, 
de nom de variable doit être initialisê 
(procêdure 
variables 
'initchaine'). L'inscription d'un nom de 
dans un tel vecteur se fait par l'utilisation de 
la procêdure 'ajoutnom'. 
Un certain nombre de conditions, portant sur les 
arguments du simulateur, doivent être satisfaites pour que 
la simulation ait lieu. Si au moins une de ces conditions 
n'est pas satisfaite, un message d'erreur apparai t a 
l'exêcution du didacticiel et prêcise quelle condition n'est 
pas satisfaite. 
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Les conditions a satisfaire pour que la simulation ait 
lieu sont 
- le vecteur-définition et l a matrice du tableau de 
résultats ne doivent pas etre vides ; 
- toute colonne de la matrice correspondant a une variable 
définie comme indépendante connue a priori dans le 
tableau de résultats ne doit pas etre vide; 
- le vecteur de nom de variable doit comprendre autant de 
noms qu'il y a de variables définies dans le tableau de 
résultats; 
- le vecteur de nom de variable doit comprendre les memes 
noms que les variables définies dans le tableau de 
résultats; 
- il doit y avoir autant de variables définies dans le 
tableau de résultats que de paramètres au calculateur. 
peut 
(P. 94 
Pour plus d'informations sur le simulateur, le lecteur 
c onsulter les spécifications du simulateur standard 
) . 
7. 2. 2 Utilisation des outils du progiciel 
Ont été implémentés dans le prototype du progiciel et 
mis a la disposition du constructeur de didacticiel des 
outils de création, manipulation et visualisation de 
tableaux de résultats , ainsi que quelques primitives 
d'entrée-sortie . 
Tout constructeur de didacticiel peut faire appel a des 
procédures ou fonctions du progiciel en inscrivant la phrase 
($! 'nom fichier') au début du texte de son didacticiel, en 
remplacant 'nom fichier' par le nom externe du fichier dans 
lequel se trouve le progiciel. 
Au début de son programme, 
didacticiel doit effectuer un 
d'initialisations; ceci se fait par 
' initialisation' . De plus , tout 
déclaré (de type 'tabres') doit 
procédure 'inittab' se charge 
initialisation. Ces diverses 
obligatoires. 
le constructeur du 
certain nombre 
appel de la procédure 
tableau de résultats 
être initialisé. La 
d'effectuer cette 
initialisations sont 
Les arguments de la plupart des procédures et fonctions 
du progiciel doivent répondre a certaines conditions . Ces 
procédures (ou fonctions) vérifient dans la mesure du 
possible, la cohérence 'de leurs arguments. Si une condition 
portant sur un de ses arguments n'est pas satisfaite , 
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l'exêcution de la procêdure aura pour unique effet 
l'affichage d'un message d'erreur prêcisant la cause de 
cette erreur. Ces tests effectuês par la plupart des 
procêdures (fonctions) a propos de la cohêrence des 
arguments sont destinês a aider le programmeur a mettre au 
point son didacticiel. Après la lecture du message d'erreur 
affichê lors de l'exêcution de son programme, le 
constructeur de didacticiel doit presser n'importe quelle 
touche pour que l'exécution continue. 
C'est êgalement dans le but d'aider le constructeur de 
didacticiel que tout message d'erreur contiendra le nom de 
la procêdure (ou fonction) qui envoie le message d'erreur. 
L'utilisateur peut localiser ainsi facilement son erreur. 
Dans le cadre de ce prototype, le nombre de variables 
qui peuvent être définies dans un vecteur-définition, ou le 
nombre de noms que peut contenir un vecteur de noms de 
variables (vectstring) ne doit pas etre supérieur a 20. 
En ce qui concerne les matrices, le nombre de colonnes 
ne peut non plus être supérieur a 20, tandis que le nombre 
de 1 ignes n'a pas de borne fixe. A priori, aucune 
restriction ne porte sur le nombre de lignes d'une matrice . 
Il se peut toutefois que la place maximale rêservée pour les 
matrices soit entièrement occupée. Ce peut être le cas 
lorsque beaucoup de tableaux sont manipulês en même temps, 
surtout si les matrices qui y sont associêes contiennent 
beaucoup de lignes. L'utilisateur peut libérer de la place 
en remettant a vide des matrices qui ne sont plus exploitêes 
par la suite, dans le didacticiel. La procédure 'liberemat' 
est prévue a cet effet. 
Si le constructeur du didacticiel veut s'assurer qu'il 
est possible d'attribuer a un tableau de résultats 
particulier une matrice d'un nombre de lignes et de colonnes 
donné, il peut utiliser la fonction 'assezplace' . 
Les procédures 'defevol', 'defdep' et 'deficon' 
permettent de créer des définitions de variables 
respectivement êvolutives, dépendantes et indépendantes 
connues a priori. Les variables indépendantes non connues a 
priori ne sont pas implémentées au niveau de ce prototype. 
Le nom d'une variable ne peut dépasser 8 caractères, et 
l'unité 10 caractères. Ces valeurs sont fixêes 
arbitrairement, et peuvent facilement être modifiées (voir 




Chapi t re 7 
Les procédures 'ajoutdef' et 'changedef' permettent de 
c onstruire ou modifier des vecteurs-défini t i on. Une matrice 
a une c olonne peut être crêêe et remplie par la pr i mit ive 
' c r e erpas ' . 
Il est très important ('ie no ter que les matrices et les 
vecteurs-définition ne sont identifiés que par les noms des 
tableaux de résultats dont ils font partie (cfr concepts 
relatifs aux manipulations de tableaux de résultats) . 
Il est possible de constituer un nouveau vecteur-
définition par manipulation d'autres vecteurs-définition, 
sans que la matrice correspondant a. ce nouveau vecteur n'en 
soit affecté. L'inverse est également vrai : il est possible 
de construire une nouvelle matrice sans affecter le 
vecteur-définition correspondant. D'autres procédures sont 
mises a. la disposition de l'utilisateur pour construire a. 
la fois un nouveau vecteur-définition et une nouvelle 
matrice faisant tous deux partie du même tableau de 
résultats (cfr concepts relatifs aux manipulations de 
tableaux) . 
Les procédures dont les noms se terminent par "-vect" 
travaillent uniquement sur des vecteurs-définition. Celles 
qui se terminent par "-mat" travaillent sur des matrices 
uniquement. Les procédures dont le suffixe est " - tab" 
travaillent a. la fois sur la matrice et sur le vecteur-
définit i on d'un même tableau de résultats. 
Le type de chaque argument des primitives est prêcisé 
dans les spécifications (annexe 1). La plupart de ces types 
sont prédéfinis dans le système . L'utilisateur n'a donc plus 
a. les définir; 11 doit les utiliser tels quels. La liste de 
ces types prédéfinis est donnée ci-dessous . La colonne de 
droite précise a. quoi correspondent ces types . 
tabres tableau de résultats 
set char ensemble (set) de caractères 
variable définition de variable 
stringmax chatne de caractères 
(longueur maximale = 50) 
strnm chatne de caractères 
(longueur maximale = 8) 
strut chatne de caractères 
(longueur maximale = 10 ) 
vectstring vecteur de noms de 
variable ( strnm) 
(longueur maximale = 20 ) 
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Une liste reprenant les mots dêjà utilisês dans l e 
\J progiciel est donnêe en annexe (voir liste de mots 
réservés). Ces mots ne peuvent plus être utilisés dans un 
programme faisant appel au progiciel, pour déclarer des 
constantes, types ou variables . 
La construction d'un didacticiel est schématisé à la 
figure 7 . 2 . 
lége,nde : 
~ 
' '\ / 
J 
C -- -') 






















ut.il. de résolution 
syst.èae 
équations d" 
out.il de ~ation 
noabre aléatoire de 





et représentent des interfaces 
figure 7 . 2 
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Nous reprenons ci-dessous les différentes procédures et 
fonctions a la disposition du constructeur du didacticiel en 
les accompagnant d'une brève description. Si l'utilisateur 
désire plus de précisions, il peut se réfêrer aux 
spêcifications exactes de la primitive (le numêro de page 
auquel il doit se reporter est indiqué). 
Procédure INITIALISATION 
initialise le système 
Procédure INITTAB (p. 113) 
( p. 113) 
initialise un tableau de rêsultats 
Procédure INITCHAINE (p. 116) 
initialise un vecteur de noms de variable 
Procêdure AJOUTNOM (p. 116) 
ajoute un nom de variable a un vecteur de noms de variable 
donné 
Procédure DEFEVOL ( p. 11 7) 
crée une dêfinition de variablle évolutive 
Procédure DEFDEP (p. 117) 
crêe une dêfinition de variable dêpendante 
Procêdure DEFICON (p. 117) 
crêe une dêfinition de variable indêpendante connue a 
priori 
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Procédure AJOUTDEF (p. 115) 
ajoute une définition de variable a un vecteur-définition 
donné 
Procédure CHANGEDEF (p. 115) 
modifie, 
définition 
au sein d'un 
d'une variable 
Procédure CREERPAS (p. 125) 
vecteur-définition donné , la 
rempli t une matrice a une colonne par les valeurs générées 
a partir d'une borne inférieure Jusqu'a une borne 
supérieure , par progression donnée . 
Procédure LIBEREHAT (p. 119) 
met a vide une matrice donnée 
Fonction ASSEZPLACE (p. 120) 
permet de savoir s'il est possible de créer une matrice de 
dimensions données . 
Procédure COPIERMAT (p. 129) 
recopie une matrice dans une autre matrice 
Procédure COPIERVECT (p. 130) 
recopie un vecteur-définition dans un autre vecteur-
définition 
Procédure COPIERTAB ( p . 131) 
recopie un tableau de r ésul t ats dans un autre t ableau de 
ré sul tats 
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Procédure JUXTAMAT (p. 126) 
crée une matrice par j uxtaposition de deux autres matrices 
procédure JUXTAVECT · (p. 127) 
crée un vecteur-définition par juxtaposition de deux 
autres vecteurs-définition 
Procédure JUXTATAB (p. 128) 
crée un tableau de résultats par juxtaposition de deux 
autres tableaux de résultats 
Procédure PRODHAT (p. 132) 
crée une matrice par produit cartésien ordonné de deux 
autres matrices 
Procédure PRODTAB (p. 133) 
crée un tableau de résultats par produit cartésien ordonné 
de deux autres tableaux de résultats 
Procédure AFFICHEMAT (p. 121) 
affiche les valeurs reprises dans une matrice donnée 
Procedure LIRESTRING ( p. 118) 
lit une cha!ne de caractères au terminal et n'accepte que 
les caractères faisant partie d'un ensemble de caractères 
dits acceptables 
Procedure LIRENOHBRE (p. 119) 
lit un réel au terminal 
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7. 3 Exemple d'uti l isation du système 
Nous prêsentons en annexe le texte d'un didacticiel mis 
au point a l'aide des outils de notre système . 
Ce programme utilise le simulateur 'simulat1'. Le 
simulateur quant a lui fait appel au calculateur 'calcul!' 
dêri vê du cal cul ateur 'biochem'. Les textes de ces 
diffêrents programmes sont êgalement disponible en annexe 
(annexe 5). 
Le didacticiel que nous avons dêveloppê s'inspire d'un 
modèle biochimique qui permet de simuler l'êvolution dans le 
temps de l'êquilibre entre quatre composants d'une rêaction. 
L'êquation de la rêaction est de la forme : 
k1 
A + B C + D 
k2 
où A, B, c, et D reprêsentent les concentrations des 
diffêrents rêactifs, et k1 et k2 sont les constantes 
de taux de réaction. 
Le didacticiel lit au terminal les concentrations 
originales des diffêrents composants, ainsi que les valeurs 
des constantes k1 et k2. L'intervalle de temps entre deux 
observations et le temps total" de l'expérience a simuler 
sont aussi précisés par l'êlève. 
Le nombre maximal d'observations qu'il est possible 
d'effectuer . est de 500. Le temps total a introduire doit 
donc etre choisi en tenant compte de l'intervalle de temps 
sêlectionnê et du nombre maximal d'observations possibles . 
Après 
observations 
la simulation, les rêsultats des différentes 
sont visualisês sous forme d'un tableau a deux 
dimensions. Pour chaque observation simulêe, les valeurs des 
diffêrentes concentrations, ainsi que le temps, sont 
affichês sur une meme ligne du tableau. 
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CONCLUSION 
L'objectif de ce projet est de proposer un système 
constituê d'un ensemble intêgrê d'outils destinês a aider 
les enseignants du secondaire a mettre au point un 
didacticiel. Si ce système est destinê a l'enseignement de 
la biologie , il est aussi utilisable dans tout contexte où 
des modèles numêriques sont employês (chimie, physique , voir 
meme psychologie et êconomie) . 
Dans le soucis de laisser notre système le plus ouvert 
possible, un certain nombre de concepts ont étê isolés et 
définis. Nous avons surtout analysés les concepts relatifs: 
- au simulateur qui gère la simulation d'une série 
d'observations sur base d'un modèle mathématique 
- aux tableaux de résultats qui mémorisent les résultats 
des simulations 
- a la visualisation graphique de ces résultats. 
La description de ces concepts nous a permis de 
proposer un certain nombre d'outils cohérents. 
Un prototype de ce système a été implémenté. Celui-ci 
gère la mémorisation des tableaux de résultats, et propose 
des outils de construction de simulateur et de manipulation 
des tableaux de résultats. Il offre également quelques 
primitives d'entrée-sortie. 
Afin de juger de l'utilité de notre prototype, nous 
avons mis au point un didacticiel de démonstration. 
Certains concepts dégagés de l'analyse nous ont permis 
de mettre en évidence d'autres outils que ceux repris dans 
notre prototype . Ceux-ci doivent donc encore etre 
implémentés. C'est entre autres le cas des outils graphiques 
et de saisie de données. 
Au sein d'un didacticiel, le dialogue avec l'élève 
tient une place non négligeable. C'est pourquoi les 
entrées-sorties en général pourraient faire l'objet d'une 
analyse plus dêtaillée. Ceci permettrait de proposer des 
outils plus perfectionnês encore. 
Il serait aussi intêressant de constituer une 
bibliothèque de modèles. Cette bibliothèque serait a la 
disposition des constructeurs de simulateur. Dans le même 
ordre d'idée, on pourrait envisager la constitution d'une 
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D'autre part, il est possible de rendre le système plus 
transparent a l'utilisateur en concevant un langage 
d'auteur . Celui-ci ferait appel au système par le truchement 
d'un précompilateur. 
Il est important d'expérimenter un système comme le 
nôtre . Il faudrait, par conséquent, le placer entre les 
mains d'enseignants du secondaire, en vue de juger de son 
utilité et de son efficacité . 
Au terme de ce travail, nous n'avons pas la prétention 
d'affirmer que le système que nous avons défini se suffit a 
lui-même. La porte est donc laissée ouverte a toute 
proposition d'outils qui vont dans le sens de nos objectifs. 
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REFLEXIONS PERSONNELLES 
J'aimerais résumer en quelques lignes mes impressions a 
propos de ce mémoire. 
ce travail m'a beaucoup intéressée car il porte sur 
deux disciplines qui sont pour moi des domaines de 
prédilection, a savoir la biologie et l'informatique . 
Ma formation en biologie m'avait habituée a la démarche 
de type expérimentale ou inductive. C'est pourquoi j'ai 
éprouvé certaines difficultés au début de ce travail , car 
la démarche y était plutôt de type déductive. 
De plus, de par ma premiére formation , je n'avais pas 
l'esprit d'analyse nécessaire en informatique . Ce mémoire 
m'aura en bonne partie aidée a l'acquérir. 
D'autre part, j'aimerais qUe mon enthousiasme pour le 
sujet traité dans ce mémoire soit partagé. Je souhaite que 
quelqu'un ait a coeur de reprendre le travail entamé ici. 
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ANNEXE 1 SPECIFICATIONS 
Tout message · d ' erreur a afficher est spécifique de 
l'erreur commise et, par conséquent, doit permettre au 
lecteur du message d'identifier l'erreur. La plupart des 
messages d'erreur reprennent le nom de la procédure 
(ou fonction) qui a été utilisée et dont les conditions 
portant sur les arguments n'ont pas étés satisfaites. Le nom 
de la procédure (ou fonction) y apparalt entre parenthèses . 
messages d'erreur destinés a l'utilisateur final 





cas de la 
caractères 
dont ils proviennent . Il s'agit surtout de 
gérant des entrées-sorties . C'est notamment le 
procédure "lirenombre" qui l i t une suite de 
introduits au clavier. Si c ette suite de 
caractères ne représente .pas un réel, un message avertit 
l'élève et lui demande de recommencer. 
Les différents types associés aux arguments et 
résultats dans les spécifications ci-dessous correspondent a 
des types au sens Pascal. La correspondance entre les noms 
de types employés dans les spécifications et ce qu ' ils 










tableau de résultats 
ensemble (set) de caractères 
définition de variable 
chaine de caractères 
(longueur maximale= 50) 
chaine de caractères 
(longueur maximale = 8) 
chaine de caractères 
(longueur maximale = 10) 
vecteur de noms de 
variable (strnm) 
vecteur d'entiers 
vecteur de réels 
ces trois types de vecteurs ont une longueur maximale 
egale a 'longmax ' qui est une variable globale 
Les matrices et vecteur-définition sont identifiés par 
les noms des tableaux de résultats dont ils proviennent . Le 
nombre maximal de variables que peut contenir un tableau de 
résultats est égal a une constante globale ' largmax' . 
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Remarquons encore qu'une distinction est faite entre la 
longueur logique et physique des vecteurs-définitions, et le 
nombre logique et physique de lignes d'une matrice . La 
Justification de cette distinction est donnée dans le 
chapitre 6. 
Les procédures et fonctions notées ♦♦♦ 




Il est possible a un constructeur d'outils de mettre au 
point ultérieurement de nouveaux outils en faisant appel à 
certaines procédures ou fonctions existant dans le système. 
Si ces outils manipulent des tableaux de résultats, et que 
l'implémentation de ces derniers n'est pas modifiée, une 
contrainte devra alors être respectée. Les tableaux de 
résultats qui sont des paramètres pour ces nouveaux outils 
doivent être des paramètres par variable et non par valeur. 
Ceci est obligatoire si le nouvel outil fait appel à une 
procédure ou fonction du système recevant, elle-aussi, un 
tableau de résultats comme paramètre. Cet te contrainte est 
due à l'implémentation des tableaux de résultats dans ce 
prototype . 
Illustrons ceci par un exemple. Supposons que le nouvel 
outil, appelons-le 'supertab' , fait appel à la procédure 
'copiertab' implémentée dans notre système : l'écriture de 
la nouvelle procédure est êbauchêe ci-dessous : 
procedure supertab (var tab1, tab2 : tabres ... ) 
begin 









"t ab : labres 
col, lig : entier 
res : réel 
'tab' contient une matrice non vide 
'col' est compris entre 1 et le nombre 
(logique) de colonnes de la matrice de 'tab' 
'lig' est compris entre 1 et le nombre 
(logique) de lignes de la matrice de 'tab' 
renvoyer la valeur 
colonne n·'col' et 
matrice de 'tab' 
'res' se trouvant a la 
1 a 1 i gne n · ' 1 i g' de 1 a 
est appelée par 1 irepi, juxtaval, 
affichemat 
copierval, prodval, 





tab : tabres 
val : réel 
col, lig : entiers 
tab : tabres 
'tab' contient une matrice non vide 
'col' est compris entre 1 et le nombre logique 
de colonnes de la matrice de 'tab' 
'lig' est compris entre 1 et le nombre 
logique de lignes de la matrice de 'tab' 
écrire la valeur 'val' a la colonne n·'col' et a 
la ligne n·'lig' de la matrice de 'tab' 
est appelée par : lirepi, écrirepi, créerpas, juxtaval, 
copierval, prodval 
Fonction LGHAT (tab): entier ♦♦♦ 
argum. 
spéc if. 
tab : tabres 
est égal au nombre (logique) de lignes de la 
matrice de 'tab' 
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est appelée par simulateur, juxtaval, juxtamat, juxtatab, 
copierval, prodval , aff ichemat, 
copiermat , prodmat, prodtab, copiertab 
Fonction LRMAT (tab) : entier ♦♦♦ 
argurn. 
spécif . 
: tab : tabres 
est égal au nombre (logique) de colonnes de la 
matrice de 'tab' 
est appelée par : coherence, elargir, initsimul , juxtaval, 
juxtamat, juxtatab, copierval , prodval, 
affichemat, copiermat, copiertab, prodval, 
prodmat , prodtab 
Fonction VECTLG (tab): entier ♦♦♦ 
argurn. 
spécif . 
tab : tabres 
est égal au nombre (logique) de définitions de 
variables contenues dans le vecteur-définition 
de 'tab' 
est appelé par: memenom, 
ini tsimul , 
copierdef, 
existnom, ajoudef , coherence, 
juxtadef , juxtavect, juxtatab, 
copiervect, cop i ertab, prodtab 








'i' est compris entre 1 et le nombre 
de définitions contenues dans le 
définition de 'tab ' 
( logique) 
vecteur-
renvoyer la définition de variable 'def' se 
trouvant a la position 'i' du vecteur-définition 
de 'tab' 











Fonction VECTVIDE ( tab): booléen ♦♦♦ 
spécif. 
ta}:, : tabres 
est vrai si le vecteur-définition de 'tab' ne 
contient aucune définition de variable, est faux 
sinon 
est appelée par: changedef, coherence, initsimul, juxtadef, 
juxtavect, copierdef, copiervect, copiertab 
Procédure INITIALISATION ♦♦♦ 
spécif. initia l ise le système 




mettre â vide le vecteur-définition de 'tab' 
est appelée par: nittab, juxtadef, copierdef 





mettre â vide le vecteur-définition et la matrice 
de 'tab ' 
: initvect 





est vrai si le vecteur-définition de 'tab' peut 
conten r au moins 'i' définitions de variable, 
est faux sinon 
est appelée par ajoudef, juxtavect, juxtatab, copiervect, 
copiertab, prodtab 
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'i' est compris entre 1 et la longueur (logique) 
du vecteur-définition de 'tab' 
écrire la définition 'def' a la iême position 
dans le vecteur-définition de 'tab' 
est appelée par: ajoudef, changedef, copierdef, juxtadef 






'nom' est différent de la chatne vide 
est égal a la position, dans le vecteur-
définition de 'tab', de la définition de 
variable dont le nom est 'nom' si cette 
définition s'y trouve, est égal a zéro sinon 
est appelée par : changedef 
Fonction HEHENOM (tab1, tab2) : booléen 
argum. 
spéc if . 
tab1,tab2 : tabres 
est vrai si les vecteurs-définition de 'tab1' et 
de 'tab2' contiennent la définition d'une 
variable portant le même nom, est faux sinon 
est appelée par: juxtavect , juxtatab, prodtab 
appelle vectlg , iemedef 
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est vrai si le vecteur-définition 
contient la définition d'une 
s'appelant 'nom', est faux sinon 
de ' tab' 
variable 
est appelée par : ajoudef, changedef, initsimul 
appelle vectlg, iemedef 
Procédure AJOUTDEF (tab, def) 





le nom repris dans la définition de variable 
'def' est différent de la chatne vide 
tab : tabres 
messages d'erreur 
s'il est impossible d'ajouter une définition de 
variable au vecteur-définition de 'tab', 
ou si le nom repris dans la définition 'def' 
est un nom de variable déja existant dans le 
vecteur-définition de 'tab' 
alors afficher un message d'erreur, 
sinon inscrire la définition 'def' dans le 
vecteur-définition de 'tab' après la dernière 
définition de variable qui y figure déja (si le 
vecteur-définition de 'tab' ne comprend encore 
aucune définition, inscrire 'def' en première 
position) 
veriflgvect, existnom, ecriredef, vectlg 











si le vecteur-définition de ' tab' est vide 
ou si 'nom' est une chatne vide 




définie dans le vecteur-définition de 'tab', 
ou si le nom repris dans 'def' est déja un nom 
de variable définie dans le vecteur-définition 
de 'tab' (le nom de 'def' peut cependant être 
égal a 'nom') 
alors afficher un message d'erreur, 
sinon remplacer dans le vecteur-définition de 
'tab' la définition de la variable de nom 'nom' 
par la définition 'def' 
ecriredef, vectvide, existnom, position 




est vrai si la matrice de 'tab' est vide, 
faux sinon 
est 














: nom: strnm 
chalne vectstring 
messages d'erreur 
si 'nom' fait déja partie de 'chalne', 
ou si 'nom' est une chalne vide, 
ou s'il est impossible d'ajouter un nouvel 
é 1 ément au vecteur 'chalne' ( pl us de pl ace) 
alors afficher un message d'erreur, 
sinon inscrire l'élément 'nom' après le dernier 
nom de variable (différent de la chaine vide) 
dans le vecteur 'chalne' 
Procédure INITCHAINE (chaine) 
résul. 
spécif. 
chalne : vectstring 
mettre toutes les chalnes de caractères du 
vecteur 'chalne' a vide 
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unité : strut 
orig : réel 
def: variable 
messages d'erreur 
si 'nom' est une chalne vide, 
message d'erreur, 
afficher un 
sinon créer 'def' qui est une définition de 
variable dont le nom est 'nom' , l'unité est 
'unité', le genre est "évolutive" et la valeur 
origine est 'orig' 




nom : strnm 
unité : strut 
def: variable 
messages d'erreur 
si 'nom' est une chalne vide , 
message d'erreur , 
afficher un 
sinon créer 'def' qui est une définition de 
variable dont le nom est 'nom', l'unité est 
'unité' et le genre es t "dépendante" 




nom : strnm 
unité : strut 
def: variable 
message d'erreur 
si 'nom' est une chatne vide, afficher un 
message d'erreur , 
sinon créer 'def ' qui est une définition de 
variable dont le nom est 'nom', l ' unité est 
'unité', le genre est "indépendante" et le mode 
de détermination est "connue (a. priori) " 
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tab : tabres 
est vrai si le vecteur-définition et la matrice 
de 'tab' ne sont pas vides, et si le nombre 
(logique) de colonnes de la matrice est égal au 
nombre (logique) de définitions du vecteur-
définition de 'tab' 
vectvide, exist, vectlg, lrmat 
est appelé par: juxtatab, prodtab 




x, y, 1 ong : entiers 
oKset : setchar 
strg : stringmax 
si 'X' est inférieur a 1 ou supérieur au nombre 
de colonnes de l'écran, 
ou si 'Y' est inférieur a 1 ou supérieur au 
nombre de lignes de l'écran, 
afficher un message d'erreur, 
sinon . afficher 'long' fois le caractère"." a 
partir de la coordonnée-écran ('X', 'y': 
n · de colonne, n· de ligne) ; 
. tant que le caractère de fin de ligne 
n'est pas introduit (<return>) et que le 
nombre de caractères introduits et 
acceptés ne dépasse pas 'long' : 
- lire le caractère introduit 
- n'afficher le caractère que s'il 
fait partie de l'ensemble des 
caractères acceptables 'oKset' 
- s ' i 1 s ' ag i t de 1 a touche " ~" , 
effacer le dernier caractère 
introduit et affiché, 
. constituer la chatne de caractères 'strg' 
formée par la suite des caractères 
introduits et acceptés (et affichés) 
rem : L'affichage des caractères acceptés se fait a partir 
de la coordonnée ('X', 'y') a l'écran. 
est appelée par : lirenombre 
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x, y: entiers 
nombre réel 
messages d'erreur 
si 'x' n'est pas >= 1 et <= au nombre de 
colonnes de l'écran, ou si 'Y' n'est pas >= 1 
et<= au nombre de lignes de l'écran, 
alors afficher un message d'erreur 
sinon . afficher 16 fois le caractère " " a 
partir de la coordonnée-écran 
('x','Y') : (n· de colonne,n· ligne); 
. tant que la suite de caractères (*) 
intoduite ne représente pas un réel 
acceptable par la machine, afficher un 
message d'erreur (au bas de l'écran: 
dernière ligne), sinon transformer la 
suite de caractère introduite en réel 
('nombre' ) 
(*) Les caractères introduits et ne faisant pas 
partie de la liste suivante : 'O .. 9', '. ', '+', 
'-' 'E', '+--' et le caractère de fin de ligne 
(return) ne sont ni affichés, ni considérés. 
La touche '~' provoque l'effacement du 
dernier caractère introduit et affiché. 
L'affichage des caractères introduits et 
acceptés se fait a partir de la coordonnée 
( 'x', 'y' ) sur l'écran. 
lirestring 




tab : tabres 
message d'erreur 
si la matrice de 'tab' n'est pas vide, afficher 
un message d'erreur, 










tab : tabres 
oK : booléen 
messages d'erreur 
entiers 
la matrice de 'tab' est vide 
si 'nbrelignes' ou 'nbrecol' sont inférieurs ou 
égaux a zéro, ou s'ils sont (de manière 
générale) incohérents, 
afficher un message d'erreur, 
sinon. s'il est impossible d'attribuer a 'tab' 
une matrice de 'nbrelignes' lignes et 
'nbrecol' colonnes (pas assez de place), 
alors afficher un message d'erreur et 
mettre oK a faux, 
sinon attribuer a 'tab' une matrice de 
'nbrelignes' lignes et 'nbrecol' colonnes 
et mettre oK a vrai. 
est appelée par creerpas, 








tab : tabres 
lig, col : entiers 
la matrice de 'tab' est vide 
est vrai s'il est possible d'attribuer a 'tab' 
une matrice contenant 'lig' lignes et 'col' 
colonnes, est faux sinon 




tab : tabres 
i :entier 








mettre 'bon' à faux s'il est impossible 
d'ajouter 'i' colonnes à la matrice de 
'tab' {c'est-a-dire s'il est impossible 
cl' attrll'mer a 'tal"J' une matrice plus large c:le 
'i' colonnes que la matrice préexistante), 
sinon mettre 'bon' à vrai et ajouter 'i' 
colonnes à la matrice de 'tab' {toutes les 
colonnes ont le même nombre de lignes) 
lrmat 
est appelée par: initsimul 
Procédure AFFICHEMAT (tab) 
argum. 
spécif. 
tab : tabres 
message d'erreur 
si la matrice de 'tab' n'existe pas, alors 
afficher un message d'erreur, 
sinon. afficher dans l'ordre les nombres repris 
dans les 20 premières lignes et les 4 
premières colonnes de la matrice de 
'tab', si elle contient au moins autant 
de lignes et de colonnes, sinon afficher 
l'entièreté de la matrice; 
. inscrire devant chaque ligne affichée le 
n· (log i que) de cette ligne dans la 
matrice, et au-dessus de chaque colonne 
affichée le nom et l'unité de la variable 
correspondante (si cette variable a déjà 
été définie) 
. tant que la touche <return> n'est pas 
frappée, permettre de visualiser les 
autres lignes et colonnes de la matrice 
si elles existent : 
-si la touche 'f' est frappée, afficher 
dans l 'ordre et si elles existent les 
20 lignes précédant {dans la matrice) 
la première des lignes affichéesen 
dernier lieu (les colonnes sont les 
mêmes et les n· de lignes à imprimer à 
gauche de l'écran sont mis-à-jour) 
-si la touche '+-- 1 est frappée, 
afficher dans l'ordre et si elles 
existent les 4 colonnes se trouvant 
(dans la matrice) à la gauche de la 
dernière des colonnes affichées en 
dernier lieu (les lignes sont les mêmes 
et les noms (et unités) de variables 
correspondant aux colonnes sont mis-à-
jour) 









afficher dans l'ordre le plus de 
colonnes possibles (max. 4) se trouvant 
(dans la matrice) a la droite de la 
première des colonnes affichées en 
dernier lieu (les lignes sont les mêmes 
et les noms (et unités) de variables 
correspondant aux colonnes sont mis-a-
jour) , . 
-si la touche ! est frappée, afficher 
dans l'ordre le plus de lignes 
possib l es (max. 20) se trouvant (dans la 
matrice) en-dessous de la dernière des 
lignes affichées en dernier lieu (les 
colonnes sont les mêmes et les n· de 
lignes a imprimer a gauche de l'écran 
sont mis-a-jour) 
les nombres se trouvant sur une même ligne 
sont affichés sur une même lig~e et dans 
Les nombres appartenant a une même colonne 
sont affichés sur une même colonne et dans 













tab : tabres 
chalne : vectstring 
x: entier 
tab : tabres 
ok: booléen 
vectncol : vectcol (variable globale) 
messages d'erreur 
si le vecteur-dé.finition de 'tab' est vide, 
ou si une variable définie comme indépendante et 
connue a priori dans le vecteur-définition de 
'tab' correspond a une colonne vide de la 
matrice, 
ou si le vecteur 'chalne' ne comprend pas autant 
d'éléments que l e vecteur-définition de 'tab', 
ou si le vecteur 'chalne' ne comprend pas les 
mêmes noms que les variables définies dans le 
vecteur-définition de 'tab' (ordre non 
significatif)' 
ou si ' x ' n'est pas compris entre 1 et le 
nombre maximal d'éléments du vecteur chaine 
( = constante g l obale 'largmax'), 
ou si le vecteur 'chalne' et le vecteur-




ou s'il n'est pas 
matrice de 'tab' 
nécessaires pour qu'il 
que de définitions 
(toutes les colonnes 
lignes), 
Spécifications 
possible d'ajouter a. la 
le nombre de colonnes 
y ait autant de colonnes 
de variable dans 'tab' 
ont le meme nombre de 
alors afficher un message d'erreur et mettre 
'oK' a. faux 
sinon, pour chaque iême élément (soit A) du 
vecteur 'chaîne' : affecter au iême élément du 
vecteur 'vectncol' la position dans le vecteur-
définition de 'tab' de la définition de variable 
dont le nom est A. 
iemedef, lrmat, vectlg, 
vectvide, exist 
existnom, elargir, 
est appelée par: simulateurs 






i, j entiers 
la matrice de 'tab' n'est pas vide 
'i' est compris entre 1 et le nombre (logique) 
de colonnes de la matrice de 'tab' 
'j' est compris entre 1 et le nombre (logique) 
de lignes de la matrice de 'tab' 
tab: tabres 
calculer la valeur de la variable indépendante 
non connue a. priori a. affecter a. l'élément se 
trouvant a. la 'i'ême colonne et 'j'ême ligne de 
1 a matrice de 'tab', et inscrire 1 e résultat a. 
cet endroit 
est appelée par: lirepi 
rmq. non implémentée 
Procédure LIREPI (chaine, tab, 1) 
argum. cha1ne vectstring 
vectncol : vectcol (variable globale) 









la matrice de 'tab' est non vide 
'l' est compris entre 1 et le nombre (logique) 
de lignes de la matrice 'tab' 
'chalne' n'es t pas vide 
'chalne' comprend autant d'éléments que le 
vecteur-définition de 'tab', et les noms 
repris dans ' chalne' sont identiques aux noms 
des variables définies dans 'tab' (ordre non 
significatif) 
les valeurs de toutes les variables ont étés 
calculées et inscrites dans la matrice de 
'tab' pour les lignes 1 â 'l'-1 
la valeur reprise dans le iême élément du 
vecteur 'vectncol' est égale â la position 
(c'est-à-dire au numero d'ordre) dans le 
vecteur-défini tion de 'tab' de la définition 





vectval (variable globale) 
- pour chaque élément (soit A) du vecteur 
'chalne' si A est le nom d'une variable 
définie dans 'tab' comme étant évolutive ou 
indépendante non connue (â priori) 
alors calcu l er la valeur que prend cette 
variable â la ligne 'l' dans la matrice 
(avant l'exécution du calculateur) et 
l'inscrire dans la matrice â la ligne 'l' et 
â la colonne correspondante; 
- pour chaque iême élément (soit A) du vecteur 
'chalne': écrire â la position i du vecteur 
'P' la valeur que prend la variable dont le 
nom est A â l a 'l'iême ligne dans la matrice 
de 'tab'. 
calculvinc, lire, iemedef, ecrire 
est appelée par: simulateur 




vectncol vectcol (variable globale) 
p: vectval (variable globale) 
1 : entier 
tab: tabres 
la matrice de 'tab' n'est pas vide 
'l' est compr i s entre 1 et le nombre (logique) 





'chaîne' n'est pas vide 
'c:r1a1ne' compren,1 autant c1'~l~ment.s que le 
vecteur-d~flnltlon de 'tab', et les noms reprl~ 
dans 'chaîne' sont identiques aux noms des 
variables définies dans 'tab' (ordre non 
significatif) 
les valeurs de toutes les variables ont étés 
calculées et inscrites dans la matrice de 'tab' 
pour les lignes 1 a 'l'-1 
le vecteur 'p' n'est pas vide et comprend 
autant d'éléments que le vecteur 'chaîne' (les 
longueurs logiques de 'p' et de 'chaine'sont 
identiques) 
le ième élément du vecteur 'vectncol' est égal 
a la position (c'est-a-dire au numero d'ordre) 
dans le vecteur-définition de 'tab' de la 
définition dont le nom est inscrit en ième 
position du vecteur 'chaine' 
pour chaque ième élément (soit A) du vecteur 
'chaîne' si A est le nom d'une variable 
définie dans 'tab' comme étant une variable 
dépendante ou évolutive, écrire la ième valeur 
du vecteur 'p' a la 'l'ième ligne et a la 
colonne correspondant a cette variable dans la 
matrice de 'tab' 
iemedef, ecrire 
est appelée par: simulateur 






b1, b2, pas réels 
tab : tabres 
message d'erreur 
si la matrice de 'tab' n'est pas vide, afficher 
un message d'erreur, 
sinon attribuer a 'tab' une matrice a une 
colonne et contenant tous les nombres générés 
par pogression donnée (valeur absolue de 'pas') 
a partir d'une borne inférieure ('b1' si 
'b1'<='b2', 'b2' sinon, (limite comprise)), et ne 
dépassant pas une borne supérieure ('b1' si 
'b1'> 'b2', 'b2' sinon). Il y a autant de lignes 
dans la matrice de 'tab' que de nombres ainsi 
générés 









tab1, tab2 , tab3 : tabres 
. les matrices de 'tab 1' et 'tab2' ne sont pas 
vides et contiennent le même nombre de lignes 
. la matrice de 'tab3' a autant de lignes que la 
matrice de 'tab1' et autant de colonnes que la 
somme des colonnes des matrices de 'tab1' et 
'tab2' 
tab3: tabres 
recopier en respectant l'ordre des lignes et des 
colonnes toutes les colonnes de valeurs de la 
matrice de 'tab1' (soit i colonnes) dans les i 
premières colonnes de la matrice de 'tab3', et 
toutes les colonnes de valeurs de la matrice de 
'tab2' (soit J colonnes) dans les J dernières 
colonnes de 'tab3' (ca.d a. la droite de la copie, 
dans 'tab3',de la matrice de 'tab1'). 
appelle : lgmat, lrmat, lire, ecrire 
est appelée par: Juxtamat, Juxtatab 




tab1,tab2 , tab3 
-tab3 : tabres 
messages d'erreur 
tabres 
si la matrice de 'tab1' ou 'tab2' est vide , 
ou si la matrice de 'tab3' n'est pas vide, 
ou si les matrices de 'tab1'et 'tab2' ne 
contiennent pas le même nombre de lignes, 
ou s'il est impossible d'attribuer a. 'tab3' une 
matrice contenant autant de lignes que la 
matrice de 'tab1' et autant de colonnes que la 
somme des colonnes des matrices de 'tab1' et 
'tab2', 
afficher un message d'erreur, 
sinon . attribuer a. 'tab3' une matrice contenant 
autant de lignes que la matrice de 'tab1' 
et autant de colonnes que la somme des 
colonnes des matrices de 'tab1' et 'tab2', 
. et recopier en respectant l'ordre des 
lignes et des colonnes toutes les colonnes 




colonnes) dans les i premières colonnes de 
la matrice de 'tab3', et toutes les 
colonnes de valeurs de la matrice de 
'tab2' (soit j colonnes) dans les j 
dernières colonnes de 'tab3' (càd à la 
droite de la copie, dans 'tab3', de la 
matrice de 'tab1') 
juxtaval, exist, creermat, lgmat, lrmat 






tab1, tab2, tab3 : tabres 
. les vecteurs-définition de 'tab1' et 'tab2' ne 
sont pas vides 
. 'tab3' peut au moins contenir un nombre de 
définitions de variable égal à la somme des 
définitions de ' tab1' et 'tab2' 
. aucune variable définie dans 'tab1' ne porte le 
même nom qu'une variable définie dans 'tab2' 
tab3 : tabres 
. si le vecteur-définition de 'tab3'n'est pas 
vide, 1 e mettre à vide; 
. recopier, en respectant l'ordre, toutes les 
définitions de variable du vecteur définition 
de 'tab1' (soit i définitions) dans les i 
premiers éléments du vecteur-définition de 
'tab3', et toutes les définitions du vecteur-
définition de 'tab2' (soit j définitions) dans 
les j éléments suivants du vecteur-définition 
de 'tab3'. 
vectvide, initvect, vectlg, iemedef, ecriredef 
est appelée par: juxtavect, juxtatab, prodtab 
Procédure JUXTAVECT (tab1, tab2, tab3) 
argum. 
résul . 
tab1, tab2, tab3 
tab3 ; tabres 
messages d'erreur 
tabres 
spécif. si le vecteur-définition de 'tab1' ou 'tab2' est 
vide, 
ou si 'tab3' 
définitions de 
ne peut contenir un 








définitions des vecteurs-définition de 'tab1' et 
'tab2', 
ou si (au moins) une variable définie dans 
'tab1' porte le même nom qu'une variable définie 
dans 'tab2', 
alors afficher un message d'erreur 
sinon . si le vecteur-définition de 'tab3'n'est 
pas vide, le mettre a vide; 
. recopier, en respectant l'ordre, toutes 
les définitions de variables du vecteur 
définition de 'tab1' (soit i définitions) 
dans les i premiers éléments du vecteur-
définition de 'tab3', et toutes les 
définitions du vecteur-définition de 
'tab2' (soit j définitions) dans 1 es j 
éléments suivants du vecteur-définition 
de 'tab3'. 
juxtadef, vectvide, veriflgvect, vectlg, memenom 








si le tableau 'tab1' ou 'tab2' n'est pas 
cohérent (voir procédure coherence), 
ou si la matrice de 'tab3' n'est pas vide 
ou si les matrices de 'tab1' et 'tab2' n'ont pas 
le même nombre de lignes, 
ou si 'tab3' ne peut contenir un nombre de 
définitions de variable égal a la somme des 
définitions des vecteurs-définition de 'tab1' et 
'tab2', 
ou si (au moins) une variable définie dans 
'tab1' porte le même nom qu'une variable définie 
dans 'tab2', 
ou s'il est impossible d'attribuer a 'tab3' une 
matrice contenant autant de lignes que la 
matrice de 'tab1' et autant de colonnes que la 
somme des colonnes des matrices de 'tab1' et 
'tab2', 
afficher un message d'erreur, 
sinon -attribuer a 'tab3' une matrice contenant 
autant de lignes que la matrice de 
'tab1' et autant de colonnes que la 
somme des colonnes des matrices de 
'tab1' et 'tab2', 
-et recopier en respectant l'ordre des 




colonnes de valeurs de la matrice de 
'tab1' soit i colonnes) dans les i 
premières colonnes de la matrice de 
'tab3', et toutes les colonnes de 
valeurs de la matrice de 'tab2' (soit j 
colonnes) dans les j dernières colonnes 
de 'tab3' ( ca.d a. 1 a droite de 1 a copie, 
dans 'tab3', de la matrice de 'tab1') et 
-si le vecteur-définition de 'tab3'n'est 
pas vide, le mettre a. vide, et 
-recopier, en respectant l'ordre, toutes 
les définitions de variables du vecteur-
définition de 'tab1' (soit i 
définitions) dans les i premiers 
éléments du vecteur-définition de 
'tab3', et toutes 1 es définitions du 
vecteur-définition de 'tab2' (soit j 
définitions) dans les j éléments 




1 gmat, lrmat, veri f 1 gvect, 
juxtaval, juxtadef, vectlg 





tab1, tab2 : tabres 
la matrice de 'tab1' n'est pas vide 
la matrice de 'tab2' contient autant de lignes 
et autant de colonnes que la matrice de 'tab2' 
tab2 : tabres 
copier dans la matrice de 'tab2' les valeurs 
reprises dans la matrice de 'tab1' en 
respectant l'ordre des lignes et des colonnes 
appelle : lgmat, lrmat, ecrire, lire 
est appelée par: copiermat, copiertab 
Procédure COPIERHAT (tab1, tab2) 
argum. 
résul. 
tab1, tab2 : tabres 






si la matrice de 'tab1' est vide, 
ou si la matrice de 'tab2' n'est pas vide, 
ou s'il est impossible d'attribuer a 'tab2' une 
matrice contenant autant de lignes et de 
colonnes que la matrice de 'tab2', 
alors afficher un message d'erreur 
sinon -attribuer a 'tab2' une matrice contenant 
autant de lignes et de colonnes que la 
matrice de 'tab1', et 
-copier dans la matrice de 'tab2 ' les 
valeurs reprise s dans la matri c e de 
'tab1' en respectant l'ordre des lignes 
et des colonnes 
exist, creermat, copierval, lgmat, lrmat 






tab1, tab2 : tabres 
. le vecteur-définition de 'tab1' n'est pas vide 
. il est possible d'attribuer a 'tab2' un 
vecteur-définition de longueur égale a celui de 
'tab1' 
tab2 : tabres 
. si le vecteur-définition de 'tab2' n'est pas 
vide, le mettre a vide 
. copier dans le même ordre, les définitions de 
variable du vecteur-définition de 'tab1' dans 
le vecteur-définition de 'tab2' 
vectlg, vectvide, ini tvect, iemedef, ecriredef 
est appelé par: copiervect, copiertab 
Procédure COPIERVECT (tab1, tab2) 
argum. 
résul . 
spéci f . 
tab1, tab2 : tabres 
tab2 : tabres 
messages d'erreur 
si le vecteur-définition de 'tab1' est vide, 
ou s'il n'est pas possible d'attribuer a 'tab2' 
un vecteur-définition de longueur égale a celui 
de 'tab1', afficher un message d'erreur, 
sinon. si le vecteur-définition de 'tab2' n'est 
pas vide, le mettre a vide 
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. copier dans le même 
définitions de variable 
définition de 'tab1' dans 





vectvid~, veriflgvect, vectlg, copierdef 





tab1, tab2 : tabres 
tab2 : tabres 
messages d'erreur 
si la matrice ou le vecteur-définition de 'tab1' 
est vide, 
ou si la matrice de 'tab2' n'est pas vide, 
ou s'il n'est pas possible d'attribuer â 'tab2' 
un vecteur-définition de longueur égale â celui 
de 'tab1', 
ou s'il n'est pas possible d'attribuer â 'tab2' 
une matrice contenant autant de lignes et de 
colonnes que la matrice de 'tab1', 
alors afficher un message d'erreur, 
sinon . copier dans la matrice de 
valeurs reprises dans la 
'tab1' en respectant l'ordre 




. si le vecteur-définition de 'tab2' n'est 
pas vide, 1 e mettre â vide , 
. et copier dans le meme ordre, les 
définitions de variable du vecteur-
définition de 'tab1' dans le vecteur-
dêfinition de 'tab2' 
exist, vectvide, veriflgvect, creermat, 
copierval, copierdef, vectlg, lgmat, lrmat 
Procédure PRODVAL (tab1, tab2) 
argum. 
prêcond. 
tab1, tab2,tab3 : tabres 
. les matrices de 'tab1' et de 'tab2' ne sont pas 
vides 
la matrice de 'tab3' â autant de colonnes que 
la somme des colonnes des matrices de 'tab1' et 
'tab2' et autant de lignes que le produit du 
nombre de lignes de la matrice de 'tab1' par le 






: tab3 : tabres 
soient i et p respectivement égaux au nombre de 
lignes et au nombre de colonnes de la matrice 
de 'tab1', et jet q respectivement égaux au 
nombre de lignes et au nombre de colonnes de la 
matrice de 'tab2'. 
Remplir la matrice de 'tab3' en effectuant le 
produit cartêsien ordonnê de la matrice de 
'tab1' par la matrice de 'tab2' 
- les p premières colonnes de la matrice de 
'tab3' correspondent aux p colonnes de la 
matrice de 'tab1', et les q dernières colonnes 
de la matrice de 'tab3' correspondent aux q 
colonnes de la matrice de 'tab2', 
- chaque ligne de la matrice de 'tab1' ('tab2') 
est recopiêe j fois (i fois) dans la matrice de 
'tab3' 
(pour les schêmas, revoir les concepts relatifs 
aux manipulations de matrices produit 
cartêsien ordonnê de deux matrices) 
lgmat, lrmat, lire, ecrire 
est appelêe par: prodmat, prodtab 









si la matrice de 'tab1' ou de 'tab2' est vide, 
ou si la matrice de 'tab3' n'est pas vide, 
ou s'il est impossible d'affecter a 'tab3' une 
matrice contenant autant de lignes que le 
produit du nombre de lignes de la matrice de 
'tab1' par le nombre de lignes de la matrice de 
'tab2', et autant de co 1 onnes que 1 a somme des 
colonnes des matrices de 'tab1' et de 'tab2', 
alors afficher un message d'erreur, 
sinon remplir la matrice de 'tab3' en 
effectuant le produit cartêsien ordonnê de la 
matrice de 'tab1' par la matrice de 'tab2'. 
exist, creermat, prodval, lgmat, lrmat, prodval 
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tab1, tab2, tab3 
tab2 : tabres 
messages d'erreur 
tabres 
si le tableau 'tab1' ou 'tab2' n'est pas 
cohérent (voir procédure coherence), 
ou si la matrice de 'tab3'b'est pas vide 
ou si les matrices de 'tab1' et 'tab2' n'ont pas 
le même nombre de lignes, 
ou si 'tab3' ne peut contenir un nombre de 
définitions de variables égal a la somme des 
définitions des vecteurs-définition de 'tab1' et 
'tab2', 
ou si (au mo i ns) une variable définie dans 
'tab1' porte le même nom qu'une variable définie 
dans 'tab2', 
ou s'il est impossible d'affecter a 'tab3' une 
matrice contenant autant de lignes que le 
produit du nombre de lignes de la matrice de 
'tab1' par le nombre de lignes de la matrice de 
'tab2', et autant de co 1 onnes que 1 a somme des 
colonnes des matrices de 'tab1' et de 'tab2', 
alors afficher un message d'erreur 
sinon .remplir la matrice de 'tab3' en 
effectuant le produit cartésien ordonné 
de la matrice de 'tab1' par la matrice de 
'tab2' et 
. si le vecteur-définition de 'tab3'n'est 
pas vide, le mettre a vide, 
.recopier, en respectant l'ordre, toutes 
les définitions de variables du vecteur 
définition de 'tab1' (soit i définitions) 
dans les i premiers éléments du vecteur-
définition de 'tab3' , et toutes les 
définitions du vecteur-définition de 
'tab2' (soit j définitions) dans les j 
éléments suivants du vecteur-définition 
de 'tab3' . 
exist, veriflgvect, 
juxtadef, coherence, 
vectlg, memenom, prodval, 
creermat, lgmat, lrmat 
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ANNEXE 2 ARCHITECTURE PHYSIQUE 








Architecture phJsiqœ de aetaeDOII Architecture phfsiqœ de e:listDOII 
lihereM.t 
e:list 
Arcbitecture phfsiqœ de l.ibereaat Architecture phJsiqœ de assezplace 
elargi.r 
lraa.t 
Architecture physiqœ de elargir 
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l •ectrida ..-ect.lg 
Archit.ect.œ-e physiqwt de cobQrenc9 
affichent 
iemede.f lire erist lraat lgaat 
àrchit.ectœ-e physiqœ de afficheM.t 
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Ar ch it e c ture 
ini.triaul 
Architec~ure physique de initsiltul 
lirepi 
calculrtnc lire ecrire ieaede.t 
Architectœ-a phys.iqua da lirapi 
ecrirepi 
ieaed.e.f ecrire 
creeraat ecrire ex:i.st 





Arcbitect'Ul'e phfsiqœ de copiern.l 
oopier11&t 
copienù. 
lgaat lir9 lraat cr9era&t 
Architect'Ul'e phfsiqœ de copiermat 
copierde.t 












Architecture phJsiqœ de copienect 
oopiertab 
copienal 
Architecture physique de copiertab 
Arch itecture 
juxt.ua.l 
lire ecrire lgaa.t lna.t 
Architecture physiqwi, de jU°taTal 
jv:rlaaat 
juxt.ua.l 
enst ecrire lire lraa.t creernt 
Architectwe pb.fsiqœ de jutant 
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Archi t e c ture 
juxtad,Qf 
vectlg inibect 
Architecture physique de j-axtade.f 
' initvect 































initYect Yect.lg Yerifig,ect creeraat 
Architecture phrsiqœ de prodta.b 





const longmax = 500; 
l .,.,.l r' g m .:,.i ;.; ::: '.,~ () ; 
l o n ,;i s t 1~ i n ÇJ :::: ~> 0 _; 
maxcolecran = 80; 
maxl1gnecran = 25; 
type pttab = Atabres; 
'._,.'ar 
l i1::in '"' ··•, objet; 





genrevar = Cvi, vd, ve) 
modet = (con, none) 
strnm = string[BJ; 
strut = string[1OJ; 
lif?n end; 
stringmax = string[longstringJ; 
variable= record nom 
unit€~ 








( case md modet of 
,::on C) ; 
non,::: () ) ; 
ve (origine real) end; 
.:;.1 r r· -~l y [ l , , l .:;.1 r ,;_1 m ;;.1 :< ] o f ',/ a r i ;;.1 b l 01 ; 
lg :i.nteg,:::~r; 
J. r i nteç1er; 
pt lien i:.-rnd; 
'v' ,~-! (! t ~,; t r i fi Q a:: ;;.1 1~ l" ;;1 y [ l , , ]. e r Q m.:;_):.; ] C) f ·:, t r n m _; 
setchar - set of char; 
v e ,:: t v ;,_1 J. -- ;;:, r r' a y [ l , , l ;;.1 r· '.] m ;;.1 :< J o f r 0i .:;.1 J. ; 
•..; e ,:.: t ,:~ o l ··- a r r· ·'.'l ''I' [ 1 , . l .=:1 1~ g m .:,.1 :-( ] o f i n te g <'~ r ; 
tabçJen r'E~cord t;;.ibv.:;.1]. 
pri::im :i. 1::ir 
l :i.br'f.·! 
p : V(·?,:: t V ;;1 ]. ; 
vectncol : vectcol; 
;;:, r' r' ;;.i 'y [ l , . l o n '.] ma:< , l . . l ;;.1 1~ g m .:;.1 :< J o f r' f:-i -ë.l l ; 
l ü~n; 
i nteqer 0ind; 
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pr □ cedure li res tring ( var strg: stringma x; x,y,long 
okset: setchar); 
var a,b , i:integer; 
c h: c har ; 
proced u re lirech (var c h:cha r; okset 
l::·,,:-,1,:_:J :i. r, 
ï' ,:,i;:Jd C: kbd , .-.:: h) _; 
:i.f ,,:-iol n(kl::·,d) -l: h,,:-1 n ch ···· ,:.:hr' ( :1.3); 
while not (c h in okset) do 
l::·.,:,-1,J in 
1,,1 r' :i. t >:-:~ ( ,:.: h ,-. ( ? > ) _; 
ï' ,:-:-i ;_:_1 d ( k I::·, d , ,·::: h ) _; 
i f ,:-,:· o l r, ( k b ,::1 ) -1:: h >:-:-1 n ,::: h : :::: c h r' ( l 3) 
Eind 
i:-:-,nd _; 
p r·· D ,::: i:-:-:· ,::l 1 ..1 ï·· ,,:-:, p o :i. nt ·,::- ( :,-,: , '/ , l o n <J : :i. n -1:  1-:-i •:J E-:· ï·· ) 
'v'-'.'.lr·· i i n t f,:• '.J ,::.:, r·· 
I::·, (-:-' ,::;_i :i. ÏI 
gotoxy(x,y) 
for i 






1·· , ··. l. •::in ,:;_i do 
1 ., , ] ) j ~ = .. ong -~ ma xco.ecran - x - .; 
-è-1 :::: ( b d :i. v m -'.'l :< ,::. ,::, 1 e c. r' -'.'l n ) + l ; 
'.",. ,::-:• t c h ;_:1 r' ) 
i nt i:.-'Q>:,-:•r· _; 
i f ( :-; < :1. ) o r' ( :< > fil ;;_; :< ,::: D l 01 ,::: r' .=.,1 n ) a r' ( '/ < l ) o r' ( y > fil -'.'.l :< l i g n t:·1 ,:.: r' ;;.1 n ) 
t:hi:0n bi:,i<Jin 




else if long > lcngs tring 
then b,:~, g in 
writeln ('erreur, l €~ nombr'e d€-1 points ;_:.1 
affic h er est supérieur'); 
writeln ('~ la longueur déclarée du string 
( 1 :i. r ' f,1 ·:,; tr' i n,J) ' ) 
readln 
end 




writeln ('erreur, tous les points~ afficher 
ne tombent pas'>; 
writeln ('dans les limite s del' 'écran 
Cl i r't?.:•·::; lï' :i. ng ) ' ) _; 
br2,:~ :i. n 
p o i n t "; ( :-( , '/ , l o n '.;.1 ) 
-:;;tr-q: :os' J 
:i. : === Cl ; 
repi:~.=:1t 
r'(:.1.::.1d l n 
(:~ nd 
l J. r' <::i ,::. h ( ,::. h ., o k s e t + [ ,:.: h r ( 1 3 ) , ,.:: h r' ( fl ) ] ) 
:i. -F ,:.: h i r, o k 1,; 1::~ t 
th<::in b<::19 in 




i : :c: :i. + :1.; 
·,; t r g : == ,.::: on,.::: .::i t ( ·,;; t r g , ' ' ) 
s t r-· ~;.1 [ :i. ] -·· c: h ; 
1,1 r i t~? ( ,:~ h) 
end 
r;,i l sr: .. i 1,1r i tE:, ( chr ( 7) ) 
r;.~nd 
el~;€~ if ,:~ h :::: ,:.:hr' (8) 
th0in if i <> 0 
i::h<::in bf:~,] in 
delË~t€•) (str-,:_:_1, l E1ngth(s;tT9) 1) 
i : := :i. .... 1; 
p o i nt s ( :< + i , y 
(•:ind 
el.se write CchrC:7)) 
unti 1 c h ·- chr ( 1:_3); 
1 '• . ' 
-fe>r' i ···· lEin,:_:Jth(str-g) + l to lc>ng do write(' ') 
end 
(·?nd; 
procedure lirenombre (var r:real; x,y: integer) 
var st:str:i.ngmax; 
,:.:odË~, i : i nte,]er; 
b•::1'.Ji n 
:i. f < :< < l ) o r ( :-: > m .:;.1 :< ,.:: o l e ,.::: 1~ a n ) D r ( ')' < :1. ) o r ( y > m .:;.1 :-,: l i ~F°' 1::1 1::. r' 8 n ) 
then be'.:Ji n 
writeln ('erreur, les c Dordonnées ecran sont invalides 
( 1 i renombre)') ; 
rE1 .::.1dln 
•?nd 
01 l -::;01 bf:.'ÇJ in 
,:~ode : :::: 3; 
while c ode <> Cl do 
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bf:)q:i.n 
l :i. r· f,i <=; -1:: ,~ :i. ri q ( ,,; i:: , :< , ·1 , l 6 , [ ·' U ' , , 1 9 1 '+' 'E' 1 ] ) 
•_,.• -'-'l l ( ·;;; t , r , ,:.'. o d i:,-i ) .; 
if code <> U theri beg:i.ri 
,:_:_1oto:-,:·1 ( :1., ::::Cl) , 
1,,1 r ;i t e l ri ( ' i:,J ,~ r· "'-' u r' , ,:_: f.-1 ,:.: i ri · ' 1:.-1 ~; t p .:;_1 :; u n r' é 1::~ 1 acc eptable, recom mencez); 
f.-ind; 
i:è'•nd .; 
'.] o t o :-,: 'r' ( l , ? Cl ) ; 
for :i. :::: 1 to ~i 1:i do 
~•11 r .. :i. -f:: E·) ( 1 , ) 
1,:-)nd 
f.-)nd; 
p r Cl ,:.: e d u r f!! l i r fi ( v .:;.1 r t ;;.1 b : t -=.1 b ,~ f.~ s ; i:.: o l , l i ç_1 : i n t f.·) ÇJ e ,~ ; v .:;.1 r· r €-) s : r €-1 ;:1 l ) 
var debut,1:i.gne: :i.nteger; 
bi:-:~sJ :i. n 
debut := tab,ptA,d~ta; 
1:i.gne := debut + l:i.g - 1; 
res - tabgen,tabval[ligne,cDl.J 
end.; 
p r· o ,::: r:.-) dure f.-) ,2 ,~ i r ,,,i ( 'v .:;.1 r t ;;.1 b : t ;;.1 br f.-) s ; ,::: o l , l :i. g 
bi:29:i.n 
debut := tab,ptA , data; 
l:i.gne := debut + lig - 1; 
tabgen.tabval[ligne, col] 
i:-,ind; 
funct:i.on lgmat (tab:tabres) 
b~?g :i. n 
lgmat -·· t .:.:.ib, lg 
i:-:~nd; 
-- v ,:.11 
-- 1.47 ·-
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···· t .~1b.lr' 
fun c tion vect lg (tab:tabres): integer; 
·-.1 .,,.1 r :i. :i. nt(·;' '.](·'.·),~ _; 
ok : bool 1"2-=:.i n; 
beqin 
:i. : :;;: :1.; 
o k : ::: t r' 1 • .1 r:,i ; 
1,1 h :i. l t ! ~ 1 < > l .:;.i i~ ,;_1 m .:;.1 :-: + :1. ) 
if tab .vect[iJ.no m <> 
:i. . ... :i. + 1. 
ok ···· f.::.11 ·::;(-?; 
Vi::)('.-1:: l ,::J -·· 1-· .1. _; 
(•:-,nd; 
;_::,nd ok de> 
II th(~n 
Programme systè me 




.... -1: ;::,b. V•~·)C.t[i] 
function vect v ide(tab:tabres) 
bi::.•q:i.n 
bC>oJ.1::ian _; 
if tab,ve c t[:I.J,no m <> I I then vectvide - false 
else vectvide := true 
,:.:~nd; 
procedure initvect (var tab: tabres ) 
i nt~?'.:J(·? r _; 
b,,:-iqi n 
f e> i~ i : :::: :l. t e> 1 a r q m ;:.i :-: d o 
b~?r,J in 
-· 148 -·· 
,:-:-ir,d; 
tab.vectLiJ.nom = '' 
tab.vect[iJ . unite 
,,!nd ; 
/ 1 
p rocedure inittab (var tab : t8bres ) 
bi:?'.J :i. n 
:i.n:i.t•..; ,:.,) .-.~t (t8b) 
'1: -':.lb, l r' -- 0; 
t ;,_, b , l 'J -·· 0 
0!nd ; 
Progr amm e s ys tèm e 
fun c tion veriflgvect (tab : tabres; i : integer) bC)O l e8n _; 
b1:~q1n 
:i.f i > largm8 x th e n vefiflgvect · = f8l s e 
el s e veriflgvect : = true; 
(-:~nd _; 
function memenom ( t8b1, tab2 
var i,J inteqer ; 
defl , def2 : variable ; 
c>k : bool(-?an; 
b E!ÇJi n 
1:= 1; ok : = f8lse; 
t 8bl~1=) 5 ) boo l 1=!.:::1n ; 
\,/ h i 1 €·! ( :i. < :::  V f? ,.:-: t 1 r_;J ( t ;;.1 b l ) ) ;;_m d n C) t O k d 0 
b<:?gin 
i€-!lllf:1dt:~f (t;;.1bl, defl ., :i.) _; 
j : :::: 1; 
1,1 h j_ l E-i ( j < a:: v f~ ,:.: t l CJ ( t 8 b 2 ) ) ;J n d n c, t o k d o 
b,::::-gin 
io:,~m€-id1=1f (t;Jb2,df:if2, j); 
if defl.nom = def2.no m then ok - true; 
j .... j + l .: 
,:-?.nd ; 
i -- i+:l; 
end; 
llH-,imenom - o k _; 
("ind; 
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Progr~mme sys tème 
function exist nom (tab : t~bres; no m:s trnm 
v.cJr' j_ : j_ n-1::i::!t;_il:)r; 
._,, ;,11~ i ._, ;_:1 r' :i. .:.:.1 b 1 i:-2 ; 
ok boolE·!;:1n _; 
hf!!~_:i:i.n 
:i. ···· l; 
ok :'== f.:_:.il·::;e; 
w h :i. l ("1 i. 1 < ,,,: v e ,::: t l ,,:J (t.::.ib)) .:.:.ind nci t ok do 
bf~qi n 




: c:: i + 
( t .::.1 b , •,1 ;,_1 r' i , :i. ) ; 
V-':.ll~ i , nom th ~? n o k 
l ; 
•:?nd; 
1,:-1 :< i <:; t n o m : :::: o k ; 
,:,-in,::I; 
p r o cedure defevol (var def : variable; n o m 
Or' i g : l"'t:~.::.11) ; 
beqin 
if nom =' ' then beqin 
1..1 ,~ i t ei l n ( ' f:-i r' r' E1 u r , 
c h~îne de caractères vide (defevol)'); 
r'ri;.:id ln 
E' fld 
e l <:;f:i b1:.-iç_1in 
dE·' f, nom •·- no m_; 
def.unite : = unite; 
de -f, rJ(0î"ll"'E) : :::: '-./(0; 
def,ori g ine - orig end; 
1::1nd; 
procedure defdep (v~r def •..,i;:1ri ;;.1bl e; no m 
b(-:·i ~J:i. n 
if î"ICllll c:: ' ' then b 1::1~:J in 
strnm ; u n:i. t1:.-1 s t1~1 ..1t; 
]. €·) nom donné 1: .. ist: une 
s t ,~ n m ; un i t: e strut) 
writeln ( 'erreur , le nom donné est une c haîne 
de caractères vide (defdep)' ) ; 
re.:.:.id ln 
l!:!nd 
1::-1 l se b€·1ÇJ in 




e nd ; 
: ::: vd; 
-- 1 • .1n :i. tï:? 
-·· l 50 -·· 
Progr a mme sys tème 
procedure def:i.con (var def v.:,.1ri.::1bli:?_; nom ·,; trnm; un:i. ti:? s;tr,.Jt) ; 
b•:::ç_11 n 
if nom = '• then begin 
writeln ('erreur , le nom donné est une chaîne 
de caractères vide (defican)'); 
r' fiadl n 
,:~nd 
•:::l<:;e btigin 
dE• f , nom •·- nom_; 
def.unite := unite; 
d,:-?f, f,Ji!.~nre : ,,,, •-.;i _; 
d01 f , md •··· ,.7:e>n 
,:::~ nd; 
,=:-ind; 
procedure ecriredef (var tab: tabres; def: variable; i : integer ) ; 
b1::ig:i. n 
t ;;.1 b , V 0) ,2 t [ i ] : :::: d €·) f 
i:?nd _; 
function po s ition (tab:tabres; nom :strnm) 
'v';.:1r :i. : :i. ntegei~; 
ok : boole.=:.in; 
bi:?'J :i. n 
:i. -::: 1; C)k::::: f;;.1].~;€~; 
while (i(= largmax) and not ok do 
b019 in 
i nt0.,gfir· ; 
if tab,vect[iJ.nom = nom then ok - true; 
i :== i+ 1; 
1.:- nd; 
if net ok then position - D 
else position - i - 1; 
procedure ajoutdef (var tab:tabres; def: variable) 
bi:?']in 
if not verifl,_;:Jve,2t (tab, VE~cl::J.g (tab) + l) 
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thi:-:~n h•:ë!g :i. n 
( .=,1 j o 1..1 t d ,,:,· f ) ' ) 
writeln ('erreur, le futur vecteur serait trop long 
r'E•-0:,d ln 
e nd 
,:., l ·=; 1:.~ :i. f ri :-,: j_ s; t n o m ( t -=:.i b , d E-i f . no m ) 
th(·?n b,~-!g in 
1,1r·· i tr:.-i J. n (' 1:.-ir1-· 011..1r , le nouveau nom existe 




,, i J. ,;; 1:.-1 ri ,:.: l' i r' 1::-1 d 01 f ( t -:.l b , d 01 f , v 1::1 ,.:: t l g ( t ~-' b ) + l ) 
pro c edure changedef (var tab : tabres; nom: strnm; def : variable) 
b1:.-iq:i.n 
i f V f.-) ,.:: t V i d E) ( t ;:_1 b ) 
then bf?'.:J in 




r:.-ils;e if nom ::::'' 
then bf?'J in 
writeln ('erreur, le nom donné est une chaîne 
de caractères vide Cchangedef)'); 
r'E-iadl n 
i:-:-ind 
el.se if not existnom (tab, nom) 
then b1:J~J in 
writeln ('erreur, le nom donné n' 'est 
pas un nom de variable') 
writeln ('appartenant au vecteur-
définition (,:~h -::1ngedef)') 
r-,~i;:_1d ln 
i:-:-ind 
.zd s €~ i f ( E·I :d s t nom ( t ;:_1 b , d €~ f . nom ) ) .=:.m d 
(nom <> def.nom) 
th01n b(-:•i(:J in 
1,1ri t&il n (' "~rrf.~1..1r, lf:-i nou..,,f.~~.11.J 
vecteur-définition comprendrait deux variables '); 
end; 
f.-ind 
writeln ('de même nom (changedef)' 
1°eadl n 
el.se ecriredef(tab, def, position(tab,nom)) 
-- 1. 52 -
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fun ction exist (v8r t8b :t8bres) 
v8r lg inteqer; 
trouve 6ooie8n; 
,:: o u r l :i. 1::1 n ; 
be'.J:i.n 
cour := tabgen.premier; 
-1::rou•..;,,? : ::: f .::.1 l ·,;;1::); 
bool>::·'·"·1n; 
:i.f courA,tab = 8ddr(tab) then trouve - true; 
Progr8mme système 
1,1 h i 1 (·? ( t: 1~ o 1..1 v ,:-? ,,: f •'.'l 1 ·;;; i:-? ) .::1 n d ( ,:.: o u r' _,., , ·,;; 1..1 :i. v t < > n 1. 1 ) do 
b(~1,;_1i n 
cour := c □ ur A.suivt; 
i f ( ( S i:s' '.:J ( '-~ 0 l,J r ,1\ , t ·71 b ."-. , \-' i:!: '-~ t [ :l ] ) ::: ':;; i:? 'J ( t -71 b) ) 
;,.1 n d ( o f s ( .-::-. o 1.J r '' , t .=.1 b r-. , v f:) ,::. t [ 1 J ) - · o f s ( t .::.i b ) ) ) 
e.•nd; 
if trouve then exist : = tr1..1e 
else exist ·= f8lse; 
1:.~nd; 
···· tri.Ji:?; 
procedure affichemat ( var tab:tabres) 
\-' .:.:11~ :< : ,.-~ 1-, .::1 r ; 
o 1~ i , de b 1..1 t , m i n i , m i n j , m ;:_1 :< i , ma:< j , i , j : i nt f,i ç_1 e r ; 
def : v.:1ri.::1bl(;,); 
r': r'E·) -~ l ; 
procedure repete; 
b•~1,;_i in 
orj_ :=-0 1;';:'.; 
f o r j : :::: m i n j t o m ;:_1 :< j d o b f:) g i n 
'.J o b ::i :-: y ( o 1~ :i. , :L ) ; 
:i.emedef(tab,def,j) 
w 1~ :i. t f? ( d (;,) f , no m ) ; 
g C) t Cl:-:: \/ ( Cl l" i , ;';:'. ) ; 
i f d •:? f , 1.1 n i t •:? { > ' ' t h e r, 
1.Jr1. tf:i (' (' .• dE:•f, uni tE-',')') 
Dr':i. :::: or:i. + :t.8 _; 
î::1nd; 
CH'i : :: t.,. j 
for i:= mini to maxi do begin 
,y:ito:-,:y ( :L, or i) ; 
wr:i.t E1(i); 
go t D :< y ( 6 , Dr i ) ; 
for J:= minj to maxj do 
begin 
1 i r E) < t ;:l b , j , i , 1~ ) ; 
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1,1 r' :i. -1::(·? ln_; 




,::: l r· s ,:.: 1~ ; 
if net exist(t8b) then begin 
wr:i.teln ('er reur , la matri ce est v ide 
end 
i::!l ~;e bE~ ,;_1in 
i f <i- > 1 r m ;;:, t ( t .::.i b ) th €~ n m .::.i :-: j : == 1 r m ;:J t ( t ;.i b ) E~ 1 s e m .:;.i :-: j 
if 20) lgmat(tab) the n ma xi ·= lgmat(tab) else maxi 
mini 
m:i. n j 
-· l; 
.... 1 ; 
\"' f.·) p I;°:} t t·' j 
l"'i2Sf? t ( kbd ) j 
r· 1::! .::.i d ( k b d , :-: ) 
1,,,1-, :i. l ('.? or·d ( :-: ) <) 1 :_3 do 
b!-:'ÇJin 
:i. f ( keypressed) 
then begin 
r e ,;.1 d ( k bd , :-: ) ; 
i f o r d ( :-: ) - B 0 
then begin 
i f m ;;.i :d. < > l ÇJ m 8 t ( t 8 b ) 
tht:rn begi n 
1.:~ l rscr·; 
mini · = maxi + 1; 
if maxi + 20) lgmat (t8b) 
r2 nd 
1~epet ,?; 
€-!n d ; 
€~ 1 s e i f o r d < :-: ) ::-a ? ~:~ 
th1:~n beg :i. n 
then maxi - lgm;;.i t(t8b) 
-- m.:=i:-: i + 2 0; 
if mini <> l 
i:'.? nd 
·1.:-h•?n be9 in 
,.~ l r· '=; ,: 1~ ; 
m;;.i xi = mi ni - 1 ; 
mini : = mini - 2 0 ; 
r' €-! p €-! b-:~ ; 
E'nd; 
€·! l s €~ i f o 1~ d ( :-:) :::: 7 7 
then be'.) in 
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/ ', 
\ ' l l'' Ol-ëJt ( t :.,::ib) 
thE•:•n b01~:,1 i n 
E·ind 
,:.: l r'·;;; ,:.:i~ .: 
minj - m8xj + 1; 
if maxj + 4 > lrmat(tab) 
then maxj - lrmat(tab) 
i:!!l!5e m.':l :<J 
r'E~pete .: 
î::~nd; 
-- n1.::.\i·~ .j + 4; 
,:-~ 1 ·s •? i f o r' d ( :-:: ) ... 7 ~5 
th<::in bE•ig in 
î::~nd; 
r'eSE-it: ( kbd) ; 
r' •? .;.1 d ( k b d , :-,: ) 
1::ind; 




l:H?Q i T't 
t: -':J b ,;i e l'i , t .':.) b 'v' ;;.1 J. [ l ·' l J : = J. 0 T't rJ Ill -':.l :-:: i 
tabgen.tabval[1,2J := O; 
tabgen.premier := nil; 
tabgen,libre := 1; 
,:1-ind_: 
if minJ <> 1 
t h E~n bE-iq in 
C 1 r·:.=;,.~\"' j 
Ill ;;.1 :-: j : == m i n j ... 1 ; 
minj - minj - 4; 
l'' Ë)p f::1 t fi! 
i:?nd; 
procedure ajoutnom (v8r chaine:vectstrinq; nom <:;trnm) 
,,.,.:,1r i : i nti:?,y~r; 
ok: boolt:-i;..1n; 
func.tion dejanom: boolean; 
. ...,.::.1r i : i ntE~Ç.IE~r .: 
ok: boole.:;in; 
b(-:~ç,1 :i. n 
i ·- :l; 
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o k .... 
1,,1 h :i. l i::-i 
f .::.il ·,;;i:-::> _; 
( :i. 
bi::!!g :i. n 
/ .... 
\ -·· ~:ind not ok do 
:i.f c h8:i.ne[:i.J - nom then ok - true ; 





:i. . ::: 1. _; 
ok : '"" tr1..1c0 _; 
.... ,:J k 
1,1 h i l e ( i < > l ;;.1 r g m ;;.·, :-: + 1. ) 
if 1.~h.:.::i:i.n,::~[iJ <> '' then i 
;;.1nd ok do 
: ::: :i. + 1 
else ok : = false; 
:i. f nom 0= ' ' 
th01n br: .. ig in 
Progr8mm e sys tème 
writeln ('erreur, 1~ nom donné e s t une ch8îne de 
c ar.:.::ictères vide (.:.::ijoutnom)' 
r1: .. i.:.::id ln 
,,:~nd 
else if i >= l8rgmax + 1. 
thi:-:H, beq in 
wr:i.teln ('erreur, il n' 'y 8 plus de pl.:.::ice d8ns le 
vecteur de noms (ajoutnom)' >; 
r' f,i;;.1d ln 
•'::ind 
t:~ls1::1 if dejanom 
thi:0n b,.09 in 
wr i tel n (' 1::irrf.•!Ur, 
déjè dans le vecteur de noms (ajoutnom)') 
re-1;;.1d ln 
end 
el.se c ha:i.ne[:i.J · = nom ; 
e nd; 
le nom donné existe 
procedure initch8:i.ne (v.:.::ir ch8:i.ne : vectstring ) 
v.::11' i: :i. nteger; 
beg:i.n 
f or i : ::, 1. 'I:: c> l a r (_:J m a :-: do 
,:~h.=:1int::>[iJ : 0= '' 
i::-i nd; 






function coherence( var tab :tabres): b □olean; 
bE-i,Ji n 
:i. f not -..,, 1::1 ,::: t -..,, i d E-1 ( t: ;;.1 b ) .=.1 n d 1::-1 :< :i. i;; t < t .=.i b ) 
-- lr' m.:,:it (t ;;lb)) < ',i(-?,:~ t 1 '.J ( t .:_:.ib) 
-1:: hf.in ,.::oh1: .. 1 ,~ ,,:~ n(:e -·· tr1..1€-1 
coherence - talse 
€-ind _; 
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procedure elargir (-..,,ar tab:tabres; i:integer; var bon:boolean) 
begin 
bon :===  tr'IJE-1; 
t;;lb,lr ·== lrm.::1t(·l:.::1b) + i 
1:!! nd; 
procedure initsimul (chaine: '.'ectstring; var t : tabres; 
var ok:boolean ; x:integer); 




v .=.=:,ri .:,1ble; 
boc>l(~~Jn; 
function egalg: boolean; 
·--1;;.n' :i. : i nte~~er; 
ok: boolean; 
b1::-igi n 
:i. : :: 1 _; 
i::> k - · t r ,_, €-~ ; 
w tü l e ( i < > l a r ÇJ ma:< + 1 ) .=.m d ci k do 
if chai ne[iJ <> '' then i := i + 1 
i ··- i ·- 1; 
if i () Vf.·)CtlçJ 
end; 
el.se ok : = fal s e ; 
( t) thE•n 1::ig .=.1 l g 
(•:d si:? •?ga 1 g 
-- false 
- tru 1?; 
function memevect : bool e an; 




:i. .... :1. ; 
o k : == tr1..1~?; 
\.lhi le ( i <== •..;~,ir.::tlg ( t)) .::.1nd ok do 
if not e ~ istnom Ct,chaine[iJ) 
mE~lll~?V(·?C. t 
0!nd; 
- Cl k 
thEin o:)k 
0:•lse i 
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: == f.:::il ·;;;e 
-- i + l ; 
p 1~ o ,.~,:;-id ure o k v i V8r nom :strnm; V8r ok: boole8n) 
\1.=.:.i1~ i: i nh?qi:.-ir ; 
dE-i f: v.=.,1r·i.::.1bl€~; 
l:H?,;Ji n 
j_ .... 1. ; 
ok : :::: -t.:Tue; 
w h i l €·! C i < "-" v e ,: t l g ( t ) ) .::.m d o k do 
be9in 
iemedef(t,def,i); 
if ( dEi f. ,;JenrEi == • ..,, i) -.=:.md ( de f. md -·· .-::on) ;:.ind ( l rm.:::it ( t) < i) 
then ok : 0-0 f.=_::il·se 
1:.-il<;:;01 i -- i + l; 
o:-:-:-nd; 
nom : == def.nom 
(0nd ; 
ok :== f;;.il se; 
if not e:dst(t)_ 
th€•in beg in 




i f < :< < 1 ) en· < :-: > 1 ;;:i r sJ m .=:.i:-( ) 
then begin 
writeln ('erreur , le nombre de paramètres donné s par 
le c onstructeur du simulateur'); 




else if vectvide(t ) 
then t.,.0g in 
writeln ('erreur, le vecteur-définition est 
v i d •= ( ·s i mu 1 a te u 1~ ) ' ) ; 
1~Ei;;.idl n 
end 
-·· l 58 -· 
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else if not egalg 
thî::-in b1:,i ,;_1j. n 
writeln ('e rre u r , le vecteur de noms de var iable 
ne co mprend pas autant'); 
(-::~i mul .=.::it i:0ur ) ';, 
writeln ('de variable s que le tableau de résultats 
r'f:-i;,:1d J. n 
1:~nd 
o:-:-i l ~, e i f v E•i ,_:-: t l 1.J ( t ) < > :< 
th,,?n b0.'g in 
writeln ('erreur, l e tableau de résultats 
contient plus de variables'); 
writeln ( 'qu '' il y a de paramètres passés 
au calculateur (simulateur)'>; 
rr::i.::.1d l r, 
î:? nd 
e lse if net memevect 
then b12'.J in 
writeln ('erreur, le vecteur de noms de 
variable ne comprend pas les mêmes') ; 
writeln ('noms de variable que le 
tableau de résultats (simulateur)'); 
r€•!~.1d ln 
>:·?nd 
1:.~l -;;;e b1;.-iç_1in 
okvi (nom ,bo n ) 
:i.f net bon 
thr::in begi n 
writeln ('erreur, la colonne de 
va leurs correspondant a la variable indépendante') 
1,11~ i te l n ( ' " ' , nom , ' " fa i s .::.1 nt 
partie du schéma expérimental est vide (simulateur)' ) 
rr::i.::.idl n 
t? nd 
011 ~;01 be,;i in 
r::i 1 ;;.i 1~ g i 1~ ( t , v e 1.:-: t 1 ,;_i ( t ) -- l r m ;:.l t ( t ) , b o n ) _; 
if not bon 
t hE-in bet,_:J in 
w r i t f.-") 1 n ( ' €·! 1~ r E-1 u r , i l n ' ' y 
a plus suffisamment de place pour stocker'); 
writeln (' les ré s ult ;;.its d e 




c> k -- t , ... u e ; 
i := 1 ; bon : = true ; 
1o1h il î:? bon .=.-1r1d ( i 
i f ,.:~ t·, ~1 i n €~ [ i J < > , ' 
th,,?n b•?g in 




while chaine[iJ <> def .nom do 
bf:igin 
j :== j + l; 
iemedef(t,def,j) 
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i::~nd _; 
vectncol[iJ ·= J; 






e l se bon := false; 
pro c edure calcu lvinc(var tab : tabres; i,J 
b 0:qi n 
i nt1:,:g€-:r') 
procedure lirepi(chaine:vectstring; var t:tabres; l : integer) 
v ;.'l ,~ v -=-~ 1 r •? a 1 ; 
i , nocoli integer; 
df? f : v.:,11~ i .::1b 1 i:?; 
bon boolean; 
procedure majve (var tab tabres; ncol, lg i ntE~Q€•:r) 
v .::11~ v .::11 ,~ea l; 
d €:: f : v ;;.11~ i .::.1 b l e ; 
bi:?gin 
iemedef (t,def,ncol); 
if lg = 1 then val := def.origine 
E·: l s €~ l i r €:: ( t ab , n ,::. o l , 1 ,;J - l , v a J. ) 
*?,:::rirf? (t .:,1 b, nr:.:ol, l~J. •-.,1al); 
;;,:nd ; 
br:."! '.J i n 
i -·· 1 ; bon 
1.J h i 1 •:? b o n ;,1 n d 
i f ,::. h .:;.1 i n €~ [ i J 
: = true; 
( i < == 1 argm.::1 :< ) 
( > , , 
do 
then b,.:'gi n 
no,::. o l i : === v e ,::. t n ,::. o 1 [ i J ; 
iemedef Ct,def,nor:.:oli); 
if def.genre = ve 
then maJve (t,nor:.:oli,1 ) 
i f < d €~ f , g €H1 ,~ €-: 0-= v i ) .:;.rn d ( d e f , m d -·· n o n ,.~ ) 
t h e n ,:~ .::1 1 ,.ë u 1 v i n ,.ë ( t.- , na ,.ë a 1 i , 1 ) ; 
lirE~ (t,no,::oli , l , v .::.11) 




E• 1 ·;;;,::-i bon 
end; 
··- f .:.:.il ·,5('? ; 
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pro c edure e c rirepi (c haine : vectstring; var t : tabres;l:integer) 




nocoli integer ; 
·-.1 .:;.ir•i.:;:,bJ.1::1; 
boDl(-?;,:in _; 
i · = 1; bon := true; 
while (i <= largmax) and bon do 
if chaine[iJ <> '' 
th(·?n b;2 ,;i in 
no ,.:: o 1 i : == .,., e ,.:: t n ,:.: c> 1 [ i J ; 
iemedef (t,def,nocoli) 
if (def.genre = vd) or (def.genre - ve) 
the n ('? ,.:: r' i 1~ e ( t: , n o ,.:: o 1 i , 1 , p [ i J ) ; 
:i. : ::: i + l; 
(·?nd 
else bon · = false; 
pro c edure liberemat (var tab 
pr~?,.:: 1?d 1 i 1?n; V .:,11~ ,:.'. OU 1~ t , 
sui •..;t, prec, cour, long, d1::ibut integer; 
begin 
i f no t El :-: i ~; t ( t .:;1 b ) 
th,2n beg in 




lon~:.1 .... t--:lt),lg; 
debut := tab.ptA,data; 
cour := tabgen,libre; 
if d•,?but < ,:~our 
then if debut + long - cour 
then 
if cour= longmax + 1 
then b~?g in 







: == I] 
tabgen.tabval[debut,1] 
tabgen.tab val[debut,2] 
tabgen,tabval[ c our,1] 
tabgen.tabval[cour,2] 
















while cour < debut do 
begin 
prec := cour; 
c our := trunc (tabgen,tabval[cour,2J); 
suivt := trunc ( tabgen,tabval[cour,2]) 
end; 
if Ctabgen,tabval[prec,1] + prec = debut) and 





tabgen,tabval[prec,1] := tabgen,tabval[prec,1] 
+lo ng + tabgen,tabval[cour,1]; 
tabgen . tabval[prec,2] := suivt; 
tabgen,tabval[debut,1] := O; 
tabgen.tabval[debut,2] := O; 
tabgen.tabval[cour,1] · = O; 
tabgen.tabval[cour,2] := O; 
end 
if tabgen.tabval[prec,1] + prec = debut 
then begin 
tabgen . tabval[prec,1] 
tabgen.tabval[prec,1J 
tabgen.tabval[prec,2] := cour; 
tabgen.tab val[debut,1J ·= O; 










tabgen.tabval[prec,2] ·= debut; 
tabgen.tabval[cour,1] · = O; 





tabgen.tabva l [debut,2J 
end; 
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n .:-:-~ \.,, ( r, r .:::..' (.~ .:-:~ d ) ; 
if t~b.pt = tabgen.premier 
then tabgen . pre mi er : = t8bgen.premierA , suivt 
f:.' :t. ·:5t? bt?,;i in 
court : = tabgen.premier; 
while court <> tab.pt do 
bE!ÇJ in 
pi~,=.-i,.::Eid -- c ourt; 
court := court" , suivt; 
1:,ind; 
precedA,suivt ·= court".suivt 
0~nd; 
,:-,ind_; 
i=.-i nd ; 
procedure creermat (v,;.ir tab 
nbi~e,::.o 1 
var debut integer; 
nouv, pr€•!C€~d, pt lien; 
procedure faireplace; 
t ;;.ibr€~s ; 
i nte'.:Jer; 
var x, y, z, w : integer; 
compt , nfree, suivt, cour 
pt li€~n; 
begin 
nbrE~ li çJne~; 
v ;.Jr ok 
if tebgen,libre <= longmax then begin 
,::. ompt : ::: I]; 
cour := tabgen.J.ibre; 
suivt := trunc(tabgen.tabval[cour,2J) 
nfree : = trunc (tabgen.tabvel[cour,1]) 
pt := tabgen,premier; 
x : =cour+ nfree - 1; 
while pt".data < x do 
p -J:: : a:: pt A , S lj i V t j 
while s uivt <> 0 do 
b1::~gi n 
nfree : = trunc <tebgen.tabval[cour,1]) 
compt : = compt + nfree; 
y - c our+ nfree; 
z :=cour+ nfree - compt; 
i ntE:•ger; 
bool,? .::.rn); 
1,1 -·· ( s u i v t -·· ( ,~ o u r + n f 1~ €·! E! ) ) ·X· ( 6 ·X- l 8 1~ q m a :< ) 
move (tabgen,tabval[y,1J, tabgen . tabval[z,1J , w) 
x - cour+ nfree - 1 ; 
w h i l e ( ( pt" , d 8 t ;;.1 > =-0 :d ,;.m d ( pt,., , d ,;.1 t -':.l < su i v t ) ) do 
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bi:-:> 1J:i.n 
ptA,data := ptA,data - compt; 
pt : ::= pt -~·, ·::; 1 ..1 :i. vt; 
end; 
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tabgen.libre := tabgen,libre + (suivt - (cour+ nfree)) 
,.~01..11' : ::= •51.J i •~1 t·; 
suivt - trunc(tabgen,tabval[cour,2]); 
(:.~rtd; 
for x := Ctabgen,libre) to longmax do 
bf?Q :i. n 
for y := 1 to largmax do 




- longmax - tabgen.libre + 1; 
1::-:nd; 
procedure trouveplace (n: :i. ntE-:gi::~r; 
•~1 .:.=:ir trouve 
v.::.1r no 1 i gne 
boole .:;.m ) ; 
var preced, cour, suivt :<, nfi•ee 
b(~1Jin 
tT O 1.J V€·) : ::-a f a 1 :; e _; 
if tabgen.libre = longmax + 1 
thï::)n 
elsEi b€•:gin 
co ur - tabgen,libre; 
suivt := trunc (tabgen,tabval[cour,2]) 
nfree := trunc (tabgen.tabval[cour,lJ); 
1,1h i 1 E! (sui vt <;, ()) ;;.md ( trC>1.IV€·! == f .::.11 :;e) do 
b,:-?gj_ n 
:i.f n <= nfr0)e 
then be~J in 
troUVi::) : =:: tl'U€·!; 
noligne := cour; 
if nfrl'::)e := n 
then if cour - tabgen.libre 
i ntet,:J€•1r'; 
then tabgen.libre := suivt 




if cour= tabgen.libre 
then tabgen.libre - cour+ n; 
tabgen .tabval[cour + n, 1] := nfree - n; 
tabgen.tabval[cour + n, 2] - suivt; 
-- 1.64 --
(·:-!nd; 
pr'(·?,:::ed : === ,::.our·; 
...-::our : ::: ·:;u i •,;t ; 
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(tabgen.tabval[cour,2]) ; 
Ctabgen.tabval[cour,1]); 
if trouve - false 




if n ) ( l on,;Jm .:;J:< .... .-:::our + 1.) th1::~n beg in 
f .:,:i i ,~ 1:? 1:, 1 .:,:i 1::: e ; 
i f n < == ( l o n ~:J m ;,.l :-c tabgen.libre + 1.) 
t:h1:?n b1:?g in 
nol:i.gne - tabgen,libre; 
tabgen .libre := ta bgen ,libre + n; 
x : = tabgen,libre; 






longmax + 1. then begin 
:= longmax - x + 1; 
.... (); 
€·? l se bf.·!Q in 
trouv1:? : == true; 
noligne := cour; 
if n = (longmax - cour+ 1 ) 
then if tabge n.libre = co ur 
the n tabgen.libre : = longmax + 1 




tabgen.tabval[co1..1r + n,1.J := longmax 
-- ( ,::: ou r + rd + 1 ; 
tabgen.tabval[cour + n, 2] := O; 
if tab gen . libre = cour 
then tabgen,libre := tabgen.libre + n 
e lse tabgen.tabval[preced,2J - cour+ n; 
(0 nd 
ok : == f .::.il~;e; 
if nbrelignes <= 0 then write ('erreur, 
donné est incohérent') 
le nombre de lignes 
else if nbrelignes > longmax 
then write ('erreur, 
plus assez de place pour créér l a matrice') 
E-11 si;:~ bi;:.i,;J in 
i f n br e ,::: o 1 > 1 .:,11~ g m .:,1 :-: t h 1,?r1 1,ir i te ( ' erre 1..1 ,~ , 1 e 
colonnes demandé est supérieur ~ la limite permise' 
else if nbreco l <= 0 
- l.65 .... 
il n"y .:,:i 
nombre d 1? 
Programme systè me 
then write ('erreur , 
de colonnes donné est incohérent') 
el~;E-i be-iç_1in 
trouveplace (nbrelignes, debut, ok); 
:i. f o k t h f:-i n b ri ,:;J i n 
tab,lg : = nbrelignes; 
tab.lr : = nbrecol; 
ne1-1 (pt) ; 
ne w ( p 1~ i::i ,: e-i d ) ; 
new (nouv); 
nouvA.data - debut ; 
pt := tabgen.premier; 
if ptA,data > debut 
-1::h(·?n b(;~g in 
nouvA,suivt := tabgen.premier; 
r1 o u ._, 1°' , t ab : == a d d r· ( t: .:::i b ) ; 
tabgen.premier - nouv 
(·?nd 
Plse-i bet;Jin 
while ptA . data < debut do 
begin 
Ç.\l"' E•)t2E-!d : =:: pt i 
pt : == ptA. suivt 
1:,i nd; 
nouvA,su iv t := precedA,suivt; 
nouvA,tab := addr(tab) 
precedA,suivt := nouv 
f?nd; 
t~ib, pt -·· T"IC)UV i 
•::!nd 
else write ('erreur, il n' 'y a pl.us assez de place pour créér 




function assezplace ( var tab :tabres; lig,col.: integer) 
boo l~?.::H1; 
beçJin 
i f €-1 :d s t ( bl b ) 
thf?n beg in 





i f ( ,: 0 l ) J. a 1~ g nl ~l :<) ()\~ ( ,: Cl J. ( :: () ) C) 1~ ( l i g ( :-a () ) C>r' ( ]. i g ) l Cl n ÇJ Ill ~l :<) 





if bon°= f.=:ïlse 
,:0nd 
E~nd 
then assezplace := false 
î:?lsi:-? be'.Jin 
assezplace - true; 
1 :i. b 1:-? 1~ î:? m .=:ï t < t è':l b ) 
r:,~nd 
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,::! ol: i ntî:?ger; 
fin, cour : real; 
: boole .:,1r,; 
bon :== f.::.1l~;e; 
if exist (tab) then begin 
writeln ( ' erreur, la future matrice n''est 
pas vide (creerpas)' ); 
r1:1.::.1dln 
f.~nd 
Ei l <.:,e bE-ig in 
if bl <= b2 then begin 
,::leb -- t:-1.; 
f:i.n :== b2; 
end 
(·?lsc~ begin 
1 ig : ==O; 
,.:: our : == deb; 
deb : =-0 b~:~; 
fi n : = bl; 
end; 
while cour <= fi n do 
bE~gin 
lig : == U.g + l; 
cour : =cour+ abs(pas) 
E.'nd; 
,.::ol :== 1; 
creermat (tab, lig, col, bon); 
if bon== true then begin 
lig :=: O; 
col : :;:: 1; 
,.::o•Jr : == deb _; 
while cour <== fin do 
bE-~gin 
U . g :== lig + l; 
e ,_:: r i r e ( t .:,') b , ,: o 1 , 1 i ,;1, ,: ou 1~ ) ; 










~J r i t e l n ( ' ( c r 01 i::-1 1~ p ~1 ~; ) ' ) _; 
1~(-?adl n 
t:-1nd; 
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procedure Juxtaval( var tab1, tab2, tab 3: tabres) ; 
var bon :boolean; 
li ,;i, c ol. : i nteç101r; 
V -:-1 l : l~f~-':11; 
for J.ig : == l to lçJmat(t-ûbl) do 
for ,.~ ol :== 1 to lrm.::1t(t.::1b1) do 
bf:~g j_ n 
l i r €-1 ( t ~l b :J. ., ,~ o 1 , ]. i ÇJ , V ~l 1 ) ; 
(·? c r i ,~ e < t ;_,lf:) 3 , ,::: o l , 1 i g , v -:'l l ) 
01nd; 
fc>l~ 1 ig : == 1 to lçJm.:;;it (t.::.1b~~) do 
for col : = 1 to lrmat(tab2) do 
begin 
U . 1~€-1 (t-':.lb2, ,.::ol, 1 ig, v ~1].) 
e ,~ r i ,~ e ( t -ù b 3 , ,:.: o 1 + 1 r m .::1 t ( t .::1 b 1 ) , 1 i g , va l ) 
end; 
end; 
proce dure Juxt-':.lmat <var tabl, tab2, tab3 
boole -~.rn; 
b0:gin 
if not e x ist(tab1) 
then b,?gin 
writeln ('erreur, la pre mière m-':.ltrice originale 
est vide (Juxtamat)'); 
re-ûdln 
end 
else if not exist(tab2) 
then be,;Ji n 
writeln ('erreur, la seconde matrice originale 
est vide CJuxtamat)'); 
r'e~1dln 
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i:-,ind 
E~ l s (ê~ i f E' :-: i 5 t ( t .':.l b 3 ) 
thf~n bo:-:-:,-g :i. n 
1,1 1~ i te 1 n ( ' 1:,1 r r Ei u 1~ , l 8 f u t u r E! m .::.1 t r i ,~ e 
n''est pa s vide (j u xtamat)'); 
bon :== false; 
if l,;im;,.1t(t .::.1b:l.) 
th(:.?rt b~?9 in 
1,1riteln 







<> lgm.':.lt(t .=:.ib?) 
(' E-11~rE~ur, 
<' l 1:~ mênH:.? 
le s deux matri ces originales n ' 'ont 
nombre de lignes (Juxtamat)' ); 
p.::Js'); 
creer m.':.lt (t8b3, lgmat(t.':.lb1), lrm.':.lt(t.':.lb:l.) + lrm.':.lt(t.':.lb2) , bon) ; 
if bon= false then begin 
1,1 r i t e 1 n ( ' ( j u :< t a m a t ) ' ) ; 
re .':l dln 
end 
e l se juxtaval(t.':.lb1,t.':.lb2,tab3) 
E~ nd ; 
~?n d; 
procedur e juxtadef( var tab:l.,t.':.lb 2 ,tab3:tabres) ; 
V-':.lr i: i ntegei~; 
•,nH'i : var iable; 
begi n 
if not vectvi de (t.':.lb3) then initvect (tab3) ; 
for i := 1 ta vectlg(tab1) do 
begin 
ie medef(tabl,v.':.lr i,i); 
ecriredef(tab3,vari,i); 
,::~nd; 
for i := 1 te vectlg(t8b2) do 
begin 





Pr o gramme s ystème 
procedure Ju x tave c t (var tab1, tab2, tab3: tabres); 
begin 
if vectvide(tab1) 
then begiri · 
writeln ('erreur, le vecteur-définition du premier 
tableau original est vide (Juxtavect)'); 
r e adln 
e nd 
el s e if vectvide(tab2) 
then begin 
writeln ('erreur, le vecteur - définition du second 
tableau original est vide (Juxtavect)'); 
readln 
end 
el s e if net veriflgvect ( tab3, vectlg(tab1) + vectlg(tab2)) 
then begin 
writeln ('erreur, le futur vecteur - définition 
serait trop long (Juxtavect)'); 
readln 
end 
else if memenom(tab1,tab2) 
then be~in 
writeln ('erreur, le futur vect e ur -
définition c ontiendrait deux variables'); 





procedure juxtatab (var tab1,tab2,tab3 tabres) 
var bon : boolean; 
b e gin 





le premier tableau original n' 'est pas 
e nd 
e lse if net coheren c e ( tab2) 
then begin 
writeln ('erreur, le second tableau original n ' 'est 
pas cohérent (juxtatab)'); 
readln 
end 
e lse if exist (tab3) 
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then bi:.~'.:J in 
writeln ('erreur, la future matrice n' 'est 
p ;,') s •..; i d e C J u :-i t -':l t .;., b ) ' ) ; 
bon : === f .;., l ·:;;,:0; 
r' ~:);;.id ln 
E)rtd 
eil.1,;€~ bf:igin 
if l9w.1t(t.:Jbl) <> l9m.:Jt(t;;.1I:.<?) 
then be9in writeln ('erreur, les matri ces originales n' 'ont pas') 
c-:-ind 
writeln (' le même nombre de lignes ~ (Juxtatab)'); 
r•1;?.;.,d 1 n 
else if net veriflgvect (tab3, vectl9Ctabl) + vectlg(tab2)) 
then b(:?'.:.:J in 
writeln ( 'erreur, le futur vecteur-définition 
serait trop long (Juxt-':ltab)' ); 
rr~.:;.id ln 
end 
else if memenom(tab1 ,tab2) 
then begin 
writeln ('erreur, le futur vecteur-définition 
co ntiendrait deux variables'); 




,.:Tf:iei~mat ( t ab3, 1 gnvJt ( t .:;.ib 1) , 
lrmat(tab1) + lrmat(tab2),bon); 
if not bon 
th(,~n beqi n 









procedure copierval (var tabl,tab2 
var lig, col:integer; 
V-:.ll : r·Eial; 
beqin 
for lig := 1 to lgm -:.1t(t.:;.1bl) do 





(t.:=:ib1, tab2, t;,,b3) 
i:? nd _; 
ecrire(tab2,co l , lig,Yal) 
t:•ind 
procedure copie rmat (var tab1,tab2 
var bon boo l e.:;.m; 
b€~gin 
bon : == ti~uc,:-i ; 
if net exist (tab1) 
the n b1c:•g in 
Programme sys tème 
writeln ('erreur, la matrice originale est vide (copiermat)') ; 
1~e.::1d ln 
€-ind 
else if exist(tab2) 
then bE·ig in 
writeln ( 'erreur, la future mat rice n' 'est pas vide 
(,::'.opie rm-':lt) ') 
r'~1~.ld 1 n 
l':)fld 
els1c:• b~iç1in 
r.:T€~~1rmat(t-:.ib~~, l ~Jm,;.1t(tabl), lrmat(t,;.1b1) ,bon) 
if net bon then begin 
\.ff i t e 1 n ( ' L.:: op i e r m ,;.i t ) ' ) ; 
,~e.~d 1 n 
E•i nd 
e l s €~ c op i e 1~ v ,;.1 1 ( t ,;.1 b 1 , t -:.i b ~:'. ) 
end 
end; 
procedure copierdef (var tab1,tab2 : tabres) 
v.::1r i : i nteger; 
def : va1~i,;.1bl.€~; 
b(-:>gin 
if net vectvide(tab2) t hen initvect(tab2) 









p l'o,:::(•?dur •? ,.~op j_ ervi:-?,:.: t ( v .=:1 r· t .=:.ib 1 , t .=:.1b:,~ : t .01b 1' e ·s ) ; 
begin 
if "·.'i::-1ct· .. 1 id€~ ( t 8b l) 
·l.::hen b,:-?g :i. n 
Progr8rnme sys tème 
writeln ('erreur, le vecteur-definition original 
est vide (copiervect)' ); 
rE~;;.1d 1 n 
(·?nd 
else if net veriflgvect (tab2,vect l g(tabl)) 
then bf!! ,J :i. n 
writeln ( ' erreur, le futur vecteur-definition 
serait trop long (copiervect)') 
l'E.'-':.ld 1 n 
(·?nd 
else copierdef (tab1,tab2) 
12nd; 
procedure copiertab (var tab1,tab2 tabre~,) ; 
v ;.J l ' bon : b o o l e -ù n ; 
bE~gin 
bon : == i.::i'ue; 
if net exist(tab1) 
thr.-in br.-ig in 
writeln ('erreur, la matrice originale est vide (copiertab)') ; 
,, f? s-1 d 1 n 
end 
else if exist(tab2) 
then begin 




else if vectvide Ctabl) 
thf?n be~Jin 
writeln ('erreur, le vecteur - definition 
original est vide (copiertab) ' ); 
re.::id l n 
f?nd 
else if net veriflgvect (t.::ib2,vectlg(tab1)) 
thf?r1 be,] in 
writeln ('erreu r, le futur vecteur-




,.:: r e e r rn .:;.1 t ( t .::i b 2 , 1 g m .:;.1 t ( t ;:.1 b 1 ) , 1 r rn -':.l t ( t .:;.1 b l ) , bon ) ; 
if not bon then begin 
w l ' i t e 1 n ( ' ( c o p i€~ l' t .=., b ) ' ) ; 
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rf~ -':1d 1 n 
E-md 
i:~ l ·,;;1:2 beg in 
procedure pr o dval <var tab1,t8b2,tab3 
va r lig1,lig2,col1,col2,i : integer; 
v.::.1 l : r'f:!.::.1 l ; 
begin 
for ligl : == l to lgm8t(tabl) do 
for lig2 := 1 ta lgm8t(tab2) do 
b€-1,;_1in 
for c oll - l ta lrmat(t a bl) do 
bi:?~J in 
lir'E·! ( t .::.1bl , ,:: oll , liçJl, val); 
copierva l (tabl,tab2) ; 
copierdef (tab1 , tab2) 
E~nd 
1::1 ,~ 1~ i 1~ €~ < t .::.1 b 3 , ,2 o l l , (]. ÇJ m .::.1 t ( t .::.1 b ~~ ) ·X· ( l i g l ···· l ) ) + J. i ÇJ ~~ , v 8 l ) 
r!!nd; 
for c oJ.2 := l ta lrmat(tab2) do 
b(~9in 




procedure prodmat (var tabl,tab2,tab3 : labres); 
va r bon : boolean; 
b~01gi n 
ber, : === true _; 
i f net exist(tab1) 
t:h 1::i n bE-igin 
writeln ( ' e rreur, la première matrice o ri ginale 
est vide (prodmat)'); 
1~1::1 .::.1dl n 
end 
el.se if not exist(tab2) 
then be 1Jin 
writeln ('erreur, 18 seconde matr ice originale 
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i:-? ·,; t v i di:? ( p r· a d m .=:.i t ) ' ) ; 
r· 1:.·! ;:J ,:1 l n 
i":!!nd 
i f e :< i s t ( t a b 3 ) 
-1: hen bf:!'.:J in 
writeln ('erreur , la future matri ce 
n' 'es t pas vide (prodmat)' ) ; 
r1::i ~.),:I J. n 
i:-?nd 
1::i J. Sf·! b1::i91. n 
c reermat<tab3, lgmat<tab1) * lgmat(tab2 ), 
l l~ m -ê-'.l t C t.:-:i b 1 ) + 1 1~ m ;_::i t ( t ;_::i b :2 ) , ban ) ; 
if net bon th e n be9 in 
·1-1rit€~ln (' (prodm.::.lt)' ); 
i~e .=: id 1 n 
e nd 
i::-il s €~ prodv.::.11 (t.::.ib1 , t ~.1b~~, t .::.1b 3 ) 
end ; 
pro c edure prodtab (var tab1,tab2,tab3: tabres) ; 
var bon : boolean; 
bt·!ÇJin 
bon : == tTue; 
if not coherence(tab1) 
thi::~n b E~gi n 
writeln ('erreur, 
c ohérent (prodtab)') 
r•i::,iadl n 
le premier tableau original n' 'est pas 
c-?nd 
el. s e if not c oherence(tab2) 
then beqin 




E~ 1 5 €·) i f E) :d ~; t ( t ,,.\ b 3 ) 
thf?rt b(0 '.:J in 
n' ' E~s t p .::.is 
writeln ('erreur, la future matri c e n' 'est 
pas vide (prodtab)') ; 
1~E1;:Jd ln 
e nd 
el. s e if net veriflgvect <tab3, vectlg(tabl) + vectlg(tab2)) 
then beqin 
writeln ('erreur , le futur vecteur- définition 
s erait trop lonq (prodtab)' ) ; 
r'€~ .::.1d ln 
end 
else if memenom(tab1 , tab2) 
then be9in 





Programme sy s tème 
writeln ('erreur, le futur vecteur-définition 
cont iendr~it deux variables'); 
1,1 r :i. t •~i l n ( ' d 1::1 m €~ 111 1::1 ri o m ( p 1~ o d t ;;.1 b ) ' ) ; 
r'i::! -7"l dln 
1,-ind 
i::~ l ·,5ï:? beq in 
creerm~t ( tab3 , lgmat(tab1)oolgm a t (tab2), 
lrm.=:.it(t.:.=:ib1) + lrm,;::it(t.::Jb2) _,bon) ; 
i -f r,ot bori 
thi:,in beq in 
1,1 r' i -1:: €~ l n ( ' C p 1~ o d t ab ) ' ) ; 
r'e:? -ùd ln 
i::H,d 
(-~ l S(·? b,:-:~q i n 










Progr8mme si mul8teur 
pro c edure biochem (var at , bt,ct,dt : real ; k1 , k2 ,td: real) ; 
v;;.ir -fl., f2: rf:1;;.11; 
i : :i. ritegf?I~; 
begin 
f l. -- kl. ''!(: ;;.it 
f :,~ -- k~~ 0<· ,.~ t 
;;.1t -- ii.lt -- fl. 
bt -- bt ... f1 
,.::t -- ('. t + fl. 
dt -- dt + fl 
·X· bt 
•:* dt 
+ f ~=~ 
' + f2 ; 
.... f':·' . ~.' 






if ( ;;.it ( ()) 01~ (bt < D ) o r ( ,.:: t < () ) or ( d t < () ) 
then begiri 
8t : :::: O; 
bt -- O; 
et -- O; 
dt -- 0 
f~rid; 
i'?nd; 
var k1lu ,k2lu, dtcal re;;.il; 
procedure calcull (var at, bt, et, dt: real; T 
begin 
biochem (at,bt,ct,dt,kilu, k2 lu, dtcal); 
end; 
real) ; 
procedure simulat1 (var t: tabres; c haine: vectstring); 
v.~ 1~. l i nb?gf?1~; 
c>k : boole;;.rn; 
begin 
initsi mul (chaine,t,ok,S); 
if ok 
then for 1 : == 1 to lç1m;;.1t (t) do 
begin 
end; 
lirepi khai ne , t,l.); 
,.:: a 1 ,.:: u 11 ( p [ 1 J , p [ 2 J , p [ 3 J , p [ 4 J , p [ 5 J ) ; 







{$1 c : systeme.pas} 
{$ ! c:biochimie,pas} 
V-ëlr t -ë·1b : t-ë1bres; 
de f : v .::11~ i ;;1 b 1 i".:' ; 
str : s tr i ngma:-:; 
tfin, tpas, a □, b □ , c O, dO : real; 
encore, ck boolean; 
chaine: ve c tstring; 
nb :i. nte,_;i(~r; 
p rocedure lirek (var k : real; x : integer) 
v.::11~ o k boolesn; 
begin 
ok : == fals€~; 
1.Jhi le not ok do 
begin 
lirenombre (k,20,x); 
if (k <== 0) or (k )1) 
th1:1 n bE~gi n 
r,_: 1oto:-: y < l , ~~ O) 
Programme didacti c iel 
write (' c e nombre n' 'est pas acceptable, recommencez') 
e nd 
el~, €-) ok : ::: tr-ue; 
end 
E-ind; 
procedure lireconc (var c onc : real; x : integer) 
v;.:.ir o k:bool esn; 
be,,;iin 
c>k : == f;.:.ilse ; 
whj.l e not ok do 
begin 
lirenombre (conc,46, x ); 
i f < ,::: on c < == 0 ) or < ,::: on,::: > == 1 0 0) 
then begin 
g O t O :-: y ( 1 , 2 0 ) ; 
write ('ce nombre n' 'est pas acceptable, recommencez') 
end 







procedure lir e temps (var temps:real) 
var ok : boolean; 
br:?'.:Jin 
ok :=:: f;;.1ls€•!; 
1,1hi le no t ok do 
b<::-:•,;Ji n 
lirenombre <temps,39 , 7); 
:i. f t(•?mp1; < == 0 
t:h,~in bE-i,;Jin 
~Joto:-,: y ( 1, :20) ; 
write ('ce nombre n' 'est pas acceptable, recommencez ') 
,,?nd 
€-ils€~ ok : :,: truE-i; 
,,~ nd 
end; 
procedure lireint (var int : real); 
,,., ."1 ,~ o k : b o o 1 e -'il n ; 
bE~g :i. n 
ok :== f;;.1lsEi; 
1.Jh:i. le n(Jt ok do 
bE~gin 
l:i.renombre Cint,39,8); 
:i.f (int <== 0) or (int > o. :l) 
thE-in bE-ig in 
1.:J O t O :-: y ( 1 1 2 0 ) ; 
write ('ce nombre n' 'est pas acceptable, recommencez ' ) 
end 
E~lse c>k : == t-ruEi ; 
,:-?nd 
end; 
procedure calculfois (fin, pas : real; var nomb : integer); 
v."1r i i nteger; 
,::. ou r ,~ E-! a 1 ; 
ber,J:i.n 
i : ::: (); 
,::.our : ""' 0; 
while cour <= fin do 
begin 
i ·== i + l; 
cour : =cour+ pas 
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(·?rtd; 
î"IC)f"llb : ::: i 
f?nd _; 
initial is.;_1tiori; 




(' 1<1 ( > Ü E~t ( :l. ) 
<' K2 < > D et < :l ) 
,::: l r <.:> c. r~ ; 
1,1r'iteln 
1o1ritelri 
writeln ('coriceritr8tion initiale de A 
M' ',. , I 
wr' itelri 
M' ) ; 
writeln 
M' ) ; 
writeJ.n 
M' ) ; 
( , ,:::on,::._::~ntrat ion 
< } ,::on 1:::f.~ntr,,_1t ion 
( ' ,::; c> n cent 1~ .;_1 t i on 
writeln 
·sf?conde ( s) ' ) ; 
( 1 temps total dt·! 
ini ti;:.iJ.e de e. 
initi.;_iJ.e de C 
j_niti.;_1J.._::-1 de D 
l , } e :-: p é r j_ en ce 
Progr.;_imme did~cticiel 
/ se,::;, M' ) ; 
/ ·sec,M') 
( )::Q E! t {l.00) 
( >=O €-!t <l.00) 
> =O E! t <1.0()) 
( )=0 et (l.00) 
( >O ) 
w r' i t e 1 n ( ' i n t e 1~ v a l 1 E! d Ei t €·! m p s ( > D €~ t < = 0 , l. ) 
S(-?,::;onde' ) ; 
lirE-ik (kl.J.u, l); 
lirf?k (k2lu, 2) 
J. i rEi,::;cm,.:: ( .;_10, 3) ; 
1 i 1~~?,::.onc (bD, 4) ; 
l :i. 1~ t'! 1:'. a n c < ,::; 0 , ~> ) ; 
l i 1~ t? ,.~ o ri,.~ < d O , 6 ) ; 
1 :i. r f:~ t E! m p !:; ( t f i n ) 
lir'eint (tp.:.:.is); 
,:::1 r':;1.:r; 
,:: .;_1 l ,::; u J. f o i s < t f i n , t p .;.1 s , ri b ) ; 
if not .=:"l1;;se;;:pl;i.lce (t.:.:.ib, rib _, 1) 
then writeln ('l' 'expérience serait trop longue ; elle est 
.:;:innulée') 
€-! 1 !:;e 
begin 
creerpas(tab,O,tfiri,tpas) 
dtc.=:"l 1 : == tpas; 
de f i con ( de f , ' temps ' , ' se,::; onde ' ) 
ajoutdef (t.:.:.ib,def); 
defevol(def,'[AJ' ,'M' ,.;.10); 
.:.:.ijoutdef(t.:.:.ib,def); 
defevcil (def,' [P.,J' , 'M', bO); 
.:.:.ijoutdef(t.:.:.ib,def), 
de f e v o J. < de f , ' C C J ' , ' M ' , ,::; ()) ; 
.:.:.ijoutdef(t.:.:.ib,def) 
defevol (def,' [DJ' , 'M' , dO); 
.:.:.ijoutdef(tab , def); 
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.::1joutno m(,:.'.h.::1ine,' i:r1J'); 
~l j ou t n o m ( ,::: h ~l i n e , ' C: ['. J ' ) ; 
,71 j out nom ( ,.~ h -71 i n,:0, ' [ C J' ) ; 
~-l j out n o m ( ,::: h ;,.i i n ,;:~ , ' [ D ] ' ) ; 
ajoutno m. Cchaine,'temps' ); 
:; :i. mu l .=.i t l ( t ~lb , ,::: h ;,.i i ne ) ; 
Programme didacti c iel 
writeln ('pour voy;,.iger dans l;,.i m;,.itrice, utilisez les touches 
rep1~ésent .71r1t' ) ; 
writeln ('les flèches; pour en sortir, t;,.ipez <retur n )' ); 
q O t (J :< • .,., ( 1 , 2 (.~ ) ; 
writeln ('tapez <return> pour co nt inuer ' ); 
rf?.::1dln; 
,::-.1 r .. <1;,.:-: r·; 
affiche m;,.i t (t;,.ib ); 
l iberemat <t.::1b) 
,::: 1 r ~;(~r 
~? nd ; 
('.Je>tci:<y < l., ~~) ; 
writeln ('voulez-vous rec ommencer (o/n)? · ') 
1 i ,~es ti~ i n g ( s t r , 3 3 , :,~ , 1 , [ ' ,:J ' , ' n ' J ) 
if str= 'o ' then e ncore - true 
else e ncore := false ; 
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