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ABSTRACT   
Although there have been many advances in end-user pro-
gramming  environments,  recent  empirical  studies  still  re-
port that end-user programmers run into barriers.  We hypo-
thesize that one reason may be lack of effective support for 
helping end-user programmers with problem-solving ideas. 
Therefore,  in  this  paper,  we  describe  the  Idea  Garden,  a 
CoScripter-based tool to help end-user programmers with 
new ideas when they run into barriers. The Idea Garden has 
its roots in Minimalist Learning Theory and problem solv-
ing theories. Our proof-of-concept prototype currently tar-
gets three barriers reported in end-user programming litera-
ture. It does so using an integrated, just-in-time combina-
tion of scaffolding for problem-solving approaches, design 
patterns, and certain programming concepts. Our empirical 
results showed that this strategy helped end-user program-
mers overcome all three types of barriers we targeted.  
Author Keywords 
End-user programming, mashups, idea gardening, Minimal-
ist Learning. 
ACM Classification Keywords 
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INTRODUCTION   
In recent years, researchers have begun to investigate ways 
to allow end users to program their own web applications 
(e.g.,  [6]). Their  work  has  made  significant  advances  to-
ward  alleviating  end  users’  programming  difficulties,  for 
example, by making it easier for end users to reuse each 
others’  programs  [2,  11]  and  by  eliminating  the  need  to 
remember arcane syntax [19, 23]. However, despite these 
advances, empirical studies [3, 4, 11, 17] report that end-
user programmers still continue to encounter barriers.  
One reason barriers persist may be that there is little support 
for helping end-user programmers problem-solve their way 
around  barriers  they  encounter.  To  help  fill  this  gap,  we 
developed the Idea Garden. Many other approaches attempt 
to solve problems for end-user programmers, but the Idea 
Garden attempts to help end users solve the problems them-
selves in the context of their real-world automation tasks.   
The Idea Garden focuses on helping users form new ideas. 
Figure 1 illustrates the concept. (Another important part of 
problem-solving is working with their existing ideas; how-
ever, studies have shown that some end users have few or 
no existing ideas to work with [3]. Thus, we chose to focus 
on new ideas.) Although the Idea Garden helps end users 
get new ideas, it never interrupts or takes control from the 
user. Thus, it is not a ―mixed initiative‖ system. 
To  investigate  idea  gardening,  we  began  by  drawing  on 
principles from Minimalist Learning Theory and from the 
problem-solving  literature.    We  then  prototyped  the  Idea 
Garden by extending the CoScripter end-user web-scripting 
environment with idea gardening features. We used a user-
centered design approach, intertwining prototype develop-
ment with empirical investigation. 
Therefore this paper makes the following contributions: 
1.  The  Idea  Garden  itself,  which  integrates  theory-based 
problem-solving  support  into  an  existing  end-user  pro-
gramming environment.  
2. Methods for helping with three problem-solving strate-
gies, two design patterns, and three programming concepts, 
which combine to address three types of barriers. 
3. Empirical evidence of the Idea Garden’s strengths and 
weaknesses in helping end-user programmers work through 
barriers they encounter. 
 
Figure 1. The Idea Garden concept: To nurture new ideas 
about how to overcome an end-user programming problem. 
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RELATED WORK  
In recent years, new approaches and supporting tools have 
emerged to help ease the difficulty of automating web tasks 
[7, 8, 30]. One approach, applied in Intel MashMaker, helps 
users  create  mashups  by  generating  automated  problem-
domain  solutions  just-in-time  [8].  For  example,  if  a  user 
were viewing apartment listings on Craigslist, MashMaker 
would offer an ―Add to Map‖ option. If the user selects this 
option,  MashMaker  would  generate  the  code  for  plotting 
the apartments on a map. Our approach also provides ac-
tionable  suggestions,  but  unlike  MashMaker,  any  code  it 
generates is (deliberately) flawed.   
Some web automation environments attempt to support end 
users  through  problem-specific  templates  that  users  can 
follow [22, 30]. For example, Marmite offers template data 
flows for common tasks [30]. Likewise, Namoun et al. rec-
ommend  task  models  and  reusable  service  compositions 
that users can follow [22]. Our approach’s suggestions are 
more at the subproblem level, with (flawed or incomplete) 
ideas about how to solve small pieces of the problem. 
Another approach to helping end users overcome barriers is 
through concrete examples. Although examples have long 
been  common  in  end-user  programming  environments, 
finding the right examples for the task at hand can be diffi-
cult in these environments [3]. However, recent advances 
have helped to address this issue. For example, BluePrint 
finds task-specific example programs from the web to help 
users connect with the right examples for their task [2], and 
HelpMeOut  targets  novice  programmers’  debugging  of 
error  messages  by  recommending  example  solutions  that 
the novices’ peers used to fix the same errors [14]. Our ap-
proach uses examples differently, attempting to avoid ex-
amples that would solve the task without modification. 
Other approaches address programming barriers related to 
program syntax. One popular approach has been to allow 
users  to  create  programs  at  least  in  part  using  graphical 
demonstrations [23] or even simpler direct manipulations to 
existing web pages [19]. Other environments adopt a visual 
language paradigm instead of a textual paradigm to reduce 
syntax  errors,  e.g.,  Yahoo!Pipes  and  Microsoft  Popfly. 
―Sloppy programming‖ is a  textual approach that relaxes 
syntax rules so as to parse a variety of syntaxes that a user 
might try [21].  Our approach does not address syntax is-
sues, but instead addresses a selection of conceptual pro-
gramming issues (e.g., iteration).  
The above approaches facilitate end-user programming, but 
they are not explicitly aimed at nurturing problem-solving 
skills. Most work of that type has occurred in the education 
community. For example, Guzdial [13] and Hundhausen et 
al. [15] advocate new approaches to teach computing con-
cepts to those who aspire to learn programming. In contrast 
to these works, our approach targets ―active users‖ [5]—
people who might choose to learn enough to complete the 
task at hand (here, automating a repetitive web task), but do 
not aspire to learn programming.  
Our  approach  also  differs  from  online  tutorials  and  help 
systems that teach users how to operate complex software 
features  (e.g.,  [16]).  Such  systems  are  aimed  at  training 
low-level skills such as how to use particular software fea-
tures. Our approach assumes that such lower-level support 
is already in place, and adds support for reasoning about 
programs, such as how to generalize them. 
In end-user programming, a few approaches have recently 
been proposed to help users problem-solve. Grigoreanu et 
al. [10] introduced a strategy-centric approach to debugging 
assistance,  and  Repenning  et  al.  [23]  introduced  an  ap-
proach  to  helping  novices  understand  3D  manipulation. 
However, these works do not explicitly aim to help users 
generate and work with new ideas. Cao et al. proposed an 
idea gardening concept from a theoretical perspective [4], 
but provided only a sketch of a solution and did not imple-
ment  it  or  investigate  it  with  humans.  In  this  paper,  we 
present a prototyped solution, and use it to investigate con-
cretely how to provide idea gardening support to end users.  
THE IDEA GARDENING APPROACH 
Empirical studies have reported numerous barriers that end 
users encounter in programming situations [3, 11, 17, 31]. 
The Idea Garden targets three of these barriers as concrete 
opportunities to help end-user programmers incrementally 
increase  their  skills  at  solving  problems  with  their  pro-
grams. The three barriers are: not having an idea of how to 
even start (which we term How-to-Start), not understanding 
how to compose existing modules and functions to create a 
program (Composition), and not understanding how to ge-
neralize from operating on a single data item to operating 
on multiple data items (More-than-once).    
The Idea Garden and the “Active User” 
The Idea Garden aims to help ―active users‖ overcome bar-
riers while incrementally gaining expertise at solving prob-
lems  while  programming.  Carroll  and  Rosson  coined  the 
term ―active users‖ to characterize people whose goal is to 
get something done, not to learn per se, but who are willing 
to engage in learning if they think it will help them perform 
their task [5].  
Rooted in the constructivism of Bruner and Piaget, Mini-
malist  Learning  Theory  posits  that  active  users’  learning 
can be facilitated by instructional materials focused on ac-
tivities that support user-directedness and accomplishment 
[5]. Thus the theory suggests that effective learning activi-
ties for active users should (1) permit self-directed reason-
ing, (2) be meaningful and self-contained, (3) provide rea-
listic tasks early on, (4) be closely linked to the actual sys-
tem, and (5) provide for error recognition and recovery. 
Based on this theory, the Idea Garden aims to help end-user 
programmers incrementally gain expertise on demand with-
in the context of their self-directed tasks. Because of this 
close alignment with the users’ own tasks, the Idea Garden 
is  intended  as  a  layer  added  onto  existing  end-user  pro-
gramming environments.   3 
The Idea Garden in Action   
To  make  our  explanation  concrete, 
we  explain  how  the  Idea  Garden 
works  in  the  context  of  our  proto-
type,  which  extends  the  CoScripter 
programming environment. 
The  host  environment  (here,  Co-
Scripter)  provides  the  Idea  Garden 
with  a  stream  of  information  that 
includes  the  user’s  code,  data,  and 
recent  activities.  With  this  informa-
tion, the Idea Garden infers as much 
as it can about the user’s current con-
text (primarily via off-the-shelf com-
ponents) in order to construct appro-
priate  suggestions  for  the  user.  It 
waits  for  opportunities  to  unobtru-
sively  make  the  availability  of  new 
suggestions apparent in the host envi-
ronment  so  that  the  user  can  view 
them at convenient times, if desired. 
Setting for the Idea Garden prototype 
CoScripter  is  an  end-user  program-
ming-by-demonstration  environment 
for web automation in Firefox [19]. 
As a user demonstrates how to carry 
out a task in Firefox (such as compu-
ting travel times to local restaurants), 
CoScripter  translates  the  user’s  ac-
tions  into  an  editable  ―web  macro‖ 
script (Figure 2(a)), which the user can execute at a later 
time to repeat the task.  
CoScripter provides a table feature that makes possible a 
form of mashup, which is a program that combines multiple 
web pages. For example, a user could create a script that 
loads a web page listing all restaurants in an area (Figure 
2(c)), copies those restaurants to a table (Figure 2(b)), sends 
each restaurant address to another web page that computes 
travel time via public transit, and then copies this output 
into another table column.  
Interacting with the Idea Garden Prototype  
The Idea Garden’s main character is the ―Gardener,‖ and 
the  Gardener  has  a  ―personality‖.  Personality  can  evoke 
emotions, such as humor, appreciation, or social feelings, 
and when such emotions are positive, they can enhance the 
quality and creativity of ideas.  In particular, prior studies 
have  shown  that  end-user  programmers  respond  well  to 
instructions given in a non-authoritarian voice (e.g., [18]). 
Therefore, the Gardener’s icon looks like a tentative, quiz-
zical face, intended to provoke mild humor. Some of the 
suggestions that appear also contain questions, to reinforce 
this  non-authoritarian  personality.  The  Gardener  knows 
about the user’s problems in CoScripter about as much as a 
garden shop owner knows about problems in a customer’s 
garden: a lot in general, but not that much about that partic-
ular  customer’s  soil,  neighboring  plants,  resident  insects, 
etc. 
To help the Gardener to understand as  much as possible 
about the user’s current context, the Idea Garden continual-
ly monitors the state of the user’s program. The Gardener 
unobtrusively makes known that he has ideas by adding his 
icon to the interface. If the user hovers or clicks on the icon, 
the Gardener shows the suggestion.  
For example, when the user starts with a new, blank script, 
the Gardener icon in Figure 3 appears. If the user clicks, the 
Gardener offers suggestions for how to proceed, such as the 
one in Figure 4(a)). Electing to follow the suggestion will 
get the user started using a CoScripter table. Figure 4 shows 
several other suggestions the Gardener can make. 
 
Figure 3. The Idea Garden inserts suggestions (highlighted 
text) directly into the CoScripter user interface. 
 
Figure 2. The CoScripter environment. (a) Script area. (b) Table Area. (c) Browsing area.    4 
Minimalist Learning Theory emphasizes the importance of 
linkage to the actual system where the user is working, so 
the Gardener  augments the host environment’s usual dis-
play  (here,  CoScripter).  However,  the  Gardener  does  not 
―pop up‖ uninvited.  Instead, his icon simply decorates the 
tool’s existing user interface (either in unused whitespace or 
by extending the containing window). The Gardener icon 
only  appears  or  disappears  when  the  relevant  CoScripter 
window refreshes after a user operation, or when the user 
invites the Gardener by hovering or clicking on the icon; 
thus, it never interrupts the user. 
Suggestion Structure and Types 
The Idea Garden prototype supports four kinds of sugges-
tions, each of which is structured as shown in Figure 5. The 
top  section  of  Table  1  shows  which  suggestions  target 
which barriers. The lower sections show which suggestions 
target  which  programming  concepts,  design  patterns,  and 
problem-solving strategies.  
Programming concepts: By programming concepts, we do 
not  mean  syntax.  The  Idea  Garden’s  suggestions  are  in-
tended  to  fill  conceptual,  ―beyond-syntax‖  gaps  in  pro-
gramming  knowledge.  These  gaps  include  fundamental 
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Figure 4. Several of the Idea Garden’s suggestions, which become 
visible if a user clicks or hovers.  
 
(a) Start-with-a-column-name: This suggestion targets the 
How-to-start barrier. The user can view it by clicking a special 
―ideas cell‖ in the CoScripter table area (not shown). The idea 
is to nudge the user into the beginning step of working back-
ward from the ultimate goal; the next suggestion, (b), encou-
rages the next step.  
 
(b) Finder-pattern: If the user names a column with empty 
cells and clicks or hovers on the Gardener icon in the script, 
the Gardener suggests examples of a design pattern, which we 
call the Finder pattern, to populate the column.  
  
(c) Compute-value-with-web: When the user populates a col-
umn, the Idea Garden infers the data type of the column and 
looks up a list of web pages that take the data type  to 
compute/display new values. The user can view this suggestion by hovering over the table’s special ―ideas cell‖ (not shown). 
The suggestion’s goal is not to produce the perfect web page, but rather to help users think about websites as computational 
tools that can compute an answer on demand (such as distances or currency conversions). 
 
(d) Generalize-with-repeat:  When a user has copied and pasted one cell of a column into a web page to retrieve a value, the 
last recorded line of the script displays the Gardener icon. The user can click it to view the suggestion targeting the More-
than-once barrier.  Like the other suggestions, this one is incomplete so that the user must actively engage with it by editing 
code.   5 
programming  concepts,  such  as  notions  of  dataflow,  in-
put/output, and iteration [3, 4, 17, 31]. In the context of 
CoScripter, these concepts arise in the guise of retrieving 
data from web pages, passing data between tables and web 
pages, and iterating through all the rows of a table.  
Design patterns: Originally referring to common ways of 
organizing  object-oriented  code  to  accomplish  particular 
goals,  we  use  the  term  ―design  patterns‖  here  to  mean 
common ways that CoScripter users structure their scripts. 
Prior  research  has  not  identified  a  full  range  of  patterns 
commonly used by CoScripter users, but we have personal-
ly found the two patterns shown in Table 1 to be helpful 
when  creating  CoScripter  mashups.  Therefore,  we  have 
chosen these two for our initial prototype. 
Problem-solving  strategies:  The  Gardener’s  suggestions 
attempt to help users learn problem-solving strategies wide-
ly acknowledged as useful in a range of situations [29]. The 
Idea Garden’s suggestions try to make these strategies con-
crete. For example, one strategy commonly mentioned in 
the literature is to work backwards, which involves starting 
with a specific goal and then figuring out the step needed 
before that goal, the one before that, and so on. If the user 
consults the Gardener on how to start the task, the Gardener 
will nudge the user toward this strategy by suggesting that 
the user work with the table’s end result first, by naming a 
table column (Figure 4(a)). The Gardener then suggests the 
next-to-last step (Figure 4(b)), and so on. 
The Gardener never tries to entirely solve users’ problems. 
Rather he tries to fill the conceptual part of the gap, and to 
nudge users into actively applying new knowledge to com-
plete the task at hand. For example, he usually describes 
how to solve parts of a related problem. This is by design: 
creativity theory posits that an essential part of arriving at 
good ideas is gaining the ability to elaborate or adapt exist-
ing ideas [12]. The hoped-for effect is that seeding users’ 
efforts with initial ideas will encourage them to elaborate 
and adapt the suggested ideas to solve parts of the problem 
at hand. 
Behind the scenes 
As we explained earlier, our approach for implementing the 
Idea Garden draws on existing off-the-shelf tools, which are 
independent  of  the  underlying  host  environment,  to  help 
 
Figure 5. Suggestion structure. (1) The Gardener “wonders” 
about context and (2) comments on this context to provide 
rationale for concrete examples in (4). (3) The Gardener sum-
marizes the gist/essence of the idea and (4) suggests concrete 
examples as action items. (Figure 4(a) does not include 1-2 
because user has already told the system their context by the 
time he/she invokes this suggestion.) 
  Suggestions 
 
Start-with-
a-column-
name 
Finder-
pattern 
Compute
-value-
with-web 
Genera-
lize-with-
repeat 
  Barriers targeted: 
How-to-start  X  X     
Composition      X   
More-than-once        X 
           
Programming concepts reflected in suggestions         
Web page retrieval  Retrieve web page (get from URL and/or post web form)    X     
Dataflow  Copy data between web page and table, or between web pages    X  X   
Iteration  Loop through rows of table, operating on each row        X 
           
Design patterns reflected in suggestions         
Finder   Load web page and (bulk) copy a list to populate a blank table     X     
Repeat-copy-paste   For each row, copy-paste value from table to web page and submit        X 
           
Problem-solving strategies reflected in suggestions         
Work backward  Identify specific goal, then figure out how to achieve that goal  X  X     
Analogy  Find solution to similar problem, then adapt it for problem at hand    X     
Generalization  Solve general class of problems, of which the problem is one instance        X 
Table 1. The Idea Garden prototype for CoScripter provides suggestions that target three barriers. We designed suggestions with 
the intent of helping users with three programming concepts, two design patterns, and three problem-solving strategies. See Figure 
4 for screenshots.   6 
infer information about the user context. In our current pro-
totype, we draw upon a single host-independent tool called 
―TopeDepot‖ [25], in order to infer what kind of data a user 
has in a table column. The component’s inputs are a list of 
strings and/or a  label  that describes those  strings (e.g., a 
column label), and the output is a sorted list of possible data 
types. For example, given the example ―Merrill Lynch‖ and 
the  column  name  ―company‖,  TopeDepot  might  identify 
―company  name‖  as  the  top  guess,  followed  by  ―person 
name‖. Our prototype discards all but the top guess.  
TopeDepot sometimes fails to guess the right data type—
but this imperfection aligns well with our goal of promoting 
problem-solving  by  analogy.  For  example,  incorrectly 
guessing that a person name is a company name and sug-
gesting web pages for using company names will (hopeful-
ly) encourage the user to reason by analogy to adapt the 
idea for use with person names. 
Minimalist Learning Theory Perspective 
At this point, we step a level up from the above concrete 
discussion, and view the Idea Garden from the perspective 
of the 5 guidelines from Minimalist Learning Theory enu-
merated at the beginning of this section. 
(1) Self-directed reasoning 
Our approach contrasts with existing tools that attempt to 
solve users’ problems automatically. Instead, our Idea Gar-
den suggests strategy alternatives, provides (intentionally) 
incomplete suggestions, and so on, all of which require the 
user to reason and problem solve in order to make substan-
tive progress on the task at hand. 
The Idea Garden also contrasts with assertive instructional 
agents  such  as  Microsoft  Clippy  that  violate  users’  self-
directedness.  Whereas  Clippy  uses  immediate-style  inter-
ruptions  that  hijack  the  user’s  attention,  the  Idea  Garden 
uses negotiated-style interruptions, which inform users of 
pending messages but do not force the users to acknowl-
edge  the  messages—immediately  or  ever  [20].  We  made 
this choice because of Robertson et  al.’s results showing 
that negotiated-style interruptions promoted not only learn-
ing of new features in the programming environment but 
also  debugging  effectiveness  better  than  immediate-style 
interruptions [24]. 
(2)-(3) Meaningful, self-contained, and realistic activities 
In the Idea Garden, all suggestions are contextualized and 
task-oriented. Each suggestion is by definition tied to the 
task  that  the  user  has  already  chosen  to  initiate,  thereby 
giving suggestions additional meaning, value, and realism.  
(4) Closely linked to the actual system 
Our approach can be layered on top of any ―host‖ end-user 
programming  tool  that  (1)  allows  the  Idea  Garden  to  re-
trieve the user’s data and code as it appears to the user (i.e., 
on the screen) and as it appears to the machine (i.e., after 
parsing), (2) allows the Idea Garden to change the user’s 
code (e.g., by inserting constants or lines of code), and (3) 
allows the Idea Garden to annotate the tool and/or user’s 
code with interactive widgets (e.g., tool tips, buttons, graph-
ics,  or  font  changes).  Many  programming  environments, 
including Excel and CoScripter, satisfy these constraints, as 
they provide ―plug-in‖ interfaces whereby an Idea Garden 
can integrate with the programming tool. 
(5) Error detection and recovery 
Because  our  approach  is  intended  as  a  layer  added  onto 
existing end-user programming tools, users can continue to 
take  advantage  of  all  assistance  each  host  programming 
environment provides to detect and recover from errors.  
Finally, we emphasize that the Idea Garden does not replace 
existing help systems or tutorials. Rather, the Idea Garden 
supplements  traditional  materials  like  these.  Traditional 
help materials will still be necessary for general training on 
the end-user programming environment.  
EMPIRICAL STUDY  
To  investigate  the  effectiveness  of  our  approach  and  to 
guide refinements of our design of the idea gardening sug-
gestions, we conducted an empirical study with the follow-
ing research question: 
When  and  how  will  the  Idea  Garden  help—or  not 
help—end-user programmers overcome their barriers? 
To gather data on these questions, we asked 15 participants 
(undergraduate, non-CS students with little to no program-
ming experience) to create a script using CoScripter, sup-
ported by a prototype of the Idea Garden. Because six of 
these participants did not encounter barriers (and thus did 
not  generate  data  relevant  to  our  research  question),  our 
data come from 9 participants. The study procedure con-
sisted of a tutorial, a scripting task, and a semi-structured 
interview at the end of the session.  
With the first five of these nine participants, we paired a 
paper prototype of the Idea Garden with an executable ver-
sion of CoScripter. As the study progressed, we transitioned 
into a fully integrated, executable system for the other four 
participants. (We will indicate which prototype each partic-
ipant used in the Results section by identifying participants 
of the paper Idea Garden as ―Paper‖ and those of the fully 
executable prototype as ―Exe‖.) Thus, each participant used 
a newer prototype than the previous participant. Figure 6 
 
Figure 6. Paper prototype session (1) Paper Script and Sug-
gestions. (2) CoScripter table and webpage.    7 
shows the paper prototype, and the previous sections have 
included screenshots of the executable prototype.  
The tutorial was hands-on and showed participants how to 
create two CoScripter scripts: one to look up information 
from a web page, and a more complex script that mashed up 
information from two web pages using the table.  
The main task was to create a script for finding 2-bedroom 
apartments under a certain price and within a certain walk-
ing time from the university. Participants talked aloud as 
they worked. To make interactions with the paper part of 
the Paper Idea Garden no more costly than interactions with 
the computer part, participants who used the paper versions 
were not allowed to use the computer keyboard and mouse. 
Instead,  they  told  us  the  actions  they  wanted,  and  a  re-
searcher then carried them out.  
Participants had an hour to complete the task and were giv-
en the scripts created in the tutorial for reference. If any 
participant fixated for more than five minutes on an unsuc-
cessful approach, we gave a hint to encourage trying anoth-
er  approach  (i.e.,  ―How  would  you  normally  find  apart-
ments?‖ or ―Maybe try a different website‖). This allowed 
us to gather data from subsequent parts of the task. 
Finally, our semi-structured interview simply asked about 
each  suggestion,  ―What did  you  think about this sugges-
tion?‖  followed  by  additional  questions  for  clarification. 
We videotaped the sessions and collected the final scripts. 
RESULTS 
To find out when and how the Idea Garden did and did not 
help our participants overcome their barriers, we counted 
the participants’ interactions with the suggestions (i.e., they 
brought up the suggestion by hovering/clicking to see the 
content).  These  data  showed  that  every  participant  inte-
racted with 1 to 4 of the prototype’s suggestions, for a total 
of 21 interactions (Table 2).  
Using the videos, we then categorized each interaction with 
a ―progress‖ criterion: did the participant follow the sugges-
tion and add something actually useful to their emerging 
mashup? According to this criterion, 14 interactions led to 
progress in accomplishing the task (interactions marked ―+‖ 
in  the  table;  interactions  marked  ―o‖  did  not  satisfy  the 
progress  criterion).  As  Table  2  shows,  all  9  participants 
benefited from at least one interaction with a suggestion. 
Participants’ overall success in completing the final script is 
enumerated in the rightmost column of the table. The task 
required three steps. Step 1 was to get a list of apartments 
from a web page into the table, Step 2 was to use a web 
page to compute walking time for each apartment, and Step 
3 was to iterate over the addresses in the table rows and 
paste the walking times into another column. Steps 2 and 3 
needed the repeat command. As Table 2 shows, one par-
ticipant completed all three  steps, six completed the  first 
two steps, and two completed only one step.  
When and how the suggestions helped 
Helping with How-to-Start  
The How-to-start barrier proved to be enough of a struggle 
that five participants turned to the Gardener. The sugges-
tions  targeting  this  barrier  are  Start-with-a-column-name 
and Finder-pattern. Start-with-a-column-name was helpful 
to two participants but, as we discuss later, three did not 
benefit from it. Finder-pattern was not helpful to anyone. 
Two participants (Paper-F1 and Exe-F3) used Start-with-a-
column-name as a springboard to getting apartment infor-
mation  into  their  tables.  Recall  that  the  Start-with-a-
column-name  aims  to  nudge  participants  into  the  work 
backward  problem-solving  strategy,  and  both  participants 
showed evidence of adopting this strategy.  
For  example,  Paper-F1  immediately  followed  the  Start-
with-a-column-name suggestion after first encountering it; 
she named a blank column ―number of bedrooms.‖ Out of 
her own volition, she changed it to ―address,‖ and then pro-
ceeded to naming the second column ―price‖ and the third 
column ―number of bedrooms.‖ At this point, she started 
asking herself what might be a possible website to retrieve 
housing information from: 
Paper-F1 [min 14]: What is the website for searching [for 
a] house?  
Not knowing which websites provided housing information, 
she just made one up: 
Paper-F1 [min 14]: Maybe “houseForRent.com” or some-
thing? 
Interestingly,  even  with  this  made-up  website,  she  made 
progress.  HouseForRent.com  did  indeed  exist,  and  even-
tually led her to rent.com, where she found data that she 
used to populate her table. Thus she succeeded by working 
backward, just as the suggestion was intended to promote.  
Suggestion 
Start-
with-a-
column-
name 
Finder-
pattern 
Compute-
value-with- 
web 
Generalize
-with- 
repeat 
Steps 
completed 
Barriers  How-to-start  Composition  More-than-
once 
Step #  1  1  2  2, 3 
Paper-F1  +  o      1 
Paper-F2        +  1, 2 
Paper-F3      +  +  1, 2 
Paper-M1  o  o  o  +  1, 2 
Paper-M2    o    +  1, 2 
Exe-F1  +    +    1 
Exe-F2  o      +  1, 2 
Exe-F3  +  o  +  +  1, 2, 3 
Exe-M1      +  +  1, 2 
Table 2: Participants’ suggestion interactions and results.  
+: participant followed suggestion and made progress.  
o: participant did not follow suggestion, or did not make 
progress from following it.   8 
Helping with Composition problems  
Participants encountered the Composition barrier when ex-
panding scripts to pass data from the table into a new web 
page during Step 2, which was needed to compute the walk-
ing distance for each apartment. Four of the five partici-
pants who viewed Compute-value-with-web overcame this 
barrier. 
The most interesting case was shared by three of these par-
ticipants, Exe-F1, Exe-F3, and Exe-M1. They first tried to 
accomplish Step 2 through the web page they used for Step 
1, hoping to directly specify walking distance from the uni-
versity in their web queries, but this did not work: apart-
ment search engines do not support that parameter.  
Stymied at first, all three turned to the Gardener for a sug-
gestion—and acted on the idea of using web sites to per-
form calculations (e.g., Bing Map). When they acted upon 
this idea all three started making progress: 
Exe-F3  [Interview]:  “this  [suggestion]  was  very  helpful 
because this was what I used to go to, Bing Map, in order 
to find driving time and distance. So I thought it was very 
useful.” 
Generalizing to overcome the More-than-once barrier  
The  most  successful  suggestion  was  Generalize-with-
repeat,  which  nudges  the  user  into  generalizing  a  single 
table manipulation across the rest of the rows by providing 
a (flawed) script. Seven participants ran into the More-than-
once barrier and turned to this suggestion—and all seven 
benefited from it. 
Six  succeeded  in  editing  the  provided  code  to  complete 
Step 2 and, in Exe-F3’s case, Step 3 as well. Three partici-
pants even elaborated on it—i.e., making an existing idea 
better by enhancing or expanding it—a key aspect of both 
learning and creativity. In fact, Paper-F2 fiddled with the 
suggested placement of the suggested code four times, ul-
timately completing Step 2 by doing so.  
Learning is characterized by the ability to transfer know-
ledge used in an early setting to a later setting, and two par-
ticipants demonstrated that ability after having worked with 
the  Generalize-with-repeat  suggestion.  Paper-F3  later 
created an additional repeat loop herself. Exe-F3 did so as 
well, so that she could re-do the copy, paste and in addi-
tion, to extract driving time 
...and when the suggestions did not help  
Not all suggestions  were helpful. In seeking help for the 
How-to-start  barrier,  Exe-F1  and  Exe-F2  saw  the  Start-
with-a-column-name  suggestion  but  decided  to  ignore  it. 
Fortunately, they were able to eventually overcome the bar-
rier without assistance. 
The  suggestion  with  the  lowest  success  was  the  Finder-
pattern, from which nobody benefited: each participant who 
read it decided to ignore it. All missed the relevance of the 
design pattern it was trying to convey to the task at hand:  
Paper-M2 [Interview]: “I didn‟t need any restaurants and 
there was no „apartments.com‟ that I was going to go to.”  
Perceived lack of pertinence was not unique to the Finder-
pattern suggestion. This problem also arose with the Com-
pute-value-with-web suggestion: 
Exe-F2 [Interview] “I wasn‟t sure how it was related to 
what I was doing… „cause I wasn‟t looking for business 
ratings or jobs.” 
Exe-F1 also looked at the Compute-value-with-web sugges-
tion. It was designed to help with the second step of the task 
and she looked at it when she had just completed the first 
step (i.e., gathering an initial list of apartments)—the ideal 
moment for that suggestion. Yet, she looked at the sugges-
tion briefly and then dismissed it. 
In the above cases, we (the designers of these suggestions) 
knew  that  those  suggestions  were  relevant  to  the  task  at 
hand.  Obviously,  in  at  least  some  cases,  the  suggestions 
failed to convey their relevance.   
DISCUSSION  
Context and the user’s frame  
Schön’s concept of a problem frame [26] may help to ex-
plain why some participants failed to ascribe relevance to 
these  suggestions.  According  to  Schön,  when  facing  a 
―messy‖ problem that does not seem well defined, people 
often impose a frame on the problem based on their own 
interpretations of what it entails. Thus, a frame is a boun-
dary within which people work to solve the messy problem. 
Framing, the process of setting the frame, is in essence the 
problem solver’s perceived definition of the problem to be 
solved. 
In our study, Exe-F1’s remark as she dismissed the Com-
pute-value-with-web  suggestion  suggests  that  she  framed 
the problem differently from the suggestion content’s focus:  
Exe-F1  [min  48]:  You  are  just  saying  like  if  it  has  ad-
dresses or zip codes that are close to it [viewing the Com-
pute-value-with-web suggestion] but I‟m still just trying to 
write the script. 
Here  the  Gardener’s  suggestion  clearly  missed  its  mark, 
perhaps because it was based on the underlying assumption 
that a  user,  having  gotten this  far, lacked the concept of 
computing with a web page. This suggests the possibility of 
having multiple suggestions available for each user context, 
each based on a different assumption about the user’s cur-
rent frame.  For example, a different assumption about Exe-
F1’s frame would be that she was trying to create the script 
using only one web page. A suggestion based on that as-
sumption might include an example snippet of script (simi-
lar to the snippets in Figure 4’s suggestions) that use more 
than one web page together to solve a problem.  
Generalize-with-repeat and Attention Investment   
Because  relevance  to  context  was  a  pervasive  theme  for   9 
both the helpful and unhelpful occurrences of our sugges-
tions, it is useful to consider relevance from the perspective 
of the model of Attention Investment [1]. According to this 
model, users’ perceptions of the benefits, costs, and risks of 
pursuing a particular path predict the probability of their 
following that path. Perceived benefit seems likely to align 
with perceived relevance.  
For example, recall that the Generalize-with-repeat sugges-
tion was our most successful suggestion: all the participants 
who saw it engaged with it and made progress in their task. 
One possible reason for its success is that it became viewa-
ble in a circumstance that matched the user’s current con-
text  very  well:  the  suggestion  not  only  specifically  men-
tioned a next step that everyone was trying to do (generaliz-
ing from one row to all rows in the table), but also the sug-
gestion’s script snippet reflected actions the user had just 
done, implying relevance.  
Attention Investment’s cost and risk factors also seem im-
plicated.  With  Generalize-with-repeat,  the  participants’ 
perception of the cost (effort) and risk required to copy and 
then fix the concrete snippet may have seemed lower than 
the  effort  required  to  write  that  much  of  the  script  from 
scratch.  
Problem-solving: the good, the bad, and the unscented  
Participants’ perceptions of suggestion relevance for their 
current context may also have been influenced by our deli-
berate use of explanations with flaws. 
By design, most of the suggestions have ―good‖ and ―bad‖ 
parts. The parts that are not problem-specific are ―good‖ in 
that they apply regardless of whether the user is, say, look-
ing  up  restaurants  versus  apartments.  Examples  of  such 
―good‖ parts include the portions that embody design pat-
terns and problem-solving strategies,  which appear in the 
gist of the suggestion (recall Figure 5).  The ―bad‖ parts of 
suggestions are so specific they are not likely to be exactly 
what the user needs. For example, Figure 4(b)’s use of res-
taurants.com cannot be used to find apartments. 
Unfortunately, the bad part of a suggestion sometimes dom-
inated participants’ perceptions of the  suggestion’s relev-
ance.  For  example,  Exe-F2  said  that  the  Calculate  value 
with web suggestion was not pertinent because she was not 
looking  up  the  things  its  examples  listed  (Figure  4(c)). 
Likewise,  recall  that  Paper-M2  decided  that  the  Finder-
pattern suggestion was not relevant because ―it said restau-
rants‖ (instead of apartments). Here, both participants spoke 
of the specific examples but not the general point in the gist 
parts of these suggestions. 
The  problem  solving  literature  reports  a  concept  closely 
related to framing, namely that the acquisition of a schema 
distinguishes  experts  from  novices  [28].  A  schema  is  a 
structure that allows problem solvers to recognize a prob-
lem state as belonging to a particular category of problem 
states that normally require particular moves. Experts pos-
sessing schemas are able to categorize problems according 
to those  schemas  whereas  novices  without schemas  must 
resort  to  surface  structures  when  classifying  problems. 
What we observed with participants like Exe-F2 and Paper-
M2 is consistent with this literature; these novice program-
mers seemed to focus on surface level details such as ―res-
taurant‖ or ―jobs‖, even though the schema (here, the notion 
of a Finder pattern) was explicitly given in the suggestion 
(Figure 4(b)). It is also consistent with observations of web 
users’ information-seeking behavior, which report that spe-
cific wording has stronger ―scent‖ (ability to attract infor-
mation seekers) than general wording [27]: 
Paper-F3  [min  27]:  The  reason  why  I  chose 
„Walkscore[.com]‟ was because it had the word „walk‟ in it 
and I‟m trying to find walking distance. 
Thus, although the (deliberately) overly concrete suggestion 
aimed at encouraging problem-solving by analogy, partici-
pants unable to see beyond the concrete level rejected them. 
Information foraging theory’s notions of scent may be ex-
ploitable  in  finding  ways  to  attract  the  more  concrete-
oriented participants toward the schema we would like them 
to grasp. 
CONCLUSION  
In this paper, we have presented the Idea Garden, a tool 
prototyped in the context of CoScripter, for helping end-
user programmers generate and  work  with  new problem-
solving ideas when they run into programming difficulties. 
The Idea Garden is rooted in Minimalist Learning Theory 
and informed by theories from problem solving. 
What the Idea Garden is not is a mixed-initiative approach.  
Instead, all initiative and control belongs to the user: the 
system depicts the availability of suggestions but does not 
interrupt the user with them. The Idea Garden also is not a 
replacement for online tutorials; its goal instead is to sup-
plement such materials with idea scaffolding in the context 
of users’ real tasks. Finally, the Idea Garden is not an auto-
matic problem solver; rather, the goal is to nudge users into 
solving their programming problems themselves. 
Our  initial  Idea  Garden  prototype  targets  three  barriers 
identified by the end-user programming literature: How-to-
start,  Composition,  and  More-than-once.  Its  ammunition 
against these barriers includes suggestions that support (1) 
three  problem-solving  strategies,  (2)  two  design  patterns, 
and (3) three beyond-syntax programming concepts.  
Investigating our prototype with nine end-user participants 
revealed  empirical  evidence  that  end-user  programmers 
benefited from several aspects of the tool, namely: 
  two of the three supported problem-solving strategies—
generalization and work backward; 
  one of the two design patterns—repeat-copy-paste; and 
  two of the three programming concepts—dataflow and 
iteration. 
Although  not  all  the  Idea  Garden’s  suggestions  worked 
equally well, every participant benefited from at least one   10 
of them by engaging with the suggestion. Further, our par-
ticipants overcame instances of all three types of barriers 
targeted. Together, these results suggest the Idea Garden to 
be a promising approach in helping end-user programmers 
incrementally build their skills, just-in-time, to better solve 
problems with their programs on their own: 
Exe-F3: ...definitely was useful… for someone who‟s utiliz-
ing the program [CoScripter]—maybe by themselves. 
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