In this paper, we give a detailed description of a bibliographic database, a set of recursive queries, an overview of some standard query processing algorithms, and an implementation of these queries in DATALOG.
Introduction
Sophisticated information systems require a powerful query language and an efficient implementation strategy. In practice, these information systems are either built on top of an existing database management system or built as an expert system with deductive capabilities. Both of these implementations must provide a mechanism to express recursive queries. It is therefore a necessity for the system to have an efficient algorithm to evaluate these queries [3] .
Standard query languages such as SQL has limited expressive power. This is due to the fact that SQL does not have recursive or equivalently looping capabilities. For this reason, many queries must be implemented in an embedded language such as PL/SQL. Historically, many applications which require deductive capabilities are also implemented in logic programming languages such as Prolog. Unfortunately, Prolog is not suited for large scale deductive databases due to its "one item at a time" processing method and its lack of secondary storage file processing capabilities.
The main challenge in dealing with recursive queries is efficiency. The standard implementations based on resolution techniques is memory intensive and slow. A better idea is to implement these queries using a bottom up technique of fixed point. Typically, the fixed point computation is augmented with heuristics to speed up the process.
Beyond this introductory Section, there are three additional Sections. Section 2 gives background and overview of some standard techniques. Section 3 is a detailed explanation and implementation of our project. Section 4 is our conclusion and future work.
Background
Most commercial applications of database technology are implemented in a relational system such as Oracle. The expressive power of a relational database is equivalent to the expressive power of first order logic. For example, consider the relation parent(x,y) with the intended meaning that y is the parent of x. This relation is typically represented as a table as shown in Table 1. cain adam abel adam cain eve abel eve Table 1 . Parent relation A query such as finding the parent of cain can be simply implemented in a standard query language such as SQL. On the other hand, suppose you are interested in finding all ancestors of an individual x. In DATA-LOG (or Prolog) notation, this query can be expressed as [3] :
(1)
ancestor(x, y) ancestor(x, z), ancestor(z, y). (2)
In English, these two equations state that y is an ancestor of x if either y is a parent of x or y is an ancestor of an individual z and z is an ancestor of x.
In the Prolog implementation of this rule, if one is looking for ancestors of an individual, say john, then the query proceeds with matching ancestor(john, y) with the above rules. Consequently, the first rule will find the parents of john, then the process continues with the second rule which will find the grandparent of john in the first run. Then recursively, the second rule will be applied to find the great grandparent of john, and so on. The standard implementation of Prolog will pause after each ancestor for the user's input. It is the user who will decide whether Prolog should continue to find the next ancestor.
In the database environment, the user expects to see the entire set of ancestors after issuing the query. The fixed point approach starts with the entire relation parent as an initial ancestor table (i.e. ancestors of the entire world, not just john. It then uses the second rule to find all grandparents. In other words, for a pair of the form (x,z) and (z,y) from ancestor, it will form the new pair (x,y) signifying that y is now an ancestor of x. Next, it will continue with the second rule again to find the next generation ancestors. This process continues until no new pair is formed. This termination is guaranteed as we have a finite data set.
In practice, many heuristics are used to speed up this process. For example, the magic set algorithm [3] is one approach that only considers relevant data for subsequent steps as opposed to the entire ancestor relation. This reduces the size of the ancestor relation and speeds the process.
Project Implementation
Our database is designed as a group of relations (or tables) that fully describe a typical reference repository. In particular, three tables named Master Entry, Parent Id, and Relationship are built in such a way as to allow searches for explicit and implicit references of an object. These tables conceptually capture the parent-child relationship which is inherent in scholarly publications. The These queries are typical requests that can be issued by a user of this information system. For example, one may want to get the list of all objects that refer implicitly and explicitly to a particular object. This query can be formally expressed as:
An object m refers to an object p if p appears explicitly in the paper named m or p appears in another paper named r and r appears in the paper named m.
In the DATALOG notation this query is written as:
Ref erence(m, p) Ref erence(m, p).

Ref erence(m, p) Ref erence(m, r), Ref erence(r, p).
It should be noted here that this query is identical to the ancestor query as described. ConceptBase which is built on the foundation of DATALOG uses a bottom-up approach for evaluating recursive queries. For our running example, the ConceptBase will start with the cite key 10 and discover cite keys 13, 15, and 20 with three computational iterations of the fixed point.
Conclusion and Future Work
In this paper, we have given an overview of logic queries and their implementation. We have shown how a bottom-up approach computes a recursive query using a concrete example with applications for bibliographic databases. Future work will focus on experimental analysis to compare the time complexity of the ConceptBase approach with other approaches such as XML query processing using XQUERY and XSLT.
