Much of my professional career has dealt with the creation, implementation, and support of a computer-based patient record system that became known as The Medical Record, or TMR. In this lecture, I would like to discuss with you some of 
envelope of the technologies and the tools that were available to us. Over the past 30 years, the evolution of TMR has been driven primarily by the requirements of the myriad users. The advances in our work were a direct consequence of solving problems, and we were particularly fortunate to have selected a design architecture that provided freedom in evolving the system. We never faced a problem that we were ultimately unable to solve. In all our applications, we involved a clinical expert in the domain of implementation, and all our systems were tested in real-world environments, often removed from our physical setting.
Development and Evolution of The Medical Record
Our early work began with the development of a 19-page, mark-sense screening medical history. Around this time, the minicomputer was beginning to appear on the scene. The history-taking project was first initiated on a large mainframe but failed because of cost and the inability to get program, mark-sense output tape and the punched cards containing the free-text data together at the same time. By interfacing the reader directly to the minicomputer and entering the free-text data directly, we solved both the cost and timeliness problems. 1 The screening history was followed immediately by the development of a real-time, interactive headache questionnaire by Bill Stead (William W. Stead, MD, Vanderbilt University), a first-year medical student, working with the Division of Neurology. Patients completed the history directly on the minicomputer. 2 This project also provided our first experience with decision support, with the program identifying the type of headache. The diagnostic accuracy matched that of the neurologist. Unfortunately, the neurologist did not need a program for help, and the cost of the hardware was too great for primary care sites, which had a need but only a small number of relevant patients. Other history-taking programs developed over time included a pediatric well-baby questionnaire 3 and work with an audio version of the screening history. 4 In passing, I mention that we proposed a hospital information system for Duke Hospital based on a group of minicomputers connected together. We almost convinced Duke to make the commitment, but instead Duke supplied funding to begin the development of a computer-based medical record. We selected the Division of Obstetrics as the focus of that project, for several reasons. First, the Division was willing. Second, the obstetrics clinic was in a different location from the delivery suite, and records had to be in two places at once-difficult in paper form. Obstetrics also used a number of forms, and the people were accustomed to controlled data capture. Data were reasonably well defined, and the report requirements were known.
The obstetric medical record was developed on a Digital Computer Corporation PDP-12, shown in Figure 1 . Each DEC tape would accommodate the records for only one month's pregnancies. Patients' records were stored on the tape by the month of expected delivery, and Bill Stead slept in the computer room to change the tapes as required as we crossed each month's boundary.
We computerized what was done manually. Although external "tables" were used to define display screens, the application was primarily hard coded. We began with mark-sense forms to collect the prenatal history and another mark-sense form for the obstetric examination. The output was in narrative form and often exceeded eight pages. We were not popular, and we quickly learned the definition of information overload.
Fortunately, Bill Stead, as a second-year medical student now, was on obstetric rotation. He saw firsthand what was actually needed and overnight rewrote the output program to create Junior Resident admit note. Figure 2 shows the outline for an admit note taken from the 1971 student orientation manual and the computerized version of this note. He extracted the appropriate data from the previously scanned data and reformatted the output to match what had previously been written by hand, leaving space for the five additional items required but not in the database. The users were now happy, because the computer made life easier by meeting a need and reducing their task load. Part of this output was a half-page "starred box" that contained all the data of essential importance and included pertinent medical problems. 5, 6 We wrote these programs in assembly language simply because there were no other adequate languages available for interactive minicomputers. We had written several programs, each dedicated to a specific purpose-INPUT, FRAMES, MASSAGE, PRINT, RETRIEVE, and STORE. These programs were run in sequence. They worked but created an undesirable overhead; for example, if you needed to use MAS-SAGE to do a calculation in the middle of a branching questionnaire, you had to switch programs.
In 1972, we decided to formalize these tool-kit programs as a formal programming language that we called GEMISCH. 7 The functionalities of the individual programs were converted into commands in the new language. The new language represented a considerable increase in the scale of what we could produce. We still use it today, and it has grown into a powerful, high-level database management. It is interpretive, translated into a pseudocode for execution.
GEMISCH is characterized by extremely powerful text manipulating functionality, smart print-generating capability, variable and flexible file types and filehandling routines, display functionality within the limitation of character-based and other features that made it easy to interface to any type of device or provide any functionality. 8 I note that many other groups developed their own languages during this period, including MUMPS and HELP. In spite of the criticisms we have heard over the years, controlling our programming environment enabled us to survive four changes in operating systems, meet a variety of interface requirements and make the programs do whatever was necessary. 9 With the addition of GUI functionality, I am not convinced that continued use of this language is not in our best interest.
We next developed a computer-based record for primary care. 10 This application used a different design and was transaction oriented. Each encounter was a record, and encounters were linked by the patient ID. Although we started this project strictly as a clinical CPR (computerized patient record), we quickly understood that for the system to be affordable and used, we must also meet the needs for practice management, such as scheduling and accounting. A new family medicine unit was formed, which was affiliated with the Durham County Hospital. Although this group started with the identical CPR system that was implemented at Duke, within a month the system had changed so much that applications were two different packages supported by two different groups. We quickly found ourselves supporting four sites, with a programming staff of 25 people. We needed a solution that would permit the same program to be used in all settings and reduce the support requirements.
By 1975, our concept of what would be required to support a CPR began to have form. Our experience had further taught us the limits of reproducing documents that looked like the ones that worked with paper-based procedures. Bill Stead was now a renal fellow, and he took one year-his only dedicated extended period of time-and worked with me.
During 1975, we took a new approach to the electronic patient record. Bill defined a data structure that represented data according to its meaning as contrasted to its planned use. He then prototyped modules to capture into this structure the records of the patients he was seeing in his nephrology clinic. I then programmed the modules needed to use this structure to support practice management aspects of the primary care clinics.
The resulting computer-based patient record-TMR-had the characteristics that we felt were significant and necessary for handling the multiple features required to support a variety of clinics:
s Modular construction which simplifies programming, documentation and maintenance s Data-independent programming through data definition dictionaries, which permit the same program to function differently in a variety of clinics s A combination of problem-oriented and timeoriented formats to generate a record that would more completely satisfy the need for patient care
s Two input modes-a parameter-oriented, direct input mode for source data entry and indirect input using paper or dictation to capture input for subsequent input by third party s The direct coupling of protocols to data entry and data display
The design of the new TMR took about three to five years before we were able to enter a complete medical record into the computer. [11] [12] [13] [14] [15] [16] The renal clinic at the Durham VA Hospital provided our first experience with real-time data entry by providers. The physicians were required to enter all prescriptions directly into the computer. Figure 3 shows the rolling cart that provided access to the terminal used by physicians to input the prescription data. The high repeat rate of medications for this population of patients meant that drugs could be re-ordered with a minimum of keystrokes. This was clearly a time-saving activity and was well received by the physicians. 17 The record included demographics, problem list, drugs and allergies, and laboratory data as well as history and physical examination findings. The physicians entered these data directly when it made sense. They used notes on encounter printouts when paper was a better interface. Figure 4 shows the paper renal encounter entry form on which data were entered by both nurse and physician for subsequent entry into the computer by a data entry person. In these cases, a physician assistant "brought the record up." 18 University Health Services Clinic, Family Medical Clinic, and later obstetrics were converted to TMR. 19 One program supported the four sites with differences and customization accomplished through a metadata dictionary. Working with physician-focused clinical systems and patient-management-focused systems was a valuable experience. We learned to tailor the capture of data to the user. We learned to block delays in performance to natural transition times. We learned to maximize data stored on a single screen and to minimize keystrokes for entry of data. Figure 5 shows a patient management component-one day of an inpatient encounter. All clinical and billable data were entered on this screen, usually from the paper encounter sheet filled in by the nurse and physician.
In 1980, a start-up family practice unit in Los Angeles purchased TMR for installation into their clinic of 35 providers. This, our first non-Duke implementation, was the first site to use all the pieces of TMR in one setting. The academic setting had tended to use only aspects they were pioneering. This experience taught us the difference between a local academic setting and a remotely supported private setting. 20, 21 The Division of Cardiology had created a research database for patients with coronary artery disease, starting in the late 1960s. 22 In 1983, that application was moved to TMR and coupled with clinical functionality. The question was, could data acquired as part of the process of delivering care be used as a research database? To a large extent, with interesting exceptions, the answer was yes. 23 Supporting Cardiology required additional functionality in the form of new data collection screens, new displays, and new data types. Figure 6 shows a cardiology data entry screen. We designed frame drivers that collected input data from a number of diagnostic tests, including cardiac catheterization, echo cardiograms, and treadmills. A template, including the most likely data to be entered, was defined in the dictionary for each doctor. It also required new report-writing capability to translate structured data into narrative reports and an inverted file to optimize cross-record retrieval. 24, 25 The TMR protocol system was also used to track patients with coronary artery disease for follow-up. 26 Research needs also required the development of a query system. 27 In 1982, we also installed our first inpatient system in the Kenneth Norris Cancer Research Hospital here in Los Angeles. That site still runs TMR. As TMR was installed in additional settings at Duke, we needed to interact with the hospital information system. 28 Kenneth Norris Hospital also was the site of the development of an independent (but real-time interfaced with TMR) laboratory system. 29, 30 This experience taught us the differences between focused, departmental systems and the computerized record. We learned what should be stored in the laboratory system for management purposes and what needed to be passed back to the CPR. We learned about synchronization of databases and events, such as system backup, and we learned about persistence of data in the patient's record and in the departmental system database.
We learned there are major differences between inpatient and outpatient systems. 31, 32 The volume of data increases significantly in the inpatient setting. new types of displays and new pathways through the system. The inpatient system tracked patients as they moved from one location to another. Tests that had to be scheduled were queued for scheduling when they were ordered, resulting in considerable time savings and increased efficiencies. Table 1 compares what we learned about the outpatient, inpatient, and intensive care environments.
In 1988, we began the bedside pilot project in a surgical intensive care unit , in which we interfaced to a number of bedside instruments and implemented online nursing notes. [33] [34] [35] [36] [37] Over the years, we continued to try to involve the providers of care in the electronic system. 38 Key requirements were response time, clarity of use, minimal effort, and return on investment. The addition of decision support features 39, 40 and evaluation in efficiency and quality 41, 42 support the case for ROI. Stead demonstrated labor savings in the renal division. 17 We developed a philosophy for the demand-oriented medical record-the ability to deliver what the provider wanted when and how they wanted it. 43 In the family medicine setting, we were able to alter provider prescribing habits through computer feedback. 44, 45 The Medical Record became a key and dependable part of the family medicine practice. 46 Laboratory data were delivered to providers as an email messages that could then be annotated and emailed to the patients. 47 Automatic links to literature retrieval were provided, with the results linked into the patients' records. 48 
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Computer-generated patient pre-encounter form used to capture data during a patient encounter. The computer completed much of the form, including the most recent value for time-oriented data items. Nurses wrote on the form in blue ink and the physicians wrote in red ink. A data entry person eventually entered the data into the computer.
The obstetrics system has continued to evolve over the past 30 years. At Duke, the system expanded to include some inpatient activity. 49 Clinical records for the newborn babies were automatically created and included important data about the mother's pregnancy and the birth process. The obstetric database now includes two generations of pregnancy history and birth data. The obstetric system made a significant impact on fetal mortality and morbidity when a regional database was established to track prenatal experiences of pregnant women over a five-county area. The computer was used to ensure adequate prenatal care and to make sure prenatal data were available at the points of delivery. 50 The 30 years' accumulation of rich clinical data in obstetrics has resulted in several research studies. [51] [52] [53] [54] The multiple implementations of TMR throughout Duke required us to learn how to deal with multiple HAMMOND, How the Past Teaches the Future 228 F i g u r e 6 Data capture screen used by the Division of Cardiology. This screen illustrates the method for the capture of data for a cardiac catheterization. The point of data entry is for the pathway of the catheter. Entry is selected from the list retrieved from the metadictionary. i g u r e 5 One-day screen for an inpatient encounter. This screen permitted the collection of all items, including disposition, that were recorded during a patient encounter. Items were entered using a text completer routine. A subsequent screen displayed the super bill. The ICD-9 and CPT codes were automatically extracted from the metadictionary.
databases that must interact. 55 An example is the seamless transition from one appointment system to another. We had to deal with different vocabularies, synchronization of databases, 56 scalability and accommodating growth, 57 interfacing to other systems for analysis, 58 and development of data interface standards. [59] [60] [61] We gained valuable experience in the operation of several types of clinical information systems. [62] [63] [64] [65] We learned how to estimate the requirements for clinical information systems. [66] [67] [68] The different applications of TMR permitted us to understand how to transition from a paper system to an electronic record system. 69, 70 We experimented with different approaches in the use of paper and automation. [71] [72] [73] Major active development in TMR continued until 1997. 74 Work on computerized clinical guidelines was integrated into TMR. 75, 76 Maintenance programming continues. For example, early this year we accommodated the required changes for the new APC codes. The TMR data, which are very rich in clinical content, continue to be mined for knowledge. 56, 77 New versions of TMR have been prototyped, 78 but the long-term future of TMR has yet to be determined.
Lessons about Clinical Systems and Databases
A key factor in the long-term survival and ubiquitous use of TMR was the adoption of a data model in which input, storage, and planned use were all independent. For example, historical data could be input from a mark-sense short form or a long form. Input was direct from a scanner and from frames through which textual data were entered. Storage was organized in a modular fashion, by category of data, independent of input source or mode. Output could be a short narrative report, a long narrative report, or just a listing of the abnormal findings.
We stored in the patient's record only the data that varied from patient to patient. Data were mostly structured, and free text was used to enhance meaning, to capture the gestalt of the interaction, or to substitute for a term not defined in the metadata dictionary. Data elements were stored as pointers to categorical sections in the dictionary of metadata.
The metadata dictionary, in compiled form, is stored as a fixed-length, directly pointer-accessed file. Figure 7 identifies the content of the metadata dictionary. It defines the data elements for each section of the patient record-problems, procedures, studies, therapies, clinical findings, supplies, providers, places, accounting, etc. The metadata dictionary permits the use of one program that runs in a variety of settings and a variety of clinical specialties. The metadata dictionary contains all the business rules for any given implementation. The dictionary contains such things as data element definitions, vocabulary and external code sets, physical resources, data capture protocols, billing algorithms, decision-support rules, work flow, information flow, linkages, management information, report generation, drug-drug interactions, and resources. Any and all data elements stored in TMR and the rules for their use are stored in the metadata dictionary. Figure 8 shows the detail for a problem entry in the data dictionary.
Limited resources and large amounts of data demanded a very compact storage of data. We also knew we wanted to permit variable-length free-text data as well as coded structured data. The architecture of the GEMISCH record is shown in Figure 9 . Each data element, called a node, is represented by a threebit code, or trit. Numbers are stored as characters. The record contains a large buffer (initially set to 4 KB, now set at 64 KB), in which the text is entered from one end and node pointer pairs from the other end, moving toward each other. Text is terminated with a special character. The node-pointer pairs are in sort order and permit direct access to the text. A deletion clears the trit and removes the node-pointer pair. Updates are in place if an update is the same length or shorter or is relocated with a first-fit algorithm. When the two sets meet, an automatic garbage collection is performed.
Data are stored as delimited strings containing pointers to the appropriate metadata line, a date-time stamp, and result. The result may be any of a number of data types, including coded data which, in turn, is defined in the metadata dictionary. Time-oriented data may be stored by repeating the date, time, and result strings or as a sparse matrix, with date-time stored only once as a column heading. Data fields are variable length and permit repetition of data elements with a repeat delimiter. Health Level 7 messages use a similar delimited syntax. Figure 10 illustrates the storage of data in the GEMISCH record.
Post-compositional data elements can be defined at the time of use under control of the metadata dictionary, which ensures that the combination makes sense. For example, phase, timing and location may define a heart murmur. Rather than pre-composing these terms in the dictionary by defining all possible combinations, TMR permits the dynamic definition at the time of use, by sequentially prompting for additional detail. One physician might enter murmurs and stop. Another might add that it is systolic, and a third might fully define it.
The Medical Record programs use a modular design in which we localize the things that deal with a set of data. The modules are monitor, registration, appointments, problems, studies, history and physical findings, therapies, encounters, accounting, and subroutines. The continued development of TMR over the past 25 years has followed a pattern of first programming a specific solution to a requirement as a separate program or conditional code. The patch is then generalized, with the business rules defined in the metadata dictionary. Finally, each module is reworked every three or four years, and the new functionality is integrated seamlessly into the module.
Modules are much like classes. Some of the routines are components that are reused. For example, TMR includes a completer subroutine that is reused for every data entry. The completer interfaces between the user program and the metadata dictionary-which also contains a synonym list for each data element.
The basic patient record in TMR contains all timeindependent data and the latest sets of time-oriented data. The amount of time-oriented data is controlled by volume of data. Older data are stored in online archive files by class, with pointers to the data contained in the primary record. Any data element, regardless of the volume of data, is online and retrievable with a maximum of two disk reads.
Data are stored redundantly to optimize tasks and enhance response time. For example, the encounter storage includes the problems and procedures that are dealt with in the encounter, the resources used, studies ordered, medications dispensed, supplies, professional fees, and disposition. Encounter problems, subject to business rules defined in the dictionary, are also stored in a summary problem section. The dictionary defines parent-child linkages, and a more precise definition replaces a more general definition in the summary problem lists. The study data are also stored as time-oriented data. Therapy data (prescription drugs, immunizations, and allergies) are stored with prescribing data in a therapy class section.
Other types of files enhance performance. Each updated record is stored in a daily file as well as the total file. At the end of the day, the daily records are used to generate reports, create the day's statistics, and provide real-time backup of active data. Accounting data are transferred and redundantly stored in a collection's workstation. Accounting data are used to validate the integrity of the files before transferring the daily records to the backup total file. Other files track protocols and other events that need to be monitored. An inverted file supports across patient retrievals. This inverted file actually has better response characteristics than some commercial databases.
This data architecture has survived for more than 30 years. We also wrote our own record management routines for optimum utilization of disk space. Patient records that are on the order of a few hundred kilobytes expand to tens of megabytes in a relational database system. Two other lessons were gleaned from our experiences. First, decision-support algorithms need to be integrated seamlessly into the normal flow of the work process. Second, the CPR is more than a repository for HAMMOND, How the Past Teaches the Future data. Enhancements to work flow and automatic linkages to events and actions made the programs much more useful. Examples include automatically queuing ordered tests that must be scheduled and linking the appointment process into the disposition event.
Implications for Medical Informatics
All application developments in TMR have been done with a clinical partner in the specialty area. The clinical partner is active in the practice; often the fact that the co-developer is using the system has prevented embarrassing errors and much more sensible design.
The most critical partnership in the development of TMR was the relationship between Bill Stead and me. As a partnership, we performed as a medical informaticist using Bill's clinical expertise and my technical expertise. Part of that relationship was each teaching the other. It wasn't just "this is how you should do it." It was getting a level of understanding so that we each knew why we were doing it in a certain way.
The reason we could meet any requirement was that we controlled our tools at the leading edge-hardware and software. You can do whatever you have to do to enhance response, accommodate volume, or interface a device. Examples include interfacing the scanner to the computer (at a cost of $15) or modifying DEC's operating system to a seven-user time operating system. 79 In the early obstetrics system, typing a character on a teletype located in the delivery room captured the computer to service the interrupt. Having our own language permitted us to accommodate new operating systems and new computers without having to change the application. We satisfied most of the Y2K problems by changing the language. Even independent systems can be interfaced.
The modular structure of TMR promoted rapid prototyping as stand-alone projects. Periodically, these stanalone prototypes are incorporated back into the module.
The file design permits scaling the system to handle any volume of data or number of records-supporting any number of computers, servers, or disks.
Significant advances in hardware and software capabilities occurred over the lifetime of TMR. The first systems were implemented on a Digital Equipment Corporation (DEC) Linc-8 and then PDP-12 minicomputer with 4 KB of 12-bit memory. The data were stored on 300-KB small magnetic tape units. The display was a 12-line, 20-column cathode ray tube. Our first printers were teletypes with uppercase only, printing on rolls of paper. From there, we evolved to F i g u r e 9 The GEMISCH record structure. This objectoriented format permits maximum compression of data and rapid retrieval of individual data elements. drum printers, then to line printers, and now to laser printers. Operating systems became available that supported multiple users and sophisticated file-handling systems. Video terminals evolved from 12-line 20-character displays to 24-line 80-character and then full graphic displays with multiple fonts. Memory size increased from 4 to 8 to 64 to 256 KB and then to megabytes. Storage devices increased from 300 KB to 2.1 MB, through 80, 300, and 600 MB, and now to gigabyte storage. Connectivity moved from twisted pair to coax to fiber. We used RADs, line drivers, modems, and finally Internet.
Change in technology only moves the challenges; it does not eliminate them. 
