We present an improved version of our program package oneloop which -written as a package for MAPLE [1, 2] -solves one-loop Feynman integrals. The package is calculating one-, two-and three-point functions both algebraically and numerically to any tensor rank. In addition to the original version oneloop 2.0 also calculates infrared divergent integrals. Higher powers of propagator terms and the O(ε) parts relevant for two-loop calculations are now supported. 
Introduction
In particle physics the calculation of one-and higher loop corrections to particle processes is mandatory to keep track with the increasing accuracy of particle colliders. For this reason the necessary calculations were automated by virtue of computer programs during recent years. In this context the program oneloop was developed at the one-loop level [3] . It provides the necessary integrals which are needed for Feynman diagrams with at most three external legs.
Several improvements of the original version now merged in a new version 2.0. It contains the following new features:
• Arbitrary powers of the propagator terms in the denominator are allowed (cf. sect. 2).
The original version was restricted to propagators of power one.
• Infrared divergences can be calculated in dimensional regularization. They will appear as poles in the dimensional regulator ε = (4 − D)/2 like in the ultraviolet case (cf. sect. 4).
• The contributions of O(ε) can be calculated as well. Although these terms are not contributing in pure one-loop calculations they become relevant in two-loop applications (cf. sect. 3).
• Several kinematical points in which the original version ran into numerical instability or terminated in a division by zero are now solved in a different, numerically stable way (cf. sect. 5).
• Additional functions OneLoopTensnPt accept squared momenta as input and return full tensors (cf. sect. 6).
• The usage of a library of one-loop integrals is generalized (cf. sect. 7).
• Some other minor changes have to be reported (cf. sect. 8):
In the case of the three-point function the convention of the output changed slightly. It has now the same structure as for the other functions.
Some new functions which abbreviate the output are introduced in the case where the functions are calculated analytically.
This note describes all changes in more detail.
Arbitrary powers of propagators
In addition to the original functions
-which need the tensor degree, the external momenta q n and the masses m n as inputthere exist now the following generalizations
These functions additionally expect the powers t n of the propagator terms in the denominator. In detail they directly correspond to the following integrals:
• One-point function:
• Two-point function:
Abbreviations:
• Three-point function:
Our notation for the OneLoopnPt functions distinguishes between parallel and orthogonal space which is reflected by the definitions of (3) and (5) for the momentum components [4, 5] . Please keep in mind the fact that in this notation the indices p 0 , p 1 , . . . represent the powers of the different components of the loop momentum l which should not be mixed with Lorentz indices. In our notation l , l 0 , l 1 describe the components of l which are parallel to the external momenta q, q 1 , q 2 , whereas l ⊥ represents the orthogonal complement.
If the powers t n of the propagator terms in the denominator are omitted the program assumes the default value 1 for each t n .
Two-loop relevant parts of one-loop diagrams
The results of the OneLoopnPt functions are Laurent expansions in terms of the ultraviolet regulator ε. Therefore the output of the OneLoopnPt procedures consists of a list where the significant coefficients (O(ε −1 ), O(ε 0 )) of this expansion are given.
In two-loop calculations one-loop diagrams get multiplied with divergent Z-factors. Two-loop integrals can factorize into a product of one-loop integrals. This is the reason why one-loop contributions of O(ε 1 ) are also of interest [6, 7] . For that purpose this coefficient is calculated if the qualifier more is used in the function call:
In the output "ε −1 -term" is meant to represent the divergent part (the coefficient of 1/ε) whereas "ε 0 -term" is describing the finite part and "ε 1 -term" the O(ε) contribution. As long as the arguments of the OneLoop functions are symbols the output is given algebraically, whereas numbers inserted for the arguments imply a numerical result.
This effect also appears for a two-point function where a propagator term with vanishing mass is squared. Since the collinear divergent case is still excluded the divergence will always occur as a pole term of O(ε −1 ). It means that the output involves a non-vanishing ε −1 -term in the notation of sect. 3. There is no explicit distinction made between UV and IR divergences, there is no infrared dimension parameter ε IR . Both kinds of divergences are described by ε = (4 − D)/2. The result for the collinear case is well-known [8] . It is the only case which has a pole of O(ε −2 ). We excluded this simple case, but the user can add it easily himself.
Numerical stability
The accuracy and stability of numerical results may suffer from cancellations of large, approximately equal dilogarithms. Since MAPLE supports calculations of arbitrary precision, it is possible to increase the number of digits to improve accuracy. Usually we calculated with 20 or 40 digits.
Nevertheless, at some kinematical points the general procedure breaks down since divisions by 0 or similar errors are encountered. It turns out that these points always belong to a kinematical arrangement -for instance equal or vanishing masses or momenta -which is simpler than the general case. For this reason, even if there were no numerical problems -in the sense of optimizing the code -it is advisable to solve the simpler kinematical situation in a faster than the general way. This is done completely automatically for the following kinematical points:
OneLoop2Pt:
OneLoop3Pt: Several of these points correspond to different thresholds of the integrals. There are only two remaining sources of difficulties:
• if an integral is first solved in a general manner and then -in the result -special values are substituted which correspond to one of the aforementioned kinematical points. Solution: the values have to be assigned from the beginning of the calculation.
• if the kinematical arrangement is not in, but very close to (less than roughly 10 −10 compared to the relevant scale) one of the above listed kinematical points. Solution: the value of Digits has to be increased.
Tensors
The functions OneLoopTensnPt expect squared momenta -q 2 for two-point functions, q 2 1 , q 2 2 and (q 2 − q 1 ) 2 for three-point functions -as arguments and return a full tensor as output -which is completely equivalent to the notation of (3) and (5) but perhaps the more familiar representation [9] . They replace the similar PassVelt functions of the original version which now are no longer needed.
The following types of arguments -here only demonstrated for the two-point caseare allowed for all OneLoopTensnPt functions:
The rank i tensor decomposition of the two-point function is given. The procedure returns a list consisting in different coefficients, which are expressed in terms of the OneLoopnPt tensor integrals, and the defining equation for the coefficients, for instance in the case i = 2:
The function inserts the results of the OneLoopnPt tensor integrals explicitly. Here again the case i = 2:
The function returns the same as OneLoopTens2Pt(i, full), but expressed in the user defined terms for q 2 , m 1 and m 2 . Of course numerical values are also allowed. t 1 and t 2 are optional.
• OneLoopTens2Pt(i, q 2 , m 1 , m 2 , t 1 , t 2 , more):
The function returns also the O(ε) contribution. Again, t 1 and t 2 are optional:
Library
The usage of a library of integrals was restricted to the PassVelt procedures in the original version. It is now applicable for all OneLoop and OneLoopTens procedures, so that in any case the procedures speed up. The package now includes the functions
which generate a library of all OneLoop2Pt and OneLoop3Pt functions respectively up to the tensor rank i. All powers of the denominators from 1 to j are considered. The second parameter j is optional. If it is omitted the procedures assume the value 1 for j, so that no powers of denominators higher than one are calculated. If this library shall be written in any other than the current directory one has to assign the variable LibPath which substitutes the variable tensorpath in the original version LibPath:= path ;
Now the library will be written to path . The procedures will only look for the library if LibPath is assigned. If the procedures search for an integral which is not contained in the library, an error message is returned.
In practice it is necessary to store not only the general mass case of each integral. Several special cases mentioned in sect. 5 are also needed. The necessary integrals are automatically created by the OneLoopLib routines. Each integral corresponds to one file.
Minor changes
We changed the convention for the three-point function compared with the original version: The vanishing ε −2 -term which was kept for testing reasons is dropped now. The list of abbreviations which came with the three-point function also disappeared, because it is no longer needed.
Instead the output now is written in the algebraic case by using several new abbreviations: 
