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I. 
Abstract 
UnderStanding lart,re software projects and maintaining them can be a time 
consuming process. For instance, when changes arc made to source code, 
corresponding changes ha\'e to be made to anr related documentation. One 
la11~ section of dtc documcmarion process is the creation and management of 
diagrams. Currendy there arc very few :mromatcd di:t1-,oramming systems that 
can produce di:t!-,'T:lffiS from source code, and the majority of these 
diagrnmminy; systems rc<Juirc a sit.,'lliticant amount of time to generate 
di3!->r.J.ffiS. 
This research aim~ at im·csrig.uing the pro::css of cr<.-aring tlowchan tliagn.ms 
from source code and hou· this process can he fully autom:ucd. Automating 
the diat.,oram cn.-atiun pnx:css can sa,·e the dt.'\·clopcr both rime and mnner. 
By sa\ing the dc,·dnper rime we allow the de\'clopcr to concentrate on more 
critical an.-as nf thL·ir project. 
This thesis will in\"oh·e the desi1-,>n and implementation of a prototype 
sofN-arc tool that uill allow the user to quickly and casil}' construct 
meaningful diat.,orams from source code. The project will focus dircctl}' on the 
imerprcrarion of the Pascal lanh'tla&rc into Flowcharts. The emphasis of the 
project uili be on the arran&'Cment of the flowchart. with a goal to create clear 
and understandable diagrams. 
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I. lntmduc:tion 
1.1. 111cAim 
0\·cr n."Ccm yc.·ar. compurin~ fKJ\\"C1' has incn."3!>t."tl consick-rahly and as a n.-sult softu-arc 
pnljC'Ct!i han· mcn:a!-·c:ti 10 l'i;rc .1nd c1 ,mpk·xny. In rht· past. it ha~ bc:L-n demonstrated th:n 
the majon~· of !<•.ot"nl:an: Col-t"' arc a .... ocutcd \\1th tht· nunnt·n:mcc of tlu.-x· prnjt-cts. Often 
u·urk 1s dt,ubl::ti <lunn_L: tht· nurntt_.nann· pha!->l·. Fur m .. ranct: when a chan).:c Is made to the 
source: codt:, .1 com.· .. pondin.l! (·han)!c •~ n·qurrnJ rn tht· documcm:uion. h rs c\"!dcnt that 
u·c nc..•t:d to m:~.h· tlu!<> task .. rmpk·r and more nun:t)!t":lhlc:. Autom:uing this task can ~-ready 
simplify rhc ticn:Jt,pc:-r\ 1''"- ( )nc laf}.!c an:.1 ,,f the dtK:UOlc!ltatitJO pha~ rs the ~>cnc..ntion 
and mamrcn:mcc oi dia).,<r.~ms. 'l111: :m:a of software \·isualisation addresses the pwblcm of 
rrralin..e di~~r.rmm_im'" Jfljhmn dlllomalrra/A. 
Thi~ ~tud~· .Urns to -dl'\'c:lop a u·orkin~ protn~pc of a Software Visualisation tool. 
D'-"\·clopin~ a Sc: 1ftwarc \ 'isualisarion tc )()I \\ill hdp to 1-...Un an understanding into the 
problems of cll"\'cloping other Software \'isu1lisation tonk 
This stud~· also contributes by de,·clopin~ routines that can be applied to other Software 
Visualisation projects. For instance, this project rums at generating flowchans from the 
Pascal Language, we could then apply this to a project that gener.ates tlowchans from Cor 
ADA; Or a pro&rram that generates functional hierarchy diagrams from some programming 
language. 
IS 
'0 
1.2. The Problem Adclresoed 
The objective of this project is to address the problem of implementing a Software 
Visualisation system. This will be accomplished by developing a working prototype in 
which flowcharts wiJJ be generated from a source language such as Pascal. The process of 
creating flowcharts will be fuUy automated. 
A number of problems or questions that will be identified during this research are as 
follows: 
• Ql: \'V'hat arc the problems associated with automating the flowchart creation 
process? OR: What are the problems associated with implementing a Sofrware 
Visualisation System? 
• Q2: \Vhat arc some possible solutions to displaying large complicated diagrams? 
• Q3: How can we automatically display diagrams in a clear and uncluttered manner? 
OR: How do we ad~ress the graph drawing problem? 
• Q4: How do we convert one-dimensional informacion into two-dimensional 
information. E.g. How do we convert Pascal source code into a Flowchart. 
1.3. Advantages of Software Visualisation Systems 
Below is a list of some advantages for using Software Visualisation systems. 
• Eliminates the need for manually re-documenting software projects, as the 
computer generates all of the diagrams required. 
• Creates a link between the source code and documentation/ diagrams. This 
enforces consistency between source code and related documentation 
• Programmers can view complex software quiclcly through generated diagrams, and 
easily gain a grearer understanding of the software. 
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The diagram creation process can be a difficult and often time-consuming activit)' . 
A good Sofrware Visu:!lisation system makes the diagram creation process simple 
no matter the size of the project. 
Software Visualisation systems can eliminate a large number of repetitive tasks . 
Provides the user \\ith an instant source code dia&rramming system. Dia&IT:I.ms can 
be produced on demand \\ith very little effort. 
Reduces rime taken to comprehend forci!,>n source code as the generated diagrams 
can be used to visually dcmonstnuc the purpose of the program. 
Prm•idcs a dia~-,rrnmming system that can be adopted as a standard . 
Allows the de,· eloper to easily create documentation for systems that do not have 
any documentation. 
Learning curve for understanding the concepts of programming can be 
dramatically reduced. Eg. Beginner pro&rrnmmcrs can sec pictorially the logic of 
their program. 
Time is saved producing documentation . 
Developer can quickly and easily produce high quality documentation for a system . 
Changes in system rcquiremcms can be documented quickly. Eg. Diagrams arc 
produced directly from the source code so that the when the source code is 
changed so arc the diagrams. This leads to a higher correlation between programs 
and documentation. 
Documentation generated from the Software Visualisation system can be 
compared to the initial system design. This helps to enforce consistency and to 
qualicy assure the product. 
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1.4. Contributions or this Thesis 
Currently there arc \'ef)' few good Software Visualisation tools available, and rhe majority 
of these srstems require a si!-,rni.ficant amount of input from d1e user or pi'O!,rr.tmmer to 
generate simple ,fia.!-,>r.tms. This study is important, as it will develop a Software 
Visualisarion tnolrhar will.fi1~/r auromate rhe process of crcarin~ diaJ,>r.tms from source 
code. That is, ex:1ct geometric infonnariun such as s)mlxll, line and rext location for the 
dia1-,>r.tm will nor need 10 he specified from the pn,..rrnmmer or user of the pro1-,>r.tm. 
This research is also imponam as it focuses on crc.-aring automatic drnwing procedures for 
flowchans. In current systc.ms the user or tlesi~cr needs to specify geometric infonnarion 
in derail, such as shape, si?.c and locarion t(lr cn·11· s~1nbol in a tlm1·chan component. Also 
this research looks :u sc.-pararing the lo~ical pan from the geometric pan t(,r a flo\\·chan 
componem by den:loping a solid m{}(lcl for the structural modelling of flowchans. 
l.S. The Structure or this Thesis 
Chapter 2 gi\·es a detinirion of Software Visualisation and the theory used for the 
b~ncrntion of the prototype.·. ll1c syntax of some Pascal statc.mcnts is gi'·cn to help 
understand the kind of st:ttcmcnrs that ha\·c to be com·cned into tlowchan components. 
The related flowchan components for these Pascal statements arc then described. This 
chapter also rc,·icws two data-structures that will be: used in the dC\·elopmem of the 
protof}pc. This is then followed by ~~ description of a layout adjustment murine: called the 
force scan algorithm. In Chapter 2 we also sec an analysis of exisring software products 
and research done in the area of computer flowchan systems. 
The desi!,'fl/theory of the prototype is J,oi\·en in Chapter 3. This chapter expands on the 
topics described in chapter 2 and describes the theol)' that u.ill be used to consuuct the 
prototype. This chapter is broken down into a number of areas. The topics described in 
Chapter 3 relate to the process that a source file goes through to be con\'crtcd imo a 
flowchan diagram. 
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Chapter 4 uses the principles outlined in previous chapters to further develop source code 
examples written in the C-Language. Implementation issues such as spt!cd and program 
representation arc also examined during this chapter. 
Chapter 5 illustrntcs the results from the c.lc\"clopmem of the prototype. Output from the 
prototype will be tlt:monstrnted throughout this chapter by diagrnms generated by the 
prototype. Sample Pascal cndc stubs \\ill he USL-d as test dam for the prototype. 
The results from chaptc:r 5 lead to a discussion in Chapter 6 about the implementation and 
proven capabilities of the software prmotype. The initial thesis questions will be rc-
addrcsS<.-d in this chapter and a discussion aimed at providing answers will be given. 
The appendix section contains source code and sample output from the prototype. The 
appendix is used in conjuncrion with the results chapter to further demonstrate the 
capabilities of the prmotypc. 
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Chapter 2 • LiltratNrt Rttdtw 
2. IJteraturc Review 
2.1. Definition of Software Visualisation 
Iris important rhat a distinction be made between Software Visualisation and Visual 
PrO&Pf:lmming. Myers illustrates the difference between Software Visualisation and Visual 
Programming by the definitions that follow: 
Program. 
·~ 'program' it dtjitud al a stl of slaltmtn/J !hat ran bt submilltd as a unillo somt 
n1111puttr gsltm t111d rutd to dirrrtlbt IJthationr of that gsltm." 
Oxford Dictionary (Cited in Myers, 1995) 
Visual Programming 
''Visr1al Program111ing (VP) rrjerslo my gslen1 thai allo»•stbt Hltr /o sp«i.fl a 
program in a two (or mort) dimmsional jas/Jion. ConVtnlionallrxlnallanguagtJ art no/ 
coll!idtrtd 1wo din1m.n"onalsince the compiltrs or inlttprrtm proms thtm as long. ont--
dimtnn'onalstreams. Visual Programming indltdts graphical progra111111ing langNafp 
and using CO!II'enh'onal jlowcbarts to crealt programs. ]I does not indudt gsltlfll thai Nit 
ronrtnlional (lintar) progmmlllit&languagts lo tkftne pidum, such as, 
SKETCHPAD [S•J63], CORE, PHIGS, Pommpt[Adobt 85], the Mmintosb 
Toolbox {Appk 85], or X-11 Windo., M"""gtr T oo/-/Ut " 
(lllyers, 1995) 
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l'rop1un V10ualisation. (Sof!ware V~ualisalion) 
"Pmgnvw Vimalismiml (Pl1 is 1111 tlltirr!J di.ffomtt amttpi .frrmt Visul 
JlnJgnutt111ing. In J /is11a/ Progntlltlftillg, tbt grapbk.r is tht prognz• ilst!f. bNitit 
Program Visuaiisah"on, tbt pmgra111 is spttifitd i'n a romrntiona/, ltx/Nal wli.'nfmi and 
tbt grapbits i.r nstd lo il!tulralt somr nlfJtd of tht progr11111 or its TNn·limt "'-"tntlion. 
Unjortnnalrfy, in tin past, 11101!1 Pro~e,ram l /ifna/isatio11 sysltHIJ barr bttn inrormt!J 
labtllrd "Vimai-ProJ;ranJ11Jil(l!," (r11 lir jGRAFIOiV 85]). Pro,grtl/11 Visualisation 
.!JIItms can ~ clauifiNI 1uing hi'O tL\'fJ: u<hr/!Jtr t!Jo· ilbu/ralt lbr rodt or lbt data of tht 
program, a11d u·lnlbtr tbry arr t!Jwamk or slalir. "Dynamic" riftrs lo !J!Irlll.t tbal ran 
shou• an a11imahOn q( tin program f711111ing ut/.~mat "stalk" !J!Itms an limiltd to 
snaps!JOis of Jhr program at «rlmil points. /fa program maltd ll!litg Vi.ma/ 
Programllting is to IJf difplf9'td or dtbuu,td, cftarfy this should bt dont i11 a graphical 
111anmr. b11t/!Jis .siJ011Id llol/lf ronsidmd Progm111 VismJiisalion. " 
(Myers, 1995) 
2.2. The Pascal Language 
The Pascal language consists of a set of programming language sratements. This section 
contains a sample of some commonly used programming language sratements. These 
programming lan!,>uagc statements can be compared with their related flowchart 
components shown in scccion 2.3. 
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2.2.1. IF Staltment ~ntax: 
Form: If Conditio• Thm 
State111t11t .,. 
Else 
Statemmt 1.-
Example: IJX >= 0.0 t!Jm 
If" rite (Posilh't') 
Else 
If? rite (Negalit't') 
Interpretation: If tlx condition tt'al11ates to lrllt, thm StattnJent.,. t)l.?(ll/es; 
OthtnPise, Statement, txtmlts. 
(Koffman, 1989, p. 87) 
1 1i~urc I 111 ~l~tcmcm ~yo tall (l'wu ,\ltcmalii'C$). 
Form: If Condition Then 
Statenmtt 'f 
Example:IJX > 0.0 T!Jen 
PosProd :=- PosProd *X 
Interpretation: If the condition evaluates to lnle, then Statement 1. exemles; 
Otherwise, it does not exemle. 
(Kof&nan, 1989, p. 87) 
FiJ,ourc 2 IF .Statl.'lllcnt .Srnw (One Alternative) 
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2.2.2. 117HILE Slaltltltlll Synla:-: 
Farm: Whik Exprrrm.. Do 
Jlaltwm;l 
Exizmple:Cottlll.flar := 0 
lf''hi!t Con11J.flar < N Jo 
Brgin 
!I? lilt(*'); 
Con11J.flar: = CouniSJar + 1 
Jnterprtt~~tion: Tht E....-prmio11 (a condition lo •onlm/JIJt loop prrxtJJ) is ltsltd 
and if il is lnu, lht slaltllltnl is tXUNitd and Jbt t)t:pmsioll is rr-lrsltd. Tbt slaltltltnl 
is rr,.tJtaltd tlJ lo'tg tll (uVilt) IIJt rJo.pmnOn islrur. IFht111lx t;to.pm.rioll is lulrd and 
Jotmd 10 btjdlsr, lht u·hilt slaltlllt111 is r.t.."tcliltd 
Note: If lhr t:\prmt011 tl'tl!ttalu lo false lht jinl hint itti lrstrd, t!Jt slaltllftfll is no/ 
tXtat/ttf. 
(Koffman, 1989, p. 121) 
Fi).,•tm: 3 \'\11JJ.E Stafl'm.:nr S~·mn 
i.,i 
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2.2.3. FOR Stat~•ml Sy~tlax 
Fonn: For COJt•trr := lwiliPI hJ Fi.J do 
Jla/tlllnll 
For C01111ftr := ftrihiJ dtnmto Final do 
Jttl/tll«lll 
For/:= ltoi do 
&gin 
Rtadl..n {I11Data, No.tNum); 
Sum; = Sum + NcdNIIm 
Etrd; 
For CoNn/Down:= 10 do11111/o 0 do 
lf7ritrln (CoNntDo~nr: 2) 
/1llnpt'dlltion: TIJt stalrmrnttbal comprim tht loop botfy is exemltd ona for roth 
twlrlt rf romttrr bttnm initial and .filial, inr/;;:it't', initial and final can bt ronslanls, 
twriablet, or rxprmions if llx same ordinal {Jpt as connler. 
Note 1: The t'tllue of COIIIIItr can11ol be nJOtlijird in Ilalrmrnl 
Note 2: Tht- t'alne of.ftnal is computrd Olla,jus/ /Jifort loop tnlry. If final is an 
o:pmsion, O'!J change in the twiNe o/ that e:.:prmion has no t}focl on tht 1111111kr of 
iterations petjof'llltd 
Note 3: .rifter loop exit, the t'tlllle of cou!ller is contidttrd r111d¢jntd. 
Note 4: stalemtnl is not exmtted If initial is grralerlhan finaL (In the doiVfl/o for~~~, 
.rtalrmtnl is no/ rxttNied if iltilial i$ /tJI ti.Jan final} 
(Koffman, 1989, p. 315) 
Fil.'lltc 4 FOR !ltatcmt'flt !l)·rnax 
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2.2.4// REPEAT Stalr~~tt~~l Sy11tax 
''~----------------­-,~ 
ll',.rik (Enltra di§t: ,,. 
&ad(Ch) 
Unlit (0' <= Cb)ad (Cb <= '9~ 
lrtterpret41if»>: Ajitr nub tXttlllion of loop body, ltmtinalion rondih"on is 
tl'tl!ltoltd. !J ltmtinalion tot~dihOn is Tntt, loop o.:il o«tm and tht RtXI ptTJgiWII 
J/altllltnl is t:\Tmlrd If lenwinatitm (()lit/ilion is Fabt, loop body is nptattd. 
(Koffman,l989,p.317) 
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2.2.5. CASE Slatrwu111 S plax 
F-: Gut Srlttto"f 
Ubti,:SJ41nmtttl; 
Llbtl,: Sl4lnrmlt2: 
Lzhtl,. : J·laltmml 11 
CastN of 
I, 2: Wntrbt (BMdr.lt "!! sh«1: 
E.J 
J, 4: Wntrbt (Shot tbt door'): 
5, 6: Wntrl• (/'ilk up lhk1 
lrtltf'J1"IIIIitm: Tbt stltdor rxprrssion is tl"lllllaltd and «»ttparrd to taW tll.lt 
labtL Eath labtl, is a list of ont or MOrt pos.tiblt l'tJINts for IIJt stltdor, stparaJtJ I!J 
rommas. On!J Ollt slaltllttlll; i.r tXt(ll/tt/; if liN stltdor r'abtt i.r lis/ttl ill Iahti 1, 
s/alt~r~tnl; i.t txtn~ltd; if liN stl«<or t•alllt is /isltd in labtl 1, s/altmtnl; s txtfllltd 
Conlrol i.r tbtn passtd /o tht fin/ s/altlllttll follo•ing md. Each slaltlfltlll; "'1!1 bt a 
singk or a ro"'fHJNml Pascal.tlalt,tnf. 
Note 1: If tht t"IIINt rf tht stltdor is not lis/ttl in ai!J cast labtl, an tmw lfltilagt i.r 
prinltd and tht prognzm txtt~~lion stops. 
Nott 2: A partimlar .rtltdor vaiNt "''!J apptar in, a/ mosl ont cast labtl 
Note 3: Tk type of tadJ stltdor l'alllt 1111111 romspo11d to tht tJPt of tht .ttkdor 
tXjJrmion. 
Noa4:A'!1 onli..I data !JPt is ptmriHtJ as tht stl«tor !JPt. 
(Kofftrum,1989, p. 307) 
Flj.,'l.lrc 6 CASE Slatt:mt1U :;~'llt:ax 
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2.3. -
Flowchart diagr.uns :&re CI'C:ltcd using a series of tlm.-chan S}mbols. lndh.;dual 
progr.unming bn~ sr:&n:menrs can be rcprescntcd ~· an arr.angcmcnt of tlowchan 
symbols. ,-\n ai'T:lllg\.-mcnr of tlo"dun S}mbols makes up a flO\\ -chan component. For 
cumplc in section 2.2.1 rhe s~nr:a."< of rhc IF Statt.mc:nr is gi\·cn. .-\ corresponding 
tlmn:han component 10 section 2.3.2.1 is used to represent this programming language 
st.Jrcmc.."f\t. The tlowch:m cumponc:m can lx: sc:c.:n as a set of flowchart S)mbols organised 
in a set p:mc:m/byour wuh the pussibility uf having sub-components. 
Nntt.": lr has bt.'t."ll t(,und rhmu~il rcsc..":lrch that a number of \'ariations to the la\'Out of 
. . 
flowchart componL'flfS exist. This section illustrates a sample of some fJowchart spnbols 
and components. 
!.1.1. Ffog-chart.~-;dtilo!J 
Rowchart symb•is arc the building block for tlou-.:han di:tgr.~ms. Belo\\· is a sample of 
some ;\~SI tlowchan symtx)ls. 
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F'!{Ure 7 .\:\~1 Howdun Symbr>l~ 
2.3.2. Flou'tbart ComjHJntnlt 
Aowchan Components arc consnuctcd using flowchan ~111bols. The figures to follow 
illustrate a sample of some tlowchan componcnrs. E.g. IF. WHILE, REPEAT. FOR. and 
CASE Component. Each tlowchart component described can contain one or more 
decision, process and connc:ctor s~mbols. For example. rhc IF Component contains I 
decision symbol, 2 process symbols, and a set of conm.-ctors. 
2.3.2.1. IF Componml 
2.1.2.2. lli'Hll_E Compo~~tlll 
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2.J.2.J. ·REPEAT Componmt 
,, 
Fi.,Jre 10 RErE.\T Compunl'fll 
'·' 
2.J.2.4. FOR COIIIjJOIItllf 
Fi,.un: II FOR C:ump<>nl'flt 
2.3.2.5. CAJE COIII/JO!Itnl 
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2.4. Data Structure 
A data structure is required to store flowchart information. Potentially there arc an infinite 
number of combinations that flowchan S)mbols can be joined together. This leads to the 
requirements of a tfyJiflHiir data slmdllrt' that can represent a flowchart. This section 
illustrates two data structures that can be used to store flowchar.: inform:trion. The linked 
list structure is suited to store relationships between flowchart components. The tree 
structure is suited to represent flowchart components. 
2.4.1. U11krd l .... ist J'tmr!Htr 
(Shiftier, !990, pp. 215-326) describes the linked list data structure and the operations 
applied to the data structure. Although this is Pascal code, the code demonstrates the 
linked list structure and can easily be converted to other languages. The definition of the 
linked list structure is as follows: 
Poinftr = "Nodt,· 
Nodt = rrrord 
End; 
Var 
Info: inltgtr, 
i'Vtxl ... · poinltr 
P, Q: Poi11ttr 
(Shiftle~ 1990, pp. 220) 
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2.4.2. Tree Slnltlllre. 
The tree structure is used to store the nodes in a diagram. The tree structure is a suitable 
structure as it can represent diagrams that have a hierarchical structure. Figure 14 (a) 
demonstrates a node and its pointer to other nodes. Figure 14 (b) demonstrates a graphical 
representation of figure 14(a) in a tree structure fonn. Figure l4(c) demonstrates how this 
·node can be used in combination with other nodes to form a hierarchical structure. 
1 1i~un: 14 Tree Definition 
Type 
Tret = A Node,-
Node= rrrord 
Parent, Child, Sibling: T ret," 
EkEfl)pe; 
End 
Var 
Diagram: Tm 
Fi~'llre 15 Trt.-c Definition -J>ascal Code. 
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\(t2.5. Layou• Adjllllbnent Routine 
Layout adjustment algorithms can be applied ro diagrams to improve the visual appear.mce 
of the diagram in some way. For example, a layout adjustment algorithm couJd be used to 
eliminate wasrcd space in a diagram. A number of algorithms exist to remove unwanted 
Wagram characteristics as illuscratcd by (Misuc, Eades, Lai, and Sugipna, 1993, pp. 183-
210). The larout adjustment algorithm used for this project is called the Force-Scan 
algorithm. TI1c Force-Scan algorithm was chosen, as it is an extremely useful algorithm as 
it can be adapted to: 
• Reduce wasted space . 
• Eliminate o'•crlap among diagram components . 
• Produce a compact diagram while preserving the general shape of the diagram . 
Node" 
~~ c.~sro 
·~ 
~,..r.,. 
"'" ' ' ,,c,.,,u/• Ntltlev 
The main idea of the force-scan algorithm is to choose a force between two nodes so that 
if the two nodes overlap, the force chosen will push one node awa}' from the other. The 
force-scan algorithm can be e:uendcd to reduce wasted space between nodes by simply 
choosing a force that will push one node closer to the other so that there is no space left. 
This can be seen in figure 16 '\\·here a force Ill' is chosen to move Nod~ 11 toward Nodt 11. In 
effect, a desirtd jorrt is chosen that will remm·e o\·erlapping nodes and nodes separated by 
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too much distance. When dealing with more than two nodes, the force scan algorithm is 
broken down into two separate scans in the horizontal and vertical direction. 
(Misue, Eades, Lai, and Sugiyama, 1995, p. 192) describe the Horizontal algorithm as 
below. 
i~l; 
while(i < [V[) 
Suppose that k is the largest integer such that 
x, = xi+l = ... x*' 
0 ~ max1~.asJsjV/ [ ; 
•'I 
for~k+lto IV~o xvj :=xi'J +c5 
i~k+I; 
l;igurc 17 1/urb.untlll ~can Algorithm 
The Vertical Scan algorithm is a similar algorithm, the main difference is that x andy ari:' 
exchanged in the equation as can be seen below: 
; (--]; 
whi/e(i < [V[) 
Suppose that k is the largest integer such that 
Y1 = Y;tl = ···Y*' 
c5 ~maxiSI!ISASjsjV/ f'v; 
• I 
for~k+l to [V[do y,'i := y,
1 
+5 
i ~k +1~ 
Figure 18 Vt'ftical &an Algorithm 
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2.6. Appro.~hes to Visualiaation Systems. 
There are many c:Jjfferent approaches to visualisation systems. Some examples of 
visualisation sysums include: 
• PECAN (Reiss 1985) and the GARDEN (Reiss et aJ 1986). 
• Pasca1/HSD (Diaz-Hcrrcra and F!ude 1980) and FPL (Cunniff ct aJ 1986) on the 
display of struc[Urcd flowcharts. 
• TRIP System. (Kamada 1989) The TRIP system is a general approach to 
visualisation. 
Some research focus on the graph structure used to represent general diagram applications 
such as Higraph (Harcl 1988) and Cigraphs (Lai 1993). The Cigraph model can be used to 
represent many diagram applications and it supports automatic layout. One of its examples 
is to represent flow charts (Lai and Eades 1996). Although they proposed a representation 
for flowchart components (L:U and Eades 1996) based on the Cigraph model, they didn't 
show further implementation to test it by translating a program source code to a flow 
chart. This research will utilise parts of the Ci&l"[aph model in the implementation of the 
prototype. For example, the Cigraph model includes the usc of layout adjustment routines 
to improve the layout of the diagram. This project will also involve the application of 
layout adjustment routines such as the force-scan algorithm. 
NOTE: The Cigraph model is a general structure used to represent many different 
diagrams. Although it can represent a flowchart, it may not be an efficient way for 
visualising flowchart applications. 
i: 
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2.7. Existing Software Projects/Products 
There exist a number of software products available that can create flowchans successfully. 
These products range in ability but can be classified into two distinct categories; those that 
act as drawing programs and those that create the drawings for you based on source code. 
These two categories arc explained in the sections that foUow: 
2.7.1. Flou•dJarl Dmn•h~g Pro,_gran1s 
While these drawing programs cannot truly be classified as being Software Visualisation 
systems, they do however semi-automate the flowchart creation process. This is 
accomplishl'<l by h>iving the user a set of tools that help to create flowcharts. ABC 
Aowcharter is an example of such a program. ABC Flowchartcr gives the user the ability 
to select from a range of drawing symbols to help create a flowchart. Also ABC 
Flowchaner allows the user to define diagram relationships. This means that when you 
shift a process symbol, all of the relationships displayed arc also redirected toward this 
process symbol. Below is a list of some other flowchart drawing programs: 
• J\licrogrn6: AowCharter Version 7.0 . 
• Easy Flow by Haven Tree 
• Flowchart Maker for the Mac 
• Top Down Flowchart 5.0 
• FlowVicw from Think and Do Software 
• Mac Flow 
• Win Flow 
r:> 
• Visio 3.0 
• QA-Fiow by Quality America 
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• Chartist by NovaGraph 
• Aowchan Express Vl.O by Kaetron Software 
The majority of soft\\'arc products that create flowcharts are based on these flowchart-
drawing prob'Tllms and it is c\·idcnt that after using these products that it would be 
impractical to create flowcharts for small size software projects let aJone large size projects. 
It is imponant that we develop a software tool that can automatically generate diagrams 
directly from the source code. The next section deals with existing products and the theory 
regarding the way they create flowchart diagrams. 
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2.7.2. ANIOINalit FloMbarting Programs. 
There arc few systems anilable today that can succcssfuUy produce high quality flowcharts 
automatically from source code. Although current S}'stems such as FlowVicw described by 
(Marlin and Jacobs, I 9')5) and the PECAN S}'Stem described by (Reiss, 1985) can support 
the Multi-view of flowcharts, these systems cannot prO\•ide automatic drawing procedures 
for flowcharts. In these systems the graphical appearance of a flowchart component is pre-
defined by the user or desi~-,rnc:r, that is, one m:et'ls to spccifr the gt:omctric infonnation in 
detail, such as shape:, :size and the location of eve•)' node image in a flowchart component. 
'Ibis is a tedious task! It is also important that we dc\'clop a good model that separates the 
logical part from the gcomcrric part of a flowchart component. 
AJso \\ithin these system it is e\·itlent that the diagrams produced can have undesirable 
characteristics. For example, the article by (Reiss, 1985) shows scrcenshots taken from the 
PECAN system. These scn.'Cn shots demonstrate that the PECAN system can possess 
'undesirable dia~-,rmm characteristics'. For instance (Reiss, 1985, p. 283, figure 7) is a screen 
shot of the PECAN s~·stcm and clearly shows that it is possible to ha\•e lines o\'erlapping 
throughout a flowchart diagram. 
It is also e,·idenr that b~· examining these systems that other undesirable characteristics 
exist. E.g. \X'asrcd space,lnc110sistenq·, etc. It has been ob·.;en•cd in the FlowView system 
that it is restricted by the assumption of flowchart symbols such as process and decision 
spnbols arc a fixed unit of 2x2. When you start to consider symbols as containing text 
then prO!,rmmming the layout process begins to become C\'en more complicated. This is 
further complicated by the inclusion of other flowchart clements such as labels. 
While there arc a few systems capable of producing flowcharts, it is evident that we need to 
dC\·clop layout routines that do not deal with the geometric infonnation such as size, 
location and shape:. This is wh}' this thesis deals with using abstract layout definitions that 
describe the gent.-ra11ayout of a flowchart component, and to then apply a layout 
adjustment routine that rc·arranbrcs the diagram correctly to automatically give exact 
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geometric information. NOTE: The computer calcu1ates exact geometric infollllation 
automatically and not the user or progcammer. 
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Chapter J - SysteM Desig~r 
3]1- System Design 
3.1. Introduction 
The design of this prototype is broken down into a number of areas. These areas are 
demonstrated in figure 19. 
Data Structure Definition 
Source Code Pursing Routines 
Abstract Layout Creation Routines 
Layout Adjustment R'M.Jtincs 
Display Routines 
Fij\urc l9'llu:.\rchitccrurc. 
The definicion of the data slmcfllfr provides a suirable storage structure to store diagram 
informacion. 
Sollfrt rode pani11g rrmhiln read the source code informacion into the data structure. From 
there we can generate general diagram information through a series of abstract ltgoul mation 
routines. The layout creation routines describe the general shape of the diagram without 
having to specify geometric informacion such as the exact shape. size and location. To 
funhcr refine the diagram we need to apply a suitable layout adjustment routine. ~111 
adjNslment routines shift diagram components around until the diagram can be displayed in a 
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clear and uncluttered manner. Once the diagr.un has its geometric infonnation set, the 
diagr.un can then be displayed through a set of Ji#g ,../i,s. 
3.2. Data Structu~ Definition 
A data structure is required for storing diagram infonnation. Two data srructures will be 
used in combination to store this infonnation. The tree srructure stores node information 
while the list structure stores edge information. 
}.2.1. Gmrral Nodr Drji11ilio11 
The general node definition given in the figure below demonstrates the hierarchical nature 
of a node. For instance one node can have a Sibling and a Child node. The sibling and 
child n:ode can each ha\'C a child and sibling node, and so on. 
stml Node 
{ 
/*Data tJtjinition '*/ 
rlrNd Nodt *Sibling, *Child; 
}; 
To reprcsem an entire flowchart diagram a root node is used. Nodes are used to repfi:sent 
individual flowchart components and flowchan spnbols. 
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J.2.2. EJ'l' T•bk Difi•ili .. 
The edge table definition is csscntiaUy a list of edges. An edge by the definition given in 
the figure below defines a relationship between two nodes Nodt1 and Nodt2. In this 
e.umplc. pointers arc used to reference two different nodes. Style is a variable used to 
describe the arrow style used to connect the two nodes. This is the visual relationship 
displayed on the completed flowchart and can he rcprcsemcd by a single line, single 
arrowhead or a double arrowhc::~.d. 
slmd tt{gt 
{ 
.rlntd Nod, *Node/; 
.rlntd Nob -*Nodt2; 
in/ S!Jit; 
.rlmtt tdgt *Nr...t; 
}; 
typtikf slnltt mgt EDGE; 
FiJ,'Un" 21 EJJtC Dcfini1iun 
3.2.). Extmdrd iVode Dtjinilion 
The node definition given prcviouslr is a general definition and can be extended to include 
data. We can further expand the definition to include an edge table for each node. The 
topology ust:d in the design of the prototype is that each componcm of the diagram will be 
represented by one nOOc. Each component of the diagram may consist of sub· 
components. Each sub-component may consist of suh·sub-components and so on as per 
the definition of a node. To represent the relationship between components. each node 
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will ha\·e and edge table that describes the relationship between the node's immediate child 
nodes. 
s/mct Node 
intlD; 
StriNg Statemtnl, Co!onr, 
int X, l', 7jp., &pandtd, 117idthl, Wit/th2, Hri§1tl, Height:!, DX, Dl'; 
slmd Node *Si/Ji11g. *Child, *Parmi; 
EDGE *Edgt; 
}; 
DP.Iifnmct Nod, NODE; 
Fij..'IIH.· 22 E:o;fl'l'l..ll'll Node lkfiuition 
A number of routines arc needed to operate on the main data strucrurc. For example to 
create a node, the following code would be used: 
NODE* 
Crrate_Node (Shing .ftaltllltnt} 
{ 
l 
NODE 'llf"emporary_Nodt,· 
Temporary_Nod, = mallot (liz«! (NODE)); 
/* [llihllfi:(! Data VaiNtJ Hert. */ 
Ttmparary__Nodt->Sibling = T,mparary_Nodt->Cbild = 
Ttmporary_Nodt·>Parmt =NULL; 
rrmm {Tflltpamry_Nod,); 
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Other routines used include : 
• 
• 
• 
• 
3.3. 
Finding a node based on a criteria such as X, Y Value . 
Deleting a node and its children for memory· mana&rcmcnt 
Setting data \'alucs for one gi\'en nodes . 
Adding child nodes . 
Source Code Parsing 
Source Code Parsing routines arc used to generate and store the information about the 
source code. Each statement from a source code file is stored as one node in the data 
structure. Below in fi~-,rure 23 and 24 is a simplified source code parsing routine used in this 
project to create the flowchan dia!,rram and store \'alues. Although the source code parsing 
routine is limited. it can be easily adapted to cater for a more precise synra."=. 1t can also be 
easily adapted to carer for other prohrramming lan&>uagcs. 
Routine: Parse So11rre Codr 
Algorithm: 
Rouline: 
LAst Statmttnf = NONE 
IF/bile n•t (EOF) d• 
Begin 
End 
&ad Nrxt Statemmt (File, Statemen~ 
Pooss Statement 'ftatement. l_4st Jtaltmmt} 
Last Statement = Statement 
FiJ,.'IlfC 23 ~amrlc ~uurcc Code Par~in~ Rnulinc 
ProaiJ' Statement (Statement, Lui Staltmml) 
Algorithm: 
Case Statement Type (Statement) of 
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End 
'If Stakmmt': 
C""'"' Cowrponmt = Crozte IF Compottmt (SkJtrmmt) 
'Wbik Statement: 
Cmrenl Component= Ctrate WHILE Componmt (Statement) 
'For Stalement': 
Cumnt ConiJ>onmt = Crralt FOR Component (Statement) 
'Repeat Stalemmt': 
Cumnt Componmt = Ctrate REPEAT Cof!I}Jonenl (Statement) 
'Case Staten;mt': 
Currml Con;pmlm/ =Create CASE Co!PjJmunt (Statement) 
Other Statemmt: 
Create General Component 
Parent Component= Delef1!1ine Parent Component (Graph, Lad Staten;ent) 
/ * DetemJJilf!s the parmi Conponnrl based 011 the last slatemmt */ 
Add Co11tponent (Gmph, Curren/ Conpomwt, Parmi Component). 
/*Adds the component to the Graph Stmctflre */ 
Figure 24 Sampk Statement l'rucc~~ing Routine 
IF WHII.E 
Component(A) Cornponent(B) ComponentA 
REPEAT 
Componentl Componentn ComponentA 
Fi!,.'llrc 25 Sample Tree Structures for components 
In the figure 25 we see a graphicaJ representation for some common programming 
language statements. For example: An if statement can have two directions based on a 
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condition. In other words, an IF component can consist of two sub components. This 
graphical representation is used to give an example of how the Srnme Code Parsing Routine 
would process a piece of Pascal source code and store it internally. 
Below is an example of how the Source Code Pars'il~g Ror1hi1e would process a piece of Pascal 
source-code and store it internally. Source code shown in Figure 26 would have a tree 
structure demonstrated in figure 27. 
If(A=B) tbm 
Case Value o/ 
End 
1: 117rite/N (1) 
2: 117rilellt (2): 
3: 117riteln (3); 
IP'riteln ("A<>B'),-
Fi~ure 26 Sample J>ro~ram 
IF 
STATEMENT 
STATEMENT 
STATEMENT 
45 
3.4. Automatic Layout 
3.4.1. U11dniTFd Dia.gram Alln!JIIIt! 
One aspect of this thesis is the ability to automaticaJly generate a diagram that has a 'good 
layout'. To define such a diab>ram we nct.-d to examine undesirable characteristics of a 
diagram and to then a\'oid them when creating a diabrram· Below arc some examples of 
undesired diagram atrributes: 
( ln•rlaps. 
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Fil.'llrc 32 Umlc~ircd DiaJ.,>ram Auributc~- lncun~i~tcncy. 
The undesired diagram attributes can be avoided by implementing the following: 
• Good Layout Routines 
• An Effective Layout Adjustment Routine 
Using "Good L1yout Routines" can effectively avoid all of the undesired diagram 
characteristics. Using a layout adjustment routine such as the force scan algorithm can 
further refine the diagram by minimising node overlaps and reducing wasted space on a 
diagram. The force-scan algorithm is a particularly good algorithm, as it does not distort 
the shape of the diagram components. That is, after applying the force-scan algorithm the 
diagram has a similar shape to the original layout but at the same time eliminates some 
undesirable diagram attributes. 
47 
3.4.2. Vertical & Hon·zonlal ~out. 
Flowchart components can have only one entry point and only one exit point. However, 
the entry and exit points can be dirccred at any angle to the component as demonstrated in 
Figures 33, 34, and 35. This can create a large number of variations that a flowchart can 
have regarding the entry and exir point~. Due to the large number of variations in entry 
and exit points there exists the problem of trying to connect components to&>ether and 
insert components into other components as illustrated by figure 36. 
Entry Point ~ Component I • Exit Point 
Figure 33 llurb.untal ,.\lij.,'lll'\1 Component 
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ComponentA 
Result of Inserting 
"IF Component" 
IF Component 
Figure 36 Sample Problem of inserting incompatible 
components. 
As can be seen in figure 36, inserting an "IF Component" into "Component A" has a result 
of having the entry and exit points of the "IF Componene' out of alignment with the 
parent component A. To join the arrows of the two components would result in a poor 
diagram. 
To gr~atly simplify this problem, the selection of one style of component alignmCnt needs 
to be chosen. The prototype will implement a vertical alignment for components in which 
the entry point for a component is from the top, and the exit point is from the bottom as 
displayed in the "vertically aligned component" figure 34. The layout for a range of 
components is described in the LAyord O-ration Process. 
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-._. 3.4.3. LAyout Creation Ronhites 
To.ttHs point, the only information stored so far about the diagram is information 
- •!' 
extf:.tcted through the source code parsing routine. A tree structure has been generated but 
no geof!1etric information has yet been defined. Traditional layout algorithms can be 
applied to each component/ node on this tree structure. By knowing the component type a 
corresponding layout creation routine can be applied. The component layout routines 
generate a series of extra nodes for each component. The extra nodes consist of drawing 
information. For example, the IF Co!lljJonmt Lqyout process would generate an IF Symbol 
node, one label node, and two dummy nodes. This is illustrated in the figure below: 
Component A Component 8 
Component A 
1-'igurc 37 Result nf ,\pplying J.aynut Crl':ltion ]{nutinc 
Layout Creation Routines generate the shape of individual flowchart components. This 
section deals with the following component layout descriptions: 
• BLOCK component 
• IF component 
• WHILE component 
• FOR component 
• REPEAT component 
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• CASE component 
Each component description will consist of: 
• Programming lanbruagc syntax . 
• Component Shape DiaJ,;ram . 
• Component Layout Diagram . 
• Edge Table . 
• & Node Position Table . 
By examining the syma.x of a programming language statement, we can sec how 
information can be extracted and then placed into a component. This can be observed by 
looking at the Pro,graiiiiiJiiJ,g lm~~uage f)'lllnX and then the Co11Jpo11ml Shape Diagra111. The 
Compotrmt 1--L!J'OIII Diagrm11 illustrates what :t component is made up of. E.g. IF Symbol, 
dummy nodes, sub·componcnts, case symbols, etc. Obscn'ing the Compo11enl LD•o1t1 
Diagmntlcads us to defining node positions in the Node Po!ition Table. It is important to 
note that the positions specified in the 'Node Position Table' are only rdatir>e poitliolls; that 
is, these positions do not describe exact positions for each node. These relative positions 
tell us which nodes arc in the same row or same column and where nodes arc placed in 
relation to other nodes, Exact geometric information is generated by the application of the 
force scan algorithm. The Edgr Tablr defines the relationships between the nodes, this also 
can be observed from the Compmuntl-'!)•or11 DiagrafiJ. This is demonstrated by the example 
figures 38 through to 55. 
Note: In figure 45 there is an extra use node called a dummy node named Node f. The use 
of placing this dumm}' node allows the line through nodes a, b, i, h, and A to be redirected 
around component A. This redirection is possible, as the Force-Scan algorithm will push 
node f to the outside of componem A. As node f is forced to the right, so to are nodes b 
and i, as they arc in the same column. 
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3.4.3.1. BJork Component Layout 
Begin 
I 
I 
I 
I 
Componen/0 
Compo11tnf1 
Component n 
End 
FiJlurc 38 BLOCK CompfJncnl .Syntllx 
componenl 
I I !coMPONENT! 0 
co~p{nenl I 
comp~n"ent -.! 
II COMPONENT) I 
l 
I I COMPONENTI2 
; · .. 
component I 
' 
• I COMPONENT/ n 
. . f11gurc 39 Block Component .Sh~pc & J.a)'out 
Node Positioning: 
Conponen/0 = (x,y), 
Component,.= (x.y- n) 
Edge Table: 
Component,= (x,y-1), ... 
(Conponen/0---K:omponenl J, (Cotnponen/1-iCOIIJjJonent:J ••• 
(Componen1n.1-1Component J 
Fit,>urc 40 BLOCK Component: Node Position, & Edge Table. 
52 
' '. 
3.4.3.2. IF Component Lgout 
If <ronJition> then 
Compo11ent 
Else 
Contponenf 
Vi~urc: 41 IF CumponL.ftl .Synt:J.x 
~nditi -·r~ FALSE 
1 i! ! 
I oompf"'' I I oompf""' I 
I! IF SYMBOLI_11) 
! 
)COMPONENT(A) I 
! 
' I DUMMY NODE{ c) 
FiJ..'llrc 42 IF Component Shape & Layout 
Node Positioning: 
A= (x,y-1) 
a= (x,y) 
'=(x,y-2) 
Edge Table: 
B = (x+1,y-1) 
b = (x+1,y) 
d= (x+1,y-2) 
(a-b), (c-d), (a->A), (A ->c), (b-->B), (B-+d) 
FiJ:urc 43 IF Component: Node Position, & Edj.,oc Table. 
LABEL{b) j 
j 
I COMPONENT( B) I 
! 
DUMMY NODE(d)j 
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3.4.3.3. WHILE Co"""'"nt Lg,.t 
Whilt <tondilion> do 
COMjJonmt 
!r.)turc 44 \l'JIII.E Component .Sj'lltax 
.1.. 
i <Gi._ndili TRUE j 
/ DUMMY.NODE(al 
• / IF SYMBOLic} LABEL(d)/ 
.l J 
DUMMY NODE{ b) I 
/DUMMY NODE (e) / I COMPONENT{A~ I DUMMY NODE(() I 
J J I DUMMY NODE( g) I I DUMMY NODE( h) DUMMY NODE(i) I 
.. . .. hj.,'UI'C 4~ \l1JII.h <.umpuncnr !'ihapf.' & l.:i}OUt 
Node Positioning: (\ 
A = (x+ 1,y-2) a= (x,y) ,i 
b = (x+2,y) r=(x,y-1) 
d= (x+1,y-1) '= (x,y·2) 
f= (x+2,y-2) g = (x,y-3) 
h = (x+1,y-3) i = (x+2,y-3) 
Etlge Table: 
(r..), (e-f), (h·ij, (11), (fb), (Ni), (a-H), (d-+A), (A -+h), (b-+a) 
Fij..'Urc 46 Will I.E Compom:nr. Node 11o:;itiun, & Edge Table. 
I 
54 
I 
' 
3.4.3.4. FOR C...ptJ•••I ~~ 
inilializalion = "VaiNl' := lnilial V aHte" 
rondilion = "VaiNe<=Final Vabte" 
inmmtnl = "Vahu := Vafnt + 1" 
l.'i)_oun: 47 Fur (:ump<ommt Syma:~; 
linitializalion\ 
1 . 
.J.. TRUE ~nfolitio ~ 
I comp:nent / 
I 
~~men I I 
• 
.__ 
/STATEMENT! aJ _j 
II DUMMY NODE!bJ ~ DUMMY NODE( c) / 
[lisv~BOLldJI I I LABELle)/ 
I 
' • I DUMMY NODE!() J I COMPONENT! A~ l ;JUMMY NODE( g)_! 
I I 
I DUMMY ~ODE! hi I ,-;---• LSTATEMENT!il I L DUMMY NODE(jd 
I 
____ L~Efi)]-[ I I DUMMY NOOE;i)l L~.U~MY NODEfiJ DUMMY NODEimJ_\ 
' 
.. (lj.,'Urc .J8 I ()It l.umpo>ntnl !'ih:ipo: & l.:a)Utll 
-·;·- ~-
1
•. 
. 
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Notk l'ositiollilfl' 
A= (x+I,;•-J) a=(>.;;) 
b = (.';)'1) r=(x+2,;·-1) 
d= (.>,J•-2) '= (.,-+1,)'2) 
j= (.';)·-}) g = (.'+ 2,;-J) 
h = (.>.)'-4) ; = (.,+ 1.;·-4) 
j = (.,+ 2,;•-4) k = (.,·,y-i) 
/= (.,+1,;-5) m = (>+2,_y-5) 
Edge Table: 
(a-b), (d:/). ({-h), (h-k), (d-<), (1-m), (m:J), (j-g), {g-r), 
(b---Mj. (e-->A), (A-h), (i->Q, (r-+b) 
56 
}.4.}.5. REPE.t-1T Co1Nponmt ~111 
Co,ponrnt 
Until <rondilion> 
Fil!urc: 511 REI'E.\'J' < :umpt>nl'fll !'irnr.u: 
Notk Positioning: 
A= (."<,y-1) 
a= (.'C,y) 
b = (x+l,y) 
r=(x+l,y-1) 
d= (x,y-2) 
'= (x+ l,y-2) 
Edge Table: 
(e-c), (r-b), (a--+A), (A -+d), (b..._), (d-H) 
11igurc 52 Rlii'EXJ' Comp<int:m: Node J'o~ilion, & EdMc Table 
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3.4.3.6. CASE Componmt i...Jyo11f 
Cas,'![ 
md 
1: romponrnt 
2: compom!lll 
J: romponmt 
11: compo11mt 
Fi~o:un: 53 I:. \.SE l:nmf'l>nl·nt Syntax 
[CASE SYMBOLial] 
I 
r.\I:OFCCSY::c,~,~~, IF SYMBo""CJ---J IF SYMBOL r·----~ IF SYMBOL 
I I I I 
jcoMPO~ENTIAJ) ic<JMP~NEf:iTl ~OMP~ENT 1'-;c;:O:-:M-cP;Cy~N:cE;;:N:cT:-J 
,. t y • 
[ DUMMY NODEicJ DUMMY NODE H DUMMY NODE~--i DUMMY No'DF:J 
[0] r 11 121 ,, l 
Fij.,>tm: 54 C.\SE Cnmpnncnt Shape & l.aruur 
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Notk Poslliolfi1fg: 
A, =(>·,y-2), A,= (x+1,y-2), A,= (>-T2,y-2) ... A. = (.'<+II,.J-2) 
a= (.';J~ 
b, = (.'<.y-1),1,, = (.,-T1,y-1), b, = (x+2,y-1) ... b. = (x+n,y-1) 
r,, = (.,·,y-J), c, = (.'-T1,y-J), c, = (.,-T2,y-3) ... c. = {x+II,J-3) 
Edge Table: 
{(a-->b), 
((b, ->A,J ... (b. ->A.)), 
((A,->c,J ..• (A.-><.)), 
((b,->b,), (bl-->b}, ... (b.' ->b.)} 
((c,->c,j, (d -><2), ... (c •. ,-><.)}} 
Fi)!.UrL' 55 C:\~F. Cumrurwru: NuJc l'usirion, & P.J~c Table 
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3.5. Layout Adjustment Routine - Force Scan Algorithm 
To this point we ha\'e dealt with gi"ing the flowchart 2-dimension information. Relative 
coordinates ha\'c be-en specified but we cannot yet display the diagram, as the components 
ha\'e no real size or location yet defined. To obtain exact coordinates, the force scan 
algorithm is applied to each branch of the tree structure until it reaches the root node. 
Howe\'er, before the force-scan algorithm can be applied we need to first set node sizes for 
the set of nodes that have a dctinable size. The set of nodes includes IF Symbols, CASE 
Symbols, General Statements and other simibr symbols. 
For example to tind the \\idth of a general statement as shown below we would call a 
function H~.\T_IF'IDTH that would determine the width of a specified text string. The 
width returned would be in units rclati\'c to the output device such as Pixels, and the width 
would also be based on the font type. Once the text width is calculated, the node size can 
then calculated by adding a node boundary \'alue. A similar calculation is used to 
determine the statement's height, except that the function 'IE'\T_HEIGHT docs not 
require a text string as a parameter: 
;:.:::>; .: I TEXT I G.0 
·"', : General Statement CASE Symbol 
. ' . 
. . - .. -
IF Symbol 
J;i).!UH." 56 II; ~ymbul. (il"llt:rdl ~IJil"mt:nt, & c:.\~E !'ymbul 
Eg. IIYidtb =TEXT_ WIDTH (TEXT}+ 2 .d\IODE_BOUNDARY_Il71DTH 
H,igbt = JEXT_HE!GHT + 2 ·" NODE_BOUNDARl'_HE!GHT 
Similarly the sizes for the IF Symbol and CASE Symbol can be determined. This is 
simplified by assuming that the two symbols arc surrounded by an imaginary boundary as 
displayed b}' the rectangles surrounding each symbol in fib"llre 56. This boundary is 
assumed to be rectangular in shape as it simplifies the programming process. We could 
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extend this process later to include other shapes for boundaries to further reduce space 
wasted inside diagrams. 
After generating the node sizes, we can then apply the force scan algorithm to each node. 
This process is done by first processing the farthest descendants of the root node and 
working the way up to the root node. As each node of the tree structure is processed a size 
for that node/ component is set. 
Component X Component X 
In figure 57 we can see the effect of the force scan algorithm. Co!!Jpone111 X is pushed away 
from the IF symbol thereby removing the node/component overlap. 
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3.6. Display Routines 
To display the flowchart a set of related drawing routines arc required. Below is a sample 
of some drawing routines that arc required for implementation: 
• Draw_Flowcllart_Componcnt 
• Draw_Edges 
• Draw_IF _Symbol 
• Draw_CASE_Symbol 
• Draw_ Gcncmi_Statcmcnt . 
• Draw_Rcctangle 
• Draw_Eilipsc 
• Draw_Line 
• Draw_Arrow_Symbol 
• Draw_Tcxt 
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3.7. User Interface Design 
Effcctivclr all rhat is required for the u:iier interface is a display area and a method for 
scrolling around the generated diagram. The Prototype will consists of a display area for 
the diagram and a sec of menu options with a scroll able display area. The menu options 
arc described in the ti~urc below: 
File 
Oprn { Opmr a dialog bro..for selecting J011m code filer} 
Sm-e ( Opmr a sat't! dialo,g box I hal allou•s !he diagmmlo be sat't!d} 
&il { E::..il! the application} 
Diagram 
Seth'ngs 
Collapst All 
Expand AI/ 
Diplqy Grid 
{ Opms a dialog box with the diagram !elhirgi dilpi'[Jed} 
{Set! the diagm111to a collapsed state} 
{ Expm1ds mry componmt o/ tbe diagranJ} 
{ Di!jJI'[J! a grid wed to determilft diagra111 spadng.} 
Diplt[j• Boundariu { Dilpltl)'! bo1mdan'e! rlft)fllld erery jlou•chart coHJjJonml} 
Di!pi'[J Edges { To!J!Ies !he l'isibility of the dia~~mnl! edges} 
Displqy Con1ponents {Toggle! tbe lisibili!J qf!he diagrant Components} 
Zoom 
In 
0111 
Default Zoom 
Help 
Abo11t 
Program 
{ Zoonu in ~a Itt jador} 
{ Zoon1s 011t I!J a sel Jac/Ory} 
{Returns to lhe difaJdt ifJOIII ammml} 
{Displqy infomJah"on about lhe program version} 
{Displqys help infom~ah·on about the program} 
Fit.>Urc 58 U~cr Interface 
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The user interface will aJiow the user to browse a flowchart diagram. The user will be able 
to collapse all of the components down and selectively expand the desired components. 
This is extremely useful when dea1ing with a large diagram as only the selccred information 
is displayed. The user interface will read a contigumtion file that will change diagram 
attributes and the visual appcamncc of the generated diagrams. A sample of some diagnun 
attributes include: 
• Node spacing distance 
• Display Colours 
• Am>wStylc 
• Diagram boundary area 
• Visibility of diagram clements . 
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CbtJpltr 4 - lmplt111tll/tJiion 
4- Implementation 
The implementation for this prototype spans quite a few pages and as a result the majority 
of the sourcc-c(){le for this prototype is contained in the appendix section of this thesis. 
4.1. Development Environment 
The de\•clopment environment chosen for this project is a Unix based operating system 
using a C compiler u;th Motif extensions for the user interf.1ce development. The 
windowing system used for this project is the X-\X'indow system. Due to the multi-tasking 
abilities of the operating srstem it is possible to display multiple views of a prot,rram 
through multiple windows. 
The computer system used to implement this project has the following specifications: 
• Pentium 166,32 M RAM., 2MB Video card. 1 GB IDE HDD. 
4.2. Coordinate System. 
The coordinate system used for displaying the flowchart to the output device is a different 
system to that used in the component layout process and as a result they-axis infonnation 
needs to be im•crtcd. f'igure 59 demonstrates the different coordinate system . 
• v •X 
•X .v 
Figure 59 C<HJnlin:uc Spfl'ffi Used fur l.ayuur Gcncratinn; & 
Conrdin~rc ~}'$lcm usL-J for displ~yin~ rhc flowch~rt. 
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4.3. Configuration File 
A configuration file aJJows the prototype to generate different diagram appearances. Using 
a configuration file is a simple way of initialising program variables without having to re~ 
compile the program. Diagr:un settings can be changt.-d on the fly as rcquirt:d. This is 
useful as it allows the user of the program to experiment with the diagram la}'out wlthout 
requiring any knowledge of the programs coding. Below is a sample confib•tuation file: 
NODE_SEPERA110N_X = 8 
NODE_SEPERA"/10N_l' = 8 
BORDER...DISTANCE_X = 10 
BORDER...DJJTANCE_l'= 10 
NODE_BOUNDAR1'_117IDTH = 20 
NODE_BOUNDARLHEIGHT= I 
ARROIV_SIZE = 9 
GRID _SIZE = 5 
DlSPLALDEPlli = 0 
BACKGROUND_COLOUR=wUk 
FOREGROUND_COLOUR =block 
IF _,fYMBOL_COUJUR =block 
LABEL_1EXT_COLOUR = bh~e 
PROCEDURE_ CAll.... COLOUR= grem 
GENERAL_STAIEMENT_COLOUR =blue 
EDGE_ COLOUR= blu, 
GR!D_COLOUR = Jjgbtgrry 
BOUNDAR}:._ COLOUR= lightgrry 
DISPLA.l'_GRID = 0 
DISPLALCOMPONENTS = I 
DJSPLALEDGES = I 
DJSPLAY_BOUNDARIES = 0 
Fi).,"'Urc 60 Sample Confih>uration File 
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4.4. Code Samples 
4.4.1. l...qyoNI Crrah'on Rmih"nt.r 
The layout creation process described in the previous chapter can be compared with he 
actual implementation in figure 61. Jre appmdix serlio11 for fnrthtr SONrrt rode. 
4.4.2. 8/odt. Componenll.Ayo111 
t'Oid 
Crrate_BLOCK_Componmt_L:gont (NODE'* Cl~l'lmt_Node) 
{ 
} 
NODE *Cursor; 
int X, l~· 
int Index; 
X = Cumnt_NoJe..> X; Y = Cumnt_Nodt-> Y; 
/ndrx :;; o,· 
01rsor = C!ll'lmt_Node->Child; 
while (Cursor!= NUlL) 
{ 
Cunm->X=X; Cursor->Y= Y -Index; 
Indrx ++; 
Cursor = Omor-> Siblingj 
} 
Curior = Crmrnt_Node->Chi/J,· 
while (Cm-sor->Sibling !=NUll) 
{ 
Add_Edge_To_Nodt (Cnrrmt_Node, Cuf'!or, Cursur->Siblin& 
SINGIE_ARROWHEADI); 
Gmor = Cursor->Siblingj 
} 
Fi~urc 61 Code Samplt~: Block Compon'-'flt l.a)'OUT 
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4.4.J. L!JONI At!jNslllltlll Rmllilft - Fom Stalfllltp/twltlllalion 
void AdjiiSl_ Node_ Lilyolll (NODE • Com1d_Notk) 
{ 
}} 
NODE_UST*Te"'f1'N'l!Y_Notk_Ust; 
NODE *&fm•«_Notk; 
if (Cmnni_Nodr != 1\Vl.L) 
{ 
ij(Cumlli_Nodt->&palldtd == 1RUE) 
Ad pat_ Node_ Layolll (Curnnl Nr>dr->O»>d); 
Adji4Sl_ Node_ Layolll (Q<rrml Nede->.l"iblir!g); 
if (Cnm•I_NoJ,.>Chi/J != NULL) 
{ 
&ftrenct_Node = Crealt_Node ('Reftren(f Point", 
KEl'WORD_DUMMY_NODE); 
&ftmlct_Node->X = Cumnt_Node->X; 
Rifemlrt_Node·> Y = Glrrmt_Node-> Y; 
Te!liporary_Node_Li!l = Crea/e_Node_Ust (Cumnt_Nodt, 
Riferenrt_N ode}; 
Sorl_Node_LJSt_By_X_Value (femporary_Node_Lsl); 
Set..ficmmulahi't_Forre_X (fenJporary_Node_Lsl}; 
Sort_Node_l.Jst_By_Y_Valllt (Temporary_Node_LiJt),· 
Sei_Armmulatit't_Fortt_Y (fenporary_Node_Liii}; 
Shift_Nodu_ln_Li!l (Femporary_Node_U!t, 
&ferenre_Node->DX, Rifirr•re_Node->DY); 
Desi"!J_Node_Uti (Femporary_Node_UtQ; 
} 
Set_Node_Si!(! (Cumni_Node); 
Figure 62 Code Sample: (lnrcc Scan Al~~rithm 
'1'. 
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The Layout Adjusnnent Routine operates on every node of the diagram individually. It is a 
recursive roubne that processes C\'et)' child and sibling node as can be seen by the 
foUo\\ing code stub: 
1'lliJ Adjllu _ Notk _ Ltqw/1 (NODE • C•m•I_Nod.) 
( 
AdjiiSI_ Notk _14yoat (Cwmrt Nodt->Ojld); 
AdjiiSl_Notk_Lzyollt !Cuaw N,P,->Jiblin~; 
/ '* Nodt Adjnstmrntl ~!)ott/ Codt Hrfl' "'/ 
The layout adjustment routine uses a rdCrence point for the layout process. The use of the 
reference point helps to restore the current nodes original posicion after the layout process 
has been applied to its children nodes. 
The layout proc!:ss inmh'es crc.:ating a list of the currem nodes child nodes. The list is 
sorted by X \'alue and the individual forces in the X-direction arc set by the function 
Xet_Amtfllltlah'rr_Fom_X. A similar process is apphcd in the \'-direction and then the 
child nodes arc shifted according to the predetermined forces calculated by the functions 
Jet_Arrunmla/it't!_Forrr_X and Jet_.- lmtmttlatirr_Fortr_} ·. 
The Jct...Amtmttlatirr_Fom_X function breaks the list into a number blocks &rrouped by X 
value. Each block of nodes is compared with its immediate neighbouring block and a 
force is determined. For a set of 11 blocks, the following would apply: 
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B/ock(O), Block(l), Bl"k(2) ... BI"k(n) 
Where the forces are calculated between: 
Blmk(O) & Bl"k(l ), 
Bl"k(l) & Mrk(2) 
B/"k(n-1) & Blork(li) 
Noting: 
Blotk 0 remains where it is. 
Block 1 JPOII!d be nJot't!d first according to il.r pon/ion in relalioll to blotk 0. 
Block 11 would be nJol-'t!d last according to its position in relah'o11 to b!otk 11-l. 
4.5. Static And Dynamic Program Execution Representation 
The dcfuUtion of program visualisation in chapter 2 describes static and dynamic 
representation of software. Dynamic representation involves showing an animation of the 
running program, whereas the static representation is simply a snapshot of the program at 
a certain point in time. This implementation of this project would be classified as using 
static representation. To extend this project to a dynamic representation is not 
conceptually a difficult process, however it docs involve a significant amount of knowledge 
about the software compiler/interpreter specifications. That is, as a program executes a 
trace must be kept of where the program is currently executing so that it can be graphicallr 
represented. 
4.6. Zoom Factor & Font Size. 
Modifying the zoom factor is not a difficult process. One of the simplest ways to increase 
the zoom factor is to increase the font size. By increasing the font size, you a1so increase 
the flowchart symbol sizes and as a result the entire diagram is increased by some size. The 
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effect of changing the font size can be seen by the sample figures. Note: A proportional 
scale factor would nonnally be applied to the component separation and the width of the 
lines would also be changed by this factor. 
Swt; 
' • ~ 
• ~----~,,~---~ 
' • 
Writeln("l"); 
I I 
r r wncetn("2"); 
+~ 
"w"-n"-·~='••'-("''~"">"; --, WriteJn("•"); 
!---------'--------' 
• Finish; 
Writeln("c"); 
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4.7. Output to X-FIG fonnat 
The process of creating an X-Figure file format was examined for this thesis so that a 
snapshot of the generated diagrams cou1d be saved. X-FIG files could then imported into 
this document. The advantage of being able to generate this fde format is that X-FIG is a 
popular drawing package. Under LINUX, the source code for XFIG is freely available 
over the Internet. Another advantage of converting to this format is that it is possible to 
produce high quality printouts. These files can also be easily ported to many different Unix 
platforms. XFIG also allows free editing of the diagrams. That is, objects can be moved 
around and text can be edited easily. 
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Chapltr 5 - Rtndlt 
S. Results 
This chapter focuses un the output from the prototype. All diagrams for this chapter were 
created using the software visualisation prototype tool. The process involved in creating 
the dia&'Tilms for this chapter arc outlined in the steps below: 
1. Create a stub of code and save as a text file. 
2. Execute command line statement to invoke the program. e.g. Visualise jilman~e.pat 
3. Program generates all flowchart information transparent to the user of the 
pro.!:,rram. 
4. Using the program's menu system a snapshot of the diagrams can be saved as an 
X-FIG file and then using the X-FIG program the file can be exported into other 
formats such as postscript. 
In step 3 the program generates the flowchart transparently to the user of the prototype. 
AII that is seen by the user after pressing the <enter> key is the flowchart displayed on the 
screen. Step 3 is further expanded below: 
3.1 Parse source code file and store information about the source code. 
3.2 Add extra diagram information such as diagram symbols and edges. 
3.3 Apply abstract layout information to each node in the diagram according to the 
type of node. For example, if the node is an if-statement then apply the abstract 
layout routine for the if-statement. This process is applied to every node within the 
data structure. 
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3.4 Assign node size information to the set of nodes that have a definable size such as 
S}'tllbols. 
3.5 Apply Force-Scan alt,rorithm to add geometric information and reduce unwanted 
diagram characteristics. The Force-Scan algorithm is applied to every node of the 
dia!,rrnln starring at the farthest dc~t.:cndant of the root node and is then applied in 
the direction towards the root node. 
3.6 Usc display routines to display the diat,'Tam. 
Important points to note about the results: 
• All diat.'Tams for this chapter were created using the software visualisation 
prototype tool. 
• All dia&>nlmS generated were created faster than typing the command line statement 
that runs the prototype. To draw these diagrams manually would be significantly 
slower and would not produce tl1e same (1uality diagrams. 
• The prnb'Tam demonstrated the ability of component to have sub-components. 
This is demonstrated by generating flowcharts for source code that has nested 
statements. 
• All flowcharts generated ha\•e the desired visual appearance. 
• High quality diagrams were t,rencrated. 
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5.1. Sample Program Output 
This section contains stubs of code with the corresponding flowchart generated by the 
prototype. For a full explanation of the translation process and a worked example see 
appmdi'x S. The process described in this appendix can be applied to each of the sample 
flowcharts generated in this section. 
5.1.1. BLOCK Componmt 
Begin 
End 
ll?riteln (A'~; 
it7nleln ('B"): 
Writeln ('C'),· 
Writeln ('D''),-
[[ WriteLn("A"); [ 
j 
I WriteLn(~B"); J 
j 
I_ Writeln("C"): J 
j_ Writeln("D"); I 
Figure 66 Pm~o=m Output. Hluck Component 
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5.1.2. IF Component 
Jtart,· 
Ifethen 
Write!t1 ('c = lnle'~; 
El!e 
IV'nleU1 ('c = false'~i 
Finish,· 
I Ston; I 
1> FALSE 1 
I Writeln("c"' true"J;j I Writeln("c"' false"); I 
I 
I Finish; ( 
,. 
• 
'' l 1gurc 67 I ro~ram Output. II Componcm 
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. ,,. 
f.1 .J. WHILE Contponenl 
Star!,· 
Whikr-Odo 
Wn'tt/!1 ('Enter value for C> ''); 
&aau(C); 
Finish,· 
~ 
C=y TRUE 
• I Writeln("Enter value for C>"); I 
• 1 Rendln{C); l 
I Finish I 
,. 
' 
. . ll).,>urc 68 I mgram Output: WI IIJ.h Cumpon~nt 
5.1.4. REPEAT Component 
Slart,· 
&peat 
Writeln ('Enlerrwl11e for C>'~; 
ReadLn ('C''),· 
Untilt=O 
Finish,· 
I Start: I 
l 
f 
/I Wrileln(•Entcr value for C>•): I 
I 
I Readln(C); I 
4 
) Finish: I 
FALSE 
,. 
' 
Ill "' lr~urc 69 I ro~mm Output. RLI J.A I Component 
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5.1.5. FOR Componml 
Slarli 
For~I(J/Ut := 1 to 100 do 
117riltlll {t'tllue),-
Finish,-
~ 
J value :: I J 
~uc<l 
• I Finish: I 
TRUE 
I Writeln(value); J 
I value, ~alue + ·, I 
,. 
• . ' 
. I 1,11Urc 70 I m~-,or.un Outpur. I OR Cnmponcm 
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5.1.6. CASE Component 
Start; 
CaJ< value of 
End 
1: Writeln ('1''),-
2: lf7nleln ('2')/ 
3: lf7nleln ('3'').· 
4: lf'rileln ('4'').· 
FilliSh/ 
I Start: I 
_._ 
(case value oD 
+ y y ? l Writeln("l"); ) ) Writeln(~2"); I I Writeln(~J~); I I Writeln("4~): I 
L l l l 
l 
l Finish; l 
Jlj •urc 71 J>ro •ram Ou 
• ' 
ut CASE Cum uncnt . 
80 
5.2. Nested Statements 
5.2.1. Nested IJComponenl 
SMrt/ 
Ifd tbm 
Bet}n 
End 
Else 
Wrile/n (·· = tme'') 
IJC2then 
Wrileln ('c2 = lnte''),-
Else 
JP"rileln ('c2 =false''),· 
IP"riteln ('c =false''),' 
Finish; 
! Start: J 
t 
I Wrileln(~c"' true"):_j. 
t 
' ~ ... 
FALSE 
1 
I Writeln("c2 ,·(rue"); I ) Writeln("c2"' hlsc~): [ 
j 
\ Finish; I 
.. . . 
FALSE 
J Wrileln("c"' false"); I 
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5.2.2. Nesltd WHILE Component 
Slart, 
Whilul =0 do 
begin 
Read!Jt (CI); 
While c2=0 do 
Begin 
lf7riltln ('Entert'tllue for C2>''); 
E~~tl; 
Finish; 
I Start; 
I 
CI=O 
I 
Readl.JI(C2); 
TRUE 
L Writeln(~Entcrvalue rorCI>")~j 
J Readln{CJ);_) 
«:!::.- TRUE 
. 
) Wri tel n ("Enter value for C2> M) J 
/ Readln(C2); ) 
! 
/ / Finish ) 
.. . hgurc 73 J>rugram Ourput: Nt'lltcd While Comp(IDL'tlt 
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5.2.3. NtsttJ REPEAT Compofltnl . 
Start; 
~1 := -1; 
r2·:= .f,· 
&peat 
W riltln ('Enltrt'aiNt forr2> "); 
&adLn {<2); 
&peat 
W rittln ('Enttr value for r1 > "),· 
&adLn (d); 
Untild=O; 
Untilc2= 0; 
Finish,· 
I 
I 
~ 
" ,; -I' I 
,, ,; -I' I 
Writeln("Enlcr value for ~2:>"): 
Readln(c2): 
Writeln("Enter value for c I>"); 
Readln(cll:_j 
-t T' ~,.,,, 
I • Finish; I 
-- • -. - ·-
. l•ll-,>urc 74 I rtlj.,'f:lffi Ourpur: Nt.'Sit.'t.l Rhl b\ I <.nmpont.'fll 
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.,--, 
5.2.4. Nuted FOR Component 
Statt,· 
Forva!tte:=1to 100 
Begin 
117 riteln {t'allle),· 
For t'alm:2 :== 1 to 20 do 
!Priteln {t'a!t~e2),· 
Finiih,· 
I Star!: I I 
I 
"''PD j_ 
TRUE 
-<Glue<! 
I Writclnj value!:_] 
• I --, valuc2 := I 
- ' I 
r 
~-- TRUE <4:.llluc2 <"' ! L Writcln(valuc2): ( 
"'"' = ~.,~ I I 
·-
I value- ~aluc + I I 
• I Finish: J 
_. 
- -l'lj.,'l.lfC 7':J I'Wj.,>Tam Output: Nt-stcd Jo<)H Component 
.:._,' 
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' ! 
L 
I 
S.2.S. Nested C4SE Component 
Start,· 
Ca1e Mlue f!f 
1: ll?rikln ('1"); 
2: Write/11 ('2'~,-
3: case twfue2 of 
End 
Fimib,· 
~ 
~ 
a: IV'riteln ('1'~,­
b: ll?riteln ('2'~; 
c: taie value2 of 
\: 
<\>--<y>---<!(> 
' . 
IJ Wrileln("l':):] ] Writeln("2H): ] -Cease value:!. o() 
. 
+ ·"Y ] Wrilcln("a~); J I Wrileln("b"); j 
j j 
j 
' I Finish; I 
.. . .. . l·1~urc 76 l'ml:,'fllm Output: Nc~tcd CASh Component 
? 
I Writc~n("cM); I 
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5.3. Effect of Changing Diagram Attributes 
A diagram can consist of a number of attributes. Changing an attribute of a diagram can 
affect the overall appearance of the diagram. For example, font size, font type, arrow size, 
arrow type, drawing colours, and line width can each affect the final diagrams appearance. 
The figures included, demonstrate the effect of changing diagram attributes: 
Start; \ 
-~>--c-------'-------------------,FALSE 
Wrlltln("c = truc''l_j l Wriltln("c:: hhc")~ 
Wriltln("c2 =true") Wrlltln("cl = hlsc")~ 
• j Flnhhl j . 
I Start; 
~<~\)--------------------------------,·~LSE f • r=~,.._ 11,_,··7'7.--. I I Wdeh("c~: true'); \ • I Wdeh('c= L:ll;e"); 
t<>------,-----,_t'LSE . I 
Wri:eh("C2 = true•); I wrtel"J("c2:: 1al:le'); 
I F:hi;h; 
Fi!,'IJrc 77 Funt Type Attnbutc - 2 d1ffcrt'tll font:!. . 
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.·-'·· -' 
value:= 1 
~----,TRUE 
value =value + 1 
value = value + 1 
Figure 78 Effect of Chnnb>ing the Armw Size ;\ttributc 
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,;;_:. 
cue2: 
component component 
,. •'_' ~ 
component 
·-v. ,. 
• ,,'~I_ 
Changing the display colours can help us focus on specific areas of a program. Colour 
coding diagram components can help us to quickly distinguish between diagram 
components. 
Note: The poor choice of display colours can make the diagram difficult to read. 
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Diagram nodes are separated horizontally and vertically. Changing the amount of 
separation between nodes can change the appearance of the diagram. To illustrate how 
changing the component spacing can effect the diagram, a sample FOR Sta/en;ent is 
considered below: 
Note: On figure 80 that the diagram on the left is more compact than the diagram on the 
right. Also note that the size of each flowchart component is shown by a rectangle around 
that component. Normally the component boundary would not be visible, but is displa}'ed 
to help understand the effect of changing the components spacing. 
_ [ sun: -r II Start; I 
value:= t [_ I value:- I 11 
. 
I .c 
'. 
. . . 
)<\[ilue <I ITRUE l~ue<-1 -RJRUE 
' 
Wri tein'( v a I ue); :L J II- Writeln(v·alue);.-) 
value.= value'+ I [ 
s 
'. L value,;;va'lue·-+ I' j 
I . I 
I • I . .·· 
_' 
Finish; Finish'; 
Figure 80 Effect of Changing the ComponentS acing with p . ·. . .. 
Node boumbrics displayed. 
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5.4. Sample Pascal Programs And Program Output 
To test the capabilities of the Prototype in creating flowcharts a sample of PascaJ programs 
were examined from Koffman (1989). The source for the flowcharts can be located in the 
appendix section of this thesis. 
The diagrams generated were consistent with other diagrams produced. Due to the 
limitation of the amount of information you can fit onto an A4 page, some scaling was 
used on the diagrams and as a result some diagrams may appear slightly different. Figure 
89 Progmn1 Sho11Dijfis a good example of the program's ability to generate a high quality 
flowchart diagram. 
S. 4. 1, Sanple Pa!cal Progran1 1 - Progmn1 Cryptogranl 
-,-
I WriteLn ('Enter each ch'arac_ter of your message;');~~ 
.. F ·. I . .. ,, ' r WriteLil ('ierminate it with the symbol', Sentinel);) 
.. ·. · .. .. .. 
. . 
J .. Read(NC.xtC~ar);. ( 
· .. ' l 
. 
' 
-'-(- NeXt<;:har := Cnp(NextChar); ( · 
·l .... 
. 
. 
' ' ... 
. Char iil [:A'. -FALSE 
. .. 
··. 1 I•·· 
I WriteLn (Code{NeXLCharl:5) I·. -I -Writeln (N'extChnr.:·sr] -. 
. · 
. . ·· . 
• 
. .. l 
.. 
...... · 
.· . 
.. ·.·· .. 
. .. 
. 
Fi'LS tChar=Sent 
. ·. 
··--., 
,.,_. 
90. 
E 
._ . .,. __ ' 
' 
_:_ 
\ .WriteLn ('First specify the code.');j 
l 
J Writeln ('Enter a code symbol under each Jetter.');! 
l 
J \Write In ('ABCDEFGHIJKLMNOPQRSTUVWXYZ'); I 
l 
J NextLetter :='A' ) 
I. 
_l 
TRUE tletter < l 
) Read (Code[NextLetterJ); J 
l 
J NextLetter- NextLetter + I J 
I 
J ReadLn; J 
I 
J Writeln J 
.. hgurc 82 l'ruccdurc Encrypt 
)/ Read Code ·(Code); / 
I 
) Encrypt (Code); ) 
Figure 83 Main Prugram • Prof,'I11ffi Cryptogram 
i_i 
'._, 
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5.4.2. Santple Pas(a/ progran1 2- Fig11m 
Wrltoln ('Entor rho kind of object'): 
Write ('Ent~r C ( C!r~le), R (Rcmnglc), or S (Squro)) '): 
I Rrad (f!gCh~r): 
in 't','C','r',' FALSE 
c l 
CIIC Fi8Chu of Oncfif.Shpc := Or~cr 
+ ""'!:" '<f{> t • 
OnrFig_Sh apr ,. Circ lr: OnoFig_S hope = R ctUn~ It: I On•Fi8_Shopc = Sq"m 
.. .. hgure 84 Procedure (1ethh'UIC 
with OnoFI1 do 
(om Sh>pe o() 
~- c ~ uar · f l 
Writ! ('Entor udius>'l: I Writo ('Eo!or width>'): I I Writt('Entn longth of side>'): Wriro Ln (Cha ramrhticr arr "'known') 
Rc•dLn (R>diur) Roadln (Width); I R.,dln (Sidc) 
L Write ('Eotcr heighi>")J . 
RtadLn (Htl~ht): 
! c 
c" 
' 
c" lrgurc 85 I rocedurc Rend! rgurc 
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·' 
witb On~Fi_g do J 
cu~ Shape of 
~ ' ~ clan uar • 1 r 1 T 
l'trim"ter = 2,0' Pi • RadiUJ; P~rimeter =2.0 • (Width+ Height); I Perimeter = 4.0 • Side; ) Perimeter = 0.0 
I 
' 
. 
"' 
lt~urc 86 I toCl.oc.lun: (.omputcl ~nm 
wilh One Fig dn 
tau Shape np 
r 1'' ~ c1an 
Area= Width • Height: , i\ren =Side • Side; ) , Aren = 0.0 
Hgurc 87 l'mccdurc ComputcAml 
litiOatfi! do ) 
I 
j 'fl'ritei'FiJarnh91il'l: I 
_L 
(imFirShpto 
~ ~ "[ 1> 
\ 'lirittlai'Cirdt'); \ \ WriltlaCRwntiO. I \ liMda I'Sqam'); I Writrln('No tbmmriuics for n,arl') 
\ Writtll I'Rtdiut i 1 '), Rtdiut :l:!l \ 1\'rittb I'Hei!bl is', Hti!bt :l:ll: \ \ 'litittla ('Sidt il ',Side :l:!) \ 
l 
\ Wfittlo I'Widtb it', ~'idit :l:l): \ 
I 
j ~'rittlll' Artt il ', Artt:l:l); j 
~·rittll I'Pttilttlr il ', Pui~tttr J:ll\ 
:·, 
' 
,. I ~.gure 88 I roccdure Dtsplayl tg 
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5.4.3. Sample Pa!Cal Progrrtm 3- Showdi.ff 
I Wrhe ('Enter', MaX II ems :I, 'numbers> '); J 
I I: .. I I 
I 
I TRUE Maxlte 
I Read (X/I]): 
I L 1--1 +I I 
. 
I Sum:= 0.0; ] 
! 
I I:= I I 
L 
_.. 
TRUE max he I 
Sum:- Sum+ X[IJ; 
I 
\_ I =I + I 
I Average:- Sum /Maxltems; j 
! 
I WriteLn ('Average value is', Average:J:I); I 
._ 
Writeln; I 
. j 
II Write In ('Table of differences between X[l] and the average~j 
j 
IWriteLn {'I' :4, 'X[ I]' :8, 'Difference' :14); j 
j 
I I,~ I I 
j_ 
TRUE Maxlte 
. 
j WriteLn (I :4, X ill :8:1, X[I]-Average :14:1)( 
.j 
I ,_I+ I J 
. 
,. 
• 
. I tgurc 89 I rogmm Showdrff 
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5.5. lnfonnation Hiding 
Restricting the amount of visual information displayed can gready simplify a diagram. The 
prototype allows the user to selectively expand/ collapse a flowchart component with a 
single mouse button click. The Pascal program and figures to follow demonstrate the 
effect of selectively expanding a flowchart. The effect of selectively collapsing a flowchart 
is done in a similar process where a mouse click in the outer boundary of a flowchart 
component will collapse that component. The Pascal program and figures to follow 
demonstrate the effect of selectively expanding a flowchart. 
begin 
end; 
s/afenJen/1; 
if t1 tben 
begin 
end; 
s/a/emm/2; 
s/alenJen/3,· 
s/alei!JCI114,' 
whi/e(2 do 
sfafement8,· 
sfalemen/9,-
begin 
end 
slafemen/5,· 
slafemen/6,· 
slafementl,· 
Figure 90 Sample 11ascal JlrcJJ.,>ram 
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jl BLOCK STATEMENT I I 
J:iMurc 91 Fully Cnllap~cd Huwt"hart Figure 
I statement I; I I 
I IF STATEMENT I 
I 
[ statementS; j 
I 
[ stntement9; I 
FiJ.,"llrc 92 Effect of u~cr sclcctmg the HJ.OCK STATEMENT 
statcmentl; [ 
4>-·-------,[ALSE 
II BLOCK STATEMENT J I WHILE STATEMENT J 
" ! I statementS; [ 
l 
J stuemcnt9; I 
Figure 93 Effect nf u.a:r ~clcctmg the IF STATEMENT. 
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I statement I J 
I 
4>--- FALSE 
I slate7ent2; ~ \ WHILE STATEMENT I 
L SlalementJ; I 
I slate~ent4: I 
_t 
1 stater~ 
I '-'l statement!:.._ 
.. .. hgur~· 94 l\ft~cl of u~cr ~dccttng du: Bl J.J(:K 
I statement!; I 
~FALSE 
I ~tcm<'li!2;l 
i( TRUE [ stateTcnt3; I ''? ! I BLOCK ST~TEMENT 
\ stateTent4] 
I 
I statementS; I 
I 
I statement9; ·l 
,. 
' 
.. .. 
' 
.. •• 1 
' 
, .. l1gurc 95 l.ffcct of u~cr ~dcctmg the Wllll.l. S 1,\ II.MLN I. 
" 1.·. 
".','. 
,.,~·~~.:. 
I 
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su1emcn1l; 
I 
~FALSE 
I ~I -·• " ------. . stalemenc:!: ! ,_ I
! I i ' 
"--------------, <cf>---......,TRUE f. ! ~-~-··_.l.:_j i .,____ ! 1 
I ' i ~l;alemenc5: : 1 1 
1 .--------"---------. ------· r , I· · . i 
, L ~U.Io:mcnl-': : --·-- "--··· • f 
'---.-----
~l;alemcnl6; ' ; 
--·-·-~"-----·-. 
1-l;alement7: 
'' ~ j 
-~ i 
•--·- ---·-· 
___ ., ___ _ 
i ~UiemcntS: 
~·-------· 
' ~-·--·-
: ~Uicmcnt9: 
'- _______ , 
FIJ..'Uil.' 96 Eiico ui U>(~ d"(rin:j: 1ho: KIJ. IC:J..: S"t:\"IE'\II·)..T. 
5.6. Application Of The Prototype To Other Diagrams 
It is important that the prn1otype can he applieJ to other ~'}X"S of di.ag· un~. To do thi~ a11 
that is required is to dC\·clop a set of layout routim.-s th:n tlc!'Crihc the Ot."'-·- compunt.-nt's 
layout. As an example of this, the pn•tu~-pc was extc:mlcd to include 1--iier~rchy di~>nm. 
The hierarchy dia1-,'Tam generated can he u~d t11 dc:m(JO~trate the Internal ~~· •TaJ,:c tJf the 
flowchart di:J!.,"Tam The function U!ied to generate the Hierarchy di:1;1,rram la~·out is c;allcd 
Crrate_Hierarri!J·_Din..P,ra»J_l. .. ~)'OIIIand the source code is listed in the appc:ndix ~ction of 
this thesis. To allow this program to creue a Functional Hicrarchr di~rr.tm all that ":ould 
be required is to create a new Source Code parsing murine and a set simple Layout 
Creation Routine. The figure below illustrates a sample Hierarchy diagram produced from 
the system. 
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~ ~ -<D-1 srm•mtl; 
<D-1 Sba-a.l2; 
<D-1 sa..a.:nt3; 
<D-1 SU~a=it~; I 
~-~ StataamtS; 
-1 5ulmlm16; 
-1 Statcmmt7; 
i SCuanm1l; 
5.7. ~ Diagn:m hpn:sentation 
~lany different 1hin~-o-s can lx: done to display la~c di:l!-,rr.tms. For cxampl~ scroll-bars an 
be ust:d u·hcn the dia1-.rram exceeds rhc display area. 
As dc.:monstr.ttcd prc\·iousl~·. hn:akinJ.: du: dia1-,or.tm down into different k"\·cls of absrr;action 
can hc:lp 111 reduce the amc,um of inic,nnaticm that a user sees of the tlowchan. Extrcmdr 
laq.:c and complic:m·d tlowch:tns tend to imply that the codinJ.: im·oh·cd really needs ro 
l>eeomc more structured. If a pmccdurc is broken down into smaller procedures, then rhc 
ovcr:tll effect is a st.·t ,,f smaller tlowchans. Cnfonunatcly sc•mc di:q..,>r.~.ms ClO be 
cxccssi,·cl~· lafKC and 1hc only thing left to do is displa~· the dia1-,'T:lm onto many diffcrcnr 
St."Ct:IOOS. 
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Changing the zoom factor can also shrink the diagram to fit the display and sections of the 
diagram on be indi\·iJually zoomt.-d imo. 
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<= --- => 
I 
• 
=r 
I 
r-
• 
' 
• 
I 
• 
' ;. 
I 
£] 
Fij..'llrC 9'l Full Ui:lj.!r.tm Ui,-pby by .l'tMomin)! • oul 
5.8. Extension To The Force-Scan Algorithm 
• ,, 
One problem with assuming that diagram component boundaries arc rectangular in shape 
is that the force-scan algorithm can produce a dia,gram that has wasted space. Extending 
the force-scan algorithm to work \\ith polygons can further reduce space wastage. The 
disad,·amagc of using polygons to represent component boundaries is that a more 
complicated force-scan algorithm is required and as a result more processing rime is 
required to adjust the diagrams layout. The amount of rime taken to process polygons is 
not considered to be too much of an overhead, as the overall rime taken to produce a 
flowchart would still be sigrUficandy faster than having to manually draw the same diagram. 
Also computer-processing speeds are improving and becoming cheaper. 
tot 
1,( 
I 
Starl: ] 
I 
·~ 
<".'---- -------
• :>J Writeln!~~ue~l_:__ 
' 
<If>- --
----
FAlSE 
L Writ.:ln(~~ =false~); :1 
FALSE ' I ! I 
;-wri;dn( =;2 =-;-rue~,: ! ~.:In( ~.:"2 = r;iu~~~ I 
' 
' I 
' I ! ' I 
' 
Sian: 
:::~------------------------------__,FALSE 
-y-
-- -•--
Writeln("c =true"); I Writeln("c =false"); i 
<?....____ __ 
r;::w=,=,=,=,~, o-1 -.. ;-,-= uuc" l J [W"O_"_'_"_i_"~9~2==:f:a:l:,:. ,=.=. ,=,=:Jj 
. -- ,~-·-
I 
r------------------------~ 
• UGhlJ 
l'i).,'tlfC 101 l'••l)').,'l'>O C:umpnncnl HnunUary 
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5.9. Multiple Flowchart Views 
The ability to browse a flowchart diagram with multiple views of a source code file is 
extremely useful. It is possible to run the prototype many times and obtain different views 
of the source-code. This is demonstrated by the screen dump in following fi.:,>ure: 
1------~-· 
...:..., 
' 
• ...,._ .. ,, 
... ...:...., 
=!= 
.J.. 
d= 
i 
d= 
=l= 
d= 
--=i::-_; 
• 
-,~ ........ _. 
r----oj-
5.10. Edge Overlap Removal 
~ oj Mo-l; 
~ oj , ......... !; 
-~oJ ""-' 
Creating extra nodes in the layout creation process solves the problem of edge overlaps. 
This is a result of appl}ing the force-scan algorithm. The force algorithm pushes these 
extra nodes to the desired position and as a result the edges arc also redirected. This is 
illustrated in the fi~rcs to follow: 
-;, 
I ,, 
1.! 
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;'. 
" 
S1ar1; 
value·;, I 
I St~rl; I 
" 
valur :: I I I 
,• 
~~TR E 
.. . 
I Writcln(va ue); I 
I value"' valu +I 
,___j 
• I Finish: ] 
. 
'Figure 10.Jitc.'l!ult uf umitting dumm~· not.k:~ (c) & (g) frum 
' prc:viou~ figure c:tu~ing EJJ.,oc uvcrlap. 
ii 
-I' 
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5.11. Speed Issues 
The overall speed of the application is notably fast. If required the application could be 
enhanced with further research in these areas: 
• Usc Of Look-up Tables To Speed Up Searches 
• Faster Sorting Routines . 
• Adjustment to DiaJ.,rram . 
5.12. Summary Of Results 
As a general summary of the results, the majority of the diagtams produced were generated 
quickly, and the output was clc..-ar and concise. The follo\\ing problems were encountered 
\\ith the Prototype: 
• 
• 
One problem encountered was that when a general statement was too long. for 
example, to represent the statement: 
ll"?rilrhJ('OI 23-1)6789101 I 1213141 j 161718192021222J2-125"); 
would result in a large amount of wasted sp:tce in the horizomal dirc..-ction. A 
solution to this mar be to truncate this statement to smaller length or to make the 
stuemenr multi-line. By making this statement multi-line \\-ill reduce the <wcrall 
length of the statement. 
Althou1!,h expected, another problem was encountered where sometimes space was 
wasted due to the assumption that the dia!,'T:lffi components arc surrounded by a 
rectangular boundary. The w:astcd space can be reduced in size by eMending the 
force scan algorithm to work \\ith poln,,>ons as diagram component boundaries. 
lOS 
This results from this chapter proved: 
0 
0 
0 
0 
0 
0 
0 
0 
0 
It is possible to represent a wide range of flowchart components. Eg. IF, FOR, 
WHILE, REPEAT, and CASE. 
It is possible w reprc.:senr nested flowchart components. Eg. Nested IF, Nested 
FOR, Nested \'fHII.I~. Nested RI~PEAT, and Nested CASE. 
Different Diat.,>ram anrihutes affect the dia~-,rram. Eg. Fonr, arrow, display colour, an 
nod~o.· space attributes. 
It is possible to repR-senr om entire prtl!-.lf:lffi through using the prototype. 
Information hiding can reduce the dia~-,lf:lm complexity by sek-ctivcly collapsing and 
expanding nodes/cnmrxmcms as demonstrated in fi_!.,rures 91-96. 
L:trge dia_!.,lf:lms can he displa~·ed through this prototype \·ia different techniques 
such as scrollhars and zoom-in/out t:'lcilitics. 
Di:lhrrams can he funher compacted br :tppl~·ing the tOrce-scan algorithm by using 
polygon component boundaries instead of rcctan~-,rular boundaries. \'\'hile the 
polrgon approach is a slower process ir can si1-.,'nificantly improve some diagrams. 
Multiple flowchart ,-k·ws can be used. 
Edge overlap is removed automatically hr the addition of extra dumm}' nodes. 
I 
. 
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Chapter 6- Conrltuion and Futnre IV'ork 
6. Conclusion and Future Work. 
This chapter identifies the questions raised by the thesis and provides a discussion to each 
question. A discussion is given for other import'lnt topics. This is then followed by a 
conclusion and possible future work. 
6.1. Question 1 
\'\'hat arc the problems associated \\ith automarin~ the flowchart creation process? OR: 
\'\'hat arc the problems associated \\ith implementinv a Software Visualisation System? 
There arc many differem problems associated \\ith automatinv; the process of flowchart 
creation. Below is a sample of some of the problems encoumered and overcome during 
this project: 
• \'\'hat data structure is suitable for displaying flowcharts and other dia~nms? 
• 
• 
• 
Answer: A range of data structures can he used for displa~ing flowcharts and other 
dia1:.rrams. The most effective one found was a combination of the tree structure 
and linked list structure. 
How do you to interpret a source code file and stan: it internally so that it can he 
represented as a structured diagram? Answer. Through the usc of source code 
parsing routines. 
How do you generate two-dimcnsiona1 information for a flowchart diagram \\ith 
only one-dimensional informacion such as source code? How can you imprO\'e the 
diagrams overall appearance? NOTE: 1l1is question is answered by section 6.4 
Question 4. 
What arc some possible solutions for displaying large complicated diagrams? 
NOTE: This question is answered hr section 6.2 Question 2. 
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• How do you display a diagram in a dear and uncluttered manner? NOTE: This, 
question is answered by section 6.3 Question 3. 
6.2. Question 2 
What arc some possible solutions to displa}ing large complicated diagrams? 
The phrase "You cannot sec the forest for the trees" is true when it comes to displaying a 
lalbrc diaJ.,rram. A large diagram can often over-complicate a simple fact that the diagram 
was mcam to illustrate. Changing the zoom f.1ctor can also display the entire diagram and 
thereby give an overall appearance of the flowchart. This can be effective when the size of 
the diagram is not too big. 
Most two-dimensional computer dia!,lfamming packages provide scrollbars that allow the 
dia!,lf:l.m to be scrolled around and viewed. This is a useful mol to view diagrams that 
exceed the size of the display area. 
Providing different levels of abstraction can also help to reduce a diagram's complexity. 
For example, this project created a program that allows individual components of a 
diahrram to be collapsed or expanded with the response to a mouse button dick. The 
menu system allows the user to collapse the dia,!.,'Tam and then expand the sections of the 
diabrram that user wanted to Yiew. ProYiding different le\'cls of abstraction is a useful tool 
for information hiding. Ideally the programmer would usc a structured programming 
methodoiO!-.,')' in which their code uses functions and procedures as much as possible. This 
would improve the appearance of the flowcharts created. Diagrams can be produced for 
each of the functions and procedures separately. The design of the prototype was to allow 
the user to browse around a program freely. Although not yet implemented, the protOI:}'J'C 
was to include a feature to allow the user to select a procedure call and then the program 
would create a new window with the related procedure's flowchart displayed within. This 
feature would be useful when browsing a large program. 
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6.3. Question 3 
How can we automatically display diagrn.ms in a dear and uncluttered manner? OR: How 
do we address the graph drawing problem? 
To automatically display diagrams, a set of layout &rcncration routines arc required. To 
display the dia~:-,rram in a clear and uncluttered manner highly depends on the layout 
generation routine used. 
Layout adjustment routines can be applied to the generated diagram to filter out undesired 
characteristics from the diagram. The main problem with applying a layout adjustment 
routine is that the hlyout adjustment routine may distort the dia!,>ram from its original 
layout. The layout adjustment routine chosen for this project was the force-scan algorithm. 
The reason for choosing the force-scan al!,rorithm is thar it can create a very compact 
diagram and docs not distort the appearance of the diab'T:tm. 
Understanding how the force-scan algorithm works also helped in crt:ating layout 
generation routines that produced diagrams that did not ha\'e node and edge m·erlaps. 
Strategically placing a set of dummy nodes in a tlowchart component ddinition ensured 
that di:lhrram's edges \\'ere redirected around components. \X'irhour rhis knowledge a new 
problem of how to re-route dia&rram edges would need to be addressed. 
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6.4. Question 4 
How do we conyert nnc·dimemjonaJ jnforroarion into two.djmensjonaJ information. E.g, 
How do we conyert Pascal source gxle jnto a fJowchart. 
This was addressed by the thesis by tirst breaking the programming language into distinct 
statement types. Information from the prq.,YTamming laDJ.,>uaJ.,>c sratemcnts was then 
converted into tlowchart components. These components were assigned relative positions 
based on the dctinirion of the tlowchart components. L1your adjustment routint.'S were 
then applied to tidy the appt:-arance of the diaJ.,>rnm. 
The process of generating two-dimensional information from one-dimensional 
information is as follows: 
• Break proJ.,>rnmmin.~ lanJ.,ruagc into statements/ components . 
• Break dia.!-,>rnmming system into components . 
• Usc a set of abstract layout creation routines for diabrram components . 
• Utilise a layout adjustment routine for the mrirc diagram . 
6.5. Limitarions 
There were no real limitations encountered with this project. All test of the protocypc 
produced diaJ.,>rnms as expected and the quality of the flowcharts was high. The only 
problem \\ith creating flowcharts seemed to be the notation used to draw flowcharts. For 
example, to draw an if symbol you draw sm:.1e text and then you draw a diamond around 
the text. Dra\1ring a diamond around text can cause a large S}mbol to be created when the 
text string is lcnJ.,>thy. A solution to this problem would be to adopt a slight different 
diagramming notation. 
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6.6. Absuact Flowcharl Ddinilion 
The p~ming required no geometric infonnarion such as location, size, etc. to be 
spc:cificd b~· the p«~!-,>r.lmmcr, as this u-as all dctcnnincd by rhc application of the force-
scan algorithm. ~ore: Only rcl:u:in: JXlsirions u.·cn: n:tJuircd from the programmer. It was 
norcd ati:cr the implcmcnt:uion th:n it would be possible to funhcr abstract the layout 
creation proet.:ss. F:.~nction ROW and COLl'i\fN could be used w define columns and 
fO\\'"S of tluu;ch:lrt cumpuncnr mKics. For example, the Node Positions table defined in 
figure 46 tlctincs the node positions as: 
-' ,. ~-,:..~~-) 
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Using the RO\V and COLUMN function \\"C could define the node posirions by: 
ROO? (a, b) 
ROII7 (c, d) 
R0U7 (g; b, ij 
COLUMN (a, r, r, sJ 
COLUMN (d. A. b) 
COLUMN (b,j. i) 
Note: The columns and rows can be seen by examining figure 45. Also note that rhc order 
in which RO\'\' and COLUMN arc called. Fur instance, by looking at the series of calls to 
ROW we can tcll that the f1rst RO\'\' is RO\'\' a-b, followed by c-d, and so on. \'\'c can a1so 
tell that RO\'\' c-A-f is between ROWe-d and RO\'\. g-h-i. 111is description allo\\·s us to 
define the layout without having to specify numeric information. This description is a1so 
shoncr and easier to code. 
6.7. Ease of Use. 
During the initial writing of this thesis, a]) of chapter 3's diagrams were sketched out on 
paper and then convened to electronic f<>nnat through a number of drawing packages. 
This process was time consuming and the end product took some cffon to ensure 
consistency bcnveen the dillbrrams. After the proto[}pc: was finished it wok verT little time 
to regenerate the same diagrams with very little effon. All of the component shape and 
layout diagrams in Chapter 3 were created using the prototype. There were some changes 
made to the text in these diagrams, however the layout of the diagrams remained the same. 
All diagrams produced in Chapter 4 were solely produced from the prototype. The main 
advantage of using the prototype was the speed, quality and consistency of the diagrams 
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produced. To danonstr.ltc hov.· ~-it is w gcncrarc an t.-ntirc flowchan.. the foliCNoing 
Unix comnund created the ftou:dun seen in fi~rc 75: 
Visualise ncstc."tlfnr-.p:as 
To crt":lte a Hicr.archy di:&J.,"T.ltn \l.·a.s c.-quail~· as c."3!->1o-: 
\'isuah~· nc.-stc.:dtcJr.pa.s -Hli~RI\RCHY 
This could alS~:J he simplitlc."tl further hy aJIIJ\\;11_1.! 1hc.· U!<r 11f rhe prt)j..,"T.lftl to sckct from a 
list of SI:IUrcc code tlle names. \'\l1c.'fl rhe ust:r ~lc.·cts tins tile a di31-."1".1m IS produced. The 
user could further sck-ct from a ~t of dia!--'Tam ~1x·s to ~enc.·r.tte a diffcrt.'flt type of 
di31--,"T.lffi. 
T)-ping one command w A'-'flC.T.liC a tlowchan has ob,;ous bc.."tlctits un:r manually creating 
the same di31-.'Tam by hand. As the gener.ttc..-d dia,.,T.tms arc consistent we find that a 
programmer c:;m ,-iew other pcopk-s code t.·vcn though their coding s~·lc may be 
completely different. l11is could be extended further to include the possibility of 
interpreting different prcJ,!-.rr.tmming lan~aw:s. l~g. C•Kie wrincn in two different languages 
that do the same rhing would produce identical flowcharts. This would be useful as a 
programmer could vic..·w any source code rhnmgh the generated flowchart without ha,•ing 
to learn that specific pro&>ramming lan!.ruagc. 
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6.8. Pseudo-code ami Flowcharts. 
The traditional appmach for creating flowcharts is to manuaJly draw them. Creating simple 
flowcharts is rime c(msuming as rime is spent mo\'ing diabrram symbols around until they 
appear to have a good layout. Making changes to such a di:t!,'T:lfll can become a time 
consuming task and in some cases it is (."asicr to n-crcatc the entire di:l!,rr.tm from scratch. 
Clc:J.rly this is slow way of producing tlnwcharts. It is evident from writing the Software 
VisuaJisation Protol}-pc that we could change the prototype to intcrprcr a version of 
pseudo code that would contain a set of programming language constructs such as IF, 
\'\1HILE, REPEAT, fOR, etc. This pseudo code would form a flowcharting lanh'1..13b~ that 
wouJd allow someone to create a flowchart from a basic textual description. For example 
the statement below would create an IF flowchan component automatically: 
IF "Debt is greater than SSOO and the last payment is overdue" THEN 
"Send the customer an overdue notice"; 
"Store record of payment notice into the computer"; 
END IF 
This method of creating flowchans is far more effective. We can also further refine the 
pseudo code to create the actual computer programming language statements. 
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6.9. Conclusion 
Software Visualisation is a topic that is rapidly growing in popuJarity. There arc few 
software visualisation tools that can cffcctivelr generate flowchart diagrams. This thesis 
demonstrated the implementation of a flowcharting program that is capable of 
auromarically generating tlowcharts quick1y and effectively. 
Other points of interest include: 
• The ability to hrcnerare a number of different diagrams was proven. For example, 
In this project tlowcharr and hierarchy diagrams were generated. 
• All diagrams produced were generated quick1r and in all cases, the tlowcharts were 
created faster than it rook to type in the Uni:-; command! 
• 
• 
AU diagrams generated produced a high quality output . 
All dia&~Tams produced required NO user input. This was an important problem to 
solve as was addressed. 
• The prototype demonstrated that creating a visualisation roo! is a highly effective 
way of creating diagrams from source code. 
• It is possible to hide excess information through various techniques such as 
collapsing diagram components. 
• 
• 
• 
It is possible to create an entire diagram by only specifying a set of simple "abstract 
layout creation routine." that only define the general shape of the diagram 
components without having to specify exact geometric information such as size, 
location, etc. 
The majority of the diagrams in this thesis were generated through the prototype . 
lnitial thesis questions were answered . 
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6.10. Future Work 
The protorypc was successful in generating diagrams from source-code. The la)'OUlS for 
the dillJ..,71'ams were created quickly. After using the prototype it is clear that this is a far 
more cffccri\'C \\"a}' of generating diagrams than traditional methods. As this \\'2.5 only a 
protorypc future work could be done to increase the functiona1ity of the protol)pc. Some 
of this functionality could include: 
• 
• 
• 
• 
• 
Development of routines to enhance the forcc-sc:m a.I~-,'Urithm to interpret node 
boundaries as poly~ons. This would further reduce the size of some diaJ.,7f'affiS. 
Create a set nf modules to interpret a \\idcr range of pro~-.rramming lanJ..,JU:t!-;cs. The 
pmgram could then identify the source codes l:tllJ..,'ll:t~c and then automatically 
cn.-atc flowcharts b~· using the selected language module. 
Dt..·vclop a flowcharting lant-.ruagc hased on pseudo--code. This would allow rhe user 
to quicldy develop tlowchans without ha.\"in~ to S(X"Cify g1..-ometric information. 
This would he an cx1remcly cffecri\"C way of ~encraring flowchart di:lJ.,rrams over 
the traditional approach of dra\\ing nf them. 
Develop a set of different layout routines to generale a wider range of diagrams . 
Develop a large set of layout routines for l-ach component. Using this range of 
component layouts, the computer could then try different combinations of these 
components to generate a range of diabrrams. The computer could then identify the 
diagmm \\ith the smallest size for the user. This could be further extended hr using 
artificial intelligence to identify the best combinations of components to generate a 
diagram with the smallest layout possible. 
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!' 
Appendices 
A. ''Visualise.c" 
, .....•••.........•.......................................... 
* File : Visualise.c 
• Main program for the Software Visualisation Prototype. 
• Development ~nvironment: 
* X-Windows 
• Linux 1.2.13 
• Motif extensions 
* Compiled with the command 
* cc Visualise.c -o Visualise -lXm -lXt -lXll 
• -L/usr/Xl1R6/lib/ -L/usr/include/ 
• -L/usr/Xl1R6/include/Xll/ 
• -lm -ffast-rnath -Wunused 
I include <rnath.h> 
*include <Stdio.h> 
*include <Stdlib. h> 
I include <Xm/MainW.h> 
It include <Xm/PushBG.h> 
I include <Xm/RoWColurnn.h> 
ltinclude <Xrn/DrawingA.h> 
I include <Xm/CascadeBG.h> 
IF include <Xm/ToggleB.h> 
II include <Xm/ToggleBG.h> 
linclude "Global_Definitions.h" 
linclude •File_Operations.h" 
#include "Diagram_Drawing_Routines.hM 
iinclude MNode_Operations.h~ 
NODE *The_Diagram; 
iinclude MFile_Reading_Routines.h• 
iinclude MGeometry_Operations.h• 
iinclude "Display_Routines.h" 
iinclude "Node_List_Sorting_Routines.hM 
iinclude "Force_Scan_Routines.h" 
iinclude MMenu_Selection_Routines.h" 
linclude "Menu_Generation_Routines.h" 
iinclude "Mouse_Events.h" 
iinclude ·user_Interface.h" 
void 
main (Argument_List_Count, Argument_List) 
int Argument_List_Count; 
{ 
char *Argument_List(]; 
Read_Configuration_File (CONFIGURATION_FILE_NAME); 
The_Diagram = Create_Node ("PROGRAM", KEYWORD_UNKNOWN); 
if (Argument_List_Count == 1) 
• 
• 
• 
• 
• 
• 
• 
• 
• 
• 
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{ 
print£ (~%s : No input file specified.\n•, Argument_List[O]); 
print£ (~USAGE: %s filename [-Hierarchy]\n•, 
Argument_List[O]); 
print£ (•PARAMETERS filename= pascal file to be displayed 
print£ ( · -Herarchy forces a hierarchical display 
\n• l ; 
) 
exit (0); 
) 
else 
Parse_Source_Code_File {Argument_List[l], The_Diagram); 
if (errno != 0) 
print£ (•%s :No such file.\n•, Argument_List[O]); 
else 
{ 
if {Argument_List_Count >= 3) 
{ 
if (strcmp (Argument_List[2), ·-Hierarchy") == 0) 
Create_Hierarchy_Diagram_Layout (The_Diagram); 
else 
Create_Flowchart_Diagram_Layout (The_Diagrarn); 
else 
Create_Flowchart_Diagram_Layout (The_Diagram); 
Map_Coordinates_To_Display (The_Diagram); 
/* Adjust_Diagram_L'ayout (The_Diagram); *I 
Create_User_Interface (Argument_List_count, Argurnent_List); 
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B. "Giobai_Dcfinitions.b" 
, ........................................................... . 
• File : Global_Definitions.h • 
............................................................ , 
*define UP_ARROW 0 
*define DOWN_ARRm·; 1 
ldefine LEFT_ARRm.Z 2 
ldefine RIGHT_ARRO\.z 3 
ldefine NO_ARROWHEAD 0 
Ide£ ine SINGLE_ARRO\'lHEADl 1 
fdef ine SINGLE_ARROrlHEAD2 2 
ldefine DOUBLE_ARRm.ZHEAD ] 
fdefine XFIG_FILE_NAME wXFIG.fig" 
FILE *XFIG_File_Pointer; 
!* A list of some system fonts 
ldefine FONT_NAME "vga" 
Ide fine FONT_NAME •-adobe-helvetica-medium-r-normal--0-0-75-75-p-
O-iso8859-l" 
It define FCNT_NAME 
*define FONT_NAME 
ltdefine FONT_NAME 
Ide fine FONT_NAME 
ltdefine FONT_NAME 
fdefine FONT_NAME 
*define FONT_NAME 
Ide fine FONT_NAME 
#define FONT_NAME 
Ide fine FONT_NAME 
Ide fine FONT_NAME 
ide fine FONT_NAME 
ltdefine FONT_NAME 
•; 
"5x7" 
"lucidasans-8" 
"kanal4" 
"lucidasanstypewriter-12" 
"nil2" 
"olcursor• 
"12x24roman1tana" 
"lucidasanstypewriter-bold-10" 
~-schumacher-•-•-•-•-•-•-•-•-•-•-•-•-•• 
"-misc-•-•-•-•-•-12-•-•-•-•-•-•-•· 
"-mise- fixed- • -r- •- • -12-•-•- • -· •-•- ··- •" 
"-•-clean-"·-•-•-•-10-•-•-•-•-•-•-•" 
"-b&h-•-•-r-*-*-10-•-•-•-•-•-•-•· 
/* Default Viewing font 
ltdefine XFIG_SCALEX 20 
ldefine XFIG_SCALEY 20 
ltdefine FONT_NAME "fixed" 
•; 
!~ XFIG Font Format */ 
idefine XFIG_SCALEX 15 
ltdefine XFIG_SCALEY 15 
#define FONT_NAME "-adobe-times-medium-r-normal--20-140-100-100-p-
96-iso8859-l" 
:lf:define CONFIGURATION_FILE_NAME "Visual.cfg• 
:lf:define MAXIMUM_STRING_LENGTH 80 
#define KEYWORD_IF 0 
8define KEYWORO_FOR 1 
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ldefine KEYWORD_WHILE 2 
tdefin~ KEYWORD_CASE 3 
ldefine KEYWORO_BEGIN 4 
ldefir.~ KEYWORD_ENO 5 
tdefine KEYVIORD_REPEAT 6 
ldefine KEYWORO_UNTIL 7 
ldefine KEY'.·JORD_ELSE 8 
lldefine KEYVJORO_STATEMENT 9 
tdefine KEY1'/0RD_?ROCE:DURE 10 
ldefine KEYi•lORD_PROGRA.."f 11 
lldefine KE'mORD_STATEMENT_BLOCK 12 
!tdef ine KEYi'tORD_DU:.!MY_NODE 13 
lldef ine KEYV:ORD_FUNCTION 14 
ldef ine KEY\•/ORD_GENERAL 15 
lldefine KEYWORD_UNF.NO\•IN 16 
jjdefine IF_SYHBOL 17 
lldefine LABEL_SYMBOL 18 
lldefine CASE_Sl~BOL 19 
String Statement_Table(] = 
( 
l; 
"IF STATEHENT". 
"FOR STATEMENT•, 
"WHILE STATEMENT", 
"CASE STATEMENT", 
"BLOCK STATEMENT", 
"END STATEMENT", 
"REPEAT STATEMENT", 
"UNTIL STATEMENT", 
"ELSE STATEMENT", 
"STATEMENT", 
"PROCEDURE", 
"PROGRAM", 
"STATEMENT BLOCK", 
"DUMMY NODE", 
"FUNCTION", 
"STATEMENT", 
" KEYVIORD _UNKNOWN" , 
"IF SYMBOL", 
"LABEL", 
"CASE SYMBOL" 
typedef char String_Type(MAXIMUM_STRING_LENGTH); 
Widget draw_area; 
Display *display; 
Screen *screen; 
Window draw_window; 
GC theGC; 
int DISPLAY_GRID, DISPLAY_COMPONENTS, DISPLAY_EDGES, 
DISPLAY_BOUNDARIES, 
NODE_SEPERATION_Y, BORDER_DISTANCE_x, BOROER_OISTANCE_Y, 
NODE_BOUNDARY_WIDTH, 
NODE_BOUNDARY_HEIGHT, GRID_SIZE, ARROW_SIZE, DISPLAY_DEPTH, 
NODE_SEPERATION_X, 
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NODE_SEPERATION_Y. X, Y. FOUND; 
String_Type BACKGROUND_COLOUR. FOREGROUND_COLOUR, IF_SYMBOL_COLOUR, 
LABEL_TEXT_COLOUR, 
LABEL_T~XT_COLOUP., PROCEDURE_CALL_COLOUR, GENERAL_STATEMENT_COLOUR, 
EDGE_ COLOUR. 
GRID_COLOUR, 90UNDAfiY_COLOUR; 
Dirnens ior. Screen_':lidth. Screen_Height; 
Pixmap Users_Sitmap; 
Widget Top_Level. Hain_~·Iindow. Drawing_Area; 
GC The_Graphic£_Cor.t.ext; 
XtAppCor.t.e~t. T~e_App!ication: 
XGCValues G:-ap~ics_Cont.ext._'lalues; 
XFontSt.:-uct. • Fo:-:.::_St n:ct:ur-:,.; 
ir.t Zoom_Fact.o:- = 10; 
String translations = 
•<Etn!Down>: dra·N ( do...,':l) Man"'.gerGadgetArm() \n\ 
<Btn!Do..,n>: dra:..,.(do•..ml HanagerGadgetActivate()"; 
int Output_To_FIG ~ FALSE; 
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C. "File_Operation:s.h" 
, ... ~ ..•..•............•...........•••••.......•....••....... 
• File : File_Operations.h • 
************************************************************/ 
/************************************************************ 
* Function : Copies all diagram variables with an initial 
* value. This is only required when the default configuration 
* file is not available. 
················~·········································••! 
void 
Set_Default_Values (void) 
{ 
) 
NODE_SEPERATION_X = 10; 
NODE_SEPERATION_Y = 10; 
BORDER_DISTANCE_X = 10; 
BORDER_DISTANCE_Y = 10; 
NODE BOUNDARY WIDTH = 10; 
NODE_BOUNDARY_HEIGHT = 4; 
GRID_S!ZE = 50; 
ARRm"l_SIZE = 9; 
DISPLAY_DEPTH = 0; 
strcpy (BACKGROUND_COLOUR, ·white"); 
strcpy (FOREGROUND_COLOUR, "black"); 
strcpy (IF_SYMBOL_COLOUR, "black"); 
strcpy (LABEL_TEXT_COLOUR, "blue"}; 
strcpy (PROCEDURE_CALL_COLOUR, "green"); 
strcpy (GENERAL_STATEMENT_COLOUR, "blue*); 
strcpy (EDGE_COLOUR, "blue"); 
strcpy (GRID_COLOUR. "lightgrey"); 
strcpy (BOUNDARY_COLOUR, "lightgrey"); 
D!SPLAY_GRID = TRUE; 
DISPLAY_COMPONENTS = TRUE; 
DISPLAY_EDGES = TRUE; 
DISPLAY_BOUNDARIES = FALSE; 
/**************~········~···································· 
• Function : After reading the configuration file the 
• variables are set. These variables effect the visual and 
• overall appearance of the diagram. 
************************************************************/ 
void 
Set_Variable_Values (String_Type Variable, String_Type Value) 
{ 
if (strcmp (Variable, "NODE_SEPERATION_X") == 0) 
sscanf (Value, "td", &NODE_SEPERATION_X); 
if (strcmp (Variable, "NODE_SEPERATION_Y"I == 0) 
sscanf (Value, "%d", &NODE_SEPERATION_Yl; 
if (strcmp (Variable, "BORDER_DISTANCE_X") == 0) 
sscanf (Value, "%d", &BORDER_DISTANCE_X); 
if (strcmp (Variable, "BORDER_DISTANCE_Y") == 0) 
sscanf {Value, "td", &BORDER_DISTANCE_Y); 
if {strcmp (Variable, "NODE_BOUNDARY_WIDTH") == 0) 
sscanf {Value. "%d", &NODE_BOUNDARY_WIDTH); 
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if (strcmp (Variable, "NODE_BOUNDARY_HEIGHT") == 0) 
sscanf (Value, "%d", &NODE_BOUNDARY_HEIGHT); 
if (strcmp (Variable, "GRID_SIZE") == 0) 
sscanf (Value, "%d", &GRID_SIZE); 
if (strcmp (Variable, "ARROW_SIZE") == 0) 
sscanf (Value, "%d", &ARROW_SIZE); 
if (strcmp (Variable, "DISPLAY_DEPTH") -- 0) 
sscanf (Value, "%d", &DISPLAY_DEPTH); 
-· ,;,:. if (strcmp (Variable, "BOUNDARY_COLOUR") == 0) 
sscanf (Value, "%s", &BOUNDARY_COLOURJ; 
) 
else if (strcmp (Variable, "BACKGROUND_COLOUR") == 0) 
sscanf (Value, "%s", &BACKGROUND_COLOUR) ; 
else if (strcmp (Variable, "FOREGROUND_COLOUR") ==OJ 
sscan£ (Value, "%s", &FOREGROUND_COLOURJ ; 
else if (strcmp (Variable, "IF_SYMBOL_COLOUR") == 0) 
sscanf (Value, "%s", &IF _SYMBOL_ COLOUR) ; 
else if (strcmp (Variable, "LABEL~TEXT_COLOUR") == OJ 
sscanf (Value, "%s", &LABEL_TEXT~COLOUR); 
else if (strcmp (Variable, "PROCEDURE~CALL~COLOUR") == 0) 
sscanf (Value, "%s", &PROCEDURE_CALL_COLOUR); 
else if (strcmp (Variable, "GENERAL_STATEMENT_COLOUR") 
sscanf (Value, "%s", &GENERAL_STATEI-!ENT_COLOUR); 
else if (strcmp (Variable, "EDGE_COLOUR"J == 0) 
sscan£ (Value, "%s", &EDGE_COLOUR); 
else if (strcmp (Variable, "GRID_COLOUR") == 0) 
sscanf (Value, "%s", &GRID_COLOUR); 
else if (strcmp (Variable, "DISPLAY_GRID") == 0) 
sscanf (Value, "%d", &DISPLAY_GRID); 
if (strcmp (Variable, "DISPLAY_COMPONENTS") == 0) 
sscanf (Value, "%d", &DISPLAY_COMPONENTS); 
if (strcmp (Variable, "DISPLAY_EDGES") == 0) 
sscanf (Value, "%d", &DISPLAY_EDGES); 
if (strcmp (Variable, "DISPLAY_BOUNDARIES") == 0) 
sscanf (Value, "%d", &DISPLAY_BOUNDARIES); 
0) 
/************************************************************ 
• Function : Dumps all configuration information to the 
• configuration file. If any changes have been made to 
* the configuration variables during program execution, then 
• the changes are recorded. If no configuration file is 
• present then variables are given default values. 
************************************************************! 
void 
Save_Configuration_File (String_Type File_Name) 
{ 
FILE *File_Pointer2; 
File_Pointer2 =£open CFile_Name, "w"); 
£print£ (File_Pointer2, "NODE_SEPERATION_X = 
NODE_SEPERATION_Xl ; 
£print£ (File_Pointer2, "NODE_SEPERATION_Y = 
NODE_SEPERATION_Yl ; 
£print£ (File_Pointer2, "BORDER_DISTANCE_x = 
BORDER_DISTANCE_X) ; 
fprintf 1File_Pointer2, "BORDER_DISTANCE_Y = 
BORDER_DISTANCE_Y); 
%d\n", 
%d\n", 
%d\n", 
%d\n", 
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fprintf (File_Pointer2, "NODE_BOUNDARY_WIDTH = %d\n", 
NODE_BOUNDARY_WIDTH); 
fprintf (File_Pointer2, "NODE BOUNDARY HEIGHT= %d\n", 
NODE_BOUNDARY_HEIGHT); 
fprintf (File_Pointer2, "ARROW_SI7.E = %d\n", ARROW_SIZE); 
fprintf (File_Pointer2, "GRID_SIZE = %d\n", GRID_SIZE); 
fprintf (File_Pointer2, "DISPLAY_DEPTH = %d\n", DISPLAY_DEPTH); 
fprintf (File~Pointer2, "BACKGROUND_COLOUR = %s\n", 
BACKGROUND_COLOUR); 
fprintf (File_Pointer2, "FOREGROUND_COLOUR = %s\n", 
FOREGROUND_COLOUR); 
fprintf (File_Pointer2, "IF_SYMBOL_COLOUR = %s\n", 
IF_SYMBOL_COLOUR); 
fprintf (File_Pointer2, "LABEL_TEXT_COLOUR = %s\n", 
LABEL_TEXT_COLOUR); 
) 
fprintf (File_Pointer2, "PROCEDURE_CALL_COLOUR = %s\n", 
PROCEDURE_CALL_COLOUR); 
fprintf (File_Pointer2, "GENERAL_STATEMENT_COLOUR = %s\n", 
GENERAL_STATEMENT_COLOUR) ; 
fprintf (File_Pointer2, "EDGE_COLOUR = %s\n", EDGE_COLOUR); 
fprintf (File_Pointer2, "GRID_COLOUR = %s\n", GRID_COLOUR); 
fprintf (File_Pointer2, "BOUNDARY_COLOUR = %s\n", 
BOUNDARY_COLOUR) ; 
fprintf (File_Pointer2, "DISPLAY_GRID = %d\n", DISPLAY_GRID); 
fprintf (File_Pointer2, "DISPLAY_COMPONENTS = %d\n", 
DISPLAY_COMPONENTS); 
fprintf (File_Pointer2, "DISPLAY_EDGES = %d\n", DISPLAY_EDGES); 
fprintf (File_Pointer2, "DISPLAY_BOUNDARIES = %d\n", 
DISPLAY_BOUNDARIES); 
fclose (File_Pointer2); 
/************************************************************ 
* Function : Routine which interprets 
* The format of the config file is : 
• VARIABLE = VALUE 
a configuration file. 
* The configuration file contains a list of variable assignments 
* ;where VARIABLE = DISPLAY_GRID I GRID_COLOUR J DISPLAY_EDGES, etc. 
• VALUE = NUMERIC I COLOURSTRING eg. 1, BLUE, GREEN, etc . 
************************************************************/ 
void 
Read_Configuration_File (String_Type File_Name) 
{ 
FILE *File_Pointer2; 
int i; 
String_Type Variable, Value; 
char A~signment[S]; 
Set_pefault_Values (); 
strcpy (Variable, ""); 
strcpy (Assignment, ""); 
strcpy (Value, ""); 
File_Pointer2 = fopen (File_Name, "r"); 
while (i !- EOF) 
{ 
i = fscanf (File_Pointer2, "%s%s%s", Variable, Assignment, 
Value); 
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Set_Variable_Values (Variable, Value); 
) 
fclose (File_Pointer2); 
) 
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D. "Diagram_Drawing_Routina.h" 
/************************************************************ 
* File : Diagram_Orawing_Routines.h * 
*************************************************~**********/ 
/************************************************************ 
* Function : Converts degrees into radians. 
************************************************************/ 
double 
Radian_Equivalent (double Angle) 
{ 
return (Angle • 3.142 I 180); 
/************************************************************ 
* Function : Rotates a number of points by a specified angle, 
* around a specified location (X_Center, Y_Center). 
************************************************************/ 
void 
Rotate_Points (XPoint • Points, int Number_Of_Points, 
int X_Center, int Y_Center, double Angle) 
) 
XPoint Temporary_Point; 
int Index; 
double Point!, Point2; 
double Cos_Theta, Sin_Theta; 
Cos_Theta =cos (Radian_Equivalent (Angle)); 
Sin_Theta =sin (Radian_Equivalent (Angle)); 
for (Index = 0; Index < Number_Of_Points; Index++) 
{ 
) 
Temporary_Point.x = Points[Index).x X_Center; 
Temporary_Point.y = Points[Index].y- Y_Center; 
Pointl = 
Temporary_Point.x • Cos_Theta -
Temporary_Point.y * Sin_Theta + X_Center; 
Point2 = 
Temporary_Point.y * Cos_Theta + 
Temporary_Point.x * Sin_Theta + Y~Center; 
Points[Index].x = Pointl; 
Points[Index).y = Point2; 
void Draw_XFIG_Rectangle(int Xl, int Yl, int X2, int Y2) 
{ 
0 
if (Output_To_FIG == TRUE) 
{ 
fprintf (XFIG_File_Pointer, 
5'\n"); 
•2 2 0 1 -1 7 0 0 -1 0.000 0 0 
fprintf (XFIG_File_Pointer, %d %d %d %d %d %d %d 
%d %d\n", 
Xl, Yl, X2, Yl, X2, Y2, Xl, Y2, Xl, Yl ); 
) 
) 
0 0 
%d 
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/************************************************************ 
* Function : Routine which displays a rectangle to the 
* drawing area. 
**********************************************P*************/ 
void 
Draw_Rectangle (int Xl, int Yl, int 'x2, int Y2, int FILLED) 
{ 
int Width, Height; 
Width= abs {X2- Xl); 
Height= abs {Y2- Yl); 
if (FILLED == TRUE) 
XFillRectangle (XtDisplay (Drawing_Area), Users_Bitmap, 
The_Graphics_Context, X1, Y1, Width, Height); 
else 
XDrawRectangle (XtDisplay (Drawing_Area), Users_Bitmap, 
The_Graphics_Context, X1, Y1, Width, Height); 
Draw_XFIG_Rectangle(Xl*XFIG_SCALEX, Yl*XFIG_SCALEY, 
X2*XFIG_SCALEX, Y2*XFIG_SCALEY); 
/************************************************************ 
* Function. : Displays a line· to the drawing area. 
************************************~***********************! 
void 
Draw_Line {int -X1,· int Yl; int X2,_ int Y2) 
{ 
XDrawLin~ {XtDiSPhtY (Dra~in9_Area), User:S_Bitmap, 
The:._Graphics_ConteX:t·,. X1, Y1, X2, Y2) ; 
' ' . 
- -··.- -' . .··- - . 
I*************~-;_*******.-·.;;,*~****·-.*.-.**.-.*****~*************** 
* Function : Displays· a series' of liries to the draw.ing area. 
*********••·····~···········~···••**************************! 
void 
Draw_Lines {XPoint_ 
{ 
int Index; 
* Point~, int Number_Of_Points) 
XDrawLines {XtDisplay (Drawing_Area), Users_Bitmap, 
The~Graphics_Context, Points, Number_Of_Points, 
CoordModeOrigin); 
if {Output_To_FIG == TRUE) 
{ 
fprintf (XFIG_File_Pointer, 
"2 3 0 1 -1 7 0 0 -1 0.~.00 0 0 0 0 0 %d\n", Number_Of_Points + 
1) ; 
for (Index = 0; Index < Number_Of_Points; Index++) 
, £print£ (XFIG_File_Pointer, "%d %d ", Points[Index] .x * 
XFIG_SCALEX, 
Points[Index]·.y * XFIG_SCALEY); 
fprintf {XFIG_File_Pointer, "\n~); 
fprintf (XFIG_File_Pointer, 
~ %d %d ", Points[O] .x * XFIG_SCALEX, Points[O].y * 
XFIG_SCALEY) ; 
£print£ {XFIG_File_Pointer, "\n •) ; 
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) 
) 
, ............. ~····································~········· 
* Function : Draws a circle to the drawing area. The Xl, Yl, 
* X2, Y2.specify a rectangle in which the circle will be 
* drawn . 
............................................................ , 
void 
Draw_Ellipse (i0t Xl, int Yl, int X2, int Y2, int FILLED) 
{ 
int Width, Height; 
int XC, YC, RadiusX, RadiusY; 
Width = X2 - Xl; 
Height : Y2 - Yl; 
if (FILLED == TRUE) 
XFillArc (XtDisplay (Drawing_Area), Users_Bitmap, 
The_Graphics_Context, Xl, Yl, 
Width, Height, 0, 360 * 64); 
else 
XDrawArc (XtDisplay (Drawing_Area), Users_Bitmap, 
The_Graphics_Context, Xl, Yl, 
Width, Height, 0, 360 * 64); 
XC = (Xl + (Width l 2) ) * XFIG_SCALEX; 
YC = {Yl + (Height I 2)) *'XFIG_$CALEY; 
·RadiusX =Width I 2 * XFIG_SCALEX; 
RadiusY '= Height I 2 -. XFIG_SCALEY; 
if (Output...:..To_FIG == TRUE),· 
{ 
£:Print£ (XFIG_File_Po'inter, 
"1 i o 1 -1 7 o o -1 o·.ooooooo 1 o.ooo %d %d %d %d 2475 2100 
6450 3450\ri"' 
xc, .. :ic/ Radfusx, RadiusY); 
) 
1***************·~····~ •• ~.~ •••••••••••••••••••••••••••• ~ •••• 
.;· Function;,,:·· OutPuts a, text string to a sp~cified location . 
* Text' is l-eft ·aligned. 
-····~······················••*******************************I 
void 
Draw~Te~t (int,X1, 'int Yl, char ·_Te:l!=t(80]-) 
{ 
) 
XDrawimageString (XtD{sp!a.y (Drawing__Area), Users_Bitmap, 
Th€_Gr'aphicS_context, X1, Yl, Text, 
strlen· (Text)); . 
if (Output_To_FIG == ·TRUE) . 
{ 
) 
fprintf (XFIG_Fil~_Pointer, 
. n4 0 -1 0 0 0 20 0. 0000000 4 135 1320 %d %d %s\\001 \n"' 
Xl * XFIG_SCALEX, Yl * XFIG_SCALEY, Text); 
I******~************ *• '*; * ~ ~ * ..~~ ** *i * * ~ i .-~ ~~ * * * * * * * * * * ** * * * *.* * * * 
* Function : Outputs ·a:. teXt striilg to' ·a- specified locati'on. 
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, * Text is centered; where Xl, Yl is the center. 
************************************************************I 
void 
Draw_Text_Centered (int Xl, int Yl, char Text[BO]) 
{ 
int X_Center, Y_Center; 
X_Center = Xl - Font_Width (Text) I 2; 
Y_Center = Yl + Font_Height (Text) I 4; 
XDrawimageString (XtDisplay (D:rawing_Area), Users_aitmap·, 
The_Graphics_Context, X_Center, Y_Center, 
Text, strlen (Text)); 
if (Output_To_FIG == TRUE) 
{ 
fprintf (XFIG_File_Pointer, 
"4 1 -1 0 0 0 20 0.0000000 4 135 1320 %d %d %s\\001\n", 
X1 * XFIG_SCALEX, 
(Yl + Font_Height (Text) I 4) * XFIG_$CALEY, Text); 
) 
I************************************************************ 
* Function : Accepts a number of points as input and draws 
* a polygon which is filled or not filled. ' 
******************************************~*****************I 
void 
Draw_Polygon (XPoint * Points, int Number_Of_Points, int FILLED) 
{ 
) 
if (FILLED == TRUE) 
XFillPolygon (XtDisplay (Drawing_Area), Users_Bitmap, 
The_Graphics_Context, 
Points, Number_Of_Points, 
Convex, CoordModeOrigin); 
else 
Draw_Lines (Points, Number_Of_Points); 
I************************************************************ 
* Function : Redraws the users bitmap back onto the screen 
************************************************************I 
void 
Redraw_Bitmap () 
{ 
XCopyArea (XtDisplay (Drawing_Area), 
Users_Bitmap, 
XtWindow (Drawing_Area), 
The_Graphics_Context, 0, 0, 
Screen_Width, Screen_Heigh~, 0, 0); 
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E. "Node_Operations.h" 
/******************************************************·~···· 
• File : Node_Operations.h • 
..............................•.....•....................... , 
!************************************************************ 
* Defines an EDGE table. 
************************************************************! 
struct edge 
{ 
} ; 
struct Node *Nadel; 
struct Node *Node2; 
int Arrow_Style; 
struct edge *Next; 
typedef struct edge EDGE; 
/************************************************************ 
* Defines a node structure. 
··················:·········································!· 
struct Node 
{ 
int ID; "·.· 
String_Typ8 Statement, Colour; 
int X, Y, Type, Expanded, Widthl, Width2, Heightl, .Hei,ght2, DX, 
DY; 
} ; 
struct Node *Sibling, *Child, *Parent; 
EDGE *Edge; 
typedef struct Node NODE; 
/******••·······~····································~······· 
* Defines a list of nodes . 
•••••••• ~***************************************************! 
struct Node_List 
{ 
NODE *Node_Pointer; 
struct Node_List *Next; 
} ; 
typedef struct Node_List NODE_LIST; 
, .•...........•..............•..........••.........•...•..... , 
NODE *Found_Value; 
int Number_Of_Nodes; 
int MINY, MINX, MAXY, MAXX; 
, ....•..........•....•.....••...•... ~ .•....••........•....•.. 
• Function : Removes Node list from memory (Memory managem'ent 
* routine) . 
••...••.....•...............•... ~ ••....•....•...••....•..•.. , 
Destroy_Node_List (NODE_LIST * Current_Node) 
{ 
NODE_LIST *Cursor, *Next; 
Cursor = Current_Node; 
if (Cursor != NULL) 
!34 
' 
' 
{ 
Next = Cursor->Next; 
while (Cursor != NULL) 
{ 
) 
free (Cursor); 
Cursor = Next; 
if {Cursor != NULL) 
Next = Cursor->Next; 
* Function : Defines a Node List and fills it with the child 
* nodes of the Current_Node. /I . 
······················~························•••**********/ 0 
.\/ ~\ '-.' NODE_LIST * 
Create_Node_List (NODE • Current_Node, 
{ 
_, '~\.. 
NODE • Referencs_N9-c!Q-).; .. ;.>-, 
.· i( ·Tn~ 
:;. .. ..,:.lr:{ 
. ) 
NODE_LIST *Temporary_Node, *The_List, ;Last_Node; 
NODE •cursor; 
Cursor = Current_Node->Child; 
if (Cursor != NULL) 
{ 
) 
else 
The_List = malloc (sizeof (NODE_LIST)); 
The_List->Node_Pointer = Cursor; 
Last_Node = The_List; 
if (Cursor != NULL) 
{ 
cursor = Curs,,r->Sibling; 
while (Cursor != NULL) 
{ 
) 
Temporary_Node = malloc (sizeof (NODE_LIST)); 
Temporary_Node->Node_Pointer = Cursor; 
Last_Node->Next = Temporary_Node; 
Last_Node = Temporary_Node; 
Cursor = Cursor->Sibling; 
Temporary_Node = malloc (sizeof (NODE_LIST)); 
Temporary_Node->Node_Pointer = Reference_Node; 
Last_Node->Next = TP~porary_Node; 
Last_Node = Temporary_Node; 
Last_Node->Next = NULL; 
return NULL; 
return The_List; 
' /**********·~~······················~························ 
• Function :~. Dete~ines the _maximum extent for the Current 
* node. -
************************************************************/ 
int 
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Maximum_X_Value (NODE * current_Node) 
( 
) 
if (Current_Node != NULL) 
( 
) 
if ((Current_Node->X + Current_Node->Width2) > MAXX) 
MAXX = Current_Node->X + Current_Node->Width2; 
Maximum_X_Value (Current_Node->Child); 
Maximum_x_value (Current_Node->Sibling); 
return MAXX; 
/************************************************************ 
* Function : Determines the maximum 
* extent for the Current_Node 
****************************************************~*******/ 
int 
Maximum_Y_Value (NODE * Current_Node) 
( 
if (Current_Node !=NULL) 
( 
) 
if ((Current_Node->Y + 
Current~ode->Height2) > MAXY) 
MAXY = Current_Node->Y + Current_Node->Height2; 
Maximum_Y_Value (Current_Node->Child); 
Maximum_Y_Value (Current_Node->Sibling); 
return MAXY; 
/******************************************************~***** 
* Function : Determines the extent for the current Node. 
************************************************************/ 
int 
Minimum_x_Value (NODE * Current~Node) 
( 
) 
if (Current_Node_. ! = NULL) 
( 
) 
if ((Current_Node->X- current_Node->Widthl) <MINX) 
MINX = Current Node->X - Current_Node->Widthl; 
Minimum_X_Value (Current_Node->Child); 
Minimum_X_Value (Current_Node->Sibling); 
return MINX; 
/************************************************************ 
* Functioh : Determines the extent of the Current_Node. 
*******************"****************************************/ 
int 
Minimum_Y_Value (NODE * Current_Node) 
( 
if (Current_Node != NULL) 
( 
if ({Current_Node->Y- current_Node->Heightl) < MINY) 
MINY = Current_Node->Y - Current_Node->Heightl; 
Minimum_Y_Value {Current_Node->Child); 
Minimum_Y_Value (Current_Node->Sibling); 
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:~ 
return MINY; 
) 
) 
, ........................................................... . 
• Function : Adds an edge to the •current_Node• . 
............................................................ , 
void 
Add_Edge_To_Node (NODE * Current_Node, 
NODE * Nadel, 
{ 
) 
NODE * Node2, 
int Arrow_Style) 
EDGE *Cursor, *Temporary_Edge; 
Temporary_Edge = malloc (sizeof (EDGE)); 
Temporary_Edge->Nodel ~Nadel; 
Temporary_Edge->Node2 = Node2; 
Temporary_Edge->Arrow_Style = Arrow_Style; 
if (Current_Node->Child->Edge == NULL) 
Current_Node->Child->Edge = Temporary_Edge; 
else 
{ 
) 
Cursor = current_Node->Child->Edge; 
while (Cursor->Next != NULL) 
Cursor = cursor->Next; 
Cursor->Next = Temporary_Edge; 
, ........................................................... . 
* Function : Determines the statement type and returns an 
•--identifier for the selected statement . 
............................................................ , 
int 
Statement_Type (String_Type Statement) 
{ 
int Index; 
String_Type Temporary_String; 
strcpy (Temporary_String, Statement); 
for (Index = 0; Index != MAXIMUM_STRING_LENGTH; Index++) 
Temporary_String[Index] = toupper (Statement[Ind~x]); 
if (strncmp (Temporary_String, "IF•, 2) == 0) 
return KEYWORD_IF; 
else if (strncmp (Temporary_String, "ELSE•, 4) == 0) 
return KEYWORD_ELSE; 
else if (strncmp (Temporary_String, "FOR", 3) == 0) 
return KEYWORD_FOR; 
else if (strncmp (Temporary_String, HWHILE", 5) == 0) 
return KEYWORD_WHILE; 
else if (strncmp (Temporary_String, "UNTIL", 5) == 0) 
return KEYWORD_UNTIL; 
else if (strncmp (Temporary_String, "REPEAT•, 6) == 0) 
return KEYWORD_REPEAT; 
else if (strncmp (Temporary_String, •BEGIN", 5) == 0) 
return KEYWORD_BEGIN; 
else if (strncmp (Temporary_String, •mo•, 3) ,=~:;: 0) 
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return KEYWORD_ENO; 
else if (strncmp (Temporary_String, •pROCEDURE•, 9) == 0) 
return KEYWORD_PROCEDURE; 
else if (strncmp (Temporary_String, •pROGRAM•, 7) == 0) 
return KEYWORD_PROGRAM; 
else if (strncmp (Temporary_String, ~cASE", 4) == 0) 
return KEYWORD_CASE; 
else 
return KEYWORD_STATEMENT; 
return 0; 
/************************************************************ 
• Function : Search routine which returns a pointer to the 
* node that is being searched for. Search is based on the 
* nodes ID. 
*************************************************~**********/ 
NODE * 
Locate_Node (int Node_ID, NODE * Current_Node) 
{ 
) 
if (Current_Node != NULL) 
{ 
) 
if (Current_Node->ID == Node_ID) 
{ 
Found_Value = Current_Node; 
return (Current_Node); 
) 
else 
{ 
) 
if (Current_Node != NULL) 
{ 
) 
Locate_Node (Node_ID, Current_Node->Child); 
Locate_Node (Node_ID, Current_Node->Sibling); 
return Found_Value; 
/**********~************************************************* 
* Function : Adds a child node to a parent node. 
************************************************************/ 
void 
Add_Child_Node (NODE * The_Diagram, int ParentiD, NODE * Child) 
{ 
NODE •current_Node; 
NODE *Parent_Node; 
Current_Node = NULL; 
Current_Node = Locate_Node (ParentiD, The_Diagram); 
Parent_Node = Current_Node; 
if (Current_Node->Child == NULL) 
{ 
) 
Current_Node->Child = Child; 
Child->Parent = Current_Node; 
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} 
else 
[ 
} ' 
Current~ode = Current_Node->Child; 
while {Current_Node->Sibling !=NULL) 
[ 
Current_Node = Current_Node->Sibling; 
Current_Node->Sibling = Child; 
Child-~Parent ~ Parent_Node; 
NODE *SearchNode; 
j••·······················~·~~~~~···························· 
• Function: A coordinate is given (X, Y). This routine 
• determines which node was selected based on the coordinate. 
····························································J 
Node_Selected (int X, int Y, NODE * Current_Node) 
[ 
) 
NODE *Cursor; 
if (Current_Node != NULL) 
[ 
Cursor = Current_Node->Child; 
while {Cursor !=NULL) 
[ 
if [(X >= Cursor->X - cursor->Widthl) 
IX <= Cursor->X + cursor->Width2l 
[Y >= Cursor->Y cursor->Height2) 
&& 
&& 
&& 
IY <= Cursor->Y + cursor->Heightl)) 
} 
} 
FOUND = TRUE; 
SearchNode = Cursor: 
if (Cursor->Expanded 
Node_Selected (X, Y, 
Cursor = Cursor->Sibling; 
TRUE) 
Cursor); 
, .....•••.........•.••......•..••.........•.....•••.••...•••• 
* Function : Allocates memory and initializes node information . 
......•...........••...................••••.....•••.••...••• , 
NODE • 
Create_Node {String_Type Statement, int Type) 
[ 
NODE *Temporary_Node; 
Temporary_Node = rnalloc (sizeof (NODE)); 
Temporary_Node->ID = Nurnber_Of_Nodes++; 
Ternporary_Node->Widthl = Temporary_Node->Width2 = 
Temporary_Node->Heightl = Temporary_Node->Height2 = 
Temporary_Node->DX = Temporary_Node->DY = 
Temporary_Node->X = Temporary_Node->Y = 0; 
Temporary_Node->Expanded = TRUE; 
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) 
Temporary_Nocle->Sibling = Temporary_Node->Child = 
TempOra=Y_Nod.::->Parent: = NULL: 
strcpy (Temporary_Node->Colour, -sLAcK-); 
if (Type == KEY1'f0RD_UNKNOWN) 
Temporary_Node->Type = Statement_Type (Statement); 
else 
Temporary_Node->Type = Type; 
strcpy (Temporary_Node->Statement, Statement); 
return (Temporary_Node); 
* Function : Prints details about the entire data structure 
* starting from the Current_Node pointer. 
···············································••***********! 
void 
Print_Tree_Det:ails (NODE * Current_Node) 
{ 
if (Current_Node != NULL) 
{ 
print£ ("(ID=%d TYPE=%d", current_Node->ID, Current_Node-
>Type); 
) 
if (Current_Node->Parent != NULL) 
printf (" PID = %d X=%d Y=%d) " 
else 
Current:_Node->Parent->ID, 
Cllrrent:_Node->X, Current_Node->Y) 
printf {" X=%d Y=%d) -, current_Node->X, Current_Node->Y); 
printf ("[%s]\n", current_Node->Statement); 
Print_Tree_Details (Current_Node->Child); 
Print_Tree_Details (Cu~rent_Node->Sibling); 
/**********************•···~································· 
• Function : Frees memory (Memory management routine) 
************************************************************! 
Destroy_Edges (EDGE • CurrentEdge) 
{ . 
) 
EDGE *Cursor, *Next; 
Cursor = currentEdge; 
if {Cursor !=NULL) 
{ 
Next: = Cursor->Next; 
while (Cursor != NULL) 
{ 
) 
free {Cursor); 
Cursor = Next; 
if {Cursor ! "' NULL) 
Next = Cursor->Next; 
, ..•........••........•...•....•...........••..••..••..••..•. 
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• Funccion : Destroys th~ flowchart starting from the 
* Current_Node. (Memory management routine). 
************************************************************/ 
Destroy_Tree {NODE * Current_Node) 
( 
if (Current_Node != NULL) 
( 
) 
Destroy_Tree (Current_Node->Child); 
Destroy_Tree (Current_Node->Sibling); 
Destroy_Edges (Current_Node->Edge) 
free (Current_Node); 
/****************************••············••**************** 
* Function : Sets the EXPANDED attribute to false on 
* all nodes which contain child nodes. 
************************************************************/ 
void 
Collapse_All_Nodes (NODE * Current_Node) 
( 
if (Current_Node !=NULL) 
( 
) 
Collapse_All_Nodes {Current_Node->Child); 
Collapse_All_Nodes (Current_Node->Sibling); 
switch (Current_Node->Type) 
( 
case (KEYWORD_STATEMENT_BLOCK): 
case (KEYWORD_CASE): 
case (KEYWORD_FOR): 
case (KEYWORD_BEGIN): 
case (KEYWORD_IF) : 
case (KEYWORD_WHILE): 
case (KEYWORD_REPEAT) : 
) 
Current_Node->Expanded = FALSE; 
break; 
/************************************************************ 
* Function : Sets the EXPANDED attribute to true. 
* This makes the drawing routines display the entire 
* flowchart starting from the Current_Node. 
************************************************************/ 
void 
Expand_All_Nodes (NODE * Current_Node) 
( 
) 
if (Current_Node !=NULL) 
( 
) 
Expand_All_Nodes (Current_Node->Child); 
Expand_All_Nodes (Current_Node->Sibling); 
Current_Node->Expanded = TRUE; 
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F. "File_Reading_Routines.h" 
, ........................................................... . 
* File : File_Reading_Routines.h • 
............................................................ , 
FILE *File_Pointer; 
int File_Index; 
String_Type Statement, Buffer; 
char String_Value[2]; 
int The_Buffer_Is_Filled; 
/************************************************************ 
* Function : Wipes leading ' ' and tab characters from a 
* statement . 
............................................................ , 
void 
Remove_Leading_Blanks (String_Type Statement) 
{ 
) 
int Index, Index2; 
Index = 0; 
while ( (Statementi[Index] == 
Index++; 
') If (Statement[Index] == '\t')) 
for (Index2 = Index; Index2 < 79; Index2+:;~) 
{ 
Buffer[Index2- Index] = Statement{Index2); 
) 
, ........................................................... . 
• Function : Reads a statement from a file . 
....................................................•....... , 
void 
Read_From_File (> 
{ 
int Statement_Read; 
Statement_Read = FALSE; 
File_Index = fgetc (File_Pointer); 
if (File_Index != EOF) 
{ 
if (File_Index 
{ 
' { ' ) 
while (fgetc (File_Pointer) != '}'); 
else 
{ 
String_Value[O] = File_Index; 
String_Value[l) = '\0'; 
strcat (Statement, String_Value); 
while ((File_Index != EOF) && (Statement_Read ==FALSE)) 
{ 
File_Index, = fgetc (File_Pointer); 
if (File_Index == '{') 
{ 
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) 
) 
) 
while (fgetc (File_Pointer) != '} '); 
) 
else 
( 
if (File_Index != '\n') 
( 
) 
if (File_Index != '\t') 
( 
) 
String_Value[O] = File_Index; 
String_Value[l] = '\0'; 
strcat (Statement, String_Value); 
else 
( 
) 
if {strcmp {Statement, "") != 0) 
( 
Remove_Leading_Blanks (Statement}; 
Statement_Read = TRUE; 
The_Buffer_Is_Filled = TRUE; 
strcpy (Statement, ""); 
!************************************************************ 
* Function : Generates the structure required for the 
* diagram. This routine converts the source code file 
* into the data structure so that it can be given 
* geometric information. 
************************************************************! 
int 
Read_Statement_Into_Buffer {int PID, int BufferFilled, NODE * 
The_Diagram) 
( 
NODE *Temporary_Node, *Dummy_Node; 
int Index, Case_Label; 
String_Type Label_Text, Temporary_String; 
if (File_Index != EOF) 
( 
The_Buffer_Is_Filled = BufferFilled; 
if (BufferFilled == FALSE) 
Read_From_File (); 
if (The_Buffer_Is_Filled == TRUE) 
( 
Temporary_Node = Create_Node (Buffer, KEYWORD_UNKNOWN); 
Add_Child_Node {The_Diagram, PID, Temporary_Node); 
switch (Statement_Type {Buffer)) 
( 
case KEYWORD_IF: 
Read_Statement_Into_Buffer (Temporary_Node->ID, 
FALSE, The_Diagram); 
Read_From_File (); 
if (Sta",;,ement_Type (Buffer) == KEYWORD_ELSE) 
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Read_Statement_Into_Buffer (Temporary_Node->ID, 
FALSE, The_Diagram); 
break; 
case REYWORD_PROCEDURE: 
Read_From_File (); 
while (Statement_Type (Buffer) != KEYWORD_END) 
{ 
Read_Statement_Into_Buffer (Temporary_Node->ID, 
TRUE, The_Oiagram); 
Read_From_File (); 
break; 
case KEYWORD_PROGRAM: 
Read_From_File {): 
while {Statement_Type (Buffer) != KEYWORD_END) 
{ 
Read_Statement_Into_Buffer (Temporary_Node->ID, 
TRUE, The_Diagram); 
Read_From_File (); 
break; 
case KEYWORD_BEGIN: 
Read_From_File (); 
while (Statement_Type (Buffer) != KEYWORD_END) 
{ 
Read_Statement_Into_Buffer (Temporary_Node->ID, 
TRUE, The_Diagram); 
Read_From_File (); 
break; 
case KEYWORD_FOR: 
Read_Statement_Into_Buffer (Temporary_Node->ID, 
FALSE, The_Diagram); 
break; 
case KEYWORD_WHILE: 
Read_Statement_Into_Buffer (Temporary_Node->ID, 
FALSE, The_oiagram); 
break; 
case KEYWORD_REPEAT: 
ourruny _Node) ; 
Dummy_Node = Create_Node ("BEGIN", KEYWORD_UNKNOWN); 
Add_Child_Node (The_Diagram, Temporary_Node->ID, 
Read_From_File (); 
while (Statement_Type (Buffer) != KEYWORD_UNTIL) 
{ 
) 
Read_Statement_Into_Buffer {Dummy_Node->ID, 
'!·RUE, The_Diagram); 
Read_From_File {); 
if {Statement_Type (Buffer) == KEYWORD_UNTIL) 
strcat (Temporary_Node->Statement, Buffer); 
break; 
case KEYWORD_CASE: 
Read_From_File (): 
while (Statement_Type (Buffer) != KEYWORD_END) 
{ 
Case_Label "' 0; 
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for (Index= 0; Index< strlen (Buffer); Index++} 
if (Buffer[IndexJ == ':') 
{ 
Case_Label = Index; 
) 
if (Case_Label != 0) 
{ 
sscanf {Buffer, "%s", Label_Text); 
Dummy_Node = Create_Node (Label_Text, 
KEYWORD_BEGIN); 
ll I; 
Add_Child_Node (The_Diagram, 
Temporary_Node->ID, 
Dummy _Node) : 
if (strlen (Buffer) > Case_Label) 
{ 
strcpy (Temporary_String, &Buffer[Case_Label + 
Remove_Leading_Blanks (Temporary_String); 
Read_Statement_Into_Buffer (Dummy_Node->ID, TRUE, 
The_Diagram) ; 
else 
Read_Statement_Into_Buffer (Dummy_Node->ID, TRUE, 
The_Diagram) : 
) 
else 
{ 
Dummy_Node = Create_Node (Label_Text, 
KEYWORD_BEGIN); 
Read_Statement_Into_Buffer (Temporary_Node->ID, 
TRUE, 
) 
Read_From_File (); 
) 
default: 
break; 
The_Diagram) ; 
/************************************************************ 
* Function : Reads an entire source code file until the EOF 
* character is encountered. 
************************************************************/ 
void 
Parse_Source_Code_File (String_Type File_Name, NODE * The_Diagram) 
{ 
File_Pointer = fopen (File_Name, "r"); 
strcpy (Statement, nN); 
strcpy (Buffer, ""); 
while (File_Index != EOF) 
{ 
Read_Statement_Into_Buffer (The_Diagram->ID, FALSE, 
The_Diagram) : 
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) 
fclose (File_Pointer); 
) 
1% 
G. "Geometry_Operations.h" 
/************************************************************ 
* File : Geometry_Operations.h * 
····~··•****************************************************! 
/************************************************************ 
* Function : Calculates the maximum value from two variables 
* a and b. 
************************************************************! 
int 
Maximum_Value (int a, int b) 
( 
) 
if (a > b) 
return a; 
else 
xeturn b; 
!************************************************************ 
·• FunCtion : For one given node- (Current_Node), this rollti_ne 
*counts the number of child nodes that_exist. 
** * * • * • • • * * * * • • * * * * • • *** * *.* * • • • * * * • • • • • * * * * * • * • * * * * • * • • • ~ * * * I 
int 
Number_Of_Children (NODE * Current_Node) 
( 
) 
NODE *Cursor; 
int-Counter; 
Counter "" 0; 
Cursor = Current_Node; 
if (Cursor->Child == NULL) 
return' 0; 
else, 
( 
) 
Cursor:·= Cursor->Child; 
while (Cursor != NULL) 
( ' 
Counte!r++; 
cursor = cllrsor-->Sibling; 
) 
return Counter; 
!************************************************************ 
* Function : LayoUt routine which generates coordinates for 
* a BLOCK of statements. 
************************************************************! 
void 
Create_BLOCK_Component_Layout_ '(NODE * Current_Node) 
( 
NODE *Cursor; 
int X, Y; 
int Index; 
X.- Current_Node->X; 
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) 
Y = Curr_ent_Node->Y; 
Index = 0; 
.Cursor = Current_Node->Child; 
while (Cursor != NULL) 
( 
) 
Cursor->X = X; 
Cursor->Y-= Y- Index; 
Index++; 
Cursor = Cursor->Sibling; 
Cursor = current_Node~>Child; 
while (Cursor->Siblin9 != NULL) 
( 
) 
Add_Edge_To_Node (Current_Node~ Cursor, Cursor->Sibling, 
SINGLE_ARROWHEADl); 
Cursor = Cursor~>Sibling; 
/**************.********************************************* 
* Function : L.ityout ·routine which generate~ coordinat'E!s for· 
* an IF statement . 
************************~**************~********************/ 
void 
Create_IF_Component_Layout (NODE * Current_Node) 
( 
NODE *Cursor, *A, *8; 
NODE *a, *b, *c, *d ; 
int X, Y; 
String~Type Temporary_String, If_Conditionition; 
X = Current_Node->X; 
Y = Current_Node->Y; 
A = Current_Node->Child; 
B = A->Sibling; 
if (8 == NULL)_ 
( 
/* This section caters for an if with no else statement */ 
B = CreateJode (_,~_8", KEYWORD_DUMMY_NODE); 
A->Sibling = 8( 
) 
sscanf (Current_Node->Statement, "%s%s", &Temporary_String, 
&If_Conditionition); 
a = Create_Node (If_Conditionition, IF _SYMBOL) ; 
b = Create_Node ("FALSE", LA8EL_SYM80L) ; 
c = ·create_Node ( "C" I KEYWORD_DUMMY_NODE); 
d = Create_Node ( "d"' KEYWoRD_pUMMY_NODE); 
8->Sibling = a; 
a->Sibling = b; 
b->Sibling = c· • 
c->s'ibling = d; 
,d->Sibling = NULL; 
8->Parent = a->Par€nt = b->Parent = c->Parent,= 
d->Parent = Current_Node; 
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) 
A->X = a->X = c->X = X; 
B->X = b->X = d->X = X + 1; 
a->Y = b->Y = Y; 
A->Y = B->Y = y - 1; 
c->Y = d-:>Y = y - 2; 
Cursor = current_Node: 
if (8-:>Type == KEYWORD_DUMMY_NODE) 
( 
Add_Edge_To_Node (Cursor, b, B, NO~RROWHEAD); 
) 
else 
Add_Edge_To_Node (Cursor, b, B, SINGLE_ARROWHEADl); 
Add_Edge_To_Node (Cursor, a, b, NO_ARROWHEAD); 
Add_Edge_To_Node (CurSor, c, d, NO_ARROWHEAD); 
Add_Edge_To_Node (Cursor, a, A, SINGLE_ARROWHEADl); 
Add_Edge_To_Node (Cursor, A, c, SINGLE_ARROWHEADl); 
Add_Edge_To_Node (Cursor, B, d, SINGLE_ARROWHEADl); 
/************************************************************ 
*Function : Layout routine which·genera~es coordinates fOr 
* an FOR statement . 
************************************************************/ 
void 
Create_FOR_Component_Layout (NODE * current_Node) 
( 
NODE *Cursor, *A; 
NODE *a, *b, *c, *d, *e, *f, *g, *h, *i, *j, *k, *1, *m; 
int X, Y; 
String_Type For, Variabfe, Assignment, Initializer_Value, To, 
Final_Va'lue, 
Initializer, Condition, Increment; 
X = Current_Node->X; 
Y = Current_Node->Y; 
strcpy (Initializer, .""); 
strcpy (Condition, ""); 
strcpy (Increment, Q"); 
sscanf (Current_Node->Statement, "%s %s %s %s %s %s~, &For, 
&Variable, · 
&Assignment, &Initializer_Value, &To, &Final_Value); 
strcat ·(Initializer. Variable); 
strcat (Initializer, •_" := ~); 
strcat (Initializer, __ Initi'alizer_Value); 
strcat (Condition,- Vari.:ible-l; 
strcat (Coqdition~ " < n); 
strcat (Condition, Final_Value); 
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strcat (Increment, Variable); 
strcat (Increment, "= "); 
strcat (Increment, Variable); 
strcat (Increment, " + 1") 1 
A = Current_Node->Child; 
a ; Create_Node {Initializer, KEYWORD_GENERAL) ; 
b ; Create_Node ("b", KEYWORD_DUMMY_NODE); 
c ; Create_Node ( ~ c"' KEYWORD_DUMMY_NODEll 
d ; Create_Node (Condition, IF _SYMBOL) 1 
e ; Create_Node ("TRUE", LABEL_SYMBOL) ; 
f ; Create_Node ( "f~' KEYWORD_DUMMY_NODE); 
g ; Create_Node ( "g"' KEYWORD_DUMMY_NODE); 
h ; Create_Node ("h", KEYWORD_DUMMY_NODE)I 
i ; Create_Node (Increment, KEYWORD_GENERAL); 
j ; Create_Node ( "j.' KEYWORD_DUMMY_NODE) i 
k ; Create_Node ("k", KEYWORD_DUMMY_NODE); 
1 ; Create_Node ( "1"' KEYWORD_DUMMY_NODE); 
m ; Create_Node ("m", KEYWORD_DUMMY_NODE); 
A->Sibling 
a->Sibling 
b->Sibling 
c->Sibling 
d->Sibling 
e->Sibling 
f->Sibling 
g->Sibling 
h->Sibling 
i->Sibling 
j->sibling 
k->Siblirig 
1->Siblizlg 
m->Sibli~g 
~I 
J, 
; 
; 
; 
; 
; 
; 
; 
; 
; 
; 
; 
; 
; 
; 
a; 
b; 
c; 
d; 
e; 
f; 
g; 
h; 
i; 
j; 
·k; 
1; 
m; 
NULL; 
a-> Parent A->Parent!. = 
b->Parenf = 
f->Parenf = 
j->Parent = 
Current_Node; 
c_;>Parent 
g->Parent 
k->Parent 
:! ,, 
d->X a->X ; b-;o>X ; ; 
; 
; d->Parent 
; h->Parent 
; 1->Parent 
f->X ; h->X ; 
e->X ; A-;:>X ; i->X ; 1->X ; X + 1; 
c->X ; 9-:;>X ; j->X ; rn->X 
1! 
' 
' a->Y ; Yi · 
b->Y ; c7>Y ; Y-1; 
d->Y ; e+>Y ; Y-2; .· ,. 
f.->Y ; A-i>Y ; 
.9:->Y ; Y-3; 
" h->Y ; i:''>Y ; j->Y ; Y-4; 
k->Y ; 1-;>Y ; m->Y ; Y-5; 
Cursor = ·.c~rrent_Node; -(I \ ' !,j 
; X + 2; 
' 
' 
; e->Parent 
; i->Parent 
; m->Parent 
k->X'= X; 
Add_Ed9e_~o_Node (Cursor, a, b, NO~OWHEAD); 
; 
' =I' 
='I 
(' 
ISO 
i: 
Add_Edge_To_Node (CUrsor, d, f, NO_ARROWHEAD); 
Add_Edge_To_Node (Cursor, f, h, NO_ARROWHEADl ; 
Add_Edge_To_Node (Cursor, h, k, NO_ARROWHEAD) ; 
Add_Edge_To_Node (Cursor, d, e, NO_ARROWHEAD) ; 
Add_Edge_To_Node (Cursor, 1, m, NO_ARROWHEAD); 
Add_Edge_To_Node (Cursor, m, j. NO_ARROWHEAD) ; 
i·,, Add_Edge_To_Node (Cursor, j. g, NO_ARROWH~) ; 
Add_Edge_To_Node (Cursor, g, c, NO_ARROWHEA.D); 
Add_Edge_To_Node (Cursor, b, d, SINGLE_ARROWHEADl); 
Add_Edge_To_Node (Cursor, e, A, SINGLE_ARROWHEADl); 
Add_Edge_To_Node (Cursor, A, i, SINGLE_ARROWHEADl); 
Add_Edge_To_Node (Cursor, i, 1, SINGLE_ARROWHEADl) ; 
Add_Edge_To_Node {Cursor, c, b, SINGLE_ARROWHEADl); 
} 
/************************************************************ 
• Function 
' 
Layout routine which generates cOordinates for 
• an WHILE statement . 
·····························~················~·············! 
void 
Create_WHILE_Component_Layout {NODE •· Current_Node) 
{ 
NODE *Cursor, *A; 
NODE *a, *b, *c, *d, *e, *f, *g, *h, *i; 
String_Type Temporary_String, While; 
int X, Y; 
X = Current_Node->X; 
Y = Current_Node->Y; 
sscanf {Current_Node->Statement, "%s %sQ, &While, 
• l'-&Temporary_Stn.ng); ·: .. -·' ' 
A = Current_Node->Child; 
a= Create..:._Node ("a", KEYWORD_DUMMY_NODE): 
= Crea te_Node ( "b"' KEYWORD_DUMMY_NODE); b 
c 
d 
e 
f 
g 
h 
i 
.. Create_Node (Temporary_String, IF _SYMBOL) ; 
= Create_Node ("TRUE", LABEL_SYMBOL); 
= Create_ Node ( "eQ' KEYWORD_DUMMY_NODE); 
= Create_Node ( "f". KEYWORD_DUMMY_NODE) ; 
= Create_Node (Qg"' KEYWORD_DUMMY_NODE); 
= Create_ Node ("h"' KEYWORD_DUMMY_NODE); 
= Create_Node ( "i". KEYWORD_DUMMY_NODE) ; 
A->Sibling = a; 
a->Sibling = b; 
b->Sibling = c; 
c->Sibling = d; 
d->Sibling = e; 
e->Sibling = f; 
f->Si~ling = g; 
g->Sibling = h; 
h->Sibling = i; 
i->Sibling = NULL; 
a->Parent = b->Pal:-ent = c->Parent = 
d->Parent = e->Parent = f->Parent = 
J;'':::c;.-·: 
. --.. 
':: 
., 
I 
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.'t 
) 
g->Parent = h->Parent = i->Parent = Current-Node; 
a->X = c->X = e->X = g->X = X; 
d->X = A->X = h->X = X + 1; 
b->X = f->X = i->X =X+ 2; 
a->Y = b->Y = Y; 
C->Y = d->Y = Y - 1; 
e->Y = A->Y = f->Y = Y 
g->Y = h->Y = i->Y = Y 
Cursor = Current_Node; 
- 2; 
3; 
Add_Edge_To_Node {Cursor, c, e, NO_ARROWHEAD); 
Add_Edge_To_Node (Cursor, e, g, NO_ARROWHEAD); 
Add_Edge_To_Node (Cursor, h, i, NO_ARROWHEAD); 
AdQ_Edge_To_Node {Cursor, i, f, NO_ARROWHEAD); 
Add_Edge_To_Node (Cursor, f, b, NO_ARROWHEAO); 
AdQ_Edge_To_Node (Cursor, c, d, NO_ARROWHEAD); 
Add_Edge_To_Node (Cursor, a, c, SINGLE_ARROWHEAOl); 
Add_Edge_To_Node (Cursor, d, A, SINGLE_ARROWHEADl); 
Add_Edge_To_Node (Cursor, A, h, SINGLE_ARROWHEADl); 
Add_Edge_To_Node (Cursor, b, a, SINGLE_ARROWHEADl); 
/******~***************************************************** 
··Function: Layout routine which generates coordinates for 
* an REPEAT statement . 
............................................................ , 
void 
Create_REPEAT_Component_Layout (NODE * Current_Node) 
( 
NODE *Cursor, *A; · 
NODE *a, *b, *c, *d, *e; 
String_Type Temporary_String; 
int X, Y; 
int Index; 
X = Current_Node->X; 
Y = Current_Node->Y; 
for (Index = 5; Index < MAXIMUM_STRING_LENGTH - 1; Index++) 
Temporary_String[Index- 5] = Current_Node->Statement[Index]; 
A = Current_Node->Chi1d; 
a= Create_Node (~a", KEYWORD_DUMMY_NOOE); 
b = Create_Node ( "b", KEYWORD_DUMMY_NODE) ; 
c = Create_Node ( "c", KEYWORD_DUMMY_NOOE); 
d = Create_Node {&'remporary_String[7], IF_SYMBOL); /*IF SYMBOL */ 
e = Create_Node ("FALSE", LABEL_sYMBOL); 
A->Sibling = a· 
' 
a->Sibling = b; 
b->Sibling = c; 
.c->Sibling = d· 
' d->Sibling = e; 
e->Sibling = NULL; 
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il 
' 
a->Parent = b->Parent = 
c->Parent = d->Parent = e->Parent = Current_Node_; 
a->X = A->X = d->X = X; 
b->X = c->X = e->X = X + 1; 
a->Y = b->Y = Y; 
A->Y = c->Y = y - 1; 
d->Y = e->Y = y 2; 
Cursor = Current_Node: 
Add_Edge_To_Node (Cursor, e, c, NO_ARROWHEAD) ; 
Add_Edge_To_Node (Cursor, c, b, NO_ARROWHEAD) ; 
Add_Edge_To_Node {Cursor, a, A, SINGLE_ARROWHEADl) ; 
Add_Edge_To_Node (Cursor, A, d, SINGLE_ARROWHEADl); 
Add_Edge_To_Node (Cursor, b, •• SINGLE_ARROWHEADl); Add_Edge_To_Node (Cursor, d, e, SINGLE_ARROWHEADl); 
) 
/************************************************************ 
* Function : Layout routine which generates coordinates for 
* a CASE statement . 
* *** * ** ** • **** ********** ***** * * * * * ** *** *** ** ***.************ • I 
void 
Create_CASE_Component_Layout (NODE • CUrrent_Node) 
( 
NODE *Cursor, *A; 
NODE *a, *b, *c, *b_temp, *A_temp, *c_temp, *Last_A, *Last_b, 
*Last_c; 
int X, Y; 
int Index, Number_Of_Children_Count; 
X = Current_Node->X; 
Y = Current_Node->Y; 
Number_Of_Children_Count = Number_Of_Children (Current_Node); 
Cursor = Current_Node->Child; 
A = Cursor; 
b = Create_Node (Cursor->Statement, IF_SYMBOL); 
a= Create_Node (Current_Node->Statement, CASE_SYMBOL); 
c = Create_Node (~c~. KEYWORD_DUMMY_NODE); 
A->X = 
A->Y = 
b->Y = 
b->X = a->X = c->X = X; 
y - 2; 
y - 1: 
Y; 
c->Y = Y - 3: 
a->Y = 
Last_b = b; 
Last_c = c; 
Last_A = A; 
Cursor·= Cursor->Sibling; 
for (Index = 1; Index != Number_of_Children_Count; Index++) 
( 
!53 
b_temp = Create_Node (Cursor->Statement, IF_SYMBOL); 
c_temp = Create_Node ( ·c-, KEYWORD_DUMMY_NODE); 
A_temp = Cursor; 
b_temp->X = c_temp->X = A_temp->X = X + Index; 
b_temp->Y Y - 1; 
c_te~ >Y = Y 3; 
A_temp->Y = Y - 2; 
Last_b->Sibling = b_temp; 
Last_c->Sibling = c_temp; 
Last_A -= A_temp; 
Last_b = b_temp; 
Last_c = c_temp; 
Cursor = Cursor->Sibling; 
Last_A->Sibling = b, 
Last_b->Sibling = 
"' a->Sibling = c, 
Last_c->Sibling = NULL; 
Add_Edge_To_Node {Current_Node, a, b, SINGLE_ARROV1HEA01); 
b_temp = b; 
A_ternp = A; 
c_ternp = c; 
for (Index = 0; Index != Number_Of_Children_count - 1: Index++) 
{ 
if (b_temp->Sibling !=NULL) 
Add_Edge_To_Node (Current_Node, b_temp, 
b_temp->Sibling, SINGLE_ARROWHEAOl); 
Add_Edge_To_Node (Current_Node, b_ternp, A_temp, 
SINGLE_ARROWHEADl); 
Add_Edge_To_Node (Current_Node, A_temp, c_temp, 
SINGLE_ARROWHEADl); 
if (c_temp->Sibling !=NULL) 
Add_Edge_To_Node (Current_Node, c_temp->Sibling. 
c_temp, NO_ARROWHEAO); 
b_temp = b_ternp->Sibling; 
A_ternp = A_temp->Sibling; 
c_temp = c_temp->Sibling; 
AdQ_Edge_To_Node (Current_Node, Last_b, Last_A, SINGLE_ARROWHEADl); 
Add_Edge_To_Node (Current_Node, Last_A, Last_c, SINGLE_ARROWHEADl); 
!***•········~··············································· 
* Creates a Hierarchical diagrams layout 
.......•......••....•............•.....•...•..•....•........ , 
void 
Create_Hierarchy_Diagrarn_Layout (NODE • current_Node) 
{ 
int Number_Of_Children_Count; 
int Index; 
NODE *Temporary_Node, •cursor, •cursor2, •cursor), *Last_Node; 
int X, Y; 
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if (Current_Node !=NULL) 
{ 
X = Current_Node->X: 
Y = Current_Node->Y; 
if (Carrent_Node->Child != NULL) 
{ 
Number_Of_Children_Count = Number_Of_Children (Current_Node); 
Temporary_Node = Create_Node (Current_Node->Statement, 
CASE_SYMBOL) ; 
Cursor = Current_Node->Child; 
Index = 0; 
~hile (Cursor != NULL) 
{ 
) 
Cursor->Y = Y - Index; 
Cursor->X = X + 2; 
Index++; 
Cursor = Cursor->Sihling; 
Temporary_Node->X = X; 
Temporary_Node->Y = Y; 
Cursor3 = Temporary_Node; 
Add_Child_Node (Current_Node, Current_Node->ID, 
Temporary _Node); 
Cursor2 = Current_Node->Child; 
Last_Node = NULL; 
if (Number_Of_Children_Count != 1) 
{ 
for (Index = 0; Index != Number_Of_Children_Count; Index++) 
{ 
Temporary_Node = create_Node (••, KEYWORD_pUMMY_NODE); 
Temporary_Node->Y = Y Index; 
Temporary_Node->X = X + 1; 
if (Index == 0) 
Add_Edge_To_Node (Current_Node, Cursor], 
Temporary_Node, NO_ARROWHEAD); 
Add_Child_Node (Current_Node, Current_Node->ID, 
Temporary_Node); 
if (Last_Node != NULL) 
Add_Edge_To_Node (Current_Nod~. 
Temporary_Node, Last_Node, 
NO_ARROWHEAD) ; 
Last Node = Temporary_Node; 
Add_Edge_To_Node (Current_Node, 
Temporary_Node, Cursor2, 
SINGLE_ARROWHEADl); 
else 
{ 
) 
) 
else 
Cursor2 = Cursor2->Sibling; 
Add_Edge_To_Node(Current_Node, 
Temporary_Node, Cursor2, SINGLE_ARROWHEA01); 
Current_Node->X = X; 
ISS 
) 
) 
Current_Node->Y = Y; 
) 
Create_Hierarchy_Diagrarn__Layout (Current_Node->Ch.ild); 
Create_Hierarchy_Diagram_Layout {Current_Node->Sibling); 
, .•••.•.....••.....•••...••.....••••........•••....•......••. 
* Function : Layout routine which determines the node type 
* and then assigns node positions based on the type of node . 
.••.•.....•....••......•....•...•.........•.....•.......•... , 
void 
Create_Flowchart_Diagram_Layout (NODE • Current_Node) 
{ 
if {Current_Node !=NULL) 
{ 
) 
switch (Current_Node->Type) 
{ 
case (KEYWORD_BEGIN): 
Create_BLOCK_Component_Layout (Current_Node); 
break: 
case (KEYWORD_PROGRAM}: 
current_Node->X = Current_Node->Y = 0; 
Create_BLOCK_Component_Layout (Current_Node); 
break; 
case (KEYWORD_1F): 
Create_IF_Component_Layout (Current_Node); 
break; 
case (KEYWORD_WHILE): 
Create_WHILE_Component_Layout {Current_Node); 
break; 
case (KEYWORD _REPEAT) : 
Create_REPEAT_Component_Layout (Current_Node); 
break; 
case (KEYWORD_FOR): 
Create_FOR_Cornponent_Layout (Current_Node); 
break; 
case (KEYWORD_CASE): 
Create_CASE_Component_Layout (Current_Node); 
break; 
case (KEYWORD_DUMMY_NODE): 
break; 
default: 
break; 
) 
Create_Flowchart_Diagram_Layout (Current_Node->Child); 
Create_Flowchart_Diagram_Layout (Current_Node->Sibling); 
!************************************************************ 
* Function : Shifts the Nodes X, Y values by DX and DY. 
************************************************************/ 
void 
Shift_Nodes_By_DX_and_DY (NODE * Current_Node, int DX, int DY) 
{ 
!56 
) 
NODE *Cursor; 
Cursor = Current_Node->Child; 
while (Cursor != NULL) 
( 
) 
Shift_Nodes_By_DX_and_DY (Cursor, OX, DY); 
Cursor = Cursor->Sibling; 
Cursor = Current_Node; 
if (Cursor !=NULL) 
( 
) 
Cursor->X ~= OX; 
Cursor->Y ~= DY; 
I***********··~~********************************************* 
* Function : Determines the nodes size based on type of node 
************************************************************I 
void 
Set_Node_Size (NODE * Current_Node) 
( 
NODE *Cursor; 
if (Current_Node->Expanded == FALSE) 
( 
) 
else 
( 
Current Node->Widthl = current_Node->Width2 = 
Font_Width (Statement_Table[Current_Node->Type]) I 2 + 
NODE_BOUNDARY_WIDTH ~ NODE_SEPERATION_X; 
Current_Node->Heightl = Current_Node->Height2 = 
Font_Height () I 2 ~ 
NODE_BOUNDARY_HEIGHT + NODE_SEPERATION_Y; 
switch (Current_Node->Type) 
( 
case KEYWORD_PROGRAM: 
case KEYWORD_BEGIN: 
case KEYWORD STATEMENT_BLOCK: 
case KEYWORD_IF: 
case KEYWORD_WHILE: 
case KEYWORD_REPEAT: 
case KEYWORD_FOR: 
case KEYWORD_CASE: 
MAXX = MINX = Current_Node->X; 
MAXY = MINY = Current_Node->Y; 
cursor = Current_Node->Child; 
while (Cursor != NULL) 
( 
if ((Cursor->X- cursor->Widthl) <MINX) 
MINX= Cursor->X - Cursor->Widthl; 
if ((Cursor->X ~ cursor->Width2) > MAXX) 
MAXX = Cursor->X + Cursor->Width2; 
if ((Cursor->Y- cursor->Height2) < MINY) 
MINY = Cursor->Y- Cursor->Height2; 
if ((Cursor->Y + cursor->Heightl) > MAXY) 
!57 
MAXY = Cursor->Y + cursor->Heightl; 
Cursor = Cursor->Sibling; 
current_Node->Widthl = Current_Node->X - MINX; 
current_Node->Width2 = MAXX - Current_Node->X; 
Current_Node->Height2 = Current_Node->Y - MINY; 
current_Node->Heightl = MAXY - current_Node->Y; 
break; 
case LABEL_SYMBOL: 
current_Node->Width2 = Font_Width (Current_Node->Statement) + 
4; 
current_Node->Heightl = Font_Height () + 4; 
current_Node->~lidthl = 1; 
current_Node->Height2 = 1; 
case KEYWORO_DUMMY_NOOE: 
Current_Node->Widthl = Current_Node->Width2 = 
NODE_SEPERATION_X; 
current_Node->Heightl = Current_Node->Height2 = 
NODE_SEPERATION_Y; 
break; 
default: 
current_Node->Widthl = Current_Node->Width2 = 
Font_Width (Current_Node->Statement) I 2 + 
NODE_BOUNDARY_WIOTH + NODE_SEPERATION_X; 
current_Node->Heightl = Current_Node->Height2 = 
Font_Height () 1 2 + 
NODE_BOUNDARY_HEIGHT + NODE_SEPERATION_Y; 
break; 
~ Function : This routine applies an extended version of the 
~ force scan algorithm. This 'tidies' the nodes by removing 
~ node overlaps and eliminates wasted space. This produces 
~ a clearer and compact diagram. 
~--····~····················································1 
void 
Adjust_Node_Layout (NODE • Current_Node) 
( 
NODE_LIST *Temporary_Node_List; 
NODE *Reference_Node; 
if (Current_Node != NULL) 
( 
if (Current_Node->Expanded == TRUE) 
Adjust_Node_Layout {Current_Node->Child); 
Adjust_Node_Layout (Current_Node->Sibling); 
if (Current_Node->Child !=NULL) 
( 
Reference_Node = Create_Node ("Reference Point•, 
KEYWORD_OUMMY_NODE); 
Reference_Node->X = Current_Node->X; 
Reference_Node->Y = Current_Node->Y; 
Temporary_Node_List = Create_Node_List (Current_Node, 
Reference_Node); 
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) 
) 
Sort_Node_List_By_X_Value (Temporary_Node_List); 
Set_Accumulative_Force_x (Ternporary_Node_List); 
Sort_Node_List_By_Y_Value (Temporary_Node_List); 
Set_Accumulative_Force_Y (Temporary_Node_List); 
Shift_Nodes_In_List (Temporary_Node_List, 
Reference_Node->DX, Reference_Node->DY); 
Destroy_Node_Li$t (Temporary_Node_List); 
Set_Node_Size (Current_Node); 
, ........................................................... . 
• Function : This routine maps coordinates to the viewing 
• screen. In this case it involves flipping the Y coordinate 
* informa.tion . 
............................................................ , 
void 
Map_Coordinates_To_Display (NODE * Current_Node) 
{ 
int TempValue; 
if (Current_Node != NULL) 
{ 
Map_Coordinates_To_Display (Current_Node->Child); 
Map_Coordinates_To_Display (Curren\.._Node->Sibling); 
Current_Node->Y *= -1; 
TempValue = Current_Node->Heightl; 
Current_Node->Heightl = Current_Node->Height2; 
Current_Node->Height2 = TernpValue; 
, ........................................................... . 
* Function : Combined routine which tidies node positioning, 
• an then shifts the entire diagram so that it fits on the 
* drawing area. This shifting effect creates a LEFT ALIGNED 
• diagram. That is, the diagram's top left corner is aligned 
* with the drawing areas top left corner. (plus a border) 
............................................................ , 
void 
Adjust_Diagram_Layout (NODE * Current_Node) 
{ 
int DX, DY; 
The_Diagram->Expanded = TRUE; 
Adjust_Node_Layout (The_Diagrarn) ; 
DX = -(The_Diagram->X - The_Diagram->Widthl) + BORDER_DISTANCE_x; 
DY = -(The_Diagram->Y- The_Diagram->Height2) + BORDER_DISTANCE_Y; 
Shift_Nodes_By_DX_and_DY (The_Diagram, DX, DY); 
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H. "Display_Routines.h" 
/************************************************************ 
* File : Display_Routines.h • 
************************************************************/ 
/************************************************************ 
* Function : To return the Font_Width of a text string 
* in pixels. Current routine returns an approximate value for 
*the default font. (System specific). 
************************************************************/ 
int 
Font_Width {String_Type TheTextJ 
{ 
return (strlen (TheTextJ * FONT_WIDTHJ; 
/****************************************••·················· 
* Function : To return the height of the currently selected 
* font. This routine currently returns an approximate value 
* for the default font. (System specific) . 
************************************************************/ 
int 
Font_Height () 
{ 
return FONT_HEIGHT; /* Approximation */ 
) 
/************************************************************ 
* Function : Sets Background drawing colour to white. 
************************************************************/ 
void 
Set_Background_White (void) 
{ 
XSetBackground (XtDisplay {Drawing_Area), The_Graphics_Context, 
WhitePixelOfScreen (XtScreen (Drawing_Area))); 
/************************************************************ 
* Function : Sets Foreground drawing colour to black. 
************************************************************/ 
void 
Set_Foreground_Black (void) 
{ 
) 
XSetForeground (XtDisplay (Drawing_Area), The_Graphics_Context, 
BlackPixelOfScreen {XtScreen (Drawing_Area))); 
/************************************************************ 
* Function : Sets Background drawing colour to black. 
************************************************************/ 
void 
Set_Background_Black (void) 
{ 
XSetBackground (XtDisplay (Drawing_Area), The_Graphics_Context, 
BlackPixelOfScreun (XtScreen (Drawing_Area))); 
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I********************************************~*************** 
* ·Function : Sets Foreground drawing colour to white. 
************************************************************I 
void 
Set_Foreground_White (void) 
{ 
) 
XSetForeground (XtDisplay (Drawing_Area), The_Graphics_Context, 
WhitePixelOfScreen {XtScreen (Drawing_Area))); 
I************************************************************ 
* Function : Sets the current drawing colour to a black 
* foreground, with a white background colour. 
************************************************************I 
void 
Set_White_Background_Black_Foreground (void) 
{ 
) 
Set_Background_White (); 
Set_Foreground_Black (); 
I************************************************************ 
• Function : Sets the current drawing colour to a white 
* foreground, with a black background. 
•***********************************************************I 
void 
Set_Black_Background_White_Foreground (void) 
{ 
Set_Background_Black (); 
Set_Foreground_White (); 
I************************************************************* 
* Function : Creates a two dimensional arrowhead, rotates to 
* the correct angle then displays it, 
************************************************************I 
void 
Draw_Arrow_Symbol (int xl, int yl, int x2, int y2, int Arrow_Style) 
{ 
int Yl, Y2; 
XPoint List_Of_Points[4); 
Y1 = yl; 
ARROW_SIZE I 2; 
- ARROW_SIZE; 
+ ARROW_$IZE I 2; 
ARROW_SIZE; 
Y2 = y2; 
List_Of_Points(O].x = x2 
List_Of_Points[O).y = y2 
List_Of_Points[l].x = x2 
List_Of_Points(l] .y = yz' 
List_Of_Points(2].x = 
List_Of_Points[2].y = 
List_Of_Points[3).x = 
List_Of_Points[3].y = 
switch (Arrow_Style) 
x2; 
y2; 
x< 
y2 -
ARROW_SIZE I 2; 
ARROW_SIZE; 
{ 
case UP_ARROW: 
Rotate_Points (List_Of_Points, 3, x2, y2, 180); 
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break; 
case LEFT_ARROW: 
Rotate_Points (List_Of_Points, 3, x2, y2, 270); 
break; 
case RIGHT_ARROW: 
J ; 
Rotate_Points (List_Of_Points, 3, x2, y2, 90); 
break; 
Draw_Polygon (List_Of_Points, 3, TRUE); 
t•••··················~······································ 
* Function : Displays edges between nodes. Various edges are 
* drawn with different attributes. For instance a arrowhead 
* may be included. This routine also determines the direction 
* of the line and sets the appropriate arrowhead direction. 
····~····•••************************************************/ 
void 
Draw_Edges (NODE • Current_Node) 
{ 
EDGE *Cursor; 
int Xl, X2, Yl, Y2, Arrow_Style; 
if {Current_Node != NULL) 
{ 
Cursor = Current_Node->Edge; 
while (Cursor != NULL) 
{ 
if (Cursor->Nodel->X == Cursor->Node2->X) 
{ 
J 
Xl : X2 = cursor->Nodel->X; 
if (Cursor->Nodel->Y > Cursor->Node2->Y) 
{ 
Arrow_Style = UP_ARROW; 
Yl = Cursor->Nodel->Y cursor->Nodel->Height2 ~ 
NODE_SEPERATION_Y; 
Y2 = Cursor->Node2->Y + cursor->Node2->Heightl 
NODE_SEPERATION_Y; 
else 
{ 
Arrow_style = DOWN_ARROW; 
Yl = Cursor->Nodel->Y + cursor->Nodel->Heightl -
NODE_SEPERATION_Y; 
Y2 = Cursor->Node2->Y - cursor->Node2->Height2 + 
NODE_SEPERATION_Y; 
if (Cursor->Nodel->Y == Cursor->Node2->Y) 
{ 
Yl = Y2 = Cursor->Nodel->Y; 
if (Cursor->Nodel->X > Cursor->Node2->X) 
{ 
Arrow_Style = RIGHT_ARROW; 
Xl = Cursor->Nodel->X - cursor->Nodel->Width2 + 
NODE_SEPERATION_X; 
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) 
) 
) 
X2 = Cursor->Node2->X + Cursor->Node2->Widthl -
NODE_SEPERATION-X; 
else 
( 
Arrow_Style = LEFT_ARROW; 
Xl = Cursor->Nodel->X + Cursor->Nodel->Width2 
NODE_SEPERATION_X; 
X2 = Cursor->Node2-~X - Cursor->Node2->Widthl + 
NODE_SEPERATION_X; 
Draw_Line (Xl, Yl, X2, Y2); 
if (Cursor->Arrow_Style == SINGLE_ARROWHEADl) 
Draw_Arrow_Symbol (Xl, Yl, X2, Y2, Arrow_Style); 
Cursor = Cursor->Next; 
if (Current_Node->Expanded == TRUE) 
Draw_Edges (Current_Node->Child); 
Draw_Edges (Current_Node->Sibling); 
/************************************************************ 
* Function : Draws a diamond shape. 
* This routine resizes the diamond shape so that it fits 
* around the nodes text. This code could be changed so that 
* the text could be trimmed, or the if symbol is modified so 
* that all of the displayed text is contained within the 
* IF symbol. 
************************************************************/ 
void 
Draw_IF_Symbol (NODE * Current_Node) 
( 
int Width, Height, A, 8, C, D; 
int FW, FH; 
XPoint List_Of_Points[9]; 
Width = Current_Node->Widthl NODE_SEPERATION_X; 
Height = Current_Node->Heightl - NODE_SEPERATION_Y; 
A = Current_Node->Y - Height; 
8 = Current_Node->X + Width; 
C = Current_Node->X - Width; 
D = Current Node->Y + Height; 
FW = Font_Width (Current_Node->Statement) I 2; 
FH =Height; /*Font_Height()/4; */ 
List_Of_Points[O].x = Current_Node->X; 
List_Of_Points[O].y = Current_Node->Y - Height; 
List_Of_Points[l].x = Current_Node->X + FW; 
List_Of_Points[l].y = Current_Node->Y FH; 
List_Of_Points[2J .x = Current_Node->X + Width; 
List_Of_Points[2J.y = Current_Node->Y; 
List_Of_Points[3] .x = Current_Node->X + FW; 
List_Of_Points[3].y = CurrentJJode->Y + FH; 
List_Of_Points[4].x = Current_Node->X; 
List_Of_Poi~ts[4J .y = Current_Node->Y + Height; 
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List _Of_Points [ 5] . x ; Current_Node->X 
List_Of_Point.S I 5] . y ; Current_Node->Y • 
List_Of_Pointst61 .x ; Current_Node->X -
List_Of_Points (6] . y ; Current_Node->Y; 
List_Of_Points [i'] .x ; Current_Node->X 
List_Of_Poini::S{7] .y ; Current_Node->Y -
List_Of_Points(B] .x ; Current_Node->X; 
List_Of_Points[B] .y ; Current_Node->Y -
/* List_Of_Points[O].x = Current_Node->X; 
List_Of_Points[O].y =A; 
List_Of_Points[l].x = B; 
List_Of_Points[l].y = Current_Node->Y; 
List_Of_Points[2] .x = Current_Node->X; 
List_Of_Points[2].y = D; 
List_Of_Points[3].x = C; 
List_Of_Points(J],y = Current_Node->Y; 
List_Of_Points[4] .x = Current_Node->X; 
List_Of_Points[4).y =A; 
., 
FW; 
FH; 
Width; 
FW; 
FH; 
Height; 
Set_Black_Background_White_Foreground {); 
Draw_Polygon {List_Of_Points, 8, TRUE}; 
Set_White_Background_Black_Foreground {); 
Set_Foreground_Colour {Current_Node->Colour); 
Draw_Text_Centered (Current_Node->X, Current_Node->Y, 
) 
current_Node->Statement); 
oraw_Lines (List_Of_Points, 9); 
/************************************************************ 
* Function: Generates a grid with size 
* (Screen_Width * Screen_Height). 
* With grid markers GRID_SIZE apart 
************************************************************! 
void 
Draw_Grid (void) 
( 
int Indexl, Index2; 
for {Indexl = 0; Indexl <= Scree~Width; Indexl = Indexl + 
GRID_SIZE) 
for ·(Index2 = 0; Index2 <= Screen_Height; Index2 = Index2 + 
GRID_SIZE) 
Draw_Line (Index!, Index2, Indexl, Index2); 
) 
!**************~********************************************* 
* Function : Draws an X shape marker at a specified location. 
* Routine for marking out points on the diagram. 
************************************************************/ 
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void 
Draw_Marker_Syrnbol lint Xl, int Yl) 
( 
) 
int Size = 5; 
Draw_Line (Xl 
Draw_Line (Xl 
Size, Yl +Size, Xl +Size, Yl- Size); 
Size, Yl- Size, Xl +Size, Yl +Size); 
/************************************************************ 
* Function : Draws a rectangle around the an entire diagram 
* component. This helps the user to select a diagram 
* component by understanding the area the component 
* encompasses. 
····························································! 
void 
Draw_Boundaries (NODE * Component) 
( 
) 
if (Component l= NULL) 
( 
) 
if (Component->Expanded == TRUE) 
Draw_Boundaries (Component->Child); 
Draw_Boundaries (Component->Sibling); 
Draw_Rectangle (Component->X - Component->Widthl, 
Component->Y - Component->Height2, 
Component->X + Component->Width2, 
Cornponent->Y + Component->Heightl, FALSE); 
t•··························································· 
• Function : This routines draws each individual flowchart 
* component with specific node attributes. 
*e.g Colour, Width, Height, etc.* 
************************************************************/ 
void 
Draw_Flowchart_Cornponent (NODE * Component) 
( 
int Xl, Yl; 
if (Component !=NULL) 
( 
Xl = Component->X; 
Yl = Cornponent->Y; 
Set_Foreground_Colour (Component->Colour); 
if (Cornponent->Expanded == FALSE) 
( 
Set_Black_Background_White_Foreground (); 
Draw_Rectangle (Component->X - Component->Widthl + 
NODE_SEPERATION_x, 
Component->Y - Component->Heightl + 
NODE_SEPERATION_Y, 
Cornponent->X + Component->Width2 
NODE_SEPERATION_X, 
Component->Y + Cornponent->Height2 
NODE_SEPERATION_Y, 
TRUE); 
I~ 
Set_White_Background_Black_Foreground (); 
Set_Foreground_Colour (•BLUE•); 
Draw_Rectangle (Component->X - Component->Widthl + 
NODE_SEPERATION_X, 
Component->Y - Component->Heightl + 
NODE_SEPERATION_Y, 
Component->X + Componeut->Width2 -
NODE_SEPERATION_X, 
Component->Y + Component->Height2 
NODE_SEPERATION_Y, 
FALSE); 
Draw_Text_Centered (Xl, Yl, Statement_Table[Component-
>Type)); 
J 
else 
{ 
switch (Component->Type) 
{ 
case KEYWORD_BEGIN: 
case KEYWORD_STATEMENT_BLOCK: 
case KEYWORD_IF: 
case KEYWORD_WHILE: 
case KEYWORD_REPEAT: 
case KEYWORD_PROGRAM: 
case KEYWORD_PROCEDURE: 
case KEYWORD_FOR: 
case KEYWORD_CASE: 
break; 
case LABEL_SYMBOL: 
Set_Foreground_Colour ( HBLUE~ l; 
Draw_Text (Xl + 2, Yl- 2, Component->Statement); 
break; 
case IF_SYMBOL: 
Draw_IF_Symbol (Component); 
break; 
case CASE_SYMBOL: 
Set_Black_Background_White_Foreground (); 
Draw_Ellipse (Component->X - Component->Widthl + 
NODE_SEPERATION_X, 
Component->Y - Component->Heightl + 
NODE_SEPERATION_Y, 
Cornponent->X + Component->Width2 -
NODE_SEPERATION_X, 
Component->Y + Component->Height2 -
NODE_SEPERATION_Y, TRUE); 
Set_White_Background_Black_Foreground (); 
Draw_Ellipse (Component->X - Cornponent->Widthl + 
NODE_SEPERATION_X, 
Component->Y - Component->Heightl + 
NODE_SEPERATION_Y, 
Component->X + Component->Width2 -
NOD£_SEPERATION_X, 
Component->Y + Component->Height2 -
NODE_5EPERATION_Y, FALSE); 
Set_Foreground_Colour (Component->Colour); 
Draw_Text_Centered IXl, Yl, Component->Statement); 
break; 
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) 
) 
case KEYWORD_DUMMY_NODE: 
break; 
default: 
{ 
Set_Black_Background_White_Foreground (); 
oraw_Rectangle (Component->X - Component->Widthl + 
NODE_SEPERATION_X, 
Component->Y - Component->Heightl + 
NODE_SEPERATION_Y, 
Component->X + Component->Width2 -
NOOE_SEPERATION_X, 
Component->¥ + Component->Height2 
NOOE_SEPERATION_Y, TRUE); 
Set_White_Background_Black_Foreground (); 
Draw_Rectangle (Component->X - Component->Widthl + 
NODE_SEPERATION_X, 
Component->Y - Component->Heightl + 
NOOE_SEPERATION_Y, 
Component->X + Component->Width2 -
NOOE_SEPERATION_X, 
Component->¥ + Component->Height2 -
NODE_SEPERATION_Y, FALSE); 
Set __ Foreground_Colour (Component->Colour); 
Draw_Text_Centered (Xl, Yl, Component->Statement)l 
break; 
) 
if (Component->Expanded == TRUE) 
Draw_Flowchart_Component {Component->Child); 
Draw_F'lowchart_Con1ponent (Component->Sibling); 
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I. "Node_List_Sorting_Routines.h" 
/************************************************************ 
* File ~ Node_List_Sorting_Routines.h • 
************************************************************/ 
/*********************************************************** 
* Function : s~rts a node list by X values. 
************************************************************/ 
Sort_Node_List_By_X_Value (NODE_LIST * The_List) 
{ 
) 
NODE_LIST *Cursor, *Next, *Previous; 
NODE *Temporary_Node; 
int SORTED; 
SORTED = FALSE; 
if (The_List !=NULL) 
while (SORTED == FALSE) 
{ 
SORTED = TRUE; 
Cursor = The_List; 
Previous = cursor; 
while (Cursor != NULL) 
{ 
) 
) 
Next = cursor->Next; 
if (Next ! = NULL) 
{ 
if (Cursor->Node_Pointer->X > Next->Node_Pointer->.X) 
{ 
) 
Temporary_Node = cursor->Node_Pointer; 
Cursor->Node_Fointer = Next->Node_Pointer; 
Next->Node_Pointer = Temporary_Node; 
if (Previous->Node_Pointer->X > Cursor->Node_Pointer->X)" 
SORTED = FALSE; 
Previous = Cursor; 
Cursor-= Cursor->Next; 
Cursor = The_List; 
/*****************•****************************************** 
* Function : Sorts a node list by Y values. 
************************************************************/ 
Sort_Node_List_By_Y_Value (NODE_LIST * The_List) 
{ 
NODE_LIST *Cursor, *Next, *Previous; 
NODE *Temporary_Node; 
int SORTED; 
SORTED = FALSE; 
if (The_List != NULL) 
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) 
while (SORTED == FALSE) 
( 
SORTED = TRUE; 
Cursor = The_List; 
Previous = Cursor; 
while (Cursor l= NULL) 
( 
) 
Next = cursor->Next; 
if (Next != NULL) 
( 
if (Cursor->Node_Pointer->Y > Next->Node_Pointer->Y) 
( 
) 
) 
Temporary_Node = cursor->Node_Pointer; 
Cursor->Node_Pointer = Next->Node_Pointer; 
Next->Node_Pointer = Temporary_Node; 
if (Previous->Node_Pointer->Y > Cursor->Node_Pointer->Y) 
SORTED = FALSE; 
Previous = Cursor; 
Cursor = Cursor->Next; 
cursor =-The_List; 
!************************************************************ 
• Function : Prints node list details-. 
************************************************************/ 
Print_Node_List_Details (NODE_LIST * The_List) 
( 
) 
NODE_LIST *Cursor; 
cursor = The_List; 
while (Cursor !=NULL) 
( 
) 
printf ("Node %d (%d,%d) (%d+%d, %d+%d) [%s) Type=[%dJ\n~. 
cursor->Node_Pointer->ID, 
cursor->Node_Pointer->X, 
Cursor->Node_Pointer->Y, 
cursor->Node_Pointer->Heightl, 
Cursor->Node_Pointer->Height2, 
cursor->Node_Pointer->Widthl, 
Cursor->Node_Pointer->Width2. 
cursor->Node_Pointer->Statement, 
cursor->Node_Pointer->Type); 
Cursor = Cursor->Next; 
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J. "Forc::e_Scan_Routines.h" 
I*********************************************************** 
* File : Force_scan_Routines.h * 
***********************************************************/ 
, ••.••••..••••............................................... 
• Function : Routine which calculates the distance(Y) from 
* the outside of one node(A) to the outside of another node{B) 
............................................................ , 
int 
Calculate_Distance_Y (Ah, Aw, Bh, Bw, A, 8) 
int Ah, Aw, Bh, Bw; 
{ 
) 
NODE *A, *8; 
double M_AB, M_Aa, b, X, Y; 
M_AB = fabs ({B->Y- A->Y) I (B->X- A->X)); 
M_Aa = {Ah + Bh) I (Aw + Bw); 
if (M_AB > M_Aa) 
Y = A->Y + Ah + Bh; 
else 
{ 
) 
b = A->Y- (M_AB * A->X); 
X = A->X + Aw + Bh; 
Y = (M_AB * X) + b; 
return Y - A->Y; 
1*••···········································0·•··········· 
* Function : Routine which calculates the distance(X) from 
* the outside of one node(A) to the outside of another node(B) 
************************************************************I 
int 
Calculate_Distance_X (Ah, Aw, Bh, Bw, A, B) 
int Ah, Aw, Bh, Bw; 
{ 
NODE *A, *8; 
double MLAB, M_Aa, b, X, Y; 
M_AB = fabs {(8->Y- A->Y) I (B->X- A->X)); 
M Aa = (Ah + Bh) I (AW + Bw); 
if (M_AB > M_Aa) 
{ 
) 
else 
Y = A->Y + Ah + Bh; 
b = A->Y - M_AB * A->X; 
X = (Y - b) I M_AB; 
X = A->X + Aw + Bw; 
return X - A->X; 
I************************************************************ 
* Function : This routine works out the force(X) required to 
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* push the node B closer to A so that B rests on A. This is 
* determined by examining the slope of the line then calling 
*the appropriate routine (Calculate_Distance_X). 
************************************************************/ 
int 
Calculate_Force_In_X_Direction (NODE * A, NODE * B) 
{ 
) 
double DX, DY; 
DX = DY = 0; 
if ( (A->X < B->X) && (8->Y == A->Y)) 
DX = A->Width2 + B->Widthl; 
else if ((A->X > B->X) && (B->Y == A->Y)) 
DX = A->Widthl + B->Width2; 
else if ((A->X < B->X) && (A->Y < B->Y)) 
DX = Calculate_Distance_X (A->Heightl, A->Width2, 
B->Height2, B->Widthl, A, B); 
else if ((A->X < 8->X) && {B->Y < A->Y)) 
DX = Calculate_Distance_X (A->Heightl, A->Width2, 
8->Heightl, B->Widthl, A, B); 
else if ((A->X > 8->X) && (B->Y < A->Y)) 
DX = -Calculate_Distance_x (A-)·Height2, A->Widthl, 
8->Heightl, B->Width2, A, B); 
else if ( (A->X > B->X) && (B->Y > A->Y)) 
DX = -Calculate_Distance_X (A->Heightl, A->Widthl, 
B->Height2, B->Width2, A, B); 
return -(B->X- A->X- DX); 
!************************************************************ 
* Function : This routine works out the force(Y) required to 
* push the node B closer to A so that B rests on A. This is 
* determined by examining the slope of the line then calling 
*the Appropriate routine (Calculate_Distance_Y). 
************************************************************! 
int 
Calculate_Force_In_Y_Direction (NODE * A, NODE * B) 
{ 
double DX, DY; 
DX=DY=O; 
if ((A->X == B->X) && (8->Y > A->Y)) 
DY = A->Heightl + B->Height2; 
else if ( (A->X == 8->X) && (B->Y < A->Y)) 
DY = -A->Height2 - B->Heightl; 
else if ((A->X < B->X) && (B->Y > A->Y)) 
DY = Calculate_Distance_Y (A->Heightl, A->Width2, 
8->Height2, 8->Widthl, A, B); 
else if ( (A->X < B->X) && (8->Y < A->Y)) 
DY = -Calculate_Distance_Y (A->Heightl, A->Width2, 
8->Heightl, B->Widthl, A, B); 
else if ( (A->X > B->X) && (8->Y < A->Y)) 
DY = -Calculate_Distance_Y (A->Height2, A->Widthl, 
8->Heightl, B->Width2, A, B); 
else if ((A->X > 8->X) && (B->Y > A->Y)) 
DY = Calculate_Distance_Y (A->Heightl, A->Widthl, 
3->Height2, B->Width2, A, B); 
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return -(B->Y- (A->Y + OY)); 
) 
/***••••····················································· 
• Function : Each Node is given a OX value of initially 0. 
* This routine sets OX values for a list of nodes. Once 
* these values have been set then the nodes can be shifted 
• according to the determined DX value. 
* Shifting nodes (using the force scan algorithm ) 
• reduces node seperation and node overlap. 
····························································; Set_Accumulative_Force_X (NODE_LIST • Node_List) 
{ 
NODE_LIST •cursor, •Cursor2, *Cursor), *Cursor4; 
NODE_LIST *Current_Block_Begin, •current_Block_End; 
int FINISHED, Max_Force, Current_Force; 
Cursor = Node_List; 
while (Cursor != NULL) 
{ 
Cursor2 = Cursor; 
FINISHED = FALSE; 
while (FINISHED == FALSE) 
{ 
if (Cursor2 !=NULL) 
{ 
if (Cursor->Node_Pointer->X == Cursor2->Node_Pointer->X) 
Cursor2 = Cursor2->Next; 
else 
FINISHED = TRUE; 
else 
FINISHED = TRUE; 
) 
Current_Block_Begin = cursor; 
Current_Block_End = Cursor2; 
Cursor3 = Current_Block_Begin; 
Cursor4 = Current_Block_End; 
if (Cursor4 != NULL) 
{ 
Max_Force = Calculate_Force_In_X_Direction (Cursor3-
>Node_Pointer, 
Cursor4->Node_Pointer); 
while (Cursor3->Node_Pointer->ID != Current_Block_End-
>Node_Pointer->ID) 
{ 
Cursor4 = Current_Block_End; 
while (Cursor4 ! -~ NULL) 
{ 
) 
Current_Force = Calculate_Force_rn_x_Direction 
Cursor3->Node_Pointer, 
Cursor4->Node_Pointer); 
if (Current_Force > Max_Force) 
Max_Force = Current_Force; 
Cursor4 = Cursor4->Next; 
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) 
) 
Cursor3 = Cursor3->Next; 
) 
Cursor = Current_Block_End; 
while (Cursor !=NULL) 
{ 
) 
Cursor->Node_Pointer->OX += Max_Force; 
Cursor = cursor->Next; 
Cursor = Cursor2; 
/************************************************************ 
* Function : Each Node is given a DY value of initially 0. 
* This routine sets DY values for a list of nodes. Once 
* these values have been set then the nodes can be shifted 
* according to the determined DY value. 
* Shifting nodes (using the force scan algorithm ) 
* reduces node seperation and node overlap . 
...................................•..........•............. , 
Set_Accumulative_Force_Y (NODE_LIST * Node_List) 
{ 
NODE_LIST *Cursor, *Cursor2, *Cursor3, *Cursor4; 
NODE_LIST •current_Block_Begin, *Current_Block_End; 
int FINISHED, Max_Force, Current_Force; 
Cursor'= Node_List; 
while (Cursor != NULL) 
{ 
Cursor2 = Cursor; 
FINISHED = FALSE; 
while (FINISHED == FALSE) 
{ 
if (Cursor2 != NULL) 
{ 
if (Cursor->Node_Pointer->Y == Cursor2->Node_Pointer->Y) 
cursor2 = Cursor2->Next; 
) 
) 
else 
else 
FINISHED = TRUE; 
FINISHED = TRUE; 
Current_Block_Begin = Cursor; 
Current_Block_End = Cursor2; 
Cursor3 = Current_Block_Begin; 
Cursor4 = Current_alock_End; 
if (Cursor4 != NULL) 
{ 
Max Force = caiculate_Force_In_Y_Direction 
(Cursor3->Node_Pointer, Cursor4->Node_Pointer); 
while (Cursor3->Node_Pointer->ID != Current_Block_End-
>Node_Pointer->ID) 
' ! 
' 
{ 
Cursor4 = Current_Block_End; 
while (Cursor4 != NULL) 
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) 
) 
) 
( 
) 
current_Force = Calculate_Force_In_Y_Direction 
(Cursor3->Node_Pointer, Cursor4->Node_Pointer); 
if (Current_Force > Max_Force) 
( 
Max_Force = Current_Force; 
) 
cursor4 = Cursor4->Next; 
Cursor3 = Cursor3->Next; 
Cursor = Current_Block_End; 
while {Cursor !=NULL) 
( 
Cursor->Node_Pointer->DY += Max_Force; 
Cursor = cursor->Next; 
Cursor = Cursor2; 
!************************************************************ 
* Functioit : Two previous functions set the DX and DY values 
* This routine shift all nodes in the Node_List to their new 
* location, This routine also shift child nodes. 
************************************************************/ 
Shift_Nodes_In_List (NODE_LIST * Node_List, int OX, int DY) 
( 
) 
NODE_LIST *Cursor; 
Cursor = Node_List; 
while (Cursor != NULL) 
( 
) 
Shift_Nodes_By_ox_and_DY {Cursor->Node_Pointer, 
Cursor->Node_Pointer->DX - DX, 
Cursor->Node_Pointer->DY- DY); 
Cursor->Node_Pointer->DX = Cursor->Node_Pointer->DY = 0; 
Cursor = cursor->Next; 
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K. "Menu_Selection_Routines.h'' 
/************************************************************ 
* File : Menu_Selection_Routines.h * 
***********************************H************************/ 
/************************************************************ 
* Function : Sets drawing Colours. 
************************************************************/ 
void 
Set_Drawing_Colours () 
( 
) 
XSetForeground (XtDisplay (Drawing_Area), The_Graphics_Context,, 
WhitePixelOfScreen (XtScreen (Drawing_Area))); 
Set_Foreground_Colour (FOREGROUND_COLOUR); 
Set_Background_Colour (BACKGROUND_COLOUR); 
/************************************************************ 
* Function : Refreshes the drawing area. 
************************************************************/ 
void 
Redraw_Diagram_To_Bitmap () 
( 
) 
Read_Configuration_File (CONFIGURATION_FILE~AME); 
Adjust_Diagram_Layout (The_Diagram); 
Set_Drawing_Colours (); 
if (DISPLAY_GRID == TRUE) 
( 
) 
Set_Foreground_Colour (GRID_COLOUR); 
Draw_Grid () ; 
if (DISPLAY_BOUNDARIES 
( 
TRUE) 
) 
Set_Foreground_Colour (BOUNDARY_COLOUR); 
Draw_Boundaries (The_Diagram); 
if (DISPLAY_EDGES == TRUE) 
( 
) 
Set_Foreground_Colour (EDGE_COLOUR); 
Draw_Edges (The_Diagram) ; 
if (DISPLAY_COMPONENTS == TRUE) 
Draw_Flowchart_Component (The_Diagram); 
Redraw_Bitmap ('; 
/************************************************************ 
* Function : Exits the application and frees up memory. 
*Also saves any changes made to the configuration settings. 
************************************************************/ 
void 
Quit_The_Application () 
( 
Destroy_Tree (The_Diagram); 
Save_Configuration_File (CONFIGURATION_FILE_NAME); 
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XFreePixmap (XtDisplay (Drawing_Area), Users_Bitmap); 
XtCloseDisplay (XtDisplay (Top_Level)); 
exit (0); 
/************************************************************ 
* Function : Resizes the drawing area based on the diagram 
* size. 
···············~···········••*******************************! 
void 
Resize_Bitmap () 
( 
Screen Width = The_Diagram->Widthl + 
The_Diagram->Width2 + 
(2 * BORDER_DISTANCE_X); 
Screen_Height = The_Diagram->Heightl + 
The_Diagram->Height2 + 
(2 * BORDER_DISTANCE_Y); 
XtDestroyWidget (Drawing~rea); 
Drawing_Area = XtVaCreateManagedWidget ( "Drawing_Area", 
xmDrawingAreaWidgetClass, 
Main_Window, 
XmNtranslations, 
XtParseTranslationTable (translations), 
XmNunitType, XmPIXELS, 
XmNwidth, Screen_Width, 
XmNheight, Screen_Height, 
XrnNresizePolicy, XmNONE, NULL); 
XtAddCallback (Drawing_Area, XmNexposeCallback, 
Redraw_Diagram_To_Bitmap, NULL); 
XFreePixmap (XtDisplay (Drawing_Area), Users_Bitmap); 
Users_Bitmap = XCreatePixmap (XtDisplay (Drawing~rea), 
RootWindoWOfScreen (XtScreen (Drawing_Area)), 
Screen_Width, Screen_Height, 
DefaultDepthOfScreen (XtScreen 
(Drawing_Area))); 
) 
Widget menubar; 
!************************************************************ 
* Function : Routine which generates a dialog box, and 
* allows the user to select a source code file from the 
* file system. 
************************************************************/ 
void 
Open_File_pialog_Box () 
( 
printf ("Opening file ... [To be implemented] \n"); 
) 
/************************************************************ 
* Function : Creates a dialog box which allows the user 
* to type in the file name that will be saved. 
* This dialog box allows the user to save the file as a 
* diagram file or a bitmap file. 
* This routine currently dumps the users bitmap to a file. 
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........................................•................... , 
void 
Save_File_oialog_Box () 
( 
print£ ("S.'lving file\n"); 
XWriteBitmapFile (XtDisplay (Drawing_Area), "Temp.bmp~, 
Users_Bitrnap, 
Screen_Width, Screen_Height, -1, -1); 
void Display_The_Diagram (void); 
, ....................................•......•......••......•. 
* Function : Saves an XFIGURES File and executes XFIG; 
• assumes XFIG is in the path . 
......................................•.......•......••..... , 
void 
Save_XFIG_File () 
( 
XFIG_File_Pointer = fopen (XFIG_FILE_NAME>w") ; 
Output_To_FIG = TRUE; 
Display_The_Diagram (); 
Output_To_FIG = FALSE; 
fclose(XFIG_File_Pointer); 
execlp( "xfig", •xfig", XFIG_FILE_NAME, NULL); 
, .................................•.•.....••......••.....•... 
• Function : Collapses the entire diagram so that each 
• diagram component can be individually expanded as required 
* by the user . 
......................................................••.... , 
void 
Collapse_All_Of_The_piagram () 
{ 
Collapse_All_Nodes (The_Diagram); 
The_Diagram->Expanded = TRUE; 
Redraw_Diagram_To_Bitmap (); 
Resize_Bitmap (); 
, ..........................................................•. 
• Function : Expands all of the diagram so that all of the 
• diagram components are displayed . 
.........................................................••. , 
void 
Expand_All_Of_The_Diagram () 
{ 
Expand_All_Nodes (The_Diagram); 
The_Diagram->Expanded = TRUE; 
Redraw_Diagram_To_Bitmap (); 
Resize_Bitmap (); 
, ..........•..........................•..............•...•... 
* Function : Routine used for prototyping. 
··················································~·········; 
void 
Do_Nothing () 
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{ 
) 
/************************************************************ 
* Function : Toggles the visibility of the grid. This 
* routine also writes this change to the configuration file. 
************************************************************/ 
void 
Toggle_Grids_Visibility () 
{ 
) 
if (DISPLAY_GRID == TRUE) 
DISPLAY_GRID = FALSE; 
elsP. 
DISPLAY_GRID = TRUE; 
Save_Configuration_File (CONFIGURATION_FILE_NAME); 
Redraw_Diagram_To_Bitmap (); 
/************************************************************ 
* Function : Toggles the visibility of the boundaries. 
* The boundaries are rectagles drawn around diagram 
* components. This routines saves the visibility state 
• of the boundaries to the configuration file. 
************************************************************i 
void 
Toggle_Boundaries_Visibility () 
{ 
) 
if (DISPLAY_BOUNDARIES == TRUE) 
DISPLAY_BOUNDARIES = FALSE; 
else 
DISPLAY_BOUNDARIES = TRUE; 
Save_Configuration_File (CONFIGURATION_FILE_NAME) 
Redraw_Diagram_To_Bitmap (); 
/************************************************************ 
* Function : Toggles the visiblity of the diagram edges. 
* The edges are lines which join diagram components. 
* The change in the settings are stored into the configuration 
* file. 
************************************************************/ 
void 
Toggle_Edges_Visibility () 
{ 
) 
if (DISPLAY_EDGES == TRUE) 
DISPLAY_EDGES = FALSE; 
clse 
DISPLAY_EDGES = TRUE; 
Save_Configuration_File (CONFIGURATION_FILE_NAME); 
Redraw_Diagram_To_Bitmap (); 
!************************************************************ 
* Function :Toggles the visibility of the diagram components. 
• Changes made to this setting are stored into the 
* configuration file. 
************************************************************/ 
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void 
Toggle_Components_Visibility () 
{ 
) 
if (DISPLAY_COMPONENTS == TRUE) 
DISPLAY_COMPONENTS = FALSE; 
else 
DISPLAY_COMPONENTS = TRUE; 
Save_Configuration_File (CONFIGURATION_FILE_NAME); 
Redraw_Diagram_To_Bitmap (); 
!************************************************************ 
* Function : Sets the background drawing colour to a 
* specified "Colour" 
************************************************************/ 
Set_Background_Colour (String_Type Colour) 
{ 
Display *dpy = XtDisplay (Drawing_Area); 
Colormap cmap = DefaultColormapOfScreen (XtScreen (Drawing_Area)); 
XColor col, unused; 
) 
if (!XAllocNamedColor (dpy, cmap, Colour, &col, &unused)) 
{ 
) 
char buf[32]; 
sprintf (buf, "Can't alloc %s", Colour); 
XtWarning (buf); 
else 
{ 
XSetForeground (dpy, The_Graphics_Context, col.pixel); 
XFillRectangle (XtDisplay (Drawing_Area), 
Users_Bitmap, The_Graphics_Context, 
0, 0, Screen_Width, Screen~eight); 
/************************************************************ 
* Function : Sets the foreground drawing colour to a 
* specified "Colour". 
************************************************************/ 
Set_Foreground_Colour (String_Type Colour) 
{ 
Display *dpy = XtDisplay (Drawing_Area); 
Colormap cmap = DefaultColormapOfScreen (XtScreen (Drawing_Area)); 
XColor col, unused; 
) 
if (!XAllocNamedColor (dpy, cmap, Colour, &col, &unused)) 
{ 
char buf[32); 
sprintf (buf, "Can't alloc %s", Colour); 
XtWarning (huf); 
else 
XSetForeground (dpy, The_Graphics_Contex't, col.pixel); 
!************************************************************ 
* Function : Displays an about box, with information 
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• that accredits the author and displays copyright 
• information . 
............................................................ , 
void 
Do_About_Dialog {) 
{ 
printf ("Displays an about box. [To be implemented]\n"); 
) 
, ...•........................................................ 
• Function : Displays general information about the 
* programs implementation . 
............................................................ , 
void 
Do_Progr~Details_Dialog {) 
{ 
printf ("Displays a dialog box about the program 
implementation.\n~); 
printf ( • [To be implemented) \n") ; 
) 
, ......•..................................................... 
• Function : Displays a dialog box that contains a 
• set of diagram attributes that can be set. A list of 
• these diagram attributes are in the configuration file . 
............................................................ , 
void 
Settings_Dialog_Box () 
{ 
printf ("Displays Diagram settings dialog box ... {To be 
implemented) \n") ; 
) 
, ..........•..........................................•.•.... 
• Function : Scales the diagram by a factor of 2. 
·························••••*******************************! 
void 
Zoom_In_By _2 ( ) 
{ 
Font font; 
char Font_Name[BO]; 
Zoo~Factor += 1; 
sprintf (Font_Name, "-b&:h-*-*-r-*-*-%d-*-*-*-*-*-*-*", 
Zoom_Factor); 
font= XLoadFont (XtDisplay (Drawing_Area), Font_Name); 
if (font != 0) 
XSetFont (XtDisplay (Drawing_Area), The_Graphics_Context, font); 
Font_Structure = XLoadQueryFont (XtDisplay (Drawing_Area), 
Font_Name) ; 
Adjust_Diagram_Layout (The_Diagram); 
Screen_Width = The_Diagram->Widthl + 
The_Diagram->Width2 + 
(2 * BORDER_DISTANCE_X); 
Screen_Height = The_Diagram->Heightl + 
The_Diagram->Height2 + 
(2 * BORDER_DISTANCE_Y); 
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) 
Resize_Bitrnap (); 
XtVaSetValues (Main_Window, XmNwidth, Screen_Width ~ 4, 
XmNheight, Screen_Height ~ 35, NULL); 
, •••..•••••..•••••..•••...••.....•••....•••.....•......•.•..• 
• Function : Scales the diagram by a factor of 0.5 
.•••...•••....•••...•••...•••...••.••..........•..••.•.•.•.. , 
void 
Zoom_Out_By_2 () 
{ 
Font font; 
char Font_Name[SO]; 
if (Zoom_Factor >: 2) 
Zoom_Factor -= 1; 
sprint£ (Font~ame, •-b&b-•-•-r-•-*-%d-*-*-*-*-*-*-*", 
Zoom_Factor); 
font= XLoadFont (XtDisplay (Drawing_Area), Font_Name); 
if (font != 0) 
XSetFont (XtDisplay (Drawing_Area), 1'he_Graphics_Context, font); 
Font_Structure = XLoadQueryFont (XtDisplay (Drawing_Area), 
Font_Name); 
) 
Adjust_DiagramLLayout (The_Diagram}; 
Screen_Width = The_Diagram->Widthl ~ 
The_Diagram->Width2 ~ 
(2 * BORDER_DISTANCE_X); 
Screen_Height = The_Diagram->Heightl ~ 
The_Diagram->Height2 ~ 
(2 * BORDER_DISTANCE_Y); 
Resize_Bitmap (}; 
XtVaSetValues (Main_Window, XmNwidth, Screen_Width ~ 4, 
XmNheight, Screen_Height ~ 35, NULL); 
, •••....•••....•••..•••...••••.........•••...••....•••.•.•••• 
• Function : Creates a dialog box which t~e user can 
* select the zoom quantity. 
* Currently sets zoom factor to 10 and uses the default . 
.•..••....•.....•••...••....•••....••....••...•••....••...•• , 
void 
Zoom_In_By_User_Defined_Percent () 
{ 
Font font; 
Zoorn_Factor = 10; 
font= XLoadFont {XtDisplay (Drawing_Area), FONT_NAME); 
if (font != 0) 
XSetFont (XtDisplay (Drawing_Area), The_Graphics_Context, font); 
Font_Structure = XLoadQueryFont (XtDisplay (Drawing_Area), 
FONT_NAME) ; 
Adjust_Diagram_Layout (The_Diagrarn); 
Screen_Width = The_Diagram->Width1 ~ 
The_Diagram->Width2 + 
(2 * BORDER_DISTANCE_X); 
Screen_Height = The_Diagram->Height1 ~ 
The_Diagram->Height2 + 
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) 
(2 * BORDER_DISTANCE_Y); 
Resize_aitmap (): 
XtVaSetValues (Main_Window, XmNwidth, Screen_Width + 4, 
XmNheight, Screen_Height + 35, NULL); 
182 
L "Menu_Generation_Routines.b" 
!************************************************************ 
* File : Menu_Generation_Routines.h * 
************************************************************/ 
typedef struct 
{ 
int Reason; 
XEvent *Event; 
int Click_Count; 
XmPushButtonCallbackStructure; 
typedef struct MENU_ITEM 
{ 
char *Label; 
WidgetClass *Class; 
char Mnemonic; 
char *Accelerator; 
char *Accelerator_Text; 
void (*Callback) () ; 
XtPointer Callback_Data; 
struct MENU_ITEM *Sub_Items; 
) 
Menu_Item; 
!************************************************************ 
* Defines the FILE menu options 
************************************************************/ 
Menu_Item File_Menu_Option[] = 
{ 
{"Open", &xmPushButtonGadgetClass, • 0 • , "Alt<Key:>O", "Al t+O", 
Open_File_Dialog_Box, (Menu_Item *) NULL}, 
{ "Save•, &xmPushButtonGadgetClass, 'S' , "Alt<Key:>S", • Al t+S", 
Save_File_Dialog_Box, (Menu_Item *) NULL}, 
{ •view As XFIGURE", &xmPushButtonGadgetClass, 'V', "Alt<Key>V", 
"Alt+v·. 
) ; 
Save_XFIG_File, (Menu_Item *) NULL}, 
{"Exit", &xmPushButtonGadgetClass, 'x' , • Alt<Key:>xM, "Alt+x", 
Quit_The_Application, (Menu_Item *)NULL}, 
NULL, 
/******+*•*************************************************** 
* Defines the DIAGRAM menu options 
************************************************************! 
Menu_Item Diagram_Menu_Option[) = 
{ 
{"Settings", &xmPushButtonGadgetClass, 'S', "Ctr<Key>S", "Ctrl+S", 
Settings_Dialog_Box, (Menu_Item *) NULL}, 
{"Collapse All", &xmPushButtonGadgetClass, 'C', "Ctrl<Key>C", 
"Ctrl+C", 
Collapse_All_Of_The_Diagram, (Menu_Item *) NULL}, 
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{"Expand All•, &xmPushButtonGadgetClass, 'E', *Ctrl<Key>E*, 
"Ctrl+E~, 
Expand_All_Of_The_Diagram, (Menu_Item *) NULL}, 
{"Display Grid •, &xmPushButtonGadgetClass, 'G' , "Ctrl<Key>G*, 
"Ctrl+G", 
Toggle_Grids_Visibility, (Menu_Item *) NULL}, 
{"Display Boundaries•, &xmPushButtonGadgetClass, 'B', •ctrl<Key>B", 
"Ctrl +8" , 
Toggle_Boundaries_Visibility, (Menu_Item *) NULL}, 
{"Display Edges", &xmPushButtonGadgetClass, ':x' , "Ctrl<Key>:x", 
"Ctrl+x", 
Toggle_Edges_Visibility, {Menu_Item *) NULL}, 
{"Display Components", &xmPushButtonGadgetClass, 'o', "Ctrl<Key>o", 
"Ctrl+o", 
Toggle_Components_Visibility, (Menu_Item *) NULL}, 
NULL, 
} I 
/************************************************************ 
* Defines the ZOOM menu options. 
;~************************************************************/ 
:{,~enu_Item Zoom__Menu_Option (] = 
( 
{"In (*2)", &xmPushButtonGadgetClass, 'I', "Alt<Key>I", "Alt+I", 
Zoom_In_By_2, (Menu_Item *) NULL}, 
("Out (*2)", &xmPushButtonGadgetClass, '0', "Alt<Key>O", "Alt+O", 
Zoom_Out_By_2, (Menu_Item *) NULL), 
.{"Default Zoom", &xmPushButtonGadgetClass, 'D', "Alt<Key>D", 
"Alt+D", 
} I 
Zoom_In_By_User_Defined_Percent, (Menu_Item *) NULL), 
NULL, 
/************************************************************ 
* Defines the HELP menu items; 
************************************************************/ 
Menu_Item Help~enu_Option() : 
( 
} I 
{"About", &xmPushButtonGadgetClass, 'A', "Alt<Key>A", "Alt+A", 
Do_About_Dialog, (Menu_Item *) NULL), 
{"Program", &xmPushButtonGadgetClass, 'P', "Alt<Key>P", "Alt+P", 
Do_Program_Details_Dialog, {Menu_Item *) NULL}, 
NULL, 
/************************************************************ 
* Function : Creates a pull down menu, with a selected 
* Parent 'Widget'. 
************************************************************/ 
Widget 
Create_Pulldown_Menu (Parent, Menu_Title, Menu_Mnemonic, Items) 
Widget Parent; 
char *Menu_Title, Menu_Mnemonic; 
Menu_Item *Items; 
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( 
Widget Pull_Down, Cascade, Menu_Widget; 
int Index; 
XmString Text_String; 
Pull_Down = XrnCreatePulldownMenu (Parent, "_pulldown~, NULL, 0); 
Text_String = XmStringCreateSimple (Menu_Title); 
Cascade = XtVaCreateManagedWidget (Menu_Title, 
xmCascadeButtonGadgetClass, , Parent, 
XmStringFree (Text_String); 
XmNsubMenuid, Pull_Down, <\ 
XmNlabelString, Text_String, ·-':::_" 
XmNmnernonic, Menu_Mnemonic, NULL); 
for (Index= 0; Items[Index] .Label != NULL; Index++) 
( 
if (Items[Index] .Sub_ltems) 
Menu_Widget = Create_Pulldown_Menu (Pull_Down, 
Items[Index] .Label, 
Items[Index] .Mnemonic, 
Items[Index).Sub_Items); 
else 
Menu_Widget = XtVaCreateManagedWidget (Items[Index] .Label, 
*Items [Index].Class,. 
Pull_Down, NULL); 
if (Items[Index].Mnemonic) 
XtVaSetValues (Menu_Widget, XmNmnemonic, Items[Index].Mnemonic, 
NULL); 
if (Items[Index].Accelerator) 
( 
Text_String = XmStringCreateSimple 
(Items[Index] .Accelerator_Text); 
XtVaSetValues (Menu_Widget, 
} 
XmNaccelerator, Items[Index].Accelerator, 
XmNacceleratorText, Text_String, NULL); 
XmStringFree (Text_String); 
if (Items[Index].Callback) 
XtAddCallback (Menu_Widget, 
(Items(Index] .Class == &xmToggleButtonWidgetClass 
II 
Items[Index] .Class == &xmToggleButtonGadgetClass) ? 
XmNvalueChangedCallback 
XmNactivateCallback, 
Items[Index] .Callback, 
Items[Index].Callback_Data); 
} 
return Cascade; 
/************************************************************ 
* Function : Creates the menu bar along with the pull down 
* menus. 
************************************************************/ 
Widget 
Create~enu_Bar {Main_Window) 
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{ 
Widget Main_Window; 
Widget Menu_Bar, Create_Pulldown_Menu (); 
Menu_Bar = XmCreateMenuBar (Main_Window, "menubar", NULL, 0); 
Create_Pulldown_Menu (Menu_Bar, "File", 'F', File_Menu_Option); 
Create_Pulldown_Menu (Menu_Bar, "Diagramft, 'D', 
Diagram_Menu_Option); 
) 
Create_Pulldown_Menu (Menu_Bar, "Zoom", 'Z', Zoom_Menu_opt:ion); 
Create_Pulldown_Menu (Menu_Bar, "Help", 'H' , Help_Menu_Option) ; 
XtManageChild (Menu_Bar); 
return Menu_Bar ;. 
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M. ''Mouse_Events.h" 
/*~********************************************************** 
* File : Mouse_Events. h -. 
*****************************************************i******l 
void 
Display_The_Diagrarn (void) 
( 
) 
Set_Foreground_Colour (FOREGROUND_COLOUR); 
Set_Background_Colour (BACKGROUND_COLOUR); 
if (Output_To_FIG == TRUE) 
( 
) 
fprintf 
fprintf 
fprintf 
fprintf 
fprintf 
(XFIG_File_Pointer, ·.,#FIG _3 .1 \n" l; 
(XFIG_File,;_Pointer, ~ Portrait\n") ; 
(XFIG_File_Pointer, "Center\n" )'; 
-(XFIG_Fiie_Pointer, "Inches\n") 1 
(XFIG_File_Pointer, "1200 2 \n") ; 
if (DISPLAY_GRID == TRUE) 
( 
Set_ForEi!'ground_Colour (GRID_COLOUR); 
Draw..:.G.l.-id () ; --
) 
if{ (DISPL~Y~BOUNDARIES ==TRUE) 
Set_For~gra"und_C~lour (BOUNDARY_COLOUR); 
DZ.aw_Boundar1es (The_Diagram) ; 
) 
else 
( 
) 
Draw_Rectan'gt'e (The_Diagram->X - The_Diagrarn->Widthl, 
The_riiagrarn->Y - The_Diagram->Height2, 
The_Diagram->X + The_Diagram->Width2, 
The_Diagram->Y + The_Diagram->Heightl, FALSE); 
it (DISPLAY_EDGES == TRUE) 
( 
) 
Set_Foreground_Colour {EDGE_COLOUR) ; 
Draw_Edges (The_Diagram); 
if (DISPLAY_COMPONENTS == TRUE) 
Draw_Flowchart_Component (The_Diagram); 
Resize_Bitmap (); 
/************************************************************ 
* Function : allows the user to click the mouse on the drawing 
* area. This will either eXpand or collapse a node. 
************************************************************/ 
void 
draw (widget, event, args, num_args) 
Widget widget; 
XButtonEvent *event; 
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{ 
String *args; 
int *num_args; 
SearchNode = NULL; 
FOUND = FALSE; 
X = event->x; 
Y = event->y; 
Node Selected (X, Y, The_Diagram); 
if (FOUND == TRUE) 
{ 
) 
if (SearchNode->Expanded == TRUE) 
SearchNode->Expanded = FALSE; 
else 
SearchNode->Expanded = TRUE; 
Adjust_Diagram_Layout (The_Diagram); 
Display_The_Diagram (); 
/************************************************************ 
* FunctiOn : refreshes the drawing area. · 
********************************~***************************/ 
void 
DraW~Bitmap (Drawing_Area, client_data_, cb'SJ:: 
) 
Widget Drawing_Area; 
XPointer client_data; 
XmDrawingAreaCallba~kStruct,*Cbs; 
XCopyArea 
XtDisplay (Drawing_A~~a), .-,Us~is..:.Bitmap, 
cbs->window, ', 
Thia_Graphi'Cs_Context, 
0, 0, Screen_Width, Screen_Height, 0, 0); 
(\ 
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N. "User_Interface.h" 
!************************************************************ 
* File : User_Interface. h * 
************************************************************/ 
Create_User_Interface (Argument_List_Count, Argument_List) 
int Argument_List_Count; 
( 
char *Argument_List[]; 
XtActionsRec actions; 
Font font; 
void draw(), Draw_Bitmap (), clear_it (); 
Screen_Width = Screen_Height = 0; 
Screen_Width = The_Diagram->Widthl + 
The_Diagram->Width2 + 
(2 * BORDER_DISTANCE_x); 
Screen_Height = The_Diagram->Heightl + 
The_Diagram->Height2 + 
(2 * BORDER_DISTANCE_Y); 
Top_Level = XtVaAppinitialize (&The_Application, "Software 
Visualisation", 
NULL, 0, &Argument_List_Count, Argument_List, NULL, 
NULL); 
Main_Window = XtVaCreateManagedWidget ( "Main_Window", 
xmMainWindowWidgetClass, Top_Level, 
XmNscrollingPolicy, XmAUTOMATIC, 
XmNwidth, Screen_Width + 4, 
XmNheight, Screen_Height + 35, 
NULL}; 
menubar = Create_Menu_Bar (Main_Window); 
actions .string = "draw"; 
actions.proc = draw; 
XtAppAddActions {The_Application, &actions, 1); 
Drawing_Area = XtVaCreateManagedWidget ( "Drawing_Area", 
xmDrawingAreaWidgetClass, 
Main_Window, 
XmNtranslations, 
XtParseTranslationTable (translations), 
XmNunitType, XmPIXELS, 
XmNwidth, Screen_Width, 
XmNheight, Screen_Height, 
XmNresizePolicy, XmNONE, NULL); 
XtAddCallback (Drawing_Area, XmNexposeCallback, 
Redraw_Diagram_To_Bitmap, NULL); 
Users_Bitmap = XCreatePixmap (XtDisplay (Drawing_Area), 
RootWindoWOfScreen (XtScreen (Drawing_Area)), 
Screen_Width, Screen_Height, 
DefaultDepthOfScreen ( 
XtScreen (Drawing_Area))); 
The_Graphics_Context = XCreateGC (XtDisplay (Drawing_Area), 
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RootWindoWOfScreen (XtScreen 
(Drawing_Area)), 
GCForeground, &Graphics_Context_Values); 
font= XLoadFont (XtDisplay (Drawing_Area), FONT_NAME); 
if (font != 0) 
XSetFont (XtDisplay (Drawing_Area), The_Graphics_Context, font); 
Font_Structure = XLoadQueryFont (XtDisplay (Drawing_Area), 
FONT_NAME); 
Adjust_Diagram_Layout (The_Diagram); 
Screen_Width = The_Diagram->Widthl + 
The_Diagram->Width2 + 
(2 * BORDER_DISTANCE_X); 
Screen_Height = The_Diagram->Heightl + 
The_Diagram->Height2 + 
(2 * BORDER_DISTANCE_Y); 
Resize_Bitmap (); 
XtVaSetValues (Main_Window, XmNwidth, Screen_Width + 4, 
XmNheight, Screen_Height + 35, NULL); 
XtRealizeWidget (Top_Level); 
XtAppMainLoop (The_Application); 
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0. Sample Program Screen Dumps 
~·· 
~~1>---~1>---~> 
' Cstro~ent2; 
~--·-·"' -·-
Start; 
Finish; 
• Strotnnent4; 
CASE STATEMENT 
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1 Start; 1 
+ I value :• I I 
ue < TRUE 
t 
I Writeln(value); I 
~ 
I value2 :=I I 
ue2 < TRUE 
+ 
,, ·.' 
'._-, 
L Writeln(value2); I 
+ 
I value2 • value2 + 1 I 
+ 
I value • value + 1 I 
~ 
I Finish; I 
·-· ' ' ' '.. ,_, 
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• 
Visualise " 
---., 111>-----,TR UE 
Writeln(value ); 
FOR STATEMENT 
value • value + 1 
Finish; 
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I Write ('Enter •, Maxltems :1, • numbers> '); I 
t_ 
I I :•I I 
~< axite TRUE 
* I Read (X[I]); I 
• II·l•l\ 
.t 
1 Sum :• 0.0; 1 
• I I :•I I 
< maxlte TRUE 
• I Sum :• Sum + X[l]; I 
* I I·I•I 1 
* 
1 Average :• Sum jMaxltems; 1 
* I WriteLn ('Average value is', Average:3:1); I 
• . I WntelnTJ 
~ 
Writeln ('Table of differences between X[l] and the average'); 
WriteLn ('I' :4, 'X[I]' :8, 'Difference' :14); 
''. 
··: 
" 'i 
:; i 
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P. Pascal Program C'YJ>togr.un 
{p384 Kojfotan) 
program Cryplogram (Input, Outp•t); 
{Generales cryptogm1111 corrrsponding lo inputmmages.} 
!Jpe 
Lefler= ~ ' .. 'Z'; 
CodeArrqy::: am!} {Lifer] of Char; 
var 
Code: CodeArr'!J; 
proml11re RradCode (varCode {output): CodeArr'!J)i 
{ 
) 
Reads in the rode SJI!Ibol for eacb feller. 
Pre: nom 
Post: 26 datn t'Oiues arr read i11lo arr'!Y Code. 
NextU/Ier: Leiter,· 
betfn { RradCode) 
IV'rileLn (First specify the rode.'); 
IV'riteln (Enter a code !Jmbolunder each feller.'); 
Writeln ( ABCDEFGHIJKIMNOPQRSTUVJFXYZ); 
{Read each code gmbol into arrqy Code.} 
for NextLetler :;;:; ~,to 'Z' do 
Rrad (Code[NextL.ellerJ); 
ReaL; 
Writeln 
end; { RradCode) 
procedure Entrypt (Code {input) : CodeA"'!J)i 
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{ 
} 
cons/ 
'"'" 
&adr .tarh d.ktramr and prints it or its aNk !JIIIbol 
p, 'A""J Com;, Jifintd 
Port : Earh dklradtr rrad »'tiS printrd or ils rodt 
!Jffll}()/ M'tll prit~lul and Jht smtinrl aw just rrad. 
U su: Cap (stt F{'!· 9.19) 
Smlinrl= '#'; 
.'\"c..tChar: 0Jar; 
btgin (EIU!JP!I 
lf'ritrl..n (Entrr ratiJ thamttn oj_rWtr ~"); 
il"iirrL.n (tt'T/1/matr ilailb t/, !JwdJO!, .\"ffllind): 
&ad(.\'rxrC.har); 
.'\"o:tCiNir := C..ap(:\-.-... :1(]k1r}; 
... a .. :l'I..,ZIOrm / ••• I.'.N'n if '" ~' · I' ·z·· l 
lf"nid J1 (CoJt .'-.r.'\:tCINIT'. · ;j, 
mtk { Entrypl} 
h<fin { CIJP''ll:"""} 
{ &nd in tk nMk IJ1IIbol for t4lb ltJtn: } 
&nJCom (Com); 
{ Rrml rtKb {barfXttr mu/ print it or its totk qtwbol. } 
En"JPP (Com); 
mJ. { Coptrpwl 
1% 
Q. Pascal Program - Figures 
/p 433 Koffman} 
{ 
"'' 
mtl; 
Drjint's tagji&l oJOntFig. 
flrr: Nrmr 
Post: TIN tagjir/J twist romsponds Jo Jbt no.:t data dlanmu. 
117ti/t'l.n (Enkr tlx lind of objtrt~; 
ll"nr- (I:n"rC (Cirdr). R {Rrdang/,), or J (Jqmr)> 1; 
&ad (I·!,P,.r); 
ifFi;!CIJarin '/, 'C, ·r. 'R'. '/. 'J',; tbm 
cau 1-{(f:l.ur f!{ 
'r', ·c, OnrFig.\"1"'1" '= Cirdr; 
'r',R ': OnrFig_'ifklJ't := Rutanglr; 
's: '.f': OnrFig.J"IJtlpt := Sqnatr 
P"'""'"' &adFig•" ~"'OntFig {inp•lf,.,tp•J} 'Figo..); 
{ 
p, , The Jagjir/J tf o..,Fig ;, tltjilffli. 
Po.r" The ~ tfO..Fig a.. tltjiruJ. 
} 
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mJ; 
with OntFig do 
Cast Shape of 
Cilrlt: brgin 
Wn'tt (Enttr radius>'); 
Rtadl.Jt {Radi'ls) 
md,· { Cirdt} 
&danglt: IJtgi11 
117ritt (E11ttr ~~,fdth > '); 
IVadlJ> ~17idJh); 
IFritt (E11ttr lxight> '); 
&m/Us (Hd_~ht); 
md; {&da11glt} 
Sq11arr: btgin 
!Fritt (F.IIttr lmgth of sidt>'); 
!Vad!J> (.Wdt) 
mJ; ( sqall' I 
Otbtr: IFrittLn (CI.kmllttrish(I atr 1111kno11't1') 
mJ 
promlstrr c...p.ttPmm (nsrOntfi,g (input/ ON!plll} : Fig•rr); 
( 
I 
Dtjims PmMtltr ftt!J ofOntFig. 
Ptr: 11Jt tagjit/J and cbaradniiiiri ojOntFig an Jtjintd. 
Post: AniJ'!Is r'tlbit to Ptri111tltr jitld. 
"'ti• I c...p.ttPtlillr) 
aith OMFig Jo 
""' Sbap. of 
Cirrk: Ptm.dtr := 2.0 • Pi • Radi.u; 
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;,. 
,< 
.,I 
" 
" /i
Redangle: Perimeter:= 2.0 • (Width + Heigh~; 
Sq11an: Perimeter:= 4.0 *Side; 
Other: Perimeter:= 0.0 
end {case} 
f!llt/; 
protedltrt Con1p1tltArra (t•at One Fig {input/ o111p111} : Fig11rt); 
{ 
Dtjifur Arra fit!d tifOtuFig. 
Prt: "/7;, tagjidd and fharadrritlit.t oJOnrFig arr dtji,ed. 
Pot/: .t""lffigll.t l'rll11r lo Ana field 
~in { Cow1p111eArta} 
ui'lh 011eFig do 
tate Shape o/ 
••• 
Cirrlr: Arra := Pi "" Radi11t • RadiHt; 
RrclaiJ,gk: An"a := lfldtiJ • Height: 
Xq11arr: Arra := Side • Jidr; 
01/xr. Amt := 0.0 
md 
promf,rtDisp~Fig (OntFig {inJ»t}: Fig,tr); 
l 
Di.rpkg tht dJamderi.tlitt oJOntFig. 
fu: All jt!ds '![OntFig atrlkfintd. 
Pot/: Di.rplt!Jf tatb field oJOntFig. 
btgin {Disp~Fig} 
MtiJ On~Fig do 
{ Disp~ shape and tiNITaltnistia} 
btgin 
\\ 
\( • ..... 
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Write (Figure thape is'); 
'"" FigShap• '!/ 
Circle : btgjn 
lf/riteLt (Circle'),· 
117riteln (Radi11S is '), Rndi11s :4:2) 
md; 
&dm&le : begin 
IV'riteUt ('&tlmtgle'); 
IFnitU1 (Height is', Hrigbl :4:2); 
ll?rilt'!n (IFid1b is ', IFidiJJ :4:2); 
md.· f Rrrlangle} 
J'quarr: begin 
IFritr/11 (.fquarr'); 
lf7riltlll (Jide is', Jidr :4:2) 
md; 
Othrr. lfirite/JJ (No rbamdrrislia for Ji.SJ.lltr') 
rnd; {rasd 
{ Displt!J' arra mrd prrimrtrr} 
117ritr/JJ ( Arra is', Arra:-1:2); 
lf7ritrLJJ ('Prrimrttr is', Perimrler :4:2) 
md fu?~h} 
md {Dispi'!YFig} 
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R. Pascal Program ShowDiff 
{K'!Ifman,p362} 
progran1 JhowD!ff (lnpr1t, Orllpu~; 
{ 
Comp11tes the at't!rage r.oa/ue o/ an am!J o/ data and 
prinls the di!Jfrtllce bebl!el!ll each ralue and the atJtrage. 
} 
COliS/ 
,., 
Maxltmu = 8,· 
bJdt.,:RaJJgt = I .. Ma.'<ltems; 
RtaVIn-aJ• =am!! [brdrxRimuJ of Real,· 
X: Rtal-1mry; 
1: 1 ndexRal{gti 
Al'trage, 
.\i11J1 : Rra/,· 
!Hgin 
{E11frr tbe data} 
U7nife (E11ter ', Ma::.:llems :1, 1 n11111bers> ~.· 
for I:= 1 to Ma.'\·lteiiJS do 
Rtad (Xf/}); 
{ Comp111e IIJt at'tragt t'O!Ne.J 
SNIII := 0.0; 
fori:= 1 /o ma:.:/lems do 
S111n := Jum + X[IJ,· 
At'trage := Jum /Maxi/ems,· 
Wriltl.A (' AA"rage vaf~~t is', Atmzgt:3:1),· 
117 """'' 
i\ 
,, 
201 
{Display the di.ffmnce between ea(h item and the average. } 
Wn'teln ('Tabft of differrnces between Xfll and the aJJtmge'); 
Writel..t; (1' :4, 'X[IJ' :8, 'Dftferen(e' :14); 
for 1 := 1 to Max1tenu do 
Writ.!Jt (I :4, Xflj :8:1, Xflj-A,.ral!! :14:1) 
end. {S!JowDijj} 
.'! 
.. 
''" 
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S. Worked Example- Nested IF Component convened to a flowchart. 
1his example is a detailed description of the process followed by the prototype in order to 
generate a flowchan. Below is a sample piece of code that will be convened to a flowchan 
by the protoronx~: 
Nested If Component 
Staff; 
/fd Ibm 
&gin 
End 
Elsr 
Fillirh; 
Jl!"tilr/n ('r = lmt'') 
IjC2 Jlxn 
117 tilr/n ('rl = lntt''); 
E.lrr 
1f7rilt/n ('r2 = folrr''); 
' 
' ' 
203 
To cl·eate a flowchart from the source code requires the following procedure to be applied. 
Step 1 - Parse source code 
Step 2- Add extra diagram information 
Step 3- Appl)• abstract layout information. 
Step 4 - Assi.L,rn node sizes. 
Step 5- Apply force-scan ai.L,~rithm. 
Step 6 - Display Routines. 
A detailed explanation for t."ach step will be gi\'cn to help understand the conversion 
proce-ss. 
Srq! 1- Pam; source code 
Parsing 1hc source code \\.ill produce a structure as shown below; 
I BI.OCK J--r{ Slul J 
H lfcl i BLOCK Writdnc-c=lruc"); I 
~ Fini:\h I ~ WritdnC~c=falsc"): I ~ 1Fc2 I Wrilcln("c!=truc''): 
y BLOCK I -1 Writeln(-c2=falsc:"); 
i\'OJE: Tbt ftrsl nrJ~ .1bo1m is a BLOCK romponml. 'fbi.J i.J tiN roo/ nodt for Jbt data Jlrllchirt. 
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I 
I 
Step 2- Add extra diagram infonnation 
Now that we have stored the information about the source code we can add extra diagram 
information such as symbols and diagram edges. The addition of diagram information is 
demonstrated below: 
I BLOCK Start I 
~ IFcl ~ ~ BlOCK Writeln("'c true"); I 
~ Fini~h -1 ~ Writcln{'"c=falsc"'); I ~ 1Fc2 I W ritcln('"c2=b'uc"); 
~ IFSymbol I 4 BLOCK I ~ Writeln{'"c2=falsc"'); 
~ Label I ~ IFSymbol 
I DummyNDMI I ~ Label 
Dummy Nockl I I DummyNodd 
( Dummy Nodel 
To add extra diagram inform:uion the pro~-,oram would process each indi\·idual node starting 
:u the root nodt· and then work its way to the t:'lrthest descent of the root node. The first 
node encountered would he the BLOC/\ node. As a block node docs not rCt~uirc any extra 
nodes only edge information would be added by joining the nodes ·:rtmt"to "If cl" /o 
"Fi11ish'~ 
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I 
I 
I 
I 
I 
I 
Next the program would process the "lF c1" node. Here it is required to add 4 extra nodes 
which include an lF Symbol, a Label, and 2 Dummy Nodes. The edge information is more 
complicated for this node but follows the same principle as the BLOCK node. The edges 
would be created as follows: 
i"IF J"ymbol'l-i''la/~1'1 
i"Jfi"riJtl,l('c=jil!J~'J'I ~I"DIIm!lrt Nodt2'j 
Fi~Url" lUi Sample .:.Jg.: taU!.: infnrmatinn (nr RIF c: I"' nno.l.:. 
This process is rcpca(ed recursively until every node within the tree structure has been 
processed with node and edge information. 
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Ste.p 3 AW'ly abstract layout infonnation. 
The application of abstract layout information involves describing each node in relation to 
other sibling nodes. For example rhe root node being a block component will have its child 
node positions described as: 
CoiNmn(''Starl': "IF c1 •: "Finish') 
Row("Jiatt') 
Ro.,('1F r1 'J 
R9M'{'1:;nish ') 
Fi~ur~·108 ~mplc Jb:<lr:ltf lay<ml inf<ormariun fur""" nutlc. 
SOJE: This t:t..·an!fJir has hun JljH!ated to uu tin jmutio11s ROlF" tmd COLUMN to gmtratt tl~t 
k!JDIII. Tbt liSt rf thm jmutio11s sinlfJI!ftrs tbt d~ji1Jilim1 ~~tin lqyor1/ proms as M'tll as mtllcil~g lbt ~011/ 
easier to mrdtrstmul 
'Jbe tirst IF component located from the root node \\ill ha\"C a abstract layout as follows: 
Ro .. ("IF Symbol'; '1~bti'J 
Rmi'(A, B) 
Ro»·("DIIIN"9 Nodtl", "DNIN"!! Nodt2'') 
Co/Nmn("/F Jy,bof; A, "D""'"!! NoJ<I 'J 
Co/Nntn{'Lbtl", 8, "DNM"!J Notkl'J 
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Step 4 -Assign node sizes. 
For our example the set of nodes that ha\'e a definable size include all general statements, 
!F-.symbols and labels. In our example the general statements include all \Vritcln statement. 
To determine the size of these nodes rhc functions T cxt\'\-'idth and TcxtHcight arc used. 
The output de\·icc will determine amount for these \'alucs. Also the s~·lc of font \\ill 
detcnnine the m·crall size fix these nodes. The same process to determine a general 
statement is applied ro all symbols \\ithin the diahrram . 
.. .. 
Frmclion T~.u1Vitllh 
F~n;, 110 ~· ~r.d •UiniiCnl "'"Uh 1ho.· h."l .,..Jth .md 
rhc ln.t hciJ.:hr ~.unl 
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Step 5-Agply force-scan algorithm. 
The Force-Scan algorithm is the most important step as it generates all geometric 
information such as size and location for each individua1 node. In our example the force 
scan algorithm would be applied to the farthest descendant of the root node and then 
applied in a direction toward the root node. 
The child nodes of the statement "IF c2:" would be positioned according to where the 
force scan algorithm places them. Once this set of ncxles has been processed u1th the 
force-Scan algorithm the node size tOr the "IF c2" statcment can he set and its sibling 
noW..-s can now have the fllrcc-Scan algorithm applied. This process continues for all 
ncxlc.~ until the 1: !Cation and size of every node is determined. 
The onlc:r in \\·h1ch the Force-Scan algorithm is applied can be seen by the following 
d~"l'3m: 
I BLOCK +- -1 s ... I 
-i IF d 1--rl BLOCK Wrildn("c-uuc"): I 
-4 Fini~ I wr;h:ln("c=ralsc"); i 1Fc2 _j Writeln("c2=truc"); 
H IFSymhol I i BLOCK I Y Writcln("c2=false"); 
H r..abcl I H IFSymbol I 
11 Dummy Node I I '-! Label I 
I Dummy Nodc2 I 1/ Dummy Node I I 
-
-
I Dummy Nodc2 I 
·- ' 
Dirutmn m hrch thf' Ff ru Scan algorrthm IS applll'd 
I·!J:UK Ill J>in:ctloKl In 111·hil::h fun:~: ..can is aflfllicd IU the dat:a 
•nuctuK 
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I 
I 
With a SC( of primit:i\·cs QOC C2ll dra.·linc:s and text to rhc output cJc,.-icc. Ths set of 
primiri\'C display routines mar include funcrions such as Drallloilcctangk, Dr.awJ.inc, 
Draw Arrow, and D12u-Tcxt. 
Funhcr dcfinicions of displa~· roucincs v:nuld include the ability rc dl2lllo' IF and CASE 
symbols as well as rhc abiliry ro dnu.· jndj\'idual componcms and ma,..rr.un edges. 
The final tlowchan as ,;cu.·cd onscn."Cf'': 
j Stan: : 
-~
' • <~------
0--~~--~~---:FALSE 
i ! '1-c,.c,,c;-,.-,-nz:-:1 = uucl~ 
; 
~----- ···---·--·· 
; \lo'ritdnC"c.:! = hhc-1: 
--··-------- .. - ___ __. 
··~----------• 
•----~-~~----
' 
.--------"'-------------. 
_______ FALSE 
--~~---··---- --
v.'ntdnC -. = hh•- t: 
1 Fini~h: J L_-====----·--· ______ _j 
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