Abstract: This paper presents a new technique of generating large prime numbers using a smaller one by employing Goldbach partitions. Experiments are presented showing how this method produces candidate prime numbers that are subsequently tested using either Miller Rabin or AKS primality tests. 
Introduction
Generation of large prime numbers is fundamental to modern cryptography protocols [1] , [2] , generation of pseudorandom sequences [3] - [5] , and in new application of these protocols to multi-party computing and cryptocurrencies [6] - [8] . Public-key cryptography requires random generation of prime numbers to derive public key. This paper presents a new technique of generating large prime numbers using a smaller one by employing Goldbach partitions [10] . The algorithm is described and experiments are presented showing how this method gives large primes in an effective manner. A candidate prime will be tested using either Miller-Rabin (MR) or AKS primality tests [11] , [12] .
Generation of random primes
Large prime numbers are generated randomly by considering a random number and testing it with MR or AKS primality test or one might use different sieves [13] - [18] , with applications to a variety of cryptography areas (e.g. [19] , [20] ). The table below presents the average of 10 executions for random generation of prime numbers in a typical experiment. The average number for 10 executions increases with the size of the number, and it ranges from about 100 for a 45-digit number to 224 for a 70-digit number.
Generating primes using Goldbach partitions
The method of prime number generation using Goldbach partitions is now presented. Let g(n) be the number of unique ways n can be expressed as p + q, where p and q are primes. The partition function g(n) has a local maximum for multiples of primes. We obtain local maximum at multiples of primes such as 2x3 = 6; 2x3x5 = 30; 2x3x5x7 = 210; 2x3x5x11 = 330; 2x3x5x13 = 390; 2x3x5x17= 510; 2x3x5x19 = 570; 2x3x5x7x11 = 2310; 2x3x5x7x11x13 = 30030; 2x3x5x7x11x13x17 = 510510, etc. For n=, prime numbers in the range [n/2, n-2] are among the partitions. The number n=210 is the largest number where all numbers in Goldbach partitions are prime numbers.
Example for n=30: the Goldbach partitions are (23, 7), (19, 11) and (17, 13 Since we are interested in generating candidate primes, we define h(n) as the count of all primes in the range [n/2, n-2].
Equality is obtained only for n=6, 30, and 210. The graphs below compares the value of n and the number of candiate partitions computed. Figure 2 . No. of partition, h(n), for n<1000 Figure 3 No. of partitions, h(n), for 1000<n<50000
Using this technique, we investigate percentage of prime numbers obtained from the partitions by MR and AKS primality testing algorithms. The graphs below presents the percentage of prime numbers generated from the Goldbach partitions. Now we present the new technique of generating a prime number using a smaller one and we call our method the Goldbach Prime Generating Algorithm(GPGA) is presented. This method can be used as an alternate method in public key cryptography and in authentication techniques.
The GPGA Algorithm:
1. Randomly pick a large even number n. The above average case is taken for ten executions of the algorithm and are considered for 10 best cases. The while loop iteration might take even more attempts in few cases and will be the worst case. So the best case to obtain a prime number would be O(1).
Conclusions
This paper has proposed a new method of generating prime candidates using partitions, which are then tested using primality testing algorithms (MR and AKS). We provide results on the efficiency of this algorithm. The use of the GPGA method reduced the number of trials in the search for primes by a factor of nearly 10 for primes ranging from 45 to 70 digits long.
