Abstract
Introduction
The "success" of FLOSS projects in past literature has been empirically evaluated via process and resource attributes, such as the frequency of releases, the number of developers, or by using proxies of their pool of users. In other words, the evolvability of FLOSS systems has been used as a term of reference for their success [10, 34, 17] . In terms of Lehman's laws of software evolution, FLOSS (Etype) systems, when growing in size and capabilities, will also grow in complexity as they evolve (according to the 6th law). They will also require increasing levels of work done to control complexity (i.e. "anti-regressive work", as termed in the 2nd law) and quality (as stated by the 7th law) [26] in order to maintain their evolvability. Among FLOSS wellknown projects, such as the so-called LAMP stack (Linux, Apache, MySQL, Perl), the Debian family, and *BSDs, have achieved higher evolvability than others [30] . Their evolvability has been made possible by attracting a large community of users, as well as a strong and dynamic base of developers [34] . The user community initiates the need for change while the developers make it happen [33] , and both are key factors in the evolution process [10] .
A by-product of the continuous evolution of software systems has been identified in the deterioration of the integrity of the software. Such deterioration may manifest itself as growing complexity [25] , and/or the loss of architectural and conceptual integrity [32] . This phenomenon, sometimes called code decay in the literature (e.g. [16] ) is likely to make it progressively more difficult to understand the inner workings of the software and, hence, to implement functional additions and changes. Similarly to traditional in-house software, it has been noted that increasing the size of FLOSS systems has an effect on their underlying complexity: a growing pattern has been detected when evaluating complexity with either the traditional cyclomatic measures [27] (as studied in [8] and [22] ), or counting the compilation warnings [28] as a proxy for FLOSS system's complexity. It was also observed that the anti-regressive work and size had similar growth patterns [8] .
The evolvability of FLOSS systems has been found unevenly distributed when mining large repositories, such as SourceForge [17] : the vast majority of hosted projects is small, with few developers and does not go beyond the first public release [23] . On the other hand, it has been found that the repository in which they are retained acts as an exogenous factor for the evolvability of FLOSS projects [4, 7] . Results have in fact shown that, on average, different types of repositories benefit from different levels of evolvability and success: repositories with low barriers to entry for developers (such as SourceForge) are more likely to show lower evolvability, while forges with a stricter control of access (such as the Debian distribution) have been proven to host more evolvable projects.
The present paper builds upon the concept of the FLOSS repository being a differentiating factor for project evolvability: on top of that, it argues that these exogenous factors affect other internal product attributes also. Specifically, we study two well knwon FLOSS repositories, Debian and SourceForge: it will be studied whether those repositories that experience higher levels of evolutionary activity (Debian, as found in [4] ) also contain projects that have higher levels of structural complexity. We also investigate whether the effort for controlling complexity shows also differences with repositories with less activity (e.g., SourceForge).
This paper is structured as follows: section 2 introduces the definitions of the empirical study, section 3 defines the research hypotheses, the statistical tests and the metrics used to reject or not the null hypotheses. Section 4 will present the results of these tests, and the description of what differences were detected when comparing the structural characteristics of different FLOSS repositories. Section (threats) will encompass the threats to validity of the empirical study, while section 6 concludes, presenting also potential future works.
Empirical Study Definition and Planning
This section introduces the definitions used in the following empirical study and presents the general objective of this work, and it does that in the formal way proposed by the Goal-Question-Metric (GQM) framework [3] . The GQM approach evaluates whether a goal has been reached, by associating that goal with questions that explain it from an operational point of view, and providing the basis for applying metrics to answer these questions. This study follows this approach by developing, from the wider goal of this research, the necessary questions to address the goal and then determining the metrics necessary for answering the questions. By following the GQM, two research questions will be proposed, that in turn will be distilled into hypotheses to be statistically tested in the next section 3.
Goal: The long term objective of this research is to understand whether different FLOSS repositories receive different levels of evolutionary activity, and whether this fact is correlated to different levels of complexity. In terms of Lehman's laws, the goal is to demonstrate that different FLOSS repositories face different levels of complexity.
Question: Two research questions are proposed:
• Do the projects in each repository have significantly different levels of complexity on average?
• And, if there is such difference, is there a correlation between a larger evolvability of FLOSS projects and the amount of work done to control their complexity (i.e., anti-regressive work)?
Metric: Source code is organized in files which provide both creation and storage units and separate the total code into portions that can be separately compiled. In general, within these files, programmers create functions, procedures or methods (depending on the programming language) that perform operations on the data, so that the desired computations are performed. The various functions contained in the same file may differ in dimension and other attributes, and provide a good trade-off between too fine (as in "lines of code") and too course (as in "source files") granularity. Based on this trade-off, functions are selected as the basic unit of study in our research. We take advantage that there are simple and well-defined approaches to measure complexity at the function level. All the metrics used in this study will be focused on the level of granularity of source functions (or methods).
Definitions
The attributes considered in the present study are described below:
Coupling: this attribute measures the degree to which each source element relies on other elements (i.e. how interconnected is the code) [13, 1] . Since this study is conducted at the function level, the union of all the function calls (and method invocations) form the network of couplings in a system. Each coupling can be uniquely categorized as inbound (c in) or outbound (c out) (or fan-in and fan-out), depending on the direction of the call. For example, function "sign off" (Figure 1 ) has two inbound (fan-in) and three outbound (fan-out) couplings.
Instability: from past literature, instability is the ratio of fan-out coupling (c o) to total coupling (c o + c i)
. This metric is an indicator of the resilience to change of software components (as in source functions) [21] . The range for this metric is 0 to 1, with I = 0 indicating the lowest instability for an element and I = 1 indicating a completely unstable element. The example in figure 1 therefore has I = 0.6. 
Motivation
This work is based upon previous work carried out by the authors [5] . In that work, six FLOSS repositories were studied to test the hypotheses that they could be considered to belong to a type based on their characteristics, and that each type attracted different rates of development. As a result, FLOSS repositories were identified as exogenous drivers that influence the evolutionary activity of their member projects. The test was done by taking a sample of 50 projects from each repository (totalling 300 projects in all) and comparing four historical indicators for each project: commit rates, number of commiters, size, and age.
From the repositories examined, three repository types were proposed and defined (open host, metaproject, and distribution). It was also pointed out (after a related study [4] ) that a project may transition between repositories (illustrated in figure 2), and that its resulting evolutionary activity can change in a way consistent with its new host repository.
While the previous works examined process metrics, this work is the first step to adapting the same investigative approach to product metrics. As stated in the goal above, this line of work will ascertain if the rates of evolutionary activity already identified are related to the resulting product complexity. This first step will examine just two repositories (Debian and SourceForge), and will be expanded to a greater number of repositories in later work.
Repository Samples
The two FLOSS repositories to be mined (Debian and SourceForge) are introduced here. A sample of 50 individual projects was chosen from each repository by a randomizer, and each project was checked to ensure that it was not also available in the counterpart repository. A checkout was then performed on each member project of each sample's development trunk (from either their CVS or SVN source control repositories); any branches were ignored. The list of analyzed projects is shown in Table 6 . Each of these projects was then analyzed to obtain the metrics needed to perform the investigation; the measures for the study are those introduced above, and summarized in the columns of Table 6 .
Both Debian and SourceForge allow administrators to label their project's development status. In order to compare projects with a similar status, only the "stable" branch of the repositories was considered for study. Considering projects with similar status means highlighting the most evolvable projects in both samples; but also dealing with pools of similar sizes, thus avoiding inaccurate comparisons.
Debian A distribution of Linux that hosts a large number of FLOSS projects. At the time of writing more than 20,000 projects are listed under the "stable" label.
SourceForge.net A well-known repository enabling the hosting and management of a wide variety of free software projects. At the time of writing there are over 20,000 projects in the with the label "production/stable" alone. 
Research Hypotheses
In this section, two research hypotheses are proposed: each is then evaluated using a statistical significance test, allowing either a retention of the null hypothesis (H 0 ), or a rejection of it in favour of the alternative hypothesis (H 1 ). The hypotheses, metrics and statistical tests used are summarized in Table 1 .
Hypothesis 1
The first hypothesis concerns the structural complexity of the interconnected components that form each of the project's source code. It postulates that each repository will contain projects that, on average, possess a level of structural complexity consistent with the amount of evolutionary activity it receives. The provisions for testing this hypothesis are shown in table 1.
Hypothesis Test
Hypothesis 1
H0
Debian and SourceForge projects have significantly different levels of structural complexity.
There is no significant difference between the levels of structural complexity of Debian and SourceForge projects.
Hypothesis 2
H0 Debian projects receive significantly different rates of control work to SourceForge projects.
H1 Debian and SourceForge projects receive similar rates of control work. For each project, all functions are extracted and their fanin, fan-out and instability calculated, and the three summary statistics also calculated (mean, maximum and variance). Each summary statistic is then combined, per repository, into a distribution to allow comparison of samples.
The second hypothesis concerns the work done to organize and control the structural complexity of the components (i.e., source functions). It postulates that each repository will contain projects that, on average, have received an historical level of work done to its structure that is consistent to the amount of evolutionary activity it receives. That is to say, repositories that have a history of greater evolutionary activity contain projects that have received more work done to control their structural complexity than repositories receiving lesser evolutionary activity.
To test this hypothesis, projects from both repositories will each have a series of uniformly spaced snapshots taken from their history: this will be achieved by dividing the number of commits in three distinct periods. Given the number of commits N , the three snapshots are taken in these dates:
FP: First point; the snapshot taken on the date of commit number N 3
.
MP: Mid point; the snapshot taken on the date of commit number LP: Last point; the latest available snapshot (i.e., on the date of commit number N ).
The overall number of commits for all the projects is reported in Table 6 .
Within each snapshot, each function's fan-out and instability was compared to its counterpart in the succeeding snapshot, where a counterpart exists. Functions that have reduced in value between snapshots are counted: the control (i.e., anti-regressive) work between two snapshots is the rate of reduction in these values. Preferably, the number of intervals should be larger to provide more precise results, and it is intended that further work will address this. However, three points provides a simple minimum that determines if further, more fine-grained investigation is warranted.
Results
Hypothesis 1 This section summarizes the findings that were collected by evaluating the first research hypothesis. The attributes presented above were evaluated at the latest available change recorded in the CVS or SVN repositories. For each project in the two samples, the mean and variance values of all the measures were used to compare the forges. The maximum value was also used where appropriate.
To determine the statistical test to be used, a Kolmogorov-Smirnov test was applied to the data sets to establish a goodness of fit to the normal distribution, using the R programming language [14] . The distributions were found to be non-parametric, so the Wilcoxon unpaired ranksum test (also known as the Mann-Whitney U test), a statistical significance test for non-parametric data, was selected. Table 2 shows the results of the significance tests; these are one-tailed tests assuming that Debian possesses larger 1 This arrangement was chosen instead of selecting snapshots 1, Hypothesis 2 This hypothesis builds upon the evolution of the projects within the repositories, and three snapshots in time (as detailed above in section 3.2) of the source code are taken and analyzed. It was hoped to apply this analysis to all projects under investiation; however, the amount of data storage and processing required per project was very large. Given this eventuality, coupled with the authors' planning to extend this investigation to other repositories, it was decided to take only the five largest projects from each sample and split each project into three uniformly spaced points from an evolutionary point of view. Table 3 summarizes the evolution (in terms of SLOCs) of the five largest projects within SourceForge and Debian in the three selected points in time. Major changes can be noted in the Debian sub-sample, up to a maximum of 500% of the initial size (e.g., the boson project); whereas the projects within the SourceForge set have less evolvability, with a maximum increase of 30% of the initial size (the moses project). Table 3 . Growth in size -SLOCs
As discussed above, the investigation of the amount of anti-regressive effort by the FLOSS developers into their systems involved the comparison of the two attributes fanout and instability in three temporal points (FP, MP, LP). Specifically, the reduction of these two attributes between subsequent points was recorded twice (FP → MP, and MP → LP, respectively), and the results reported in Table 4 .
As visible in the table, the sub-sample of Debian projects consistently receive a greater amount of architectural control work: on average, the fan-out was more reduced in the Debian subsample than in SourceForge subsample in the comparison both FP → MP (5% against 2.2%) and MP → LP (6.5% against 2.24%). Also the instabilities reflect this divide, both in the first comparison (on average, the 8.9% of the Debian subsample received a reduction of instability, against the 1.51% of SourceForge), and in the second one (7.36% against 1.23%). Interestingly, the one project in the SourceForge sample that contradicts this tendency has recently, since the data was gathered, been introduced into the unstable branch of Debian, rather than the stable branch under investigation.
Further to the total control work performed, the effort given to curbing excessive fan-out was also investigated. A fan-out value of greater than 7 was designated as excessive [29] ; similarly to the work shown in table 4, the proportion of excessive functions brought below this threshold between the historical snapshots in each project was calculated (see table 5 ). As a general result, the same above trends appear here as well: debian achieves an average of 9.52% in FP → MP and 10.90% in MP → LP and less variance; SourceForge achieves smaller amounts, on average 7.88% in FP → MP and 6.52% in MP → LP, but a larger variance. Table 5 . Number of functions with excessive fan-out reduced
FP

Related Work
This paper relates mainly to other works that have addressed FLOSS from an evolutionary perspective and have attempted to evaluate it using software metrics. Table 4 . Work done to reduce coupling between snapshots (number of functions with fan-out and/or instability reduced)
The evolution of software is a research area with a strong history in software engineering, and research into FLOSSspecific evolution has been an area of growing significance since works such as Godfrey and Tu's [20] demonstration of the growth of the Linux kernel that ran counter to traditional software engineering experience. Since the beginning of the 2000s a number of works have investigated the evolutionary dynamics of software projects developed in a distributed heterogeneous environment and have addressed a wide spectrum of attributes. As well as the analysis of process and resource attributes, the free availability of development artefacts has allowed the relatively easy examination of how product attributes change over time, including the product size [15, 18, 20, 24] , complexity [9] , and the nature of its structure [9, 19] . This paper specifically addresses the structural characteristics of FLOSS, explicitly the organization of the software's constituent components. A number of measures for doing this exist and, in past work, such characteristics have been examined at varying levels of granularity and with consideration to specific paradigms. After the development of structured programming relatively simple measures of modular structure were developed and refined. For example, coupling (a simple count of connections that measures the interconnectedness of a module [12] ) was refined into a more complicated form, whereby a connection was judged qualitatively [31] ; this allows a "strength" to be assigned to a connection, but is a somewhat informal measure that does not lend itself easily to automated measurement. Similar developments have occurred with respect to measures that are specific to object-oriented design only [11, 6] . Structural metrics, like these examples, have been used as measures to investigate the affects of interconnectedness on maintainability attributes such as ripple effects [35] , fault-proneness [2] and maintenance effort [11] .
Many existent FLOSS projects belong to some type of repository, i.e. an organized central location for the purpose of managing and controlling software development. Most previous empirical works in FLOSS have used a small number of exemplary projects, thereby affecting the generalizability of their findings, but some works have taken large samples of projects [15, 17] . These samples have normally been taken from a specific repository, whereas this work builds on previous works by the author [5, 7] in which samples are taken from multiple distributions in order to perform a comparison of them using statistical significance testing. Part of this line of research shows that repositories can be considered as being one of a set of types, and each type tends to undergo a particular level of evolutionary activity as evidenced by the average size, age, number of developers and rate of commits. Projects may originate in any repository type and transition between them.
Conclusions and Future Works
This paper has been built on top of existing results [4, 5] , claiming that the rate of evolvability of a FLOSS project can be influenced by the repository it resides in. By carrying out a comparative analysis between two FLOSS repositories (Debian and SourceForge), it evaluated the architectural structure of a sample of projects from each, and argued that the same structure is influenced by the repository itself, as an exogenous factor. Three attributes were used as proxies of architectural structure: fan-in, fan-out and instability.
A static comparison was performed between the two samples to ascertain if any absolute differences existed between them. Results from this investigation showed that the projects residing in Debian typically had components with excessive and more varied levels of interconnectedness. Apart from a low significance in the instability (i.e., 90%), it could also be satisfactorily concluded that the average values differed significantly.
A second investigation was also carried out: a subsample of five of the largest projects was taken from each sample and its characteristics studied in three subsequent temporal points (FP, MP, LP), equally spaced; specifically, the work done to reduce the two attributes "fan-out" and "instability" was measured between FP and MP, and between MP and LP. Results showed that the proportion of functions that received complexity control work was consistently greater in the case of Debian (apart from a single SourceForgeproject that, interestingly, has now been introduced into the unstable branch of the Debian project).
The two results as summarised here confirm the earlier working hypothesis: FLOSS repositories act as exogenous factors in the evolution of the projects they contain. In fact, the greater effort and evolvability observed in Debian projects [4] is mirrored by the amount of complexity control done at the architectural level, when comparing it with SourceForge.
As future works, two main areas have been considered: at first, this work will be extended by including more repositories in the investigation. Specifically, more representatives for each of the repository types identified in figure 2 will be will not only ascertain the architectural evolution of metaprojects, but could also lend more empirical weight to the generalizability of the findings.
In addition, the findings of the hypothesis 2 will need to be investigated further by decreasing the granularity of the intervals in order to provide a more precise set of results. A snapshot every month will be considered in order to give more visibility to phases of maintenance and refactoring, which could bias the results. When refactoring is followed by another type of maintenance, the latter might increase complexity again. The three intervals as above would be too coarse, and produce different results depending on whether the analysed point was before or after these activities.
Threats to Validity
• Construct validity The study has been able to make use only of available data. It is possible, for example, that the project initialization pre-dates the first measurable piece of historical data and is therefore beyond the reach of our analysis. Further to this point, the development status assigned to a project requires human judgement. Whilst in the Debian project this is a very systematically prescribed process, the status assigned to a SourceForge project is the result of the subjective judgement of the administrator. There is therefore the risk that some projects in the SourceForge sample are not fairly considered "stable".
• Internal validity The permissive nature of FLOSS development means that it is possible, even encouraged, for individual projects, or parts of them, to be included in more than one repository. Hence, when randomly sampling projects from individual repositories, it is possible that a sampled project may be found in another unknown location and that its evolution is also influenced by this unknown repository. The assumption is therefore made that any such confounding effect, if present, is negligible.
• Internal validity Because of the large amount of analysis necessary the evaluation of coupling was automated by analysis software, which is presently at a level of sophistication that has the following consequences: 1) Test suites, when included within the software package, are included in the analysis and so contribute to the perceived level of structuredness. It is arguable whether or not test suites should be considered "part of the software". For example, in the Debian sample, 14 out of 50 projects had a directory that appeared to function as a test suite; 2) The level of coupling is limited to being derived from a static view of the software; hence, dynamic coupling is not detected.
• External validity Further to the previous point, the large amounts of analysis and storage space required meant that the investigation into hypothesis 2 required a sub-sample to be taken rather than both samples in its entirety. It is desireable for future work to explore ways in which analysis can be made much more efficient and so allow the analysis of a greater number of projects.
Figure 3. Boxplots of all measured attributes
