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MAGISTRSKO DELO
MAGISTRSKI PROGRAM DRUGE STOPNJE
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Povzetek
Naslov: Rekonstrukcija zgradb in goratih predelov v oblakih točk LiDAR
Z razvojem tehnologije LiDAR je postala izdelava natančnih 3D modelov
mest in zemeljskega površja bistveno lažja kot v preteklosti. Kljub temu, da
so podatki, ki nastanejo s pomočjo laserskega skeniranja sistemov LiDAR zelo
natančni in fleksibilni, pa imajo tudi nekatere pomanjkljivosti. Površinam
objektov, ki jih ni mogoče zaznati iz zraka, manjkajo nekateri podatki - točke,
ki se v rekonstrukciji objektov vidijo kot luknje. V magistrskem delu poda-
jamo rešitev, s katero je mogoče zaznati in zapolniti luknje v stenah zgradb
ter površju goratih predelov. Luknje se zapolnijo tako, da se obstoječemu
modelu oblaka točk doda nove točke na ustrezna mesta. Pri dodajanju no-
vih točk v stene zgradb si pomagamo s topografskimi podatki, kjer lahko
določamo robne koordinate tlorisa zgradb, kar določa mejo dodanih točk. Do-
dajanje novih točk v gorate predele naredimo s poenostavitvijo obstoječega
modela točk tako, da naredimo različne pravokotne projekcije na ravnino. V
2D prostoru nato poǐsčemo lokacije koordinat območij lukenj, vǐsino pa jim
določimo s pomočjo interpolacije sosednjih točk.
Ključne besede




Title: Reconstruction of buildings and mountainous areas in LiDAR point
clouds
Accurate 3D model reconstruction of cities and Earth’s surface has be-
come increasingly more accessable and undemanding due to the development
of LiDAR technology. Even though the data colleted from LiDAR scanning
systems is very accurate, precise and flexible, it has its shortcomings. Areas
of objects that are impossible to scan from airborne sensors contain missing
point data, which are regared as holes in the proccess of object reconstruc-
tion. In this thesis we propose an algorithm for detection and filling missing
points in models of building walls and mountainous surface areas. Our solu-
tion assumes filling empty spaces of point clouds with newly created points.
Adding new points to building walls is made based on topographical data,
that is used for determining building borders and coordinates for point inser-
tion. Adding new points to mountainous surface areas is made possible with
the help of a simplified point model, that is constructed with plane projec-
tion. After determining coordinates of new points on a plane, we calculate
point heights based on interpolation of neighbouring points.
Keywords




Predstavitev 3D modelov v računalnǐski grafiki je mogoča na različne načine.
Vsaka ima svoje prednosti in slabosti, njihova uporaba pa je odvisna od po-
dročja: v računalnǐskih igricah je najpogosteǰsa predstavitev s poligonskimi
mrežami (angl. mesh), v gradbenem inženirstvu in arhitekturi se uporabljajo
polni modeli, v medicini pa volumetrični modeli. V primeru prikaza to-
poloških podatkov, kot so npr. stavbe in zemeljsko površje, pa je pogosto
uporabljen prikaz modela s pomočjo oblaka točk.
Oblaki točk so množica točk v 3D prostoru. Vsaka točka ima določene
vsaj koordinate x, y in z, ponavadi pa se jim določa tudi druge lastnosti,
kot so npr. barvna informacija, normala, klasifikacija ipd. Za razliko od
ostalih predstavitev se jih ponavadi ne ustvari ročno oz. s pomočjo pro-
gramske opreme, ampak se jih zajame iz realnega okolja. Najpogosteje se
jih ustvari z metodami, ki se uporabljajo na področjih fotogrametrije (angl.
photogrammetry) - tehnika merjenja z namenom ugotovitve geometrije, pre-
mikov in sprememb struktur z uporabo fotografij ali digitalnih slik [1] - ali
na področjih oddaljenega zaznavanja (angl. remote sensing) - pridobivanje
informacij o objektih, brez neposrednega stika in povezav z njimi [2]. Z
uporabo fotogrametrije se oblaki točk lahko izdelajo na podlagi kombinacije
različnih slik iz različnih kotov, z uporabo oddaljenega zaznavanja pa se za
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namen izdelave oblakov točk zbirajo podatki o obliki zemeljskega površja (in
drugih informacij) s pomočjo satelitov ali letal. Laserske senzorje, ki se upo-
rabljajo na takšnih letalih, imenujemo LiDAR (angl. Light Detection And
Ranging) [3, 4].
Podatki LiDAR so pridobljeni iz zraka s posebnimi letali, ki s pomočjo
laserskega skeniranja terena pridobivajo informacije, ki jih nato na podlagi
kotov, vǐsine in frekvence laserja pretvorijo v ustrezne 3D koordinate v pro-
storu (bolj podrobno o tem govorimo v Poglavju 2.2). Rekonstrukcija 3D
stavb in površja iz oblakov točk LiDAR je postala zelo aktualna tema pred-
vsem na področjih urbanega planiranja in varstva okolja, hkrati pa se vedno
več držav odloča za javno in brezplačno objavo svojih topografskih podatkov,
med njimi tudi Slovenija [5].
Glede na to, da poteka zajem točk iz zraka, se informacije o nekaterih
objektih, ki so bolj pokončni ali pa so skenirani pod neustreznim kotom,
izgubijo oz. niso ustrezno predstavljene. Pri hǐsah se dobro ohranijo točke,
ki predstavljajo streho, slabše pa so vidne stene; mostovi nad rekami ali
cestami od strani ali spodaj skoraj niso zajeti, posledično nimajo ustrezne
oblike; gorski vrhovi imajo manjkajoče točke na vzpetinah ali stenah, zato
je predstavitev s točkami nepopolna in daje videz lukenj v gori. Modeli
so tako kljub veliki natančnosti, ki jo omogoča tehnologija LiDAR, še vedno
pomanjkljivi. V primeru, da bi se omenjene pomanjkljivosti odpravile, bi bile
predstavitve objektov bistveno bolj natančne, kar pa pomeni bolj realistično
predstavitev realnega sveta.
Problem manjkajočih točk v predstavitvi objektov je osrednji problem, ki
ga bomo reševali v delu, predvsem pa se bomo osredotočali na manjkajoče
točke v stenah stavb in goratih predelih.
Cilj je razviti programsko rešitev, ki je preprosta za uporabo in avtoma-
tizirano ǐsče območja manjkajočih točk ter na ustrezna mesta dodaja nove
točke. Na podlagi vhodnih datotek, v katerih so shranjeni oblaki točk LiDAR
in na podlagi nekaterih drugih geometričnih podatkovnih formatov, hočemo
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z uporabo različnih algoritmov manjkajoče prostore v modelih zaznati in jih
nato odpraviti tako, da se na ustrezna mesta dodajajo nove točke. Rešitev
torej predstavlja nov model oblaka točk, s katerim želimo doseči izbolǰsavo
obstoječih podatkov oz. narediti najbolǰsi približek modela realnega sveta.
1.1 Struktura dela
V Poglavju 2 bomo naredili kratek pregled področja, kjer bomo najprej pov-
zeli nekaj obstoječih del s podobno tematiko. Poudarek bo na tistih delih,
ki jih neposredno uporabljamo v naši rešitvi. V nadaljevanju bomo opisali
nekatere temeljne koncepte na področju računalnǐske grafike, ki so potrebni
za razumevanje razvoja končne rešitve. Prav tako bomo predstavili najpo-
membneǰse programske knjižnice, ki smo jih uporabili v naši rešitvi.
V Poglavju 3 bomo natančno opisali algoritma za iskanje manjkajočih
točk v stavbah in za iskanje točk v gorskem površju, kjer se bomo navezali
na nekatera obstoječa dela.
V Poglavju 4 bomo predstavili implementacijo algoritmov. Najprej bomo
opisali vhodne podatke, nato pa bomo podali splošno strukturo izvajanja
programa.
V Poglavju 5 bomo opisali in ovrednotili rezultate. Prikazali bomo razlike
rezultatov, glede na različne vhodne parametre in modele točk ter opisali
morebitne pomanjkljivosti algoritma. Sledila bo še kraǰsa časovna analiza
izvajanja ter predlogi za izbolǰsavo programa in potencialni razvoj v priho-
dnosti.
V Poglavju 6 bomo na kratko povzeli dosežke našega dela in prednosti
uporabe naše rešitve.




V nadaljevanju bomo predstavili dela avtorjev, ki so se ukvarjali s podobno
tematiko rekonstrukcije različnih objektov v oblakih točk. Poudarek je pred-
vsem na predstavitvi tistih del, ki se osredotočajo na rekonstrukcijo v pove-
zavi s stavbami ali zemeljskim površjem.
V članku [6] se avtorji pri rekonstrukciji zgradb osredotočajo predvsem
na natančno določanje modela strehe. Rešitev vidijo v izračunu obrob strehe
vzdolž celotne vǐsine, kar uporabijo za izračun izohips. Ob vsaki spremembi
vǐsine se določijo ključne točke, ki se prilegajo izohipsam. Proces je neob-
čutljiv na obliko strehe, saj so pomembne točke na vsaki vǐsini posebej in
so neodvisne od preǰsnjih izračunov. Točke na obrobju se združijo v gruče,
na koncu izračuna se površina vseh gruč združi v model strehe. Točke, ki
se ne uporabljajo za izračun izohips, se uporabljajo za prilagajanje ravnine,
v katerem so združene robne točke, kar daje večjo natančnost. Na podlagi
razlike vǐsine točk tal in vǐsine obrobe stavb, je mogoče razširiti algoritem
na celotno stavbo in ugotoviti relativno vǐsino in posledično narediti tudi
rekonstrukcijo površin zidov.
Avtor v delu [7] se ukvarja s problemom rekonstrukcije stavb oblakov
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točk, ki so nastali na podlagi fotografij različnih zračnih perspektiv. Rešitev
vidi v izračunu posameznih površin, ki predstavljajo logične celote iz katerih
je sestavljena stavba. Z uporabo tehnik računalnǐskega vida najprej določijo
glavne ravnine, ki točke zajemajo, nato na podlagi prekrivanj ravnin določijo
robove stavbe. Ker se fotografije, ki so vir oblaka točk, fotografirajo iz zraka,
predstavljajo zajeti podatki podobne težave kot LiDAR točke, saj prihaja
do manjkajočih informacij ob straneh stavb. Avtor vidi rešitev problema v
uporabi minimalne vsebujoče škatle (angl. bounding box), kjer se zajamejo
točke, ki se nahajajo na dominantnih ravninah - to so tiste, kjer je gostota
točk največja.
Na področju rekonstrukcije zemeljskega površja se avtorji članka [8] ukvar-
jajo s problematiko uporabe masovnih zbirk podatkov o dvignjenem površju
v obliki volumetričnih modelov v 3D prostoru. Zaradi lastnosti takšne vrste
podatkov, katerih glavne težave vidijo avtorji v številu in razpršenosti po-
datkov, je potrebno podatke ustrezno zmanǰsati oz. jih postaviti v nek okvir
- jim določiti mejo. Tako je lažje izvajati nadaljnje algoritme in postopke
računanja. Avtorji predlagajo metodo za iskanje in poenostavljanje meje s
pomočjo matematičnih izračunov nad točkami in njeno okolico. Podatke v
3D prostoru najprej projicirajo v ravninsko mrežo, kamor se v vsako celico
mreže preslika največ ena točka. Okolico točke definirajo kot vse celice, ki so
enako oddaljene od celice, v kateri se točka nahaja. Definirali so tudi dva tipa
mejnih točk, ki so lahko zunanje ali notranje. Vsaka mejna točka se nahaja v
celici, ki ima v svoji okolici vsaj eno prazno celico - torej ne vsebuje nobene
točke. Celica, ki ne vsebuje nobene točke je lahko bodisi notranja (meji na
notranjih robnih točkah) in predstavlja luknjo, bodisi je zunanja (meji na zu-
nanjih robnih točkah) in predstavlja mejo med dejanskimi podatki in okolico.
Za iskanje robnih točk avtorji predvidevajo dva možna algoritma, kjer prvi
povezuje točke, ki so si med seboj najbližje, drugi pa povezuje točke, ki si
sledijo v zaporedju urinega kazalca. Prvega smo uporabili tudi v naši rešitvi.
Avtorji v članku [9] razširijo uporabo iskanja zunanje meje z iskanjem
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mejnih točk lukenj. Luknjo v podatkih definirajo kot manjkajoče podatke
oz. zmanǰsano gostoto podatkov v drugače enakomerno razporejenih točkah.
Algoritem iskanja robnih točk je preprost: za vsako celico, ki vsebuje točko se
preveri ali točka predstavlja zunanji rob. Če točka ne predstavlja zunanjega
roba, hkrati pa ima v svoji okolici vsaj eno celico, ki je prazna (ne vsebuje
točke), točka predstavlja robno točko luknje.
Nadaljevanje dela avtorji opisujejo v članku [10]. Na podlagi preǰsnjih
del poǐsčejo rešitev za polnjenje lukenj na površini. Za postopkom iskanja
nahajalǐsč vseh lukenj znotraj robnih točk, se procesira vsako luknjo posebej.
Za vsako so izračunane manjkajoče točke in vstavljene na ustrezno mesto v
luknji. To naredijo s pomočjo tangentne ravnine na vsaki izmed robnih točk
luknje. Velikost tangentne ravnine temelji na podlagi sosedov robne točke.
Procesiranje se dogaja v krogih, ki se začne na robnih točkah luknje. V
smeri urinega kazalca za vsako robno točko izračunajo in vstavijo manjkajoče
točke. Tako se postopoma ustvarjajo krogi novih točk, kar se izvaja od roba
do notranjosti luknje, konča pa se, ko je luknja zapolnjena. Končni rezultat
postopka je model z zapolnjenimi luknjami.
Avtorji članka [11] se lotijo rekonstrukcije terena s pomočjo radialnih
baznih funkcij. Njihov cilj je ustvariti model digitalnega terena, kjer se s
pomočjo aproksimacijskih algoritmov odpravijo pomanjkljivosti, do katerih
pride zaradi zračnega skeniranja terena. Alternativo vidijo v zemeljskem
skeniranju tehnologije LiDAR. Splošne radialne bazne funkcije razširijo na
uporabo v lokalni okolici točk tako, da razdelijo točke v prostoru s pomočjo
podatkovne strukture štirǐskega drevesa. Z vmesnim korakom identificiranja
in odpravljanja aproksimacijskih napak, zgradijo model poligonov na podlagi
izračunanih implicitnih funkcij.
8 POGLAVJE 2. PREGLED PODROČJA
2.2 LiDAR
LiDAR (angl. Light Detection And Ranging) je tehnika daljinskega zazna-
vanja (lasersko skeniranje), s katero je mogoče zbiranje vǐsinskih podatkov
terena z veliko gostoto. Cilj je izdelava natančnega digitalnega modela te-
rena. Tehnologija LiDAR se je razvila že v 80-tih letih preǰsnjega stoletja.
Tehnika postaja vse bolj dostopna in je z razvojem novih aplikacij vse bolj
uporabna na različnih področjih. V primeru skeniranja terena iz zraka, se
uporablja napravo, ki je nameščena na letalu. Laserski skener odda in po-
tem ujame od terena odbiti žarek in na podlagi časa potovanja žarka določi
vǐsino točke, od katere se je žarek odbil. Pri tem je ključnega pomena inte-
gracija treh naprav: navigacijske naprave GNSS (Global Satelite Navigation
System) in inercialnega sistema (INS), ki sta namenjena umestitvi podatkov
v prostor ter samega laserskega sistema, ki oddaja laserske žarke in sprejema
njihove odboje od terena in objektov na njem.
Velika prednost takšnega zajema podatkov je poleg velike natančnosti
tudi manǰsa odvisnost od vremena, saj se uporablja aktivno elektromagnetno
valovanje, ki omogoča tudi delno penetracijo signala skozi vegetacijo ter v
nasprotju z aerofotografiranjem, zajem podatkov brez naravne svetlobe (npr.
ponoči).
Rezultat laserskega skeniranja je oblak georeferenciranih točk, ki se z
naknadno obdelavo klasificira glede na to, od kod se je laserski signal odbil
(o klasifikaciji bolj podrobno govorimo v Poglavju 4), glede na to klasifikacijo
pa se izdela digitalni model terena. Njegova natančnost je odvisna predvsem
od gostote odbitih točk (število točk na kvadratni meter terena).
Podatki laserskega skeniranja so uporabni na različnih področjih, pred-
vsem pa tam, kjer je pomemben čim podrobneǰsi in čim natančneǰsi model
reliefa. Podatke se uporablja na področjih kot so: prostorsko načrtovanje,
energetika, nadzorovanje poplavne nevarnosti, spremljanje sprememb v oko-
lju, arheologija, kmetijstvo, gozdarstvo, obramba ipd. [12].
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2.3 Geografska datoteka shapefile
Pogost standard za predstavitev geografskih in prostorskih podatkov je shape
format oz. shapefile. To je vektorski, netopološki zapis geometrijskih (točke,
linije, poligoni) in atributnih podatkov [13]. Zapis je v bistvu sestavljen iz
večih tipov datotek, kjer so trije obvezni, lahko pa jih je še več [14]:
1. Osrednja datoteka, ki predstavlja geometrijo oblik ima končnico .shp.
2. Prostorski indeks geometrije oblik, ki omogoča hitro iskanje v smereh
naprej in nazaj. Datoteka ima končnico .shx.
3. Opis atributov za vsako obliko, shranjen v formatu dBase IV, se hrani
v datoteki s končnico .dbf.
Shapefile lahko upravlja z natanko enim tipom geometrije naenkrat, ki se
lahko prekrivajo ali pa so nepovezani. Datoteke, ki imajo enako ime (in
ustrezno drugačno končnico) spadajo v isti shapefile. Vsaka oblika v da-
toteki .shp ima natanko en zapis in jo imenujemo značilka (angl. feature).
Geometrija in njeni atributi so v razmerju 1:1, kar pomeni, da za vsak zapis
oblike v datoteki .shp, obstaja zapis atributa v datoteki .dbf. Vrstni red
zapisov mora biti v obeh datotekah enak [15].
2.4 Interpolacija
Interpolacija je metoda, ki se uporablja za iskanje lokacije novih točk znotraj
omejenega intervala diskretne množice znanih točk. Točke so ponavadi del
neke funkcije, ki ni poznana - poznane so samo vrednosti (nekaterih) neod-
visnih spremenljivk na njej. Iskanje nove točke v bistvu pomeni groba ocena
njene lokacije oz. vrednosti funkcije v tej točki. Obstajajo različne vrste in-
terpolacije, ki se razlikujejo v kompleksnosti in natančnosti. Interpolacije se
lahko izvaja tudi nad funkcijami z več različnimi spremenljivkami (multivari-
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atna interpolacija) [16]. Kadar ǐsčemo približke zunaj intervala znanih točk,
govorimo o ekstrapolaciji [17].
V naslednjih podpoglavjih bomo bolje opisali tiste interpolacije, ki jih
bomo uporabljali tudi v implementaciji rešitve. Opis predpostavlja interpo-
lacijo v eni dimenziji (z eno spremenljivko).
2.4.1 Interpolacija najbližjega soseda
Najenostavneǰsa in najhitreǰsa interpolacija se izračuna z uporabo najbližjega
soseda (angl. nearest neighbor interpolation). Vrednost neznane točke se
nastavi na enako, kot je vrednost najbližje znane točke. Ostale točke, ki
niso izbrane, niso upoštevane, zato je rezultat precej nenatančen, saj nanj
vpliva natanko ena vrednost. Zaradi svoje enostavnosti se lahko uporablja v
poljubnem številu dimenzij.
2.4.2 Linearna interpolacija
Vrednost linearne interpolacije točke A = (x, y) se izračuna na podlagi vre-
dnosti dveh sosednjih točk (x0, y0) in (x1, y1), kjer točka A leži med njima.
Vrednost funkcije v točki A izračunamo s pomočjo naslednje enačbe [18]:




Če imamo podane le vrednosti funkcije, brez neodvisnih spremenljivk je
mogoče izračunati vrednost funkcije na podlagi parametra α, ki predsta-
vlja delež vrednosti funkcije, če vrednost y0 predstavlja delež 0 in y1 delež
1. Za poljuben parameter α ∈ [0, 1] lahko izračunamo vrednost interpolacije
tako [19]:
y = (1− α)y0 + αy1.
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2.4.3 Kvadratna interpolacija
Za razliko od linearne interpolacije se pri kvadratni interpolira na podlagi




(x0 − x1)(x0 − x2)
L1(x) =
(x− x0)(x− x2)
(x1 − x0)(x1 − x2)
L2(x) =
(x− x0)(x− x1)
(x2 − x0)(x2 − x1)
lahko zapǐsemo rešitev kvadratne interpolacije kot:
y = y0L0(x) + y1L1(x) + y2L2(x),
= y0
(x− x1)(x− x2)
(x0 − x1)(x0 − x2)
+ y1
(x− x0)(x− x2)
(x1 − x0)(x1 − x2)
+ y2
(x− x0)(x− x1)




Rešitev kubične interpolacije je polinom stopnje 3: P (x) = a0 +a1x+a2x
2 +
a3x
3. Za interpolacijo so potrebne štiri točke, kjer se točki (x0, y0) ter (x1, y1)
nahajata pred in točki (x2, y2) ter (x3, y3) nahajata za točko (x, y), katere
vrednost hočemo izračunati. Podobno, kot pri kvadratni interpolaciji, lahko
definiramo naslednje funkcije:
L0(x) =
(x− x1)(x− x2)(x− x3)
(x0 − x1)(x0 − x2)(x0 − x3)
L1(x) =
(x− x0)(x− x2)(x− x3)
(x1 − x0)(x1 − x2)(x1 − x3)
L2(x) =
(x− x0)(x− x1)(x− x3)
(x2 − x0)(x2 − x1)(x2 − x3)
L3(x) =
(x− x0)(x− x1)(x− x2)
(x3 − x0)(x3 − x1)(x3 − x2)
,
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rešitev kubične interpolacije pa zapǐsemo kot:
y = y0L0(x) + y1L1(x) + y2L2(x) + y3L3(x),
= y0
(x− x1)(x− x2)(x− x3)
(x0 − x1)(x0 − x2)(x0 − x3)
+ y1
(x− x0)(x− x2)(x− x3)
(x1 − x0)(x1 − x2)(x1 − x3)
+ y2
(x− x0)(x− x1)(x− x3)
(x2 − x0)(x2 − x1)(x2 − x3)
+ y3
(x− x0)(x− x1)(x− x2)
(x3 − x0)(x3 − x1)(x3 − x2)
. (2.3)
2.4.5 Interpolacija z zlepki
Zlepki (angl. splines) so odsekoma polinomske funkcije, kar pomeni, da so
sestavljeni iz več polinomskih odsekov, ki se stikajo v t.i. stičnih točkah.
Najpogosteje uporabljeni so kubični zlepki, ki so dvakrat zvezno odvedljivi in
imajo na vsakem podintervalu kubični polinom. Tako lahko za podane točke
x0, . . . , xn na vsakem intervalu med točkama xi in xi+1 za i = 0, . . . , n − 1
definiramo kubični polinom pi, za katerega velja:
pi(xi+1) = pi+1(xi+1) = yi+1.
Polinoma pi in pi+1, i = 0, . . . , n − 1, pa se v stičnih točkah ujemata tudi v








Za namen iskanja normal točk modela bomo uporabili triangulacijo. Trian-
gulacija množice točk P v ravnini je graf, katerega vozlǐsča oz. oglǐsča so
enake množici P . Vse ploskve grafa so trikotniki, ki v svoji notranjosti ni-
majo nobene točke grafa, njihove robove si delita natanko dva trikotnika,
razen v primeru, ko gre za zunanji rob grafa, ki pa je enak robu konveksne
ovojnice množice P . Vsaka triangulacija n točk ima 2n − h − 2 trikotnikov
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in 3n−h− 3 robov, kjer je h število oglǐsč roba konveksne ovojnice P . Unija
vseh trikotnikov triangulacije je enaka konveksni ovojnici P [22].
Načinov triangulacije je mnogo in vodijo do različnih rezultatov. Nekatere
triangulacije (npr. Grahamova [23]) vsebujejo veliko trikotnikov, ki so dolgi
in ozki, posledično pa so notranji koti lahko zelo majhni. Temu se hočemo
izogniti, saj so robovi dolgih in ozkih trikotnikov med seboj lahko razdeljeni
neenakomerno in z ogromnimi razdaljami. Temu se izognemo z uporabo
Delaunayeve triangulacije, s katero se maksimizirajo najmanǰsi notranji koti
trikotnikov.
Delaunayeva triangulacija je vsaka triangulacija, kjer je očrtan krog vsa-
kega trikotnika prazen oz. ne vsebuje nobene točke v svoji notranjosti. Algo-
ritem računanja sproti odstranjuje nedovoljene povezave med točkami (tiste,
ki ne ustrezajo pogoju praznega očrtanega kroga). Vsaka podmnožica tri-
angulacije štirih točk lahko tvori dva trikotnika na natanko dva načina, kjer
dosega pogoj očrtanega kroga natanko eden izmed njiju. V primeru, da pogoj
ni izpolnjen, se odstrani nedovoljen rob oz. povezava dveh točk in se izbere
drug način povezave točk (Lawsonov algoritem obračanja) [24].
Uporabo Delaunayeve triangulacije je mogoče tudi razširiti iz 2D ravnine
v 3D prostor, kjer se uporablja za rekonstrukcijo poligonov iz 3D oblakov
točk.
2.6 Programske knjižnice
V nadaljevanju bomo opisali nekaj podatkovnih tipov in programskih knjižnic,
ki smo jih uporabljali za razvoj algoritma.
2.6.1 Datoteka LAS in LAZ
Najpogosteǰsi podatkovni format in industrijski standard za shranjevanje 3D
oblakov točk se imenuje LAS (LiDAR Aerial Survey) [25]. Nastal je kot al-
ternativa preteklim formatom za shrambo LiDAR podatkov, ki so se hranili
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v obliki ASCII. Zaradi ogromne velikosti podatkovnih zbirk, je nastal binarni
format, ki lahko hrani več informacij, hkrati pa je branje oz. pisanje v takem
formatu hitreǰse [26]. Podatki se v LAS obliko shranijo s pomočjo programske
opreme, ki pretvarja informacije pridobljene s strojno opremo (GPS, podatki
laserskega pulza ipd.) v koordinate x, y in z [27]. Trenutno je aktualna ver-
zija 1.4, ki ima za razliko od preteklih verzij 64-bitne zapise. Format ima
definirane štiri tipe zapisa: obvezno glavo, opcijske spremenljive zapise, za-
pise o podatkih točk in razširjene opcijske spremenljive zapise. V glavi so
med drugim zapisani metapodatki datoteke, število in tip točk, maksimalne
vrednosti zapisov točk in tip točk. Tip je vnaprej določen in pomeni način
zapisa točk in lokacijo bita zapisa posamezne lastnosti. V trenutni verziji je
določenih 11 tipov, med seboj se razlikujejo predvsem v naboru določenih
lastnosti, ki jih lahko določimo točkam in podatkovnemu tipu le-teh. Vsem
tipom pa je mogoče določiti naslednje lastnosti: vrednosti x, y in z, intenzi-
teto laserskega pulza, klasifikacijo, kot skeniranja, oznako izvora (točke lahko
nastanejo iz različnih izvorov in se nahajajo v isti datoteki). Nekateri tipi
imajo dodane še podatke o času GPS, barvne kanale, podatke o valovanju
laserja itd. [28]. Za potrebe naše rešitve bomo večinoma brali le podatke o
koordinatah in klasifikaciji.
Kljub binarni obliki je lahko datoteka tipa LAS zelo velika - nič ni ne-
običajnega, če so velike tudi več GB in vsebujejo več milijonov točk. S
tem namenom se uporablja razširjene podatkovne formate, ki vsebujejo sti-
snjene podatke LAS. Najpogosteǰsa formata stisnjenih datotek LAS sta LAZ
in zLAZ. Prvi je odprtokoden in zato tudi popularneǰsi, predvsem s strani
vladnih ali drugih agencij, ki se ukvarjajo z mapiranjem površja [29], zato
ga bomo tudi uporabljali za potrebe naše rešitve. V nadaljevanju bomo zato
uporabljali izraze datoteka LAZ ali format LAZ, s tem pa ga ne razlikujemo
od datoteke ali formata LAS.
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2.6.2 Programski knjižnici LASzip in LASlib
LASzip je odprtokodna knjižnica za stiskanje (kompresijo) podatkov v for-
matu LAS, ki je postal de facto industrijski standard za stiskanje LiDAR
podatkov. Stiskanje deluje brez izgube podatkov in pretvori zajetne podatke
v obliki LAS v kompaktno obliko LAZ. Prihranek prostora je s stiskanjem
lahko ogromen - datoteka LAZ vsebuje med 7 in 20 odstotkov velikosti izvirne
datoteke, kjer so biti v obeh datotekah popolnoma enaki, kar je koristno za
shranjevanje, kopiranje, pošiljanje ali arhiviranje velike količine LiDAR po-
datkov. Za razliko od običajnih stiskanj ZIP ali RAR, je LASzip bistveno
hitreǰsi, saj ima natančno informacijo o bitih, s katerimi razpolaga [30].
Knjižnica se lahko uporablja kot samostojen izvršljiv program v ukazni
vrstici, največkrat pa se uporablja posredno s strani drugih programov ali
knjižnic, kjer je prednost ta, da ni potrebno prehodnega stiskanja izvirne
datoteke LAS, ampak se lahko uporablja neposredno datoteko LAZ. Ena
izmed takih knjižnic, ki uporablja LASzip v obliki preproste datoteke DLL,
se imenuje LASlib.
LASlib je aplikacijski programski vmesnik (angl. Application Program-
ming Interface - API) za branje in pisanje LiDAR podatkov shranjenih v
formatu LAZ, ki je zapisan v programskem jeziku C++. Knjižnica je hi-
tra in enostavna za uporabo [31]. Poleg osnovnih funkcij branja in pisanja
LiDAR točk, vsebuje še veliko podpornih funkcij, ki omogočajo filtriranje
rezultatov, spremembo atributov točk, združevanje različnih datotek itd.
2.6.3 LAStools
Na podlagi knjižnic LASlib in LASzip so isti avtorji zgradili zbirko orodij LA-
Stools. Orodja se izvajajo v skriptnih okoljih, z možnostjo večjedrnega paket-
nega obdelovanja datotek LAS, LAZ, shapefile, standardnega zapisa ASCII
idr. Obstaja preko 40 izvršljivih datotek .exe, ki med drugim omogočajo gru-
piranje datotek LAZ, globinsko urejanje točk, upravljanje s točkami v obliki
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poligonov, pretvorbo LiDAR podatkov iz formata ASCII v datoteki LAZ in
obratno, izpis informacij vsebine datotek, povezavo LAZ datotek z datote-
kami shapefile, filtriranje, transformiranje, prikaz, stiskanje ipd. Vsa orodja
berejo, procesirajo in pǐsejo stisnjene datoteke neposredno, brez potrebne
predhodne dekompresije. Izvorna koda je prostodostopna in jo je mogoče
uporabiti in prilagoditi lastnim potrebam razvoja [32].
2.6.4 Programski vmesnik JNI
Java Native Interface (JNI) je domorodni (angl. native) programski vmesnik.
Omogoča delovanje javanske kode, ki se izvaja znotraj Java Virtual Machine
(JVM), da se interopabilno povezuje z aplikacijami in vmesniki, napisanimi
v drugih programskih jezikih, kot so C, C++ ali Assembly. Najpomembneǰsi
vidik vmesnika JNI je ta, da ne vpeljuje nobenih restrikcij implementacije
JVM, na katerem se program izvaja. To pomeni, da lahko katerakoli do-
morodna knjižnica ali aplikacija, deluje na vseh implementacijah JVM, ki
podpirajo JNI. Najpogosteǰse se uporablja, kadar aplikacija zahteva funkcio-
nalnosti, ki jih standardna Java ne omogoča, kadar je potrebno del kode im-
plementirati v nižjenivojskem jeziku ali kadar že obstaja zunanja programska
knjižnica, ki je zapisana v drugem programskem jeziku in je potrebno do nje
dostopati preko Jave. Zaradi zadnjega razloga se vmesnik uporablja tudi v
naši rešitvi [33].
Komuniciranje med domorodnim in javanskim jezikom poteka obojestran-
sko - metode zapisane v domorodnem jeziku lahko kličemo s pomočjo Jave,
prav tako pa lahko javanske metode kličemo v domorodnem jeziku. Upo-
raba poteka tako, da se deklaracijo domorodne metode zapǐse v Javi, im-
plementira se jo v drugem jeziku (npr. C, C++ ipd.), nato pa se po po-
trebi nalaga s strani JVM. V času prevajanja kode, prevajalnik zazna me-
tode brez implementacije in jih označi kot domorodne, pričakuje pa, da bo
ob klicu metode našel ustrezno implementacijo v domorodnem jeziku. Te
so implementirane v zunanjih binarnih knjižnicah, ki so odvisne od plat-
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forme poganjanja programa, JVM pa poskrbi za način klica metod, ki je
od platforme neodvisen. Zunanjo knjižnico je potrebno le naložiti s pre-
prostim ukazom java.lang.System.load(< absolutnaPotDatoteke >) ali pa
java.lang.System.loadLibrary(< imeDatoteke >), ki v času izvajanja (angl.
runtime) naloži ustrezno knjižnico [34].
2.6.5 DT
Programska knjižnica za izračun Delaunayeve triangulacije, poimenovana
preprosto DT, je bila narejena za namene različnih raziskovalnih nalog na
Univerzi Ben-Gurion v Izraelu [35]. Napisana je v programskem jeziku Java.
Koda je prostodostopna, vendar pa je na voljo le za izobraževalne in ne-
komercialne namene. Avtorji so jo naredili z namenom hitre in enostavne
uporabe. Večina obstoječih knjižnic uporablja naivne algoritme, kjer pone-
kod naraste časovna zahtevnost tudi na O(n3), ali pa so težke za uporabo
in odvisne od platforme izvajanja. Knjižnica DT je preprosta za uporabo -
iz vhodnega parametra seznama 3D točk vrne seznam trikotnikov, ki pred-
stavljajo triangulacijo v 3D prostoru. Glavna njena prednost je hitrost, saj
lahko triangulacijo v velikosti več sto tisoč točk opravi v nekaj sekundah, pri
tem pa ne porabi veliko pomnilnika. Slednje je tudi razlog za njeno uporabo
v naši rešitvi, saj vhodna datoteka modela DMR (opis sledi v Poglavju 4.1)
vsebuje milijon točk, kar lahko že na samem začetku potencialno upočasni iz-
vajanje programa, do česar zaradi uporabe opisane knjižnice, sploh ne pride.
2.6.6 GeoTools
GeoTools je brezplačni, prostodostopni komplet Javanskih programskih oro-
dij (angl. toolkit) za upravljanje z vektorskimi in rasterskimi podatki. Sesta-
vlja ga ogromno število modulov, ki uporabniku omogočajo:
1. upravljanje s podatki GIS (Geographic Information System) v veliko
različnih formatih in prostorskih podatkovnih bazah
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2. delo z obsežnimi različicami projekcij zemljevidov
3. filtriranje in analizo podatkov v povezavi s prostorskimi in drugimi
atributi
4. izdelavo in prikaz zemljevidov s kompleksnim oblikovanjem
5. izdelavo in analizo grafov in omrežij [36].
V naši rešitvi uporabljamo verzijo 22.0, ki nam pomaga predvsem za branje
datotek shapefile (opisane v Poglavju 2.3).
2.6.7 Apache Commons Mathematics Library
Programska knjižnica Apache Commons Mathematics Library (kraǰse Com-
mons Math) je del širšega projekta Apache Commons, ki je namenjen uporabi
različnih aspektov implementacije celovitih Javanskih komponent. Vsebuje
različne repozitorije kode, kjer za kreacijo in vzdrževanje komponent ni odgo-
vorna le ožja skupina razvijalcev, ampak celotna skupnost razvijalcev na tem
področju. Komponente imajo minimalne odvisnosti od zunanjih knjižnic,
zato, da se lahko z lahkoto implementirajo v različne tipe projektov, hkrati
pa so različni vmesniki neobčutljivi na velike spremembe, zato da so lahko
projekti, ki uporabljajo Apache Commons knjižnice delujoči tudi v prihodno-
sti. Projekti vključujejo različne vmesnike in implementacije za delo v Javi
kot so npr. pošiljanje elektronske pošte, delo s kodeki, stiskanje dodatek,
konfiguracije, kriptografija, delo s podatkovnimi bazami, beleženje napak,
statistika, matematične funkcije ipd. [37]. Funkcionalnosti slednje so imple-
mentirane v prej omenjeni knjižnici Commons Math, ki smo jo uporabili v
naši rešitvi.
Commons Math je knjižnica z lahko uporabnimi, zunanje neodvisnimi
matematičnimi in statističnimi komponentami, katere rešujejo najosnovneǰse
probleme, ki niso že vključeni v standardne Javanske knjižnice. Poudarek
je na nizko sklopljenih in lahko integrabilnih komponentah, brez potrebne
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konfiguracije. Vsi algoritmi oz. metode za njihovo uporabo so opisani v
obsežni dokumentaciji [38]. Pri naši rešitvi smo uporabljali verzijo 3.6.1 za
namene računanja različnih interpolacij in vektorskih podatkovnih struktur.
20 POGLAVJE 2. PREGLED PODROČJA
Poglavje 3
Opis algoritmov
V nadaljevanju bomo opisali uporabljena algoritma, s katerima smo reševali
problem manjkajočih točk v modelu oblaka točk. Oba algoritma sta neodvi-
sna drug od drugega in rešujeta vsak svoj problem - prvi je namenjen iskanju
lukenj in ustvarjanju novih točk v stenah stavb, drugi pa v gorskih površinah.
3.1 Algoritem dodajanja manjkajočih točk v
stenah stavb
V povezavi z iskanjem manjkajočih točk v stavbah, si pomagamo z vektorskim
zapisom stavb v obliki poligonov. Poligoni morajo biti zapisani v enakem ko-
ordinatnem sistemu kot model oblaka točk. Vsak poligon predstavlja stavbo
in je omejen s poljubnim številom stranic, katera ima vsaka svojo začetno in
končno točko - koordinato. Poligonom določimo minimalno vsebujočo škatlo
(angl. bounding box) in na njeni podlagi najmanǰsi in največji vrednosti ko-
ordinat x in y stavbe. Vsaki obliki določimo tudi oglǐsča (koordinati x in y).
Ta so zapisana v enakem vrstnemu redu, kot si sledijo povezave (stranice)
med njimi. Prvo in zadnje oglǐsče predstavlja isto koordinato, kar pomeni, da
gre za sklenjeno obliko (oblike ne morejo biti nesklenjene, saj vsaka stavba
predstavlja zaključeno celoto). V zanki iteriramo čez vsa oglǐsča in določamo
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pare oglǐsč, ki se med seboj povezujejo. Daljica med njima predstavlja steno.
Na vsaki daljici določimo koordinate točk, ki ležijo na njej in so med seboj
enakomerno oddaljene. Te določimo s pomočjo spodnje formule:





m = (x0, y0) +D · u. (3.3)
Najprej vzamemo koordinati prvega oglǐsča (x0, y0) in koordinati dru-
gega oglǐsča (x1, y1) ter izračunamo vektor med njima (3.1), ki ga normali-
ziramo (3.2). Normalizirani vektor nato pomnožimo s skalarjem D, ki pred-
stavlja poljubno razdaljo med novimi točkami. Če ga prǐstejemo prvi točki
(x0, y0) oz. enotskemu vektorju točke (3.3), dobimo koordinate nove točke m,
ki je od prve točke oddaljena natanko toliko, kot je vrednost skalarja D in
leži na daljici med (x0, y0) in (x1, y1). Točke določamo iterativno tako, da
po vsakem izračunu nove točke le-to shranimo, hkrati pa nastavimo vrednost
koordinat (x0, y0) tako, da postanejo enake koordinatam novo izračunani
točki. Tako postopno nastajajo nove točke na daljici, dokler niso koordinate
novo kreirane točke enake (x1, y1). Vsaki novi točki moramo določiti le še
koordinato z.
Za vsako novo točko stavbe poǐsčemo vse točke, ki se nahajajo v prej
določeni minimalni vsebujoči škatli in so od nove točke oddaljene za po-
ljubno določeno razdaljo okolice R. Izmed vseh točk okolice poǐsčemo tisto z
najnižjo in tisto z najvǐsjo koordinato z, ki predstavlja vǐsino stene. Najnižja
koordinata z v okolici bo najbližje določena točka tal, najvǐsja pa najbližje
določena točka strehe. Na odseku med njima se nahajajo točke, ki predsta-
vljajo steno. Shranimo si tudi najbližjo točko iz okolice. Nova točka, ki je
bila izračunana v preǰsnjem koraku in se nahaja nekje na daljici med dvema
oglǐsčema oblike, je namreč umetno pridobljena in nima dejanske povezave
z obstoječimi točkami v oblaku točk. Shranjeno najbližjo točko lahko upo-
rabimo tako, da pri kreaciji nove točke namesto umetnih koordinat x in y,
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uporabimo koordinate najbližje točke. Posledica je bolj naraven izgled.
Na podoben način, kot smo določili nove točke (koordinati x in y) med
dvema točkama na daljici, določimo še koordinato z. Iterativno povečujemo
vrednost koordinate, ki ima začetno vrednost enako najmanǰsi vǐsini, končno
pa največji. Inkrement je enak prej določeni poljubni razdalji med točkamiD.
Za vsako izračunano koordinato z, v kombinaciji prej izračunanih koordinat
x in y, ustvarimo novo 3D točko. Vse ustvarjene točke v tridimenzionalnem
prostoru predstavljajo končno rešitev - točke, ki zapolnjujejo luknje v stenah
stavb.
Poenostavljeno delovanje algoritma iskanja manjkajočih točk v stenah
stavb prikazuje algoritem 1.
3.2 Algoritem dodajanja manjkajočih točk v
gorskem površju
Postopek dodajanja manjkajočih točk v gorskem površju je bistveno bolj
kompleksen in težak kot v stenah stavb, saj si ne pomagamo z nobenimi
drugimi podatki, kot smo si v preǰsnjem poglavju pomagali z vektorskim
zapisom stavb, ampak je potrebno dodati točke le na podlagi obstoječih
podatkov oblaka točk, v takšni obliki kot so.
Algoritem temelji na osnovah algoritma [10] in je sestavljen iz petih ko-
rakov. Temeljni koncept rešitve je poenostavitev 3D modela točk tako, da se
naredi projekcija točk na ravnino, kjer je bistveno lažje dodajati manjkajoče
točke, kar se naredi v prvem koraku. Sledi drugi korak, v katerem poǐsčemo
zunanji rob točk, znotraj katerega se v tretjem koraku poǐsče luknje oz. manj-
kajoče točke. V četrtem koraku izračunamo koordinate manjkajočih točk, ki
jih v zadnjem koraku dodamo v obstoječ model točk. V nadaljevanju bo
vsak korak opisan podrobneje, dodan pa bo tudi opis optimizacije nekaterih
delov algoritma.
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Algorithm 1 ustvariTocke(seznamStavb)
1: for all stavbe in seznamStavb do
2: oglisca[]← stavbe.getOglisca()
3: for i← 0 to oglisca.length− 1 do
4: zacetnoOglisce← oglisca[i]
5: koncnoOglisce← oglisca[i + 1]
6: zidDolzina← koncnoOglisce− zacetnoOglisce
7: koordinateXY ← zacetnoOglisce
8: while koncnoOglisce− koordinateXY <= zidDolzina do
9: minZ ← Double.max(),maxZ ← Double.min()
10: for all tocka in oblakTock do
11: if tocka− koordinateXY Z < razdaljaOkoliceR then
12: if tocka.z > maxZ then
13: maxZ ← tocka.z
14: end if
15: if tocka.z < minZ then




20: trenutniZ ← minZ + razdaljaTockD
21: while trenutniZ < maxZ do
22: noviX ← koordinateXY.x
23: noviY ← koordinateXY.y
24: noviZ ← trenutniZ
25: zapisiNovoTocko(noviX, noviY, noviZ);
26: trenutniZ ← trenutniZ + razdaljaTockD
27: end while
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(a) 1. korak: Projekcija na ravnino (b) 2. korak: Iskanje zunanjega roba (bela
barva)
(c) 3. korak: Iskanje lukenj znotraj meje (d) 4. korak: Določanje 3D koordinat novih
točk
(e) 5. korak: Vključitev novih točk (črna barva)
v obstoječ model (bela barva)
Slika 3.1: Prikaz korakov izvajanja algoritma z vmesnimi rezultati.
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(a) Ptičja perspektiva (b) Žabja perspektiva
Slika 3.2: Primerjava enakega modela oblakov točk z dveh različnih per-
spektiv.
3.2.1 Projekcija točk na ravnino
Glede na to, da lahko naredimo projekcijo na ravnino pod različnimi koti, so
od tega odvisni tudi rezultati - če naredimo npr. projekcijo iz ptičje perspek-
tive, bo po vsej verjetnosti projekcija vsebovala zanemarljivo malo lukenj,
saj se iz enake perspektive s pomočjo letal zgenerirajo LiDAR podatki. V
nasprotnem primeru, če se naredi projekcijo pod pravim kotom oz. z žabje
perspektive, bo v večini primerov veliko praznega prostora in lukenj v modelu
(Slika 3.2). S tem razlogom se naredi projekcijo nad istimi točkami večkrat
in pod različnimi koti, rezultate vsake posamezne projekcije pa združi. Kote
projekcij določimo s pomočjo modela DMR in normal točk v njem. Pri is-
kanju normal si pomagamo z Delaunayevo triangulacijo, ki pretvori točke
modela DMR v trikotnike. Vsakemu trikotniku nato določimo normalo.
Projekcijo poenostavljeno naredimo tako, da koordinato z, ki predstavlja
vǐsino, zanemarimo pri vsaki točki. To pomeni, da se projekcija naredi vedno
na ravnino, ki jo določata koordinati x in y, v smeri vektorja enotskega
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vektorja ~z = [0, 0, 1]T . V praksi je to natanko tista projekcija, ki jo dobimo, če
gledamo na površino iz zraka oz. ptičje perspektive. Ker pa hočemo narediti
projekcijo v smeri izračunanih normal trikotnikov in ne v smeri enotskega
vektorja ~z, je potrebno nad točkami izvesti rotacijo tako, da se normala
~n in vektor ~z poravnata - točke se zarotirajo pod enakim kotom, kot pod
katerim sta vektor ~z in normala ~n. Rotacijo opravimo tako, da točke najprej
transliramo v sredǐsče koordinatnega sistema, jih tam zarotiramo s pomočjo
rotacijske matrike, nato pa transliramo nazaj.
Rotacijsko matriko izračunamo s pomočjo predelane Rodriguesove rota-
cijske formule [39], s katero lahko izračunamo rotacijo poljubnega vektorja a
okoli rotacijske osi k pod kotom θ. V primeru poravnave dveh vektorjev ~n in
~z, gre v bistvu za rotacijo vektorja ~n okoli rotacijske osi, ki leži med obema
vektorjema, tj. ~n+~z
2
pod kotom 180◦ oz. π. Osnovno Rodriguesovo formulo
za matrike lahko poenostavimo na
R = 2
(a+ b)(a+ b)T
(a+ b)T (a+ b)
− I,
kjer je vektor a enak vektorju ~z in vektor b enak normali ~n.
Vsaka normala predstavlja vektor, pod katerim kotom opravimo projek-
cijo. Ker je število izračunanih trikotnikov in posledično izračunanih normal
lahko ogromno (iz milijona točk dobimo lahko okoli dva milijona trikotnikov),
hkrati pa je veliko trikotnikov zelo podobne orientacije v prostoru, izločimo
tiste normale, katerih koti so si med seboj skoraj enaki. Prag, ki določa,
kakšno razliko med izračunanimi koti še dopuščamo oz. jih upoštevamo, je
lahko poljubna vrednost, ki je manǰsa od 90◦. S tem se izognemo računanju
skoraj enakih projekcij, ki dajo skoraj enake rezultate. Medsebojno enakost
normal določamo na podlagi njihovih sferičnih koordinat:
x = r sin θ cosφ
y = r sin θ sinφ
z = r cos θ.
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Za vsako normalo, ki jo upoštevamo pri izračunu shranimo kota azimut φ
in polarni kot θ. Glede na to, da so normale normalizirane, lahko razdaljo
r zanemarimo, saj je vedno enaka 1. Kot θ je enak arccos(z) in predstavlja
vzpon (angl. elevation), kot φ je enak arctan( y
x
) in predstavlja kot med pro-
jekcijo normale n na ravnino xy in osjo x. Shranjene kote nato upoštevamo,
ko se odločamo, katere normale bomo ohranili in katere zavrgli. Če sta
kota v katerikoli shranjeni normali bližje evalvirani normali, kot je dovoljena
meja, potem normalo odstranimo. V nasprotnem primeru jo upoštevamo
pri izračunu rotacijske matrike, seznam shranjenih kotov pa posodobimo z
novo normalo. Na transformiranih točkah nato naredimo projekcijo tako,
da zanemarimo koordinato z, ki predstavlja vǐsino. Tako dobimo 2D po-
lje točk, ki ga uporabljamo pri izvajanju naslednjih korakov, ki temeljijo na
algoritmih [8, 9, 10].
3.2.2 Iskanje zunanjega roba
V naslednjem koraku je potrebno poiskati zunanjo mejo točk. To pomeni, da
se določi množico točk, ki predstavljajo robne točke, znotraj katerih bomo
v nadaljevanju iskali luknje. Predpostavimo, da se zunaj zunanje meje ne
nahaja nobena točka. V praksi se izkaže, da to ni vedno res, saj z algoritmom
na nekaterih robnih primerih ne najdemo vedno vseh točk, npr. kadar se
točke v polju točk nahajajo povečini ob zgornjem in spodnjem ali pa desnem
in levem robu, vmes pa je velika praznina. Kljub temu, da nekateri robni
primeri na videz popačijo pravilne rezultate, se zaradi optimizacije, o kateri
bomo govorili v Poglavju 3.2.6, na koncu vedno upoštevajo vse točke.
Algoritem rasti razdalje (angl. Growth Distance Algorithm), ki je opisan
v [8] temelji na diskretni razporeditvi točk - vsaka točka ima lahko določljive
štiri (smer sever, jug, vzhod, zahod) oz. osem (preǰsnje smeri ter SZ, JZ, SV in
JV) sosede. Glede na to, da ima projekcija točke razporejeno neenakomerno,
je potrebno poiskati načine, kako vsaki točko enolično določiti vse sosede,
tako da ima vsaka točka v vsaki smeri največ enega soseda. Prav tako je
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zaželeno, da so sosednje točke določene vnaprej in da se jih znotraj ene
projekcije določa le enkrat, saj bo operacij za dostop do sosedov točke veliko
in nikakor ne pride v poštev, da bi za vsako točko vsakič znova preiskali
celoten seznam točk za potencialne sosede. S tem namenom bomo stanje
sosedov točk shranjevali v preprosto 2D tabelo boolean polj (angl. array),
kjer vrednost true predstavlja prisotnost točke, vrednost false pa predstavlja
prazen prostor oz. odsotnost točke. Koordinati x in y točke se ustrezno
pretvori v indeksa tabele. Velikost tabele oz. posamezne dimenzije se določi
na podlagi najmanǰse in največje vrednosti koordinate x za prvo dimenzijo
in koordinate y za drugo dimenzijo tabele ter na podlagi poljubne vrednosti
D, ki predstavlja razdaljo med novimi točkami, ki bodo ustvarjene na koncu
algoritma. Uporabi se enostavna formula:
velikostDimenzije = (max−min)/D) (3.4)
Primer določanja velikosti dimenzije tabele, ki predstavlja koordinato x: če
se koordinate x vseh točk nahajajo na abcisi nekje med vrednostjo 100 in 400,
potem to pomeni, da se mora točka, ki ima vrednost koordinate x enako 100
preslikati v polje z najmanǰsim indeksom 0; točka, ki ima vrednost koordinate
x enako 400 pa v polje z najvǐsjim indeksom - njegova vrednost je enaka
velikosti dimenzije manj 1. Če v formulo vstavimo obe vrednosti, poljubno
vrednost D pa si izberemo z velikostjo 1, izračunamo, da je dimenzija tabele
enaka 300. Z enakim postopkom določamo velikost obeh dimenzij tabele.
Koordinati x in y vsake točke se preslika v ustrezno vrednost indeksa
tabele. Vrednost se določi na podlagi koordinate točke, najmanǰse vrednosti
izmed vseh koordinat iste dimenzije in poljubne vrednosti D:
indeks = (koordinataTocke−minKoordinate)/D (3.5)
Ko inicializiramo tabelo ustrezne velikosti, se vsem točkam v 3D prostoru na
podlagi koordinat določi indeks. Tabela ima v preslikanih indeksih, ki pripa-
dajo vsaj eni točki, vrednost polj nastavljeno na true, kar pomeni, da se na
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teh mestih točke nahajajo, v nasprotnem primeru pa je vrednost polja false,
kar pomeni odsotnost točk. V primeru, da je na nekaterih mestih gostota
točk vǐsja oz. je veliko točk na podobnem mestu, se lahko zgodi, da se več
različnih točk preslika v enake indekse, kar pomeni, da se na enakem mestu
v tabeli v bistvu nahajajo različne točke - primer take projekcije prikazuje
Slika 3.3. Za potrebe projekcije in računanje manjkajočih točk nam preslikava
različnih točk v isti indeks ne predstavlja problema. Ta bo nastal kasneje, ko
bo potrebna pretvorba točk iz indeksov nazaj v dejanske koordinate, saj se
izgubijo podatki o vǐsini - tretji koordinati, ki smo jo za potrebe projekcije
ignorirali. S tem razlogom inicializiramo še eno pomožno tabelo, ki je enakih
dimenzij kot tabela točk, napolnjena ima polja na enakih indeksih, vendar
ne hrani podatka o prisotnosti točk, ampak vrednost vǐsine. V primeru, da
na indeksu točka ne obstaja (ima v tabeli točk vrednost false), je vrednost
vǐsine 0. Če se zgodi, da je na istem indeksu preslikanih več točk, hranimo
povprečje vseh vǐsin. Uporabo tabele vǐsin opisujemo v Poglavju 3.2.4.
Pred začetkom izvajanja algoritma izberemo začetno točko, ki predstavlja
začetek meje robnih točk. Začetna točka se nahaja v polju, ki je najbolj levo
spodaj - ima najmanǰsi indeks obeh dimenzij. Z izračunanimi vhodnimi
podatki - tabela točk in začetna točka - izvedemo predelan Algoritem 2, ki
temelji na algoritmu opisanemu v [8]. Spremenljivke so poimenovane enako
kot v viru.
Algoritem v neskončni zanki ǐsče indekse robnih točk. Za vsako točko v
zanki se poǐsče vse sosede oz. indekse vseh sosednjih polj. V primeru, da
se točka nahaja na robu tabele (ima vrednost indeksa enako 0 ali pa enako
velikosti dimenzije), se polja izven tabele ignorirajo. Sosednja polja so tista,
ki se nahajajo za spremenljivo razdaljo stran od trenutne točke. Razdalja se
v vsaki iteraciji poveča, začetna vrednost pa je 1. Upoštevajo se sosedje v
vseh osmih smereh - S, J, V, Z, SZ, JZ, SV in JV. Ker je razdalja na začetku
enaka 1, se v prvi iteraciji ǐsče vseh osem najbližjih sosedov. Če se izkaže, da
noben izmed sosedov ne vsebuje naslednje mejne točke, se meja poveča in v
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Slika 3.3: Preslikava izvirnih točk (bela barva) v diskretno porazdeljeno
tabelo točk (črna barva).
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Algorithm 2 Psevdokoda predelanega algoritma GrowthDistance(field, p)
1: stop← false; result← emptyF ield; p← pF irst
2: while !stop do
3: find← stop; i← 1;
4: while !find do
5: RN ← getRNField(p, pPrev)
6: for all q in RN do
7: if field[q.x][q.y] then
8: pPrev ← p; pNext← q;
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naslednjem koraku se upošteva vse sosede, ki so oddaljeni za 2 enoti. Število
vseh sosedov (če se točka ne nahaja na robu tabele) je osemkratnik enote
oddaljenosti. Vsa sosednja polja oz. njihove indekse razvrstimo v seznam
tako, da je prvo polje tisto, ki leži na poltraku med točko p in preǰsnjo točko
pPrev, ostala polja so razvrščena tako, kot si sledijo v smeri urinega kazalca.
Zaporedoma pregledujemo polja sosedov, če se na njihovem mestu nahaja
točka (vrednost true) ali pa je mesto prazno (vrednost false). V primeru,
da se na mestu polja nahaja točka, jo označimo kot robno točko. Če je robna
točka enaka začetni točki se zanka ustavi, kar pomeni, da je krog robnih točk
sklenjen, v nasprotnem primeru pa se ponovijo zgornji koraki z upoštevanjem
nove robne točke. Rezultat določanja robnih točk prikazuje Slika 3.4.
3.2.3 Iskanje notranjih lukenj
Iskanje lukenj znotraj zunanje meje temelji na algoritmu, opisanemu v [9].
Avtorji uporabijo preprost algoritem za iskanje robnih točk luknje, ostale
točke v tem koraku zanemarijo. Naš algoritem smo razširili, da se že v tem
koraku, za vsak indeks znotraj robnih točk, natančno določi kam (v kateri
indeks) se bodo dodale nove točke. Intuitivno sklepamo, da so to vsa polja,
ki se nahajajo znotraj zunanjega roba in so hkrati prazna - v taka polja se
bodo v naslednjem koraku dodale točke. S tem razlogom je potrebno najprej
poiskati indekse takih polj. Prazna polja so seveda tista, ki imajo vrednost
nastavljeno na false. Izziv je poiskati tista polja, ki se nahajajo znotraj
robnih točk.
Rešitev je navidez enostavna - vsaka točka, ki je z vseh štirih smeri (S,
J, V in Z) obdana z robnimi točkami (ne glede na oddaljenost), se nahaja
v notranjosti robnih točk. Ta predpostavka ne drži vedno. Za vsako točko
jo lahko preverimo tako, da se v vseh štirih smereh postopoma pomikamo
od polja proti robu tabele (povečujemo oz. zmanǰsujemo indeks) in sproti
preverjamo ali smo naleteli na robno točko ali konec tabele (indeks manǰsi
od 0 ali večji od velikosti dimenzije). Če v katerikoli smeri naletimo na
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Slika 3.4: Na podlagi obstoječih točk (bela barva) se določi zunanja meja
(črna barva).
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Slika 3.5: Črne točke predstavljajo mejo, rdeče točke predstavljajo obstoječe
točke, bele točke so izračunana prazna polja znotraj meje. Algoritem napačno
nastavi, da nekatera polja spadajo znotraj meje, saj so z vseh štirih strani
obdana z mejnimi točkami. Modra črta označuje, kje se meja konča.
konec tabele, pomeni, da se točka ne nahaja znotraj roba, v nasprotnem
primeru pomeni, da se. Tak način sicer deluje le v primeru, da je sklenjeno
območje, ki ga omejujejo robne točke konveksno, v nasprotnem primeru,
prihaja do napake pri izračunu - točke, ki so izračunane kot notranje, se v
resnici nahajajo zunaj robnih točk. Tak primer prikazuje Slika 3.5.
Napako odpravimo tako, da v pogoj izračuna vključimo še obstoječe
točke. V primeru, da se v trenutnem pasu znotraj ene dimenzije med dvema
robnima točkama nahaja vsaj ena že obstoječa točka, pomeni, da se pas za-
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gotovo nahaja znotraj meje točk (spomnimo se, da se vse obstoječe točke
nahajajo znotraj meje). Vsa polja znotraj pasu, predstavljajo torej točke,
bodisi obstoječe točke, bodisi točke, ki jih bomo dodali v naslednjem ko-
raku. V primeru, da se znotraj pasu med dvema robnima točkama ne nahaja
nobena obstoječa točka, pomeni, da je pas zunaj meje in vsa polja v pasu
predstavljajo prazne prostore. Zaradi bolj natančnih rezultatov se preve-
rijo pasovi po obeh dimenzijah (od spodaj navzgor in od leve proti desni).
Indekse vseh polj znotraj meje, ki predstavljajo nove točke si zabeležimo in
jih uporabimo pri naslednjem koraku.
3.2.4 Računanje koordinat lukenj z interpolacijo
V naslednjem koraku je potrebno na podlagi polj tabele, ki predstavljajo
nove točke, dodati točke v 3D model. Najprej pretvorimo vrednost indeksa v
dejansko koordinato. Indeks prve dimenzije predstavlja koordinato x, indeks
druge pa koordinato y. Pretvorbo naredimo na podoben, ampak obraten
način, kot smo naredili v formuli (3.5). Formula za pretvorbo indeksa v
koordinato je:
koordinataTocke = (indeks · razdaljaTockD) +minTocke (3.6)
S pomočjo formule (3.6) izračunamo koordinati x in y nove točke. Ko-
ordinato z izračunamo s pomočjo interpolacije vǐsin obstoječih točk, ki se
hranijo v tabeli vǐsin (omenjena v Poglavju 3.2.2). Interpolacijo v algoritmu










Najpreprosteǰsi način izračuna vǐsine je z uporabo najbližjega soseda. V
tabeli vǐsin se po obeh dimenzijah poǐsče najbližje polje novi točki, kjer je
vrednost polja vǐsja od 0 (v nasprotnem primeru pomeni, da v polju ni nobene
točke). Če je večje število polj enako oddaljenih od nove točke, vzamemo
tistega z najbolj nizko ležečo točko po osi y (ima najmanǰsi indeks druge
dimenzije), kjer imajo točke z manǰso koordinato x (manǰsim indeksom prve
dimenzije) prednost. Ker je iskanje najbližjih sosedov lahko počasno, prav
tako pa se v primeru velikih lukenj (veliko praznih polj) zgodi, da je najbližji
sosed precej oddaljen, naredimo manǰso optimizacijo in izračunano vrednost
vsake nove točke shranimo v tabelo vrednosti vǐsin - tam, kjer je bila torej
vrednost vǐsine enaka 0, bo zapisana nova vrednost. Za vsako izračunano
vrednost vǐsine se tabela torej posodablja, posledično bodo izračuni vsake
naslednje točke potencialno vedno hitreǰsi, saj bo tekom računanja dodanih
vedno več točk, sosedje bodo torej med seboj vedno bližje. Rezultat izračuna
prikazuje Slika 3.6. V primeru, da je gostota manjkajočih točk na nekem
območju večja, bodo posledično ob kreaciji novih točk na tem območju le-
te dobile podatek o vǐsini na podlagi iste točke - istega soseda. To je še
bolj očitno takrat, ko je najbližji sosed novo izračunana točka (tista, katere
vǐsino smo vstavili v tabelo vǐsin ob kreaciji) in ne tista iz vhodnih podatkov.
Posledica tega je vidna na Sliki 3.6d, kjer so določeni predeli prikazani kot
ravne ploskve. Do tega pride tudi v primeru, ko so točke obdane z različnimi
sosedi, saj se vedno gleda spodnji levi sosed, torej ostali ne pridejo do izraza.
Manǰsa optimizacija se lahko naredi tako, da se ne upošteva vedno spodnjega
levega soseda, ampak se upošteva naključnega. Primer take optimizacije
prikazuje Slika 3.7.
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(a) Izvirna slika, kjer je smer kamere enaka
smeri vektorja projekcije (vektor [-1, 0, 1])
(b) Zasuk izvirne slike za 45◦ okoli osi x
(c) Zasuk izvirne slike za 90◦ okoli osi x (d) Zasuk izvirne slike za 45◦ okoli osi x,
dodane točke dvanajstih projekcij
Slika 3.6: Vstavljanje novih točk (bela barva) v izvirne (rdeča barva) z
interpolacijo najbližjega soseda. Če je pogled iz iste smeri, kot je projekcija,
se točke navidez dodajo na pravilno mesto (Slika 3.6a). V primeru zasuka
slike je razvidno, da so točke vstavljene v ravni liniji, saj prevzamejo vǐsino
od iste točke (Slika 3.6b in Slika 3.6c).
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(a) Izvirna slika, kjer je smer kamere enaka smeri vektorja projekcije. Označeni
del prikazuje, kateri del točk se izračuna drugače, če uporabimo naključnega
soseda.
(b) Rotacija izvirne slike. Interpolacija z
najbližjim sosedom.
(c) Rotacija izvirne slike. Interpolacija z
najbližjim naključnim sosedom.
Slika 3.7: Razlika med interpolacijo najnižjega levega soseda in naključnega
najbližjega soseda. S perspektive na Sliki 3.7a navidez ni nobene razlike. Če
sliko zarotiramo, se vidi, da je nekaj točk drugače izračunanih. Na Sliki 3.7b
se uporabi vedno najbolj levo spodnjo točko za soseda. Na Sliki 3.7c se
uporabi naključnega soseda. Posledično se nekatere točke (označene s črno
barvo) izračunajo bližje dejanski površini (označene z rdečo barvo) in luknja
je manǰsa.
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Splošno povprečje
Nadgradnja preǰsnje metode izračuna je taka, da ne upoštevamo le enega
soseda, ampak širšo okolico. Pri izračunih lahko nastavimo na velikost okolice
na najbližje štiri sosede v smeri S, J, V in Z; najbližjih osem sosedov, ki poleg
preǰsnjih štirih sosedov doda še štiri iz vsakega kota; 24 najbližjih sosedov,
ki jih izračunamo tako, da upoštevamo sosednja polja v vseh štirih smereh
in vseh štirih kotih z oddaljenostjo za dve enoti - vsi indeksi polj, ki se od
indeksa nove točke razlikujejo za največ dve enoti. Indeksov, ki so oddaljeni
za eno enoto je 8, tistih, ki so oddaljeni za dve enoti pa je 16 - skupaj torej
24. Lahko bi nadaljevali s povečevanjem enote oddaljenosti do poljubnega
nivoja, kjer se število sosedov veča po formuli:
stSosedov(nivo) = (8 · nivo) + stSosedov(nivo− 1) (3.7)
Vsem točkam, ki jih upoštevamo nato določimo povprečje. Če katerikoli
izmed sosedov ne vsebuje točke (vǐsina je enaka 0), se jih ne upošteva v
povprečju. Rezultati povprečenja so vidni na Sliki 3.8.
Linearna interpolacija
Najprej se naredi interpolacija po osi x, nato po osi y. Rezultate obeh in-
terpolacij se nato povpreči, tako da dobimo ustrezno vǐsino, ki je prikazana
na Sliki 3.9. Kot smo omenili v Poglavju 3.2.2 se lahko zgodi, da se ne-
katere točke pojavijo zunaj meje. Take točke niso z vseh strani obdane z
mejo, zato ni zagotovil, da imajo vedno vsaj enega soseda. V takem primeru
bi za izračun ustrezne vrednosti lahko uporabili ekstrapolacijo in izračunali
vrednost soseda, ampak v tem primeru, gre v bistvu za točko, ki se sploh
ne bi smela upoštevati ob končnem dodajanju točk. To izkoristimo in jo ob
tej priložnosti (ko nima ustreznega števila sosedov) odstranimo iz tabele točk
(vrednost polja nastavimo na false) in tabele vǐsin (vrednost polja nastavimo
na 0).
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(a) Povprečje vǐsin štirih sosedov (b) Zasuk izvirne slike za 45◦ okoli osi x
(c) Povprečje vǐsin osmih sosedov (d) Zasuk izvirne slike za 45◦ okoli osi x
(e) Povprečje vǐsin štiriindvajsetih sosedov (f) Zasuk izvirne slike za 45◦ okoli osi x
Slika 3.8: Vstavljanje novih točk (bela barva) v izvirne (rdeča barva) na
podlagi povprečja sosedov. Vizualna razlika med rezultati, glede na število
sosedov, je zelo subtilna, v nekaterih primerih pa je celo ni (kadar vsi sosedje
ležijo v isti ravnini). Glavna razlika je v temu, da so točke pri večih sosedih
bolj razpršene in pokrivajo večji del luknje.
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(a) Linearna interpolacija (b) Zasuk slike za 45◦ okoli osi x
Slika 3.9: Vstavljanje novih točk (bela barva) v izvirne (rdeča barva) na
podlagi povprečja linearnih interpolacij po obeh dimenzijah. Točke so ena-
komerno povezane med seboj, prav tako zapolnijo luknjo po celotni površini.
Kvadratna interpolacija
Pri kvadratni interpolaciji potrebujemo vsaj tri točke. Po obeh dimenzijah si
izberemo štiri najbližje sosede (dva na vsaki strani točke). V primeru, da ima
točka natanko enega soseda na eni strani in dva na drugi, pomeni da imamo
zadostno število točk. Če točka na eni strani nima nobenega soseda, pomeni,
da se nahaja zunaj roba in jo, tako kot pri linearni interpolaciji, odstranimo.
Če pa se zgodi, da ima na obeh straneh po dva soseda je potrebno enega
odstraniti. V vsakem primeru ohranimo na vsaki strani po eno najbližjo
točko, odstraniti je potrebno bodisi najbolj oddaljeno točko, bodisi najbolj
oddaljeno z druge strani. Primera ene in druge izbire prikazuje Slika 3.10.
Izbrane tri vrednosti po vsaki dimenziji se nato interpolirajo s pomočjo
Enačbe 2.2. Iz obeh izračunanih vrednostih po obeh dimenzijah se izračuna
povprečje, ki predstavlja vǐsino.
Kubična interpolacija
Po enakem postopku kot pri kvadratni interpolaciji poǐsčemo štiri najbližje
sosede. Glede na to, da so za kubično interpolacijo potrebne natanko štiri
3.2. ALGORITEM DODAJANJA MANJKAJOČIH TOČK V GORSKEM
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(a) Kvadratna interpolacija (b) Zasuk slike za 45◦ okoli osi x
(c) Kvadratna interpolacija - tretja točka
interpolacije je najbližji sosed z oddaljeno-
stjo dveh enot
(d) Zasuk slike za 45◦ okoli osi x
Slika 3.10: Vstavljanje novih točk (bela barva) v izvirne (rdeča barva) na
podlagi povprečja kvadratnih interpolacij po obeh dimenzijah. Prehodi med
točkami so bolj mehki in naravni. Če se kot tretjega soseda upošteva drugega
najbližjega soseda (Sliki 3.10a in 3.10b), so točke sicer bolj toge, vendar se
bolj pravilno prilegajo površini in manj odstopajo. Če je tretji sosed najbližja
točka (Sliki 3.10c in 3.10d), potem so točke razporejene bolj neenakomerno
in posledično pride lahko do odstopanj od dejanske površine.
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vrednosti, ne smemo odstraniti nobenega soseda - kvečjemu ga bo potrebno
dodati. To bo v primeru, da ima točka na eni strani le enega soseda (robno
točko). Novo točko bi lahko dodali kar tako, da bi podvojili najbližjo točko na
robu, vendar raje uporabimo preprosto linearno ekstrapolacijo. Uporabimo
osnovno Enačbo 2.1, kjer pa x0 za razliko od običajne interpolacije ni med
x1 < x0 < x2, ampak je x0 < x1 < x2, če ekstrapoliramo dodatnega levega
soseda oz. x1 < x2 < x0, če ekstrapoliramo desnega. Če ǐsčemo najbolj levo
točko, si vrednost x0 izberemo tako, da se od x1 razlikuje natanko toliko, kot
se x1 razlikuje od x2 - torej je vrednost x1 natanko na polovici med x0 in
x2 [40]. Vrednost x0 lahko zapǐsemo torej kot x0 = x1 − (x2 − x1). Če to
vstavimo v enačbo dobimo:
y(x0) = y1 + (y2 − y1)
x1 − (x2 − x1)− x1
x2 − x1
= y1 + (y2 − y1)
−(x2 − x1)
x2 − x1
= y1 + (y2 − y1) · (−1)
= 2y1 − y2.
Po podobnem postopku poǐsčemo vrednost najbolj desne točke, ki je 2y2−y1.
Vrednost interpolacije je polinom stopnje 3 (Poglavje 2.4.4). Da si poeno-
stavimo računanje, nastavimo vrednosti štirih točk x0, x1, x2 in x3 na −1, 0,
1 in 2, ter vrednosti vstavimo v polinom. Tako dobimo sistem štirih enačb:
y0 = a0 − a1 + a2 − a3
y1 = a0
y2 = a0 + a1 + a2 + a3
y3 = a0 + 2a1 + 4a2 + 8a3,
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(a) Kubična interpolacija (b) Zasuk slike za 45◦ okoli osi x
Slika 3.11: Vstavljanje novih točk (bela barva) v izvirne (rdeča barva)
na podlagi povprečja kubičnih interpolacij po obeh dimenzijah. Prehodi so
mehki po celotni površini, luknje se zapolnijo v celoti.
































Zagotoviti je potrebno, da je indeks x ∈ [0, 1], zato ga normaliziramo s





V koeficiente enačbe 3.8 vstavimo vrednosti y1, y2, y3 in y4, ki so vǐsine
shranjene v vseh štirih sosedih. Interpolacijo se naredi po obeh dimenzijah,
rezultat pa je povprečje obeh vrednosti. Rezultate prikazuje Slika 3.11.
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Interpolacija z uporabo zlepkov
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Slednji koeficienti pripomorejo k bolj gladkemu prehodu krivulje med točkami,
saj uporablja naklon med preǰsnjo in naslednjo točko kot odvod trenutne
točke. Rezultat so zlepki Catmull-Rom [42]. Rezultati so zelo podobni
kubični interpolaciji, zato so razlike rezultatov ob majhni povečavi točk sko-
raj neopazne. Primerjava rezultatov običajne kubične interpolacije in zlepkov
Catmull–Rom je vidna na Sliki 3.12.
3.2.5 Dodajanje novih točk
V zadnjem koraku algoritma je potrebno le še ustrezno dodati nove točke.
Koordinate x in y (ki sta bili izračunani na podlagi preslikave indeksov tabele
točk) ter z (ki je bila izračunana s pomočjo interpolacije vǐsin) ne predsta-
vljajo končnih koordinat rešitve. Točke so bile zaradi potrebe projekcije
zarotirane (Poglavje 3.2.1), zato jih je potrebno zarotirati nazaj v osnovni
koordinatni sistem. Rotacijski matriki, ki smo jo izračunali s pomočjo Rodri-
guesove formule, izračunamo inverzo matriko, to pa uporabimo za transfor-
macijo nazaj v osnovni koordinatni sistem. Podobno kot v prvotni rotaciji,
naredimo najprej translacijo v koordinatno izhodǐsče, tam naredimo rotacijo
z inverzno matriko, nato pa točke transliramo nazaj. Transformirane točke
nato dodamo na skupen seznam novih točk, kjer za vsak kot rotacije do-
bimo nove rezultate. Končen rezultat je torej skupek vseh novih točk z vseh
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POVRŠJU 47
Slika 3.12: Primerjava dodanih točk pri uporabi kubične interpolacije (črna
barva) in interpolacije zlepkov Catmull–Rom (bela barva). Bele točke so
povezane v bolj konveksne krivulje, črne pa v bolj enakomerne oz. manj
prilegajoče.
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opravljenih rotacij.
3.2.6 Optimizacija
Pri vsaki narejeni projekciji se točke ne glede na (zarotirano) koordinato z
poenotijo - med sabo se ločijo le na podlagi koordinat x in y (indeksov tabele
točk). Lahko se torej zgodi, da se v projekciji nekatere točke smatrajo kot
sosede oz. celo iste točke, čeprav so v 3D svetu lahko precej narazen - razlika
je le v zanemarjeni koordinati z (Slika 3.13). Posledično lahko pride do dveh
težav:
1. Na mestih, kjer bi algoritem moral zaznati prazna mesta (vrednost
polja false v tabeli točk), se nahajajo točke. Do tega pride, kadar se
točke z različno koordinato z pojavijo na enakih koordinatah x in y, kar
v projekciji pomeni iste točke. Če je torej na mestu z manǰso vrednostjo
koordinate z prazen prostor, na enakem mestu (glede na koordinati x
in y) pa je točka z večjo vrednostjo koordinate z, potem se algoritem
izvaja, kot da se na dejanskem praznem mestu nahaja točka in luknja
ne bo zakrpana. Na primeru Slike 3.13c je to na vseh mestih, kjer
se izmenično nahajajo črne in bele točke, prazni prostori pa se bodo
izračunali le tam, kjer je siva barva (ozadje oz. luknja).
2. Koordinata z se na podlagi interpolacije sosedov pomotoma izračuna
znotraj ali zunaj površja (vmes med različnimi gorskimi stenami) in
ne na samem površju. Do tega pride, kadar se pri interpolaciji točk
upoštevajo tiste, ki imajo popolnoma drugačno vrednost koordinate z,
ampak se na projekciji vseeno smatrajo kot sosedje. Z interpolacijo se
torej izračuna vrednost nekje med enim in drugim sosedom, koordinata
z se bo torej nahajala nekje vmes. Če se soseda z različno koordinato
z nahajata v različnih stenah gorskega vrha, se bo nova točka nahajala
v notranjosti gore. Če pa se nahajata znotraj različnih sten kotline, bo
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POVRŠJU 49
(a) Pogled iz zraka (b) Pogled od strani
(c) Pogled projekcije
Slika 3.13: Prikaz točk z različnih kotov. Polovica točk je obarvana črno,
polovica belo. Pri pogledu projekcije je vidno prekrivanje sprednjih (črna
barva) in zadnjih (bela barva) točk, ki imajo podobno koordinate x in y ter
zelo drugačno koordinato z.
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točka dobila pozicijo nekje v zraku med njima. Točke, ki se nahajajo v
notranjosti površja prikazuje Slika 3.15a.
Rešitev naredimo tako, da razdelimo točke 3D modela v segmente, znotraj
katerih so točke s podobnimi (zarotiranimi) koordinatami z. V zanki nad
segmentom izvajamo vse korake dodajanja točk od rotacije dalje, kjer v vsaki
iteraciji velikost segmenta povečujemo in dodajamo nove točke.
V vsaki naslednji iteraciji segment vsebuje vse točke iz predhodne ite-
racije, nove izračunane točke, hkrati pa se dodajo vse točke, ki še niso bile
obdelane in ustrezajo novi omejitvi segmenta. Segment je omejen z maksi-
malno vrednostjo koordinate z, ki je določena kot večkratnik velikosti prvega
segmenta. V prvi iteraciji bo maksimalna vrednost koordinate z torej enaka
velikosti segmenta, v drugi iteraciji bo ta vrednost dvakrat večja, v tretji
trikrat itd. Velikost segmenta se izračuna z enačbo:
velikostSegmenta = (absolutniMaxZ − absolutniMinZ)/stSegmentov,
(3.10)
kjer je število segmentov poljubno določena vrednost. Zaradi dodajanja vseh
novih točk v segment se prepreči, da se nove točke dodaja večkrat na isto
mesto - če je bila točka že dodana v preǰsnji iteraciji, se bo v naslednji
smatrala kot že dodana oz. bo potencialno prosto polje zasedeno (Slika 3.14).
S tem torej rešimo oba problema:
1. Ker v posameznem segmentu ni točk z veliko medsebojno razliko v
koordinati z, ki bi se prekrivale, se točke projekcije ne nahajajo ena
pred drugo, ampak imajo za sabo le prazen prostor. V okviru vsake
iteracije se tako na mesta praznih prostorov ustrezno dodajajo nove
točke, kar v naslednji iteraciji ne bo več potrebno.
2. S pravilno delitvijo točk na segmente, se v začetnih iteracijah v se-
gmentu ne pojavijo točke, ki bi se prekrivale oz. zavzemale podobne
koordinate x in y, z različno koordinato z. Posledično se prazni prostori
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(a) Koordinata z se povečuje od spodaj
navzgor
(b) Koordinata z se povečuje od spredaj
nazaj
Slika 3.14: Razdelitev 3D modela na pet segmentov glede na vrednost
koordinate z. V vsakem koraku se v točke za obdelavo doda nov segment
točk.
ustrezno zaznajo in zapolnijo z novimi točkami. V naslednjih iteraci-
jah, ko segment že vključuje točke, ki se prekrivajo, se bodo te tako
ali tako prekrivale v celoti z novo ustvarjenimi točkami, torej praznih
prostorov sploh ne bo zaznanih in točke se ne dodajo na neustrezna
mesta. Interpolacija se tako računa le med sosedi, ki imajo podobno
koordinato z in različne koordinate x in y - nahajajo se na približno
isti ravnini površine.
Poljubno določena vrednost števila segmentov bistveno vpliva na rezultat.
Če je število premajhno, pomeni, da je lahko v segment zajeto preveliko
število točk s preveč različnimi koordinatami z in zgornjih dveh problemov
ne rešimo. Če pa je število segmentov preveliko, lahko bistveno povečamo
čas izvajanja, hkrati pa se lahko v segment zajame premalo število točk in
so rezultati interpolacij napačni oz. netočni, s tem je tudi izračun vǐsine
napačen. Bolj kot je teren razgiban, večje število segmentov je potrebnih,
da se vzponi in spusti gora in dolin razdelijo na več delov. Če je teren manj
razgiban oz. ravninski je potrebnih manj segmentov. Zadovoljivi rezultati
nastanejo pri številu segmentov nekje med 10 in 15. Prednosti in slabosti
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izbora različnega števila segmentov prikazuje Slika 3.15.
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(a) Prerez gore. Število segmentov je 3. (b) Prerez gore. Število segmentov je 30.
(c) Površina gore. Število segmentov je 3. (d) Površina gore. Število segmentov je 30.
Slika 3.15: Primerjava rezultatov glede na različno število segmentov. Pre-
majhno število segmentov povzroči dodajanje novih točk (bela barva) znotraj
površja (Slika 3.15a), preveliko število povzroči netočno interpolacijo in ne-
natančne rezultate na površju (Slika 3.15d).
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Poglavje 4
Implementacija
V nadaljevanju bomo opisali program, s katerim smo implementirali algo-
ritma, opisana v preǰsnjem poglavju. Program je napisan v programskem
jeziku Java, hkrati pa uporabljamo pomožne knjižnice, ki smo jih napisali v
jeziku C++. V večji meri je program razdeljen na dva grobo ločena in neod-
visna dela, kjer se v prvem izdelajo manjkajoče točke sten zgradb, v drugem
pa zemeljskega površja. Program izvede oba dela enega za drugim in vrne
rešitev v povezano izhodno datoteko. Najprej bomo opisali vhodne podatke
in splošne lastnosti programa, ki delujejo na enak način pri obeh delih, nato
pa bomo v ločenih poglavjih opisali implementacijo algoritma za vsak del
posebej. Na koncu opǐsemo zapisovanje v izhodno datoteko. V primerih, ko
postopki rešitev niso eksplicitno podani, se predpostavi, da implementacije
nismo naredili sami, ampak je rešitev narejena z uporabo zunanjih program-
skih knjižnic.
4.1 Vhodni podatki
Program se izvaja preko ukazne vrstice, kjer lahko specificiramo številne
vhodne parametre, ki so prikazani v Tabeli 4.1. Opisane bodo splošne la-
stnosti in način uporabe parametrov. Bolj natančen opis uporabe in vpliv
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Tabela 4.1: Vhodni parametri ukazne vrstice
Parameter Privzeta vrednost Tip Kategorija
−in / pot datoteke LAZ ali LAS splošno
−dll / pot datoteke DLL splošno
−out out.laz pot datoteke LAZ ali LAS splošno
−density 0.6 decimalno število splošno
−buildings true true/false stavbe
−mountains true true/false površje
−shp BU STAVBE P.shp pot datotek shapefile stavbe
−las2las las2las.exe pot datoteke las2las.exe stavbe
−temp file temp.laz pot datoteke LAZ stavbe
−radius 0.8 decimalno število stavbe
−natural false true/false stavbe
−dmr <in>.asc pot datoteke površje
−classifications 0 1 2 3 4 5 6 7 8 seznam števil [0-8] površje
−angle similarity 30 kot v stopinjah (0-180) površje
−segments 15 celo število površje
−interpolation SPLINE tip interpolacije1 površje
vrednosti nastavljenih parametrov na rezultate sledi v naslednjih poglavjih.
Večina parametrov ima nastavljene privzete vrednosti, zato jih ni potreb-
no eksplicitno specificirati; izjemi sta obvezna parametra in in dll. S prvim
podamo lokacijo tiste vhodne datoteke LAZ, kateri hočemo poiskati manj-
kajoče točke; z drugim podamo lokacijo datoteke DLL, ki jo uporabimo za
branje vhodne in pisanje izhodne datoteke točk. Vhodne datoteke LAZ, ki jih
uporabljamo za razvoj rešitve, so bile pridobljene na spletni strani Agencije
RS za okolje (ARSO) [43]. Na spletni strani je mogoče prenesti LiDAR po-
datke za območje celotne Slovenije. Podatki so razdeljeni v kvadratne mreže
velikosti 1 km2. Za prenos so na voljo trije tipi točk:
1možni tipi so: NEAREST N, NEAREST N RANDOM, AVERAGE 4N, AVE-
RAGE 8N, AVERAGE 24N, LINEAR, QUADRATIC, QUADRATIC NEAREST, CU-
BIC in SPLINE. Bolj podrobna razlaga sledi v nadaljevanju.
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(a) Model GKOT - vsaka barva predstavlja
določeno klasifikacijo
(b) Model DMR
Slika 4.1: Vizualizacija datotek LAZ (Slika 4.1a) in ASCII (Slika 4.1b) v
takšni obliki, kot jih ponuja ARSO.
1. GKOT - georeferenciran in klasificiran oblak točk. V njem so točke
klasificirane na tla, stavbe in tri različne tipe vegetacije (nizka, srednja
in visoka).
2. OTR - georeferenciran oblak točk reliefa, kjer so shranjene samo točke,
ki so bile klasificirane kot tla, vse ostale točke so pobrisane.
3. DMR - digitalni model reliefa je interpolacija reliefa na osnovi točk
OTR, ki je zapisana v pravilno mrežo 1 m × 1 m.
Tako GKOT kot OTR je mogoče dobiti v stisnjenih oblikah LAZ (verzije 1.3)
in zLAS, kjer je v našem programu podprta le prva. Model DMR je zapisan v
formatu ASCII, kjer so v vsaki vrstici zapisane koordinate x, y in z, ločene s
podpičjem. Število točk je natančno milijon. Datoteko slednjega uporabimo
v povezavi s parametrom dmr, model GKOT pa uporabimo v povezavi s
parametrom in. Primer datotek LAZ (modela GKOT) in ASCII (modela
DMR) prikazuje Slika 4.1. Vsaka točka v datoteki LAZ ima določeno svojo
klasifikacijo [44]. Možne klasifikacije so prikazane v Tabeli 4.2. Branje in
pisanje točk naredimo s prilagojeno programsko knjižnico LASlib.
S parametrom out podamo pot in ime izhodne datoteke, ki ima lahko
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Tabela 4.2: Klasifikacije datoteke LAZ
Klasificirane vrednosti Pomen
0 ustvarjena, vendar nikoli klasificirana točka
1 neklasificirana točka
2 tla (angl. ground)
3 nizka vegetacija, do 1 m
4 srednja vegetacija, od 1 m do 3 m
5 visoka vegetacija, nad 3 m
6 zgradbe
7 nizka točka (šum)
8 neopredeljena točka
končnico .las ali .laz. Parametra in in out sta v bistvu direktna preslikava
istoimenskih parametrov, kot se uporabljata v orodjih LAStools.
Parameter density določa kako blizu si bodo nove točke. Decimalno
število predstavlja razdaljo med dvema točkama (razdalja med vsemi novimi
točkami je enaka) v enotah koordinatnega sistema točk. Do sedaj opisani
parametri so splošni in vplivajo na delovanje programa ne glede na to, ali gre
za dodajanje manjkajočih točk v stene stavb ali gorskih površin.
Sledi opis parametrov, ki vplivajo le na algoritme povezane z iskanjem
manjkajočih točk stavb. S parametrom buildings lahko nadziramo izvajan-
je algoritma. Če nastavimo parameter na false, se iskanje točk stavb ne
bo izvedlo - namenjen je pohitritvi programa, v primeru, da želimo iskanje
manjkajočih točk stavb preskočiti.
Parameter shp uporabimo za nastavitev lokacije datotek shapefile. Na isti
lokaciji se morajo nahajati vse datoteke, ki tvorijo celoten shapefile (.shp,
.cpg, .dbf, .prj, .qix, .sbn, .sbx, .shx). Datoteke morajo biti poimenovane
enako, le da imajo različno končnico. Brez vseh izvornih datotek shapefile
se knjižnica GeoTools ne more pravilno izvesti in program ne deluje pra-
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Slika 4.2: Vizualizacija stavb datotek shapefile v takšni obliki, kot jih po-
nuja portal e-Prostor.
vilno. Vhodne datoteke shapefile, ki se uporabljajo pri delovanju programa,
so dostopne na spletni strani e-Geodetski podatki portala e-Prostor Geo-
detske uprave RS [45]. Portal ponuja raznolike geodetske podatke, kot so
npr. državni topografski model (DTM), digitalni model vǐsin (DMV), ze-
mljǐski kataster, kataster stavb itd. Zbirka topografskih podatkov DTM
vsebuje grafične in atributne topografske podatke o objektih, ki ustrezajo
natančnosti merila 1 : 5000. Podatki pokrivajo 85 % ozemlja Slovenije in
vključujejo območja večine naselij. Nastajajo od leta 2002 naprej in se sproti
dopolnjujejo ter osvežujejo. Mogoče je dobiti podatke o stavbah, prome-
tnih omrežjih, komunalnih in javnih storitvah, hidrografiji, pokritosti tal in
namenski rabi tal [46]. Vsako kategorijo izmed naštetih, je mogoče dobiti
v ločenih datotekah shapefile, kjer je v eni skupini datotek pokrita celotna
Slovenija. Primer datotek shapefile prikazuje Slika 4.2. Privzeta vrednost pa-
rametra shp je nastavljena na BU STAVBE P.shp, tako kot je v izvorni obliki
poimenovana datoteka .shp s portala e-Prostor. Značilke take datoteke so
mnogokotniki, kjer vsak mnogokotnik oz. oblika predstavlja eno zgradbo ali
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del nje. Značilke se ne prekrivajo.
S parametrom las2las nastavljamo lokacijo in ime LAStools orodja
las2las.exe [47], s katerim ustvarjamo začasno datoteko LAZ, katere pot in
ime specificiramo s parametrom temp file. V primeru, da se na lokaciji
vrednosti prvega parametra ne nahaja ustrezno orodje, se začasna datoteka
ne ustvari in drugi parameter postane nepotreben in se ga ignorira.
S parametrom radius določamo velikost okolice točke, s pomočjo katere
določimo vpliv sosednjih točk. Parameter se določi v decimalnem številu, ki
predstavlja enako mersko enoto, kot zgornji parameter density.
S parametrom natural določimo način vstavljanja novih točk. V primeru
vrednosti true se na podlagi obstoječih točk ustvari bolj naravni videz novih
z zvezno porazdelitvijo. Če parameter nastavimo na false, se nove točke
vstavijo diskretno in z večjo natančnostjo.
Naslednji parametri se navezujejo na algoritem iskanja lukenj v gorskem
površju. Podobno kot parameter buildings, lahko izvajanje tega algoritma
opustimo, če parameter mountains, nastavimo na false. Če sta oba paramet-
ra nastavljena na false, se tako program izvede in konča brez opravljenega
dela in končnih rezultatov.
S parametrom dmr nastavimo lokacijo in ime datoteke, ki hrani točke
modela DMR. Privzeta sta lokacija in ime enaka kot vrednost parametra in,
datoteka pa ima končnico .asc.
Parameter classification sprejme seznam celih števil na intervalu [0, 8],
kjer vsaka izmed naštetih številk predstavlja klasifikacijo točk (opredeljeno
v Tabeli 4.2), ki jih upoštevamo ob izvajanju algoritma. Če je parameter
podan in ni naštetih nobenih točk, se ne upošteva nobena prebrana točka.
Če parametra ni, se privzeto preberejo točke vseh osmih klasifikacij.
S parametrom angle similarity določamo najmanǰso razliko med iz-
računom kotov projekcij, ki jih še upoštevamo. Kote, ki so med seboj
različni za manj kot podano vrednost, zanemarimo oz. upoštevamo le pr-
vega izračunanega.
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Število segmentov, na katere razdelimo točke, nastavimo s parametrom
segments.
S parametrom interpolation nastavimo način interpolacije, s katero
računamo vǐsino točk. Tipi, ki jih podpira program so:
1. NEAREST N (najbližji sosed)
2. NEAREST N RANDOM (naključni najbližji sosed)
3. AVERAGE 4N (povprečje sosedov v štirih smereh)
4. AVERAGE 8N (povprečje sosedov v osmih smereh)
5. AVERAGE 24N (povprečje sosedov oddaljenosti dveh enot v osmih
smereh)
6. LINEAR (linearna interpolacija)
7. QUADRATIC (kvadratna interpolacija)
8. QUADRATIC NEAREST (kvadratna interpolacija z upoštevanjem treh
najbližjih sosedov)
9. CUBIC (kubična interpolacija)
10. SPLINE (interpolacija z zlepki)
4.2 Začetek programa
Glede na to, da so lahko vhodne datoteke LAZ tudi v stisnjeni obliki zelo
velike, tako po številu točk (nad 20 milijonov), kot tudi v velikosti dato-
teke na disku (čez 100 MB), je potrebno poskrbeti za to, da se pomnilnik
programa ne zapolni med delovanjem. Poskušali smo se omejiti na privzete
lastnosti pomnilnika JVM, v katerem poganjamo program, kar je v primeru
pomnilnika z zmogljivostjo 4 GB RAM ali več, natanko 1 GB [48]. Med
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testiranjem programa smo ugotovili, da pride v večini primerov, kadar se v
vhodni datoteki nahaja nad milijon točk, do zahtevane prevelike alokacije
pomnilnika v JVM, kar povzroči, da se program ustavi. S tem v mislih, se
na začetku izvajanja programa v primeru prevelikega števila točk v datoteki,
prebere le omejeno število točk, nad katerimi se izvede nadaljnja obdelava,
ostale točke pa se nato v čakalni vrsti obdelujejo segment za segmentom. Pri
tem nam pomaga že sestava datoteke LAZ, saj je število vseh točk zapisano
že v glavi (angl. header) datoteke, tako da je mogoče ugotoviti, katere točke
je potrebno izločiti še pred branjem dejanskih točk. V zanki obdelujemo seg-
ment za segmentom tako, da se v vsaki iteraciji določi najmanǰsa in največja
vrednost koordinate x točk, ki se bodo brale. Na koncu vsake iteracije pa se
obe vrednosti povǐsata za dolžino segmenta, ki ga določimo po formuli:
dolzinaSegmenta = (maxX −minX) 1.000.000
stV sehTock
.
Sledi izvajanje obeh glavnih algoritmov. Ker implementacija algoritmov
v razvitem programu precej natančno sledi rešitvam opisanih v Poglavju 3,
bodo tu predstavljene le nekatere specifične lastnosti, ki v splošnem opisu
algoritmov niso bile podane.
4.3 Dodajanje manjkajočih točk v stenah stavb
Vektorski zapis stavb v obliki poligonov, ki ga potrebuje algoritem dobimo
s pomočjo datotek shapefile, s katerimi upravljamo s pomočjo programske
knjižnice GeoTools. Datoteke shapefile in vhodna datoteka LAZ imata že
v izvorni obliki podatke v enakem koordinatnem sistemu, kar pomeni, da
lahko koordinati x in y vsake točke povežemo s koordinatami značilk (oblik)
in ugotovimo v kakšnem razmerju so. Vsaka stranica oblike predstavlja steno
stavbe, v datoteki shapefile pa so le-te definirane s koordinatami oglǐsč, kjer
se stranice sekajo. Ker vhodna datoteka vsebuje vse stavbe na območju Slo-
venije, je potrebno najprej odstraniti vse stavbe, ki so izven meja, določenih
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(a) Vhodna datoteka LAZ (b) Vhodna datoteka shapefile
Slika 4.3: Primer vhodne datoteke LAZ (Slika 4.3a), na podlagi katere se
določijo meje datoteke shapefile (Slika 4.3b).
na začetku iteracije branja segmenta. Vse oblike, ki spadajo znotraj meja,
shranimo v seznam. Primer primerjave vhodne datoteke LAZ in shapefile
prikazuje Slika 4.3.
Ko oblikam določimo minimalno vsebujočo škatlo, lahko njihove mini-
malne in maksimalne vrednosti koordinat x in y uporabimo ob klicu pro-
grama las2las.exe, ki smo ga določili z vhodnim parametrom las2las. Pro-
gram ustvari novo (začasno) datoteko LAZ, ki se nahaja na lokaciji, ki smo
jo nastavili z vhodnim parametrom temp. Nova datoteka vsebuje vse tiste
točke z vhodne datoteke, ki se hkrati nahajajo tudi znotraj vsebujoče škatle.
Ko določamo koordinate točk na vsaki daljici (Formula 3.3), nastavimo
vrednost skalarja D na vrednost vhodnega parametra density. Ko za vsako
novo točko stavbe poǐsčemo točke, ki se nahajajo v bližini, nastavimo vre-
dnost razdalje okolice na tisto, ki smo jo določili z vhodnim parametrom
radius.
Če želimo bolj naraven izgled rešitve, nastavimo vhodni parameter natural
na true, kar pomeni, da za končne koordinate nove točke namesto umetnih
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koordinat x in y, uporabimo koordinate najbližje točke, ki smo jo našli v
okolici nove točke.
Iskanje okolice točke je lahko zelo počasno, saj je za vsako točko po-
trebno z zanko preiskati celoten segment, kar je lahko čez milijon točk. To je
tudi razlog, zakaj se ustvari pomožna datoteka LAZ, saj število točk v zanki
bistveno zmanǰsamo, kar pomeni hitreǰse izvajanje programa. Kreacija dato-
teke sicer traja nekaj sekund, ampak se izvaja le za vsako zgradbo posebej,
ki ponavadi vsebuje kvečjemu nekaj tisoč točk.
4.4 Dodajanje manjkajočih točk v gorskem
površju
V koraku projekcije točk na ravnino (Poglavje 3.2.1) se pri iskanju normal
uporabi Delaunayevo triangulacijo. Za hitro delovanje in računanje triangu-
lacije smo uporabili programsko knjižnico DT (Poglavje 2.6.5). Z vhodnim
parametrom angle similarity določimo prag, ki določa kakšno razliko med
izračunanimi koti dopuščamo. Večja kot je vrednost, manj izračunanih kotov
upoštevamo. Posledično se poveča hitrost programa.
V koraku iskanja zunanjega roba (Poglavje 3.2.2) se pri pretvarjanju
koordinat točk v indekse tabel v Formulah 3.4 in 3.5 za vrednost D na-
stavi vhodni parameter density. Podobno se vrednost nastavi v koraku
računanja interpolacije (Poglavje 3.2.4) v Formuli 3.6. Pri računanju inter-
polacije vǐsin obstoječih točk, nastavimo tip interpolacije z vhodnim para-
metrom interpolation. Program podpira deset različnih možnih tipov in-
terpolacij, ki so implementacija šestih interpolacij naštetih v Poglavju 3.2.4.
Za računanje linearne interpolacije uporabimo programsko knjižnico Apa-
che Commons Math (opisano v Poglavju 2.6.7). Pri ostalih interpolacijah
naredimo lastno implementacijo.
V koraku optimizacije z razdelitvijo točk na segmente, gre za drugačno
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delitev v segmente kot tisto, ki smo jo naredili zaradi zmanǰsevanja točk v
pomnilniku (Poglavje 4.2) - tam so v isti segment spadale točke, ki so bile
omejene z največjo in najmanǰso vrednostjo koordinate x, v tem primeru pa
se naredi delitev glede na (zarotirano) koordinato z. Uporabo Formule 3.10
za računanje velikosti segmentov izračunamo tako, da nastavimo vrednost
števila segmentov z vhodnim parametrom segments.
4.5 Zapisovanje novih točk
Zadnji korak izvajanja programa je zapis novih točk v izhodno datoteko.
Ime izhodne datoteke je podano z vhodnim parametrom out. Zapisovanje
izvedemo, podobno kot branje, s pomočjo prilagojene programske knjižnice
LASlib. Glava izhodne datoteke LAZ bo enaka vhodni, razlike so le v po-
datku o številu točk. Vsaki točki določimo podatek o koordinatah in kla-
sifikacijo, ostale lastnosti točkam niso določene. Točkam določimo ustrezno
klasifikacijo v skladu s Tabelo 4.2; točke, ki so dodane v stene stavb, dobijo
klasifikacijo 6 (klasifikacije stavb), točke, ki so dodane v stene gorske površine
pa dobijo klasifikacijo 2 (klasifikacija tal). Primer končnega rezultata prika-
zuje Slika 4.4.
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(a) Izvirni model stavb (b) Izvirni model gorskega površja
(c) Dodane manjkajoče točke (d) Dodane manjkajoče točke
(e) Združene izvirne in dodane točke stavb(f) Združene izvirne in dodane točke gor-
skega površja
Slika 4.4: Končni rezultat izvajanja obeh algoritmov. Nove točke so prika-




V tem poglavju bomo opisali in ovrednotili rezultate. Začeli bomo z oprede-
litvijo razlik rezultatov glede na različne vhodne parametre. Nekatere razlike
so bile že natančno opisane v preǰsnjem poglavju, zato jih tu spustimo. Pro-
gram smo izvajali povečini s privzetimi parametri podanimi v Tabeli 4.1,
razen, če je bilo zraven specificirano drugače, saj so bili rezultati najbolǰsi
glede na vhodni model. To je posledica tega, da ni mogoče vnaprej določiti,
katera vrednost parametrov bo dala najbolǰse rezultate, saj so lahko rezul-
tati, glede na vhodno datoteko LAZ, pri enakih parametrih bistveno bolǰsi
ali slabši pri drugi vhodni datoteki, hkrati pa je razlika v hitrosti računanja.
Za najbolǰse rezultate je priporočljivo, da se enak model obdela večkrat z
naborom različnih vrednosti vhodnih parametrov in primerja rezultate.
Z nastavitvijo parametra density na manǰso vrednost, bo vsebovala iz-
hodna datoteka večje število točk, kar posledično podalǰsa čas izvajanja in
poveča velikost izhodne datoteke, vendar pa so v rezultatu dodane točke
vizualno bolj kompaktne. Razliko glede na vrednost parametra prikazuje
Slika 5.1.
V primeru, da parameter las2las.exe ne kaže na ustrezno datoteko,
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(a) Vrednost parametra density je 2 (b) Vrednost parametra density je 2
(c) Vrednost parametra density je 0,6 (d) Vrednost parametra density je 0,6
(e) Vrednost parametra density je 0,2 (f) Vrednost parametra density je 0,2
Slika 5.1: Primerjava vstavljenih točk na podlagi parametra density. Leve
slike predstavljajo izhod programa, desne slike prikazujejo izhodne točke sku-
paj z obstoječimi. Model na slikah vsebuje osem stavb.
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se začasna datoteka ne ustvari, kar bistveno upočasni hitrost programa, na
rešitev pa ne vpliva. Parameter radius vpliva na vǐsino dodanih sten v
stavbah. Če je izbrana premajhna velikost okolice, potem je lahko minimalna
oz. maksimalna vǐsina stene določena na podlagi naključne točke, ki se nahaja
v bližini, ki ne predstavlja tal ali strehe, kar pomeni, da luknja stavbe ne bo
zapolnjena v celoti. V najslabšem primeru v okolico ne spada nobena točka,
kar pomeni, da se na poziciji koordinate ne ustvari nobena nova točka. Če je
izbrana okolica prevelika, se lahko zgodi, da se upoštevajo tudi točke sosednje
stavbe, ali pa vrha strehe, ki je seveda vǐsji od roba strehe - posledično je
vǐsina stene večja, kot je sama stavba in točke nove točke segajo čez rob
stavbe. Primerjava rezultatov glede na vhodni parameter radius prikazuje
Slika 5.2.
Parameter natural vpliva na izgled dodanih točk v stavbah tako, da jim
daje bolj naravni oz. nenaravni videz (Slika 5.3). V primeru vrednosti true se
točke zlijejo z obstoječimi točkami, kar pomeni, da se težje opazi razliko med
obstoječimi in dodanimi točkami. To lahko prinese tudi popačene rezultate,
saj se v primeru netočnih podatkov to pozna tudi na novih točkah. V tem
primeru se parameter lahko nastavi na false, tako da so točke enakomerno
razdeljene znotraj robov, ki jih dobimo v datoteki shapefile.
Glavna slabost uporabe datotek shapefile je v tem, da se lahko podatki
o zgradbah ne ujemajo s točkami datoteke LAZ, saj sta datoteki nastali v
različnih časovnih obdobjih. Posledici tega sta lahko dve. Prva se zgodi
v primeru, da je v datoteki shapefile podatek o zgradbi, ki ne obstaja v
datoteki LAZ, se ustvarijo nove točke na območju, kjer zgradbe ne bi smelo
biti (Slika 5.4a). Podatke o vǐsini se pridobi na podlagi točk okolice, zato so
nove točke razporejene vzdolž površja. Do obratnega primera pride takrat,
ko v datoteki shapefile ni podatka o stavbi, kjer bi se dejansko morale dodati
nove točke. V tem primeru algoritem stavbo preprosto izpusti in v steni
stavbe ostanejo luknje (Slika ??).
V primeru, da parameter dmr ne kaže na ustrezno datoteko, se Delauna-
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(a) Vrednost parametra radius je 0,2 (b) Vrednost parametra radius je 0,8
(c) Vrednost parametra radius je 1,6.
Izhodne točke so bele barve.
(d) Vrednost parametra radius je 0,8.
Izhodne točke so bele barve.
Slika 5.2: Primerjava rezultatov na podlagi parametra radius. Sliki 5.2a
in 5.2b prikazujeta slabost premajhne vrednosti - točke niso dodane povsod,
tam pa kjer so dodane, je vǐsina premajhna. Sliki 5.2c in 5.2d prikazujeta
slabosti prevelike vrednosti - dodane točke se nahajajo čez mejo roba stavbe.
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(a) Naraven izgled (b) Umeten izgled - enakomerne točke
(c) Naraven izgled (d) Umeten izgled - enakomerne točke
Slika 5.3: Primerjava vstavljenih točk na podlagi parametra natural.
Sliki 5.3a in 5.3b prikazujeta le izhodne točke, Sliki 5.3c in 5.3d pa izhodne
točke (črna barva) skupaj z obstoječimi.
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(a) Neustrezno dodajanje novih točk (bela
barva) na mesta, kjer ni stavbe
(b) Neobdelane luknje v steni stavbe.
Okolǐskim stavbam so ustrezno dodane nove
točke (bela barva)
Slika 5.4: Primerjava neujemanja podatkov datotek shapefile in datoteke
LAZ.
yeva triangluacija ne izvede in koti normal projekcije se izračunajo na podlagi
vnaprej določenih vektorjev, ki so permutacije vrednosti -1, 0 in 1 vseh treh
koordinat x, y in z. Tako ne dobimo preslikav z vseh potrebnih kotov, ampak
se vseeno zapolni večina praznega prostora. V primeru, da nastavimo manj
vrednosti parametra classifications, kot je privzeto, program hitreje bere
točke, ni pa nujno, da se hitreje izvede - v primeru, da ne beremo ključnih
klasifikacij, imamo manj točk na razpolago za izračun, kar pomeni več pra-
znih polj, ki jih je potrebno zapolniti. Parameter uporabljamo v primerih, ko
želimo zapolniti luknje na gorski površini, na kateri se nahaja veliko drugih
klasificiranih točk npr. vegetacija, kar nam poslabša rezultate, saj se točke
vegetacije upoštevajo v interpolaciji vǐsin. Če so točke pravilno klasificirane
in so kot vegetacija klasificirane tiste točke, ki to tudi so v realnosti, potem
jih lahko zanemarimo (Slika 5.5); če pa je klasifikacija slaba in so kot vege-
tacija klasificirane točke, ki dejansko predstavljajo tla, pa pomeni, da bomo
zanemarili ključne točke, brez katerih so rezultati popolnoma drugačni oz.
celo napačni (Slika 5.6). Če (nekatere) obstoječe točke zanemarimo, se bo
interpolacija izvajala drugače in točke se lahko ustvarijo na mestu, kjer v
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(a) Izvirne točke - vse klasifikacije (b) Izhodne točke
(c) Izvirne točke - brez klasifikacij vegeta-
cije
(d) Izhodne točke - enakomerne točke
Slika 5.5: Primerjava rezultatov glede na klasifikacijo vhodnih točk. Z svetlo
zeleno so označene točke klasificirane kot vegetacija. Rezultat Slike 5.5b vrne
manjkajoče točke nad tlemi, saj se interpolacija računa s točkami vegetacije.
Rezultat Slike 5.5d je bolǰsi, saj ustvari točke ob tleh - tam, kjer so dejanske
luknje v površju.
izvorni datoteki točke že obstajajo (imajo določeno klasifikacijo, ki smo jo
zanemarili); lahko pa se naredijo na mestih, ki se ne ujemajo z obstoječimi -
bodisi luknje niso zapolnjene do konca, ali pa so ustvarjene ploskve, ki se pre-
krivajo z obstoječimi točkami. Posledično lahko model točk postane izrojen.
Vpliv parametra angle similarity je večinoma prisoten v hitrosti iz-
vajanja. Manǰsi kot je kot, več projekcij se bo ustvarilo in čas izvajanja bo
dalǰsi, hkrati pa se bodo ustvarile točke na zelo podobnih mestih, kar je ne-
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(a) Izvirne točke - vse klasifikacije (b) Izvirne točke - brez klasifikacije vegeta-
cije
(c) Izhodne (črna barva) in izvorne (zelena barva) točke
Slika 5.6: Razlika izvornih točk, če odstranimo klasifikacijo vegetacije. Gora
je bila napačno klasificirana, zato se odstrani tudi večina točk tal. Posledično
se interpolacija izhodnih točk naredi brez vpliva ključnih točk in manjkajoče
točke se dodajo znotraj dejanske stene in ne na njej (Slika 5.6c).
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potrebno. Večji kot je kot, hitreje se program izvede, vendar pa pride do
nevarnosti, da se nekatere ključne projekcije ne izvedejo in luknje ostanejo
nezapolnjene.
V primeru, da je luknja v relativno navpični gorski stena prevelika, se
lahko zgodi, da bo razdelitev na segmente luknjo razdelila v dva ločena dela
- vsak segment bo vseboval del luknje. Tako se lahko zgodi, da se luknja
skoraj v celoti ne bo zapolnila, saj se bo zunanja meja naredila okoli luknje,
posledično pa se točke na mestu luknje ne dodajajo. Tak primer prikazuje
Slika 5.7. Na mestu, kjer se je model razdelil na segment, ostajajo luknje.
Rešitev se sicer izbolǰsa zaradi projekcij pod različnimi koti, vendar so prazna
mesta kljub temu vidna (Slika 5.7c). Rešitev lahko izbolǰsamo, če algoritem
izvedemo nad istim modelom večkrat, kjer uporabljamo različne vhodne pa-
rametre za število segmentov.
Podoben problem nastane, če obdelujemo modele, kjer večji del točk pred-
stavlja vodno površino npr. jezero, morje ob obali ipd. Za razliko od velikih
lukenj, kjer na večjih območjih ni niti ene same točke, je v primeru vodnih
površin sicer zajetih nekaj točk, ki pa so lahko zelo neenakomerno in redko
postavljene. Razlika je tudi v tem, da so točke na enaki vǐsini in ne pride
do večjih odstopanj. Algoritem zato deluje tako, da se vmesne točke znotraj
luknje povezujejo z ostalimi, kar daje novim točkam nenaraven videz, hkrati
pa so luknje ponekod še vedno prisotne (Slika 5.8).
Kljub nekaterim redkim robnim primerom, kjer algoritem ne deluje ustre-
zno, se v zmernih nastavitvah parametrov, ki ne odstopajo preveč od privze-
tih vrednosti, končen model točk ustrezno zapolni, tako, da lukenj v zgradbah
stavb ali gorskih stenah ni več, prav tako pa je to narejeno na naravni način,
kjer je prehod med novimi in obstoječimi točkami s prostim očesom in manǰsi
povečavi prikaza modela težko zaznan, kar je bil tudi eden izmed glavnih ci-
ljev naloge. Algoritem daje najbolǰse rezultate, kadar luknje niso prevelike,
in kadar točke niso pretirano zgoščene na enakih mestih.
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(a) Izvirne točke pred obdelavo (b) Dodane nove točke (bela barva) iz pro-
jekcije enega kota
(c) Dodane nove točke (bela barva) iz projekcije večjega števila kotov
Slika 5.7: Vstavljanje novih točk na območju velikih lukenj po korakih.
V prvem koraku so le delno zapolnjene luknje. V drugem koraku je zapol-
njeno več lukenj, vendar ostajajo mesta, ki se v prvem koraku niso zapolnila,
prazna.
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(a) Izvirne točke pred obdelavo (b) Dodane nove točke (bela barva)
Slika 5.8: Dodajanje novih točk na območje vodne površine ob obali jezera.
5.1 Analiza časa izvajanja programa
Z uporabo različnih vrednosti vhodnih podatkov, lahko dobimo torej zelo
različne rezultate. Prav tako se lahko bistveno razlikuje tudi čas, ki ga pro-
gram potrebuje za izdelavo rešitve. Različne vrednostni parametrov različno
vplivajo na čas izvajanja posameznega koraka v algoritmu. Za namene ana-
lize razlik v času izvajanju algoritma smo na podlagi različnih zbirk podatkov
(Tabela 5.1) algoritem izvedli z različnimi vrednostmi nekaterih vhodnih po-
datkov in opazovali razlike, ki so podane v spodnjih tabelah. Testiranje
smo izvedli na napravi 64bit Windows 10, s procesorjem i7 2,5GHz in 8 GB
pomnilnika.
Opazovali smo razlike na vsakem parametru posebej - vrednosti ostalih
parametrov imajo vedno privzete vrednosti, podane v Tabeli 4.1. Računanje
točk v gorskem površju je algoritemsko precej kompleksno, zato smo meritve
opravili za vsakega izmed petih korakov algoritma posebej:
1. Projekcija (P)
2. Iskanje zunanjega roba (R)
3. Iskanje notranjih lukenj (L)
1Upoštevajo se točke, nastale z uporabo privzetih parametrov
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Tabela 5.1: Primeri zbirk podatkov za testiranje časa izvajanja
Oznaka Število točk Velikost v MB predmet testiranja Število novih točk1
A 11.535.304 48,4 stene zgradb 417.502 (414 zgradb)
B 12.066.349 52,8 stene zgradb 58.506 (103 zgradb)
C 14.174.243 57,7 stene zgradb 1.413.214 (1121 zgradb)
D 23.509.392 112 stene zgradb 12.566 (20 zgradb)
E 9.601.074 42,5 gorsko površje 1.312.666
F 14.989.043 60 gorsko površje 5.338.230
G 21.414.777 99,1 gorsko površje 2.431.320
H 22.745.525 105 gorsko površje 2.011.904
4. Računanje interpolacije vǐsine (I)
5. Zapisovanje novih točk (T)
Dodan je tudi skupni čas celotnega algoritma (S), ki pa ni nujno enak seštevku
časov vseh korakov skupaj - nekaj časa se pri algoritmu porabi za branje,
pisanje, optimizacijo, številčne dolge zanke ipd., ki niso neposredno pove-
zani z omenjenimi koraki, vendar lahko kljub temu pripomorejo k dalǰsemu
časovnem izvajanju.
Računanje točk sten stavb je algoritemsko bolj preprosto, zato smo računa-
li le čas izvajanja celotnega algoritma. Pri tem smo opazovali spremembe časa
glede na vrednost nasledednjih parametrov: density , radius in natural.
Vpliva parametrov las2las in temp file nismo natančno merili, saj se v
primeru, da se algoritem izvaja brez vmesnega kreiranja začasne datoteke
na velikem številu točk, čas izvajanja poveča za nesprejemljivo veliko - na
primeru zbirke podatkov A iz Tabele 5.1 se v 24 urah obdela komaj 20 stavb.
S Tabele 5.2 je razvidno, da parameter density bistveno vpliva na čas iz-
vajanja, kjer se večje razlike pojavijo pri vhodnih datotekah z večjim številom
stavb.
V Tabeli 5.3 se časi izvajanja bistveno ne spremenijo v odvisnosti od
vrednosti parametra radius - za manǰse število zgradb (zbirka podatkov
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Tabela 5.2: Čas dodajanja točk v stene stavb v odvisnosti od parametra
density
Vrednost Zbirke podatkov
parametra A B C D
0,2 2 uri 22 min 24 s 18 min 32 s 6 ur 24 min 24 s 5 min 56 s
0,6 1 ura 27 min 31 s 14 min 28 s 4 ure 1 min 11 s 4 min 55 s
2,0 59 min 48 s 13 min 4 s 2 uri 24 min 1 s 4 min 40 s
Tabela 5.3: Čas dodajanja točk v stene stavb v odvisnosti od parametra
radius
Vrednost Zbirke podatkov
parametra A B C D
0,2 1 ura 29 min 43 s 14 min 27 s 3 ure 13 min 46 s 4 min 58 s
0,8 1 ura 27 min 31 s 14 min 28 s 4 ure 1 min 11 s 4 min 55 s
1,6 1 ura 29 min 1 s 14 min 28 s 3 ure 30 min 46 s 4 min 59 s
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Tabela 5.4: Čas dodajanja točk v stene stavb v odvisnosti od parametra
natural
Vrednost Zbirke podatkov
parametra A B C D
true 1 ura 25 min 37 s 14 min 28 s 3 ure 28 min 59 s 4 min 58 s
false 1 ura 27 min 31 s 14 min 28 s 4 ure 1 min 11 s 4 min 55 s
A) je srednja vrednost parametra najugodneǰsa, za večje število zgradb pa
najmanj (zbirka podatkov C).
Parameter natural vpliva na čas izvajanja le nekoliko pri večjemu številu
točk, drugače nima bistvenega vpliva.
Vhodni parametri, ki smo jih opazovali v povezavi z vplivom na čas doda-
janja novih točk v luknje gorskih površin so classifications (Tabela 5.5),
segments (Tabela 5.6) in interpolation (Tabela 5.7). Testiranje je bilo
izvedeno za vnaprej določene kote projekcije - vektorje, ki so permutacije
vrednosti -1, 0 in 1 vseh treh koordinat x, y in z.
S Tabele 5.5 je razvidno, da je vpliv parametra classifications odvisen
od vhodne datoteke. V primeru podatkovnih zbirk G in H se faza projekcije
(P) podalǰsuje z večanjem števila različnih klasificiranih točk. Do obratnega
razmerja pride v fazi interpolacije I, kjer se čas izračuna manǰsa. Skupni čas
(S) je v večini primerov najdalǰsi pri srednji vrednost parametra, saj je točk
za branje v tem primeru veliko, prav tako je potrebno dodati veliko novih
točk. Ostala dva robna primera potrebujeta veliko časa le na enem izmed
omenjenih obdelav.
V Tabeli 5.6 se čas izvajanja enakomerno povečuje glede na število se-
gmentov. Do najmanǰsih razlik pride v fazi zapisovanja novih točk T, saj se
število točk v vseh primerih ustvari približno enako.
V Tabeli 5.7 sta poleg skupnega časa merjeni le zadnji dve fazi (interpo-
lacija I in zapis točk T), saj se predhodne faze odvijajo neodvisno od tipa
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Tabela 5.5: Čas dodajanja točk v gorsko površje v odvisnosti od parametra
classifications
Vrednost Koraki algoritma
parametra P R L I T S
0 1 2 7 8
E 1 min 8 s 3 min 35 s 15 s 60 s 6 s 10 min 39 s
F 3 min 11 s 1 min 58 s 1 min 36 s 3 min 57 s 11 s 23 min 58 s
G 1 min 57 s 7 min 1 s 34 s 3 min 14 s 11 s 38 min 40 s
H 1 min 59 s 3 min 52 s 36 s 2 min 48 s 10 s 34 min 59 s
0 1 2 3 6
7 8
E 2 min 43 s 7 min 31 s 33 s 2 min 28 s 10 s 23 min 50 s
F 7 min 53 s 3 min 35 s 3 min 15 s 8 min 32 s 24 s 49 min 5 s
G 4 min 27 s 14 min 27 s 1 min 8 s 7 min 7 s 20 s 1 ura 18 min 40 s
H 4 min 37 s 7 min 10 s 1 min 12 s 5 min 49 s 20 s 1 ura 10 min 33 s
0 1 2 3 4
5 6 7 8
E 6 min 56 s 10 min 6 s 53 s 2 min 58 s 15 s 37 min 26 s
F 5 min 47 s 1 min 13 s 1 min 32 s 6 min 23 s 22 s 25 min 54 s
G 9 min 22 s 2 min 32 s 43 s 50 s 10 s 37 min 2 s
H 8 min 36 s 46 s 39 s 52 s 9 s 33 min 50 s
Tabela 5.6: Čas dodajanja točk v gorsko površje v odvisnosti od parametra
segments
Vrednost Koraki algoritma
parametra P R L I T S
3
E 2 min 22 s 36 s 4 s 6 s 2 s 25 min 44 s
F 3 min 42 s 14 s 20 s 2 min 17 s 17 s 17 min 24 s
G 5 min 18 s 32 s 8 s 13 s 5 s 30 min 8 s
H 5 min 32 s 8 s 8 s 14 s 4 s 31 min 41 s
15
E 6 min 56 s 10 min 6 s 53 s 2 min 58 s 15 s 37 min 26 s
F 5 min 47 s 1 min 13 s 1 min 32 s 6 min 23 s 22 s 25 min 54 s
G 9 min 22 s 2 min 32 s 43 s 50 s 10 s 37 min 2 s
H 8 min 36 s 46 s 39 s 52 s 9 s 33 min 50 s
30
E 8 min 1 s 6 min 3 s 41 s 55 s 8 s 1 ura 1 min 12 s
F 13 min 23 s 2 min 44 s 3 min 22 s 13 min 11 s 41 s 54 min 37 s
G 19 min 46 s 5 min 52 s 1 min 32 s 1 min 46 s 19 s 1 ura 16 min 51 s
H 21 min 25 s 1 min 53 s 1 min 27 s 2 min 2 s 17 s 1 ura 18 min 29 s
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Tabela 5.7: Čas dodajanja točk v gorsko površje v odvisnosti od parametra
interpolation
Vrednost Koraki algoritma
parametra I T S
NEAREST N
E 1 min 4 s 27 s 35 min 3 s
F 22 min 43 s 5 min 39 s 47 min 29 s
G 2 min 18 s 2 min 14 s 1 ura 29 min 33 s
H 1 min 33 s 1 min 12 s 43 min 15 s
AVERAGE 24N
E 1 min 40 s 56 s 40 min 16 s
F 18 min 51 s 6 min 12 s 50 min 33 s
G 47 s 1 min 9 s 44 min 3 s
H 2 min 28 s 2 min 28 s 1 ura 25 min 39 s
LINEAR
E 18 s 4 s 12 min 59 s
F 9 min 8 s 22 s 30 min 39 s
G 23 s 10 s 38 min 9 s
H 24 s 9 s 38 min 10 s
QUADRATIC
E 1 min 44 s 8 s 29 min 30 s
F 23 min 17 s 45 s 1 ura 6 min 18 s
G 2 min 1 s 20 s 1 ura 19 min 43 s
H 2 min 38 s 19 s 1 ura 21 min 7 s
SPLINE
E 2 min 58 s 15 s 37 min 26 s
F 6 min 23 s 22 s 25 min 54 s
G 50 s 10 s 37 min 1 s
H 52 s 9 s 33 min 50 s
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interpolacije. Najbolj izstopajo meritve zbirke podatkov F, kjer se časi bi-
stveno razlikujejo od ostalih zbirk podatkov. Razlog je v tem, da se v zbirki
nahaja manǰse število bistveno večjih lukenj, za razliko od ostalih zbirk po-
datkov, kjer so luknje pogosteǰse, vendar so manǰse. Do največjih odstopanj
tako prihaja v primeru interpolacije najbližjega soseda (NEAREST N) in
povprečja sosedov (AVERAGE 24N). Razlog je v tem, da je potrebno vse
sosede najprej izračunati na mestih, kjer sosedi sploh obstajajo. V primeru
velikih lukenj je tako veliko število mest, kjer sosedov ni, zato se računa nove
točke od roba luknje proti notranjosti. Ostale zbirke podatkov vsebujejo zelo
malo praznih mest, kjer sosedov ni.
Izstopajo tudi meritve pri kvadratni interpolaciji (QUADRATIC), saj
so pri računanju potrebne natanko tri točke, kar pomeni, da je velikokrat
potreben še dodaten korak ekstrapolacije.
5.2 Možnosti za nadaljnji razvoj
Rešitev problema je bila v okviru naloge implementirana uspešno, vendar pa
ostaja še veliko prostora za izbolǰsave uporabljenih algoritmov in nadaljnji
razvoj, ki pa presegajo okvirje in cilje zadane v nalogi. Ena izmed pogosteǰsih
težav, ki se je pojavljala, je bilo shranjevanje in branje točk v preprost se-
znam. Glavni problem, ki tu nastane je, da mora biti seznam vedno shranjen
v pomnilniku, kar se lahko že v samem začetku izvajanja zapolni skoraj do
konca, če vhodna datoteka LAZ vsebuje več deset milijonov točk. Ob vsaki
preslikavi se nato število točk v pomnilniku dodatno podvoji, na koncu do-
dajanja točk se v primeru velike površine zapolnjenih lukenj nabere dodatno
število točk. Problem nastane tudi pri dostopu do specifičnih točk, ki so po-
trebne v času izvajanja, saj jih je v nekaterih primerih mogoče pridobiti le z
iteracijo čez celoten seznam ali dodatnimi algoritmi. Tak primer nastane ob
računanju najnižje in najvǐsje vǐsine poljubne okolice točk, kjer je potrebno
iterirati čez celoten seznam točk, da dobimo ustrezno vǐsino. Seznam točk
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se še dodatno poveča, če ni narejene optimizacije, kjer se za vsako stavbo
naredi začasna datoteka z bistveno manj točkami.
Omenjene težave bi lahko rešili tako, da bi točke na začetku izvajanja
programa prebrali natanko enkrat in jih shranili v podatkovno bazo. S tem
bi sprostili pomnilnik in bi do točk dostopali po potrebi, torej neposredno
iz baze. Hkrati bi bilo dostopanje do točk bistveno bolj učinkovito, saj bi s
poizvedbami v kraǰsem času prǐsli do ključnih točk. S tem bi torej rešili tako
problem omejenega pomnilnika, kot tudi hitrosti branja oz. obdelave točk.
Hitrost programa bi lahko povečali tudi s paralelnim izvajanjem z večimi
nitmi. Računanje manjkajočih točk v stavbah in gorskem površju je popol-
noma neodvisno med seboj, zato bi se lahko izvajalo računanje hkrati. Prav
tako bi se v primeru delitve računanja točk na več iteracij (zaradi preveli-
kega števila točk) lahko vsaka iteracija izračunala ločeno, na koncu pa bi se
le rezultati tj. izračunane točke prestavile v skupno strukturo. Točke bi bilo
najprej potrebno ustrezno razdeliti oz. sortirati. Paralelno izvajanje bi bilo
še lažje, če bi upoštevali zgornjo optimizacijo shranjevanja točk v bazo, saj
si niti ne bi delile točk v pomnilniku, ampak bi jih brale po potrebi.
Pri računanju projekcije so bili za potrebe hitrega dostopa točke shra-
njene v 2D mrežo (tabelo), kjer so točke razdeljene enakomerno, hkrati pa
se več različnih točk preslika na mesto ene same (Slika 3.4). Podatkovna
struktura tabele je bila izbrana zaradi hitrega dostopa do sosedov posame-
zne točke. S tem se ne upošteva dejanska pozicija vseh točk, hkrati pa se
zanemari njihov vpliv pri računanju interpolacije. Bolǰsi rezultat bi bil, če
bi, namesto običajne tabele za shranjevanje, uporabili podatkovno strukturo
štirǐskega drevesa (angl. Quadtree). Točke bi razdelili v drevo, kjer bi vsak
list predstavljal največ eno točko ali prazen prostor. Z uporabo učinkovitega
algoritma iskanja sosedov štirǐskega drevesa opisanega v [49] ali pa kar z
uporabo že implementirane rešitve [50], bi lahko ohranili funkcionalnost hi-
trega dostopa, hkrati pa bi upoštevali vsako točko oz. vrednost njene vǐsine
posebej.
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V povezavi s to izbolǰsavo, bi bilo mogoče izbolǰsati tudi računanje in-
terpolacije. Standardna interpolacija predvideva iskanje vrednosti ene spre-
menljivke na podlagi ostalih neodvisnih spremenljivk in njihovih vrednosti.
Posledično smo v projekciji računali vǐsino točk (vrednost funkcije interpo-
lacije) posebej za eno in posebej za drugo os, obe vrednosti pa le povprečili.
Glede na to, da gre v bistvu za računanje vrednosti na podlagi dveh ne-
odvisnih spremenljivk, bi lahko uporabili multivariatno interpolacijo v 3D
prostoru (npr. trilinearno ali trikubično) [51], s čemer bi dobili bolǰse pri-
bližke oz. bolj natančne izračune vǐsine.
Tako kot smo pri računanju lukenj v stenah stavb uporabljali datoteke
shapefile, bi jih lahko uporabljali tudi pri računanju vǐsine novih točk v
površju. Spletni portal e-Prostor [45] ponuja tudi digitalni model vǐsin, ki bi
lahko ponudil dodatno utež pri računanju vǐsine, predvsem v modelih, kjer
so velikanske luknje in so rezultati interpolacije nenatančni.
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Poglavje 6
Sklepne ugotovitve
V magistrskem delu smo se ukvarjali s problemom nepopolnih podatkov
oblaka točk LiDAR. Zaradi načina zajetja točk iz zraka, prihaja do manj-
kajočih točk oz. lukenj v stenah zgradb in v zemeljskem površju goratih
predelov. Problem smo rešili z izdelavo programa, ki na mesta lukenj dodaja
nove točke tako, da se končni model točk čim bolje približa realnem stanju
objektov, ki jih rekonstruiramo. Program smo napisali v programskem jeziku
Java. Manjkajoče točke smo pridobivali na različne načine, glede na to, ali
smo jih iskali v stenah zgradb ali zemeljskem površju.
Algoritem za dodajanje točk v zgradbe se izvaja s pomočjo vektorskih
podatkov o stavbah, ki so zapisani v datotekah shapefile. Za iskanje točk v
goratih predelih smo uporabili različne algoritme nekaterih obstoječih del, ki
temeljijo na preslikavi točk na ravnino in iskanju lukenj znotraj robnih točk.
Iskanje vǐsine točk preslikave smo poiskali z uporabo različnih interpolacij,
ki dajejo različne rezultate. Program, ki smo ga naredili, se lahko izvaja
z različnim vhodnimi parametri, ki vplivajo na izhodne rezultate. Te smo
na koncu ovrednotili, opisali prednosti in slabosti ter predlagali možnosti za
izbolǰsavo programa v primeru nadaljnjega razvoja v prihodnosti.
Algoritma, ki smo ju razvili, sta narejena za delo s podatki, ki jih za
prosto uporabo ponuja Agencija RS za okolje, zato je z njimi mogoče iz-
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bolǰsati obstoječe oblake točk LiDAR, ki zajemajo celotno Slovenijo. To pa
ne pomeni, da je izvajanje algoritma omejeno samo na delovanje na teh spe-
cifičnih podatkih, saj lahko deluje na kateremkoli oblaku točk, ki je zapisan v
ustreznem formatu. V prihodnosti bi se lahko program uporabljal za splošno
izbolǰsavo vseh oblakov točk, ki vsebujejo luknje v modelu. Cilj, ki smo si ga
zadali ob izdelavi dela, smo dosegli; izdelali smo preprosto rešitev, ki uspešno
ǐsče in dodaja manjkajoče točke v oblak točk LiDAR.
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