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Abstract 
Mashups that combine data from numerous web sites into an integrated experience have rapidly become state-of-the-practice way 
to develop new compelling applications. However, their use has been somewhat restricted, since it is common that such 
applications can only be run inside the browser, not in a fashion where they would be directly associated with operating system
concepts. Consequently their access to the resources of the hosting system has been limited, which forms a practical obstacle for
numerous applications that could benefit from e.g. context information available in mobile context. The limitations are not 
something that is a fundamental restriction of web technologies, but only related to the existing implementations. In this paper, 
we show how we have implemented a mashup desktop, where applications that download data – and even complete web 
applications – from the web can be used in the same way as thumbnails are commonly used. Furthermore, instead of being static, 
the thumbnails can be alive in a fashion that has been made popular by newer desktop systems, such as Windows 7. The 
implementation is based on our earlier research on composing applications using JavaScript, the Qt framework, and the K 
Desktop Environment, whose innovative combination has been an enabler for this work. 
Keywords: Mashups; web applications; desktop applications. 
1. Introduction 
Mashups that combine data from numerous web sites into an integrated experience have rapidly become a state-
of-the-practice way to develop new, compelling and innovative applications. The ability to combine code and 
content from multiple sources has opened up entirely new possibilities for software development. Applications that 
are put online are immediately available in the global scale, and they can be accessed 24/7. With the web acting as 
the ultimate distribution platform, applications can also share images, videos, and other content – including also 
running code if so desired – in an unparalleled fashion. 
The trend towards software mashups has given rise to a number of environments and tools that have a specific 
objective to make mashup development easier. However, due to the relatively ad hoc nature of mashups, it has been 
difficult to design general-purpose tools for mashup development. In addition to some principal restrictions, like 
fragility of web sites, the lack of modularity, and security issues [14], there are also restrictions and technical 
limitations that arise from the design of the web browser, which commonly acts as the host for mashup applications.  
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To liberate mashups from the artificial, historical restrictions of the browser, a separate runtime can be used for 
running applications composed using web technologies [10]. Then, applications can be offered more liberal access 
to the resources of the hosting system, which unleashes the potential of combining web content with context 
information available in mobile devices.  Since applications gain a direct access to graphics facilities, computing 
libraries, and so forth, also computing performance can be improved. Furthermore, facilities such as animation 
frameworks can be made available, which in turn help in implementing visually compelling applications without 
risking performance of the system. This in essence makes individual applications comparable to native applications 
in terms of capabilities, although the fact that they are composed with scripts means faster development cycles and 
the ability to download them for execution from the Internet without really installing them. Furthermore, activating 
applications is similar to native applications, and there is no need for defining bookmarks or URIs – the scripts are 
simply treated as applications. Furthermore, transformation capabilities are offered for rotating, scaling and resizing 
the applications in order to allow the user to freely edit the desktop. 
In this paper, we introduce a mashup desktop that hosts scriptable web applications. This way, the user has the 
power of mashup applications available in a fashion people are accustomed to using thumbnails or icons, not as 
something that fundamentally requires a browser or special web runtime application. Hosting all the applications in 
the desktop makes them more natural to use with mobile devices, as any of them can be made available to the user 
in a simpler fashion than inside a separate application.  
In our implementation each individual thumbnail can contain runnable applications that download data and 
applications from the web, as well as use resources that are available locally. In fact, even local binary applications 
can be embedded in the system, although in our present implementation we are mainly focusing on interfacing with 
the web. At the level of concept, the idea of live thumbnails as such is similar to the approach of [8] where 
thumbnails are used inside a separate runnable, as well as what has recently been included in newer desktop 
implementations including in particular Windows 7. However, here the goal has been to exclusively use scripts and 
web technologies in the creation of applications instead of binary code. This way the developers need not consider 
restrictions of the browser as the platform [16], but are liberated to create innovative, compelling applications that 
leverage web content without artificial, historical limitations. Furthermore, since most of the processing is carried 
out on the client side, there is no need for excessive communication with the server, but the client is able to perform 
tasks involving application logic. 
The basis of our implementation is the Lively for Qt (http://lively.cs.tut.fi/qt), a JavaScript based system built to 
experiment web applications in mobile devices [10]. The desktop environment we use is the K Desktop 
Environment, KDE (http://www.kde.org), a commonly used system in Linux desktops. The new implementation 
enables running JavaScript applications on the KDE desktop, with an option to download data and even complete 
applications from different web sites without any installation, and consequently the desktop could be used as the 
main user interface of an embedded system.  
The rest of the paper is structured as follows. In Section 2, we introduce our original research prototype, Lively 
for Qt. In Section 3, we introduce the KDE environment, its desktop system called Plasma, and the implementation 
of the mashup desktop we have composed. Towards the end of the section, we also present some lessons we have 
learned during the project. In Section 4 we discuss some directions for future work, and in Section 5 we draw some 
final conclusions. 
2. Background 
The Lively for Qt system was originally constructed for demonstrating that the dynamic properties of the Lively 
Kernel (http://www.lively-kernel.org/) project – a flexible web programming environment [16] – could be 
implemented for mobile devices, where performance problems existed with the purely browser-based approach [10].  
The fundamental difference between the original Lively Kernel and the Lively for Qt implementation is that the 
former uses a web browser as its environment, with a number of known restrictions [16], whereas in the latter we 
have introduced a runtime system that is capable of accessing native routines, including graphics, file system, and 
other resources of the hosting computer. This in turn leads to improved performance and significantly more 
sophisticated graphics – in the original Lively Kernel, SVG was used as the graphics interface and all widgets and 
associated transformations were custom made for the system, whereas with Qt we could use an in-built sophisticated 
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graphics framework supporting e.g. transformations. As a side-effect, the system was also liberating applications 
from fundamental restrictions of the browser, which was the only host environment of the original Lively Kernel.  
In the Lively for Qt implementation, the Qt platform offers an extensive set of APIs for various purposes. 
Facilities for developing a rich graphical user interface are included in the platform, and both low-level graphics and 
high-level widgets are included. In addition, Qt offers APIs for networking, including in particular Ajax-style 
asynchronous network accesses [1, 12], file access, database access, text processing, XML parsing and many other 
useful tasks. Finally, Qt includes a complete web browser based on the widely used WebKit (http://webkit.org/)
browser engine that can be treated as any widget. In addition to the different APIs, the Qt platform includes a 
complete JavaScript system referred to as QtScript engine. Qt APIs, which have been originally written in C++, are 
made visible to the JavaScript environment using an additional tool called Qt Script Generator 
(http://code.google.com/p/qtscriptgenerator/). The bindings generated by the tool are in the process of being 
incorporated in major distributions, such as newer versions of Ubuntu (e.g. 9.10), for example. For a QtScript 
developer, the plugins provide full access to the facilities offered by Qt directly from scripts. Consequently, all 
applications can be written and run without compilation. Moreover, it is possible to load and execute scripts from 
the Internet simply with an URI, although scripts can also be run from the local file system as well. Using Qt 
libraries solves one of the biggest problems associated with JavaScript – interfacing with other systems. Although 
numerous libraries have been constructed, they are not always compatible with each other, and even different 
versions of the same library may imply considerable differences. With Qt, we can leverage Qt’s existing high-
quality documentation regarding the interfaces. Furthermore, in general Qt’s APIs have been designed in a uniform 
fashion, and changes between different versions of the library are usually small. 
Lively for Qt, constructed using only QtScript and automatically generated bindings, is a web application 
platform that runs on top of the Qt framework. The system supports the development of JavaScript applications that 
run both in the web browser and as standalone mobile “phonetop” applications. Applications can leverage the rich 
APIs offered by the Qt platform, and they support direct manipulation, instant display updates and all the typical 2D 
graphics capabilities familiar from desktop computing environments. Applications can be downloaded dynamically 
from the Web, and they require no explicit installation. Consequently one can consider that the system is a basis for 
a web operating system, where all applications are loaded from the web when needed.  
In addition to its application execution capabilities, Lively for Qt can also function as an integrated development 
environment (IDE). These features are similar to the Sun Labs Lively Kernel [16], the precursor of Lively for Qt 
mentioned above, as well as from more classical systems such as Self [17] and Squeak Smalltalk implementation 
[4]. Lively for Qt includes a number of tools such as a JavaScript class browser, object inspector, and source code 
debugger. Such capabilities can be extremely convenient, for remote debugging, bug fixing of applications that have 
been downloaded earlier, or even creating complete applications [15]. 
With this application environment, we have implemented a number of systems, including both conventional 
desktop applications [10] and mashups [11] that combine data from various web sites as well as from clients’ local 
resources [7] into an integrated experience (see Figure 1). All these applications have been composed using 
JavaScript [2, 3], with Qt libraries providing support for various things, such as XML parsing, which on one hand 
has liberated us from implementing such routines in JavaScript, and on the other hand offer higher performance than 
using plain scripts. Individual scripts as well as full-blown applications can be loaded from a local storage or from 
the Internet.  The applications included in the figure are an image downloader based on a given keyword (upper left-
hand corner), simple map application (upper right-hand corner), a map on top of which it is possible to display 
images from web cameras, each of which is indicated by a point-of-interest symbol (lower left-hand corner), and a 
simple digital clock (lower right-hand corner). Apart from the clock, all applications rely on data that is downloaded 
from web sites from which the data is readily available. In addition to the ones included in the figure, numerous 
others have been included in the application suite that can be downloaded at http://lively.cs.tut.fi/qt.
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Fig. 1. Lively for Qt Runtime in Action. 
3. Composing a Desktop Implementation 
The Lively for Qt was fundamentally implemented as a research prototype, and its ability to integrate with other 
systems, such as a desktop environment into which we originally targeted for, was next to minimal. Towards this 
goal, the biggest problem was that the system was running in a separate operating system window, not on top of the 
actual desktop, as would seem adequate, especially if we consider that the system is used in embedded devices, 
something hinted already in [9, 10]. Consequently, we needed a desktop environment that would lend itself as a 
basis for such an implementation. This effort will be described next. 
3.1. K Desktop Environment 
In order to use our runtime system in a way that is well-suited for users, the applications we have built would 
serve the user better as desktop icons or widgets rather than as something that would have to be launched separately. 
Consequently we needed a desktop environment that would share the same graphics architecture than we used. The 
best-fitting alternative for our purposes was the K Desktop Environment (KDE, http://www.kde.org). The system is 
built on top of Qt, and, in addition to a number of KDE specific interfaces that define details such as graphical 
appearance, the developer can also use Qt interfaces directly in applications.  
Later versions of KDE have introduced a number of new techniques, including for instance Phonon for 
multimedia and Solid for hardware access, and, most notably from our perspective, so-called Plasma desktop 
(http://plasma.kde.org/). The Plasma desktop is used for implementing the actual desktop as well as panels, widgets, 
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and number of other graphical elements, with an option to embed functionality in each one of them. Furthermore, it 
is based on a similar (although somewhat extended) graphics architecture than our Lively for Qt.  
Individual Plasma applications are referred to as plasmoids. Despite a common name, they can be of varying 
complexity. Consequently icons, widgets and other graphical elements, as well as full-blown applications if so 
desired, on the desktop can all be composed in a similar fashion, implemented as plasmoids. The environment is 
resolution-independent, and the desktop in principle looks identical for numerous screen sizes and resolutions. In 
addition, containment relation between plasmoids is enabled, with little limitations. Examples of such cases are 
desktop background and taskbar. The containment relation also makes it possible to drag plasmoids between the 
desktop and the taskbar, which as such provides some nice effects for application developers. 
Plasmoids can be implemented using a number of techniques, such as widgets running inside a browser. For 
programming, a number of languages are available – C++, JavaScript and Python are all available, provided that 
suitable bindings for integration exist. For C++, the full power of the system is available, since all the possible 
interfaces can be used. In contrast, for JavaScript for example only a selected set of interfaces can be used. The 
interface has been designed by hand, not generated automatically as we did in our environment. 
3.2. Implementation 
Based on the above, it would seem almost trivial to reimplement Lively for Qt using the Plasma environment. 
However, although the Plasma system offers some support for JavaScript development, the available API [5] and the 
set of widgets that can be accessed are still relatively limited.  Consequently, we had to built our plasmoid 
implementation using the full strength of the Qt, similarly to our earlier implementation. Consequently, we simply 
designed a C++ plasmoid, which included both QtScript virtual machine and the bindings used in Lively for Qt. The 
plasmoid containing QtScript virtual machine and asssociated bindings is able to run any Lively for Qt application, 
and numerous such plasmoids – all of them sharing the same bindings libraries – can be instantiated on the desktop 
simultaneously. The selected implementation strategy enables us to share applications easily – they can be delivered 
from one user to another by simply forwarding a URL to the application, or, as described in [7], by serializing and 
forwarding them to another computer that has the same runtime environment. 
Visually, the applications appear similar to those run inside a special-purpose runtime, apart from some platform-
specific issues such as framing of different items. A screenshot of the Plasma desktop with four plasmoids running 
Lively for Qt derived code is given in Figure 2. The depicted plasmoids are similar to those given above, but this 
time the clock is analog and an image downloaded from a web camera is being displayed on top of the map instead 
of displaying the flat map as before. Each plasmoid item can be moved, closed or opened, freely scaled, and rotated 
in order to create the best possible user experience for different needs. Consequently, individual plasmoids can be 
treated as thumbnails (or icons) as well as full-fledged applications that lie on the desktop, which obviously may 
also affect their convenient size and placement on the desktop. 
Despite the straightforward design applied in the porting process, we could simplify our implementation to some 
extent. Since there were numerous features that were already present in the Plasma desktop – including in particular 
transformations such as scaling and rotation – we could leave them out from our own implementation. However, as 
all of such properties were originally implemented using scripts, we did not need to modify the actual virtual 
machine or its interfaces. Instead, certain features were simply inactivated in the scripts. In fact, by enabling such 
features, it would be possible to run another instance of the system recursively inside every individual plasmoid. 
Such capabilities, although interesting for demonstration purposes, however bear little importance when developing 
real-world systems. 
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Fig. 2. Plasmoids based on Lively for Qt. 
3.3. Lessons Learned 
Our original implementation was based on a system where the Lively framework contained all the applications as 
well as all the windows that were used. Consequently also the main window – the background of the applications – 
was a Lively object that could be scripted. However, in the Plasma environment this turned out to be impossible to 
implement without altering the actual code associated with the desktop. For now, we decided that this is not an 
essential property, and that for demonstration purposes the ability to run individual plasmoids is enough. However, 
fully scriptable desktop has already gained some momentum in the Plasma community in some form [6], and we 
expect that such features will be included in future versions of the Plasma environment. Since the bindings we used 
were intended for interfacing with Qt libraries only, we could not use the facilities of the KDE desktop or the 
Plasma environment in scripts. For obvious reasons, this is a shortcoming of our implementation at this point. 
However, we believe that such issues will be solved when a more thorough integration between QtScript and the 
Plasma environment will be composed. Again, this issue is best solved with the Plasma community. 
A further problem was observed when using our implementation in a resource-constrained environment, such as 
low-end mobile phones or embedded devices in general. Libraries generated automatically for JavaScript bindings 
turned out to be relatively large. However, since all plasmoids are run in the same process, libraries need to be 
loaded in the memory only once. In addition, even when using a laptop, when a number of graphically compelling 
applications were used, some performance problems associated with rendering in particular were observed. Solving 
the details of these issues falls beyond the scope of this paper, but we expect that as newer versions of the Qt 
platform, featuring faster JavaScript virtual machines are introduced, such problems will disappear.  
Finally, it is obvious that the original goal of plasmoids was not to use them as real applications, but rather as 
simple desktop widgets. Examples of such items include todo list, weather indicator, and a digital clock, to name a 
few. This has led to some design decisions that at times complicates the development of complete applications as 
plasmoids, which was our goal from the beginning. However, based on recent activity in the Plasma developer 
community, we expect that there will be numerous enhancements that make the technology fit for composing 
complete, compelling applications as thumbnails. 
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4. Future Work 
An obvious concern associated with any open interfaces is security, and with applications that are downloaded 
from the web, all concerns are even more severe. In order to develop plasmoids that could be downloaded from the 
web, with liberal access to the resources of the hosting computer in order to create compelling applications, security 
measures must be emphasized. At present, we feel that such measures could be similar to those of mobile Java [13], 
as already proposed in [16]. However, we have not composed any practical implementation that would take security 
into account, and in this respect, our integration with KDE and Plasma did not solve all the emerging problems. 
Experimenting with different security models remains a piece of future work, and most likely it would be best 
solved in close cooperation with the Plasma community for pragmatic reasons. For example, digital signing could be 
used to verify the origins of programs, which is a commonly used solution. 
Another direction of future work is associated with process boundaries. In the current implementation of Plasma, 
all the plasmoids run in the same process, similarly to the applications in our original Lively for Qt implementation. 
In practice, assuming that one is developing compelling applications, it is likely that they should be run in different 
processes for numerous reasons, including security and robustness for example. Luckily Qt enables an event-
forwarding mechanism which allows mapping the user interface of an application running in a different process into 
another process. We have also experimented with this feature, but results will be reported separately, together with 
all the implementation details.  
The applications we currently have running on top of the Plasma desktop are by no means exclusive set of sample 
programs. On the contrary, we feel that now that the system can be used as a desktop, there will be additional 
applications that we wish to implement. Examples of such applications include a number of web widgets as well as 
other small graphics items that have become common in newer Microsoft Windows versions and Linux systems. It 
would even be possible to use the system as the main windowing system, which would be well-suited for embedded 
devices. If carried out to the fullest extent, it would be possible to implement all the applications of e.g. a mobile 
phone in the form of plasmoids. Such a development effort, offering ultimate customization possibilities, would also 
benefit from different flavors of hardware acceleration. 
In addition to QtScript, a declarative UI toolkit especially targeting mobile devices, called Qt Quick, is being 
built as well, which allows for creating interfaces with a simple markup as well as programming of interaction 
within the UI. One of the core differences between traditional and declarative development is that the latter is based 
on 2D graphics rendering, while the former is based on standard widgets provided by the underlying operating 
system. As such, the declarative approach allows for far more flexibility and possibilities, while the widgets make it 
possible for the UI to adapt to the operating system being deployed to. As a language, Qt Quick resembles JSON 
notation of JavaScript, and it seems to be well-suited for composing small applications that are intended to run as 
thumbnails, as the declarative side would enable scaling capabilities in a straightforward fashion.  
Finally, it would be an interesting exercise to compose an embedded system where the technology described in 
this paper would be used to construct the whole user interface. Then, some of the scripts might integrate with the 
binary applications and use scripting facilities only for the creation of enhanced user experiences. Some preliminary 
steps towards this direction have already been proposed in [9]. So far, some preliminary design ideas have been 
collected, but no complete system have yet been built. For example, automotive systems would provide a feasible 
environment for the proposed technology. 
5. Conclusions 
Mashup applications have become an increasing trend in the web environment. Increasingly often, applications 
are built using content from numerous web sites, and it is the core application logic and associated rendering – 
together with quality aspects such as reliability and response times – that separate applications from one another. 
While such applications are commonly implemented for mobile devices using native development technologies, 
using scripts that can be downloaded from the web would enable extended development and installation flexibility. 
In this paper, we have demonstrated how to implement a mashup desktop, where web applications that can be 
downloaded on the fly are run as live thumbnails. From the user perspective, such items can consequently be 
considered as scriptable icons. Furthermore, the new implementation can be considered as a starting point for using 
the system as the main user interface of embedded systems. In our system, processing is performed on the client 
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side, which allows combining data downloaded from the web with local resources. In the technical sense, the system 
is based on our earlier research prototype, Lively for Qt, which was here integrated into a mainstream desktop 
environment, KDE, to form a more practical system. 
Experiences gained with the implementation tasks as well as experiments with the complete mashup desktop are 
somewhat two-fold. Since the newer versions of the desktop readily provided facilities that are related to our work, 
integration was relatively straightforward, and the underlying implementation actually provided a number of 
features for free. Examples of such features include graphical transformations and other eye candy, which enable the 
development of compelling and innovative desktop applications. On the downside, while the technologies that were 
readily available were similar to what our implementation needed, the set of resources available for JavaScript 
applications was somewhat limited. Consequently we had to implement our own bindings to Qt libraries. This 
particular issue is something we expect to change as web integration is becoming an increasingly important facility 
of the Qt environment. At this point, the reasons for interfacing limitations were traced to memory consumption and 
security issues, which we had overlooked in our original implementation, but which are obvious limiting factors in 
embedded devices. Consequently, we believe that in the future, one of the most important tasks for using scripting in 
real-life applications is the definition of a security model that is simple and understandable for the users and 
developers, and does not unnecessarily restrict the opportunities and creativity of a casual developer. 
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