Abstract-Businesses today are dependent on custom enterprise software and web applications from independent software developers and software companies. This creates a lot of problems such as integration, interoperability, security, and system maintenance. Enterprise Application Integration (EAI) and Business-to-Business integration control several key technologies and swift advancement in technology to meet the increasing needs for integration in the enterprise which often results in a lot of challenges due to differences between one proprietary approach and another. This paper seeks to provide an approach of integrating independent applications and EAI systems by using Web services standards and open application development standards in dealing with the challenges faced in integrating applications. This will make it possible for organizations to add a new layer of abstraction that is open, standards -based, and easy to integrate with any new or existing system and also make easy for data discovery as well as build ing of new concepts from existing data. The co mb ination of Service Oriented Architecture and Web services will be used to provide a rapid integration solution and also publishing services in a manner that new concepts can easily be built from existing services.
I. Introduction
Enterprise Application Integration (EAI) is the process of linking different applications together within a single organization or across organization boundaries in order to simplify and automate business processes to the greatest extent possible, while at the same time avoiding having to make changes to the existing applications or data structures. In the words of the Gartner Group, EA I is the unlimited sharing of data and business processes among any connected application or data sources in the enterprise [1] .
As corporate dependence on technology has grown more co mplex and far reach ing, the need for a method of integrating disparate applications into a unified set of business processes has emerged as a priority. Users and business managers are demanding that seamless bridges be built to join them. In effect, they are demanding that ways be found to bind these applications into a single, unified enterprise application. The development of Enterprise Application Integration (EAI), which allows many of the stovepipe applications that exist today to share both processes and data, allows us to finally answer this demand. [2] In today' s enterprise infrastructure, system and application integration is a crit ical concern. Enterprise Application Integration has existed since the early 2000s, but the central problem that it attempts to solve is much older. EAI is an approach, or mo re accurately, a general category of approaches, to providing interoperability between the mu ltip le d isparate systems that make up a typical enterprise infrastructure. Enterprise architectures, by their nature, tend to consist of many systems and applications, which provide the Service Oriented architecture (SOA) has gained popularity in recent years due to its enabling functionality or services to upgrade and extend existing software applications. SOA is an architectural approach to build and deploy software applications that is interoperable by design.SOA has grown as companies endeavor to leverage their existing client base and to integrate their acquired software with their clients" existing ERP system and also it makes software connectivity capabilities very easy. Unlike EAI no middleware is needed as adoptions of standards enable services to interact directly. It also enhances reusability capacity of software, resulting longer life of existing assets. A successful SOA imp lementation makes it easier to customize and upgrade existing applications thereby reducing total cost of ownership. [4] EAI products prove to be expensive, consume considerable t ime and effo rt and are subject to high project failure rates. Additionally, because these custom applications are proprietary, many of the projects result in additional d ifficu lties. Importantly, mod ifications to such applications require developing almost the entire system fro m scratch. Recent experience shows that a better answer is available by using Web services standards.
The adoption of service oriented Architecture and web services provide a rapid solution to solving this problems faced by organizations [5] [6] [7] .
The paper has the fo llo wing structure: section II consist of related works, section III gives information on the methodology, section IV discusses the approach used for the integration, V talks about implementation as well as results and concluded the paper.
II. Related Works
Enterprise application Integration enables an enterprise to integrate its existing applications and systems and to add new technologies and applications to the mix. Enterprise organizat ions must weigh the cost of replacing existing systems with new sys tems against the cost of merging existing systems with new systems. Discarding existing systems is never an easy choice: companies have invested huge sums of money to install, use, and customize these systems. Not only are their personnel co mfortable with using these systems, even if the software is rife with drawbacks, but often the company's way of doing business has evolved to fit with these systems. It is difficult to just walk away fro m such an investment.
Likewise, bringing in a replacement system has its costs: there's the purchase price of the new system, p lus the training and customization costs. The investment in the new system can be as large, if not larger, than the investment in the existing system [8].
Prior to EAI, integrating applications and data within a corporate environment was an expensive and risky proposition. Co mpanies were trying to merge applications that often ran on different hardware platforms and had no protocols for co mmunicat ing with other software packages outside of their own narrowly defined realm. In a sense, companies had "islands" of business functions and data, and each island existed in its own, separate problem do main as shown in figure1 [8]. Prior to the develop ment of EAI-type approaches, the problems of integration were largely handled using point-to-point integration. In a point-to-point integration model, a unique connector component is implemented for each pair o f applicat ions or systems that must communicate. This connector handles all data transformation, integration, and any other messaging related services that must take place between only the specific pair of co mponents it is designed to integrate. When used with small infrastructures, where only two or three systems must be integrated, this model can work quite well, providing a lightweight integration solution tailor-made to the needs of the infrastructure. However, as additional co mponents are added to an infrastructure, the number of point-to-point connections required to create comprehensive integration architecture begins to increase exponentially. A threecomponent infrastructure requires only three point-topoint connections to be considered fully integrated. By comparison, the addition of just two more co mponents increases this number to 10 connectors. This is already approaching an unmanageable level of co mp lexity, and once an infrastructure includes 8 or 9 co mponent systems, and the number of connections jumps into the 30s, point-to-point integration is no longer a viable option. Each of these connectors must be separately developed and maintained across system version changes, scalability changes, and more (or, in some cases, even purchased at high cost from a vendor), and the unsuitability of point-to-point integration for complex enterprise scenarios becomes painfully clear. [3] These EAI-type approaches face a lot of problems over time: The data exchange among different systems is inevitable during the process of Enterprise Application Integration. Considerable quantities of data would probably be migrated fro m one system to another after a fixed period of time. Under other circu mstances, data representing business status in one system are required to keep synchronized with that on other systems simultaneously [9] .
As in AllBooks, in the vast majo rity of cases the computer systems supporting the internal functioning of the enterprise have been developed independently to manage the tasks of individual business units. Existing systems manage their own data, following their o wn data models and governed by their own business rules. This leads to the technical problems experienced by AllBooks International, in which applications are not able to co mmunicate with each other with the reliab ility and efficiency essential to safely implement the complex business processes of a modern enterprise. This resulted in technological difficult ies as a result of ad-hoc integration solutions, such as remote calls, direct reading and writing to application space, or bridges and file transfers used for communication. In addition, applications cannot easily exchange informat ion as the formats and representations of enterprise data are different, and therefore nu merous complex individual interpretations are required [10] . shows that not only the problem has not been solved over the period, but that it may have actually become even worse. The dilemma fo r the bank analysts is how to properly manage the development maintenance and evolution of these systems. It is difficult to determine what is to be shared between applications. But the use of point-to-point interfaces resulted in a myriad of interface formats and technologies that have to be created and maintained; making it very difficult to accommodate the new applications that will be inevitably required. [10] .
With the introduction of the Web, enterprise application integration has taken on a larger significance beyond that of merg ing application systems. Enterprise servers now handle and maintain huge amounts of data and business logic. The Web enables easy information and service access and it has become a principal means of co mmun ication. An enterprise must be able to make its business data accessible to others, fro m internal employees to external partners, suppliers, and buyers. Figure 4 illustrates this Web direction to which enterprises are currently mov ing. The success of the Java programming language and the J2EE p latform are play a key ro le in a Web-driven application integration, in large part because they make it easier to develop and implement Web-based applications.
[8] As businesses establish Web presence, Web-driven EAI beco mes more essential. Enterprises need to integrate their existing applications and enterprise systems to drive their business -to-consumer and business-to-business interactions, plus their other Web services. Success in e-business is driven by an enterprise's ability to integrate existing applications and extend the reach of these applications to Web-based access. [8] Primarily, services are implemented as Web Services (WS) wh ich are defined by the W3C as "software systems designed to support interoperable mach ine-tomach ine interaction over a network" [11] .It has an interface described in a machine-processable format. Other systems interact with the Web service in a manner prescribed by its description using SOAPmessages, typically conveyed using HTTP with an XM L serialization in conjunction with other Webrelated standards [11] . Inherently, a service is a software co mponent that contains a collection of related software functionalities reusable for d ifferent purposes. It delivers such operations as data storage, data processing, mathematical and scientific co mputations, and networking. It is governed by a producer-consumer model in which a service is delivered by a service provider known as the producer which o wns the facilit ies for hosting, running, and maintaining the service, and the client known as the consumer wh ich connects and uses service functionalities. [12] .
Much of the research regarding SOA tackles more granular technical issues of development and implementation of Web services, which may be a result of the aforesaid misconceptions [7] . Few papers e.g., [13] , [14] , deal with the much larger problem o f defining what SOA means to the organization and how this definit ion should then provide the guidance for the development of components to meet business informat ion needs [15] . The Informat ion Technology adoption literature targeting a methodology for development states that there are five categories of factors influencing the decision to adopt SOA (i.e., environmental, organizational, individual, technology, and task characteristics [16] . These same factors should be addressed by the methodology for imp lementing SOA pro jects [17] . Two SOA methodologies that attempt to embody some or all of these factors are discussed below. Teti (2006) , an industry analyst, provides a methodology, which entails creating a vision, construction, and execution. He suggests that this model is applicable to many projects, but specifically addresses SOA. The vision creation is driven by a number of inter-and intra-o rganizat ional issues that define tasks important to the indiv iduals and the firm (i.e., the constituency); the construction addresses the technology required to accomplish the tasks; and execution seeks to ensure that SOA will facilitate information exchange in the environment.
Bell (2008) provides a SOA methodology that takes a more technical approach. It professes that all software can be considered as services that are designed based on the informational tasks of the organization, configured for transmission in the working environ ments , constructed with available technologies, and deployed for use by individuals. The methodology represents a conceptual structure that brings together distributed services based on the functionality [18] .
A study of the Govern ment of Ghana Ministry Integration project was carried out by Kester et al (2012) where SOA with web services was used to demonstrate the integration of eight min istries. The existing systems within the ministries were using a variety of architectural models, languages and platforms that were not compatible with each other. On the other hand, the Govern ment was not ready to put in place a new IT infrastructure to replace the existing one. But the aim of the IT pro ject was to connect all the min istries such that they can interoperate and provide services to each other and also create a new platform where new services in the future can be added without changing the entire system. The application was developed fro m the proposed system architecture wh ich aimed at providing interoperability functionalities through rich Internet clients and XM L Web Services fo r all the min istries. [19] 
III. Methodol ogy
Providing services through the Web is rapidly becoming the emerging trend. Enterprises are recognizing that it is important for them to provide more o f their services, such as customer support and product catalogs, through the Web. Enterprises have come to see that having such services available both in a traditional manner and over the Web enhances their business. The technology scenario is evolving at a breathtaking pace, and EA I is now increasingly being driven by Web-driven requirements and technologies. Web-driven application integration, by making data and services more easily and widely accessible enhances efficiency in business processes. For examp le, an online stock trading application offered by the financial services industry must be able to handle transactions whose numbers can increase rapidly. It is best, too, if the enterprise can retain the flexib ility to develop and add in new applications and extend its existing applications. Up till now, applications were classified as either front-office o r back-office applications. Frontoffice applications are considered to face the customer or end user. Front-office applications include applications for customer relat ionship management and market ing automation. Back-office applications provide the informat ion infrastructure for running the back-end business processes of an enterprise. Applications provided by an enterprise resource planning (ERP) system are good examp les of back-office applicat ions. Traditional EAI focused on integrating the front-and back-office applicat ions. However, traditional EA I is becoming Web-driven EAI. Rather than being targeted to the front end or the back end, most EAI applications are now integrated for the front and back ends and Web using Service Oriented Enterprise Bus and Open System Application Development Standards SOA with web services changes the way businesses are undertaken and it is a technique of design that guides all aspects of creating and using business services throughout their lifecycle Thus, fro m their conception to their retirement [1] . And also in defining and conditioning the IT infrastructure that allows different applications to exchange data and participate in business processes regardless of the operating systems or programming languages underlying those applications [20] . SOA is essentially a collection of services which communicate with each other. With SOA, business services are consistently represented and partitioned cleanly. The Web service also supports interoperable mach ine-to-machine interaction over a network through an interface described by the Web Services Description Language (WSDL) [21] . The services are the fundamental unit of the architecture for sharing business informat ion across department and application boundaries [22] . This paper seeks to provide an approach of integrating independent applications by using Web services standards and open application development standards in dealing with the challenges faced in integrating applications. This will make it possible for organizations to add a new layer of abstraction that is open, standards-based, and easy to integrate with any new or existing system and also make easy for data discovery as well as building of new concepts from existing data. The combination of Serv ice Oriented Architecture and Web services will be used to provide a rapid integration solution such that the systems can interoperate and provide services to each other, as well as provide an avenue for addit ion of new services in the future by interconnecting with other services without changing the entire systems and also publishing services in a manner that new concepts can easily be built fro m existing services.
However in high hopes of achieving these aims, the existing IT infrastructure will not be replaced by a new one due to extensive investments made in the existing system. This is because they have an enormous amount of useful data stored in them, so it's not practical to discard existing systems.
The approach that will be used will meet the requirements of IT p rojects by making applications to be more co mposed of services rather than writing codes fro m scratch. The approach will save codes and provide a standard way for each of the components of an IT system to interact with shared services, enable components to become building blocks for reuse, shift focus to application assemble rather than design, create new applications out of existing components and integrate applications systems both internally and externally.
SOA with web services will be used for the entire process of building and deploying the applications for the project. This effectively lo wer the overall costs and improve the ability to rap idly change and evolve IT systems within an organization. The approach will also facilitate the composition of services across disparate pieces of software, whether o ld or new; depart mental, enterprise-wide, or inter-enterprise; mainframe, mid -tier, PC, o r mob ile device, to streamline IT processes and eliminate barriers to IT environment improvements within and outside organizations [22] 
IV. The Approach
The approach used was to get all the independent systems residing within each organizat ion connected so that they can easily exchange data irrespective of the platform upon which they are running on and make the services available fo r usage by external systems during transactions. A mu lti-layer architecture approach was used to develop a client-server system to make informat ion processing possible with in the organization and also making some services accessible. The architecture of a client server system consisting of Web browser, servlet middleware and database server for processing transactions was developed and services published in the service bus. Some end-user applications were developed using HTML form for user-input and this lowers the data requirement of the client's browser version and it does not impose the requirement of a Java-enabled b rowser with the latest JDK patch. A midd le t ier with a Web server running Java servlet was set up and the Java servlet was used to access the database with JDBC driver. A back-end database server was set up and Web services were developed to make it possible for external organizations to request for informat ion fro m the database through the internet.
Web services with SOA was used to provide an open standard and machine-readable model (WSDL) for creating exp licit, implementation-independent descriptions of service interfaces and commun ication mechanis ms that are location-transparent and interoperable. For co mplexity and unreliab ility of integrating complex in frastructures using a point to point approach to be taken care of, a middleware will be used to centralize and standardize integration practices across the entire infrastructure. A separate connector to connect each application requiring, co mponents in an EAI-based infrastructure use standardized methods to connect to a service bus (SOA) that is responsible for providing integration, message brokering, and reliab ility functionalities to the entire network. The systems bundle together adapters for connectivity, data transformation engines convert data to an appropriate format for usage by requesters, modular integration engines handle many different complex routing scenarios simultaneously, and other components present a unified integration solution. A central integration using Service Oriented Enterprise Bus and Open System Application Development Standards In the figure above, languages and protocols were standardized to eliminate the need for many different middleware infrastructures and the interactions were based on protocols redesigned and the internal functionality settings were made available as a service. Service-o riented arch itecture has standardization as a key policy in imp lementing web services for easy integration of mu ltip le inco mpatible applications. Web services provide an entry point for accessing local services and with homogeneous components that reduces the difficulties of integration.
Web services were exposed through the interface the functionality perfo rmed by the internal systems and this makes the services discoverable and accessible through the Web in a controlled manner( Figure 5 ) and ( Figure  6 ). Ho mogeneous components were built to reduced the difficult ies of integration and standardized. Serv ice descriptions was made richer and more detailed, covering aspects beyond the service interface. The application integration in environment encompasses three layers: a business process layer, an integration layer, and an application server layer ( Figure 6 ). Each layer, in turn, holds technologies that serve as the application server integration build ing blocks. The application server layer enable an application integration project to link not only with existing enterprise systems but also with the Web. The application integration platform adds an integration layer on top of application server. This integration layer provides support for applicat ion development tools and frameworks. These development tools and integration frameworks are based on the application programming model, and they rely on metadata for generating and providing services. The integration layer also adds support for such functionality as a rules engine, intelligent message routing, and message transformation, all on top of the base functionality provided by the application server. The business process layer serves as the top-most layer for the platform and represents an enterprise's unique way of doing business. This business process layer exposes business process level abstraction by providing support for business process modeling and for the business process engine. To integrate applications at the business logic layer, systems were enabled to cons ume and provide XM Lbased Web services. The Web Services Description Language (WSDL) contracts were used to describe the interfaces to these systems. And interoperability was further made possible by making the imp lementation compliant with the Web Services specifications. With integrated enterprise systems, businesses can now focus on core competencies, reduce spending, and reuse existing informat ion in new ways without a major overhaul of their existing infrastructure. This will help them to have flexibility in their service delivery, save cost, and be efficient in service delivery. Figure 9 illustrates the dynamis m of p latforms interoperability and intercommun ication of between integrated systems via a Service Bus.
The metadata of a registry network was stored in an ontology way and published for easy data discovery making it easy for searches to be done to find partners with products based on price range or availability, or to find h igh quality partners. Th is made it possible for applications, businesses, partners and suppliers to analyze info rmation about the registries and their characteristics to effectively carry out the process of service discovery.
V. Results
The imp lementation was done by building a 3-t ier database application that uses Java servlets and the Java Database Connection (JDBC). The three tiers consist of Client Tier or user interface, M iddle Tier or business logic and Data Storage Tier. The three logical tiers were implemented to correspond to three types hosts namely: the browser or GUI Applicat ion to serve the client, Web Server or Applicat ion Server and the Database Server (often an RDBMS o r Relat ional Database). Servlets was used for creating HTM L user interface pages. The servlets JavaBeans were responsible for business logic and Java classes responsible for data access. These objects used were JDBC to query the database. The HttpServlet class provides methods, such as doGet and doPost, for handling HTTP-specific services.
The web client consists of two parts: Dynamic web pages containing various types of markup language such as HTML and XM L, wh ich are generated by web components running in the web tier and web browser, which renders the pages received from the server. The application clients directly access enterprise beans running in the business tier. The clients interact with Java EE servers, enabling the Java EE p latform to interoperate with legacy systems, clients, and non-Java languages.
The business tier comprising the business components and entailing the business code, which is the logic that meets the needs of a particular business domain, is handled by enterprise beans running on the business tier. The enterprise bean receives data from client programs, p rocesses it and sends it to the enterprise informat ion system t ier for storage or sends it back to the client program.
The enterprise information system tier handles EIS software and includes enterprise infrastructure systems, such as enterprise resource planning (ERP), mainframe transaction processing, database systems, and other legacy informat ion systems. The Java EE application components might accesses the enterprise information systems for database connectivity.
The HTM L form fo r user-input receives input for a form. The form is processed by a servlets which resides in a To mcat server after it has been filled and submitted by a user.
The middle t ier was developed with a Web server running Java servlets which accesses a database and returns an HTML page listing the data. Each field on the form stores information that can be transmitted to the web server and then sent to a Java servlets. Web browsers then communicate with the server by using HTTP. A fter a user fills the form and submits it, the form data is then sent to a server using two kinds of HTTP requests: get and post.
Java servlets handle both of these requests through methods inherited fro m the HttpServlet class: doGet(HttpServletRequest, HttpServletResponse) and doPost(HttpServletRequest, HttpServletResponse).
The do Get() and doPost() methods have two arguments: an HttpServlet Request object and an HttpServletResponse object.
The servlet communicates with the user by sending back an HTM L document, a graphics file, or other types of informat ion supported by the web browser. It sends this information by calling the methods of the HttpServletResponse class. A MySQL back-end database server was set up in order for the java servlet to access information in the database using JDBC driver existed. The JDBC is a java API for connecting programs written in java to relational databases. It has a data access interface, assesses many data sources and performs co mmon task like connection pooling, batch updates and transaction management.
Above is the architecture of the JDBC. It is a two-t ier architecture where the top level is visible to application programs and the lower level consists of drivers for individual engines.
The general steps taken in setting up the back-end database server are as follows:
• Importing the packages Below is the "connect class" code snippet implemented for connecting to the MySQL relational database back-end server and a "queryDatabase class" for querying the database. The web services were created to enable external systems to request for informat ion fro m internal systems. Besides SOAP, One of the most popular technologies in creating web services is XM L-RPC, a protocol for using Hypertext Transfer Protocol (HTTP) and Extensible Markup Language (XM L) for remote procedure calls. An XM L-RPC client is a program that connects to a server, calls a method on a program on that server, and stores the result. Using Apache XML-RPC, the process is comparable to calling any other method in Java because we don"t have to create an XM L request, parse an XML response, or connect to the server using one of Java"s networking classes. In the org.apache.xmlrpc package, the XmlRpcClient class represents a client. An XmlRpcClient object can be created in three ways, each of which requires the URL of the server: At the end web services were exposed through the interface the functionality performed by the internal systems and this makes the services discoverable and accessible through the Web in a controlled manner. three layers: a business process layer, an integration layer, and an application server layer. Each layer, in turn, holds technologies that serve as the application server integration build ing blocks. The application server layer enable an application integration project to lin k not only with existing enterprise systems but also with the Web. The application integration platform adds an integration layer on top of application server. To integrate applications at the business logic layer, systems were enabled to consume and provide XM Lbased Web services.
VI. Conclusion
Using SOA with web services did not only reduce the management, maintenance time and cost but it also reduces the amount of deployed code. Moreover, the architecture did not only serve as the blueprint for the system but also the project"s team structure, documentation organization, work breakdown structure, scheduling, planning, budgeting, unit testing and integration.
The architecture established the communicat ion and coordination mechanis ms among components. Services were created and they can be reused in mu ltiple and also new services and applications can be created quickly and easily used with a co mbination of new and old services. Importantly, services were modeled independently of their execution environment.
