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sovy´ch pomeˇr˚u.
3. Vyhodnot’te mozˇnosti implementace evaluacˇn´ıho software podle prˇedchoz´ıho bodu
a to tak, aby pokud mozˇno vyhodnocen´ı bylo pouzˇitelne´ v ”iteracˇn´ıch postupech“
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kladeˇ a vyhodnot’te.
5. Diskutujte dosazˇene´ vy´sledky a dalˇs´ı mozˇnosti.
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Abstrakt
C´ılem pra´ce je sezna´men´ı se s programovac´ım prostrˇed´ım Microsoft .NET Framework a pro-
blematikou vyhleda´va´n´ı kl´ıcˇovy´ch bod˚u v obraze. Na za´kladeˇ teˇchto znalost´ı je pozˇadova´n
na´vrh metody evaluace pouzˇ´ıvany´ch detektor˚u a na´sledna´ implementace konzolove´ aplikace
umozˇnˇuj´ıc´ı snadne´ vyhodnocen´ı vy´stupn´ıch dat aplikovane´ metody vyhleda´va´n´ı kl´ıcˇovy´ch
bod˚u v obraze v iteracˇn´ıch postupech na´vrhu/ucˇen´ı algoritmu˚ za pouzˇit´ı navrzˇene´ me-
tody evaluace. Kl´ıcˇove´ body jsou vyhleda´ny v neˇkolika bitmapa´ch, ktere´ zachycuj´ı tute´zˇ
sce´nu v r˚uzny´ch smeˇrech pohledu. Za´rovenˇ je pozˇadova´no vytvorˇen´ı graficke´ho uzˇivatelske´ho
prostrˇed´ı umozˇnˇuj´ıc´ıho snadne´ nastaven´ı podmı´nek pro evaluaci.
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vyhleda´va´n´ı vlastnost´ı obrazu, vyhleda´va´n´ı kl´ıcˇovy´ch bod˚u, vyhleda´va´n´ı hran, .NET Fra-
mework, GDI+, C#, evaluace
Abstract
The goal of this thesis is to get familiarized with software component Microsoft .NET
Framework and the problems of methods of interest point detection. On the basis of this
knowledge, it is required to develop a method for the evaluation of used detectors and
then implement a console application that is simply able to evaluate the results of interest
point detection methods. Such evaluation is important in the process of development of the
algorithms for the detection using projected method of evaluation. The interest points are
searched in several images which represent the same scene from different angles of view.
The requirements also inculde creation of graphic user interface that allows an easy way to
setup the evaluation conditions.
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V dnesˇn´ı dobeˇ by se jen teˇzˇko hledal obor, ktery´ by alesponˇ pro urcˇite´ sve´ odveˇtv´ı ne-
pouzˇ´ıval pocˇ´ıtacˇovou techniku. S rostouc´ım vy´konem a schopnostmi z´ıska´vaj´ı pocˇ´ıtacˇe sta´le
se rozr˚ustaj´ıc´ı pole p˚usobnosti, d´ıky cˇemuzˇ rapidneˇ roste za´jem o toto odveˇtv´ı. Za´rovenˇ to
umozˇnˇuje vyv´ıjet aplikace a algoritmy, ktere´ by v drˇ´ıveˇjˇs´ıch doba´ch nebylo mozˇne´ rea-
lizovat vzhledem k jejich slozˇitosti a na´rocˇnosti. Take´ d´ıky tomuto faktu existuje sta´le
rostouc´ı snaha o digitalizaci jake´koli z´ıskane´ informace, cozˇ napoma´ha´ procesu zpracova´n´ı
pocˇ´ıtacˇem. Jedn´ım z obor˚u uplatnˇuj´ıc´ım se v soucˇasnosti je i zpracova´n´ı obrazu. Nejedna´ se
pouze o obraz staticky´, ale take´ o videosekvence. Toto odveˇtv´ı ma´ sˇirokou sˇka´lu uplatneˇn´ı.
Za zmı´nku stoj´ı algoritmy pro detekci a sledova´n´ı objekt˚u a cˇa´st´ı teˇla, detekce oblicˇeje,
pocˇ´ıtacˇove´ videˇn´ı. Pouzˇit´ı nalezne v pr˚umyslovy´ch a dopravn´ıch aplikac´ıch, biomedic´ıneˇ a
dalˇs´ıch oborech. Jednou z podskupin zpracova´n´ı obrazu je i detekce kl´ıcˇovy´ch bod˚u v ob-
raze.
Vyhleda´va´n´ı, neboli detekce kl´ıcˇovy´ch bod˚u v obraze patrˇ´ı pod obecneˇjˇs´ı skupinu –
vyhleda´va´n´ı vlastnost´ı v obraze. Pod t´ımto pojmem si lze prˇedstavit metody pro nalezen´ı a
vyhodnocen´ı takove´ informace v obraze, ktera´ je pro dane´ zkouma´n´ı relevantn´ı. V soucˇasne´
dobeˇ existuje cela´ rˇada takovy´chto osveˇdcˇeny´ch algoritmu˚, ale i prˇes to prˇetrva´va´ snaha
o vytvorˇen´ı efektivneˇjˇs´ıch a dokonalejˇs´ıch algoritmu˚, ktere´ by le´pe splnˇovaly pozˇadavky
teˇchto metod.
U´speˇsˇnost metod a tedy i samotny´ch detektor˚u za´vis´ı na urcˇen´ı optima´ln´ıch para-
metr˚u pro pouzˇity´ algoritmus. Proto vznikl pozˇadavek na vytvorˇen´ı aplikace, ktera´ s po-
moc´ı uzˇivatele vyhodnot´ı vy´stupn´ı data pouzˇite´ metody a urcˇ´ı jej´ı u´speˇsˇnost, cozˇ vede
k usnadneˇn´ı nalezen´ı teˇchto parametr˚u.
C´ılem pra´ce je tedy sezna´mit se s problematikou vyhleda´va´n´ı kl´ıcˇovy´ch bod˚u v obraze
a navrhnout vhodnou metodu pro hodnocen´ı pouzˇ´ıvany´ch detektor˚u, ktera´ je na´sledneˇ
pouzˇita prˇi vy´voji prostrˇedku slouzˇ´ıc´ıho k evaulaci teˇchto vyhleda´vacˇ˚u.
Kapitola 2 – Microsoft .NET Framework popisuje architekturu platformy, jej´ı soucˇa´sti
Windows Forms, ktera´ slouzˇ´ı pro pra´ci s formula´rˇi, a Graphic Device Interface Plus, jezˇ se
pouzˇ´ıva´ pro pra´ci s grafikou. Da´le jsou zde popsa´ny programovac´ı jazyky, ktere´ lze v tomto
prostrˇed´ı pouzˇ´ıt, podp˚urne´ na´stroje a jedny z nejzna´meˇjˇs´ıch portac´ı komponenty do jiny´ch
operacˇn´ıch syste´mu˚.
Kapitola 3 – Vyhleda´va´n´ı kl´ıcˇovy´ch bod˚u v obraze osahuje popis vybrany´ch detektor˚u
kl´ıcˇovy´ch bod˚u, pozˇadavky na tyto detektory, jejich omezen´ı a metody vyhodnocova´n´ı
u´speˇsˇnosti vyhledavacˇ˚u.
V kapitole 4 – Pozˇadavky na evaluaci detektor˚u kl´ıcˇovy´ch bod˚u v obraze jsou popsa´ny
pozˇadavky, ktere´ byly kladeny prˇi na´vrhu metody evaluace detektor˚u kl´ıcˇovy´ch bod˚u v ob-
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raze. Za´rovenˇ jsou uvedeny implementacˇn´ı pozˇadavky konzolove´ aplikace pro iteracˇn´ı postup
vyhodnocova´n´ı a graficke´ho uzˇivatelske´ho rozhran´ı aplikace urcˇene´ k zada´n´ı dodatecˇny´ch
u´daj˚u ze strany uzˇivatele, ktere´ jsou potrˇebne´ pro samotnou evaluaci.
Kapitola 5 – Struktura projektu a jeho implementace zahrnuje postup prˇi na´vrhu a imple-
mentaci modulu pro vyhodnocova´n´ı detektor˚u, aplikace s graficky´m uzˇivatelsky´m rozhran´ım
a konzolove´ aplikace.
V za´veˇrecˇne´ kapitole jsou shrnuty poznatky z´ıskane´ v pr˚ubeˇhu tvorby diplomove´ pra´ce




V te´to kapitole jsou shrnuty ty vlastnosti platformy Microsoft .NET Framework, jejichzˇ
znalost byla nutna´ prˇi vy´voji software. Popsa´na je jak samotna´ architektura platformy, tak
soucˇa´sti Windows Forms a Graphic Device Interface Plus, ktere´ byly vyuzˇity prˇi implemen-
taci aplikace s graficky´m uzˇivatelsky´m rozhran´ım. Kapitola take´ zahrnuje popis podp˚urny´ch
na´stroj˚u prostrˇed´ı, ktere´ vy´razneˇ usnadnˇuj´ı a zefektivnˇuj´ı vy´voj aplikac´ı s touto softwaro-
vou komponentou. Obsah te´to kapitoly je zalozˇen na publikovany´ch informac´ıch [1] [3] [6]
[8] [9] [10] [12].
2.1 Architektura
Microsoft .NET Framework je softwarova´ platforma, ktera´ poskytuje bohate´ prostrˇedky
programa´tor˚um pro to, jak pomeˇrneˇ jednodusˇe vyv´ıjet nove´ aplikace. K tomu napoma´ha´
take´ cela´ rˇada zahrnuty´ch jizˇ hotovy´ch rˇesˇen´ıch, ktere´ lze kombinovat s vlastn´ım ko´dem
programa´tora a dosa´hnout tak efektivn´ıho vy´voje pozˇadovane´ aplikace. Prima´rneˇ je tato
komponenta urcˇena pro operacˇn´ı syste´m Microsoft Windows, nicme´neˇ existuj´ı verze i pro
jine´ operacˇn´ı syste´my, o ktery´ch se zmı´n´ıme pozdeˇji. Mezi hlavn´ımi d˚uvody, procˇ Microsoft
zacˇal tuto platformu vyv´ıjet, byly prˇedevsˇ´ım vysoka´ chybovost aplikac´ı prˇi pra´ci s pameˇt´ı
a konverzi datovy´ch typ˚u, proble´my s verzemi knihoven a nejednoducha´ komunikace mezi
knihovnami napsany´mi v odliˇsny´ch programovac´ıch jazyc´ıch d´ıky jejich nekompatibiliteˇ.
Za´rovenˇ prˇi snaze zachova´n´ı zpeˇtne´ kompatibility a prˇida´va´n´ı novy´ch vlastnost´ı sta´vaj´ıc´ıch
vy´vojovy´ch na´stroj˚u a programovac´ıch jazyk˚u se tyto vy´vojove´ prostrˇedky sta´valy v´ıce
komplikovany´mi. Take´ d´ıky tomu se spolecˇnost Microsoft rozhodla vyvinout novou mnozˇinu
programovac´ıch jazyk˚u, prostrˇed´ı a vy´vojovy´ch na´stroj˚u.
Prˇi na´vrhu platformy byl tedy mimo jine´ kladen d˚uraz na mozˇnost nab´ıdnout kon-
zistentn´ı objektoveˇ orientovane´ programovac´ı prostrˇed´ı, zachova´n´ı zpeˇtne´ kompatibility,
bezpecˇny´ beˇh programu, eliminaci vy´konnostn´ıch proble´mu˚ skriptovac´ıch nebo interpre-
tovany´ch prostrˇed´ı a celkove´ sn´ızˇen´ı u´sil´ı prˇi vy´voji novy´ch aplikac´ı. To s sebou prˇineslo
na´sleduj´ıc´ı vy´hody .NET platformy:
• Objektoveˇ orientovane´ programova´n´ı
• Objektovy´ na´vrh zalozˇeny´ na za´kladn´ı knihovneˇ trˇ´ıd
• Neza´vislost programovac´ıch jazyk˚u
• Efektivn´ı prˇ´ıstup k dat˚um
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• Sd´ılen´ı ko´du mezi aplikacemi
• Zdokonalenou bezpecˇnost
Dveˇ hlavn´ı cˇa´sti Microsoft .NET Framewrok jsou Common Language Runtime (CLR),
zna´ma´ take´ jako spolecˇne´ beˇhove´ prostrˇed´ı, a knihovna trˇ´ıd .NET Framewrok (Framewrok
Class Library).
Obra´zek 2.1: Architektura .NET Framework.
Spolecˇne´ beˇhove´ prostrˇed´ı (Common Language Runtime)
Common Language Runtime je nejd˚ulezˇiteˇjˇs´ı soucˇa´st cele´ .NET platformy. Jedna´ se o im-
plementaci specifikace Common Language Infrastructure (CLI), cozˇ je specifikace, ktera´
popisuje spustitelny´ ko´d a beˇhove´ prostrˇed´ı. Dı´ky n´ı lze pouzˇ´ıt neˇkolik programovac´ıch
jazyk˚u na r˚uzny´ch platforma´ch bez potrˇeby prˇelozˇen´ı zdrojovy´ch ko´d˚u pro danou archi-
tekturu. Ko´d, jehozˇ beˇh je rˇ´ızen t´ımto prostrˇed´ım, se beˇzˇneˇ oznacˇuje jako ”ˇr´ızeny´ ko´d“
(managed code).
Prostrˇed´ı se sesta´va´ z peˇti hlavn´ıch cˇa´st´ı.
Spolecˇny´ typovy´ syste´m (Common Type System, CTS)
Tento syste´m je pouzˇ´ıvany´ kazˇdy´m programovac´ım jazykem postaveny´m na .NET plat-
formeˇ. Definuje mnozˇinu datovy´ch typ˚u a operac´ı, ktere´ lze pouzˇ´ıt v ra´mci odliˇsny´ch jazy-
kovy´ch syntax´ı, a za´rovenˇ hierarchii datovy´ch typ˚u, ktera´ je videˇt na obra´zku 2.2. Jazyk
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tedy nen´ı omezen, co se ty´cˇe syntaxe, ale minima´ln´ı mnozˇinou datovy´ch typ˚u definovany´ch
CTS. Zajiˇst’uje mozˇnost interakce objekt˚u r˚uzny´ch programovac´ıch jazyk˚u z te´to skupiny.
Kazˇdy´ datovy´ typ definovany´ CTS mus´ı obsahovat zˇa´dny´ nebo v´ıce cˇlen˚u. Mezi tyto cˇleny
patrˇ´ı:
• Pole (Field). Jedna´ se o promeˇnnou, ktera´ je soucˇa´st´ı stavu objektu. Ma´ vlastn´ı
jme´no a typ.
• Metoda (Method). Funkce, ktera´ zajiˇst’uje proveden´ı jiste´ operace nad objektem
(jako zmeˇna jeho stavu). U metody je definovany´ na´zev, signatura a modifika´tory.
Signatura specifikuje, jaky´m zp˚usobem je metoda vola´na, pocˇet a porˇad´ı parametr˚u,
jejich typ a na´vratovou hodnotu metody.
• Vlastnost (Property). Navenek se chova´ jako jizˇ zmı´neˇny´ cˇlen – pole, ale tento
cˇlen umozˇnˇuje validaci parametr˚u a stavu objektu jesˇteˇ prˇed samotny´m prˇ´ıstupem.
Pomoc´ı tohoto cˇlenu lze take´ vytva´rˇet ”read-only“ nebo ”write-only“ pole.
• Uda´lost (Event). Mechanismus slouzˇ´ıc´ı ke vza´jemne´ komunikaci objekt˚u.
Obra´zek 2.2: Struktura spolecˇne´ho typove´ho syste´mu.
Spolecˇna´ jazykova´ specifikace (Common Language Specification, CLS)
Minima´ln´ı mnozˇina za´kladn´ıch pravidel, ktere´ by meˇl splnˇovat kazˇdy´ kompiler zameˇrˇen na
.NET Framework.
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Common Intermediate Language (CIL, IL)
Drˇ´ıve take´ zna´my´ jako Microsoft Intermediate Language (MSIL). Jedna´ se o programovac´ı
jazyk na nejnizˇsˇ´ı u´rovni, ktery´ je jesˇteˇ cˇitelny´ cˇloveˇkem, neza´visly´ na c´ılove´m CPU. Spolu
s t´ımto meziko´dem kompiler produkuje take´ metadata, ktera´ popisuj´ı datove´ typy, jejich
definice a dalˇs´ı informace. Du˚lezˇite´ vlastnosti tohoto jazyka jsou:
• Objektova´ orientace, pouzˇ´ıvan´ı rozhran´ı
• Silne´ rozliˇsova´n´ı mezi hodnotami a referencemi Tak jako jaky´koli jiny´ progra-
movac´ı jazyk, CIL nab´ız´ı skupinu za´kladn´ıch datovy´ch typ˚u. Ovsˇem rozd´ıl oproti
ostatn´ım jazyk˚um je v tom, zˇe CIL silneˇ rozliˇsuje mezi hodnotovy´mi typy, tedy
typy, jejichzˇ promeˇnne´ ukla´daj´ı prˇ´ımo data, nebo referencˇn´ımi typy, u ktery´ch je
uchova´va´na adresa pameˇti, kde se data nacha´zej´ı.
• Silna´ datova´ kontrola Toto je jeden z velmi d˚ulezˇity´ch aspekt˚u tohoto jazyka. Vzˇdy
je prˇesneˇ urcˇen dany´ datovy´ typ pro danou promeˇnnou a nen´ı beˇzˇneˇ dovoleno, aby
neˇktera´ operace vracela nejednoznacˇny´ datovy´ typ. Tento fakt ma´ zajiste´ negativn´ı
vliv na vy´konnost aplikace, nicme´neˇ je kompenzova´n vy´hodami, ktere´ vznikaj´ı. Patrˇ´ı
mezi neˇ naprˇ´ıklad bezpecˇnost, garbage collection, mezijazykova´ soucˇinnost a dalˇs´ı.
• Spra´va chyb prostrˇednictv´ım vy´jimek Architektura vy´jimek zajiˇst’uje, zˇe bez-
prostrˇedneˇ po vyskytnut´ı chyby lze tuto chybu zpracovat rutinou k tomu navrzˇenou.
Vy´hodou vy´jimek je to, zˇe s sebou nesou informace, z ktery´ch lze urcˇit, kde se vyskytl
proble´m, a take´ to, zˇe je zde podporova´no mezijazykove´ zpracova´n´ı.
• Pouzˇ´ıva´n´ı atribut˚u
Just-in-Time Compiler (JIT)
Tento kompiler slouzˇ´ı pro prˇevod meziko´du (CIL) na nativn´ı ko´d. Jeho vy´hoda spocˇ´ıva´
v tom, zˇe ke kompilaci zdrojove´ho ko´du docha´z´ı azˇ za beˇhu aplikace. Nemus´ı by´t tedy
zbytecˇneˇ kompilova´ny ty cˇa´sti, ktere´ se prˇi beˇhu aplikace v˚ubec neprovedou. Kompilace
meziko´du do nativn´ıho ko´du je mnohem rychlejˇs´ı nezˇ z ko´du zdrojove´ho, prˇesto je zde
nevy´hoda, ktera´ spocˇ´ıva´ v prodleveˇ prˇi prvotn´ım spusˇteˇn´ı aplikace, nebot’ se prova´d´ı jiste´
optimalizacˇn´ı procesy optimalizace, jako naprˇ´ıklad optimalizace pro dane´ CPU.
Virtual Execution System (VES)
Tato cˇa´st zajiˇst’uje mimo jine´ prostrˇed´ı pro spousˇteˇn´ı rˇ´ızene´ho ko´du, prˇ´ımou podporu pro
mnozˇinu vestaveˇny´ch datovy´ch typ˚u, mnozˇinu konstrukc´ı na rˇ´ızen´ı toku, model pro spra´vu
vy´jimek.
Common Language Runtime rˇ´ıd´ı samotny´ ko´d a poskytuje prostrˇedky pro jednodusˇsˇ´ı
vy´voj. Princip je podobny´ jako u platformy Java firmy Sun Microsystems. Zdrojovy´ ko´d
nen´ı prˇelozˇen prˇ´ımo do bina´rn´ıho ko´du, ale existuje zde jesˇteˇ mezivrstva, takzvany´ meziko´d,
v tomto prˇ´ıpadeˇ jizˇ zmı´neˇny´ CIL (Common Intermediate Language). To cˇin´ı takto vyv´ıjene´
aplikace prˇenositelne´ v ra´mci existence implementace .NET Framework pro pozˇadovanou
platformu.
Existence tohoto prostrˇed´ı s sebou prˇina´sˇ´ı jiste´ vy´hody, ale i nevy´hody. Mezi vy´hody
patrˇ´ı naprˇ´ıklad mozˇnost komunikace objekt˚u implementovany´ch v odliˇsny´ch programo-
vac´ıch jazyc´ıch, mezijazykove´ zachyta´va´n´ı vy´jimek, silna´ typova´ kontrola, zdokonalena´
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bezpecˇnost, existence garbage collectoru, tedy automaticke´ uvolnˇova´n´ı objekt˚u z pameˇti,
pokud jizˇ nejsou potrˇeba.
Knihovna trˇ´ıd Microsoft .NET Framewrok (Framework Class Library,
FCL)
Jednou z nejveˇtsˇ´ıch vy´hod prˇi psan´ı rˇ´ızene´ho ko´du z pohledu vy´voja´rˇe je mozˇnost vyuzˇ´ıt
.NET Framework knihovnu trˇ´ıd. Jedna´ se o masivn´ı kolekci trˇ´ıd, ktere´ jsou velmi intuitivn´ı a
jednoduche´ na pouzˇit´ı. Na druhou stranu existuje celkem velke´ mnozˇstv´ı vlastnost´ı syste´mu
Windows, ktere´ nejsou prˇes tuto za´kladn´ı knihovnu trˇ´ıd prˇ´ıstupne´, a je tedy nutne´ pouzˇ´ıt
API funkce. Knihovnu trˇ´ıd lze rozdeˇlit do teˇchto cˇa´st´ı:
• Za´kladn´ı vlastnosti poskytnute´ IL
• Kontroly a podpora Windows GUI
• Webove´ formula´rˇe
• Prˇ´ıstup k dat˚um
• Prˇ´ıstup k adresa´rˇove´ strukturˇe
• S´ıteˇ a web
• .NET atributy a reflexe
• Prˇ´ıstup ke specificky´m vlastnostem Windows OS
• Soucˇinnost s COM
Knihovna trˇ´ıd obsahuje tis´ıce datovy´ch typ˚u. Aby nedocha´zelo ke konflikt˚um mezi
trˇ´ıdami a aby byla zavedena jista´ hierarchie, existuj´ı zde takzvane´ jmenne´ prostory. Da´
se rˇ´ıci, zˇe jmenny´ prostor seskupuje mnozˇinu datovy´ch typ˚u, ktere´ spolu souvis´ı. Existuje
zde take´ mozˇnost zanorˇova´n´ı jmenny´ch prostor˚u.
Typy aplikac´ı, jejichzˇ vy´voj je prostrˇednictv´ım tohoto syste´mu mozˇno vyv´ıjet:
Webove´ sluzˇby (Web Services). Jedna´ se o komponenty, ktere´ zprˇ´ıstupnˇuj´ı implemen-
tovanou funkcionalitu prostrˇedn´ıctv´ım internetu.
Webove´ formula´rˇe (Web Forms). Aplikace zalozˇene´ na HTML. Tyto webove´ aplikace
veˇtsˇinou kooperuj´ı s databa´zovy´m serverem nebo vyuzˇ´ıvaj´ı webove´ sluzˇby a z´ıskana´
data zobrazuj´ı prostrˇednictv´ım prohl´ızˇecˇe.
Formula´rˇe Windows (Windows Forms). Takovy´to druh aplikac´ı vyuzˇ´ıva´ vy´hody gra-
ficke´ho uzˇivatelske´ho rozhran´ı. Prˇi sve´ cˇinnosti ma´ k dispozici syste´move´ prostrˇedky
a take´ mu˚zˇe vyuzˇ´ıvat databa´ze a webove´ sluzˇby k z´ıska´n´ı dat.
Konzolove´ aplikace. Aplikace, ktere´ nepotrˇebuj´ı bohate´ graficke´ rozhran´ı.
Sluzˇby Windows (Windows Services).
Knihovna komponent (Component Library). Prˇedstavuje samostatne´ komponenty,
ktere´ lze pouzˇ´ıt v ostatn´ıch zmı´neˇny´ch typech aplikac´ı.
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Jemnny´ prostor Obsah
System Vsˇechny za´kladn´ı datove´ typy
System.Collections Spra´va kolekc´ı objekt˚u. Zahrnuje zna´me´
typy kolekc´ı jako za´sobn´ıky, fronty, hash-
tables...
System.Diagnostics Ladeˇn´ı aplikac´ı.
System.Drawing Pra´ce s 2D grafikou. Typicky se pouzˇ´ıva´ prˇi
pra´ci s formula´rˇi Windows a prˇi vytva´rˇen´ı
obra´zk˚u.
System.EnterpriseServices Spra´va transakc´ı, just-in-time aktivace,
bezpecˇnosti a dalˇs´ı.
System.Globalization Na´rodn´ı jazykova´ podpora jako po-
rovna´va´n´ı rˇeteˇzc˚u, forma´tova´n´ı, kalenda´rˇe...
System.IO Pra´ce se souborovy´m syste´mem, vstup-
vy´stupn´ı operace.
System.Net S´ıt’ova´ komunikace.
System.Reflection Prˇ´ıstup k metadat˚um...
System.Resources Spra´va extern´ıch zdroj˚u.
System.Runtime.InteropServices Umozˇnˇuje rˇ´ızene´mu ko´du prˇ´ıstup
k nerˇ´ızeny´m prostrˇedk˚um syste´mu (COM
komponenty, funkce v DLL knihovna´ch
Win32 API).
System.Runtime.Remoting Vzda´leny´ prˇ´ıstup k datovy´m typ˚um.
System.Runtime.Serialization Povoluje instanc´ım objekt˚u, aby meˇly
schopnost prˇetrvat a znovu se vytvorˇit ze
streamu˚.
System.Security Ochrana a bezpecˇnost dat a zdroj˚u.
System.Text Pra´ce s textem v r˚uzny´ch ko´dova´n´ıch (AS-
CII, Unicode).
System.Threading Prˇedstavuje asynchronn´ı operace a synchro-
nizovany´ prˇ´ıstup ke zdroj˚um.
System.Xml Pra´ce s XML sche´maty a daty.
Tabulka 2.1: Vy´cˇet vybrany´ch jmenny´ch prostor˚u.
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Garbage collection
Z drˇ´ıveˇjˇs´ıch dob jsou zna´my na Windows platformeˇ dveˇ techniky spra´vy pameˇti:
• O spra´vu pameˇti se stara´ sama aplikace
• Objekty udrzˇuj´ı pocˇet referenc´ı
Prvn´ı technika je vyuzˇ´ıva´na prˇedevsˇ´ım n´ızkou´rovnˇovy´mi programovac´ımi jazyky jako
naprˇ. C++. Vy´hodou je efektivita a fakt, zˇe pouzˇ´ıvane´ zdroje nejsou zab´ıra´ny de´le, nezˇ je
opravdu nutno. Nejveˇtsˇ´ı nevy´hoda je ta, zˇe vesˇkerou tuto cˇinnost maj´ı na starosti sami pro-
grama´torˇi, takzˇe cˇasto docha´z´ı ke sˇpatne´mu uvolnˇova´n´ı zdroj˚u, cozˇ mu˚zˇe ve´st k proble´mu˚m.
Udrzˇova´n´ı pocˇtu referenc´ı je zalozˇeno na tom, zˇe samy zdroje obsahuj´ı informaci o tom,
kolik klient˚u je vyuzˇ´ıva´. Nicme´neˇ aktua´lnost te´to informace opeˇt spocˇ´ıva´ na dobre´m chova´n´ı
samotny´ch klient˚u, tedy programa´tor˚u.
Jak jizˇ bylo zmı´neˇno, v .NET Framework se o spra´vu pameˇti stara´ Garbage collector.
Tato sluzˇba zajiˇst’uje uvolnˇova´n´ı pameˇti. Princip je takovy´, zˇe pameˇt’ je dynamicky alo-
kova´na na hromadu (heap) a v prˇ´ıpadeˇ, zˇe je hromada pro dany´ proces te´meˇrˇ plna´, garbage
collector je zavola´n. Aby garbage collector doka´zal identifikovat objekty, ktere´ jizˇ nejsou
potrˇeba, zjiˇst’uje, zda v dane´ oblasti programu existuj´ı objekty, na ktere´ jizˇ neexistuje refe-
rence. Du˚lezˇita´ je informace, zˇe garbage collector nen´ı deterministicky´. Nelze tedy s jistotou
rˇ´ıci, kdy bude zavola´n. To rˇ´ıd´ı jizˇ popisovane´ Common Language Runtime.
Bezpecˇnost
.NET Framework vy´borneˇ doplnˇuje mechanizmus bezpecˇnosti, ktery´ je zahrnut v Microsoft
Windows – bezpecˇnost zalozˇena´ na rol´ıch. Nab´ız´ı totizˇ bezpecˇnost na u´rovni ko´du.
Tato metoda je zalozˇena na skutecˇnosti, kdo je vlastn´ıkem procesu, pod ktery´m dany´
ko´d beˇzˇ´ı. Na druhou stranu bezpecˇnost na u´rovni ko´du je zalozˇena na tom, co ve skutecˇnosti
ko´d prova´d´ı a jak moc je veˇrohodny´. Dı´ky silne´ typove´ kontrole CIL, je spolecˇne´ beˇhove´
prostrˇed´ı schopne´ proveˇrˇit ko´d prˇed t´ım, nezˇ je skutecˇneˇ vykona´n. Za´rovenˇ lze doprˇedu
urcˇit, jaka´ bezpecˇnostn´ı pra´va bude ko´d ke sve´mu beˇhu potrˇebovat. T´ımto mechanismem
lze zajistit bezpecˇnost s veˇtsˇ´ı granularitou, nezˇ je tomu u bezpecˇnosti zalozˇene´ na rol´ıch.
Dome´ny aplikace
Dome´ny aplikace jsou jedn´ım z d˚ulezˇity´ch novinek v .NET Framework. Slouzˇ´ı k mozˇnosti
soubeˇhu instanc´ı aplikace, ktere´ potrˇebuj´ı by´t od sebe navza´jem oddeˇlene´, ale za´rovenˇ mus´ı
by´t schopny spolu komunikovat.
Jedn´ım z rˇesˇen´ı v drˇ´ıveˇjˇs´ıch doba´ch bylo sd´ılen´ı spolecˇne´ho procesu. V tomto prˇ´ıpadeˇ
ovsˇem pa´d jedne´ instance mohl negativneˇ ovlivnit druhou. Dalˇs´ı mozˇny´ zp˚usob spocˇ´ıval
v izolova´n´ı instanc´ı do samostatny´ch proces˚u, cozˇ se prˇi veˇtsˇ´ım pocˇtu instanc´ı mohlo proje-
vit na vy´konu. V syste´mu Windows jsou procesy oddeˇleny adresovy´mi prostory. Kazˇdy´ pro-
ces ma´ k dispozici 4GB (pro 32-bitove´ syste´my) virtua´ln´ı pameˇti, ktera´ slouzˇ´ı pro ukla´da´n´ı
dat a spustitelne´ho ko´du. Tato virtua´ln´ı pameˇt’ je namapova´na do fyzicke´ pameˇti nebo
pameˇti disku, prˇicˇemzˇ je zajiˇsteˇno, zˇe zˇa´dne´ dva bloky virtua´ln´ı pameˇti nejsou namapova´ny
do stejne´ho pameˇt’ove´ho prostoru. T´ımto je zabezpecˇeno, zˇe proces nemu˚zˇe posˇkodit nic
mimo jeho prostor. Za´rovenˇ lze v syste´mu Windows bra´t proces jako jednotku, ktere´ jsou
prˇiˇrazena vlastn´ı pra´va. Komunikace mezi takovy´mi procesy je vy´konnostneˇ na´rocˇna´. Tuto
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negativn´ı vlastnost lze obej´ıt sd´ıleny´m adresovy´m prostorem, ovsˇem na u´kor toho, zˇe prˇi
selha´n´ı jednoho procesu dojde k selha´n´ı proces˚u vsˇech, ktere´ sd´ıl´ı tento adresovy´ prostor.
Tyto proble´my se snazˇ´ı rˇesˇit pra´veˇ aplikacˇn´ı dome´ny. Jsou navrzˇeny jako oddeˇluj´ıc´ı
komponenty, anizˇ by zp˚usobovaly vy´konnostn´ı proble´my prˇi prˇenosu dat mezi procesy.
Mysˇlenka spocˇ´ıva´ v tom, zˇe kazˇdy´ proces je rozdeˇlen do neˇkolika aplikacˇn´ıch dome´n. Kazˇda´
aplikacˇn´ı dome´na odpov´ıda´ jedne´ aplikaci. T´ım prob´ıha´ snadne´ sd´ılen´ı dat mezi instancemi
aplikace.
2.2 Windows Forms a Graphics Device Interface Plus
Windows Forms
V drˇ´ıveˇjˇs´ıch doba´ch byla prˇi vytva´rˇen´ı aplikac´ı na platformeˇ Windows k dispozici pouze
sada Windows aplikacˇn´ıch rozhran´ıch (Windows API). Tento zp˚usob vy´voje byl ovsˇem
fa´dn´ı a na´chylny´ na chyby. Proto vznikla nutnost vyvinout urcˇitou abstrakci nad teˇmito
API, ktera´ by vy´voj usnadnila. Pozdeˇji byly vytvorˇeny r˚uzne´ syste´my, naprˇ´ıklad MFC
(Microsoft Foundation Class ibrary) nebo ATL (Acive Template Library), ktere´ slouzˇily jako
kostra nebo sˇablona pro vyv´ıjenou aplikaci. Prˇi implementaci nestandardn´ıch pozˇadavk˚u
bylo ovsˇem obcˇas nutne´ opeˇt sa´hnout k pouzˇit´ı klasicky´ch Windows API, cˇ´ımzˇ docha´zelo
k jiste´ nekonzistenci v ko´du.
Windows Forms zajiˇst’uj´ı jednotny´ model pro vy´voj aplikac´ı pod syste´mem Windows.
Co se ty´cˇe u´rovneˇ abstrakce, jsou Windows Forms srovnatelne´ s klasicky´m Windows API.
Jedna´ se o jednu ze za´kladn´ıch komponent .NET Framework. Umozˇnˇuje vy´voja´rˇ˚um vytva´rˇet
schopne´ interaktivn´ı aplikace, ktere´ lze spustit na jake´koli Windows platformeˇ s nainstalo-
vany´m .NET Framework. Tato komponenta vy´razneˇ usnadnˇuje pra´ci, snizˇuje u´sil´ı a zkracuje
dobu vy´voje prˇi vytva´rˇen´ı aplikace. Windows Forms se skla´da´ ze skupiny trˇ´ıd vytvorˇeny´ch
v samotne´m .NET Framework. Tyto trˇ´ıdy zajiˇst’uj´ı objektoveˇ orientovanou oba´lku nad
vytva´rˇen´ım a u´drzˇbou formula´rˇ˚u ve Windows, dialogovy´ch oken, uzˇivatelsky´ch vstup˚u,
rozsˇ´ıˇreny´m graficky´m vy´stupem a dalˇs´ım. Dı´ky jizˇ zmı´neˇne´ objektove´ orientaci te´to kom-
ponenty lze velice snadno vytva´rˇet vlastn´ı modifikovane´ formula´rˇe nebo uzˇivatelske´ kontroly,
a to pomoc´ı deˇdeˇn´ı objekt˚u standardn´ıch.
Graficke´ uzˇivatelske´ rozhran´ı
Existuje neˇkolik mozˇnost´ı, jak lze prˇistoupit k tvorbeˇ graficke´ho uzˇivatelske´ho rozhran´ı
v za´vislosti na orientaci aplikace a pozˇadovanou funkcionalitu. V dnesˇn´ı dobeˇ existuj´ı trˇi
typy rozhran´ı:
SDI (Single document interface). Tento zp˚usob je zalozˇen na tom, zˇe jednotlive´ celky
graficke´ho uzˇivatelske´ho rozhran´ı aplikace jsou samostatna´ okna. Tato okna nemaj´ı
spolecˇne´ ”rodicˇovske´“ okno. Pokud naprˇ´ıklad aplikace umozˇnˇuje editaci v´ıce doku-
ment˚u, mu˚zˇe uzˇivatel naby´t dojem, zˇe je spusˇteˇno v´ıce instanc´ı aplikace.
MDI (Multiple document interface). Apliakce s t´ımto graficky´m rozhran´ım maj´ı tu
vy´hodu, zˇe maj´ı spolecˇne´ rodicˇovske´ okno, a d´ılcˇ´ı okna aplikace jsou tak uzavrˇena
v jake´msi celku. Mı´rna´ nevy´hoda tohoto zp˚usobu spocˇ´ıva´ v nutnosti uchova´va´n´ı
urcˇite´ho mnozˇstv´ı informace o aktua´lneˇ otevrˇeny´ch d´ılcˇ´ıch oknech. Tento proble´m
je ovsˇem vyrˇesˇen zp˚usobem TDI, v soucˇasnosti velice obl´ıbene´m.
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TDI (Tabbed document interface). V tomto prˇ´ıpadeˇ se jedna´ o graficke´ uzˇivatelske´
rozhran´ı, ktere´ je zalozˇeno na stejne´m principu jako MDI. Rozd´ıl je ten, zˇe rodicˇovske´
okno obsahuje za´lozˇky (tabs), d´ıky ktery´m se lze navigovat mezi jednotlivy´mi okny.
Nevy´hodou tohoto zp˚usobu je fakt, zˇe nelze zobrazit soucˇasneˇ dveˇ okna, nebot’ je vzˇdy
viditelne´ pouze jedno.
Pro MDI graficke´ uzˇivatelske´ rozhran´ı existuje v Microsoft .NET Framework nativn´ı
podpora. Objekt, ktery´ reprezentuje MDI formula´rˇ, je standardn´ı formula´rˇ, jemuzˇ je nasta-
vena vlastnost IsMdiContainer na true. T´ımto se stanou aktua´ln´ı dalˇs´ı vlastnosti tohoto
objektu, uchova´vaj´ıc´ı informace o jednotlivy´ch oknech aplikace.
Grafika a Graphics Device Interface Plus (GDI+)
Microsoft Windows GDI+ je graficke´ rozhran´ı pro zarˇ´ızen´ı, ktere´ umozˇnˇuje psa´t pro-
grama´tor˚um aplikace neza´visle´ na teˇchto zarˇ´ızen´ıch. Je zodpoveˇdne´ za zobrazova´n´ı infor-
mace na obrazovku a tiska´rnu. GDI+ je na´sledn´ık starsˇ´ı verze GDI, ktery´ je noveˇ dostupny´
v Microsoft Windows XP a Windows Server 2003. Tato nova´ verze podporuje verzi starsˇ´ı,
nicme´neˇ nove´ aplikace by meˇly pouzˇ´ıvat GDI+, protozˇe mnoho metod bylo optimalizova´no
a byly prˇida´ny nove´ mozˇnosti. Nen´ı to soucˇa´st .NET Framework, ale je instalova´na spolecˇneˇ
s t´ımto prostrˇed´ım a je prˇ´ıstupna´ d´ıky jmenne´mu prostoru System.Drawing. Toto API je
postaveno na mnozˇineˇ trˇ´ıd, implementovany´ch v programovac´ım jazyce C++.
Obra´zek 2.3: Architektura GDI+.
Graficke´ rozhran´ı obecneˇ umozˇnˇuje programa´tor˚um zobrazovat informace na zarˇ´ızen´ı
bez nutnosti znalosti detail˚u o dane´m zarˇ´ızen´ı. Trˇ´ıdy, ktere´ obsahuje, nab´ızej´ı vykreslova´n´ı
na na´sleduj´ıc´ı trˇi druhy:
• Obrazovka. Mozˇnost vykreslova´n´ı na obrazovku je nejd˚ulezˇiteˇjˇs´ı vlastnost. GDI+
umozˇnˇuje vykreslova´n´ı komplexn´ıch tvar˚u, textu a obra´zk˚u s velkou flexibilitou.
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• Obra´zky. GDI+ take´ podporuje vykreslova´n´ı do obra´zk˚u, ktere´ jsou bud’to nahrane´
z fyzicke´ho umı´steˇn´ı (naprˇ. na disku), nebo jsou generova´ny v pameˇti.
• Tiska´rna. Take´ tisk je podporova´n v GDI+, cozˇ cely´ proces deˇla´ prˇ´ımy´m a jed-
nodusˇsˇ´ım.
Sluzˇby Microsoft Windows GDI+ lze rozdeˇlit do trˇech hlavn´ıch oblast´ı:
2D vektorova´ grafika
Vektorova´ grafika zahrnuje kreslen´ı primitiv (cˇa´ry, krˇivky...), ktera´ jsou urcˇena mnozˇinou
bod˚u v urcˇite´m sourˇadnicove´m syste´mu. Tato cˇa´st GDI+ zahrnuje trˇ´ıdy popisuj´ıc´ı dana´
primitiva, popisuje, jak maj´ı by´t primitiva vykreslova´na a zajiˇst’uje take´ samotne´ vykres-
lova´n´ı.
Zobrazova´n´ı obra´zk˚u
Urcˇite´ druhy obra´zk˚u nen´ı mozˇne´ zobrazit pomoc´ı vektorove´ grafiky (fotky ve vysoke´m
rozliˇsen´ı...). Takove´to obra´zky jsou ulozˇeny jako bitmapy. Trˇ´ıdy, ktere´ uchova´vaj´ı informace
o bitmapa´ch a pracuj´ı s nimi jsou komplexneˇjˇs´ı nezˇ trˇ´ıdy pro vektorovou grafiku, proto jich
je zde veˇtsˇ´ı mnozˇstv´ı.
Typografie
Tato cˇa´st zajiˇst’uje zobrazova´n´ı textu mnoha zp˚usoby. Jednou z novinek oproti starsˇ´ı verzi
je antialiasing, ktery´ zajiˇst’uje hladsˇ´ı zobrazova´n´ı textu na LCD displej´ıch.
Jelikozˇ te´meˇrˇ vsˇechny trˇ´ıdy GDI+ jsou jakousi oba´lkou nad nerˇ´ızeny´mi zdroji operacˇn´ıho
syste´mu, je nutne´ na tento fakt bra´t zrˇetel a po dokoncˇen´ı pra´ce s teˇmito zdroji je uvolnit,
aby nedosˇlo k jejich vycˇerpa´n´ı.
Ja´drem tohoto API je trˇ´ıda Graphics, ktera´ zajiˇst’uje vykreslova´n´ı prˇ´ımek, krˇivek, di-
agramu˚, obraz˚u a textu. Obsahuje velke´ mnozˇstv´ı metod, ktere´ slouzˇ´ı jak k obecne´mu
pouzˇit´ı (Rect class, Point class...), tak ke specificky´m u´cˇel˚um (Bitmap class...). Za´rovenˇ je
zde obsazˇeno neˇkolik struktur, ktere´ slouzˇ´ı k organizaci dat, vy´cˇtovy´ch typ˚u a dalˇs´ıch.
Princip vykreslova´n´ı
Jak jizˇ bylo zmı´neˇno, ja´drem GDI+ je objekt Graphics. Kazˇda´ plocha v aplikaci ma´ sv˚uj
vlastn´ı objekt Graphics, ktery´ mu˚zˇe by´t pouzˇit pro kreslen´ı na tento povrch. Tento objekt
je veˇtsˇinou z´ıska´n jako parametr prˇi zpracova´n´ı uda´losti Paint. Tato uda´lost je vyvola´na
pokazˇde´, kdyzˇ syste´m rozhodne, zˇe dana´ plocha mus´ı by´t prˇekreslena. Prˇi vykreslova´n´ı ma´
tedy programa´tor mozˇnost odchytit tuto uda´lost nebo mu˚zˇe zajistit vlastn´ı implementaci
metody OnPaint(), ktera´ je automaticky vola´na syste´mem. Pokud programa´tor potrˇebuje
vyvolat prˇekreslen´ı oblasti neza´visle na rozhodnut´ı syste´mu, lze k tomu pouzˇ´ıt metodu
Invalidate(), ktera´ zneplatn´ı obsah oblasti.
Vykreslova´n´ı obra´zk˚u
Pro pra´ci s obra´zky jsou d˚ulezˇite´ dveˇ hlavn´ı trˇ´ıdy. Jedna´ se o trˇ´ıdu Image a trˇ´ıdu Bitmap.
Trˇ´ıda Image umozˇnˇuje nacˇ´ıta´n´ı obra´zk˚u do pameˇti, cˇ´ımzˇ lze s nimi manipulovat, a poskytuje
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spoustu informac´ı o vlastnostech obra´zku jako velikost, rozmeˇry, barevna´ hloubka a dalˇs´ı.
Mezi uzˇitecˇne´ funkce, ktere´ s sebou tato trˇ´ıda prˇina´sˇ´ı, tedy patrˇ´ı:
• Nacˇ´ıta´n´ı obra´zk˚u ze souboru a zprostrˇedkova´n´ı informac´ı o neˇm.
• Ukla´da´n´ı obra´zk˚u do souboru r˚uzny´ch forma´t˚u (JPEG, GIF, PNG...).
• Rotace a prˇevracen´ı obra´zk˚u.
• Zprˇ´ıstupnˇuje manipulaci s obra´zkem prostrˇednictv´ım dalˇs´ıch trˇ´ıd v kombinaci s Image
objektem. Naprˇ´ıklad kreslen´ı cˇar prostrˇednictv´ım prˇidruzˇene´ho objektu Graphics.
Samozrˇejmeˇ zde existuje spousta dalˇs´ıch vlastnost´ı a metod pro tuto trˇ´ıdu, ale vy´sˇe
zmı´neˇne´ jsou pouzˇ´ıva´ny nejcˇasteˇji. Druha´ trˇ´ıda Bitmap je od te´to odvozena´. Prˇida´va´ dalˇs´ı
mozˇnosti pro manipulaci s rastrovy´mi obra´zky.
2.3 C# a ostatn´ı .NET programovac´ı jazyky
Tento programovac´ı jazyk byl vyv´ıjen spolecˇneˇ se softwarovou komponentou Microsoft .NET
Framework. Je urcˇen prˇedevsˇ´ım pro pouzˇit´ı s t´ımto prostrˇed´ım, na cozˇ byl bra´n zrˇetel prˇi
jeho vy´voji. Nelze ho ovsˇem povazˇovat jako soucˇa´st .NET Framework. Jedna´ se o objek-
toveˇ orientovany´ programovac´ı jazyk, ktery´ kombinuje pozitivn´ı vlastnosti vsˇech podobny´ch
programovac´ıch jazyk˚u, ktere´ v dobeˇ vy´voje byly jizˇ rozsˇ´ıˇrene´. Jak napov´ıda´ oznacˇen´ı pro-
gramovac´ıho jazyku, jeho syntaxe je postavena na kombinaci syntaxe jazyk˚u C a C++,
i kdyzˇ neˇkterˇ´ı vy´voja´rˇi tvrd´ı, zˇe je syntaxe sp´ıˇse podobna´ programovac´ımu jazyku Java.
Dı´ky jizˇ zmı´neˇne´mu meziko´du nen´ı C# jediny´m programovac´ım jazykem, ktery´ lze v .NET
prostrˇed´ı pouzˇ´ıt.
Mezi dalˇs´ı zna´me´ jazyky patrˇ´ı naprˇ´ıklad Visual Basic .NET. Jazyk vycha´z´ı ze starsˇ´ı
verze Visual Basic 6, nicme´neˇ zmeˇny, ktere´ byly provedeny pro lepsˇ´ı pouzˇitelnost s .NET
prostrˇed´ım, deˇlaj´ı z te´to verze te´meˇrˇ novy´ samostatny´ jazyk. Vy´razny´ rozd´ıl mezi teˇmito
dveˇma verzemi je v tom, zˇe verzi noveˇjˇs´ı jizˇ nelze prˇelozˇit do nativn´ıho ko´du, ale pouze do
meziko´du.
U dalˇs´ıho zna´me´ho jazyka Visual C++ .NET opeˇt prˇibyla jista´ rozsˇ´ıˇren´ı oproti verzi
Visual C++ 6. S jisty´mi omezen´ımi jej lze tedy take´ pouzˇ´ıt pro kompilaci do meziko´du.
Vzhledem k mozˇnosti pouzˇit´ı n´ızkou´rovnˇovy´ch pointer˚u ovsˇem nelze zajistit silnou typovou
kontrolu. U tohoto programovac´ıho jazyka lze jesˇteˇ doc´ılit kompilace do tzv. nerˇ´ızene´ho
ko´du (unmanaged code), kdy docha´z´ı ke kompilaci prˇ´ımo do nativn´ıho ko´du a je vynecha´no
spolecˇne´ beˇhove´ prostrˇed´ı.
Mezi dalˇs´ı zna´me´ programovac´ı jazyky patrˇ´ı Visual J# .NET, JScript .NET a dalˇs´ı.
2.4 Podp˚urne´ na´stroje prostrˇed´ı Microsoft .NET
Nejpopula´rneˇjˇs´ım na´strojem pro vy´voj aplikac´ı v .NET prostrˇed´ı je sada na´stroj˚u Visual
Studio. V soucˇasne´ dobeˇ je aktua´ln´ı verze Visual Studio 2005. Jedna´ se o na´sledn´ıka
prˇedesˇle´ verze Visual Studio .NET. Tento na´stroj podporuje tvorbu aplikac´ı prˇedevsˇ´ım
prostrˇednictv´ım rˇ´ızene´ho ko´du. Lze jej vyuzˇ´ıt k vytvorˇen´ı r˚uzny´ch druh˚u aplikac´ı – konzo-
love´ aplikace, Windows aplikace, Windows Mobile aplikace, ASP.NET aplikace a dalˇs´ıch.
Programovac´ı jazyky, ktere´ jsou v tomto prostrˇed´ı podporova´ny, jsou C#, C++, Visual
Basic.NET, J# a dalˇs´ı.
Neˇktere´ uzˇitecˇne´ vlastnosti Visual Studia 2005:
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• IntelliSense IntelliSense napoma´ha´ prˇi programova´n´ı t´ım zp˚usobem, zˇe zobrazuje
programa´torovi prˇ´ıstupne´ trˇ´ıdy, metody a vlastnosti, ktere´ jsou v dane´m kontextu
k dispozici.
• Na´vrha´rˇi Visual Studio zahrnuje vizua´ln´ı WYSIWYG na´vrha´rˇe, kterˇ´ı napoma´haj´ı
programa´tor˚um upravit design jejich aplikac´ı.
• Ladeˇn´ı Jedna z nejd˚ulezˇiteˇjˇs´ıch vlastnost´ı Visual Studia je schopnost krokovat apli-
kaci rˇa´dek po rˇa´dku, jak jsou prova´deˇny.
• Organizace Jelikozˇ je Visual Studio vytvorˇeno pro vy´voj aplikac´ı, nab´ız´ı intuitivn´ı
metody pro organizaci soubor˚u se zdrojovy´mi ko´dy do projekt˚u a projekty do rˇesˇen´ı.
2.5 Microsoft .NET Framework a jeho portace
Acˇkoli je Microsoft .NET Framework prˇednostneˇ urcˇen pro platformu Windows, existuje
v dnesˇn´ı dobeˇ neˇkolik projekt˚u zaby´vaj´ıc´ıch se portac´ı tohoto prostrˇed´ı na platformy jine´.
Mezi nejzna´meˇjˇs´ı patrˇ´ı projekt Mono a DotGNU Portable.NET.
Mono
V soucˇasne´ dobeˇ je tento open-source projekt veden firmou Novell. Mezi operacˇn´ı syste´my,
ktere´ jsou podporova´ny, patrˇ´ı Linux, FreeBSD, UNIX, MacOS X, Solaris a Windows.
Sesta´va´ se ze trˇ´ı hlavn´ıch cˇa´st´ı: hlavn´ı komponenty, ktere´ zahrnuj´ı C# prˇekladacˇ, virtua´ln´ı
stroj a za´kladn´ı trˇ´ıdy, da´le pak bal´ıcˇek na´stroj˚u pro vy´voj a bal´ıcˇek zajiˇst’uj´ıc´ı mozˇnost por-
tace Windows aplikac´ı do syste´mu Linux. Soucˇa´st´ı je take´ vy´vojove´ prostrˇed´ı, ktere´ nese
na´zev MonoDevelop. Vy´voj tohoto syste´mu sta´le aktivneˇ pokracˇuje, i kdyzˇ zde existuj´ı
jista´ omezen´ı zp˚usobena´ licencˇn´ımi podmı´nkami spolecˇnosti Microsoft. Du˚kazem toho, zˇe
je API tohoto syste´mu pouzˇ´ıva´no, je i nemale´ mnozˇstv´ı aplikac´ı, ktere´ pod t´ımto syste´mem
vznikly. Samotny´ prˇekladacˇ pro tento syste´m je napsa´n v C#, cozˇ se neprˇ´ıjemneˇ projevuje
na dobeˇ kompilace.
DotGNU Portable.NET
Tento projekt vznikl jako reakce GNU. Stejneˇ jako Mono je vyv´ıjen jako open-source a
podporuje v´ıce operacˇn´ıch syste´mu˚ jako Linux, BSD, MacOS X, Solaris, AIX a Windows.
Oproti syste´mu Mono je prˇekladacˇ napsa´n v ANSI C, cozˇ zarucˇuje dobrou prˇenositelnost a
hlavneˇ vy´razneˇ kratsˇ´ı dobu kompilace. Na druhou stranu implementace JIT (Just-in-Time
compilation) a podpora knihoven je u tohoto syste´mu slabsˇ´ı nezˇ v prˇ´ıpadeˇ Mona.
Jako nejveˇtsˇ´ı nevy´hoda se momenta´lneˇ jev´ı proble´my spojene´ s knihovnouWindows.Forms,
jej´ım nahrazen´ım v teˇchto syste´mech a se vza´jemnou kompatibilitou. Da´le take´ existence






Metody vyhleda´va´n´ı kl´ıcˇovy´ch bod˚u spadaj´ı pod skupinu, ktere´ se obecneˇ rˇ´ıka´ detekce
vlastnost´ı. V pocˇ´ıtacˇove´m videˇn´ı a zpracova´va´n´ı obrazu se jedna´ o metody, ktere´ extrahuj´ı
informace z obrazu a u kazˇde´ho bodu obrazu rozhoduj´ı, zda se jedna´ o vlastnost hledane´ho
typu, cˇi nikoliv. Vy´sledkem teˇchto metod je podmnozˇina bod˚u obrazu ve formeˇ izolovany´ch
bod˚u nebo krˇivek cˇi region˚u [13].
Neexistuje jednotna´ definice pro vlastnost obrazu. Podle literatury [7] by se dalo rˇ´ıci,
zˇe se jedna´ o ”zaj´ımavou“ cˇa´st zkoumane´ho obrazu. Tyto metody jsou za´kladem mnoha
algoritmu˚ v oboru pocˇ´ıtacˇove´ho videˇn´ı, a proto je jejich efektivita kl´ıcˇova´ pro algoritmy,
jezˇ je vyuzˇ´ıvaj´ı.
Skupiny vlastnost´ı, ktere´ jsou v obraze vyhleda´va´ny, lze rozdeˇlit do na´sleduj´ıc´ıch typ˚u:
Hrany jsou takove´ body, ktere´ lezˇ´ı na hranici mezi dveˇmi oblastmi. V praxi jsou hrany
veˇtsˇinou definova´ny jako mnozˇiny bod˚u s vysoky´m gradientem.
Rohove´ body, kl´ıcˇove´ body byly drˇ´ıve detekova´ny za pouzˇit´ı metod pro vyhleda´va´n´ı
hran v obraze jako soucˇa´st procesu, ale postupem cˇasu byly algoritmy vyvinuty do
takove´ podoby, zˇe jizˇ tyto metody nebyly potrˇebne´.
Blobs (kl´ıcˇove´ oblasti, kl´ıcˇove´ body) narozd´ıl od metod vyhleda´va´n´ı rohovy´ch bod˚u
poskytuj´ı doplnˇuj´ıc´ı popis obrazu, co se oblast´ı ty´cˇe. Tyto detektory jsou schopne´
vyhledat oblasti v obraze, ktere´ jsou prˇ´ıliˇs hladke´ na to, aby byly detekovane´ detektory
rohovy´ch bod˚u.
Vrcholy lze povazˇovat za krˇivky, ktere´ reprezentuj´ı osy soumeˇrnosti. Metody vyhleda´vaj´ıc´ı
tuto vlastnost se cˇasto pouzˇ´ıvaj´ı k nalezen´ı cesty v obrazech krajin nebo k zvy´razneˇn´ı
krevn´ıch ce´v v obrazech.
3.1 Detektory hran
Hrany jsou mı´sta v obrazech s vysoky´m jasovy´m kontrastem [5]. Jelikozˇ se hrany cˇasto
objevuj´ı v obraze jako hranice objekt˚u, detekce hran je znacˇneˇ pouzˇ´ıva´na prˇi rozdeˇlen´ı
obrazu do oblast´ı, ktere´ odpov´ıdaj´ı r˚uzny´m objekt˚um. Reprezentace obrazu prostrˇednictv´ım
nalezeny´ch hran ma´ mimo jine´ vy´hodu v tom, zˇe prˇi udrzˇen´ı veˇtsˇiny informac´ı o obraze je
dosazˇeno vy´razne´ho sn´ızˇen´ı objemu dat potrˇebny´ch k popisu obrazu.
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Dı´ky tomu, zˇe jsou hrany prˇeva´zˇneˇ tvorˇeny vysoky´mi frekvencemi, lze je podle lite-
ratury [13] detekovat aplikova´n´ım horn´ı propusti ve frekvencˇn´ı oblasti nebo pomoc´ı kon-
voluce obrazu s odpov´ıdaj´ıc´ım ja´drem1 za´visej´ıc´ım na aplikovane´ metodeˇ v sourˇadne´m
syste´mu. V praxi se pouzˇ´ıva´ druha´ zmı´neˇna´ mozˇnost vzhledem k jej´ı mensˇ´ı vy´pocˇetn´ı
slozˇitosti a vzhledem k faktu, zˇe dosahuje lepsˇ´ıch vy´sledk˚u. Protozˇe hrany odpov´ıdaj´ı vy-
soky´m sveˇtelny´m gradient˚um, lze je zvy´raznit vy´pocˇtem derivace obrazu. Pozice hrany mu˚zˇe
by´t urcˇena pomoc´ı maxima prvn´ı derivace nebo pr˚unikem nulou druhe´ derivace. Na´sleduje
seznam vybrany´ch detektor˚u zalozˇeny´ch na prvn´ı derivaci. Jejich detailn´ı popis lze nale´zt
v odborne´ literaturˇe [4] [5] [13]. Porovna´n´ı vy´stup˚u jednotlivy´ch detektor˚u je zobrazeno
v tabulce 3.1.
• Roberts˚uv detektor
Roberts˚uv detektor prova´d´ı jednoduche´, vy´pocˇetneˇ nena´rocˇne´ meˇrˇen´ı plosˇne´ho gra-
dientu obrazu. Proto zvy´raznˇuje oblasti vysoke´ho plosˇne´ho gradientu, ktere´ cˇasto
odpov´ıdaj´ı hrana´m. Ve veˇtsˇineˇ prˇ´ıpad˚u je vstupem, stejneˇ jako vy´stupem, obraz ve
stupn´ıch sˇedi. Hodnoty pixel˚u ve vy´sledne´m obraze odpov´ıdaj´ı absolutn´ı hodnoteˇ
plosˇne´ho gradientu vstupn´ıho obrazu v dane´m bodeˇ. Dı´ky male´mu okol´ı, ktere´ pouzˇ´ıva´
Roberts˚uv opera´tor, je tento detektor citlivy´ na sˇum.
• Sobel˚uv detektor
Oproti Robertsoveˇ detektoru le´pe aproximuje prvn´ı parcia´ln´ı derivace. Dı´ky te´to
skutecˇnosti je smeˇroveˇ za´visly´. Jeho pouzˇit´ı se cˇasto uplatnˇuje prˇi detekci vodorovny´ch
a svisly´ch hran.
• Prewittove´ detektor
Po vypocˇten´ı hodnoty prvn´ı derivace gradientu je nutne´ identifikovat pixely, ktere´ od-
pov´ıdaj´ı hrana´m. Nejjednodusˇsˇ´ı cesta je prahova´n´ı, prˇi ktere´m pixely, jejichzˇ gradient
je vysˇsˇ´ı nezˇ odpov´ıdaj´ıc´ı pra´h, odpov´ıdaj´ı pra´veˇ hledany´m hrana´m. Altenativn´ı tech-
nika, ktera´ produkuje jeden pixel sˇiroke´ hrany, spocˇ´ıva´ ve zjiˇsteˇn´ı loka´ln´ıho maxima
v obraze. Sofistikovaneˇjˇs´ı metodu pouzˇ´ıva´ Cannyho hranovy´ detektor.
• Cannyho hranovy´ detektor
Tento detektor byl navrzˇen jako optima´ln´ı detektor hran se trˇemi krite´rii:
– Detekcˇn´ı krite´rium zajiˇst’uje neopomenut´ı vy´znamny´ch hran.
– Lokalizacˇn´ı krite´rium minimalizuje rozd´ıl mezi skutecˇnou a nalezenou pozic´ı
hrany.
– Krite´rium jednoznacˇnosti zajiˇst’uje, aby detektor nereagoval v´ıcekra´t na jednu
hranu.
Jako vstup slouzˇ´ı obraz ve sˇka´le sˇede´ barvy a vy´stupem je obraz zobrazuj´ıc´ı nalezene´
jasove´ nespojitosti.
Cannyho hranovy´ detektor pracuje jako v´ıcestupnˇovy´ proces. Nejdrˇ´ıve je obraz vy-
hlazen Gausovou konvoluc´ı2 a na´sledneˇ jsou na obraze zvy´razneˇna mı´sta s velkou
1Ja´dro (kernel) je matice o male´m rozmeˇru, ktera´ se pouzˇ´ıva´ prˇi konvoluci obraz˚u. Struktura matice
za´vis´ı na ky´zˇene´m efektu konvoluce.




Tabulka 3.1: Vy´stupy detektor˚u zalozˇeny´ch na prvn´ı derivaci: (a) Origia´ln´ı obra´zek,
(b) Roberts˚uv detektor, (c) Sobel˚uv detektor, (d) Prewittove´ detektor, (e) Cannyho hranovy´
detektor
hodnotou prvn´ı derivace. Na´sleduje proces sledova´n´ı teˇchto region˚u, ktery´ je rˇ´ızen
dveˇma prahy, a zajiˇst’uje zvy´razneˇn´ı maxim, tedy hledany´ch hran.
Detektory zalozˇene´ na druhe´ derivaci
Do te´to skupiny lze zahrnout Zero-crossing detektor, ve ktere´m je pro vy´pocˇet druhe´ deri-
vace pouzˇit LoG filtr (Laplacian of Gaussian)3. Vy´hodou tohoto filtru je fakt, zˇe vy´pocˇet
druhe´ derivace nen´ı za´visly´ na orientaci hrany.
Hleda´n´ı pr˚uchod˚u nulou (Zero-crossing detektor)
Tento detektor je take´ zna´m jako Marr edge detector, Laplacian of Gausian detector. Princip
tohoto detektoru za´vis´ı na hleda´n´ı takovy´ch bod˚u, u nichzˇ dojde v Laplaceoveˇ opera´toru4
ke zmeˇneˇ zname´nka (hodnota projde nulou). Jsou to takove´ body v obraze, kde se intenzita
rapidneˇ meˇn´ı, tedy hrany. Body s takovy´mi vlastnostmi nelze ovsˇem vzˇdy oznacˇit jako hra-
nove´. Proto je lepsˇ´ı tento detektor posuzovat jako druh detektoru vlastnost´ı nezˇ specificky´
detektor hran.
Vy´stupem tohoto detektoru je veˇtsˇinou bina´rn´ı obraz s cˇa´rami sˇiroky´mi jeden pixel,
ktere´ oznacˇuj´ı body, jejichzˇ hodnota Laplaceova opera´toru procha´z´ı nulou. Vy´sledky tohoto
3Podle literatury HIPR LoG filtr spocˇ´ıva´ v pouzˇit´ı Gausovske´ho rozostrˇen´ı obrazu, na´sledneˇ pouzˇit´ı
Laplaceova filtru za u´cˇelem nalezen´ı hran v obraze.
4Laplace˚uv opera´tor je diferencia´ln´ı opera´tor ve vektorove´ analy´ze, definovany´ jako divergence gradientu
dane´ho pole. Literatura [7] uva´d´ı, zˇe se v tomto prˇ´ıpadeˇ jedna´ o mı´ru druhe´ plosˇne´ derivace obrazu.
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(a) (b) (c)
Tabulka 3.2: Zero-crossing detektor: (a) Origia´ln´ı obra´zek, (b) Aplikace LoG filtru, (c)
Aplikace Zero-crossing detektoru na (b).
detektoru jsou z velke´ cˇa´sti ovlivneˇny vyhlazovac´ım filtrem, jenzˇ je na zacˇa´tku procesu
aplikova´n. Cˇ´ım je vyhlazen´ı veˇtsˇ´ı, t´ım je nalezeno me´neˇ teˇchto bod˚u. Detailn´ı popis tohoto
detektoru lze nale´zt v literaturˇe [2]. Aplikace LoG filteru na origina´ln´ı zpracova´vany´ obra´zek
a vy´sledek tohoto detektoru je zobrazen v tabulce 3.2.
Obecny´m proble´mem metod vyhleda´va´n´ı hran je jejich citlivost na sˇum ve zpracova´vane´m
obraze. Ta je zp˚usobena vy´pocˇtem derivace, ktera´ vyzdvihuje vysoke´ frekvence, a tud´ızˇ
posiluje sˇum. V Cannyho hranove´m detektoru a Zero-crossing detektoru je tento proble´m
do jiste´ mı´ry eliminova´n aplikac´ı vyhlazuj´ıc´ıho opera´toru prˇed vlastn´ım vy´pocˇtem derivace.
3.2 Pozˇadavky na detektory
Podle literatury [13] je po idea´ln´ım detektoru hran vyzˇadova´no, aby prˇesneˇ urcˇil bod hrany.
Tento bod by nemeˇl by´t vynecha´n, zat´ımco body, ktere´ neodpov´ıdaj´ı hrana´m, by nemeˇly by´t
chybneˇ detekova´ny. Tyto dva pozˇadavky se navza´jem rozcha´zej´ı. Rozhodova´n´ı, zda se jedna´
o bod hrany, je zalozˇeno na prahova´n´ı. Pokud velikost gradientu dane´ho bodu je veˇtsˇ´ı nezˇ
stanoveny´ pra´h, je bod oznacˇen jako bod hrany, v opacˇne´m prˇ´ıpadeˇ nikoliv. Pokud je pra´h
nastaven na prˇ´ıliˇs velkou hodnotu, mu˚zˇe doj´ıt k vynecha´n´ı neˇktery´ch bod˚u hran. Pokud je
pra´h nastaven prˇ´ıliˇs n´ızko, mu˚zˇe by´t naopak v obraze detekova´no prˇ´ıliˇs sˇumovy´ch bod˚u.
Proto c´ılem idea´ln´ıho hranove´ho detektoru je stanovit optima´ln´ı pra´h. Za´rovenˇ by meˇl by´t
idea´ln´ı detektor odolny´ v˚ucˇi jasovy´m zmeˇna´m a zmeˇna´m kontrastu, rotaci, perspektiveˇ,
zmeˇneˇ meˇrˇ´ıtka a jizˇ zmı´neˇne´mu sˇumu.
Aby bylo mozˇne´ srovna´vat jednotlive´ detektory, vznikl pozˇadavek na nalezen´ı zp˚usobu
urcˇen´ı u´speˇsˇnosti teˇchto detektor˚u. Toto obecne´ vyhodnocen´ı ovsˇem nen´ı zcela jednoznacˇne´,
nebot’ nelze urcˇit jake´ vlastnosti obrazu byly prˇi detekci pozˇadova´ny nale´zt. Mezi krite´ria,
na ktera´ je prˇi urcˇova´n´ı u´speˇsˇnosti neˇktery´ch metod bra´n zrˇetel, jsou:
• pravdeˇpodobnost detekce falesˇny´ch hran
• pravdeˇpodobnost nedetekovany´ch hran
• strˇedn´ı odchylka detekovane´ hrany od hrany skutecˇne´
• tolerance algoritmu k sˇumu a dalˇs´ım vlastnostem
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3.3 Omezen´ı detektor˚u
• Hrany detekovane´ pomoc´ı klasicky´ch metod vyhleda´va´n´ı kl´ıcˇovy´ch bod˚u cˇasto nekore-
sponduj´ı s hranicˇn´ımi objekty. V mnoha obra´zc´ıch n´ızke´ kvality neˇktere´ z konvencˇn´ıch
metod produkuj´ı falesˇne´ hrany a mezery a jejich pouzˇit´ı je proto limitova´no.
• Technika detekce hran za´vis´ı na informaci obsazˇene´ v loka´ln´ım bl´ızke´m okol´ı obra´zku.
• Ve veˇtsˇineˇ prˇ´ıpad˚u postupy prˇi detekci hran ignoruj´ı vysˇsˇ´ı rˇa´d usporˇa´da´n´ı.
• Body, ktere´ jsou v obraze detekova´ny, jsou na´sledneˇ spojova´ny, aby se urcˇily hranice
v obraze. Tento proces prob´ıha´ nejdrˇ´ıve sdruzˇen´ım jednotlivy´ch hran do segment˚u a
na´sledneˇ sdruzˇen´ım segment˚u hran do hranic. To ovsˇem obcˇas vede k nespojitostem
a mezera´m v obraze.
• Aby se odstranily mezery v hranic´ıch, uchyluj´ı se cˇasto metody spojova´n´ı hran k in-
terpolac´ım.
• Cˇasto je obt´ızˇne´ identifikovat a klasifikovat falesˇne´ hrany.
3.4 Vyhodnocova´n´ı u´speˇsˇnosti vyhleda´va´n´ı kl´ıcˇovy´ch bod˚u
Neexistuje obecny´ postup, jak vyhodnocovat u´speˇsˇnost vyhleda´vacˇ˚u kl´ıcˇovy´ch bod˚u. Jedna´
se o velice kompilkovanou operaci vzhledem k existenci mnoha mozˇny´ch krite´ri´ı. Neˇktera´
z mozˇny´ch krite´ri´ı jsou uvedena v na´sleduj´ıc´ım seznamu.
• Prˇesnost umı´steˇn´ı a opakovatelnost
Prˇesnost umı´steˇn´ı (location accuracy) je jedn´ım z nejpouzˇ´ıvaneˇjˇs´ıch krite´ri´ı. Urcˇuje,
s jakou prˇesnost´ı je detekovany´ bod umı´steˇn v dane´m 2D prostoru. Opakovatelnost (re-
peatability rate) vyhodnocuje geometrickou stabilitu detekovany´ch bod˚u mezi obra´zky
stejne´ sce´ny zachycene´ pod r˚uzny´mi pohledy nebo pozmeˇneˇne´ urcˇitou geometrickou
transformac´ı. Detekovany´ bod je ”opakova´n“ v prˇ´ıpadeˇ, zˇe bod z prvn´ıho obra´zku je
spra´vneˇ detekova´n i v druhe´m. Opakovatelnost je procentua´ln´ı vyja´drˇen´ı teˇchto bod˚u
vzhledem k celkove´mu pocˇtu bod˚u detekovany´ch v obou obra´zc´ıch. Vyhodnocova´n´ı
na za´kladeˇ prˇesnosti umı´steˇn´ı a opakovatelnosti ma´ tu nevy´hodu, zˇe pokud se pro-
vede vyhlazen´ı obra´zku, dojde sice ke zlepsˇen´ı ze strany opakovatelnosti, ale naopak
ke degradaci prˇesnosti umı´steˇn´ı [11].
• Mnozˇstv´ı informace v obraze Jedna´ se vyhodnocova´n´ı na za´kladeˇ mı´ry charakte-
risticke´ zvla´sˇtnosti bodu. Tato metoda je zalozˇena na podobnosti loka´ln´ıho deskrip-
toru hodnoty sˇede´ vypocˇ´ıtane´ho v dane´m bodu. Tento vy´pocˇet je prova´deˇn pro jed-
notlive´ zkoumane´ obra´zky. Mnozˇstv´ı informace se meˇrˇ´ı na za´kladeˇ entropie [11].
Mezi dalˇs´ı krite´ria patrˇ´ı vyhodnocova´n´ı na za´kladeˇ necitlivosti detektoru na sˇum a jasove´
zmeˇny obra´zku nebo metody zalozˇene´ na subjektivn´ım posouzen´ı ze strany uzˇivatele, jejichzˇ
vy´sledky se mohou vy´razneˇ liˇsit.
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Kapitola 4
Pozˇadavky na evaluaci detektor˚u
kl´ıcˇovy´ch bod˚u v obraze
Hlavn´ım c´ılem diplomove´ho projektu bylo vyvinut´ı aplikace s graficky´m uzˇivatelsky´m roz-
hran´ım a konzolove´ aplikace, ktere´ za pomoci stanovene´ metody pro hodnocen´ı u´speˇsˇnosti
vyhleda´va´n´ı kl´ıcˇovy´ch bod˚u v obraze umozˇnˇuj´ı evaluaci detektor˚u. Jako vstupn´ı data pro
vyhledavacˇe slouzˇ´ı sada bitmap, ve ktery´ch je zachycena ta sama´ sce´na v r˚uzny´ch u´hlech
pohledu. Zpracova´n´ım takove´ skupiny bitmap detektory je zkouma´na jejich invariantnost
vzhledem ke zmeˇneˇ projekce, meˇrˇ´ıtka a jasovy´ch pomeˇr˚u. Vy´stupn´ımi daty vyhleda´vacˇ˚u
je skupina soubor˚u reprezentuj´ıc´ı detekovane´ body v jednotlivy´ch bitmapa´ch. Informace
ulozˇene´ o teˇchto bodech jsou ovsˇem vztazˇene´ vzˇdy k sourˇadne´mu syste´mu dane´ bitmapy. To
neumozˇnˇuje jejich vza´jemne´ vyhodnocen´ı. Proto bylo potrˇeba vymyslet zp˚usob, ktery´m by
se informace o bodech prˇevedly do spolecˇne´ho syste´mu vhodne´ho pro evaluaci. Takovy´mto
syste´mem je v tomto prˇ´ıpadeˇ spolecˇny´ sourˇadnicovy´ syste´m. Samotne´ prˇeveden´ı nen´ı ovsˇem
realizovatelne´, anizˇ by nebyly stanoveny dodatecˇne´ informace.
Pokud je urcˇen ve dvojici sourˇadny´ch syste´mu˚ takovy´ objekt, jehozˇ obraz odpov´ıda´
jine´mu obrazu te´hozˇ objektu, lze sourˇadnice bod˚u uvnitrˇ tohoto objektu prˇepocˇ´ıtat na
sourˇadnice spolecˇne´ho sourˇadne´ho syste´mu. Nejprimitivneˇjˇs´ı objekt, ktery´ lze k te´to metodeˇ
vyuzˇ´ıt, je troju´heln´ık. Jeho pouzˇit´ı s sebou ovsˇem nese urcˇite´ nevy´hody. Jednou z nich
je nemozˇnost zohlednit vliv prespektivy na vnitrˇn´ı sourˇadnice v objektech prˇi prˇevodu
na spolecˇny´ sourˇadny´ syste´m, cozˇ vede k neprˇesnosti ve vyhodnocovac´ı metodeˇ. Tento
nedostatek lze vyrˇesˇit pouzˇit´ım jine´ho, slozˇiteˇjˇs´ıho objektu – cˇtyrˇu´heln´ıku. Jelikozˇ nebyla
zna´ma mı´ra neprˇesnosti prˇi pouzˇit´ı troju´heln´ıku, byla implementova´na metoda evaluace
s t´ımto objektem s mozˇnost´ı snadne´ho rozsˇ´ıˇren´ı apliakce o evaluaci za pomoc´ı cˇtyrˇu´heln´ıku.
Definice teˇchto objekt˚u je ona prˇidana´ informace ze strany uzˇivatele, ktera´ umozˇnˇuje
vlastn´ı evaluaci. Urcˇen´ı teˇchto objekt˚u uzˇivatelem by nebylo mozˇne´ bez graficke´ reprezen-
tace bitmap a bod˚u v nich detekovany´ch. Proto vznikl pozˇadavek na vytvorˇen´ı aplikace
s graficky´m uzˇivatelsky´m rozhran´ım. Po fa´zi definice objekt˚u jsou k dipozici kompletn´ı
data potrˇebna´ k procesu samotne´ho vyhodnocen´ı. Tuto akci zajiˇst’uje konzolova´ aplikace
jakozˇto samostatny´ celek. T´ım je zajiˇsteˇna mozˇnost pouzˇit´ı prˇi iterativn´ım na´vrhu a ucˇen´ı
algoritmu˚ pro vyhleda´va´n´ı. Proces postupu od definice pocˇa´tecˇn´ı dodatecˇne´ informace azˇ
k samotne´ evaluaci zachycuje obra´zek 4.1.
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Obra´zek 4.1: Proces pouzˇit´ı aplikac´ı prˇi evaluaci.
4.1 Aplikace s graficky´m uzˇivatelsky´m rozhran´ım
C´ılem bylo navrhnout a implementovat takove´ graficke´ uzˇivatelske´ rozhran´ı, ktere´ by bylo
pro uzˇivatele dostatecˇneˇ intuitivn´ı a umozˇnˇovalo mu snadnou a efektivn´ı pra´ci.
Vzhledem k typu aplikace, ve ktere´ lze pracovat s neˇkolika dokumenty najednou, byly
vhodne´ dva prˇ´ıstupy prˇi na´vrhu graficke´ho uzˇivatelske´ho rozhran´ı. Jedna´ se o v desˇn´ı dobeˇ
velice rozsˇ´ıˇrene´ TDI (Tabbed document interface) a MDI (Multiple document interface).
Typ rozhran´ı TDI s sebou prˇina´sˇ´ı jednodusˇsˇ´ı manipulaci s otevrˇeny´mi dokumenty v aplikaci
a lepsˇ´ı prˇehled ze strany uzˇivatele. Na druhou stranu oproti MDI nen´ı mozˇne´ prˇi tomto typu
rozhran´ı zobrazit neˇkolik dokument˚u soucˇasneˇ. Proto je v aplikaci pouzˇito rozhran´ı typu
MDI na u´kor zhorsˇene´ manipulace s dokumenty, cozˇ lze vykompenzovat jiny´mi prostrˇedky.
Uzˇivatel tak ma´ mozˇnost zobrazen´ı neˇkolika bitmap najednou pro prˇ´ıpadne´ srovna´n´ı.
Jelikozˇ aplikace slouzˇ´ı k pra´ci se sadou bitmap a definici dodatecˇne´ informace k te´to sadeˇ,
meˇla by umozˇnˇovat snadnou spra´vu te´to sady jako prˇida´va´n´ı bitmapy spolu s detekovany´mi
body, odebra´n´ı bitmapy, urcˇen´ı porˇad´ı v sadeˇ a dalˇs´ı operace. Uzˇivatel by meˇl mı´t za´rovenˇ
prˇehled o tom, jake´ bitmapy patrˇ´ı do editovane´ sady. Proto by uzˇivatelske´ rozhran´ı meˇlo
obsahovat seznam teˇchto bitmap. Stejneˇ tak pro objekty definovane´ u jednotlivy´ch bitmap
by meˇl existovat jejich seznam pro snadneˇjˇs´ı manipulaci a prˇehled.
Prˇi definova´n´ı objekt˚u v bitmapeˇ je nutne´ bra´t ohled na prˇesnost prˇi definici objekt˚u
a umozˇnit uzˇivateli pomoc´ı prostrˇedk˚u aplikace zadat co nejv´ıce odpov´ıdaj´ıc´ı u´daje. Proto
byla zakomponova´na do aplikace mozˇnost zobrazen´ı oblasti bitmapy se zveˇtsˇeny´m faktorem
prˇibl´ızˇen´ı, a t´ım bylo doc´ıleno zredukova´n´ı zanesen´ı neprˇesnosti ze strany uzˇivatele. Aby
bylo mozˇne´ dodatecˇneˇ upravit pozici a tvar objektu, byla uzˇivateli umozˇneˇna dodatecˇna´
editace objektu.
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Jelikozˇ aplikace pracuje s rˇadou parametr˚u, jejichzˇ hodnota za´vis´ı na uzˇivateloveˇ roz-
hodnut´ı, je v aplikaci zprˇ´ıstupneˇno jejich nastaven´ı. Za´rovenˇ ma´ uzˇivatel mozˇnost nastavit
design objekt˚u v aplikaci. Tato funkcˇnost je v aplikaci z toho d˚uvodu, zˇe zvoleny´ vzhled
by nemusel vzˇdy vyhovovat zobrazene´ bitmapeˇ a graficka´ reprezentace by se tak stala
neprˇehledna´.
Celkovy´ proces definova´n´ı dodatecˇne´ informace a pra´ce s bitmapami je pojat v apli-
kaci formou pra´ce s projektovy´m souborem. Uzˇivatel ma´ tedy mozˇnost vytvorˇen´ı nove´ho
projektu, import bitmap s detekovany´mi body, mozˇnost ulozˇen´ı projektu do projektove´ho
souboru, ktery´ je na´sledneˇ pouzˇit jako soucˇa´st vstupn´ıch dat pro konzolovou aplikaci.
4.2 Konzolova´ aplikace
Konzolova´ aplikace slouzˇ´ı ke zpracova´n´ı projektove´ho souboru spolu se soubory obsa-
huj´ıc´ımi detekovane´ body pro bitmapy. Meˇlo by by´t zajiˇsteˇno jej´ı jednoduche´ vola´n´ı, aby ji
bylo mozˇne´ pouzˇ´ıt prˇi procesu evaluace detektor˚u. Jelikozˇ se jedna´ o automatizovanou akci,
nemeˇla by aplikace vyzˇadovat interakci uzˇivatele kromeˇ pocˇa´tecˇn´ıho zada´n´ı parametr˚u. Pa-
rametry aplikace by meˇly umozˇnit snadne´ definova´n´ı vstupn´ıch dat, urcˇen´ı dodatecˇny´ch
nastaven´ı evaluacˇn´ıho procesu, a t´ım umozˇnit uzˇivateli vyrˇazen´ı nastaven´ı ulozˇeny´ch v pro-
jektove´m souboru. Jelikozˇ evaluace mu˚zˇe by´t v za´vislosti na mnozˇstv´ı dat cˇasoveˇ na´rocˇna´,
meˇlo by by´t zajiˇsteˇno pr˚ubeˇzˇne´ informova´n´ı uzˇivatele o vnitrˇn´ım stavu aplikace.
4.3 Vstup a vy´stup software
• Vstupem aplikace s graficky´m uzˇivatelsky´m rozhran´ım je sada obra´zk˚u, ve ktere´ byly
pomoc´ı detektor˚u kl´ıcˇovy´ch bod˚u nalezeny tyto body, a prˇ´ıslusˇna´ sada soubor˚u nesouc´ı
informaci o detekovany´ch bodech.
• Vy´stupem aplikace s graficky´m uzˇivatelsky´m rozhran´ım je projektovy´ soubor nesouc´ı
dodatecˇne´ informace od uzˇivatele potrˇebne´ pro evaluaci.
• Vstupem konzolove´ aplikace je projektovy´ soubor z´ıskany´ pomoc´ı uzˇivatelovi inter-
akce prostrˇednictv´ım graficke´ho uzˇivatelske´ho rozhran´ı spolu se sadou soubor˚u s od-
pov´ıdaj´ıc´ımi detekovany´mi body.
• Vy´stupem konzolove´ aplikace je informace o vyhodnocen´ı u´speˇsˇnosti pouzˇite´ho de-
tektoru kl´ıcˇovy´ch bod˚u na sadeˇ vstupn´ıch bitmap.
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Kapitola 5
Struktura projektu a jeho
implementace
Z implementacˇn´ıho hlediska nebyly na software kladena zˇa´dna´ omezen´ı cˇi pozˇadavky. Je-
likozˇ se na U´stavu pocˇ´ıtacˇove´ grafiky prˇeva´zˇneˇ pouzˇ´ıva´ operacˇn´ı syste´m Microsoft Winows,
byl software pro tento syste´m vyv´ıjen. Konkre´tneˇ pro verzi Microsoft Windows XP. Je
zna´mo neˇkolik prˇ´ıstup˚u, jak lze vytvorˇit software pro tento operacˇn´ı syste´m. Dı´ky mozˇnosti
efektivn´ıho vy´voje a existenci kvalitn´ıch podp˚urny´ch prostrˇedk˚u byla pro implementaci zvo-
lena platforma Microsoft .NET Framework verze 2.0 spolu s programovac´ım jazykem C#,
ktery´ je pro tuto platformu jazykem nativn´ım. V dnesˇn´ı dobeˇ existuje rˇada portac´ı pro
jine´ operacˇn´ı syste´my, ktere´ umozˇnˇuj´ı beˇh takto vyv´ıjene´ho software. Jelikozˇ nebyly kla-
deny pozˇadavky na prˇenositelnost, software na nich testovany´ nebyl, a tud´ızˇ nelze zarucˇit
jeho ekvivalentn´ı funkcˇnost prˇedevsˇ´ım u aplikace s graficky´m uzˇivatelsky´m rozhran´ım d´ıky
neu´plne´ na´hradeˇ cˇa´sti WinForms.
Jako vy´vojove´ prostrˇed´ı byl pouzˇit produkt spolecˇnosti Microsoft – Microsoft Visual
Studio 2005. Jedna´ se v dnesˇn´ı dobeˇ o jedno z nejrozsˇ´ıˇreneˇjˇs´ıch a zahrnuje pro vy´voja´rˇe
spoustu usnadneˇn´ı, ktera´ zefektivnˇuj´ı pra´ci programa´tora. Spra´va zdrojovy´ch ko´d˚u pro
vyv´ıjeny´ software je pod t´ımto prostrˇed´ım pojata ve formeˇ strukturovane´ho celku, ktery´
je oznacˇova´n anglicky´m termı´nem – solution. Tento celek lze da´le rozdeˇlit na jednotlive´
cˇa´sti zvane´ projekty. V prostrˇed´ı lze vytvorˇit neˇkolik typ˚u projekt˚u liˇs´ıc´ıch se strukturou
a u´cˇelem pouzˇit´ı. Programa´tor ma´ tak mozˇnost rozdeˇlit implementaci software do d´ılcˇ´ıch
logicky´ch celk˚u, ktere´ jsou urcˇeny pro dane´ specificke´ operace. Za´rovenˇ je tak zajiˇsteˇna
lepsˇ´ı spravovatelnost zdrojovy´ch ko´d˚u a mozˇnost navrhnout strukturu software takovy´m
zp˚usobem, aby bylo mozˇne´ tyto projekty v prˇ´ıpadeˇ potrˇeby opakovaneˇ pouzˇ´ıvat i pro vy´voj
softwaru jine´ho.
Jak jizˇ bylo zmı´neˇno, skla´da´ se vyv´ıjeny´ software ze dvou samostatny´ch aplikac´ı. Obeˇma
teˇmto aplikac´ım bylo potrˇeba umozˇnit prˇ´ıstup k dat˚um, pra´ci s daty a jejich vyhodno-
cen´ı. Proto je struktura software rozdeˇlena na dveˇ vrstvy. Prvn´ı vrstva zahrnuje jednotliva´
uzˇivatelska´ rozhran´ı, ktera´ zajiˇst’uj´ı zobrazova´n´ı relevantn´ıch informac´ı uzˇivateli a interakci
s uzˇivatelem. Druha´ vrstva poskytuje operace nad daty tohoto software. Zahrnuje modul pro
pra´ci s projektovy´m souborem. V tomto modulu jsou udrzˇova´na vesˇkera´ data, se ktery´mi
aplikace pracuj´ı, vnitrˇn´ı stavove´ informace projektu a potrˇebne´ metody pro pra´ci s teˇmito
informacemi. Da´le je zde modul pro evaluaci, ktery´ poskytuje metody zajiˇst’uj´ıc´ı vesˇkere´ ope-
race ty´kaj´ıc´ı se vlastn´ıho procesu evaluace. Tyto moduly jsou prova´zane´ a navza´jem spolu
komunikuj´ı. Pro zaznamena´va´n´ı akc´ı, ktere´ jsou prova´deˇny v pr˚ubeˇhu evaluace, je soucˇa´st´ı
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te´to vrstvy modul pro logova´n´ı, ktery´ spolupracuje s modulem pro evaluaci. Rozdeˇlen´ım
struktury software na tyto vrstvy je zajiˇsteˇna neza´vislost uzˇivatelsky´ch rozhran´ı na datech.
Sche´ma struktury software je zobrazeno na obra´zku 5.1.
Obra´zek 5.1: Sche´ma struktury software.
5.1 Aplikace s graficky´m uzˇivatelsky´m rozhran´ım
Vy´voj graficke´ho uzˇivatelske´ho prostrˇed´ı v Microsoft .NET Framework spocˇ´ıva´ v pouzˇit´ı
takzvany´ch kontrol˚u. Jedna´ se o soucˇa´sti rozhran´ı, ktere´ poskytuj´ı urcˇitou specifickou
funkcˇnost. K dispozici jsou standardn´ı jizˇ implementovane´ kontroly, jejichzˇ funkcˇnost je
pouzˇ´ıva´na v mnoha typech aplikace. Pokud tyto kontroly programa´torovi nevyhovuj´ı, je zde
mozˇnost implementace kontrol˚u vlastn´ıch. Tento koncept zajiˇst’uje mozˇnost opakovane´ho
pouzˇit´ı jizˇ vytvorˇeny´ch kontrol˚u a zjednodusˇuje spra´vu zdrojovy´ch ko´d˚u.
Jak jizˇ bylo zmı´neˇno, byl pro sve´ vy´hody pouzˇit pro graficke´ uzˇivatelske´ rozhran´ı typ
MDI. Jeden z d˚uvod˚u, procˇ byl tento typ zvolen, je jeho existuj´ıc´ı nativn´ı podpora v plat-
formeˇ Microsoft .NET Framework, konkre´tneˇ soucˇa´sti WinForms. Graficke´ uzˇivatelske´ roz-
hran´ı aplikace je tedy tvorˇeno hlavn´ım formula´rˇem, ktery´ slouzˇ´ı jako kontejner pro jednotlive´
podrˇazene´ editacˇn´ı formula´rˇe bitmap.
Specifikace uzˇivatelske´ho rozhran´ı prob´ıhala v neˇkolika fa´z´ıch v za´vislosti na pozˇadavc´ıch
uzˇivatel˚u. V konecˇne´ fa´zi je celkovy´ design aplikace je rozdeˇlen na trˇi hlavn´ı cˇa´sti, jak lze
videˇt na obra´zku 5.3. V horn´ı cˇa´sti se nacha´z´ı hlavn´ı menu aplikace. Prˇes toto menu jsou
prˇ´ıstupne´ operace s projektem, jako je jeho vytvorˇen´ı, otevrˇen´ı, ulozˇen´ı, zavrˇen´ı a dalˇs´ı.
Da´le je mozˇne´ prˇes menu nastavit rozvrzˇen´ı podrˇazeny´ch editacˇn´ıch formula´rˇ˚u, nastaven´ı
parametr˚u evaluace a designu aplikace. U nastaven´ı rozvrzˇen´ı editacˇn´ıch formula´rˇ˚u ma´
uzˇivatel k dispozici trˇi mozˇnosti. Jedna´ se o kaska´dove´ rozvrzˇen´ı, usporˇa´da´n´ı vertika´lneˇ a
usporˇa´da´n´ı editacˇn´ıch formula´rˇ˚u vertika´lneˇ.
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Uzˇivatel ma´ take´ prˇes toto menu mozˇnost spusˇteˇn´ı okamzˇite´ho procesu evaluace. Je-
likozˇ tato akce mu˚zˇe podle objemu vstupn´ıch dat trvat delˇs´ı cˇasovy´ u´sek, cozˇ by vedlo
ke zhorsˇene´ odezveˇ uzˇivatelske´ho rozhran´ı, je proces evaluace vykona´va´n v samostatne´m
vla´kneˇ. V pr˚ubeˇhu vyhodnocova´n´ı jsou uzˇivateli zobrazova´ny informace o momenta´lneˇ
prova´deˇne´ operaci jak lze videˇt na obra´zku 5.2. V prˇ´ıpadeˇ potrˇeby mu˚zˇe uzˇivatel pro-
ces prˇerusˇit pomoc´ı tlacˇ´ıtka na informacˇn´ım panelu. Po u´speˇsˇne´m vyhodnocen´ı je zobrazen
formula´rˇ s vy´sledky evaluace. Na tomto formula´rˇi je k dispozici tlacˇ´ıtko pro jejich ulozˇen´ı.
Obra´zek 5.2: Asynchronn´ı evaluace v aplikaci s graficky´m uzˇivatelsky´m rozhran´ım.
Pod hlavn´ım menu se nacha´z´ı panel zprˇ´ıstupnˇuj´ıc´ı vybrane´ akce z menu prostrˇednictv´ım
tlacˇ´ıtek. Uzˇivateli je tak umozˇneˇno vyvolat pozˇadovanou akci bez nutnosti jej´ıho hleda´n´ı
ve strukturˇe menu, cozˇ vede k efektivneˇjˇs´ı pra´ci.
V prave´ cˇa´sti graficke´ho uzˇivatelske´ho rozhran´ı je umı´steˇn vlastn´ı kontrol, panel, ktery´
obsahuje dveˇ za´lozˇky. Na prvn´ı za´lozˇce je zobrazen seznam bitmap obsazˇeny´ch v aktua´ln´ım
projektu. Kazˇda´ polozˇka seznamu se skla´da´ z na´hledu bitmapy a na´zvu jej´ıho souboru. Tento
seznam slouzˇ´ı k vy´beˇru pozˇadovane´ bitmapy a zobrazen´ı editacˇn´ıho formula´rˇe. Za´rovenˇ lze
prˇes tuto za´lozˇku meˇnit porˇad´ı bitmap, prˇida´vat bitmapy, odeb´ırat bitmapy z projektu a
definovat obecny´ design graficky´ch objekt˚u v bitmapeˇ. K nastaven´ı designu slouzˇ´ı editacˇn´ı
rozhran´ı ve spodn´ı cˇa´sti za´lozˇky. V prˇ´ıpadeˇ, zˇe uzˇivatel vybere polozˇku ze seznamu, je
automaticky zobrazen editacˇn´ı formula´rˇ pro pra´ci s bitmapou – BitmapViewer. V prˇ´ıpadeˇ,
zˇe je aktivn´ı jeden z otevrˇeny´ch editacˇn´ıch formula´rˇ˚u, je na druhe´ za´lozˇce panelu zprˇ´ıstupneˇn
seznam objekt˚u obsazˇeny´ch v te´to bitmapeˇ. Prˇes tento seznam lze vyb´ırat jednotlive´ objekty
a d´ıky editacˇn´ımu rozhran´ı, ktere´ je umı´steˇno v doln´ı cˇa´sti, lze meˇnit neˇktere´ vlastnosti
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objektu vcˇetneˇ jeho designu.
Obra´zek 5.3: Graficke´ uzˇivatelske´ rozhran´ı aplikace.
Nejveˇtsˇ´ı cˇa´st formula´rˇe aplikace zab´ıra´ cˇa´st trˇet´ı. Jedna´ se o plochu, ktera´ je vyhrazena
pro podrˇazene´ formula´rˇe, slouzˇ´ıc´ı pro editaci jednotlivy´ch bitmap. Dı´ky typu graficke´ho
uzˇivatelske´ho rozhran´ı lze doc´ılit zobrazen´ı neˇkolika editacˇn´ıch formula´rˇ˚u najednou.
Editacˇn´ı formula´rˇ bitmapy – BitmapViewer
Jelikozˇ editacˇn´ı formula´rˇ ma´ specifickou funkcˇnost urcˇenou pro tuto aplikaci, bylo ho nutne´
implementovat pomoc´ı vlastn´ıho kontrolu. Graficke´ rozhran´ı pro tento formula´rˇ se skla´da´
z horn´ıho menu, ktere´ zprˇ´ıstupnˇuje akce pro danou bitmapu, spodn´ıho panelu a hlavn´ı
cˇa´sti. Spodn´ı panel zobrazuje pr˚ubeˇzˇne´ informace o rozmeˇrech editovane´ bitmapy a po-
loze kurzoru v˚ucˇi sourˇadnic´ım bitmapy. Hlavn´ı cˇa´st forumla´rˇe je urcˇena pro vykreslova´n´ı
samotne´ bitmapy. Jelikozˇ se prˇi implementaci vyskytly vy´konnostn´ı proble´my, ktere´ byly
zp˚usobeny neefektivn´ım vykresolva´n´ım bitmapy standardn´ımi prostrˇedky prostrˇed´ı, bylo
nutne´ vytvorˇit vlastn´ı kontrol, ktery´ zajiˇst’oval prˇekreslova´n´ı pouze te´ cˇa´sti bitmapy, ktera´
byla momenta´lneˇ zobrazova´na. Vzhled editacˇn´ıho forula´rˇe lze videˇt na obra´zku 5.4.
U´cˇel formula´rˇe spocˇ´ıva´ v poskytnut´ı mozˇnosti uzˇivateli vytva´rˇet a editovat objekty
v bitmapeˇ potrˇebny´ch prˇi procesu evaluace. Formula´rˇ pracuje ve dvou r˚uzny´ch mo´dech.
• Prvn´ı implicitn´ı mo´d je urcˇen k editaci jizˇ vytvorˇeny´ch objekt˚u. Uzˇivatel mu˚zˇe vybrat
kliknut´ım leve´ho tlacˇ´ıtka mysˇi na objekt nebo vrchol objektu, ktery´ hodla´ editovat.
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Aby meˇl uzˇivatel informaci o tom, jaky´ objekt nebo vrchol je aktua´lneˇ vybrany´, je
objekt nebo vrchol graficky odliˇsen od ostatn´ıch. Mozˇnost´ı zmeˇny vlastnost´ı objektu
je uzˇivateli umozˇneˇno zprˇesneˇn´ı polohy a jeho tvaru v prˇ´ıpadeˇ, zˇe je to potrˇeba.
Samotna´ editace prob´ıha´ pomoc´ı vrchol˚u objektu, u ktery´ch lze interaktivneˇ meˇnit
jejich polohu. V tomto mo´du jsou uzˇivateli zobrazeny podrobne´ u´daje, jako ko´dove´
jme´no objektu a indexy jednotlivy´ch vrchol˚u. Kazˇdy´ objekt ma´ vlastn´ı kontextove´
menu, prˇes ktere´ lze nastavit dodatecˇne´ vlastnosti. Mezi neˇ patrˇ´ı index viditelnosti.
Ten zajiˇst’uje mozˇnost urcˇen´ı porˇad´ı vykreslova´n´ı objekt˚u, cozˇ je uzˇitecˇne´ v prˇ´ıpadeˇ,
zˇe se dva objekty prˇekry´vaj´ı. Pokud je kontextove´ menu vyvola´no na jednom z vrchol˚u
objektu, lze pro tento vrchol nastavit pomoc´ı tohoto menu jednu z prˇeddefinovany´ch
hodnot reprezentuj´ıc´ı vzda´lenost vrcholu od kamery v˚ucˇi ostatn´ım vrchol˚um v ra´mci
dane´ bitmapy.
• Druhy´ mo´d formula´rˇe slouzˇ´ı pro definova´n´ı novy´ch objekt˚u v bitmapeˇ. Prˇepnut´ı mezi
mo´dy zajiˇst’uj´ı tlacˇ´ıtka rozhran´ı urcˇena´ k vytvorˇen´ı nove´ho objektu dane´ho typu.
Definice objektu spocˇ´ıva´ v urcˇen´ı sourˇadnic vrchol˚u objektu pomoc´ı leve´ho tlacˇ´ıtka
mysˇi. V pr˚ubeˇhu vytva´rˇen´ı objektu jsou uzˇivateli docˇasneˇ zobrazeny jizˇ urcˇene´ body.
Po definici dostatecˇne´ho pocˇtu potrˇebne´ho pro vytva´rˇeny´ objekt, je tento objekt
vykreslen do bitmapy a uzˇivatel ma´ mozˇnost pokracˇovat v definici dalˇs´ıho objektu.
Zobrazena je pouze za´kladn´ı reprezentace objektu ve formeˇ pouhy´ch hran, aby nebyly
zbytecˇneˇ zakry´va´ny detaily bitmapy.
Jelikozˇ je sa´m uzˇivatel odpoveˇdny´ za to, aby co nejprˇesneˇji urcˇil sourˇadnice objekt˚u,
ktere´ si navza´jem odpov´ıdaj´ı, existuje ve formula´rˇi neˇkolik mozˇnost´ı jak zprˇesnit zada´va´n´ı
vrchol˚u objektu. Jedn´ım z nich je mozˇnost zmeˇny prˇiblizˇovac´ıho faktoru pro bitmapu.
Nejjednodusˇsˇ´ı zp˚usob, jak te´to zmeˇny doc´ılit, je pouzˇit´ı skrolovac´ıho tlacˇ´ıtka mysˇi. Mo-
menta´ln´ı hodnota prˇibl´ızˇen´ı je zobrazova´na pr˚ubeˇzˇneˇ v horn´ım menu formula´rˇe. Lze ji
takte´zˇ zadat rucˇneˇ, cozˇ umozˇnˇuje uzˇivateli urcˇit prˇesnou hodnotu prˇibl´ızˇen´ı. Tato hod-
nota je zada´va´na v procentech. V prˇ´ıpadeˇ nutnosti detailneˇjˇs´ıho zobrazen´ı urcˇite´ oblasti
bitmapy, lze pouzˇ´ıt funkci formula´rˇe, ktera´ umozˇnˇuje definovat takovouto oblast. Posledn´ı
mozˇny´ zp˚usob zprˇesneˇn´ı zada´va´n´ı sourˇadnic spocˇ´ıva´ v pouzˇit´ı na´stroje formula´rˇe, ktery´
pr˚ubeˇzˇneˇ zobrazuje okol´ı kurzoru mysˇi prˇi jej´ım pohybu nad bitmapou. Pokud je bitmapa
zobrazena v takove´m prˇibl´ızˇen´ı, zˇe formula´rˇ zobrazuje pouze jej´ı cˇa´st, lze se po n´ı pohy-
bovat pomoc´ı prave´ho tlacˇ´ıtka mysˇi. Pro zobrazen´ı cele´ bitmapy, je k dispozici v menu
tlacˇ´ıtko, ktere´ zp˚usob´ı, zˇe se prˇiblizˇovac´ı faktor prˇizp˚usb´ı tak, aby toho bylo doc´ıleno. Dalˇs´ı
pomu˚ckou, jak zprˇesnit zada´va´n´ı obejkt˚u, je mozˇnost prˇichyta´va´n´ı vrchol˚u. V prˇ´ıpadeˇ, zˇe
uzˇivatel definuje objekty, ktere´ na sebe navazuj´ı, lze pomoc´ı te´to funkce doc´ılit toho, zˇe defi-
novany´ vrchol prˇevezme sourˇadnice vrcholu, v jehozˇ bl´ızkosti je kliknuto pravy´m talcˇ´ıtkem
mysˇi. Tato funkce je implicitneˇ zapnuta a je nastavitelna´ globa´lneˇ pro vsˇechny editacˇn´ı
formula´rˇe.
Pokud je v bitmapeˇ vytvorˇen objekt, ktery´ neodpov´ıda´ pozˇadavk˚um uzˇivatele, lze vyuzˇ´ıt
tlacˇ´ıtka menu pro smaza´n´ı vybrane´ho objektu. Vesˇkera´ editace nad danou bitmapou prob´ıha´
v loka´ln´ı kopii. Zmeˇny jsou tedy promı´tnuty do projektove´ho souboru azˇ po ulozˇen´ı stavu
formula´rˇe, k cˇemuzˇ je urcˇeno tlacˇ´ıtko v menu.
Prˇi vy´voji graficke´ho uzˇivatelske´ho rozhran´ı aplikace byl kladen d˚uraz na mozˇnost zajis-
tit uzˇivateli co nejefektivneˇjˇs´ı pra´ci s rozhran´ım. Jelikozˇ se prˇedpokla´da´, zˇe bude uzˇivatel
cˇasto prˇep´ınat mezi jednotlivy´mi bitmapami projektu, je pro tuto akci implementova´na
kla´vesova´ zkratka. Take´ veˇtsˇinu akc´ı, ktere´ jsou prˇ´ıstupne´ prˇes hlavn´ı menu aplikace, lze
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Obra´zek 5.4: Editacˇn´ı forula´rˇ pro bitmapy.
vyvolat pomoc´ı kla´vesovy´ch zkratek. Jejich seznam spolu s popisem lze nale´zt v prˇ´ıloze 7.3
– Kla´vesove´ zkratky graficke´ho uzˇivatelske´ho rozhran´ı.
Nastaven´ı a parametry
Jelikozˇ se jedna´ o pomeˇrneˇ komplexn´ı aplikaci, ma´ uzˇivatel k dispozici neˇkolik nastaven´ı.
Ta jsou prˇ´ıstupna´ prˇes formula´rˇ nastaven´ı, ktery´ lze vyvolat prˇes hlavn´ı menu aplikace.
Jedn´ım z nich je mozˇnost urcˇit defaultn´ı hodnotu cˇa´sti ko´dove´ho jme´na pro graficke´ objekty
definovane´ pro jednotlive´ bitmapy. To je na´sledneˇ pouzˇito prˇi kazˇde´m vytvorˇen´ı objektu a
doplneˇno o prˇ´ıslusˇny´ index podle porˇad´ı. Toto ko´dove´ jme´no muzˇe by´t pozdeˇji zmeˇneˇno
pomoc´ı editacˇn´ıho panelu objektu. Protozˇe lze prˇes graficke´ uzˇivatelske´ rozhran´ı ulozˇit
vy´sledky evaluace do sobor˚u, je zde implemntovana´ mozˇnost nastaven´ı na´zvu souboru pro
ulozˇen´ı detailn´ıho vyhodnocen´ı a na´zev souboru pro vyhodnocen´ı souhrnne´. Jak jizˇ bylo
zmı´neˇno drˇ´ıve, lze pomoc´ı menu editoru bitmapy vyvolat okno zobrazuj´ıc´ı prˇibl´ızˇene´ okol´ı
bitmapy u pozice kurzoru mysˇi umı´steˇne´ho nad obra´zkem. Uzˇivatel ma´ mozˇnost nastavit
pro toto okno jeho vy´sˇku a sˇ´ıˇrku. Take´ lze nastavit procentua´ln´ı hodnotu prˇibl´ızˇen´ı tohoto
okna.
Dalˇs´ı nastaven´ı se ty´ka´ samotne´ho procesu evaluace. V pr˚ubeˇhu specifikace graficke´ho
uzˇivatelske´ho rozhran´ı vznikl pozˇadavek na mozˇnost zvolen´ı, ktere´ bitmapy z aktua´ln´ı sady
v projektu maj´ı by´t zahrnuty do procesu evaluace. Proto je toto nastaven´ı implementova´no
v aplikaci a umozˇnˇuje uzˇivateli urcˇit ze seznamu bitmap ty, ktere´ maj´ı by´t vyhodnoceny.
Seznam bitmap v prave´ cˇa´sti aplikace d´ıky tomuto nastaven´ı umozˇnˇuje filtorvat seznam
bitmap tak, aby zobrazoval vsˇechny bitmapy, bitmapy urcˇene´ pro evaluaci nebo ty, ktere´
nejsou urcˇeny pro vyhodnocova´n´ı. Uzˇivatel ma´ take´ mozˇnost urcˇit, jake´ typy objekt˚u maj´ı
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by´t zahrnuty do evaluace. Aplikace umozˇnˇuje definovat dva typy objekt˚u – troju´heln´ık a
cˇtyrˇu´hly´ polygon. Implementova´no je ovsˇem vyhodnocova´n´ı pouze pomoc´ı troju´heln´ıku,
proto je k dipozici pouze nastaven´ı potrˇebne´ pro evaluaci tohoto typu. Jedna´ se o velikost
strany referencˇn´ıho rovnostranne´ho troju´heln´ıka a hodnotu tolerance prˇi urcˇova´n´ı shodnosti
detekovany´ch bod˚u. Popis implementace vyhodnocova´n´ı za pouzˇit´ı troju´heln´ıku je popsa´n
v sekci 5.3 – Proces evaluace.
5.2 Konzolova´ aplikace
Halvn´ım pozˇadavkem na konzolovou aplikaci byla mozˇnost jej´ıho pouzˇit´ı v automatizo-
vane´m procesu na´vrhu/ucˇen´ı algoritmu˚ vyhleda´va´n´ı kl´ıcˇovy´ch bod˚u. Z tohoto d˚uvodu
bylo nutne´ zajistit, aby prˇi beˇhu aplikace nebyla potrˇeba interakce ze strany uzˇivatele.
Ke spusˇt’en´ı aplikace je nutne´ urcˇit minima´lneˇ jeden parametr. Jedna´ se o umı´steˇn´ı pro-
jektove´ho souboru, ktery´ je vytvorˇen pomoc´ı aplikace s graficky´m uzˇivatelsky´m rozhran´ım.
Z tohoto souboru jsou z´ıska´ny u´daje o tom, jake´ bitmapy maj´ı by´t zahrnuty do procesu eva-
luace a jednotliva´ nastaven´ı. Spolu s projektovy´m projektem mus´ı by´t k dipozici i soubory
.cdet s definic´ı detekovany´ch bod˚u pro vyhodnocovane´ bitmapy.
Prˇi spusˇteˇn´ı konzolove´ aplikace jsou nejdrˇ´ıve zpracova´ny parametry zadane´ prˇes kon-
zoli a prˇ´ıpadne´ nastaven´ı patrˇicˇny´ch hodnot. Seznam vsˇech parametr˚u lze nale´zt v prˇ´ıloze
7.4 – Parametry konzolove´ aplikace. Na´sledneˇ jsou nacˇtena data z projektove´ho souboru a
soubor˚u .cdet. Jelikozˇ mu˚zˇe proces evaluace v za´vislosti na pocˇtu vstupn´ıch dat trvat delˇs´ı
cˇasovy´ u´sek, cozˇ by mohlo ve´st k domneˇn´ı, zˇe aplikace neodpov´ıda´, je zajiˇsteˇn pr˚ubeˇzˇny´
vy´pis prova´deˇny´ch operac´ı na standardn´ı vy´stup. Tuto funkcˇnost zajiˇst’uje modul pro lo-
gova´n´ı, ktery´ komunikuje s modulem pro evaluaci. V prˇ´ıpadeˇ, zˇe dojde prˇi procesu k chybeˇ,
je tato skutecˇnost zaznamena´na na standardn´ı chybovy´ vy´stup. Za´rovenˇ je cely´ proces eva-
luace zaznamena´va´n do logovac´ıho souboru, pro prˇ´ıpadnou pozdeˇjˇs´ı kontrolu. Tento soubor
je generova´n do stejne´ho umı´steˇn´ı, ze ktere´ho je aplikace spusˇteˇna. Implicitneˇ nese na´zev
evaluation.log.
Po u´speˇsˇne´m dokoncˇen´ı evaluace jsou vygenerova´ny do adresa´rˇe aktua´ln´ıho projektu dva
vy´stupn´ı soubory. Jedna´ se o souhrnne´ informace evaluace a o detailn´ı informace o evaluaci.
Souhrnne´ informace obsahuj´ı za´znam o pocˇtu nalezeny´ch bod˚u v jednotlivy´ch objektech
dvojice zkoumany´ch bitmap a pocˇtu bod˚u, ktere´ byly oznacˇeny za shodne´. Standardn´ı
na´zev tohoto vy´stupn´ıho souboru je eval summary.txt. Data detailn´ı evaluace obsahuj´ı
pro kazˇdy´ odpov´ıdaj´ıc´ı objekt v kazˇde´ dvojci bitmap seznam vsˇech index˚u detekovany´ch
bod˚u s informac´ı o tom, ktere´ body byly oznacˇeny za totozˇne´. Tento soubor ma´ implicitn´ı
na´zev eval details.txt.
5.3 Proces evaluace
Proces evaluace detektor˚u kl´ıcˇovy´ch bod˚u za pouzˇit´ı vyv´ıjene´ho software je rozdeˇlen do
dvou fa´z´ı. Prvn´ı fa´ze prˇedstavuje definici dodatecˇny´ch informac´ı potrˇebny´ch pro samotny´
proces evaluace. Pro tento u´cˇel slouzˇ´ı aplikace s graficky´m uzˇivatelsky´m rozhran´ım. Uzˇivatel
mus´ı nejdrˇ´ıve vytvorˇit novy´ projekt. Prˇi vytvorˇen´ı projektu je specifikova´n jeho na´zev a
umı´steˇn´ı. Na´sledneˇ je v dane´m umı´steˇn´ı vytvorˇen projektovy´ soubor s dany´m na´zvem.
Jelikozˇ se jedna´ o xml dokument, je prˇ´ıpona projektove´ho souboru .xml.
Dalˇs´ı akce spocˇ´ıva´ v importova´n´ı sady bitmap do projektu. Tato sada reprezentuje
pohledy na tute´zˇ sce´nu v r˚uzny´ch u´hlech pohledu. Pro kazˇdou bitmapu, ktera´ ma´ by´t
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(a) (b)
Tabulka 5.1: Definice odpov´ıdaj´ıc´ıch troju´heln´ık˚u v bitmapa´ch: (a) bitmap1, (b)
bitmap2.
prˇida´na, mus´ı existovat odpov´ıdaj´ıc´ı soubor se specifikac´ı detekovany´ch bod˚u. Tento soubor
ma´ prˇ´ıponu .cdet a jeho struktura mus´ı odpov´ıdat specifikaci, ktera´ byla stanovena na
UPMG1. Prˇi procesu importova´n´ı jsou zkop´ırova´ny soubory bitmap a odpov´ıdaj´ıc´ı soubory
.cdet do adresa´rˇe projektu.
Pro kazˇdou bitmapu v projektu ma´ uzˇivatel mozˇnost definovat objekty potrˇebne´ pro
evaluaci. Tyto objekty jsou identifikova´ny pomoc´ı unika´tn´ıho ko´dove´ho na´zvu v ra´mci dane´
bitmapy. Uzˇivatel definuje objekty takovy´m zp˚usobem, aby ohranicˇovaly urcˇitou skupinu
detekovany´ch kl´ıcˇovy´ch bod˚u v bitmapeˇ a aby si objekty se stejny´m ko´dovy´m jme´nem
v jednotlivy´ch bitmapa´ch odpov´ıdaly. U´kolem je dodrzˇet prˇi definici objekt˚u co nejveˇtsˇ´ı
mozˇnou prˇesnost, aby byla do procesu evaluace zanesena co mozˇna´ nejmensˇ´ı chyba. Uka´zku
definice troju´heln´ık˚u ve dvojici bitmap lze videˇt na obra´zc´ıch v tabulce 5.1. Po dokoncˇen´ı
te´to fa´ze obsahuje projektovy´ soubor potrˇebne´ informace pro fa´zi druhou – vlastn´ı proces
evaluace.
Prˇi procesu evaluace se vyuzˇ´ıvaj´ı pouze data z projektove´ho souboru a prˇ´ıslusˇny´ch .cdet
soubor˚u, nebot’ jizˇ nen´ı potrˇeba graficke´ reprezentace bitmap. Pro kazˇdou dvojici bitmap
z projektove´ho souboru se postupneˇ vyhodnocuj´ı jednotlive´ definovane´ objekty. Vyhod-
nocen´ı spocˇ´ıva´ v prˇevodu detekovany´ch kl´ıcˇovy´ch bod˚u, ktere´ jsou ohranicˇeny objekty,
do stejne´ho sourˇadne´ho syste´mu. Prˇ´ıklad je uveden na obra´zc´ıch v tabulce 5.2 pro drˇ´ıve
zminˇovane´ troju´heln´ıky. Nyn´ı je kazˇdy´ bod z jedne´ bitmapy porovna´n s bodem z bitmapy
druhe´. Porovna´n´ı prob´ıha´ na za´kladeˇ Euklidovske´ vzda´lenosti. Pro body A = (xA, yA) a




(xA − xB)2 + (yA − yB)2. (5.1)
Necht’ t je pra´h stanoveny´ uzˇivatelem urcˇuj´ıc´ı, zda si dva zkoumane´ body odpov´ıdaj´ı a
dmin minima´ln´ı vzda´lenost aktua´ln´ıho bodu od ktere´hokoliv bodu z druhe´ bitmapy. Potom
pro body, ktere´ si odpov´ıdaj´ı, plat´ı
dAB < t ∧ dAB = dmin (5.2)
1Specifikace struktury je uvedena v prˇ´ıloze.
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a pro body, ktere´ si neodpov´ıdaj´ı
dAB ≥ t ∨ dAB 6= dmin. (5.3)
Mnozˇinu dvojic bod˚u P , ktere´ splnˇuj´ı danou podmı´nku, lze urcˇit vztahem
P = {(A,B) | dAB < t ∧ dAB = dmin}. (5.4)
V opacˇne´m prˇ´ıpadeˇ bodu neodpov´ıda´ zˇa´dny´ z nalezeny´ch bod˚u v druhe´ bitmapeˇ, cozˇ
se negativneˇ projev´ı na celkove´m hodnocen´ı u´peˇsˇnosti. Takto se postupneˇ procha´z´ı kazˇda´
dvojice bitmap projektu spolu se vsˇemi objekty v nich definovany´mi. Vy´sledek evaluace je
ulozˇen do vy´stupn´ıch soubor˚u podle nastaven´ı uzˇivatele.
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(a) (b)
Tabulka 5.2: Porovna´n´ı vybrane´ho troju´heln´ıku – triangle4: (a) bitmap1, (b)
bitmap2.




C´ılem pra´ce bylo sezna´men´ı se s programovac´ım prostrˇed´ım Microsoft .NET Framework
a problematikou vyhleda´va´n´ı kl´ıcˇovy´ch bod˚u v obraze. Na za´kladeˇ teˇchto znalost´ı bylo
pozˇadova´no vytvorˇen´ı metodiky vyhodnocova´n´ı u´speˇsˇnosti detektor˚u kl´ıcˇovy´ch bod˚u v ob-
raze a jej´ı na´sledne´ pouzˇit´ı prˇi vy´voji aplikace slouzˇ´ıc´ı k evaluaci detektor˚u v iteracˇn´ıch
postupech na´vrhu/ucˇen´ı algoritmu˚. Tento c´ıl byl splneˇn.
Jednotlive´ body zada´n´ı byly splneˇny na´sleduj´ıc´ım zp˚usobem:
1. Sezna´mil jsem se s problematikou vyhleda´va´n´ı kl´ıcˇovy´ch bod˚u v obraze a aplikacemi
vyuzˇ´ıvaj´ıc´ımi kl´ıcˇove´ body prostudova´n´ım dostupne´ literatury na toto te´ma. Tyto
poznatky jsou shrnuty v kapitole 2 – Microsoft .NET Framework a kapitole 3 – Vy-
hleda´va´n´ı kl´ıcˇovy´ch bod˚u v obraze.
2. Byla navrzˇena metodika pro evaluaci u´speˇsˇnosti vyhleda´va´n´ı kl´ıcˇovy´ch bod˚u v obraze.
Jej´ı popis je uveden v kapitole 5 cˇa´st 5.3 – Proces evaluace.
3. Mozˇnosti implementace evaluacˇn´ıho software jsou shrnuty v kapitole 4 – Pozˇadavky
na evaluaci detektor˚u kl´ıcˇovy´ch bod˚u v obraze.
4. Implementoval jsem konzolovou aplikaci pro evaluaci metod vyhleda´va´n´ı kl´ıcˇovy´ch
bod˚u v obraze a aplikaci s graficky´m uzˇivatelsky´m rozhran´ım pro definici podmı´nek
evaluace. Funkcˇnost byla demostrova´na na dodane´ sadeˇ dat a vy´sledky vyhodnoceny.
5. Dosazˇene´ vy´sledky a dalˇs´ı mozˇnosti rozsˇ´ıˇren´ı jsou zahrunty v te´to kapitole.
Dı´ky rˇesˇen´ı diplomove´ pra´ce jsem si osvojil zp˚usob programova´n´ı pod platformou Micro-
soft .NET Framework, to, jake´ prostrˇedky nab´ız´ı programa´torovi, a zvla´dl jsem jiste´ tech-
niky, ktere´ usnadnˇuj´ı vy´voj aplikace pod touto platformou. Za´rovenˇ jsem si rozsˇ´ıˇril zna-
losti v oblasti pocˇ´ıtacˇove´ho zpracova´n´ı obrazu. Implementace software pro vyhodnocova´n´ı
u´speˇsˇnosti detektor˚u kl´ıcˇovy´ch bod˚u byla provedena po dohodeˇ s U´stavem pocˇ´ıtacˇove´ gra-
fiky a multimedi´ı, jelikozˇ nema´ takovy´to software k dispozici. Byl tak vytvorˇen prostrˇedek
pro zdokonalova´n´ı algoritmu˚, ktere´ jsou pod t´ımto u´stavem vyv´ıjeny. Je pravdeˇpodobne´, zˇe
pro intern´ı u´cˇely firem zaby´vaj´ıc´ı se touto te´matikou byly vyvinuty obdobne´ aplikace, ale
ty nejsou volneˇ k dispozici.
Prˇi vy´voji software jsem se poty´kal s proble´my prˇi specifikaci graficke´ho uzˇivatelske´ho
prostrˇed´ı. Aby bylo dosazˇeno co nejefektivneˇjˇs´ı pra´ce uzˇivatele s aplikac´ı, bylo nutne´ prove´st
neˇkolik fa´z´ı na´vrhu ve spolupra´ci s uzˇivateli. Za´rovenˇ nedostatek vstupn´ıch dat neumozˇnˇoval
dostatecˇneˇ optimalizovat proces evaluace.
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Jelikozˇ meˇ zaujala efektivita, s jakou lze v prostrˇed´ı Microsoft .NET Framework pra-
covat, ra´d bych se te´to platformeˇ veˇnoval da´le a poznal dalˇs´ı jej´ı soucˇa´sti, ktere´ jsem prˇi
rˇesˇen´ı nevyuzˇil.
I kdyzˇ je vytvorˇena´ aplikace zcela funkcˇn´ı, je zde prˇipraven prostor pro dalˇs´ı rozsˇ´ıˇren´ı,
ktera´ by uzˇivateli umozˇnila zprˇesneˇn´ı a za´rovenˇ usnadneˇn´ı zada´va´n´ı dodatecˇny´ch infor-
mac´ı potrˇebny´ch pro evaluaci. Bylo by vhodne´ naprˇ´ıklad zakomponovat do aplikace s gra-
ficky´m uzˇivatelsky´m rozhran´ım detektor hran, ktery´ by pomoc´ı bod˚u oznacˇil hrany objekt˚u
v bitmapeˇ, a uzˇivatel by meˇl mozˇnost zapnout prˇichyta´va´n´ı vrchol˚u k teˇmto bod˚um. Prˇi
vy´voji aplikace byl bra´n ohled na mozˇnost jednoduche´ho rozsˇ´ıˇren´ı v prˇ´ıpadeˇ, zˇe by byl na-
lezen vhodneˇjˇs´ı objekt pro porovna´va´n´ı nalezeny´ch bod˚u. V budoucnu bych se ra´d pokusil
rozsˇ´ıˇrit modul pro evaluaci o mozˇnost vyhodnocova´n´ı na za´kladeˇ cˇtyrˇu´hle´ho polygonu a
zjistil, zda tato metoda vede k prˇesneˇjˇs´ımu vyhodnocova´n´ı.
35
Literatura
[1] ADAMS, M.; GRIFFITHS, I.: .NET Windows Forms in a Nutshell. CA, USA:
O’Reilly & Associates, Inc., 2003, ISBN 0-596-00338-2.
[2] Bovik, A.: Handbook of Image and Video processing. CA, USA: Academic Press,
2000, ISBN 0-12-119790-5, 415–431 s.
[3] DUFFY, J.: Professional .NET Framework 2.0. IN, USA: Wiley Publishing, Inc.,
2006, ISBN 0-7645-7135-4.
[4] FISHER, R.; PERKINS, S.; WALKER, A.; aj.: Image processing learning resources
explore with Java. Edinburgh, Great Britain: The University of Edinburgh, 2004, k
dispozici na http://homepages.inf.ed.ac.uk/rbf/HIPR2/hipr top.htm, naposledy
navsˇt´ıveno 6. 5. 2007.
[5] JA¨HNE, B.: Digital Image Processing. Berlin, Germany: Springer, 2005, ISBN
3-540-24035-7, 331–358 s.
[6] Kolektiv autor˚u: MSDN Library. Microsoft Corporation, 2007, k dispozici na
http://msdn2.microsoft.com/en-us/library/default.aspx, naposledy navsˇt´ıveno 6. 5.
2007.
[7] Kolektiv autor˚u: Wikipedia, the free encyklopedia. FL, USA: Wikimedia Foundation
Inc., 2007, k nalezen´ı na http://en.wikipedia.org/wiki/Main Page, naposledy
navsˇt´ıveno 6. 5. 2007.
[8] LAM, H.; THAI, T. L.: .NET Framework Essentials. CA, USA: O’Reilly &
Associates, Inc., trˇet´ı vyda´n´ı, 2003, ISBN 0-596-00505-9.
[9] PETZOLD, C.: Programova´n´ı Microsoft Windows Forms v jazyce C#. Brno:
Computer Press, a.s., 2006, ISBN 80-251-1058-3.
[10] ROBINSON, S.; NAGEL, C.; WATSON, K.; aj.: Professional C#. IN, USA: Wiley
Publishing, Inc., trˇet´ı vyda´n´ı, 2004, ISBN 0-7645-5759-9.
[11] SCHMID, C.; MOHR, R.; BAUCKHAGE, C.: Evaluation of Interest Point Detectors.
Montbonnot, France: INRIA, 2000, k nalezen´ı na
ftp://ftp.inrialpes.fr/pub/movi/publications/Schmid-ijcv00.ps.gz, naposledy
navsˇt´ıveno 14.5.2007.
[12] SYMMONDS, N.: GDI+ Programming in C# and VB .NET. NY, USA: Apress,
2002, ISBN 1-59059-035-X.
36
[13] TYNKU, A.; AJOY, R. K.: Image processing Principles and Applications. IN, USA:




7.1 Hiearchie vybrany´ch trˇ´ıd a jejich popis
V te´to cˇa´sti je popsa´na hiearchie vybrany´ch trˇ´ıd v jednotlivy´ch projektech, jejich u´cˇel a
popis nejd˚ulezˇiteˇjˇs´ıch vlastnost´ı a metod. V neˇktery´ch prˇ´ıpadech jsou uvedeny diagramy
trˇ´ıd pro lepsˇ´ı prˇehled.
Projekt Geometry
Tento projekt zapouzdrˇuje graficke´ objekty, ktere´ uzˇivatel mu˚zˇe definovat v uzˇivatelske´m
rozhran´ı pro jednotlive´ bitmapy. Za´rovenˇ obsahuje implementaci trˇ´ıdy GeometryProvider,
ktera´ obsahuje vlastnosti a metody ty´kaj´ıc´ı se geometrie.
Trˇ´ıda GeometryAbstractObject
Jedna´ se o abstraktn´ı trˇ´ıdu, ktera´ definuje spolecˇne´ vlastnosti a metody pro deˇd´ıc´ı trˇ´ıdy
GeometryRectangle a GeometryTriangle, ktere´ z te´to trˇ´ıdy deˇd´ı. Reprezentuje obecny´
objekt, ktery´ lze v dane´ bitmapeˇ vytvorˇit pomoc´ı graficke´ho uzˇivatelske´ho rozhran´ı. Kazˇdy´
objekt ma´ definovanou vlastnost CodeName, ktera´ je unika´tn´ı v ra´mci jedne´ bitmapy a
pomoc´ı ktere´ lze objekt identifikovat. Da´le je zde definova´na vlastnost Index, aby bylo
mozˇne´ zajistit generova´n´ı unika´tn´ıho ko´dove´ho jme´na objektu. Vlastnost VisibilityIndex
slouzˇ´ı k urcˇen´ı, v jake´ vrstveˇ viditelnosti se objekt nacha´z´ı.
Pro kazˇdy´ objekt je nutne´ prˇed evaluac´ı urcˇit, ktere´ z detekovany´ch bod˚u jsou uv-
nitrˇ tohoto objektu. Seznam teˇchto bod˚u je ulozˇen ve vlastnosti trˇ´ıdy InnerPoints. Tato
vlastnost je inicializova´na pomoc´ı metody SetInnerPoints azˇ prˇed samotny´m procesem
evaluace, jelikozˇ beˇhem definova´n´ı objekt˚u nen´ı tato informace potrˇebna´. Proces evaluace
spocˇ´ıva´ v prˇeveden´ı objekt˚u do stejne´ho sourˇadne´ho syste´mu, tud´ızˇ zde existuje abstraktn´ı
metoda TransformCoordinates, jej´ızˇ implementace je ponecha´na na deˇd´ıc´ı trˇ´ıdeˇ. Za´rovenˇ
trˇ´ıda obsahuje rˇadu vlastnost´ı a metod potrˇebny´ch pro matematicke´ vy´pocˇty prˇi prˇevodu
sourˇadnic.
K zajiˇsteˇn´ı spra´vne´ho zobrazova´n´ı objekt˚u je zde definova´na vlastnost ObjectDesigner,
jej´ızˇ nastaven´ı je reflektova´no do verˇejny´ch vlastnost´ı trˇ´ıdy. Za´rovenˇ trˇ´ıda obsahuje vlastnost
Selected, ktera´ urcˇuje, zda je dany´ objekt vybra´n, a vlastnost Hovered, urcˇuj´ıc´ı, zda
se kurzor mysˇi nacha´z´ı nad dany´m objektem. Metoda SetVerticesDesignMode zajiˇst’uje
nastaven´ı graficke´ reprezentace vsˇech vrchol˚u objektu. K urcˇen´ı toho, zda se kurzor mysˇi
nacha´z´ı nad neˇkterou ze stran objekt˚u, slouzˇ´ı metoda IsOnBorder. Tato metoda je za´rovenˇ
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pouzˇita pro metodu IsHovered, ktera´ urcˇuje, zda se kurzor mysˇi nacha´z´ı nad stranou
objektu, nebo nad grafickou reprezentac´ı neˇktere´ho z vrchol˚u objektu. Samotne´ vykreslova´n´ı
objektu u deˇd´ıc´ı trˇ´ıdy zajiˇst’uje abstraktn´ı metoda Draw.
Jelikozˇ kazˇdy´ graficky´ objekt vlastn´ı kontextove´ menu, je v te´to trˇ´ıdeˇ implementova´na
metoda ShowContextMenu, ktea´ slouzˇ´ı k zobrazen´ı menu. Soucˇa´st´ı je take´ abstraktn´ı me-
toda GenerateContextMenuPart, ktera´ zajiˇst’uje vygenerova´n´ı cˇa´sti menu za´visle´ho na typu
objektu. K urcˇen´ı, zda zadany´ bod lezˇ´ı uvnitrˇ objektu, slouzˇ´ı abstraktn´ı metoda Contains.
Hierairchii trˇ´ıd a seznam vsˇech vlastnost´ı trˇ´ıd a metod lze videˇt na obra´zku 7.1.
Obra´zek 7.1: Diagram trˇ´ıd pro geometricke´ objekty.
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Trˇ´ıda GeometryRectangle
Jeden z typ˚u objekt˚u, ktere´ je mozˇne´ v bitmapeˇ definovat je cˇtyrˇu´hly´ polygon reprezento-
vany´ touto trˇ´ıdou. Tato trˇ´ıda zprˇ´ıstupnˇuje jednodusˇsˇ´ı cestou jednotlive´ vrcholy objektu po-
moc´ı vlastnost´ı FirstVertex, SecondVertex, ThirdVertex a FourthVertex. Da´le zajiˇst’uje
implementaci zdeˇdeˇne´ abstraktn´ı metody TransformCoordinates, Contains a implemen-
taci metody Draw, ktera´ slouzˇ´ı k vykreslen´ı objektu v za´vislosti na aktua´ln´ım nastaven´ı
prostrˇed´ı.
Trˇ´ıda GeometryTriangle
Tato trˇ´ıda reprezentuje dalˇs´ı z typ˚u, ktere´ mu˚zˇe uzˇivatel definovat v dane´ bitmapeˇ. I tato
trˇ´ıda deˇd´ı z abstraktn´ı trˇ´ıdy GeometryAbstractObject a zprˇ´ıstupnˇuje prˇes sve´ vlastnosti
jednotlive´ vrcholy objektu FirstVertex,Secondvertex a ThirdVertex. I zde je zajiˇsteˇna
implementace zdeˇdeˇny´ch metod TransformCoordinates, Contains a Draw.
Trˇ´ıda GeometryAbstractPoint
Tato abstraktn´ı trˇ´ıda reprezentuje obecny´ geometricky´ bod. Obsahuje vlastnosti trˇ´ıdy pro
reprezentaci sourˇadnic bodu X a Y a abstraktn´ı metodu IsHovered, ktera´ urcˇuje, zda je
kurzor mysˇi nad dany´m bodem. Da´le je zde abstraktn´ı metoda GetXml, ktera´ slouzˇ´ı k z´ıska´n´ı
xml reprezentace bodu a abstraktn´ı metoda IsHovered urcˇuj´ıc´ı, zda je kurzor mysˇi nad
sourˇadnicemi bodu.
Trˇ´ıda GeometryPoint
Trˇ´ıda GeometryPoint je urcˇena pro gafickou reprezentaci detekovany´ch bod˚u vyhleda´vacˇem
a pomocny´ch bod˚u urcˇuj´ıc´ıch vrcholy prˇi vytva´rˇen´ı graficky´ch objekt˚u v bitmapeˇ. Deˇd´ı
abstraktn´ı trˇ´ıdu GeometryAbstractPoint a rozsˇiˇruje ji o neˇktere´ dalˇs´ı vlastnosti a funk-
cionalitu. Soucˇa´st´ı trˇ´ıdy je vlastnost Index, ktera´ reprezentuje index porˇad´ı bodu. Da´le
obsahuje priva´tn´ı promeˇnnou mPointDesigner, ktera´ obsahuje informace o vzhledu bodu.
Jej´ı nastaven´ı je opeˇt reflektova´no ve verˇejny´ch vlastnostech trˇ´ıdy. Trˇ´ıda take´ implementuje
metodu GetDistance, ktera´ slouzˇ´ı k urcˇen´ı vzda´lenosti aktua´ln´ıho bodu od bodu zadane´ho.
Trˇ´ıda GeometryVertex
Jedna´ se o trˇ´ıdu reprezentuj´ıc´ı vrchol graficke´ho objektu. Take´ tato trˇ´ıda deˇd´ı z abstraktn´ı
trˇ´ıdy GeometryAbstractPoint. Deˇdeˇnou trˇ´ıdu rozsˇiˇruje o vlastnosti Order urcˇuj´ıc´ı porˇad´ı
vrcholu v objektu a CameraDistanceOrder urcˇuj´ıc´ı vzda´lenost vrcholu od kamery. I v te´to
trˇ´ıdeˇ se nacha´z´ı priva´tn´ı promeˇnna´ mVertexDesigner obsahuj´ıc´ı informace o designu vr-
chol˚u. Jej´ı nastaven´ı je opeˇt reflektova´no odpov´ıdaj´ıc´ımi vlastnostmi trˇ´ıdy. Spolu s touto
informac´ı o vzhledu vrcholu je zde jesˇteˇ vlastnost DesignMode, ktera´ slouzˇ´ı k nastaven´ı
vzhledu vrcholu prˇi r˚uzny´ch graficky´ch mo´dech zobrazen´ı. Hierarchii trˇ´ıd zobrazuje obra´zek
7.2.
Trˇ´ıda GeometryProvider
Jedna´ se o statickou trˇ´ıdu zajiˇst’uj´ıc´ı obecne´ metody a vlastnosti ty´kaj´ıc´ı se geometrie.
Hlavn´ı vlastnost te´to trˇ´ıdy je RefferenceTriangle, jedna´ se o objekt GeometryTriangle
reprezentuj´ıc´ı referencˇn´ı troju´heln´ık v jednotne´m sourˇadne´m syste´mu, do ktere´ho jsou
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Obra´zek 7.2: Diagram trˇ´ıd pro geometricke´ body.
prˇeva´deˇny vyhodnocuj´ıc´ı troju´heln´ıky. Pro nastaven´ı referencˇn´ıho troju´heln´ıku slouzˇ´ı me-
toda SetRefferenceTriangle. Dı´ky tomu jsou zajiˇsteˇny implementacˇn´ı pozˇadavky kla-
dene´ na tento troju´heln´ık. Mezi dalˇs´ı d˚ulezˇite´ metody implementova´ny v te´to trˇ´ıdeˇ patrˇ´ı
GetDistance slouzˇ´ıc´ı k urcˇen´ı vzda´lenosti dvou bod˚u.
Bylo nutne´ udrzˇovat informaci o vzhledu jednotlivy´ch graficky´ch objekt˚u. K tomuto
u´cˇelu slouzˇ´ı trˇ´ıdy zobrazene´ na obra´zku 7.6. Abstraktn´ı trˇ´ıda AbstractDesigner seskupuje
spolecˇne´ vlastnosti.
Projekt ProjectManager
Projekt ProjectManager zahrnuje celkem cˇtyrˇi trˇ´ıdy. Jedna´ se o trˇ´ıdu BitmapInfo, cozˇ je
trˇ´ıda uchova´vaj´ıc´ı vesˇkere´ potrˇebne´ informace o bitmapeˇ, da´le trˇ´ıda EvaluatorInfo, ktera´
obsahuje informace o vyhodnocen´ı mezi dvojic´ı soubor˚u dat dany´ch bitmap. Trˇet´ı staticka´
trˇ´ıda EvaluationProvider implementuje metody potrˇebne´ pro evaluaci a hlavn´ı staticka´
trˇ´ıda ProjectProvider slouzˇ´ı pro pra´ci s projektem a uchova´va´ informace o projektu.
Trˇ´ıda BitmapInfo
Jelikozˇ je nutne´ spolu s bitmapou uchova´vat relativneˇ velke´ mnozˇstv´ı dodatecˇny´ch infor-
mac´ı, je soucˇa´st´ı projektu tato trˇ´ıda. Obsahuje vlastnost Image, ktera´ reprezentuje od-
pov´ıdaj´ıc´ı bitmapu ulozˇenou v pameˇti a vlastnost FileName reprezentuj´ıc´ı na´zev dane´
bitmapy. Da´le jsou zde k dispozici vlastnosti Width a Height, ktere´ reflektuj´ı rozmeˇry
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bitmapy. Protozˇe uzˇivatel mu˚zˇe v bitmapeˇ definovat neˇkolik objekt˚u, je zde k dispozici
vlastnost trˇ´ıdy Objects, ve ktere´ jsou objekty ulozˇeny. Pro prˇida´n´ı nebo odebra´n´ı ob-
jektu jsou zde implementova´ny metody AddObject a RemoveObject. Soucˇa´st´ı vstupn´ıch
dat jsou take´ body, ktere´ byly detekova´ny vyhodnocuj´ıc´ım detektorem. Jejich seznam je
k dispozici prostrˇednictv´ım vlastnosti trˇ´ıdy Points, ktera´ je inicializova´na pomoc´ı metody
LoadDetectorData. Aby bylo mozˇne´ urcˇit porˇad´ı v jake´m budou jednotlive´ bitmapy vy-
hodnocova´ny, je zde vlastnost trˇ´ıdy Order.
Aby meˇl uzˇivatel mozˇnost nastavit vzhled objekt˚u bitmapy, je soucˇa´st´ı trˇ´ıdy vlastnost
mDesigner. Tato vlastnost je ovsˇem priva´tn´ı a jej´ı jednotlive´ nastaven´ı jsou prˇ´ıstupna´ po-
moc´ı vlastnost´ı trˇ´ıdy, ktere´ tato nastaven´ı reflektuj´ı. Diagram trˇ´ıdy je zna´zorneˇn na obra´zku
7.3.
Obra´zek 7.3: Diagram trˇ´ıd pro designer objektu BitmapInfo.
Trˇ´ıda EvaluatorInfo
Tato trˇ´ıda vznikla kv˚uli nutnosti uchova´va´n´ı d´ılcˇ´ıch informac´ı o vyhodnocuj´ıc´ıch dvojic´ıch
sad dat v pr˚ubeˇhu procesu evaluace. Vlastnost trˇ´ıdy CodeName uchova´va´ ko´dove´ jme´no
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pro dany´ objekt. Aby byla zna´ma informace o tom, ke ktere´ dvojci bitmap tento objekt
patrˇ´ı, jsou zde dveˇ vlastnosti trˇ´ıdy FirstFileName a SecondFileName uchova´vaj´ıc´ı na´zev
souboru bitmap. Za´rovenˇ trˇ´ıda obsahuje seznamy objekt˚u typu ObjectInfo pro jednotlive´
geometricke´ objekty.
Objekt ObjectInfo uchova´va´ informaci o celkove´m pocˇtu bod˚u v prvn´ım graficke´m
objektu FirstCount, ve druhe´m graficke´m objektu SecondCount a o pocˇtu bod˚u, ktere´
si v obou objektech odpov´ıdaj´ı BothCount. Tyto informace jsou potrˇebne´ pro souhrnne´
vyhodnocen´ı a nastavuj´ı se pomoc´ı metody SetObjectFoundPointsCount. Dalˇs´ı vlastnost
trˇ´ıdy ObjectIndex je potrˇebna´ k urcˇen´ı prˇ´ıslusˇne´ho graficke´ho objektu. Pro detailn´ı vy-
hodnocen´ı obsahuje tato trˇ´ıda vlastnost Pairs, ktera´ obsahuje dvojice index˚u bod˚u, ktere´
byly oznacˇeny v objektech za shodne´. Pro manipulaci s objektem ObjectInfo jsou v trˇ´ıdeˇ
EvaluatorInfo k dispozici metody CreateObjectInfo a AddObjectPointsInfo.
Pro z´ıska´n´ı informac´ı o vyhodnocen´ı pro danou dvojici sad dat je k dispozici metoda
GetObjectsEvaluation.
Na obra´zku 7.4 je zachycen diagram trˇ´ıd.
Obra´zek 7.4: Diagram trˇ´ıd pouzˇ´ıvany´ch prˇi vyhodnocova´n´ı.
Trˇ´ıda EvaluationProvider
Tato staticka´ trˇ´ıda seskupuje vesˇkere´ potrˇebne´ metody, ktere´ jsou pouzˇity prˇi procesu
vlastn´ı evaluace. Obsahuje hash tabulku objekt˚u EvaluatorInfo, se ktery´mi pracuje. Me-
toda EvaluateBitmapInfos slouzˇ´ı k evaluaci vsˇech bitmap obsaezˇeny´ch v projektu. Jednot-
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live´ objekty jsou vyhodnoceny pomoc´ı metody EvaluateObjects. Vy´sledek vyhodnocen´ı
lze z´ıskat pomoc´ı metody GetEvaluation.
Trˇ´ıda ProjectProvider
Jedna´ se o hlavn´ı statickou trˇ´ıdu, ktera´ uchova´va´ stavove´ informace ty´kaj´ıc´ı se aktua´ln´ıho
projektu a poskytuje metody pro pra´ci s n´ım. Du˚vodem vzniku te´to trˇ´ıdy byla potrˇeba
pracovat s projektem jak v aplikaci s graficky´m uzˇivatelsky´m rozhran´ım, tak v konzolove´
aplikaci. Diagram trˇ´ıdy je zachycen na obra´zku 7.5.
Kazˇdy´ vytvorˇeny´ projekt je opatrˇen pro svou indentifikaci ko´dovy´m jme´nem, ktere´
je ulozˇeno ve vlastnosti trˇ´ıdy ProjectCodeName. Za´rovenˇ je potrˇeba uchova´vat informaci
o umı´steˇn´ı a na´zvu souboru projektu. Tyto informace jsou k dispozici prostrˇednictv´ım vlast-
nost´ı ProjectFullPath, ProjectDirectory a ProjectFileName. Aby bylo mozˇne´ zjistit
stavove´ informace projektu, je zde vlastnost ProjectLoaded urcˇuj´ıc´ı, zda je projekt nacˇten,
da´le pak ProjectModified, ktera´ urcˇuje, zda je projekt modifikovany´.
V projektu je nutne´ uchova´vat informaci o tom, ktere´ objekty BitmapInfo, nesouc´ı
popis, obsahuje. Proto je zde prˇ´ıtomna priva´tn´ı hash tabulka mBitmapInfos, ktera´ tyto
informace udrzˇuje. Jelikozˇ bylo nutne´ zajistit, aby se zmeˇny dat projevily i v kontro-
lech graficke´ho uzˇivatelske´ho rozhran´ı, bylo nutne´ implementovat prˇ´ıstup k te´to hash ta-
bulce prostrˇednictv´ım metod. Tak lze zajistit, aby pro kazˇdou prˇ´ıslusˇnou akci byla vy-
vola´na uda´lost, kterou dany´ kontrol zpracuje. Z tohoto d˚uvodu trˇ´ıda obsahuje deklarace
uda´lost´ı BitmapInfoAdded, ktera´ je vyvola´na prˇi prˇida´n´ı objektu BitmapInfo do hash
tabulky, a BitmapInfoDeleted, ktera´ se vyskytne prˇi odebra´n´ı objektu z hash tabulky.
Mezi metody, ktere´ zajiˇst’uj´ı tyto akce, patrˇ´ı SetBitmapInfo pro prˇida´n´ı nebo aktualizaci,
RemoveBitmapInfo pro odebra´n´ı.
Vytvorˇen´ı nove´ho projektu K vytvorˇen´ı projektu slouzˇ´ı metoda trˇ´ıdy CreateProject.
Pokud dany´ projekt v c´ılove´m adresa´rˇi s dany´m na´zvem jizˇ existuje, nen´ı vytvorˇen a uzˇivatel
je o tom informova´n. V opacˇne´m prˇ´ıpadeˇ je zajiˇsteˇno vytvorˇen´ı projektove´ho souboru.
Tento soubor ma´ forma´t xml dokumentu a obsahuje po vytvorˇen´ı nove´ho projektu jizˇ
kopii skeletonu struktury, ktery´ je ulozˇen jako priva´tn´ı konstanta XML SKELETON ve trˇ´ıdeˇ
ProjectProvider. Za´rovenˇ jsou inicializova´ny odpov´ıdaj´ıc´ı vlastnosti te´to trˇ´ıdy.






Ulozˇen´ı projektu Tuto akci zajiˇst’uje metoda SaveProject. Jej´ım c´ılem je vytvorˇit re-
prezentaci aktua´ln´ıho stavu projektu ve formeˇ xml rˇeteˇzce, ktery´ je na´sledneˇ ulozˇen do
projektove´ho souboru. Kv˚uli te´to akci je ve veˇtsˇineˇ objekt˚u obsahuj´ıc´ıch d´ılcˇ´ı projektove´
informace implementova´na metoda GetXml, pomoc´ı ktere´ je vygenerova´n rˇeteˇzec repre-
zentuj´ıc´ı xml sche´ma dane´ho objektu. Prˇi ulozˇen´ı projektu se tedy projdou vsˇechny tyto
relevantn´ı objekty.
Trˇ´ıdy implementuj´ıc´ı metodu GetXml:
• BitmapInfo
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Ulozˇen´ı objektu BitmapInfo v projektu Kromeˇ mozˇnosti ulozˇen´ı kompletn´ıho pro-
jektu je zde implementova´no ulozˇen´ı jednotlivy´ch objekt˚u BitmapInfo reprezentuj´ıc´ı do-
datecˇne´ informace k dane´ bitmapeˇ. Metoda pro tuto akci se jmenuje SaveBitmapInfo.
Jelikozˇ je prˇi ulozˇen´ı nutne´ nahradit pouze cˇa´st projektove´ho souboru, a tud´ızˇ cˇa´st xml
dokumentu, je pro tuto potrˇebu implementova´na priva´tn´ı metoda ReplaceNode, ktera´
vola´ rekurzivn´ı metodu UpdateNode. Ta procha´z´ı rekurzivneˇ xml dokument a hleda´ uzel
s odpov´ıdaj´ıc´ım na´zvem. V prˇ´ıpadeˇ u´speˇsˇne´ho nalezen´ı je tento uzel nahrazen novy´m
s aktua´ln´ımi daty.
Otevrˇen´ı existuj´ıc´ıho projektu Otevrˇen´ı existuj´ıc´ıho projektu zajiˇst’uje metoda ne-
souc´ı na´zev OpenProject. Inicializuje vlastnosti trˇ´ıdy ProjectProvider na za´kladeˇ in-
formac´ı z´ıskany´ch z projektove´ho souboru. Aby bylo mozˇne´ zajistit vytvorˇen´ı vsˇech rele-
vantn´ıch objekt˚u pro aktua´ln´ı projekt, bylo nutne´ pro tyto objekty implementovat kon-
struktor, ktery´ z prˇedane´ho uzlu xml dokumentu vytvorˇ´ı instanci tohoto objektu.
Spra´va chyb Prˇi veˇtsˇineˇ akc´ı, ktere´ jsou v aplikaci prova´deˇny, se mu˚zˇe vyskytnout okol-
nost, d´ıky ktere´ dana´ akce nemu˚zˇe by´t u´speˇsˇneˇ provedena. Proto je nutne´ zajistit neˇjaky´m
zp˚usobem mozˇnost, jak o dane´m proble´mu informovat uzˇivatele. V aplikaci je vyuzˇito
syste´mu vy´jimek, ktere´ jsou v Microsoft .NET k dispozici. Kazˇda´ vy´jimka s sebou nese
zpra´vu, ktera´ popisuje, procˇ k dane´ chybeˇ dosˇlo. Toho lze vyuzˇ´ıt k prˇenosu chybovy´ch
hla´sˇen´ı pro uzˇivatele. Proto aplikace deklaruje neˇkolik typ˚u vlastn´ıch vy´jimek, ktere´ jsou
v prˇ´ıpadeˇ chyby prˇ´ıslusˇneˇ zpracova´ny. Pro zobrazova´n´ı chybovy´ch hla´sˇek je vyuzˇit projekt
ErrorManager, ktery´ je popsa´n pozdeˇji v te´to kapitole.
Typy vlastn´ıch vy´jimek:
• DataNotFoundException oznacˇuje chybu nenalezen´ı prˇ´ıslusˇny´ch dat.
• ObjectNotCreatedException reprezentuje nevytvorˇen´ı pozˇadovane´ho objektu.
• ObjectExistsException informuje o tom, zˇe dany´ objekt jizˇ existuje.
Implementace hluboke´ kopie objektu V neˇktery´ch prˇ´ıpadech pouzˇit´ı bylo nutne´ za-
jistit u objekt˚u vytvorˇen´ı hluboke´ kopie, aby nebyla prˇeda´va´na reference na objekt a ne-
docha´zelo k jeho nechteˇne´ modifikaci. Jelikozˇ Microsoft .NET Framework standardneˇ nema´
k dispozici tuto mozˇnost, bylo toto potrˇeba zajistit vlastn´ı implementac´ı. Tato funkcionalita
je zajiˇsteˇna pomoc´ı serializace a deserializace. Proces serializace znamena´ ulozˇen´ı instance
objektu do prezistentn´ıho u´lozˇiˇsteˇ, v tomto prˇ´ıpadeˇ do pameˇt’ove´ho streamu. Naopak proces
deserializace je prˇevod ze streamu zpeˇt na instanci objektu. Aby bylo mozˇne´ vyuzˇ´ıt seriali-
zace a deserializace prˇi vytvorˇen´ı hluboke´ kopie objektu, mus´ı tento objekt implementovat
rozhran´ı ISerializable, ktere´ zahrnuje implementaci minima´lneˇ konstruktoru pro z´ıska´n´ı
instance objektu ze streamu a metodu GetObjectData slouzˇ´ıc´ı pro ulozˇen´ı do streamu.
Projekt Controls
Projekt Controls seskupuje vlastn´ı kontroly, ktere´ byly implementova´ny v ra´mci aplikace
z d˚uvodu nevhodnosti a nedostatk˚u standardn´ıch kontrol˚u platformy Microsoft .NET Fra-
mework. Uvedeny jsou pouze komplexneˇjˇs´ı kontroly.
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Kontrol MyPictureBox
Microsoft .NET Framework obsahuje standardn´ı kontrol PictureBox pro mozˇnost zobra-
zova´n´ı obra´zk˚u. Dı´ky sve´ omezene´ funkcionaliteˇ a neefektivn´ımu zobrazova´n´ı rozmeˇrny´ch
obra´zk˚u nebyl pouzˇit. Mı´sto toho byl implementova´n vlastn´ı kontrol MyPictureBox, ktery´
zajiˇst’uje efektivn´ı vykreslova´n´ı obra´zku d´ıky tomu, zˇe je vzˇdy vykreslova´na pouze viditelna´
oblast bitmapy. Za´rovenˇ je zajiˇsteˇna mozˇnost zmeˇny prˇiblizˇovac´ıho faktoru pomoc´ı skro-
lovac´ıho kolecˇka mysˇi nebo externeˇ pomoc´ı vlastnosti kontrolu ZoomFactor nebo metod
ZoomIn a ZoomOut. K upraven´ı prˇiblizˇovac´ıho faktoru na takovou hodnotu, aby se obra´zek
vesˇel do cele´ plochy kontrolu, je implementova´na metoda FitToScreen.
Kontrol implementuje dva mo´dy pro prave´ tlacˇ´ıtko mysˇi. Prvn´ı mo´d zajiˇst’uje pohyb
po bitmapeˇ v prˇ´ıpadeˇ, zˇe je zobrazena pouze jej´ı cˇa´st. Druhy´ mo´d slouzˇ´ı k definova´n´ı cˇa´sti
bitmapy, ktera´ ma´ by´t prˇibl´ızˇena.
Kontrol BitmapViewer
Jedna´ se o kotrol reprezentuj´ıc´ı editacˇn´ı formula´rˇ pro jednotlive´ bitmapy. Pro zobrazova´n´ı
vyuzˇ´ıva´ vlastn´ı kontrol MyPictureBox spolu s jeho funkcemi. Jelikozˇ je kontrol prima´rneˇ
urcˇeny´ pro definici objekt˚u v obra´zku, poskytuje prostrˇednictv´ım rozhran´ı uzˇivateli mozˇnost
vytva´rˇet, mazat a editovat objekty. Kontrol pracuje ve dvou mo´dech. Prvn´ı mo´d slouzˇ´ı
k vytva´rˇen´ı objekt˚u. V tomto mo´du lze pomoc´ı leve´ho kliknut´ı mysˇi specifikovat vrchol
vytva´rˇene´ho objektu. Tyto body jsou uchova´va´ny docˇasneˇ v priva´tn´ı vlastnosti kontrolu
mPointBuffer. V prˇ´ıpadeˇ, zˇe dojde k jej´ımu naplneˇn´ı, je automaticky vytvorˇen objekt a lze
definovat dalˇs´ı. Druhy´ mo´d soluzˇ´ı k editaci jizˇ existuj´ıc´ıch objekt˚u. To je doc´ıleno kliknut´ım
leve´ho talcˇ´ıtka mysˇi na jeden z vrchol˚u objektu. T´ım dojde k jeho uchopen´ı a lze s n´ım
pohybovat po bitmapeˇ. vesˇkere´ zmeˇny provedene´ beˇhem editace jsou uchova´va´ny v loka´ln´ı
kopii objektu BitmapInfo. T´ım je doc´ılena mozˇnost dodatecˇne´ho ulozˇen´ı zmeˇn nebo na´vrat
k p˚uvodn´ımu stavu. Informace o tom, zda dosˇlo ke zmeˇna´m je uchova´va´na ve vlastnosti
ChangesMade.
V aplikaci je potrˇeba zajistit, aby kontrol meˇl mozˇnost komunikovat s nadrˇazeny´m MDI
formula´rˇem. Toho je doc´ıleno pomoc´ı vlastn´ıch uda´lost´ı kontrolu, ktere´ jsou vyvola´ny kont-
rolem a na´sledneˇ obslouzˇeny formula´rˇem prˇi kazˇde´ potrˇebne´ akci. Za´rovenˇ je zde implemen-
tova´no neˇkolik metod, ktere´ slouzˇ´ı k extern´ımu ovla´da´n´ı kontrolu. Mezi nejd˚ulezˇiteˇjˇs´ı patrˇ´ı
SetSelectedObjectAndVertex umozˇnˇuj´ıc´ı externeˇ nastavit vybrany´ objekt a jeho vrchol,
SaveBitmapInfo pro ulozˇen´ı aktua´ln´ıho stavu editoru a HandleKeyUp zajiˇst’uj´ıc´ı funkcˇnost
kla´vesovy´ch zkratek.
Kontrol ZoomViewer
ZoomViewer je kontrol ve formeˇ formula´rˇe, ktery´ slouzˇ´ı k detailneˇjˇs´ımu zobrazen´ı okol´ı kolem
kurzoru mysˇi nad danou bitmapu. To zajist´ı uzˇivateli prˇesneˇjˇs´ı urcˇen´ı vrcholu objekt˚u, ktery´
pra´veˇ definuje. K zobrazen´ı bitmapy vyuzˇ´ıva´ jizˇ zmı´neˇny´ vlastn´ı kontrol MyPictureBox.
Kontrolu lze nastavit velikost zobrazovane´ho okna a prˇiblizˇovac´ı faktor. Pozici kurzoru
v bitmapeˇ zobrazuje v tomto kontrolu krˇ´ızˇ, jehozˇ barva je take´ nastavitelna´.
Kontrol ImageListBox
V graficke´m uzˇivatelske´m rozhran´ı aplikace je nutne´ zobrazit seznam bitmap obsazˇeny´ch
v aktua´ln´ım projektu, aby meˇl uzˇivatel prˇehled, jake´ jsou zahrnuty v aktua´ln´ım projektu.
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Ze standradn´ıch kontrol˚u se nab´ızel kontrol ListBox, ktery´ poskytoval mozˇnost zobrazit
seznam na´zv˚u bitmap. Tento seznam by pro uzˇivatele ovsˇem nemeˇl velkou vypov´ıdaj´ıc´ı
hodnotu. Proto byl implementova´n vlastn´ı kontrol ImageListBox, ktery´ k na´zvu souboru
za´rovenˇ zobrazuje na´hled dane´ bitmapy a prˇida´va´ funkcionalitu kontrolu.
Pro jednotlive´ polozˇky seznamu byla implementova´na trˇ´ıda ImageLixtBoxItem, ktera´
deˇd´ı z trˇ´ıdy ListBoxItem. Nav´ıc implementuje vlastnosti Text pro zada´n´ı na´zvu bitmapy,
ItemBitmap obsahuj´ıc´ı bitmapu, ze ktere´ je generova´n na´hled, a Height urcˇenou k zada´n´ı
vy´sˇky polozˇky. Samotny´ kontrol ImageListBox deˇd´ı standardn´ı kotrol ListBox vyuzˇ´ıvaj´ıc´ı
jeho funkcˇnost, ale zajiˇst’uje vlastn´ı vykreslova´n´ı jednotlivy´ch polozˇek. Aby prˇi vykreslova´n´ı
nedocha´zelo k problika´va´n´ı, je pouzˇit backbuffer. Do neˇho je nejdrˇ´ıve vykreslena polozˇka
a na´sledneˇ je teprve kompletn´ı zobrazena na displej. Kontrol nav´ıc rozsˇiˇruje funkcˇnost
o mozˇnost posunu polozˇek v seznamu, aby bylo mozˇne´ urcˇit porˇad´ı vyhodnocen´ı jednot-
livy´ch bitmap.
Soucˇa´st´ı kontrolu jsou i dveˇ metody MoveSelectedItemUp a MoveSelectedItemDown,
ktere´ zajiˇst’uj´ı mozˇnost pohybu polozˇek v se znamu. Metoda SelectItem zajiˇst’uje mozˇnost
vybra´n´ı polozˇky na za´kladeˇ na´zvu dane´ bitmapy.
Projekty Designers a Enumerations
Pro graficke´ objekty, ktere´ jsou vykreslova´ny v ra´mci graficke´ho uzˇivatelske´ho rozhran´ı,
bylo nutne´ sjednotit definici jejich vzhledu. Proto byl vytvorˇen projekt Designers, ktery´
sdruzˇuje trˇ´ıdy definuj´ıc´ı vzhled jednotlivy´ch objekt˚u. Soucˇa´st´ı projektu Designers je abs-
traktn´ı trˇ´ıda AbstractDesigner, ktera´ obsahuje spolecˇne´ vlastnosti pro ostatn´ı trˇ´ıdy pro
vzhled. Ta je deˇdeˇna trˇ´ıdami ObjectDesigner, cozˇ je designer pro obecny´ graficky´ objekt,
da´le pak PointDesigner definuj´ıc´ı vzhled graficke´ho bodu a VertexDesigner urcˇeny´ pro
uchova´n´ı designu vrcholu objektu. Nastaven´ı designu pro objekt BitmapInfo je uchova´va´no
v BitmapInfoDesigner. Jednotlive´ diagramy trˇ´ıd zobrazuje obra´zek 7.6.
Projekt Enumerations obsahuje vesˇkere´ vy´cˇtove´ datove´ typy, ktere´ jsou v aplikaci
pouzˇity. Da´le je zde staticka´ trˇ´ıda EnumFunctions, ktera´ implementuje metody potrˇebne´
pro prˇevod neˇktery´ch teˇchto vy´cˇtovy´ch typ˚u.
Seznam vy´cˇtovy´ch datovy´ch typ˚u:
• ObjectComparationEnum definuje zp˚usoby vza´jemne´ho porovna´n´ı graficky´ch objekt˚u.
• ObjectTypeEnum urcˇuje typ graficke´ho objektu.
• PointShapeEnum reprezentuje grafickou podobu zobrazovane´ho bodu.
• VertexCameraDistanceEnum je vy´cˇet urcˇuj´ıc´ı v jake´ vzda´lenosti se vrchol objektu
nacha´z´ı od pozice kamery.
• VertexDesignModeEnum urcˇuje jaky´ designovy´ mo´d je aktua´lneˇ pro dany´ vrchol ob-
jektu nastaven.
Projekty ResManager a ErrorManager
ResManager je projekt zahrnuj´ıc´ı trˇ´ıdu ResHelper, ktera´ zajiˇst’uje z´ıska´va´n´ı textovy´ch
rˇeteˇzc˚u ze standardn´ıho souboru s prostrˇedky, ktery´ je pro kazˇdy´ projekt k dispozici. T´ım je
zajiˇsteˇn snadny´ zp˚usob prˇ´ıpadne´ho prˇevodu aplikace do jine´ jazykove´ verze. Za´rovenˇ je tak
sjednoceno umı´steˇn´ı vsˇech rˇeteˇzc˚u pouzˇity´ch v aplikaci, cozˇ umozˇnˇuje jejich jednoduchou
spra´vu.
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Obra´zek 7.6: Diagram trˇ´ıd pro designery.
Jak jizˇ bylo zmı´neˇno v te´to kapitole, vsˇechny chybove´ akce, ktere´ vzniknou prˇi pra´ci
s aplikac´ı, jsou signalizova´ny prostrˇednictv´ım vy´jimek. Metody zajiˇst’uj´ıc´ı uzˇivateli zobra-
zova´n´ı informac´ı, ktere´ jsou v teˇchto vy´jimka´ch uchova´ny, jsou implementova´ny ve trˇ´ıdeˇ
ErrorHelper, ktera´ je soucˇa´st´ı projektu ErrorManager.
Projekt EvaluatorConsole
Tento projekt zahrnuje implementaci konzolove´ aplikace a implementaci trˇ´ıdy textttLogPro-
vider, ktera´ se stara´ o logova´n´ı akc´ı prˇi beˇhu aplikace. Konzolova´ aplikace vyuzˇ´ıva´ drˇ´ıve
zmı´neˇne´ providery pro operace s projektovy´m souborem a pro vlastn´ı evaluaci. textttLo-
gProvider zajiˇst’uje jak pr˚ubeˇzˇne´ vy´pisy o prova´deˇny´ch akc´ıch na konzoli, tak vytva´rˇen´ı
vlastn´ıho log souboru.
Projekt EvaluatorGUI
Projekt textttEvaluatorGUI prˇedstavuje vlastn´ı aplikaci s graficky´m uzˇivatelsky´m roz-
hran´ım. Jeho soucˇa´st´ı je kontrol reprezentuj´ıc´ı hlavn´ı formula´rˇ aplikace. Je zde implemen-
tova´na vesˇkera´ jeho funkcˇnost.
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7.2 Popis forma´tu vy´stupn´ıch dat vyhleda´vacˇ˚u
N
m
u1 v1 a1 b1 c1 d1,1 d1,2 d1,3 ... d1,N
:
:
um vm am bm cm dm,1 dm,2 dm,3 ... dm,N
Processing\_Time\_MS
Legenda:
N ... de´lka descriptoru (feature vector, koeficienty
d1,1 d1,2 d1,3 ... d1,N)
m ... pocˇet nalezeny´ch oblastı´/bodu˚ v obra´zku
u, v ... strˇed oblasti/bodu (detekovane´ sourˇadnice)
a, b, c ... koeficienty autokovariancˇnı´ matice (matice
druhy´ch mometu˚ v porˇadı´ a1,1, a1,2, a2,2) oblasti
d ... koeficienty descriptoru
Processing\_Time\_MS ... cˇas zpracova´nı´ souboru v milisekunda´ch
7.3 Kla´vesove´ zkratky graficke´ho uzˇivatelske´ho rozhran´ı
Ctrl + N ... Vytvorˇenı´ nove´ho projektu
Ctrl + O ... Otevrˇenı´ projektu
Ctrl + S ... Ulozˇenı´ projektu
Ctrl + Shift + S ... Ulozˇenı´ projektu pod jiny´m na´zvem
Ctrl + A ... Ulozˇenı´ vsˇech otevrˇeny´ch editoru˚
Ctrl + I ... Import bitmap do aktua´lnı´ho projektu
Ctrl + C ... Zavrˇenı´ aktua´lnı´ho projektu
Ctrl + X ... Ukoncˇenı´ aplikace
Ctrl + Shift + V ... Zapnutı´/Vypnutı´ prˇichyta´va´nı´ k vrcholu˚m objektu˚
Ctrl + E ... Spusˇteˇnı´ procesu evaluace
Ctrl + T ... Vyvola´nı´ nastavenı´ aktua´lnı´ho projektu
Ctrl + Up ... Otevrˇenı´/Vybra´nı´ na´sledujı´cı´ bitmapy smeˇrem
nahoru od aktua´lnı´ v seznamu
Ctrl + Down ... Otevrˇenı´/Vybra´nı´ na´sledujı´cı´ bitmapy smeˇrem
dolu od aktua´lnı´ v seznamu
Ctrl + Shift + Up ... Posun aktua´lnı´ bitmapy v seznamu smeˇrem nahoru
Ctrl + Shift + Down ... Posun aktua´lnı´ bitmapy v seznamu smeˇrem dolu
Ctrl + Tab ... Prˇepı´na´nı´ mezi otevrˇeny´mi editory
Kliknut´ı leve´ho tlacˇ´ıtka mysˇi na seznamu bitmap zp˚usob´ı jej´ı vy´beˇr a otevrˇen´ı editacˇn´ıho
formula´rˇe. Kliknut´ı leve´ho tlacˇ´ıtka mysˇi spolu se stisknutou kla´vesou Ctrl pouze tuto
bitmapu oznacˇ´ı.
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Kla´vesove´ zkratky pro aktivn´ı editacˇn´ı formula´rˇ
Ctrl + T ... Vypnutı´/Zapnutı´ kreslenı´ troju´helnı´ka
Ctrl + R ... Vypnutı´/Zapnutı´ kreslenı´ polygonu
Ctrl + S ... Ulozˇenı´ aktua´lnı´ho stavu editoru
Del ... Smaza´nı´ vybrane´ho objektu
Ctrl + P ... Vypnutı´/Zapnutı´ zobrazenı´ detailnı´ch informacı´
o detekovany´ch bodech
Ctrl + Z ... Zobrazenı´/Skrytı´ detailneˇjsˇı´ho zobrazenı´ okolı´ kurzoru
Ctrl + F ... Prˇizpu˚sobenı´ bitmapy do plochy editoru
Ctrl + H ... Prˇepnutı´ mo´du prave´ho tlacˇı´tka mysˇi
Ctrl + + ... Prˇiblı´zˇenı´ bitmapy
Ctrl + - ... Odda´lenı´ bitmapy
Kliknut´ı leve´ho tlacˇ´ıtka mysˇi nad hranou cˇi vrcholem objektu v editoru zp˚usob´ı jeho
vybra´n´ı. Pomoc´ı prave´ho tlacˇ´ıtka mysˇi je vyvola´no kontextove´ menu pro editaci objektu.
7.4 Parametry konzolove´ aplikace
Pro kazˇdy´ parametr konzolove´ aplikace existuje jeho zkra´cena´ a nezkra´cena´ forma. Seznam
jednotlivy´ch parametr˚u je uveden v tabulce 7.1.
Na´zev:hodnota Popis
e|eval:all|summary|detailed Nastaven´ı typu evaluace
o|objects:all|triangle|rectangle Nastaven´ı typu objekt˚u pro evaluaci
sf|summaryfile:<na´zev souboru> Vy´stupn´ı soubor pro obecnou evaluaci
df|detailedfile:<na´zev souboru> Vy´stupn´ı soubor pro detailn´ı evaluaci
lf|logfile:<na´zev souboru> Souboru pro za´znam pr˚ubeˇhu evaluace
h|help Na´poveˇda
dt|disttolerrance:<cˇı´slo> Tolerance pro urcˇen´ı odpov´ıdaj´ıc´ıch bod˚u
t|reftriangleside:<cˇı´slo> De´lka hrany referencˇn´ıho troju´heln´ıku
Tabulka 7.1: Parametry konzolove´ aplikace.
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