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An important part of science is coming up with models for real phenomena. Computation is important when formulating and applying models, particularly when the system that we are dealing with is a complex one. Computation allows us to simulate the behaviour of our models, compare the results of our computations to the results obtained from experiments and then make predictions about future outcomes.
Every computer program and computer model must be implemented in some computer language. A computer language is a system of instructions and commands that can be interpreted by a computer to cause the computer to perform certain operations and calculations.
There are many different computer languages, each suited to particular uses. In this course, we use the language Python. Python is modern, freely available, fairly easy to learn, used in real science applications, and illustrates many important general computing concepts.
Using these notes
The purpose of these notes is to teach you how to use Python to represent models and answer questions in science. These notes are designed to be used in conjunction with your weekly computer lab sheets. Each week you will be told when to read which sections of these Python notes. In this way, you will be reading the material in these notes, then doing lab activities to reinforce your learning.
If you are keen to learn Python more rapidly, feel free to read ahead in these notes. The best way to learn computer skills is often to play around. Try things out, see what you can do, and challenge yourself! For those interested-Occasionally these notes will contain boxes like this one, headed "For those interested". These will contain information for those of you who may be interested in finding out more about Python or about a particular topic. This material is not assessable.
Installing Python at home
You may want to install Python at home so that you can try out some of this exciting stuff on your own. You can download the installation files from the course website.
Log in to http://blackboard.elearning.uq.edu.au/ and go to the SCIE1000 course area. Follow the instructions from there.
To complete all the activities we will be doing in this course, you will need to install Python, NumPy and matplotlib (in that order).
For more information on all things relating to Python, see http://www.python.org/.
If you would like to find out more about the packages we are using, or to find installations for MacOS or linux, the following links might also be useful:
ActivePython is the distribution of Python which we will be using in this course. For more information see http://www.activestate.com/Products/activepython/.
NumPy provides mathematical tools for Python, and is needed to use matplotlib. See http://numpy.scipy.org/.
matplotlib provides graphing capabilities for Python, and can be found at http: //matplotlib.sourceforge.net/.
Getting started
In this course we will be using Python through a program called IDLE, which is an Integrated Development Environment (IDE) for Python. An IDE typically consists of an editor (which often uses colours to highlight features of the language) and other tools to aid in software development and maintenance.
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Opening IDLE
To open IDLE, go to the Start Menu and choose:
Programs → ActiveState ActivePython 2.5 → idle.
If you need to do something different from this in order to start IDLE, your tutor will give you instructions.
The screen in IDLE will probably look something like this (there may be variations, depending on which version of Python you are running):
This window is the main Python window. All output from your program and any error messages will appear in this screen. (You can also type Python commands directly into this window, but we will not usually do that in SCIE1000.)
Basic use of Python
We will be writing and running Python programs throughout semester. In this section we first describe in general what a program is, how to write and save programs, and how to run programs. Then we will cover some Python commands that can be included in your programs.
Programming
What is a program?
A program is simply a set of instructions which a computer is able to interpret and carry out. You may be familiar with programs such as Firefox or Microsoft Word. Even the Python programming language is itself a program.
When we have a problem to solve computationally, we usually want to write a sequence of Python commands, save them to a file, and then run them.
Advantages of doing this include:
Programs can be run multiple times, and in multiple places.
Programs can be debugged more easily. For example, once a section of a program has been thoroughly checked (or even proved to be correct) then it does not need to be checked again.
Teams of people can design and write different parts of the program.
Problems of much greater complexity can be solved.
Writing and saving programs
To create and save a program:
In IDLE's "Python Shell" window, select File → New Window. This will open a new window, called an editor window, in which you can enter your code.
Type in the Python commands that you want in your program. When you type the commands, they will not run straight away. This allows you to enter multiple lines, and go back to fix any errors you make before you run the program.
-Do not include any spaces or tabs at the start of your lines; we will see why later.
When you have finished choose File → Save As in the editor window. You may like to save your program in a special Python programming folder (which you will need to create the first time you want to use it).
To open an existing program, select File → Open and choose the file.
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Naming your programs
Python programs are conventionally named something.py where something is a name that explains the purpose of the program. The .py extension is well-recognised for Python programs.
Running a program
To run a program that is in an editor window, select Run → Run Module from that editor window. This will load your commands into the main Python window and run them, as if you had typed them directly into the window. (If you have changed the program since you last saved it, you will be prompted to save it again.)
When you run your program, you will notice that the Python window shows the following message: 
Importing modules
Like most computer languages, Python provides access to a large collection of mathematical functions and other useful operations. These functions are organised into modules.
In this course we will be using the mathematical functions defined in the module called pylab. This module contains many useful functions, and we will be using it all of the time.
To instruct Python to allow us to access all of the functions defined in the pylab module (as well as to avoid some odd behaviour when dividing integers), use the commands:
from __future__ import division from pylab import * These commands are very important-we will be using them all of the time. These lines should appear at the top of all of your Python programs.
Printing to the screen
The next Python command we will see is the print command, which outputs text and the results of calculations to the screen.
Numerical calculations
As suggested by Line 9 of the previous program, Python can use standard mathematical operations. The following table summarises the Python symbols for a number of these operations. (In each case, the letters a and b represent numbers.)
Important note
You may have seen a^b used to represent a b on your calculator. In Python a^b means something completely different so be careful to use a**b in Python!
The following example is a simple Python program that demonstrates some mathematical operations.
Python Example 2.5.1
Here is the program:
1 from __future__ import division 2 from pylab import * Here is the output from running the program: If you type something into Python and it does not work, you will not destroy modern civilisation. You will not even crash the computer.
In the examples above, none of the expressions which we typed contained spaces. In Python, you can add spaces into an expression anywhere you like, provided that the expression still makes sense. Adding spaces to your expressions in sensible places can make them easier to read and understand, particularly when you start to write more complicated expressions. The following example demonstrates writing expressions with sensible spacing.
Python Example 2.5.2
1 from __future__ import division 2 from pylab import * When putting spaces into your expressions, remember that your main concern is communication. There is no one correct answer. Use your judgement.
Integers and real numbers
Internally, computers store values in binary. That is, they use 1s and 0s to represent them. Depending on the kind of value, computers may represent values in different ways.
integers can be represented exactly in binary.
real numbers usually cannot be exactly represented using binary. Instead, the computer stores a very close approximation to the number. The term floating point number refers to a number which is not stored as an exact integer, but is stored as a real number instead.
Because computers cannot always store real numbers exactly, calculations can sometimes result in numbers which are not exactly what you expect. The errors are usually so small that they can be ignored.
Python uses the symbol e to represent scientific notation. So for instance, Python would represent 6.02 × 10 23 as 6.02e+023, and 3 × 10 −4 as 3e-04.
For those interested-Most programming languages can only store integers in a certain range (e.g. between -2147483648 and 2147483647). Python has the added feature that it can store arbitrarily large integers. Python shows that a number is stored in large integer format by appending the letter L to the number. Try typing 2**256 and see what happens.
3 Variables and mathematical functions
Variables
A powerful feature of computers and programming languages is their ability to "remember" values. This is done by assigning values to variables.
Variable names
Every variables has a name, which is used to access it. A variable name:
is made up of one or more letters, digits and underscores.
must begin with a letter or an underscore.
is case sensitive. For example, sideLength, SideLength and SIDELENGTH are all different variables.
When writing programs, always remember that someone else may need to read your program later. You should always choose meaningful variable names which tell the reader what the variables are used for.
Assigning to variables
To assigned a value to a variable use the command
where variable is the name of the variable, and expression is either a value (such as 3 or -2.25), or an expression (such as 2 + 4). If you use an expression, Python will calculate the result of the expression and assign that value to the variable.
Once you have assigned a value to a variable, you can use that variable name in subsequent calculations. You can even assign its value to another variable.
For those interested-Many programming languages require you to declare variables and give them a datatype. In Python you do not need to do this.
Accessing variables
Once a variable has been created, it is accessed using its name. So if you want to print the value of a variable named frederic to the screen you can use the command:
print frederic
Remember that if you were to write print 'frederic' (notice the quotes), then Python would print the word "frederic" to the screen. Because the command above does not use quotes, Python accesses the variable named frederic.
You can also use variable names in calculations. For example:
Python Example 3.1.1
1 width = 20 2 height = 45 3 print width, height 4 print width * height 5 perimeter = 2 * width + 2 * height 6 print 'The perimeter is', perimeter
Here is the output from running the program:
1 20 45 2 900 3 The perimeter is 130
If you try to access a variable that does not yet have a value, you will get an error message.
Functions and parameters
As in mathematics, many Python functions act on one or more values (called arguments), and produce some output.
Arguments (also known as parameters) are values that are passed in to a function. An argument can be a variable, a value or a mathematical expression.
To use a Python function to calculate the result of a mathematical function, type
where functionName is the name Python gives to the function and argument is the argument to the function. For example:
1 from __future__ import division 2 from pylab import * 3 B = 9 4 SqB = sqrt(B) 5 print 'The square root of ',B,' is ',SqB 6 print 'The square root of 64 is',sqrt(64)
1 The square root of 9 is 3 2 The square root of 64 is 8
Common mathematical functions
Here is a list of some mathematical functions in Python. In this list, ... represents an argument.
sqrt(...) which gives the square root of the argument.
sin(...) which gives the sine of the argument (where the argument is given in radians).
cos(...) gives the cosine of the argument (where the argument is in radians).
tan(...) gives the tangent of the argument (where the argument is in radians).
exp(...) gives e raised to the given power.
log(...) gives ln of the given argument.
log10(...) gives log 10 of the given argument.
Python also includes the constant pi, which (approximately) equals π.
All of the trigonometric functions in Python operate on angles measured in radians. Any angles measured in degrees must first be converted to radians, by multiplying the angle by 2π and dividing by 360 (or, equivalently, multiplying by π and dividing by 180).
The following example demonstrates the use of mathematical functions.
Python Example 3.2.2
The input command
Often when writing programs it is useful to be able to ask the user for some input values.
To do this, we use the input command. In Python, input acts in a similar way to other functions. There are two ways to use it:
To read a value from the user and store that value into the variable var, use the command
When reading a value from the user, you can instruct Python to write some message to the screen as a prompt. Suppose that the message prompt you wish to write to the screen is prompt. To do this you would use the command
The command above will write the prompt to the screen, then input a value and store it in the variable var.
The following example program shows how to use the input command.
Python Example 3.3.1
1 from __future__ import division 2 from pylab import * Here is the output from running the program twice: 
Software errors and bugs
Even the best computer programmers will sometimes (even often) make errors or bugs in their programs. A key skill in programming is minimising the number of errors, and then identifying and fixing any that occur. There are many different types of error, including incomplete problem description, design faults in the software, unanticipated 'special cases', coding errors and logic errors.
In SCIE1000 the result of any errors will be minor. You will probably get a bit frustrated and might even need to ask for help, but no lasting damage will occur. In real life, the consequences arising from programming errors can be very serious: for example, they have caused planes to crash, rockets to explode and entire transport systems to fail. As a result, there is an entire branch of computer science devoted to techniques for minimising errors, and even proving that software is correct.
In this course we will not be giving you control of aeroplanes, rockets or entire transport systems. If your program has an error, you should learn from it and try to fix the problem. You probably will not have killed anyone important. The Python error message may be a bit confusing, but on Line 4 it clearly identifies the kind of error (in this case, trying to divide by zero). In general, the last line of a Python error message will tell you what kind of error occurred. This will help you to diagnose the problem. A common error message is:
SyntaxError: invalid syntax
This message means that Python cannot make sense of your instruction. This might be because you have forgotten a bracket or accidentally used a symbol which does not mean anything in Python.
What did I do wrong?
Previously we found out how to use a Python error message to find out what kind of error occurred. Now we will look at how we can work out where in your program an error occurred.
Python Example 3.5.1
1 from __future__ import division 2 from pylab import * To help you to identify the error, you should:
1. Look at the last line of the error message to identify the kind of error. In this case, we see NameError: name 'bb'is not defined 2. Look at the third last line of the error message (line 10 in the example above). This will tell you where the error was detected. If a program contains more than one error, Python will display the message for the first one which it encounters. So after you have found and fixed an error, you may be given a different error message. This is usually a good sign. It often means that you have fixed the first error and can move on to fixing the next one. 
Conditionals
Sometimes when programming, you want the computer to behave in a different way depending on whether a certain condition is true or false. For example, if you had written a program to simulate the metabolism of alcohol by the body, you might want to print a different message depending on the answer to the question "is the blood alcohol content greater than 0.05% after three hours?"
Boolean values
A Boolean value is a value which is either true or false, but cannot be both at the same time. Examples of statements which can be either true or false (but not both) are:
All frogs are green 4 is greater than 3 x ≤ y, for given values of x and y.
Python uses the special values True and False to represent boolean values.
Evaluating conditions
Python has a number of operations which will always result in Boolean values when the operations are used on two numbers.
You can use these operations in Python in the same way that we used mathematical operations such as + or -.
Notice that the operator for checking whether two things are equal in Python is == and not just a single = sign. We have already seen that the single = sign is used to assign a value to a variable.
Combining conditions
Boolean values can also be combined using and, or, not, in the following ways:
x and y is true if and only if both x is true and y is true.
x or y which is true if x is true or y is true, or both x and y are true. not x which is true if and only if x is false.
The effects of these conditions are illustrated in the following Python program.
1 from __future__ import division 2 from pylab import * 3 x = 4 4 y = 5 5 print x>4 6 print x>=4 7 print x==4 8 print x==4 and y==5 9 print x==5 or y==4
Here is the output from running the program: 
Conditional statements
Now that we can evaluate conditions, we can use them to write statements which are only performed if a given condition is true.
The if statement
Simple conditional statements are written in the following way:
This statement will run actions, but only if condition is true. Note that the indentation is important. Python uses the indentation so it can tell which actions to perform only if the condition is met. If the condition is not true, the next command that runs is the first command after the indented lines.
The following program inputs a driver's blood alcohol content and prints a message if it is illegal to drive in Queensland.
Python Example 4.4.1
1 from __future__ import division 2 from pylab import * Here is the output from running the program twice:
1 What is your blood alcohol content? 0.07 2 You are over the legal limit! 3 4 What is your blood alcohol content? 0.04
Note that in the second case there is no message printed, as it is legal to drive with a blood alcohol content of 0.04.
The else statement
In the previous example, the program outputs a message if it is illegal to drive, but gives no output if it legal to drive. The program would be more useful if it printed out a different message if it is legal to drive.
When programming, it is often the case that we have two possible situations, with a need to execute one or other of the cases depending on the value of some Boolean condition. This is done in the following way.
The following program inputs a driver's blood alcohol content and prints a message stating whether it is legal to drive in Queensland.
Python Example 4.4.2
1 from __future__ import division 2 from pylab import * 3 4 # This program inputs your blood alcohol content BAC 5 # and prints a message indicating whether or not it is legal to drive.
Loops
Why loops?
In all of the programming which we have done so far, each of the lines of code in the program were executed once in the order in which they were written (except for lines inside an if statement). Solving problems often requires the program to execute a sequence of code multiple times.
For instance, suppose we were modelling population growth in a predator-prey system. We might write a few lines of programming to describe how the number of predators and number of prey interact over a year. If we wanted to simulate a population over 50 years, it would be inconvenient to have to repeat the same programming 50 times.
The programming concept which allows lines of code to execute multiple times in succession is called a loop.
While loops
Different programming languages have different kinds of loop. In this section we will focus on while loops in Python. A while loop in Python is constructed in the following way:
1 while condition:
Here condition is some Boolean condition (recall that this is an expression which can either be true or false) and actions is an indented sequence of instructions forming the loop body.
The condition may include any of the boolean operations which we looked at in the last section. Once again, it is important that the loop body is indented.
When Python executes a while loop, it will:
1. Check whether condition is true.
2. If condition is not true, jump to step 4.
3. If condition is true, execute the actions in the loop body, then return to step 1.
4. Run the rest of the program, recommencing from the first line after the loop body.
Python Example 5.2.1
1 from __future__ import division 2 from pylab import * 3 # This program uses a loop to calculate and print square and cubic numbers. The events in the program are carried out in the following sequence:
In Line 4, i is set to 1.
Python tests the condition i <= 5 (Line 5) and finds that it is true.
Python executes the loop body (Lines 6 and 7), which:
-Prints 1, 1 2 and 1 3 . -Sets i to equal 2.
Python tests the condition in Line 5 again and finds that i <= 5 is still true.
Python executes the loop body again, which:
-Prints 2, 2 2 and 2 3 . -Sets i to equal 3.
Python tests the condition in Line 5 again.
This process continues until i is 5.
Python tests the condition in Line 5 and finds that i <= 5 is still true.
Python executes the loop body which:
-Prints 5, 5 2 and 5 3 . -Sets i to equal 6.
Python tests the condition in Line 5 and finds that i <= 5 is now false.
The program resumes at the first line after the loop body (Line 8), which prints the word "Done.".
Loop forever...
A while loop will continue to run the commands in the loop body until the condition is no longer met. This means that you have to be very careful that you choose a condition which will cause the loop to stop at some stage.
Consider the following loop:
1 from __future__ import division 2 from pylab import * 3 x = 3 4 while x < 10:
Notice that there is nothing within the body of the loop that changes the value of x. This means that the condition x < 10 will always be true, so the loop will never terminate. This is called an infinite loop. Take care to avoid infinite repetition when writing loops.
!
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Stopping infinite loops
If you run a Python program and it seems to be taking a long time, it may contain an infinite loop. If you suspect that a running program contains an infinite loop, you can terminate it by pressing Ctrl+C.
Nested loops
Sometimes it may become necessary to have loops within loops. For instance, in a neuroscience model you might want to have one loop which goes through all the neurons in your model, and use this within a loop which steps through time to calculate how the system changes over time. This is called nesting-one loop is said to be nested within the other.
To accomplish this in Python, you can simply put one loop inside the body of another loop. Remember that the body of the inner loop must be double indented. Line 9 is part of the body of the outer loop, but not part of the inner loop.
Python
When the condition of the inner loop is false, the program will resume at the next line which is not part of the body of that loop: line 9. This is however part of the body of the outer loop.
This program generates the following output: You can also nest conditional (if) statements inside loops and vice versa. By combining loops and conditionals, you can create very powerful algorithms to solve scientific problems.
Arrays
We have already used Python to store individual data values in variables such as x or y. Often we need to store many related items of data. In these cases, using an individual variable for each value can make things cumbersome.
Programming languages provide different mechanisms for storing lots of data. In general, a data structure is a way of storing and accessing data in a computer program.
A key component of good programming is choosing a data structure that is appropriate to the problem being solved. Choosing a good data structure can allow algorithms to run much more quickly or to make more efficient use of the available computer memory.
Probably the most common data structure is the array.
What is an array?
An array is a group of data items, and may be thought of as a list or table of data. The position of an entry in an array is given by one or more indices.
The number of indices needed to specify the positions of each element in an array is called the dimension of the array. For example in a one-dimensional array, each value in the array can be accessed using a single index, such as 1 or 5 or 16. The number of elements in an array is called the size of the array.
For those interested-In a two-dimensional array, you need two indices to specify the position of a single value in the array. For instance a certain position in the array may be indexed by the pair of values (2, 3). Arrays with two or more dimensions are extremely important in programming, but we will not cover them in SCIE1000; we will only consider one-dimensional arrays.
Printing arrays
To print the contents of an entire array, you can use the print command as we have seen before. Python will print the array on the screen in a neat format. For instance, suppose A is an array containing the three elements 10, 20, 30. If you were to write print A in a program, Python would print [10 20 30]. The square brackets around the entries indicate that the thing being printed is an array.
Creating arrays
There are two common ways to create arrays in Python. These are outlined below with examples of their use. Always remember that you need to import the module pylab before you can use arrays.
Creating an array from values
The array command is used to create an array containing a given list of values.
!
Creating arrays with a list of values
To create a one-dimensional array containing a list of values, use:
where ... lists the values of the entries in the array, separated by commas. It is important that you remember to type the square brackets [ ] and round brackets ( ) as shown or the command will not work correctly.
The following program illustrates this method of creating arrays.
Python Example 6.3.1
1 # This example illustrates how to create an arrays from a list of values. 
Creating an empty array
The zeros command is used to create an array of a given size.
!
Creating arrays of a given size
To create an array of a given size, with all entries equal to zero, use:
where ... gives the size of the new array.
This is illustrated in the following program:
Python Example 6.3.2
The program is:
1 # This example illustrates how to create an empty array. In Python, arrays are given names just like any other variables, and an entire array can be accessed by giving its name. To access specific elements in an array, you must give the name of the array, immediately followed by the appropriate index surrounded by square brackets. 
Accessing array elements
To access specific elements in an array, you must give the name of the array, immediately followed by the appropriate index surrounded by square brackets.
Array indices
The index of an element refers to the position of that element in the array. In Python, the first entry in an array has index 0. This is potentially confusing, but it is important to remember. This is also true in many (but not all!) other computer languages.
Let A be an array which contains n entries. The valid values of the index are from 0 to n − 1 (inclusive). 
In Python, the first element in an array has index 0.
The following example illustrates creating an array and assigning values to its elements.
Python Example 6.4.1
1 from __future__ import division 2 from pylab import * 
Operations on entire arrays
Many of the Python commands we have already seen can act element-by-element on entire arrays at once, producing new arrays as their output.
The operations + -* / act on two arrays A and B of the same size, and the output is an array (of the same size) resulting from applying the given operation to corresponding pairs of elements from A and B.
The Python functions sqrt, sin, cos, tan, exp, log and log10 all act on single arrays, with the output an array (of the same size) resulting by applying the operation to each element. For instance, consider look through the following program and its output:
Python Example 6.6.1
1 # This example program shows Python operating on entire arrays. 2 # First, create an array with 5 elements, then create a new 3 # array containing the squares of these elements. One of the major uses of computers in modelling is data visualisation. The simplest type of visualisation is a graph. Graphs usually involve plotting a number of points, given their x-and y-coordinates. Arrays are useful for doing this in Python.
To draw a graph in Python, you need an array of x-coordinates and an array of y-coordinates. These arrays must be the same size. To plot a graph, we use the command plot (A, B) . Python pairs up the values in the two arrays to form points of (x, y), and then plots the points.
The command show() will display all plotted graphs on the screen. It can only be used once in a program, and should be the last command in the program.
Graphing in Python
Suppose A is an array containing the x-coordinates of n points, and B is an array containing the y-coordinates of the n points, in the same order. To draw a graph of the points with lines joining the consecutive points, use the following commands.
plot(A, B)
show() Note that you must type the brackets in show() or the command will not work as expected. The show() command should only be used once in a program, and should be the last command in your program.
For those interested-To draw multiple plots on the same graph, use the plot(...) command more than once.
Python Example 7.1.1
This example shows how to use Python to plot x 2 versus x for integer values of x from 0 to 9 inclusive.
1 # This program plots x**2 vs x for x ranging from 0 to 9 and 2 # connects the consecutive points. In the examples above, we showed how to plot measured data points.
If you want to plot a mathematical equation, you want the computer to draw a smooth curve. Computers cannot actually draw smooth curves: instead, they approximate smooth curves by drawing straight line segments joining points that are very close together. (If you look at the graph in Example 7.1.1 you may be able to see some straight line segments.) The more data points you have, the smoother your curve will look. The exact number of points that you will need will be different for different problems. 
How to graph an equation
To plot a mathematical equation in Python, you first need to get the computer to calculate some points which lie on the curve. The usual approach is to:
Create an array with the x-coordinates of "appropriate" points.
Create an array of the corresponding y-coordinates by applying the equation to each x-coordinate.
Plot the graph.
If the graph is not sufficiently smooth, edit your program so that it uses more data points.
Suppose you are attempting to plot a mathematical equation. Let X represent an array of x-coordinates, and Y be the array of corresponding y-coordinates.
Once you have created X you can easily create Y by applying the function to X. In order to create X you could type each of the x-coordinates, but this takes a long time, especially if you need a lot of data points to make the graph look smooth.
When plotting graphs on computers, it is very common to choose points whose x-coordinates are equally spaced. This means that the difference between the x-coordinates of consecutive points is a constant, and this distance is chosen to be sufficiently small for the plots to look smooth. Python has a command arange to easily create an array of equally spaced points. The command arange is very useful for graphing. If the graph is not sufficiently smooth then use arange to create more points.
Python Example 7.3.1
This example demonstrates using the arange function to help with plotting sin x versus x for values of x from 0 to 5.
8 Software design and functions
Procedural abstraction
When writing programs, you will typically need to use the same kind of computation over and over again. Instead of writing this code out every time you need to use it, a better approach is to write a piece of code ( a function in Python) that encapsulates the computation in a way that can be reused by other programs.
Every Python function has a name, and is referred to by this name. When you are writing functions, make sure that you choose meaningful names so it is clear from the name what the function actually does.
So far we have seen some predefined functions including sqrt, sin and log. These functions have simply taken input arguments and calculated some output from them. A Python function is not restricted to performing mathematical calculations. It can do anything that a program does (such as printing messages, creating arrays and drawing graphs).
Working with functions involves two related but distinct activities:
creating (or defining) the function. You define a function by giving it a name and specifying the Python commands that actually do what the function requires. The function does not run at the time you define it.
using (or calling) the function. You call the function by typing its name as one of your Python commands. This will run the function. function-args is a list of arguments for the function. This is explained in the next section.
The word def and the colon : in the first line are essential! body is the sequence of Python commands that are executed when the function is . All commands in the body must be indented by a consistent amount so that Python knows that they belong to the function. In all the examples in this course, we use four spaces for indentation.
