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Abstrakt
Cílem této práce je vytvořit rozšíření pro renderovací stroj CSSBox, které zpřístupní objek-
tový model dokumentu v rámci klientského JavaScriptu. Začátek práce se zabývá popisem
modulů renderovacího stroje CSSBox, dále mapuje situaci aktuálně dostupných JavaScrip-
tových enginů a rozebírá rozhraní objektového modelu dokumentu, které je používáno ve
webových prohlížečích. Pomocí předchozích znalostí je vytvořen návrh založený na adap-
térech a abstraktní továrně. Zbytek textu se pak zabývá úskalími implementace standardu
W3C DOM a porovnáním rychlosti rozšíření oproti webovým prohlížečům.
Abstract
The aim of this work is to create an extension for rendering engine CSSBox. This extension
will implement Document Object Model interface for the Client-Side JavaScript. The first
part of this thesis describes the CSSBox project, the current state of JavaScript engines,
Document Object Model used in web browsers and the final design based on Adapter and
Abstract Factory patterns. The rest of the text describes implementation issues with the
W3C DOM specification and compares the speed of this extension with web browsers.
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Kapitola 1
Úvod
V současné době tvoří skripty nedílnou součást webových stránek a chceme-li kromě static-
kého obsahu dokázat analyzovat i ten dynamický, musíme umět skripty interpretovat. I když
existuje řada enginů schopných JavaScript zpracovat, bez provázání s webovým prohlížečem
neumí skripty dodávat žádné viditelné výsledky. Provázání se provádí pomocí globálních ob-
jektů, které tvoří bránu mezi skriptem a webovým prohlížečem. Bouřlivý rozvoj internetu a
nestandardizované implementace způsobily, že interpretované skripty mohou při svém běhu
počítat s velkým množstvím globálních objektů a také s jejich různými variantami. Tento
stav způsobuje největší problémy z hlediska kompatibility různých webových prohlížečů.
Mezi základní část globálních objektů patří objektový model dokumentu, který skriptům
umožňuje manipulovat s obsahem dokumentu. Zároveň jde také o část, u které novější verze
prohlížečů z větší části dodržují standardizaci.
Projekt CSSBox je určen pro statickou analýzu obsahu webových stránek a zatím ne-
obsahuje žádnou podporu pro zpracování skriptů. Cílem této práce je vytvořit rozšíření
schopné zpracovat načtené skripty a zároveň také skriptům poskytnout globální objekty pro
práci s objektovým modelem dokumentu, které je propojí s CSSBoxem. Rozhraní globál-
ních objektů přitom musí být podobné webovým prohlížečům, aby nebylo nutné skripty
upravovat. Kapitola 2 nejdříve rozebírá samotný projekt CSSBox a jeho jednotlivé moduly,
aby bylo možné určit, se kterými částmi bude rozšíření pracovat. Kapitola 3 mapuje situaci
dostupných enginů JavaScriptu a vybírá nejvhodnějšího kandidáta pro účely vytvářeného
rozšíření. Kapitola 4 se zabývá rozhraním, které nabízí webového prohlížeče, a také rozebírá
standardy objektového modelu dokumentu. V kapitole 5 je pomocí informací z předchozích
částí navrženo vlastní rozšíření spolu s plánem vývoje. Kapitola 6 představuje výslednou
implementaci a detailněji pojednává o složitějších problémech. Kapitola 7 nastiňuje meto-
diku funkčního testování, diskutuje kompatibilitu vytvořeného rozšíření a porovnává jeho
rychlost s webovými prohlížeči. Závěrečná kapitola 8 shrnuje celkový průběh práce, dosažené
výsledky a představuje možné způsoby budoucího vývoje.
Ze semestrálního projektu jsou využity texty ke kapitolám 1, 2, 3, 4 a 5. Text této
kapitoly byl doplněn o popis nového obsahu. Kapitoly 3 a 5 prošly výraznou revizí kvůli
změnám ve vybrané verzi enginu a s tím spojených rozdílů v oblasti návrhu.
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Kapitola 2
Renderovací stroj CSSBox
Základem, na kterém bude tato práce stavět, je renderovací stroj CSSBox [2] a bude proto
vhodné se nejdříve blíže seznámit právě s tímto nástrojem. Začátek kapitoly obecně popíše
projekt CSSBox, rozebere jeho rozdělení na jednotlivé moduly a identifikuje ty moduly, které
bude nutné použít při vytváření požadovaného rozšíření. Zbytek kapitoly je poté věnován
podrobnějšímu rozboru vybraných modulů.
2.1 Struktura projektu
CSSBox je (X)HTML/CSS renderovací stroj napsaný čistě v jazyce Java. Jeho hlavním
cílem je poskytnout kompletní informace o obsahu a rozložení aktuální stránky, které je
možné využít k dalšímu zpracování. Dostupná rozšíření navíc umožňují interaktivně zobrazit
analyzovaný obsah a další.
Projekt CSSBox se skládá z hlavního projektu taktéž nazvaného CSSBox a několika
podprojektů, na kterých CSSBox závisí nebo které jej rozšiřují. Pro sjednocení označení
bude tato práce označovat podprojekty i hlavní projekt jednoduše jako moduly.
Momentálně projekt CSSBox zahrnuje následující moduly:
• jStyleParser – je Cascading Style Sheets (CSS) parser napsaný čistě v jazyce Java.
Má své vlastní aplikační rozhraní navržené pro efektivní zpracování CSS v Javě a
převedení vypočtených hodnot na datové typy jazyku Java. Tyto hodnoty je pak možné
jednoduše přiřadit prvkům Document Object Modelu (DOM). Aktuálně podporuje
specifikaci CSS 2.1 a částečně CSS 3. Jedná se o výchozí CSS parser pro CSSBox.
• CSSBox – je (X)HTML/CSS renderovací stroj, který jako vstup přijímá DOM strom
a seznam CSS stylů použitých v dokumentu. Výstupem je model rozložení stránky,
který je možné použít k další analýze. Modul dále nabízí převod výsledného modelu do
bitmapové nebo vektorové grafiky. Pro získání DOM stromu jsou ve výchozím stavu
použity knihovny NekoHTML1 a Xerces 22, které jsou přibalenou součástí tohoto
modulu.
• SwingBox – slouží pro interaktivní zobrazení (X)HTML dokumentu včetně CSS. Byl
vytvořen jako náhrada za standardní JEditorPane, který již nedokáže korektně zob-
razit aktuálně rozšířené standardy.
1http://nekohtml.sourceforge.net/
2http://xerces.apache.org/xerces2-j/
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• Pdf2Dom – je PDF parser, který převádí vstupní dokument na HTML DOM. Výstup
obsahuje řádkové definice CSS, které se snaží zachovat původní vzhled dokumentu.
Výsledný DOM je po serializaci možné použít k další analýze. Jinou možností je využít
celý parser jako alternativu pro generování DOM stromu v CSSBoxu. Tento modul
může být použitý i jako samostatná knihovna a obsahuje také rozhraní pro příkazovou
řádku.
• WebVector – převádí HTML dokument do grafické podoby. Výstupem může být vek-
torový formát SVG nebo bitmapový formát PNG.
2.2 Výběr potřebných modulů
Při implementaci dynamické manipulace s objektovým modelem pomocí JavaScriptu bude
třeba kromě změn hodnot a struktury tohoto modelu provádět také analýzu (X)HTML a
CSS, které mohou být uloženy například v řetězcích JavaScriptu nebo načteny do proměn-
ných z jiných zdrojů a součástí zobrazované stránky se tak stanou až dodatečně. Z výše
uvedeného výčtu modulů bude proto do rozšíření nezbytné začlenit CSSBox a jStyleParser.
Pro implementaci plné podpory JavaScriptu by bylo nutné podporovat také interakci
s uživatelem a proto by se nabízelo v rozšíření pracovat na úrovni modulu SwingBox. Im-
plementace této části podpory JavaScriptu je však tématem jiné diplomové práce vytvářené
simultánně a proto zde nebude dále uvažována. Návrh zadané části bude vytvořen tak, aby
ji bylo možné používat i samostatně bez vazby na interaktivní část.
Oba vybrané moduly nabízejí zdokumentované aplikační rozhraní a také manuály s ukáz-
kovými úseky kódu prezentujícími jejich použití. Následující část kapitoly proto rozebere tato
rozhraní a strukturu modulů, aby bylo možné při návrhu zvážit vhodné způsoby propojení
nebo případně navrhnout rozšíření modulů pro efektivní práci s JavaScriptem.
2.3 Modul jStyleParser
Tento modul slouží jako CSS parser a pro představení jeho aplikačního rozhraní využijeme
ukázkový postup použití metod postupně transformujících vstupní data na požadovaný vý-
sledek.
2.3.1 Získání seznamu stylů z HTML dokumentu
Třída CSSFactory obsahuje metodu getUsedStyles. Tato metoda přijímá:
Document doc – DOM reprezentace dokumentu.
String encoding – Výchozí znaková sada (pokud není specifikována v dokumentu).
URL base – URL adresa doplňující relativní odkazy ve stylech.
String media – Typ média dle standardu CSS.
Výsledkem je struktura StyleSheet obsahující všechny relevantní styly.
Třída CSSFactory nabízí také přetíženou metodu parse, která dokáže zpracovat i jed-
notlivé styly nezávisle na dokumentu. Zdrojem stylů může být URL, soubor anebo mohou
být uloženy v řetězci.
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2.3.2 Analýza načteného StyleSheet
K tomuto účelu je určena třída Analyzer a její metoda evaluateDOM přijímající:
Document doc – DOM reprezentace dokumentu.
String medium – Typ média dle standardu CSS.
boolean inherit – Specifikuje, jestli má docházet ke kaskádovému dědění hodnot.
Výsledkem je struktura StyleMap mapující CSS deklarace k příslušným DOM elemen-
tům.
Třída DirectAnalyzer nabízí možnost výpočtu hodnot pro jednotlivé DOM uzly bez
nutnosti procházení celého stromu. CSSFactory dále obsahuje metodu assignDOM, která
spojuje získání seznamu stylů a jejich analýzu do jediné funkce.
2.3.3 Získání stylu konkrétního DOM elementu
Struktura StyleMap je rozšířením standardní struktury Map a k jednotlivým elementům
DOM stromu mapuje struktury NodeData, které reprezentují vypočtené styly. Pro získání
struktury NodeData proto stačí využít funkci get a parametrem specifikovat hledaný ele-
ment.
Součástí NodeData jsou dvě základní metody getProperty a getValue. Pomocí metody
getProperty lze získat konkrétní třídu CSSProperty v závislosti na dotazované vlastnosti.
Výsledek získaný například pro max-height pak může obsahovat hodnoty length, percentage,
NONE a INHERIT, které specifikují typ hodnoty dané vlastnosti. U hodnot psaných malým
písmem je poté možné získat vlastní hodnotu pomocí metody getValue.
2.3.4 Získání stylu pseudo-prvku
CSS specifikace umožňuje vytvoření pseudo-elementů (např. :before), ke kterým je třeba
zvolit jiný způsob přístupu, než je tomu u klasických elementů. Třída StyleMap má pro
tyto účely metodu hasPseudo, kterou je možné ověřit, zda jsou k danému pseudo-elementu
dostupné styly. Přetíženou verzí metody get, kde se kromě elementu uvádí také pseudo-
element, lze pak získat požadovanou strukturu NodeData. S touto strukturou se již další
práce neliší od normálního elementu.
Součástí specifikace jsou ale také pseudo-třídy ovlivňující styly elementů a ne všechny
jsou ve StyleMap vypočítány bez dalších úprav. Automatický výpočet je proveden pouze
pro strukturální pseudo-třídy (např. :first-child). Druhou skupinu tvoří dynamické pseudo-
třídy (např. :hover), které je třeba zaregistrovat ke konkrétním elementům předtím, než je
vytvořen StyleMap. Ve výchozím stavu přiřadí jStyleParser pouze dynamickou pseudo-
třídu :link všem HTML odkazům <a>. Pro přidání jiných pravidel je třeba využít třídu
MatchConditionOnElements, která umožňuje nastavit dynamické pseudo-třídy přímo kon-
krétním elementům nebo také obecněji všem elementům stejného jména. Následně je ještě
nutné takto připravená pravidla zaregistrovat metodou registerDefaultMatchCondition
ve třídě CSSFactory.
Z uvedeného postupu vyplývá negativní vlastnost v tom, že při každé změně dynamic-
kých pseudo-tříd musí dojít k upravení pravidel a celý StyleMap musí být znovu přepočítán.
To by mohlo při velmi častých změnách přinášet výkonnostní problémy.
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2.4 Modul CSSBox
CSSBox modul je (X)HTML/CSS renderovací stroj a stejně jako v případě modulu jStyle-
Parser použijeme pro představení jeho aplikačního rozhraní ukázkový postup použití metod,
které transformují vstup na výsledný model rozložení stránky.
2.4.1 Načtení dokumentu
Vstupem pro CSSBox je DOM strom. Ten je možné získat libovolným způsobem, ale lze
využít i výchozího parseru, který je součástí tohoto modulu. Rozšíření vytvářené v této
práci nebude vyžadovat žádné zásahy do způsobu načítání původního dokumentu, a proto
můžeme dále předpokládat a využívat výchozí parser.
Pro načtení obsahu dokumentu ze zadané URL adresy využijeme připravenou třídu
DefaultDocumentSource. Tu je poté možné předat konstruktoru třídy DefaultDOMSource
a následně metodou parse získat potřebný DOM strom.
K dalšímu zpracování je určena třída DOMAnalyzer, do jejíhož konstruktoru předáme
dříve vygenerovaný DOM strom. Pokud je vyžadována interpretace analyzovaného HTML,
což může u tohoto rozšíření nastat, volá se metoda attributesToStyles, která převádí
HTML reprezentaci prvků vzhledu do CSS stylů. Příkladem může být nahrazení značky
<font>. Tato vlastnost by mohla potencionálně zapříčinit nekompatibilitu skriptů, které
v DOM stromu manipulují s těmito elementy, a proto bude při návrhu nutné vzít tuto
skutečnost v potaz. Následně se metodou addStyleSheet přidávají do dokumentu další
styly, jako jsou výchozí styly CSS specifikace a jiné uživatelem definované. Práce se styly je
dokončena metodou getStyleSheets, která všechny zadané styly zpracuje s využitím CSS
parseru, což může v našem případě být jStyleParser. Výsledný objekt DOMAnalyzer poté
reprezentuje strukturu dokumentu společně s vypočtenými styly.
2.4.2 Zpracování vzhledu dokumentu a jeho zobrazení
Renderování dokumentu má na starosti třída BrowserCanvas. Nejjednodušším způsobem
vytvoření vzhledu dokumentu je předání potřebných parametrů do konstruktoru:
Element root – Počáteční prvek stromu, lze získat z objektu DOMAnalyzer metodou
getRoot.
DOMAnalyzer decoder – Inicializovaný DOMAnalyzer pro práci se styly.
Dimension dim – Velikost zobrazované plochy tzv. Viewport.
URL baseurl – URL adresa doplňující relativní odkazy.
Při vytváření vzhledu dochází k načtení zbylých části dokumentu, jako jsou obrázky
apod. Pokud se v konstruktoru BrowseCanvas neuvede velikost Viewport, je možné provádět
další konfiguraci a dokončení konstrukce vyvolat až voláním metody createLayout.
Takto připravený BrowserCanvas je možné přímo zobrazit v uživatelském rozhraní, je-
likož je odvozený od standardní třídy JPanel. Alternativně lze pro interaktivní zobrazení
využít dříve zmíněný modul SwingBox nebo dokument uložit v grafické podobě do formátu
PNG nebo SVG.
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2.4.3 Model rozložení stránky
Struktura modelu rozložení stránky v objektu BrowseCanvas se značně liší od původní
podoby DOM stromu. Výsledný vzhled dokumentu je reprezentován stromovou strukturou
boxů obdélníkového tvaru. Jednotlivé boxy sice korespondují s HTML elementy, ale na
zobrazení jednoho elementu může být použito více boxů. Například u víceřádkové značky
odstavce <p> je každý řádek reprezentován samostatným boxem.
Box může být složen z dalších synovských boxů nebo se může jednat o specifickou část
obsahu dokumentu (např. text nebo obrázek). Každý box je reprezentován objektem od-
vozeným od abstraktní bázové třídy Box, definující obecné vlastnosti, které konkrétní im-
plementace rozšiřuje podle typu zobrazovaného obsahu. Typ zobrazovaného obsahu přitom
přibližně odpovídá CSS vlastnosti display, kterou má daný element nastavenu. Obrázek 2.1
znázorňuje hierarchii typů boxů.
Box
TextBox ElementBox
InlineBox
InlineReplacedBox
BlockBox
Viewport
BlockReplacedBox
TableBox
TableCaptionBox
TableBodyBox
TableRowBox
TableCellBox
TableColumn
ListItemBox
Obrázek 2.1: Hierarchie typů boxů
Kořenovým boxem stromu je vždy box Viewport reprezentující zobrazovanou plochu
prohlížeče. Ten má jediného potomka, zvaného root box, reprezentujícího počáteční značku
HTML kódu určenou pro vykreslení. Zpravidla se jedná o značku <body>. Zmíněné boxy
lze z objektu BrowserCanvas získat metodami getViewport a getRootBox. Z boxů lze poté
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připravenými metodami získávat informace o jejich parametrech a dále se navigovat v hie-
rarchii stromu pomocí synovských a rodičovských uzlů. Užitečná je také metoda getNode,
vracející DOM element, ke kterému vybraný box náleží.
Vzhledem k rozdílné struktuře modelu rozložení stránky a DOM stromu nepůjde prová-
dět všechny dynamické změny přímo ve stromu boxů bez toho, aby jej bylo nutné přepočítat.
Například úpravy některých CSS vlastností, jako je velikost písma, mohou zapříčinit změnu
počtu i pozice velké části boxů ve výsledném modelu. Aby nedocházelo k přepočtu stromu
boxů při každé operaci JavaScriptu pracující s DOM, bylo by možné identifikovat méně
a více náročné změny. Kdy by u první skupiny šlo provést modifikaci zvlášť ve vzhledu i
v DOM stromu, druhá skupina by poté vyžadovala sestavení nového stromu boxů. Dále lze
uvažovat o sestavení nového stromu až po provedení většího počtu operací, pokud se všechny
odehrají v krátkém časovém intervalu.
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Kapitola 3
JavaScript v Java aplikacích
Nedílnou součástí vytvářeného rozšíření bude nutně JavaScript engine, který zajistí zpraco-
vání skriptů načtených při analýze dokumentu. Za dobu existence jazyku JavaScript vznikla
celá řada projektů [9], které se tímto tématem zabývaly, a nedávalo by proto smysl pouš-
tět se do tvorby vlastního enginu. Takovýto postup by zabral neúměrné množství času při
dosažení stejné funkcionality, mohlo by dojít k zanesení zbytečných chyb při zpracovávání
skriptů a nešlo by ani očekávat navýšení rychlosti zpracování. Stávající projekty z velké
části jsou nebo byly součástí webových prohlížečů, u kterých se dbá na optimalizaci rych-
losti zpracování a dodržení stejných standardů tak, aby bylo možné napsané skripty spouštět
v libovolném prohlížeči. Nekompatibilitu skriptů, kterou je možné pozorovat v majoritních
webových prohlížečích, způsobuje až rozdílná implementace globálních objektů.
Pro potřeby vytvářeného rozšíření proto využijeme některý ze stávajících projektů. Za-
čátek kapitoly specifikuje požadované vlastnosti pro výběr kandidátů tak, aby byli vhodní
pro danou úlohu a spadali do filozofie projektu CSSBox. Následující část podle nastolených
požadavků zmapuje současnou situaci a možnosti. Poslední část kapitoly poté detailněji
rozebere JavaScript engine Rhino, který byl vybrán jako nejvhodnější kandidát.
3.1 Stanovení požadovaných vlastností
Díky velkému množství a rozdílnosti jednotlivých projektů si můžeme dovolit klást i velmi
specifické požadavky na danou implementaci a stále nalezneme kandidáty, kteří tyto po-
žadavky téměř bezvýhradně splní. Nejdříve si proto ujasníme vlastnosti a funkčnost, které
budeme při tvorbě rozšíření požadovat, a v dalších částech již vynecháme projekty s nevy-
hovujícím zaměřením.
• Svobodná licence – Projekt CSSBox má otevřený zdrojový kód a je šířen pod svo-
bodnou licencí GNU GPLv3. Aby bylo možné tento přístup zachovat i nadále, musí
JavaScript engine umožňovat jeho volné používání bez licenčních poplatků. Otevřený
zdrojový kód je také možné brát jako další výhodu.
• Propojení globálního objektu s Javou – Aby bylo možné engine používat v rámci klient-
ského JavaScriptu a simulovat chování běžných webových prohlížečů, musí být možné
pro skripty zajistit globální objekt implementující funkce těchto prohlížečů. Také je
nutné, aby šel globální objekt propojit s Javou, ve které bude docházet ke změně mo-
delů CSSBoxu. Metody globálního objektu musí být navíc možné připravit tak, aby
jejich rozhraní odpovídalo některému z majoritních webových prohlížečů. Při analýze
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dokumentu se poté může CSSBox tvářit právě jako tento prohlížeč a správně zpracovat
vložené skripty.
• Napsáno v Javě – CSSBox si zakládá na tom, že je celý napsaný čistě v jazyce Java.
Pro dodržení této filozofie by bylo vhodné zvolit engine, který je také napsaný v Javě.
Zároveň by tato skutečnost usnadnila začlenění do CSSBoxu a předešlo by se možným
problémům s propojením globálního objektu.
• Multiplatformnost – Díky zvolené implementaci dokáže CSSBox přirozeně fungovat na
všech majoritních platformách, pro které je dostupné běhové prostředí Javy. Samotný
projekt přitom neklade žádné další překážky, které by jeho použití více omezovaly.
Tuto vlastnost by tedy bylo vhodné zachovat i při tvorbě rozšíření.
• Aktuálnost a stabilita – U řady projektů se v průběhu doby zastavil vývoj. Takové
projekty například podporují pouze prvotní standardy jazyku JavaScript nebo od nich
není možné očekávat opravu případných chyb. Na druhou stranu by pro udržitelnou
správu projektu nebylo dobré použít ani nová experimentální řešení, jejichž rozhraní
se ještě mohou výrazně měnit.
• Využito v prohlížečích – Pokud by dané řešení bylo využité v některém z majorit-
ních prohlížečů, dalo by se předejít problémům s případnou nekompatibilitou skriptů
z webových stránek.
3.2 Zmapování dostupných projektů
Některé stanovené požadavky mají nároky rozepsány do značné hloubky. Ztrácelo by smysl
se dopodrobna zabývat jejich ověřením u každého projektu, když tyto projekty ani nemusejí
být dále použity. Testování by vyžadovalo vytvoření zkušebního programu a propojení s částí
CSSBoxu, což by obnášelo vyřešení řady problémů, kterým se dá volbou správného projektu
předejít. V následujícím seznamu jsou proto požadavky zhodnoceny z vyššího pohledu a
jejich podrobné testování bude provedeno až u vybraného kandidáta pro vytvářené rozšíření.
• Rhino (verze 1.7R4) [4] – Tento projekt je vyvíjen pod záštitou organizace Mozilla
Foundation a je šířen s otevřeným zdrojovým kódem pod svobodnou licencí. Jedná se
o řešení napsané čistě v jazyce Java, které je součástí Java Platform (Standard Edi-
tion) od verze 6 jako výchozí skriptovací engine. Samostatně neimplementuje globální
objekt, kterým by mohlo být emulováno chování webových prohlížečů. Nicméně na-
bízí prostředky pro tvorbu libovolného vlastního globálního objektu, který je propojen
s Javou. Začlenění projektu do Java Platform indikuje stabilní rozhraní a zachování
multiplatformnosti. Toto řešení je koncipováno pro běh na straně serveru a tak u něj
neprobíhá intenzivní optimalizace z hlediska výkonnosti, jako je tomu u projektů urče-
ných pro aktuální webové prohlížeče. Nicméně z hlediska standardů samotného jazyku
JavaScript nijak výrazněji nezaostává za ostatními projekty.
• SpiderMonkey (verze 17) [5] – Jedná se o další projekt, vyvíjený pod záštitou organi-
zace Mozilla Foundation, který je šířen s otevřeným zdrojovým kódem pod svobodnou
licencí. V tomto případě jde ale o řešení, které je určeno pro použití ve webových prohlí-
žečích. SpiderMonkey engine je napsán v jazyce C/C++ a aktuálně jej používá webový
prohlížeč Mozilla Firefox. V době vytváření tohoto textu byla veřejně dostupná verze
17 vývojově pozadu oproti prohlížeči Mozilla Firefox, který využíval novější verzi 24.
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I přes to zde ale nalezneme aktuální způsoby optimalizace běhu JavaScriptu. Oproti
enginu Rhino využívá SpiderMonkey tzv. Just-in-time (JIT) kompilaci, kdy dochází
k překladu aktuálně zpracovávané části skriptu přímo do nativního kódu procesoru.
Tím lze docílit výrazného zrychlení oproti klasickému způsobu, při kterém jsou jed-
notlivé akce skriptu simulovány interpretem. Z hlediska globálních objektů je situace
stejná jako u projektu Rhino. Není tedy implementováno žádné výchozí řešení, ale
lze si napsat libovolné vlastní, které je poté propojeno s jazykem C/C++. Zdrojový
kód projektu je možné zkompilovat napříč platformami a implementovaný standard
JavaScriptu odpovídá aktuálním webovým prohlížečům, pomineme-li případné drobné
odchylky způsobené mírně starší verzí enginu.
• V8 (verze 3.24.1) [3] – je engine spravovaný společností Google taktéž s otevřeným
zdrojovým kódem pod svobodnou licencí. Využívá jej webový prohlížeč Google Chrome
a také Opera od verze 14. Za zmínku stojí i jeho použití na straně serveru v momentálně
populárním Node.js1. I když se vnitřní návrh V8 značně liší od enginu SpiderMonkey,
tak v kontextu našich požadavků jsou si tyto dva projekty velmi podobné. Jedinou
viditelnou změnu pro nás představuje to, že je V8 napsaný čistě v jazyce C++. Vy-
užívá JIT kompilaci, neimplementuje žádny globální objekt, ale umožňuje vytvořit
vlastní, který bude propojený s jazykem C++. Zdrojový kód lze zkompilovat napříč
platformami a engine podporuje aktuální standard JavaScriptu.
• JavaScriptCore [8] – Společnost Apple spravuje tento engine jako součást otevřeného
projektu WebKit a využívá jej ve svém webovém prohlížeči Safari. Někdy bývá Ja-
vaScriptová část označována také názvy SquirrelFish nebo Nitro. Na rozdíl od před-
chozích kandidátů nemá JavaScriptCore prakticky žádnou dokumentaci popisující sa-
mostatné využití enginu mimo rámec celého balíčku WebKit. Díky tomu se stává hor-
ším kandidátem než ostatní, nicméně jej zde zařazuji, abych poukázal na podobnost
s ostatními enginy používanými ve webových prohlížečích. Opět je napsán v jazyce
C, používá JIT kompilaci, je multiplatformní a implementuje aktuální standard Ja-
vaScriptu. V rámci projektu WebKit obsahuje implementaci globálních objektů. Pokud
ale vezmeme samostatný engine, tak opět dostaneme pouze čistý interpret s možností
napsání vlastních objektů, které budou propojené s jazykem C.
• Nashorn [7] – Posledním kandidátem je nový projekt vyvíjený společností Oracle. Jde
o multiplatformní řešení napsané v Javě s otevřeným zdrojovým kódem v rámci pro-
jektu OpenJDK. Tento projekt je koncipován jako nástupce Rhina. Tomu odpovídá i
volba jména, jenž má stejný význam jako původní slovo rhino, pouze je nyní převzato
z německého jazyka. V době výběru skriptovacího enginu bylo k Nashornu složité zís-
kat podrobnější ucelené informace. Kromě obecného popisu byly větší detaily dostupné
převážně jen ze záznamů konferencí a to proto, že byl tento projekt oficiálně uvolněn
až jako součást platformy Java 8. První verze Javy 8 přitom po drobných odkladech
vyšla až v půli března 2014. Nashorn by měl nicméně dohnat skriptovací enginy webo-
vých prohlížečů a to jak výkonem díky implementaci všech pokročilých optimalizací,
tak také z hlediska standardů jazyku JavaScript. S ohledem na předchozí kandidáty
můžeme předpokládat, že práce s globálními objekty bude pro potřeby tohoto rozšíření
probíhat obdobným způsobem.
1http://nodejs.org/
12
Seznam projektů představil kandidáty napsané v jazyce Java a také většinu enginů aktu-
álně používaných v majoritních webovýc prohlížečích. Pokryt není pouze webový prohlížeč
Internet Explorer od firmy Microsoft a to kvůli jeho celkové proprietární implementaci.
Ostatní zkoumané projekty nevyhovovaly v důsledku licenčních podmínek, experimentální
implementace nebo ukončeného vývoje. V tabulce 3.1 jsou přehledně shrnuty vlastnosti
jednotlivých kandidátů vzhledem k nastoleným požadavkům.
Projekt Licence Objekty Jazyk Multip. Vydáno Prohlížeč
Rhino MPL Ano Java Ano Ano Ne
SpiderMonkey MPL Ano C/C++ Ano Ano Ano
V8 BSD Ano C++ Ano Ano Ano
JavaScriptCore BSD Ano C Ano Ano Ano
Nashorn - Ano Java Ano - Ne
Tabulka 3.1: Přehled vlastností představených enginů
Všechny projekty používané ve webových prohlížečích jsou napsány buď v jazyce C nebo
C++, tato vlastnost bude pravděpodobně dána právě kvůli jejich zaměření na co nejvyšší
výkon. Pro potřeby vytvářeného rozšíření se však jedná o negativní vlastnost. Porušujeme
tím filozofii CSSBoxu, který se snaží být celý napsaný v jazyce Java, a zároveň tím výrazně
zvýšíme složitost propojení. Jako ideální kandidát se jeví projekt Nashron, který je napsán
v Javě a přitom používá pokročilé optimalizační techniky. V současné době však ještě ne-
byl k dispozici a z počátku lze očekávat problémy při jeho zavádění, stejně jako je tomu
u většiny nového softwaru. Pro vytvářené rozšíření proto využijeme Rhino. Jde o zavedené
řešení práce s JavaScriptem v současné Javě, navíc při zaměření CSSBoxu jako analytického
nástroje nemusíme nutně trvat na co nejrychlejší implementaci. Tato volba umožní jednodu-
ché navázání globálního objektu JavaScriptu do Javy a pokud se v budoucnu osvědčí engine
Nashron, tak by případný přechod nemusel vyžadovat žádné výrazné návrhové změny.
3.3 Rhino
Předchozí část textu ukázala většinu základních vlastností tohoto projektu. Zde se tak již za-
měříme na více podrobné nároky, které se nehodilo rozebírat v rámci srovnání různých řešení.
Představíme dvě rozdílné implementace enginu Rhino, ověříme jejich schopnost intepretace
skriptů, otestujeme možnosti tvorby globálních objektů, rozebereme možná bezpečnostní
rizika a na závěr rozhodneme o výběru vhodnější varianty. [1]
3.3.1 Dosutpné implementace
Jak již bylo zmíněno v úvodním přehledu, projekt Rhino je vyvíjen pod záštitou organi-
zace Mozilla Foundation. Odtud také pochází první verze implementace, která je k dispozici
jako samostatná knihovna. Společnost Oracle se o něco později rozhodla zabudovat Rhino
do Javy 6 jako výchozí skriptovací engine pro JavaScript. Kvůli integraci do standardního
skriptovacího rozhraní, které je v Javě používáno pro práci s rozličnými skriptovacími ja-
zyky, se v této implementaci změnil jak běžný způsob práce s Rhinem, tak také možnosti
případných úprav enginu.
13
Verze distribuovaná v rámci Javy není oproti knihovně zcela aktuální. Dle dostupných
informací tak lze od knihovny očekávat mírný nárůst výkonu. Na druhou stranu ale může
integrace se skriptovacím rozhraním umožnit budoucí velmi jednoduchý přechod na engine
Nashorn, u kterého by měl být rozdíl v rychlosti výrazně vyšší. Použitím knihovny lze získat
bohatší rozhraní, které není omezeno pouze společnými rysy skriptovacích jazyků. To umož-
ňuje lépe kontrolovat zpřístupňování objektů a jejich vlastností v rámci prováděných skriptů.
Skriptovací rozhraní oproti tomu umožňuje předávat skriptům běžné třídy Javy, které není
nutné nijak výrazně přizpůsobovat. Mezi oběma implementacemi je také dále rozdíl v tom,
že integrované Rhino má své třídy uzamčeny vůči dalším modifikacím (modifikátor final),
přičemž v rámci knihovny je vše odemčené a je tak možné přizpůsobovat různé části enginu.
Obě implementace mají své výhody i nevýhody a nelze tak jednoduše určit, která z nich
je pro vytvářené rozšíření lepší nebo horší. Následující popis bude proto zkoumat použití
obou variant a o konečném výběru rozhodne až konec kapitoly.
3.3.2 Interpretace skriptů
Skripty webových stránek jsou z CSSBoxu získány ve formě textových řetězců. Ověříme
tedy, jak je možné pomocí Rhina tyto skripty interpretovat.
Knihovna Rhino
Po přidání knihovny do vytvářeného projektu musíme nejdříve do souborů importovat cestu
org.mozilla.javascript, která nám zpřístupní třídy používané pro interpretaci skriptů.
Jako první si musíme příkazem Context.enter() vytvořit objekt třídy Context. Jak
název napovídá, jedná se objekt udržující kontext k prováděným skriptům. Jsou v něm udr-
žována všechna nastavení, zpřístupněné objekty, zásobník volání a také slouží jako výchozí
bod pro vyvolávání dalších akcí.
V dalším kroku získáme z kontextu pomocí metody initStandardObjects objekt třídy
Scriptable nazývaný scope. Jedná se o sadu JavaScriptových objektů, díky kterým si může
interpretovaný skript ukládat globální proměnné a nalézt standardní objekty. Inicializační
metoda kontextu zajistí, že vytvořený scope bude obsahovat všechny základní objekty nutné
pro interpretaci. Těmi jsou například Object, Function a další.
Nyní zbývá pouze využít další metodu kontextu a to evaluateString. Do parametrů
této metody předáme dříve vytvořený scope a také jeden ze skriptů načtených z CSSBoxu.
Po dokončení interpretace dokáže metoda vrátit objekt s uloženým výsledkem skriptu. Tuto
funkci ale můžeme ignorovat, budou nás totiž zajímat pouze změny provedené přes globální
objekt. Na závěr je ještě třeba uzavřít kontext příkazem Context.exit().
Integrované Rhino
V případě použití skriptovacího rozhraní je postup pro provedení skriptu velmi jednoduchý.
Do souboru nejdříve importujeme cesty použitých tříd z javax.script. Vytvoříme si novou
instanci třídy ScriptEngineManager, která spravuje a vytváří konkrétní enginy. Integro-
vané Rhino pak získáme pomocí metody getEngineByName, kde jako jméno uvedeme např.
js nebo rhino. Výsledný objekt je instancí ScriptEngine. Požadovaný skript následně in-
terpretujeme pomocí metody enginu eval, do které předáme textový řetězec. Tato metoda
také dokáže vrátit objekt s výsledkem skriptu, ten nás ale opět nebude zajímat.
Všechny kroky popsané v části pro knihovnu se zde v rámci Rhina provádějí také, jsou
ale zapouzdřeny v abstrakci skriptovacího rozhraní, které je automaticky spravuje.
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3.3.3 Vytváření globálních objektů
Aby bylo možné interpretovat skripty a získat z nich užitečný výsledek, musíme být schopni
k enginu připojit vlastní globální objekt.
Knihovna Rhino
V případě knihovny musíme globální objekt připojit do scope. K tomuto účelu vytvoříme
novou třídu dědící ScriptableObject a dodržující následující předdefinovaná pravidla. Pro
demonstraci vytvářejme třídu Counter:
• Konstruktor Javy je bezparametrový: public Counter()
• Konstruktor JavaScriptu je funkce ve formátu: public void jsCounter(...)
• Objekt obsahuje metodu: public String getClassName() { return "Counter"; }
• Čtení z proměnné: public ... jsGet_nazev()
• Zápis do proměnné: public void jsSet_nazev(...)
• Definice metody: public ... jsFunction_nazev(...)
• Položky bez návaznosti do JavaScriptu nepoužívají názvy s prefixem
Takto připravenou třídu je nutné připojit do scope. K tomu využijeme následující příkaz:
ScriptableObject.defineClass(scope, Counter.class);
Nyní je třída dostupná ve scope a v rámci skriptu je možné vytvářet její instance. Pro
účely našeho rozšíření ale budeme potřebovat do skriptu vložit již inicializovaný objekt.
Toho dosáhneme následujícími příkazy:
Object[] arg = {...}; – příprava parametrů pro konstruktor JavaScriptu
Scriptable myCounter = kontext.newObject(scope, "Counter", arg);
scope.put("myCounter", scope, myCounter);
Pomocí identifikátoru myCounter poté můžeme v rámci skriptu přistupovat k inicializova-
nému objektu. Stejným způsobem půjde vytvořit i objekt document z webových prohlížečů.
Integrované Rhino
U skriptovacího rozhraní je postup opět o něco jednodušší a to především díky tomu, že je
skriptům možné předávat libovolné objekty Javy. Inicializaci objektů můžeme nyní provádět
přímo v Javě, čímž se vyhneme nepraktickému předávání argumentů v poli. Všechny metody
s modifikátorem public budou automaticky dostupné v rámci skriptu, není je tedy nutné
nijak prefixovat. Pokud navíc použijeme gettery a settery jako např. getHodnota, bude
v rámci skriptu tato metoda zavolána i při dotazu na vlastnost objektu s názvem hodnota.
Tím dostáváme stejné možnosti, jaké má v základu knihovna.
Zbývá již jen popsat způsob, jak inicializovaný objekt přidat pod určitým názvem do
enginu. Skriptovací rozhraní má pro tyto účely připravenou třídu SimpleBindings, která
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umožňuje vytvořit mapování objektů na jména a to podobným způsobem jako v případě
scope. Instance této třídy se pak připojí k enginu před provedením skriptu. Následující
postup znovu ukazuje připojení objektu třídy Counter k enginu, nyní pouze uvažujme, že se
jedná o klasickou třídu Javy bez dědění ScriptableObject nebo speciálních názvů metod:
SimpleBindings bindings = new SimpleBindings();
Counter myCounter = new Counter(...);
bindings.put("myCounter", myCounter);
rhino.setBindings(bindings, ScriptContext.ENGINE_SCOPE);
Předávání hodnoty ScriptContext.ENGINE_SCOPE naznačuje, že je možné připojit ma-
pování více způsoby. Tento konkrétní případ předává mapování používanému enginu. Dále
je možné předávat objekty přímo manažeru enginů nebo si vytvořit i zcela vlastní úroveň
scope. Pro účely vytvářeného rozšíření ale nemají tyto možnosti praktické uplatnění.
3.3.4 Bezpečnostní rizika
Využití skriptovacích jazyků v Javě je od počátku navrženo pro interpretaci skriptů z důvě-
ryhodného prostředí, nebereme-li v potaz funkci Java Security Domains. Příkladem použití
může být webová služba, jejíž zdrojové soubory jsou napsány v jazyce JavaScript, která je
klientům poskytována přes server vytvořený v Javě, jenž tyto zdrojové soubory interpretuje.
Přitom služba i server jsou pod správou stejné osoby. V případě námi vytvářeného rozší-
ření však skripty získáváme z nedůvěryhodných zdrojů a proto se musíme zabývat otázkou
bezpečnosti, která nemusela být při standardním použití řešena.
Prvním bezpečnostně méně závažným rizikem je problém zacyklení. Na rozdíl od dru-
hého rizika k němu však může dojít i při interpretaci legitimních skriptů, které nejsou ze
své podstaty již předem navrženy pro provedení útoku. Nutnost řešení tohoto problému mů-
žeme pozorovat i u současných webových prohlížečů. JavaScript umožňuje využívat základní
konstrukce klasických programovacích jazyků a tak i v něm lze špatnou volbou příkazů do-
sáhnout zacyklení, které nám zabrání v úspěšném dokončení skriptu. Stejný efekt nastane
i při nezacykleném výpočtu, jehož časová náročnost je pro interaktivní zobrazení neúměrně
vysoká. Jelikož je výsledek skriptů svázán se zobrazením vzhledu, může jejich zacyklením
dojít k zablokování celého programu nebo neúměrnému zatížení klientského systému. Tyto
situace je proto potřeba detekovat a umožnit zotavení z nastalého stavu, například ukonče-
ním prováděného skriptu.
Závažnějším bezpečnostním rizikem je zpřístupnění objektů Javy v rámci prováděného
skriptu. Projekt Rhino rozšiřuje jazyk JavaScript o funkci zvanou LiveConnect, která umož-
ňuje v rámci skriptu importovat libovolné třídy Javy a následně je bez omezení dále využívat.
Druhou možnost pro získání libovolné instance objektu Javy představuje využití reflexe na
jiném importovaném objektu. Tento problém se samozřejmě neprojeví u legitimních skriptů
napsaných pro webové stránky. Pokud by ale někdo vytvářel cílený skript pro provedení
útoku, mohl by snadno získat stejná práva, jako má běhové prostředí Javy na uživatelském
systému. A to včetně práv pro čtení a zápis v souborovém systému. Takovému útoku nelze
navíc z pozice uživatele žádným způsobem předejít. Upravený skript může být zasílán selek-
tivně, je-li zjištěn požadavek od cíleného programu a tak jej nemusí být možné detekovat ani
předchozí manuální kontrolou skriptů. Verze Rhina implementovaná v rámci Java Platform
podle dostupných informací neobsahuje žádnou možnost pro omezení funkce LiveConnect.
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V rámci rozhraní knihovny je však na tento problém pamatováno a je možné selektivně
omezit připojitelné objekty. Reflexi lze pak podle dosavadního průzkumu zamezit vhodným
rozšířením objektů, se kterými pracuje engine Rhino.
3.3.5 Rozhodnutí o výběru implementace
Ani podrobnější analýza obou verzí enginu Rhino nepřinesla jednoznačného kandidáta. Za-
tímco na jednu stranu interpretace skriptů a vytváření globálních objektů poukazuje na
kladné stránky skriptovacího rozhraní, nemožnost ošetření zabezpečení na druhou stranu
demonstruje možná omezení obecného přístupu.
Po konzultaci s vedoucím práce a v závislosti na souběžně řešené diplomové práci Bc. Ra-
dima Loskota bylo nakonec pro implementaci vybráno integrované Rhino. Důvodem k tomu
byl fakt, že se tato druhá práce mimo jiné zabývá zabezpečením a rozšířením knihovní verze
Rhina, které bude ve výsledku napojeno na standardní skriptovací rozhraní. Pro tuto práci
tedy pak již postrádá smysl pokoušet se podruhé implementovat stejnou věc. Použije se
proto standardní skriptovací rozhraní s tím, že zde problém zabezpečení nebude dále řešen.
Zároveň bude ve výsledku možné volbou jiného enginu ze třídy ScriptEngineManager pře-
jít jak na ono upravené Rhino, tak i případně na engine Nashorn, což by při implementaci
s knihovnou nebylo jednoduchým způsobem možné. Informace o projektu Nashorn navíc
naznačují, že bude již v základu umožňovat omezení importu tříd.
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Kapitola 4
Document Object Model
v klientském JavaScriptu
JavaScript ve svém základu nenabízí žádnou možnost interakce s okolním prostředím. Aby
mohly skripty webových stránek kooperovat s webovým prohlížečem, musí pro ně být nachys-
tán globální objekt s předdefinovaným rozhraním. Tento objekt propojí JavaScript s hlavním
programem, který poté ve vlastní režii zpracovává volané metody. V rámci vytvářeného roz-
šíření budeme pracovat se skripty, které již byly napsány na míru rozhraním majoritních
webových prohlížečů. I když je snahou tato rozhraní standardizovat, stále kvůli rozdílným
implementacím dochází k vzájemným nekompatibilitám. Tyto situace jsou poté v rámci
skriptů řešeny provedením rozdílného kódu v závislosti na identifikovaném prohlížeči nebo
v závislosti na existenci či neexistenci určitých metod. V případě CSSBoxu nemůžeme oče-
kávat, že budou skripty upravovány na míru naší implementaci, proto je třeba vytvořit roz-
hraní, které bude co nejlépe odpovídat některému ze stávajících. Díky rozsáhlé a přehledné
dokumentaci se jako nejlepší kandidát jeví rozhraní webového prohlížeče Mozilla Firefox.
První část kapitoly se proto zaměří právě na toto rozhraní a v jejím rámci budou před-
staveny i obecné postupy při práci v klientském JavaScriptu. Druhá část následně zmapuje
standardizované části objektového modelu dokumentu.
4.1 DOM ve webovém prohlížeči Mozilla Firefox
Na portálu Mozilla Developer Network můžeme v sekci Web API Interfaces [6] nalézt kom-
pletní seznam rozhraní, které lze využít při psaní skriptů ve webovém prohlížeči Mozilla
Firefox. Tento seznam čítá několik set položek, ale jsou v něm zahrnuta i rozhraní, která
jsou dostupná pouze při vývoji interních aplikací, jako jsou například doplňky pro prohlí-
žeč. I při vynechání této skupiny by však bylo prakticky nereálné v rámci poměrně malého
projektu, jako je CSSBox, udržet stejnou paletu možností. Naštěstí existují klíčové části
představující nezbytný základ pro podporu JavaScriptu. Tyto části jsou do značné míry
standardizovány a patří mezi ně i podpora objektového modelu dokumentu. Po implemen-
taci klíčových částí sice nemůžeme zaručit správné provedení všech skriptů. Zejména ne
náročných skriptů využívajících nové technologie, které používají například sociální sítě.
Ale budeme mít funkční základ schopný pracovat s dokumentem a interagovat s uživatelem.
Takováto implementace již postačuje pro jednodušší skripty, například kontroly formulářů.
V případě implementace DOM pro nás bude výchozím rozhraním Document a konkrétně
pak inicializovaný objekt dostupný pod názvem document nebo také window.document. Ten
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je od počátku dostupný všem skriptům a jedná se o objekt představující kořen objektového
modelu dokumentu. Jde o výchozí místo pro manipulaci s obsahem, lze pomocí něj získat
konkrétní prvky stromu, vytvářet nové prvky anebo také měnit dokument. Pro jeho správ-
nou funkci je třeba implementovat i všechna rozhraní, která mohou být pomocí jeho metod
získána. Těchto rozhraní je opět celá řada, převážně se však jedná o různé typy elementů
stromu, které po jejich získání mohou samostatně provádět další operace. Počet rozhraní
zvyšuje hlavně rozšíření DOM pro HTML dokumenty, které zavádí různé objekty pro spe-
cifické prvky dokumentu, jako jsou např. tabulky a odkazy.
U metod jednotlivých rozhraní můžeme nalézt další odlišnosti, které se týkají jejich vy-
užitelnosti. V případě webových prohlížečů byla nejdříve snaha přizpůsobit své rozhraní
dominantnímu Internet Exploreru, následně vždy novým standardům i experimentálním
technologiím a přitom všem si také udržet zpětnou kompatibilitu. Díky tomu můžeme v do-
kumentaci narazit na 5 typů metod, které se mohou v určitých případech i kombinovat:
• Experimental API (experimentální rozhraní) – Jde o metody implementující dosud
experimentální technologie, které by neměly být při běžném používání volány.
• Standardized (standardizováno) – Metody pro běžné použití.
• Not standardized (nestandardizováno) – Tyto metody se také běžně používají, ale
nebyly zaneseny do standardu, takže se mohou mezi prohlížeči lišit.
• Deprecated (zavržené) – Byly v minulosti používány, ale nyní se doporučuje přejít na
alternativní způsob. Nicméně by měly stále fungovat.
• Obsolete (zrušené) – Jsou stále dostupné v rozhraní pro zachování kompatibility, ale
je velmi pravděpodobné, že již nebudou fungovat.
Pro potřeby CSSBoxu se zdá být nejlepším řešením začít implementaci od prvotních
standardů po navazující standardy, aby byla vytvořena obecná funkčnost. V následujících
krocích lze poté zvýšit kompatibilitu podporovaných skriptů přidáním nestandardizovaných
metod, následně zavržených metod a nakonec také vytvořením prázdných metod pro zrušené
části. Experimentální metody nemá ve většině případů význam uvažovat, dokud nebudou
ustáleny.
4.2 Standardizovaný DOM
První pokusy o vytvoření objektového modelu dokumentu použitelného v rámci skriptů pro-
běhly kolem roku 1997 a to paralelně v podání tehdejších dvou velkých webových prohlížečů
Netscape Navigatoru a Internet Exploreru. Paralelní vývoj zapříčinil rozdílnost obou roz-
hraní a tak vznikla snaha o standardizaci a tedy i jejich sjednocení. Standardizace se tehdy
ujalo World Wide Web Consortium (W3C), které stále spravuje DOM i v současné době.
Standardy DOM jsou rozděleny na takzvané úrovně (levels), kdy při implementaci vyšší
úrovně musí být splněny i standardy nižších úrovní. Nestandardizované prvotní řešení bývá
někdy nazýváno DOM Level 0, ale na něj se předchozí pravidlo samozřejmě nevztahuje. [10]
4.2.1 DOM Level 1
První standard, jenž je zároveň také první úrovní, byl dokončen roku 1998. Tento standard
obsahuje kompletní model pro reprezentaci XML a HTML dokumentů, včetně možnosti
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jejich libovolné změny. V dokumentu se vyskytují dvě oddělené části a to Core a HTML. Core
představuje nezbytné jádro pro implementaci objektového modelu a zavádí nízkoúrovňová
rozhraní pro obecnou manipulaci s jakýmkoliv strukturovaným dokumentem. Součástí této
části je i rozšíření pro XML dokumenty, které v našem případě není třeba implementovat.
Druhá část rozšiřuje jádro o rozhraní na vyšší úrovni abstrakce, která jsou určena speciálně
pro HTML dokumenty.
4.2.2 DOM Level 2
Druhá úroveň byla dokončena v roce 2000 a oproti první úrovni je značně rozsáhlejší. Skládá
se celkem z šesti dokumentů, kdy dva rozšiřují původní standard a další čtyři přidávají nové
možnosti. Část Core rozšiřuje původní jádro a také obsahuje rozšíření pro XML, které opět
není třeba implementovat. Rozšíření HTML je zde z určité části přepracováno a není zpětně
kompatibilní s rozšířením z první úrovně. Proto je také doporučeno jej implementovat až od
druhé úrovně.
Mezi nové části patří Events, představující obecný systém pro práci s událostmi. Část
Traversal and Range přidává pokročilé metody pro práci se stromovou strukturou doku-
mentu. Část Views umožňuje k dokumentu přiřadit pohledy, které představují jeho alter-
nativní reprezentaci. Poslední přidaná část Style pak rozšiřuje možnosti úprav o podporu
kaskádových stylů.
4.2.3 DOM Level 3
Třetí standard byl vydán v roce 2004 a pokračuje v trendu zavádění nových funkcí. V sou-
časné době má 3 části doporučné pro implementaci a 4 další části probírané v rámci návrhu.
V doporučených částech je opět Core, rozšiřující základní funkcionalitu. Dále Load and Save,
zavádějící podporu pro převod formátu XML na DOM a opačně. Poslední část Validation
umožňuje skriptům měnit obsah dokumentu a přitom zaručit dodržení jeho specifikace. Ve
zbylých částech lze nalézt podporu pro jazyk XPath, rozšíření pohledu a formátovaní, roz-
šíření událostí a podporu abstraktních schémat.
4.2.4 DOM Level 4
V současné době je již také připravován čtvrtý standard. Ten by měl, mimo jiné, opět zlepšit
práci s událostmi, rozšířit uzly ve stromové struktuře a přidat nový, vhodnější způsob pro
získávání výsledků operací tzv. promise.
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Kapitola 5
Návrh rozšíření CSSBoxu o podporu
DOM v JavaScriptu
V kapitolách 2, 3 a 4 byly postupně zanalyzovány hlavní nástroje a standardy, které po-
užijeme při vytváření rozšíření na podporu dynamického DOM, určeného pro renderovací
stroj CSSBox. Jako nezbytnou součást jsme identifikovali moduly jStyleParser a CSSBox.
O zpracování JavaScriptu se bude starat integrovaná verze enginu Rhino. Na propojení Ja-
vaScriptu s dokumentem využijeme standardizovaný DOM, spravovaný sdružením W3C, a
pro lepší kompatibilitu budeme jeho chování přizpůsobovat dle rozhraní webového prohlížeče
Mozilla Firefox. Aby se s rozšířením dále lépe pracovalo a bylo například možné připravit
názvy jeho balíčků, nazveme jej podle konvencí CSSBoxu pracovním názvem JSDOMBox.
Začátek kapitoly se nejdříve zabývá omezeními plynoucími z používání CSSBoxu a v ná-
vaznosti stanovuje rozsah implementovaných standardů objektového modelu dokumentu.
Dále je zde navržen způsob začlenění JSDOMBoxu do běžného postupu práce s CSSBoxem.
Následující část pak představuje princip implementace vlastního rozšíření. A v závěru je
stanoven plán postupu vývoje.
5.1 Omezení CSSBoxu
Při vytváření návaznosti na současný stav CSSBoxu je potřeba brát v potaz, že momentální
implementace nebyla navržena jak na interpretaci JavaScriptu, tak ani na průběžné úpravy
struktury dokumentu. Implementace určité části chování webových prohlížečů by tak mohla
vyžadovat i řadu změn v samotném CSSBoxu, což by zpomalovalo vývoj rozšíření. Cílem
návrhu je tedy zvolit takovou podmnožinu chování, která půjde naprogramovat bez větších
zásahů do stávající struktury a přitom bude pokrývat co největší část běžného chování. Zá-
roveň by ale mělo být v budoucnu možné tento základ o zbylé chování rozšiřovat. Následující
text proto rozebírá omezení, která ovlivní další část návrhu.
5.1.1 Neinkrementální načítání dokumentu
Jednotlivé kroky procesu zpracování dokumentu jsou v podání CSSBoxu oddělené. Nejdříve
proběhne parsování (X)HTML, následuje výpočet kaskádových stylů a nakonec se vytvoří
strom boxů. Moderní webové prohlížeče ale provádí všechny tyto úkony současně již při
načítání zdrojového dokumentu a to se týká i skriptů, které mají být provedeny hned a
nečekají na spuštění pomocí události. Pokud je takový skript prováděn v půlce načítání
dokumentu, má přístup pouze k aktuální části načteného stromu. Tuto část ale může před
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zbytkem zpracování libovolně upravit. Přímo ve standardu HTML DOM jsou dokonce me-
tody document.write() a document.writeln(), které umožňují předávat parseru nezpra-
cované části HTML kódu. Tento kód je pak zpracován před zbytkem dokumentu a to hned
po zavolání dané metody, aby měly další příkazy dostupný již modifikovaný DOM.
Jedná se nejspíše o největší rozdíl v chování, který navíc není možné při odděleném
zpracování žádným rozumným způsobem kompenzovat. V budoucnu se tedy předpokládá
přechod na inkrementální parser a s ním spojené změny. Momentálně ale zavedeme omezení,
která nám umožní minimalizovat dopad tohoto problému při testování. Budeme uvažovat,
že jsou skripty vždy až na konci dokumentu. Tím dosáhneme stejné struktury DOM, jakou
by měly při stejném dokumentu webové prohlížeče. Dále pak nebude implementovat chování
dvou zmíněných metod, které jako jediné ve standardu vyžadují spolupráci parseru. Tyto
metody při implementaci standardu v minulosti vynechal například i Netscape Navigator. Na
tentýž problém bychom dále narazili také u populární nestandardizované metody innerHTML,
která umožňuje manipulovat s nezpracovaným obsahem elementů dokumentu.
5.1.2 Nemožnost přepočtu kaskádových stylů
Druhé omezení pro návrh představuje problém neschopnosti přepočtu CSS v již inicializo-
vané třídě DOMAnalyzer, což je výchozí třída pro práci s CSSBoxem. Pokud tedy změníme
strukturu dokumentu a upravíme např. atribut style, který nese informace o kaskádo-
vých stylech pro daný element, nemáme žádnou možnost jak tyto změny propagovat do
CSSBoxu. Pokud by rozšíření vytvářelo vždy novou instanci třídy DOMAnalyzer, muselo by
být také schopné pracovat se všemi nastavujícími metodami CSSBoxu tak, aby mohla být
nová instance vytvořena i s dodatečnými požadavky. Takovýto postup není příliš vyhovující
a tak byla do třídy DOMAnalyzer přidána metoda recomputeStyles, která by měla pře-
počet zajistit. Zatím ale nefunguje zcela korektně a tak je nutné, pro rozsah momentálně
implementované části, vymyslet zástupné řešení.
5.1.3 Rozsah přístupu ke kaskádovým stylům
Standard W3C určený pro podporu stylů obsahuje několik různých typů přístupu. Asi nej-
známějším typem je práce s vlastností style jednotlivých elementů dokumentu. V tomto
případě se pracuje s tzv. inline styly, ty jsou zapsány přímo u elementu v atributu style.
Dále je ale také například možné přistupovat k výsledným vypočteným stylům jednotlivých
elementů nebo dokonce pracovat s celými soubory stylů. I když modul jStyleParser s tako-
vými strukturami interně pracuje, rozhraní CSSBoxu zpřístupňuje pouze metody pro získání
vypočtených stylů u jednotlivých elementů. Tyto styly jsou pak navíc určeny pouze pro čtení.
Implementace celého standardu by tedy vyžadovala větší zásahy do stávající struktury. Ak-
tuální stav umožňuje pouze omezenou implementaci části pro získávání vypočtených stylů.
Případně by bylo možné plnohodnotně pracovat s inline styly, které jsou součástí DOM a
lze tak s nimi libovolně manipulovat, ale musely by se zpracovávat mimo CSSBox, což opět
není příliš vhodné.
5.1.4 Chybějící práce s událostmi
Pro úplnost zde musím ještě znovu uvést jedno omezení, které bylo zmíněno již na začátku
této práce. Tím je chybějící podpora interakce s uživatelem a případně také reakcí na udá-
losti. Rozšířením modulu SwingBox a přidáním podpory událostí se zabývá jiná diplomová
práce, přesto se ale nelze této části při implementaci HTML DOM zcela vyhnout. Součástí
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W3C standardu jsou totiž metody, které přímo vyžadují interakci s klientským rozhraním.
Namátkou je to například vyvolání události stisku tlačítka, výběr zaměřeného elementu nebo
práce s aktuálními hodnotami prvků formuláře.
5.2 Rozsah implementovaného rozhraní
Z analýzy provedené v předchozí kapitole vyplynulo, že rozsah aplikačního rozhraní, posky-
tovaného webovými prohlížeči do JavaScriptu, je příliš rozsáhlý na to, aby jej bylo možné
bez kompromisů vytvořit i v prostředí malého projektu, jakým je CSSBox. Stejný závěr platí
také pro samotnou část DOM, pokud uvažujeme rozsah jedné diplomové práce. K tomu ještě
musíme vzít v potaz zmíněná omezení projektu. Pro implementaci tedy zvolíme následující
standardy:
• Document Object Model Level 1 Core
• Document Object Model Level 2 Core
• Document Object Model Level 2 HTML
Jedná se o nezbytný základ pro podporu dynamického DOM. Podíváme-li se na DOM
Level 1, musíme implementovat část Core, na které stojí všechny ostatní části objektového
modelu dokumentu. Část XML není pro HTML dokumenty třeba podporovat a stejně tak
nemá smysl z této úrovně brát HTML, kvůli jeho úpravám v následující úrovni. Z druhé
úrovně musíme rozšířit Core o nové funkce a zde již použijeme i HTML část, abychom
vytvořili rozhraní, se kterým skripty běžně pracují. Všechny operace s dokumentem sice lze
provádět již s rozhraním Core, HTML rozšíření ale zavádí řadu praktičtějších metod, takže
nelze očekávat mnoho skriptů, které by tyto pokročilejší metody vůbec nepoužívaly.
Z DOM Level 2 by se samozřejmě hodilo implementovat část Style, pokrývající kaská-
dové styly, vzhledem k současným omezením CSSBoxu je ale kvalitní implementace nad
možnosti této práce. Ostatní části druhé úrovně již pokrývají více okrajové funkce, které
nemá v současném stavu cenu řešit, anebo také narážejí na omezení jako např. část Events.
Z DOM Level 3 by bylo možné opět rozšířit část Core, při bližším prozkoumání standardu
se ale nové funkce zaměřují hlavně na práci s XML, takže by tato část nepřinesla žádné
výrazné zlepšení. Ty stejné důvody platí i pro zbylé části třetí úrovně a také čtvrtou úroveň,
která navíc ani ještě není ustálena. Momentálně je také zbytečné zabývat se nestandardi-
zovanými metodami, které mohou, jako např. innerHTML, vyžadovat složitou implementaci,
když je z hlediska kompatibility daleko důležitější inkrementální zpracování nebo rozhraní
pro kaskádové styly.
5.3 Začlenění rozšíření do CSSBoxu
Díky stanoveným omezením můžeme pro vytvářené rozšíření navrhnout zatím relativně
jednoduché propojení s CSSBoxem. Předpokládáme skripty na konci dokumentů, to nám
umožňuje spustit rozšíření až po úvodní analýze obsahu. JavaScript ve svém základu nena-
bízí podporu pro vytvoření zpoždění, zároveň nemáme ani podporu interakce s uživatelem
a události přítomné v HTML DOM také nic takového nevytváří. Víme tedy, že se skripty
provedou vždy současně a nebudou vyžadovat žádný zásah od uživatele, můžeme je tak inter-
pretovat ještě před prvním vykreslením dokumentu. Tím nám odpadá nutnost manipulovat
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s modelem rozložení stránky, který byl naznačen na konci kapitoly 2. Můžeme jej jednoduše
vygenerovat až na závěr. Zbývá ještě vyřešit problém s přepočítáváním kaskádových stylů.
Chceme využívat CSSBox, nemůžeme jej tedy při provádění zařadit až za rozšíření. Zároveň
ale za současného stavu nebude rozšíření potřebovat aktuální hodnoty stylů. Jako nejlepší
řešení tedy vypadá vytvoření nové instance třídy DOMAnalyzer po dokončení skriptů. Bude
se sice vytvářet dvakrát, ale rozšíření do tohoto procesu nebude muset zasahovat.
Podle požadavků má být rozšíření samostatnou částí knihovny a mělo by jím být možné
volitelně zvýšit schopnosti CSSBoxu. Vezmeme-li následující běžný postup použití:
1. Načtení zdrojového dokumentu
2. Převedení textu na DOM
3. Výpočet kaskádových stylů
4. Vytvoření modelu rozložení stránky
Tak podle předchozího návrhu přibudou pouze dva nové kroky a to provádění skriptů a
nový výpočet kaskádových stylů. Celý postup pak bude vypadat následovně:
1. Načtení zdrojového dokumentu
2. Převedení textu na DOM
3. Výpočet kaskádových stylů
4. Provedení skriptů
5. Výpočet kaskádových stylů
6. Vytvoření modelu rozložení stránky
Po plném zprovoznění metody recomputeStyles ve třídě DOMAnalyzer ji později mů-
žeme začít používat a krok opětovného výpočtu kaskádových stylů zrušit.
Takto navržené propojení nebude při realizaci dalších částí brzy vyhovující a tak by
měla mít třída zajišťující přístupový bod malé vazby na zbytek rozšíření, aby mohla být
jednoduše nahrazena pokročilejší implementací.
5.4 Způsob implementace
Následující část obsahuje obecný návrh základních principů, které budou použity v rámci
implementace, a podle kterých bude vytvořena struktura rozšíření. Patří sem i před chvílí
zmíněné oddělení třídy přístupového bodu od zbytku reprezentujícího dynamický DOM,
které zde již nebude více rozebíráno. Zbývá ale navrhnout způsob, jak bude reprezentace
DOM v Javě předávána do JavaScriptu a jakým způsobem se zpracují události.
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5.4.1 Systém adaptérů
I když je dokument reprezentován v rámci Javy standardizovaným DOM úrovně 3, nelze jej
jednoduše pouze předat do enginu Rhino a začít používat ve skriptech. Prvním problémem
je plošné zpřístupnění jakýchkoliv public vlastností a metod objektu do prostředí enginu
bez možnosti další regulace. I když objekty parseru implementují rozhraní DOM definované
v rámci Javy, mají také další vlastnosti a metody související s jejich konkrétní třídou, ty
by pak byly rovněž přístupné uvnitř skriptu. Druhým problémem je skutečnost, že se často
implementuje pouze část Core, která je společná pro XML i HTML dokumenty. Třetím
problémem by byla složitá modifikace a přidávání nového chování. Vytvoříme tedy systém
adaptérů pro všechna požadovaná rozhraní DOM. Tyto adaptéry budou obsahovat reference
na původní objekty Javy a představí rozhraní, které bude zdrojovému DOM delegovat ope-
race anebo ve vlastní režii implementuje nové chování.
Při spuštění skriptu se vytvoří pouze instance adaptéru rozhraní Document, která bude
dostupná v rámci globálních objektů pod identifikátory document a window.document. Další
adaptéry se inicializují až v případě, že si je skript pomocí příslušných operací vyžádá. Jinými
slovy bude kompletní strom uložen pouze v Javě a adaptéry budou zastávat roli prvků, na
které má skript referenci.
5.4.2 Abstraktní továrna adaptérů
V rámci rozličných metod rozhraní DOM dochází k vyhledávání nebo i vytváření prvků
stromové struktury. Skoro každý adaptér tak musí řešit způsob vytváření nových adaptérů.
Přitom často není vůbec jisté, jaký konkrétní adaptér se bude z výsledku příslušné operace
vytvářet. Pro tyto účely proto použijeme abstraktní továrnu, kterou bude každý adaptér znát
a na kterou se bude delegovat obalování zdrojových objektů DOM. Při použití odlišných
HTML parserů může být také nutné vytvořit specifickou verzi továrny, jelikož se může
identifikace správného typu adaptéru lišit v závislosti na konkrétních třídách, které používá
daný strom.
5.4.3 Výstupní rozhraní pro události
Předchozí text zmínil celkem tři typy událostí, které může rozšíření generovat. Jedná se
o HTML události adresované klientskému rozhraní. Dále události adresované parseru zdro-
jových textů. A jako poslední pak CSS událost pro CSSBox vyžadující přepočítání stylů.
I když není žádná z těchto funkcí okolními částmi podporována, měly by být tyto události
vyvedeny ven, aby na ně šlo v budoucnu začít reagovat. Vzhledem k povaze operací nelze
použít návrhový vzor Observer nebo podobný, protože je u některých požadavků vyžado-
vána odpověď. Vytvoříme proto rozhraní specifikující možné události a zároveň s ním i třídu
s prázdnou implementací. Tato třída nebude provádět žádné akce a jako výsledky operací
bude vracet výchozí hodnoty. V budoucnu půjde tuto prázdnou implementaci jednoduše
rozšířit nebo zcela nahradit.
Změna objektu realizujícího dané rozhraní by měla jít provést bez zásahu do knihovny.
Nabízí se tedy přidání možnosti změny do vstupního bodu. Dále je ještě potřeba dostat
referenci tohoto objektu ke všem adaptérům a zároveň zbytečně nezvýšit vazby. Ideálním
kandidátem se zdá být abstraktní továrna, na kterou již mají referenci všechny adaptéry
i vstupní bod. Vstupní bod pak bude pracovat pouze s instancí továrny a objekty imple-
mentujícími rozhraní událostí. Adaptéry budou přistupovat k okolí pouze přes abstraktní
továrnu a reference na DOM.
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5.5 Postup vývoje
Jako poslední část návrhu stanovíme předběžný plán postupu vývoje. Předešlý popis lze
bez větších problémů rozdělit na několik menších úseků, které lze vždy programovat v celku
bez nutnosti přesahu do jiných oblastí. Na začátku se vytvoří struktura rozšíření a připraví
se vnější rozhraní pro komunikaci s CSSBoxem a okolím. Jako následující část je možné
zprovoznit interpretaci skriptů v dokumentu bez poskytnutí globálních objektů. Další úseky
pak přímo vyplývají ze standardů pro DOM, kdy každý standard pracuje s uzavřenou částí
funkcionality a přitom závisí na nižších úrovních. Na závěr implementace by ještě měla být
vyhodnocena kompatibilita a výkonnost vytvořeného řešení. Seznam kroků tohoto plánu
bude tedy vypadat následovně:
1. Příprava struktury a vnějšího rozhraní rozšíření
2. Zprovoznění interpretace skriptů bez globálních objektů
3. Implementace standardu DOM Level 1 Core + testování
4. Implementace standardu DOM Level 2 Core + testování
5. Implementace standardu DOM Level 2 HTML + testovaní
6. Závěrečné vyhodnocení kompatibility a výkonnosti
Během implementace standardů od sdružení W3C bude při testování vhodné porovná-
vat výsledky prováděných operací s reálnými výsledky webových prohlížečů. Hlavně pak
s webovým prohlížečem Mozilla Firefox a jeho zdokumentovaným API. Standardy DOM
totiž popisují obecné chování operací, ve kterém se nemusí projevit detaily následné reali-
zace. Příkladem může být metoda HTML tabulky vytvářející nové zápatí. Dle W3C stan-
dardu má být vytvořeno nové zápatí nebo vráceno existující. Není již ale specifikováno, na
jaké přesné místo v DOM má být nové zápatí přidáno anebo jaké zápatí má být vráceno,
pokud jich v tabulce existuje více.
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Kapitola 6
Implementace
Tato kapitola rozebírá současný stav vytvořeného rozšíření. Obecné popisy z kapitoly návrhu
jsou tu v úvodu představeny ve svém reálném provedení. Nenachází se zde však detailní po-
pis jednotlivých rozhraní tvořených adaptéry a to z následujících důvodů. Počet rozhraní ve
vybraných standardech je značně rozsáhlý, přitom většina z nich neobsahuje žádné unikátní
problémy k řešení. Navíc by popis těchto rozhraní prakticky jen opakoval informace uve-
dené u standardů. Část prostoru je proto raději věnována pouze souhrnnému popisu velmi
často používaných operací. Zbytek kapitoly se poté zabývá složitějšími částmi standardu a
představuje implementovaná řešení.
6.1 Struktura balíčků
Před začátkem dalšího popisu si nejdříve představíme rozdělení zdrojových souborů do jed-
notlivých balíčků. Jako počátek v logickém prostoru knihovny CSSBox byla zvolena cesta
org.fit.cssbox.jsdombox. V ní se pak nacházejí následující balíčky:
• demo – Podle zvyklostí modulů CSSBoxu se v balíčku s názvem demo nachází ukázková
aplikace prezentující jednoduchý způsob použití daného modulu.
• event – Zde jsou rozhraní určené pro budoucí komunikaci s okolními moduly a také
jejich aktuální prázdné implementace.
• global – Tento balíček zastřešuje všechny třídy, které se podílejí na realizaci globálních
objektů do JavaScriptu. Konkrétní skupiny tříd jsou poté ještě více zanořeny:
– global.core – Jak název napovídá, tento balíček sdružuj adaptéry určené pro
standardizovanou část Core. Příslušné třídy pak současně implementují první i
druhou úroveň standardu.
– global.html – Jedná se o stejnou situaci jako u předchozího balíčku, pouze jde
o standardizovanou část HTML.
– global.misc – Obsahuje směs tříd, pro které se nenašlo konkrétnější rozdělení.
Patří sem např. třídy abstraktní továrny nebo výchozí třída pro adaptéry.
– global.util – Třídy v tomto balíčku poskytují podpůrné operace pro ostatní
třídy. Jedná se např. o vyhledávání v DOM nebo manipulaci s URL adresami.
• js – Prezentuje přístupový bod pro použití rozšíření. Obsahuje třídu obsluhující při-
pojený CSSBox a zajišťující interpretaci skriptů.
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6.2 Hierarchie adaptérů
Podstatnou část celého rozšíření tvoří samotný systém adaptérů. Představíme si proto hie-
rarchii tříd, které tyto adaptéry vytvářejí, popíšeme jejich základní způsob rozdělení a po-
ukážeme na některé složitější problémy. Ty poté budou detailněji rozebrány v navazujícím
textu. O celkové provázanosti tříd by měl udělat dobrou představu diagram 6.1.
JSAdapter
NodeNodeList
Attr CharacterData
Comment
DocumentDocumentFragment
DOMImplementation
Element
NamedNodeMap
Text
HTMLElementHTMLCollection HTMLDocumentHTMLOptionsCollection
HTMLAnchorElement HTMLTableElement
...
HTMLInputElement
Obrázek 6.1: Hierarchie tříd adaptérů
Dvě horizontální oddělení představují vizuální odlišení na tři části, kdy horní část ne-
patří do standardu DOM, prostřední část představuje Core standard a poslední část HTML
standard. Při vytváření adaptérů v rámci abstraktní továrny s nimi potřebujeme pracovat
jednotným způsobem a zároveň také existují vlastnosti sdílené všemi adaptéry, proto byla
vytvořena pomocná třída JSAdapter. Ta v sobě definuje referenci na zdrojový objekt Javy
a také referenci na abstraktní továrnu. Ostatní adaptéry jsou poté potomky této třídy.
V diagramu si dále můžeme všimnout dvou oddělených skupin tříd. Jedna skupina má
jako svého předka pouze JSAdapter, zato druhá je navíc ještě odvozena od třídy Node.
K tomuto rozdělení vede následující důvod. Node představuje základní typ uzlu stromové
struktury dokumentu. Třídy z něj dědící jsou tak přímo součástí struktury DOM. Ostatní
třídy mohou vzniknout jako výsledek operace předchozích tříd, ale nejsou nijak uloženy
ve struktuře dokumentu. Třída DOMImplementation informuje o schopnostech používaného
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DOM a v rámci rozšíření jsou její výstupní hodnoty upraveny tak, aby proklamované funkce
odpovídaly schopnostem adaptérů. Třídy NodeList a NamedNodeMap pracují s kolekcemi
uzlů a díky jejich příslušnosti do Core DOM jsou již v Javě zpracovány. Zbylé dvě třídy
HTMLOptionsCollection a HTMLCollection představují pokročilé kolekce uzlů používané
v HTML. Ty již nejsou součástí zdrojového DOM a tak musí být jejich chování plně imple-
mentováno adaptéry.
Skupina potomků třídy Node patřících do Core standardu má svoje operace dostupné
již ve zdrojovém DOM a většina z nich i přesně odpovídá chování u webových prohlížečů.
Požadavky na operace tak převážně stačí pouze delegovat ke zdroji a zpracovat výsledek.
Mezi adaptéry nenalezneme implementaci výjimky DOMException, ta je totiž přímo součástí
Javy a je možné ji bez úprav předat i JavaScriptovému enginu. Zbylé třídy patřící do HTML
standardu už musí své operace řešit ve vlastní režii, mohou při tom ale využít schopnosti
nižší vrstvy. Diagram záměrně neukazuje všechny adaptéry této části, skoro každá HTML
značka totiž pracuje s vlastním rozhraním a ztratila by se tak dosavadní přehlednost.
6.3 Rozhraní pro výstupní události
Kapitola návrhu zmiňovala rozhraní pro operace komunikující s ostatními moduly CSSBoxu.
Následně popisovaná abstraktní továrna s těmito rozhraními pracuje a tak si krátce před-
stavíme jejich výslednou implementaci, která je znázorněna na diagramu 6.2.
+anchor_blur(node : Node)
+form_submit(node : Node)
+select_getSelectedIndex(node : Node) : int
+input_getValue(node : Node) : String
<<Interface>>
HTMLListener
EmptyHTMLListener
+recomputeStyles(source : Object)
<<Interface>>
CSSListener
EmptyCSSListener
+document_open(node : Node)
+document_close(node : Node)
+document_write(node : Node, text : String)
+document_writeln(node : Node, text : String)
<<Interface>>
ParserListener
EmptyParserListener
Obrázek 6.2: Implementace výstupních událostí
Můžeme zde vidět jak běžné události nepožadující výsledek, tak také operace s návrato-
vou hodnotou, která např. vrací údaj o aktuální hodnotě formulářového pole. U rozhraní pro
HTML a praser jsou názvy metod složeny vždy z příslušného typu elementu a požadované
akce. Metoda v CSS rozhraní je obecná pro libovolný element. Prvním parametrem operace
je vždy ukazatel na zdrojový uzel, ke kterému patří příslušné volání. V případě CSS se jedná
o obecný objekt, neboť si změnu stylů může vyžádat i rozhraní NamedNodeMap, které nepatří
do struktury stromu. Ke všem třem rozhraním jsou pak vytvořeny prázdné implementace
neprovádějící žádné akce a vracející výchozí hodnoty.
6.4 Abstraktní továrna adaptérů
Pro pohodlné vytváření instancí adaptérů bylo v předchozí kapitole navrženo řešení za po-
mocí abstraktní továrny. A bylo zmíněno, že je zde možnost výměny HTML parseru, u kte-
29
rého se mohou adaptéry vytvářet jiným způsobem. Takže by mělo být možné nahradit
třídu implementující továrnu. O něco později se ještě stanovilo, aby třída nesla reference na
instance objektů implementující výstupní rozhraní. Výsledek představuje diagram 6.3.
+htmlEvent : HTMLListener
+cssEvent : CSSListener
+parserEvent : ParserListener
+htmlUri : HTMLURI
+create(source : Object, type : JSAdapterType) : JSAdapter
+innerNameFormat(name String) : String
JSAdapterFactory
<<enumeration>>
JSAdapterType
+DefaultCSSBoxFactory(doc : Document, basePath : URL, hl : HTMLListener, cl : CSSListener, pl : ParserListener)
+create(source : Object, type : JSAdapterType) : JSAdapter
+innerNameFormat(name String) : String
DefaultCSSBoxFactory
<<use>>
Obrázek 6.3: Implementace abstraktní továrny adaptérů
Kvůli snadnějšímu přístupu jsou objekty představující výstupní rozhraní uloženy jako
veřejné vlastnosti. Z toho důvodu není hlavní přístupový bod modelován jako rozhraní, ale
jako abstraktní třída. Oproti návrhu přibyla také nová vlastnost, kterou je objekt zpracová-
vající URL adresy používané v rámci HTML dokumentu. Účel této vlastnosti bude vysvětlen
v jedné z následujících podkapitol.
Metoda create se stará o obalování zdrojového DOM do příslušných instancí adaptérů.
Kromě zdrojového objektu vyžaduje ještě druhý parametr hrubě udávající typ požadovaného
adaptéru. K důvodu zavedení tohoto parametru se dostaneme při popisu konkrétní imple-
mentace továrny. Druhá metoda innerNameFormat byla zavedena z důvodu rozdílné repre-
zentace názvů ve zdrojovém DOM a rozhraní JavaScriptu. Podle standardu jsou v HTML
DOM reprezentovány názvy značek velkými písmeny a názvy atributů malými písmeny.
Při prohledávání DOM ale nemá záležet na velikosti písmen. Obě tyto pravidla prohlížeče
dodržují a tak je možné, že některé skripty budou např. jména značek porovnávat jenom
oproti řetězcům s velkými písmeny. Adaptéry tak převádí názvy na příslušnou velikost podle
standardu. Oproti tomu výchozí zdrojový DOM CSSBoxu převádí všechny názvy na malá
písmena a podle XML standardu při prohledávání rozlišuje velikost písmen. Protože se tedy
může měnit vnitřní reprezentace na základě použitého parseru, bylo logické přidat metodu
převádějící názvy na vnitřní reprezentaci do třídy, která je připravena pro výměnu při použití
jiného DOM.
Konkrétní implementaci továrny představuje třída DefaultCSSBoxFactory, která je ur-
čena pro výchozí parser používaný v CSSBoxu. V tomto případě představuje zmíněná me-
toda innerNameFormat pouze převod předaných řetězců na malá písmena a všechny operace
používající názvy pak bez problémů fungují. Nyní se vrátíme k metodě create a parametru
s výčtovým typem JSAdapterType. Továrna rozpoznává správný typ adaptéru na základě
třech vlastností. Prvním je standardizované rozhraní, které předaný objekt implementuje.
Pokud se pak jedná o objekt s rozhraním Element, je adaptér zvolen na základě názvu
HTML značky. Tento systém ale pracuje správně, pouze pokud konkrétní třídy dodržují
hierarchii standardu. Ta je velmi podobná hierarchii zdejších adaptérů, odmyslíme-li vý-
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chozí JSAdapter. Zdrojový DOM však používá třídu, která zároveň realizuje rozhraní Node,
NodeList a NamedNodeMap. Je proto potřeba dodatečná informace o typu vytvářeného adap-
téru. U operací prvků stromu není obecně možné určit, jaký přesný potomek odvozený od
typu Node byl získán. Je ale možné rozlišit všechny ostatní typy, které nejsou součástí struk-
tury stromu. Výčtový typ JSAdapterType proto představuje hrubý odhad typu výsledného
adaptéru, se kterým je již možné vytvořit správné instance.
Výjimku v centralizovaném vytváření instancí adaptérů tvoří třídy HTMLCollection a
HTMLOptionsCollection. Tím, že nejsou ve zdrojovém DOM vůbec implementovány, po-
žadují při svém vytvoření dodatečné informace k nastavení jejich přesného chování. Tyto
informace má vždy k dispozici vytvářející adaptér a zároveň přesně ví, co má být vytvořeno.
Takže je tato zodpovědnost ponechána na něm.
6.5 Pomocné třídy
Pro dokončení popisu všech částí podílejících se na vytvoření globálních objektů musíme
ještě uvést tři pomocné třídy, které zajišťují kompatibilitu s rozhraním webových prohlížečů,
a ty jsou následující:
• Window – Návrh se zmiňoval o dostupnosti kořenového uzlu dokumentu pod iden-
tifikátory document a window.document. Pomocí adaptérů ale získáme pouze onen
document. Třída Window proto vytváří atrapu jinak velmi rozsáhlého objektu, ve které
je jediná veřejná vlastnost obsahující referenci na kořenový strom uzlu.
• PrototypeDOMException – Výjimka DOM obsahuje ve své definici několik číselných
konstant reprezentujících třídy chyb. Příkladem třeba konstanta NOT_SUPPORTED_ERR
s hodnotou 9 reprezentující chybu metody, kterou daná implementace DOM nepodpo-
ruje. Tyto konstanty má být možné získat pod identifikátorem DOMException. V pří-
padě našeho příkladu je pak definované DOMException.NOT_SUPPORTED_ERR. Tato po-
mocná třída proto obsahuje definice těchto konstant, aby mohla být její instance zve-
řejněna jako globální objekt.
• PrototypeNode – Podle názvu lze určit, že má třída stejný účel jako ta předchozí.
Pouze se jedná o číselné konstanty reprezentující typy uzlů. Tyto konstanty už jsou
sice jednou definovány v adaptéru Node, u globálního objektu ale nechceme ostatní
metody adaptéru. Proto obsahuje pomocná třída pouze konstanty.
6.6 Zpracování skriptů
Se znalostmi předchozích podkapitol můžeme přejít k popisu třídy JSAnalyzer patřící do ba-
líčku js, která představuje vstupní bod pro práci s rozšířením, obsluhuje připojený CSSBox
a zajišťuje interpretaci skriptů. Diagram 6.4 zachycuje ve zjednodušené podobě samotnou
třídu a také její hlavní vazby na ostatní třídy patřící do rozšíření.
Jediný dostupný konstruktor přijímá dva parametry. Jedním z nich je instance třídy
DOMAnalyzer (připravený CSSBox) a druhým je URL adresa zpracovávaného dokumentu.
Jedná se o stejnou URL adresu, která se předává CSSBoxu. Ten ji ale neumožňuje zpětně
vrátit ve stejné podobě, proto je do JSDOMBoxu předávána zvlášť. Při vytvoření objektu
se automaticky nachystá engine Rhino. Dále se připraví prázdné implementace rozhraní pro
výstupní události, které se použijí v konstruktoru továrny. Pomocí této továrny se ještě
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+JSAnalyzer(da : DOMAnalyzer, basePath : URL)
+setHTMLListener(htmlListener : HTMLListener)
+setCSSListener(cssListener : CSSListener)
+setParserListener(parserListener : ParserListener)
+setJSEngine(engineName : String)
+setJSAdapterFactory(jsaf : JSAdapterFactory)
+run()
#getScripts(doc : Element) : List<String>
#execute(script : String) : boolean
JSAnalyzer
JSAdapterFactory Window PrototypeDOMExceptionPrototypeNode
<<Interface>>
HTMLListener
<<Interface>>
CSSListener
<<Interface>>
ParserListener
<<use>>
<<use>>
<<use>>
Obrázek 6.4: Diagram třídy pro zpracování skriptů
vytvoří výchozí adaptér dokumentu a k němu pak i instance pomocných tříd. Ve výsledku
je získaný objekt připravený na provedení skriptů.
Díky skupině setterů ale ještě můžeme pokračovat v pokročilejším nastavování. Zadáním
názvu enginu, dostupného v rámci skriptovacího API, můžeme vynutit přechod na jeho
použití. Můžeme také změnit instanci továrny, čímž automaticky dojde k nové přípravě
globálních objektů. Anebo je možné v současné továrně měnit instance tříd implementujících
výstupní rozhraní.
Pro provedení skriptů je připravena metoda run. Vzhledem k současným omezením byl
zvolen jednoduchý postup pro jejich získání a interpretaci. Soukromá metoda getScripts
slouží k nalezení všech obsahů značek <script> obsažených v dokumentu. K tomu se využije
standardní metoda DOM na kořenovém uzlu stromu, která umí vyhledat všechny značky se
zadaným názvem. Obsahy těchto nalezených značek jsou pak postupně uloženy do kolekce.
Není řešena podpora a načítání externích skriptů, stejně jako případná detekce jiného typu
jazyka ve značce skriptu. Metoda run nejdříve vytvoří provázání globálních objektů s en-
ginem. Jednotlivé položky kolekce jsou následně postupně předávány do soukromé metody
execute. Ta nechá interpretovat předaný obsah. Není zde řešeno zabezpečení, pouze jsou
případné výjimky vypsány na chybový výstup. Pokud se při interpretaci narazí na libovol-
nou chybu, dochází k ukončení skriptu a nahlášení výjimky s tím, že je ale metoda run
ukončena standardně a při běžném postupu se pokračuje přepočtem kaskádových stylů a
zobrazením dokumentu.
6.7 Práce s atributy
Nejvíce zastoupenými operacemi v rámci HTML rozhraní, a tím pádem i zdejších adaptérů,
jsou gettery a settery atributů. V případě Core rozhraní je na všechny atributy uzlů po-
hlíženo jako na textové řetězce. U HTML rozhraní jsou definovány vlastnosti, které vždy
kopírují důležité atributy u daných elementů a umožňují tak jejich pohodlnější používání. In-
terně se do DOM sice stále ukládají v textové podobě, ale může se s nimi pracovat odlišným
způsobem. Následující seznam představí všechny typy přístupů použitých ve vytvořených
adaptérech a nastíní způsob jejich implementace. Obecně platí, že převod reprezentace s kon-
trolou hodnot provádí gettery, v případě setterů se hodnoty vždy pouze převedou na řetězec
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a uloží. Standard neuvádí, jak by měl převod probíhat, a ani v jiných dokumentacích se mi
nepodařilo najít přesnou definici. U webových prohlížečů se tyto převody navíc někdy mírně
liší. Implementované chování se tak snaží napodobit webový prohlížeč Mozilla Firefox a to
podle výsledků testů používaných při vývoji.
• Textové atributy – I u HTML rozhraní jsou textové vlastnosti a v takovém případě
se s nimi pracuje naprosto stejně jako v Core rozhraní. Hodnoty jsou tedy brány a
zapisovány do atributů bez jakéhokoliv převodu.
• Boolean atributy – U těchto atributů se kontroluje pouze jejich přítomnost v DOM.
K tomu lze využít Core metodu hasAttribute. Při nastavování je tak při hodnotě
true vytvořen atribut s prázdnou hodnotou a v případě false je atribut odstraněn.
• Číselné atributy – Jsou zde používány pouze celočíselné reprezentace. Mohou ale být
znaménkové a bezznaménkové. Převod probíhá obdobně jako v jazyce C, přeskočí se
bílé znaky a poté se zpracuje počáteční část řetězce odpovídající formátu pro zá-
pis čísel. Každý takovýto atribut má také určitou výchozí hodnotu, která je vrácena
při chybném převodu nebo pokud je případně výsledkem záporná hodnota. Výchozí
hodnoty bylo nutné určit podle webových prohlížečů. V případě rozhraní, která již
v nejnovějším standardu nejsou, byly výchozí hodnoty zvoleny podle staršího webo-
vého prohlížeče Internet Explorer 8.
• Výčtové atributy – Jedná se o textové atributy, které mají specifikovanou množinu
povolených hodnot. V takovém případě je obsah nejdříve převeden na malá písmena a
následně porovnán pomocí přepínače. Hodnoty pro přepínač, včetně výchozí hodnoty,
lze v tomto případě zjistit ze specifikace HTML 4.01. [11]
• URI atributy – Také to jsou textové atributy, ale v rámci HTML představují URI
adresu. Jejich hodnoty jsou vždy převáděny na absolutní cestu. O přesném způsobu
převodu blíže pojednává následující podkapitola.
6.8 Zpracování URI adres
Pro práci s URI adresami byla v balíčku global.util vytvořena třída HTMLURI. Přístup
k její instanci je pro adaptéry zajištěn v rámci abstraktní továrny, jak bylo představeno na
diagramu 6.3. Diagram 6.5 poté detailně znázorňuje samotnou třídu. Výchozí implementace
továrny používá své první dva parametry konstruktoru právě k inicializaci této třídy.
V HTML se počáteční adresa, používaná pro vytvoření absolutní cesty, vypočítává za
pomocí dvou informací. První z nich je adresa, ze které byl dokument načten a kterou dodá
klientské prostředí. Druhou je obsah atributu href značky <base>, která se udává v rámci
hlavičky a má vyšší prioritu. V případě, že je obsahem atributu relativní cesta, odpovídá
výsledek jejich kombinaci. Výpočet této počáteční adresy zvládá i CSSBox, umožňuje však
přístup pouze k výsledné hodnotě. V rámci adaptérů je ale nutné pružně pracovat s oběma
informacemi dle aktuálního stavu DOM.
Třída HTMLURI si udržuje počáteční adresy za pomocí vlastností documentBasePath a
htmlBasePath, které jsou ve formátu URL, s nímž běžně pracuje CSSBox. V případě roz-
hraní adaptérů je ale nutné výsledek převést na ASCII reprezentaci URI, aby odpovídal stan-
dardu. O to se stará soukromá metoda encodeUrl. Pomocí metody recomputeHTMLBasePath
lze vynutit přepočet počáteční cesty, což se hodí v případě, že došlo ke změně značky <base>.
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#jsaf : JSAdapterFactory
#doc : Document
#documentBasePath : URL
#htmlBasePath : URL
+HTMLURI(jsaf : JSAdapterFacotry, doc : Document, basePath : URL)
+recomputeHTMLBasePath()
+getAbsolutePath(path : String) : String
+getAbsolutePath(path : String, html : boolean) : String
+getAbsolutePath(path : String, html : boolean, keepEmpty : boolean) : String
#encodeUrl(url : URL) : String
+getDocumentDomain() : String
+getDocumentURL() : String
HTMLURI
Obrázek 6.5: Diagram třídy HTMLURI
Tři varianty metody getAbsolutePath slouží k běžnému použití pro adaptéry a zo-
hledňují možnosti požadovaného chování. Parametrem html lze ovlivnit použití vypočtené
počáteční adresy nebo původní adresy dokumentu. Parametr keepEmpty pak řeší situace,
kdy je při prázdném obsahu atributu v některých případech požadováno vrácení absolutní
cesty a v jiných se nechává prázdný obsah. Poslední dvě metody v diagramu jsou určeny
pro hlavní adaptér dokumentu. Pracují s původní adresou a umožňují ji buď celou anebo
pouze s částí domény získat v převedené ASCII podobě.
6.9 Algoritmy pro průchod stromové struktury
Druhou a zároveň poslední skupinu častých operací tvoří rozličné průchody stromové struk-
tury dokumentu. Ostatní operace jsou již většinou specifické pro konkrétní element a umož-
ňují především tvořit nové uzly stromu a komunikovat s klientským prostředím. Algo-
ritmy pro průchod DOM jsou navrženy jako statické metody a nacházejí se uvnitř balíčku
global.util ve třídách DOMTraversal a HTMLTraversal. Vyžadují pouze správné nasta-
vení chování a předání reference na počáteční uzel, který vždy odpovídá uzlu požadujícímu
danou operaci, takže je mohou adaptéry využívat napřímo.
Při realizaci těchto operací se používá Core rozhraní a především pak metody dostupné
v rozhraní Node. Pomocí metody getNodeName se porovnávají názvy značek. Metodou
getParentNode lze získat rodičovský uzel a pomocí výsledku metody getChildNodes mů-
žeme iterovat nad potomky současného uzlu. Při hledání určitého rodičovského uzlu vždy
pouze systematicky navštěvujeme následující rodičovské uzly a to dokud nenajdeme po-
žadovaný nebo se nedostaneme ven ze stromové struktury. Během zanořování se převážně
využívá preorder průchod stromem, kdy se nejdříve zkontroluje obsah aktuálního uzlu a ná-
sledně je funkce popořadě rekurzivně volána na všechny potomky. Výjimku v tomto systému
tvoří HTML tabulky, u kterých nemusí fyzické uspořádání uzlů odpovídat logickému.
Nejvíce jsou tyto algoritmy používány v rámci HTML kolekcí, kam také patří speciální
případ pro tabulky. Dále se používá onen přímý algoritmus pro nalezení konkrétního rodi-
čovského uzlu a to hlavně u prvků formuláře, které chtějí znát svůj formulář. Pokročilejší
případ představují elementy, které chtějí znát index své pozice v rámci jiného elementu.
V tomto případě se nejdříve vyhledá požadovaný rodič a následně se počítá počet vyho-
vujících uzlů při zanořování, než se narazí na volající uzel. Třída DOMTraversal obsahuje
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jediný algoritmus, který umí vrátit první uzel, jehož hodnota zvoleného atributu se shoduje
s vyhledávanou. Ten se používá v Core rozhraní pro metodu getElementById, která ve zdro-
jovém DOM nefunguje korektně. Předchozí algoritmy jsou součástí třídy HTMLTraversal a
některé z nich budou blíže představeny v následujících dvou podkapitolách.
6.10 HTML kolekce
Třídy HTMLCollection a HTMLOptionsCollection představují adaptéry, které ve vlastní
režii implementují HTML kolekce. Při dalším popisu mezi nimi nemusíme rozlišovat, druhá
třída se totiž používá jen u značky <select> a chová se naprosto stejně, pouze umožňuje
volitelně implementovat možnost nastavení velikosti kolekce. Podle standardu jsou všechny
kolekce používané v rámci DOM takzvaně živé, to znamená, že jejich obsah vždy odpovídá
aktuálnímu stavu dokumentu. Pokud si vytvoříme kolekci odkazů a následně do dokumentu
vložíme nový odkaz, musí být také zahrnutý do předchozí kolekce. Jako nejvhodnější řešení
se prozatím ukázal způsob, při kterém si kolekce pamatuje pouze výchozí uzel a svoje nasta-
vení. Při každém dotazu je pak odpověď znovu vypočítána podle aktuálního stavu DOM.
Toto řešení nemusí být ideální z hlediska rychlosti, pokud se mezi jednotlivými voláními
nemění struktura dokumentu, jiná řešení by ale musela zahrnovat systém na správu kolekcí
a zajišťovat jejich průběžnou úpravu. V rámci kolekcí jsou používány následující tři operace
a s nimi i příslušné algoritmy na procházení stromu:
• length – Vrací počet prvků kolekce. V tomto případě prochází algoritmus celou část
podstromu od výchozího uzlu a počítá vyhovující uzly.
• item(int index) – Slouží k získání uzlu specifikovaného indexem počítaným od nuly.
Zde algoritmus prochází podstrom pouze do doby, než je nalezen požadovaný uzel.
• namedItem(String name) – Tato metoda provádí vyhledávání nad uzly patřícími do
kolekce. Vrací se první uzel, jehož název odpovídá zadanému. Nejdříve se kontroluje
shoda s atributem id. Při neúspěchu se v druhém pokusu hledá shoda s atributem
name. Algoritmus prochází postupně podstrom a při nalezení vhodného uzlu zkontro-
luje atribut, pokud se jedná o shodu, předá se nalezený uzel a vyhledávání končí.
Jednotlivá použití vyžadují různorodé seskupení uzlů a tak je nutné řešit, jak v rámci
algoritmu zpracovat všechny vyhovující kombinace. Po sesbírání požadavků ze standardu
pro HTML DOM byly do kolekcí a algoritmů přidány následující možnosti nastavení:
• Vyhledávání podle značek – Téměř všechny adaptéry vyžadují ve výsledku pouze urči-
tou HTML značku nebo případně skupinu značek. Předává se proto pole názvů značek,
oproti kterým jsou uzly porovnávány.
• Vyhledávání podle názvu – Výjimku z předchozího pravidla tvoří možnost, kdy se
vyhledává na základě atributu name. Tato dvě nastavení jsou tak navzájem výlučná.
• Přeskakované značky – Pokud pracujeme s elementy, které se mohou zanořovat, mů-
žeme chtít omezit prohledávání pouze na aktuální kontext. Například v kolekci řádků
tabulky nechceme mít i řádky jiné zanořené tabulky. Přeskakovaných značek může být
více a tak se taktéž předávají jako pole.
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• Požadovaný atribut – Dále mohou vyhovovat pouze uzly, jenž mají nastavený určitý
atribut. Například pro kolekci odkazů vyhovují pouze značky <a>, které mají zároveň
nastavený atribut href.
Uvedený popis platí pro kolekce, u kterých se využívá preorder průchod stromem. Ko-
lekce tabulek pracující s logickým uspořádáním používají upravené verze algoritmů. Aby
bylo možné rozlišit tyto dva typy kolekcí, byl vytvořen výčtový typ HTMLCollectionType
obsahující hodnoty NORMAL a TABLE, ten se pak uvádí v konstruktoru kolekce.
6.11 HTML tabulky
V tabulkách můžeme nalézt i běžné použití kolekcí a to například u rozhraní řádků, kdy se
pracuje s jednotlivými buňkami. Pokud ale pracujeme s řádky v rámci celé tabulky, přechází
kolekce na logické uspořádání, které nemusí odpovídat reálné struktuře DOM. Představíme si
proto strukturu tohoto logického uspořádání a následně bude nastíněn způsob implementace.
Potomky značky <table> mohou být dle standardu HTML 4.01 značky <caption>,
<col>, <colgroup>, <thead>, <tfoot> a <tbody>. Při detekci řádků jsou pak pro nás re-
levantní pouze poslední tři představující záhlaví, zápatí a obsah tabulky. V běžné praxi
se tyto značky příliš nepoužívají a do tabulky se začnou zapisovat přímo jednotlivé řádky.
V takovém případě je parser při konstrukci DOM automaticky obalí do značky <tbody>.
Standard sice zavadí restrikce na počet a umístění jednotlivých částí, obecně ale musí webové
prohlížeče zvládnout zpracovat i nevalidní dokumenty a tak se mohou v DOM vyskytovat
představené části v libovolném počtu i libovolném uspořádání. Logické pořadí průchodu ta-
bulkou je pak rozděleno na skupiny podle jednotlivých značek. Nejdříve se prochází všechna
záhlaví, následně obsahy a nakonec zápatí. V rámci každé skupiny jsou již uzly seřazeny
podle jejich reálného výskytu a obsah se prochází běžným způsobem.
V kolekcích tak musí dojít ke změně algoritmů u operací pro získání konkrétního uzlu
a vyhledávání uzlu podle názvu. Počet prvků není jiným uspořádáním ovlivněn. Oba algo-
ritmy využívají své předchozí verze, ale zavádí rozdílný první krok. V tomto kroku se vždy
naleznou skupiny jednotlivých značek a ve skupinách se nad každým uzlem volá původní
algoritmus. Při hledání uzlu s konkrétním indexem je mezi voláními samozřejmě uchována
aktuální pozice. Kromě kolekcí bylo potřeba stejným způsobem modifikovat i algoritmus,
který získává číslo indexu pro rozhraní řádku tabulky.
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Kapitola 7
Testování
Poslední neprobranou část z připraveného plánu postupu vývoje představuje testování imple-
mentace a vyhodnocení kompatibility a výkonnosti. Začátek kapitoly se zaměří na nastínění
navrženého systému testování a popíše strukturu testů. Další část pojednává o aktuálních
možnostech kontroly kompatibility a diskutuje případné méně vyhovující části. Závěr kapi-
toly pak představí výsledky testů porovnávajících rychlost JSDOMBoxu s enginem Rhino
oproti vybraným webovým prohlížečům.
7.1 Metodika testování implementace
Před samotným začátkem práce s testy bylo potřeba vymyslet, jak vytvářené rozšíření vů-
bec testovat. Implementačním jazykem je Java, ale výsledné výstupy jsou vidět na HTML
stránce a v proměnných JavaScriptu. Testování na úrovni Javy bylo po úvodním promyšlení
zavrženo. O jistou detekci základních chyb se postará vývojové prostředí Eclipse a pro správ-
nou funkčnost jsou především důležité výstupy v prostředí enginu Rhino, které by bylo ve
větším rozsahu složité získávat zpět do Javy a porovnávat s aktuálním stavem DOM. Někdy
nás zajímá také konečné rozložení z CSSBoxu, což by vytváření testů ještě více kompliko-
valo. Z konce kapitoly návrhu dále vyplývá, že při zjišťování chování některých metod je
nutné porovnání s reálnými webovými prohlížeči, protože definice ve standardu nezahrnují
přesné implementační detaily. Značnou výhodu by proto přineslo, pokud by šly vytvořené
testy použít jak v JSDOMBoxu tak i ve webových prohlížečích. Ještě je nutné uvést, že
volba testování na přesné výstupy operací by nebyla vyhovující. Výsledky se totiž úplně
neshodují ani u nejznámějších webových prohlížečů a drobné odchylky nemusí představovat
problém. Určité rozdíly může způsobit například i použití jiného HTML parseru a to by
komplikovalo regresivní testování při budoucím vývoji.
Pro testování se nakonec zvolila varianta v podobě HTML stránek se zabudovanými
skripty. Skripty jsou vždy vloženy na konec obsahu a nepoužívají se v externí podobě, aby
se respektovala současná omezení. To až na výjimky umožňuje jejich spuštění jak v JSDOM-
Boxu, tak i ve webových prohlížečích. Výsledky jednotlivých výstupů jsou vždy zapisovány
do DOM takovým způsobem, aby je bylo možné vidět při běžném zobrazení stránky. Ne-
výhodu této varianty představuje nutnost vizuální kontroly, což znemožňuje vytvoření plně
automatických testů. Obecná struktura testovací stránky vypadá následovně a je dodržo-
vána především u testů rozhraní jednotlivých HTML značek. Titulek stránky uvádí název
skupiny testů. Následuje část pro výpisy testů, která je rozdělena na jednotlivé testy, u nichž
je pak vždy uvedeno, co se testuje a jaké jsou správné výsledky. Pod tímto výpisem se na-
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chází část s vloženými testovanými značkami. V ní není nutné nic kontrolovat, bylo pouze
potřeba vyhradit prostor pro zobrazení testovaného obsahu. Na konci je pak onen skript, kde
jsou v komentáři nejdříve uvedeny požadované výsledky pro aktuální implementaci JSDOM-
Boxu. Následné příkazy volají testované operace a výsledky prezentují zápisem na příslušná
místa úvodního výpisu.
Metodika testování se lišila v závislosti na aktuálně implementované části. V případě
Core DOM první i druhé úrovně došlo ke kontrole až po naprogramování všech adaptérů.
Pro výpis výsledků do HTML stránky je totiž nutné použít hned několik základních roz-
hraní a nejde tak začít testovat po jednotlivých částech. Navíc je chování těchto operací
převážně hotové přímo ve zdrojovém DOM a tak adaptéry pouze delegují požadavky a
obalují výsledky. Výsledné testy jsou jednoduché a slouží k ověření základní provozuschop-
nosti rozšíření. Při kontrole různých metod je pomocí výsledků zároveň testována struktura
DOM, kterou vytvořil aktuálně používaný HTML parser. U části HTML DOM byla ale
naopak snaha o aplikaci postupu vývoje řízeného testem. Okolnosti k tomu totiž vytvořily
téměř ideální podmínky. Začneme přípravou testu, kdy pomocí standardu můžeme odhad-
nout okrajové hodnoty pro různé chování. Spustíme test ve webovém prohlížeči a zjistíme
správné výsledky. Nakonec rozšiřujeme JSDOMBox dokud neprojde testem. Testy této části
díky tomu zahrnují všechna implementovaná rozhraní a ověřují všechny vlastnosti i metody.
Testováno je i použití hraničních a nevalidních hodnot, aby se přesněji určily správné reakce.
Zbytek podkapitoly zkráceně představí vytvořené testy. Samotné testy v sobě nepopisují
důvody vzniku a tak je u některých z nich tato otázka zodpovězena v rámci představení:
• dom-core1_basic-usage.html – Jedná se o modifikovaný test převzatý z portálu Mozilla
Developer Network, který ověřuje základní funkce Core rozhraní. Původní statický
obsah stránky se přepíše novým, který byl vytvořen jen za pomocí JavaScriptu.
• dom-core1_attribute-style.html – Byl vytvořen pro ověření překreslování CSSBoxu.
Nadpisům je změněna barva a testuje se, jestli se změna projeví ve výsledku.
• dom-core1_document-structure.html – Testuje strukturu DOM vytvořenou HTML
parserem. Názvy jednotlivých uzlů celého dokumentu jsou vypsány do řádku. Pro
porovnání jsou zobrazeny předpočítané výsledky z prohlížeče Mozilla Firefox 27 a
Internet Exploreru 8. Výsledek by se měl ideálně podobat prvnímu z nich.
• dom-core2_constants.html – Zde se kontroluje správná funkce pomocných tříd.
• dom-core2_table-structure.html – Testuje strukturu DOM pro tabulku. Kontroluje
jestli parser automaticky vytváří uzel pro obsah tabulky.
• dom-core2_square-bracket-notation.html – Jako jediný momentálně nefunguje. Testuje
přístup ke kolekcím přes hranaté závorky, který nelze v integrovaném Rhinu zprovoznit.
Více o tomto problému pojednává část věnovaná kompatibilitě.
• dom-html2_name-size.html – Ověřuje převody velikosti názvů značek a atributů.
• dom-html2_uri-format.html – Protože je při testování URI nutné pracovat se značkou
<base>, jsou všechny složitější testy těchto vlastností seskupeny do jednoho testu.
• dom-html2_frame-htmlelements.html – Při vytváření testů pro rozhraní rámů bylo vy-
užito skutečnosti, že s nimi CSSBox nepracuje a tak nijak nekontroluje jejich pozici.
Tento soubor pak v normálním webovém prohlížeči funguje správně, ale proto nezob-
razí výsledky testů.
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• Ostatní testy – Zbylé soubory se zaměřují na kontrolu rozhraní pro jednotlivé elementy
a není k nim potřeba uvádět žádné zvláštní informace. Mezi soubory nelze nalézt přímo
konkrétní test na HTML kolekce. To je způsobené tím, že jsou kolekce testovány
v rámci jiných rozhraní, která je vždy vytvářejí se specifickými požadavky.
7.2 Vyhodnocení kompatibility rozšíření
Nejlepším měřítkem pro vyhodnocení kompatibility by bylo použití testovacích balíčků vy-
tvořených přímo sdružením W3C. Ty jsou dostupné pro všechny tři části standardu, které
tato práce implementuje. V současném stavu ale není jejich použití možné. Největší pro-
blém představuje nutnost podpory rámů a schopnost dynamické změny jejich obsahu. To
zatím CSSBox neumožňuje. Dále by bylo nutné zprovoznit interpretaci skriptů z externích
souborů a mnoho chyb by se generovalo i kvůli stávajícím omezením. Nutno uvést, že tyto
testy plně nesplňují ani webové prohlížeče, což je ale nejspíše způsobeno podporou novějších
standardů. Například Mozilla Firefox 28, v testech pro Core DOM úrovně 1, projde 238 testy
z celkových 283. Kompatibilitu tak nyní zhodnotíme pouze z hlediska známých omezení a
odchylek. Hodnocení se zaměří na standardy DOM, které představují hlavní náplň práce.
• Současná omezení CSSBoxu a HTML parseru – Z dříve popsaných částí je jasné, že
bude docházet k problémům při používání operací vyžadujících reakce od klientského
prostředí a parseru dokumentu. Metody jsou v adaptérech implementovány, nedojde
tak k chybě, která by ukončila skript, ale současné řešení buď neprovádí žádné akce
anebo jako výsledek vrací stále stejné výchozí hodnoty. Vytvořením funkční imple-
mentace výstupních rozhraní lze všechny tyto problémy vyřešit.
• Notace hranatých závorek – Použití integrované verze Rhina přineslo kromě bezpeč-
nostních rizik také některá omezení, která se projevila až v průběhu vývoje. Standardy
DOM obsahují přílohu popisující navázání do jazyku JavaScript. Od druhé úrovně tato
příloha u všech typů kolekcí uvádí alternativní přístup k jednotlivým položkám přes
notaci hranatých závorek, to platí jak při hledání podle indexu, tak i podle názvu.
Například je tak možné uvést document.links[0] pro získání prvního odkazu doku-
mentu. Integrované Rhino neumožňuje podobný přístup vytvořit. Opravu lze provést
modifikací knihovního Rhina. Případně engine Nashorn by měl toto chování imple-
mentovat automaticky pro všechny kolekce.
• Viditelné metody getterů a setterů – Když se v rámci adaptéru vytvoří getter nebo
setter určité vlastnosti, je s ním uvnitř skriptů možné pracovat jako s vlastností,
ale zároveň zůstane přístupný i jako metoda. Integrované Rhino nenabízí možnost
modifikace tohoto chování. Nejedná se o závažný problém, nicméně vytváří odchylku
ve schopnostech rozhraní. Řešením je opět úprava knihovny Rhina.
• Rozhraní výjimek – Podle popisu Rhina jsou všechny veřejné části tříd zveřejněny
i uvnitř skriptů. Toto chování neplatí v případě výjimek. Podle standardu by měla
mít každá výjimka veřejnou vlastnost code, která obsahuje číslo chyby. Implementace
v Javě má tuto vlastnost vedenu jako veřejnou, ale uvnitř skriptů se k ní není možné
dostat. Řešení lze připravit stejně jako u předchozích dvou bodů.
• Nepodporovaná volitelná rozšíření – Určité části standardu jsou definovány jako voli-
telné a týkají se především práce s XML a jmennými prostory, ty nejsou při zpracování
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HTML příliš relevantní a tak je JSDOMBox neimplementuje. Mozilla Firefox ale na-
příklad interně využívá XML správu nastavení a v rámci jednotné implementace DOM
tato rozšíření podporuje. V ostatních prohlížečích se podpora různí, ale mohlo by se
stát, že je budou skripty používat. Při zprovoznění by se musely blíže prozkoumat
například otázky výchozích jmenných prostorů, které podle předběžného průzkumu
současně používaný parser neřeší.
• Struktura zdrojového DOM – Výsledky operací jsou závislé na struktuře zdrojového
DOM. Oproti webovým prohlížečům se tak mohou někdy lišit a to hlavně při zpra-
cování nevalidních dokumentů, kdy není přesně specifikováno správné chování. Tento
problém ovlivní hlavně používaný HTML parser a týká se obecně celého CSSBoxu.
• Výchozí hodnoty – Jsou především přebrány z prohlížeče Mozilla Firefox 28, některá
rozhraní druhé úrovně ale nejnovější standard zrušil a tak bylo potřeba hledat jinde.
S tímto problémem pomohl Internet Explorer 8, který všechna rušená rozhraní ještě
má. Poslední překážku představovaly výchozí hodnoty velikosti obrázku. Mozilla Fi-
refox vrací skutečnou velikost načteného obrázku, to se ale v JSDOMBoxu nehodí,
protože CSSBox načítá obrázky až při vytváření konečného rozložení stránky. Inter-
net Explorer 8 vrací podivné velikosti, které nebylo možné podle ničeho rozeznat. Zde
se proto převzalo chování prohlížeče Google Chrome, který v HTML vlastnostech pro
velikost vrací ve výchozím stavu nulové hodnoty. Pro kompatibilitu by neměly mít
zvolené možnosti žádný závažnější vliv.
• Převod atributů na styly – Úvodní kapitola představující CSSBox zmínila metodu
attributesToStyles převádějící HTML značky reprezentující vzhled do podoby CSS
stylů, aby byl výsledek správně zobrazen. Původní značky ale v dokumentu zůstávají
a po provedení skriptů mohou být znovu přepočteny, kolize by tak mohla nastat pouze
v případě, že by se ve skriptech pracovalo nad nově přidanými styly. Pravděpodobnost
je však hodně malá a vzhledem k ostatním problémům můžeme tento rozdíl považovat
za zanedbatelný.
7.3 Vyhodnocení výkonnosti rozšíření
Poslední část testování představuje vyhodnocení výkonnosti rozšíření, to by mělo prokázat,
že je vytvořená implementace použitelná i pro složitější skripty. U testů výkonnosti je apli-
kovaný stejný systém jako u kontroly funkčnosti. Využívá se třídy Date, umožňující získat
aktuální čas, kterou Rhino automaticky zpřístupňuje ve skriptech. Před a po každém testu
se vytvoří její instance, čímž lze po vzájemném odečtení získat dobu trvání testu udanou
v milisekundách. Pro simulaci náročných skriptů používá každý test smyčku nebo skupiny
smyček, které zajistí mnohonásobné provádění definované akce. Otestována je nejdříve rych-
lost samotného Rhina a následně pak složitější části implementace, kdy se využívá znalosti
kódu a záměrně se testují pomalejší operace. Aby bylo výsledky možné porovnat, provedly se
stejné testy také na webových prohlížečích. Jako zástupci současných prohlížečů byli vybráni
Mozilla Firefox 28 a Google Chrome 34, starší prohlížeče reprezentuje Internet Explorer 8.
Vzhledem k nedávnému vydání Javy 8 by bylo vhodné otestovat také engine Nashorn, modul
jStyleParser, na kterém CSSBox závisí, ale zatím není s novou Javou kompatibilní. Všechny
testy jsou součástí souboru dom-html2_speed-test.html. Testování probíhalo na operačním
systému Windows 7 s procesorem Core 2 Quad Q6600 a tabulka 7.1 prezentuje naměřené
výsledky. V následujících bodech jsou pak jednotlivé testy podrobněji představeny.
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Čas [ms] JSDOMBox Firefox Chrome IE8
Test 1 460 1 4 43
Test 2 720 18 20 395
Test 3 490 22 15 245
Test 4 245 3 7 60
Test 5 70 44 8 250
Tabulka 7.1: Výsledky výkonnostních testů
• Test 1 – Zaměřuje se na otestování samotného Rhina. Jedná se o smyčku, která má 100
000 opakování. Uvnitř smyčky se provádí výpočet jednoduchého výrazu používajícího
pouze základní matematické operace. Během testu je DOM dostupný přes globální
objekt, ale nijak se s ním nemanipuluje. Ve výsledcích můžeme vidět obrovský pro-
pad a to i proti letitému Internet Exploreru. Potvrdila se tak tvrzení, že Rhino není
optimalizováno na výkon. Tento problém se promítne i ve výsledcích ostatních testů.
• Test 2 – Provádí 10 000 opakování, při kterých čte a zapisuje do elementu dokumentu,
ten je vždy znovu vyhledán přes globální objekt document.
• Test 3 – Vytváří tělo tabulky velikosti 39x100 buněk zcela v režii JavaScriptu, včetně
textových uzlů pro obsah buněk.
• Test 4 – Prochází vytvořenou tabulku z předchozího testu pomocí HTML kolekcí a
to nejdříve po řádcích v logickém uspořádání a následně po buňkách v běžném uspo-
řádání. Obsahy buněk se během průchodu sčítají. Vzhledem k použité implementaci
živých kolekcí se jedná o nejnáročnější operaci a oproti předchozím dvěma testům je
možné vidět propad výkonu.
• Test 5 – Provádí 1 000 iterací, při kterých se opakovaně čte a zapisuje relativní URI
adresa atributu, která musí být rozhraním převáděna na absolutní adresu. U tohoto
testu se většina práce provádí přímo v Javě a rozhraní společně s enginem jen přeposílá
výsledky. Díky tomu zde můžeme vidět daleko vyrovnanější výsledky, i když je třeba
brát v potaz, že webové prohlížeče se navíc mohou mezi výpočty snažit překreslovat
vzhled stránky.
Celkově jsou časy JSDOMBoxu výrazně horší než u webových prohlížečů. Hlavně na
současných reprezentantech jsou pak vidět výsledky dlouhodobé optimalizace, se kterými
se nedá srovnávat. Oproti staršímu Internet Exploreru ale rozšíření nijak exponenciálně
nezaostává. První test ukázal, že značný podíl na vysokém času má engine Rhino. Lepší
výsledky tak lze očekávat pouze při přechodu na novější knihovnu Rhino nebo hlavně na
nový engine Nashorn. Větší propad v důsledku implementace adaptérů se ukázal jen u HTML
kolekcí, kde vždy každý dotaz znovu prohledává DOM. I zde ale můžeme očekávat nárůst
výkonu změnou enginu. Pokud vezmeme v úvahu, že je CSSBox hlavně analytický nástroj, a
počítáme se současnými omezeními, nejsou výsledné časy nijak neúnosně vysoké. Rozšíření
by tedy mělo jít pro účely projektu použít i u složitějších skriptů.
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Kapitola 8
Závěr
Cílem této práce bylo vytvořit rozšíření pro experimentální renderovací stroj CSSBox, které
umožní dynamickou manipulaci s dokumentem pomocí JavaSriptu, jenž je obsahem ana-
lyzovaných webových stránek. Tento text postupně prošel všemi částmi návrhu a vývoje
požadovaného rozšíření. Začátek představil strukturu projektu CSSBox a jeho rozdělení na
moduly. Také ukázal příklad běžného použití dvou hlavních modulů, na které se bude roz-
šíření napojovat. Další část zmapovala v současnosti relevantní enginy JavaScriptu a jejich
schopnost spolupráce s Javou. Hlavní pozornost byla věnována enginu Rhino a výběru jeho
správné implementace, která zásadně ovlivní další části návrhu. Teoretickou část zakončila
kapitola věnovaná objektovému modelu dokumentu používaného ve webových prohlížečích.
Dokumentace prohlížeče Mozilla Firefox posloužila k průzkumu používaných rozhraní a ná-
sledně byly popsány standardy sdružení W3C, které představují klíčový základ pro podporu
dynamické manipulace s dokumentem. Návrh se nejdříve zaměřil na stanovení současných
limitů projektu CSSBox a v jejich rámci rozhodnul o množině implementovaných standardů
a postupu připojení rozšíření. Zbytek návrhu popsal obecný koncept realizace využívající
návrhové vzory a zajišťující možnost navázání pro další diplomové práce. Na konci byl také
představen plán postupu vývoje. Kapitola implementace přinesla popis struktury vytvoře-
ného rozšíření, ukázala výslednou podobu obecných konceptů návrhu a pojednala o složi-
tějších a nejčastějších problémech řešených při realizaci rozhraní ze standardů. Práci zakon-
čila část věnovaná testování. Ta představila metodiku funkčních testů a jejich začlenění do
procesu vývoje. Zhodnotila kompatibilitu vytvořeného rozšíření vzhledem k realizovaným
standardům. A také ukázala rychlost vzniklého řešení ve srovnání s webovými prohlížeči.
Výsledkem práce je funkční řešení realizující podporu dynamické manipulace s dokumen-
tem a to v rámci stanovených standardů a současných limitů explicitně uvedených v tomto
textu. Rozšíření je možné volitelně navázat na běžný postup práce s CSSBoxem a zvýšit tak
jeho dosavadní schopnosti. Dodrženy jsou i navržené principy umožňující budoucí vývoj a
provázání s novými moduly. Řešení bylo vyvíjeno s otevřeným zdrojovým kódem, ten je tak
dostupný na serveru GitHub1, kde je v současnosti zveřejněn i celý projekt CSSBox.
Tato diplomová práce, spolu s aktuálně dokončovanou diplomovou prací Bc. Radima
Loskota, otevírá mnoho možností pro další vývoj CSSBoxu z hlediska práce s JavaScriptem.
Zmíněná druhá diplomová práce je zaměřena na úpravu skriptovacího enginu, pokročilé
zpracování skriptů a rozšíření klientského rozhraní. Jako první možnost se proto nabízí spo-
jení těchto dvou rozšíření do jediného celku. Pokud se podíváme čistě na toto rozšíření, další
vývoj by mohl představovat přidání podpory standardu DOM pro kaskádové styly. Bylo by
1https://github.com/Gals42/JSDOMBox
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nutné prostudovat W3C standard DOM Level 2 Style spolu s moduly jStyleParser a CSSBox,
rozšířit rozhraní CSSBoxu o metody zveřejňující celé struktury objektů kaskádových stylů a
v JSDOMBoxu implementovat novou skupinu adaptérů. Možnost přímých změn stylů by si
pak nejspíše vyžádala i změny v modulu jStyleParser. Další možnost pro budoucí vývoj sa-
mozřejmě představuje realizace výstupních rozhraní, která JSDOMBox zveřejňuje. Jedná se
o zabudování nového inkrementálního HTML parseru schopného obsluhovat metody write
a writeln a dále také rozšíření klientského rozhraní v modulu SwingBox pro podporu vy-
žadovaných HTML událostí, to zahrnuje především rozšíření práce s formulářovými prvky.
Jiným směrem by mohlo být i zrychlování současného řešení. To by pak nejspíše zahrno-
valo zajištění kompatibility s Javou 8 a migraci na engine Nashorn. Pro HTML kolekce by
bylo také možné vymyslet systém přepočítávající výsledky operací pouze při relevantních
změnách dokumentu.
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Příloha A
Obsah DVD
Na přiloženém DVD lze nalézt následující soubory a adresáře:
• doc – Programová dokumentace
• src – Zdrojové kódy vytvořeného rozšíření
• tex – Zdrojové kódy této technické zprávy
• README.txt – Instalační manuál
• technicka-zprava.pdf – Tato technická zpráva
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