This paper identifies the philosophy of open architecture as a feasible vision capable of transforming modelling software packages into living products. This vision, invoked within the specific context of software production in the field of flood forecasting within the Environment Agency, promotes the emerging requirements and consensus of users, academics and software producers. In the past, the philosophy of closed architecture dominated the use, development resources and investment in modelling systems by producers and users. As closed architecture encourages the development of monolithic software products with limited scope for innovation by third parties, investments often do not return the value of their full potential. A consensus is emerging that this is no longer tenable.
INTRODUCTION
The Customer Charter of the Environment Agency for England and Wales has identified the flood forecasting and warning service as a life protecting measure, giving it the highest corporate priority. A range of drivers are promoting best practice in this service, most notably the Bye Report (Bye & Horner 1998) which criticised the disparity in the flood forecasting capabilities among the Environment Agency's regions. While an Agency-wide best practice is still being formed, one region with a strong track record on flood forecasting is currently procuring the replacement of its Flood Forecasting System (FFS).
The needs of this region are driven by the requirement to replace both an FFS and an ageing hardware system, which will cease to have software support. The disparity in this operationally critical process will be undermined. This risk has invoked the determination among the flood forecasting team in the Environment Agency to mitigate it.
Other organisations are also vulnerable to similar risks. This paper focuses on solutions to this risk. This paper uses systems approaches to explain the current status and the future of software applications in modelling hydraulic/hydrologic problems and further employs the concept of 'paradigm', as revisited by Khatibi (2003) . Kuhn (1962) It is postulated that software architecture is the building block for the shifts from one stage of the paradigm of software development to another, where architecture is defined as 'the conceptual structure and logical organisation of a computer or computer-based system'. Arguably, the current stage in the development of hydraulic software capabilities has persistently remained in the proliferating stage but the overall context is as follows:
• In the pre-paradigm period, empirical hydraulics reached the limits dictated by manual calculations.
• In the forming stage, computational speeds of IT-based tools offered a selective advantage for the development of computer programs and produced a major impact on science and technology, including hydraulics.
• In the proliferating stage, computer programs are transformed into software products under the umbrella of closed architecture, but it is not feasible to 'plug in' innovative off-the-shelf components directly to existing systems.
• In the norming stage, the requirement for open architecture prevails to provide interoperability in software systems, where third-party software engineers can attach off-the-shelf components from different producers into user-designed systems.
• • Why has such an architecture not emerged spontaneously?
• Is emergence fostered (top-down initiatives) or spontaneous (bottom-up initiatives)?
• Are initiatives of developing open architecture problem-specific (endemic/pandemic) or do they spread laterally (epidemic)?
Historic context
Since the 18th century, diversification of stakeholders in the emerging functions of rivers was an impetus to the development of open channel hydraulics. Although theoretical hydraulics was developed during the 19th and early 20th centuries, computational difficulties dictated the limits of its application. The advent of computers created a further impetus since the late 1950s, giving rise to the emergence of software tools. Those that would have been regarded as a software product in the early days are only of historic value for today's software users. This signifies waves of changes and three overviews are outlined in Table 1 for capturing the current status of software   development. The table presents: • Abbott's (1991) account of historic developments in hydraulic software capabilities.
• Brooks' (1995) account of historic developments in software development through reflecting on Sayers' 1941 book The Mind of the Maker.
• Khatibi's (2001) Arguably, Brooks' categorisation is closer to postulating software development as a paradigm, as presented in this paper.
The aim of this paper and the above historic reviews is to unravel the role of architecture in software development. The definition of architecture presented above (the conceptual structure and logical organisation of a computer or computer-based system) should be complementary to Brooks' definition that architecture is 'the complete and detailed specification of the user interfaces'. However, user interfaces become an issue in open architecture but not normally in closed architecture.
Currently, worldwide software architecture in hydraulic modelling is based on the capability of proprietary packages (developed for in-house use or sale) or bespoke packages (normally proprietary packages with additional user-specified enhancements). As long as there is one package which meets the needs of one organisation, the software architecture is not a problem. This is often not the case, as there are two problems to be solved:
(i) Re-organisation, especially in the public sector, can lead to the new organisation inheriting several packages, each with its own culture from its predecessors, such as the Environment Agency which inherited several river modelling and flood forecasting packages.
(ii) The various software packages are not compatible and therefore user-designed systems are not possible through client selection of the features from off-the-shelf software components.
THE PARADIGM OF MODELLING SOFTWARE AND ITS SUBSEQUENT SHIFTS
There is no denying that existing software products are versatile tools, which have made a remarkable contribution to science in general and to hydraulics in particular. However, there are also problems stemming from their architecture. Notwithstanding this, there is a remarkable willingness to address these problems, e.g. the HarmonIT project (http://www.harmonit.org/)-a fifth Framework Program (FP5) project within the R&D program of the European Community.
In order to understand inherent problems, the flexibility of existing software capabilities needs to be critically appraised. Figure 1 illustrates the framework for such an appraisal, which is a two-dimensional examination of a software tool for its capability for Heterogeneous modelling refers to the ability of using datasets from third-party software products. In quasiheterogeneous modelling, the choice of modelling datasets is restricted to those from a proprietary sub-system but in homogeneous modelling the choice is limited to only using native model datasets. Closed architecture software tools Attributes of the classification of software generations in hydraulics by Abbott (1991) . Note: these generations are similar to those illustrated by Long (1994) in relation to the development of computers and information technology. Khatibi et al. (2001) Closed architecture This is inherent in many worldwide hydraulic modelling practices, where the various components within one package are normally specific to its native software system and cannot be transferred into other packages without some intervention by their producers.
Quasi-open architecture Some features in a number of software packages potentially allow for a limited incorporation of off-the-shelf components, although there are not many such components marketed.
Open architecture
A fully open architecture is yet to be realised. However, the concept is feasible in terms of users designing their required systems and then assembling together a variety of off-the-shelf components from different producers without the need for any form of re-programming, this is sometimes referred to as the 'plug and play' concept.
being good at mathematics. These human computers were also employed in emerging large organisations to look after their accounts. This was also paralleled with an By the early 1980s some of these programs gained commercial value and there were incentives to make them data-steered and general-purpose. In the early 1990s front-end editors and back-end graphics were also provided. Equally some institutions released similar modelling software products, nominally free of charge and often referred to as 'freeware'. An outcome of these software tools was the ability to repeat, speed and convenience for customised solutions. A tool may be seen as a catalyst, facilitating the production without being exhausted and not altering it from one application to another. These attributes are embodied into software tools, defined as programs that direct the activities of the computer system by changing input data but not the source code. (ii) While consultants developing models are exposed to the same problems as model users such as the Environment Agency, in addition they have to maintain a store of proprietary software products.
(iii) Each of these products often contain many similar facilities that are repetitive but not transportable from one software environment to another, e.g. GIS or editor facilities within different packages. This incurs substantial costs that can be trimmed in a user-designed system. However, the other side of the coin is that competition among software vendors stimulates the development of creative and efficient support tools.
Software producers frequently transfer the same piece of software from one package to another and sometimes, in order to maintain their competitive edge, they have to produce a product from scratch that other producers specialise in. One explanation of this problem is that source codes written for a particular task may inherently be modular but under the culture of closed architecture the modularity structure is not transparent among different producers, leading to the following problems:
• Software products are normally monolithic in the sense that they prescribe a set of governing equations for each set of boundary, locally distributed, spatially distributed and control processes without being interoperable in precluding the usage of non-native modules.
• Model datasets cannot be transferred directly from one to another proprietary software product, i.e. • Richard M. Stallman (usually referred to as RMS) started the process in 1971.
• RMS formed the Free Software Foundation (FSF) to administer funds and resources for this development in 1985.
• A large quantity of free software, referred to as General Public License (GNU), became available for Unix-compatible operating systems but these needed a proprietary core to run.
• • RMS developed a set of values (Stallman 1998) stating that closed source infringed on the user's rights and set about writing a complete operating system, providing a platform for such rights.
• The open source label came out of a strategy is of paramount importance and this will be discussed further in this paper.
Overview
The shifts from the formation of a paradigm to its performing stage are not automatic and that from the forming to performing stage gets harder and harder. Although the building blocks (components) of a paradigm at the formation and proliferation stages bind to one another the components are treated one-at-a-time at the expense of losing their inter-component synergies. Khatibi (2003) argues that the forming and proliferating stages of a paradigm are driven by the law of natural selection, which is a blind architect capable of creating niche opportunities and changing fortunes. On both accounts-treating the components one at a time and following the law of natural selection-paradigms at these stages are opportunistic, meaning that there is a lack of foresight towards future directions.
The shift to the norming stage is associated character- • Although open architecture is viable, innovative applications still have to be developed containing many complex interactions between the various computational modules-the organisation of such modules is usually taken care of automatically in closed architecture environments.
• The environment for published interfaces also depends on stable and flexible institutions and partnering among the stakeholders.
• For an effective culture of open source, the barriers among users, producers and innovators need to be removed; an institutional arrangement is required to ensure the integrity of the software tools and an intelligent community has to be formed for the organic growth of the products in their common interest.
BUILDING BLOCKS OF OPEN ARCHITECTURE IN MODELLING
The 
Open shell
The open shell may be defined in terms of a modular software tool capable of:
• incorporating, operating or otherwise using the computational modules;
• facilitating the processing of raw or previously processed data through a range of input/output software modules, such as editors;
• facilitating utility modules such as inundation mapping. 
Modularisation of computational facilities
In an open architecture environment, modularisation must penetrate every part of the system and this includes computational facilities. This is a formidable problem, as Exchanges of data may be carried out using extendible markup language (XML) but the design of schemas are not discussed here. A method has been developed in the Environment Agency to categorise modelling techniques for flood forecasting and these are outlined by Khatibi (2002) and Khatibi et al. (2002a Khatibi et al. ( , 2002b and depicted in Figure 6 . Each category is associated with a number of techniques, which can conveniently be used to develop one interface per each category and each category of the techniques is called a computational 'module', as discussed by Khatibi et al. (2002b) . Figure 6 depicts the categories of modelling techniques discussed above and for hydraulic/hydrologic models of open channels they are: rules of thumb, empirical approaches, blackbox models, conceptual models, hydrological routing models, kinematic and hydrodynamic routing. Computational hydraulics for coastal forecasting, groundwater flow prediction models or even empirical approaches for snowmelt modelling are possible. Thus, categorisation may be used as a science-based tool for designing schemas.
Published interfaces
The legacy practices on input/output formats of software • the emergence of interacting user and producer communities;
• publishing interfaces or guidelines to formalise the practice/product;
• the emergence of champions and consensus builders to formalise the practice through manuals or codes of practice;
• designated authorities or standardisation institutes, taking note of the emerging good practices and standardising them.
This paper argues that there is an intelligent community of users, producers and innovators in hydraulic modelling practices and all are awaiting the realisation of userdesigned systems. It is in the common interest to invoke the formation of a movement towards the culture of userdesigned systems. The movement can be promoted by learned societies, scientific journals and conferences.
Organisations such as the Environment Agency can champion this cause, e.g. by supporting research committed to publishing their software interfaces.
Combining forecasting modules
User-designed systems are highly desirable, as innovative modular products become system-independent and the systems become 'living products'. The delivery of the open shell is one step towards assembling a range of computational modules to carry out flood forecasting but communication among the assembled computational modules is another obstacle to be overcome. A number of possible approaches are outlined below. org/), is currently underway and is formulating an appropriate architecture to meet the following aims:
to provide the means for implementing the Water Frame Work Directive; to underpin integrated modelling systems; and to emphasise managing ecology and water quality-acknowledging socio-economical dimensions (Gijsbers et al. 2002) .
Hierarchy
Modularisation through categorisation is only a solution for each modelling discipline but this falls short of maximising the synergy among different disciplines. This is the subject of a separate paper (under preparation) but one of its important aspects is the hierarchy introduced in Table 2 . A system of equations can be formulated to handle prediction problems, calibration problems, etc., This table is a generalisation of a similar one given by Dooge (1969) , as described in Mahmood & Yevjevich (1975) , where the terms used above are defined as follows. 
Some clarifications on terminology
The term 'computational module' is a compromise term, as:
• some of these modules are truly based on complex differential mathematical equations, which represent physical, hydrological and hydraulic processes,
• some of these modules are computerised but do not involve differential equations, e.g. blackbox or regression models, and
• even simple techniques such as 'rules-of-thumb' can be modules, which do not use a modelling engine but can be a significant tool in the computational environment.
It is also noted that many of the above modules are called Arguably transforming these capabilities into off-the-shelf modules are feasible but have yet to be realised. However, the cost effectiveness of these new developments is an issue but opportunities for off-the-shelf products are greater than these tangible but minor risks. This is because the potential market within the Environment Agency and outside it, on the international scale, is enormous. Some of the benefits of open architecture include:
• using existing model datasets whatever the proprietary packages,
• combining products for user-designed systems, • flexibility of using off-the-shelf innovative components, and
• creating competitive environments.
These substantial benefits must, however, be considered alongside the need for organisations, such as the Environment Agency, to deliver a reliable operational public service in flood forecasting and warning. Such 
