We are dealing with frequency domain open boundary electromagnetic field problems. According to Maxwell equations, the magnetic field H and the electric field E satisfy to the vector wave equations. Following developments are made only for the H field formulation. All the steps can be applied to the E field formulation as well.
The weak Galerkin formulation of the vector wave equation for H is given by (1) 
A penalty term is added to the formulation to avoid spurious reflections [1] . It makes the field divergence free. Its Galerkin form is given by (2) :
ABC is used to truncate the 3D finite element region and to minimize the spurious reflections due to the outer boundary of the FE domain. A 3D vector Engquist-Majda condition [2] is used. Outer surfaces are then rectangles, which is less mesh-consuming for a large number of geometries:
Finally, the formulation for scattering problems in term of total field is given by (4) . 
IMPLEMENTATION ON THE CLUSTER OF WORKSTATIONS
Algorithms designed to operate on scalar calculators do not fit to parallel distributed memory computers because data are interdependent. It is not sufficient to add directives of messages passing in a program to allow good performances. Algorithms have to be deeply modified. The key point to respect consists in minimizing the message passing because this step is expensive in CPU time.
The implementation of the formulation on such a computer has been made by using Performances are analyzed with the PARAGRAPH software. Because its utilization involves the manipulation of post-mortem files, parallel performances can be analyzed only with simple problems. A 60000 degrees of freedom problem is then used because it is the bigger matrix which can be solved on one processor (this step is necessary to evaluate the speedup). 
Assembling in parallel
Most of the parallel FE codes use domain decomposition techniques to assemble the FE matrix. These methods are efficient but they require a pre-processing step.
Moreover, the number of processors is limited by the decomposition method. This prevents the use of massively parallel computer.
Hence, we have preferred to perform the assembling step of the global matrix by degree of freedom [6] , [9] , instead of by elementary contribution as in a classical sequential code. It allows to assemble at once the three lines (three coordinates)
corresponding to a node. Each element including the considerate node is sought and contributions with the related nodes are computed. These three lines are then compressed by storing only non-zero values. Space is left in the compressed storage if the volume element includes a surface element. Same method is used to introduce ABC on the external boundary and BC on conductors.
This method does not require the creation of the structure of the matrix (called symbolic assembling). To solve a problem meshed with N nodes, if P processors of the cluster are available, each workstation assembles a part of the system including N/P nodes. The load balancing is nearly perfect because of the constant bandwidth of the global matrix. The program is a SPMD type: no message passing is required. Hence, the speedup of the assembling stage is optimal (Fig. 3) .
BC on symmetry planes and conductors
Messages passing are necessary to introduce the BC on conductors (only when solving for the E field) and on the symmetry planes because a global modification of the matrix system is required. This is due to the method used to introduce the BC (Fig. 1 ).
In the case of the H formulation the field verifies (6a) or (6b) on a symmetry plane:
On a symmetry plane: n H ⋅ = 0 (6a)
On an antisymmetry plane: n H × = 0 (6b)
The speedup related to this step is low due to the large amount of massage passing (Fig. 3) . However, its effect on the global performances of the code is negligible: the length of this step is less than one percent of the total computation time.
Symmetrizing the global matrix
The introduction of ABC and penalty function leads to a non-symmetric system matrix. This one is approximately symmetrized by adding it to its transposed matrix.
This has been shown previously to give correct results. This operation requires a large amount of messages passing (Fig. 2) . The speedup related to this operation is also low (Fig. 3) . But once again, the time needed to perform this step is small and does not have any significant effect on the total computation time.
Solving in parallel
Because the FE matrix is sparse, iterative methods are used to solve the matrix system. Conjugate Gradient (CG) with diagonal, incomplete Cholesky or block incomplete Cholesky preconditioning methods have then been implemented [7] , [8] .
In parallel FE codes which use domain decomposition techniques to assemble the FE matrix, the solving step is first performed on the sub-domains and then on the global FE matrix [9] - [12] . With our assembling method (degrees of freedom), the solver works on the entire FE matrix. So, we have chosen to use a small-scale parallelism.
Diagonal Preconditioning (DP)
Each processor computes his part of the preconditioning matrix by inversion of the diagonal terms of the FE matrix. No message passing is required and the memory space to store the preconditioning matrix is small. However, the generated preconditioning is low.
The preconditioning is performed by a multiplication vector-vector. A multiplication matrix-vector is also required to compute the residual vector at each iteration. This multiplication is done in parallel ( fig. 4) Figure 6 shows the corresponding speedups.
Incomplete Cholesky Preconditioning (ICP)
This preconditioning is performed by the decomposition of the FE in two matrices: 
While solving using CG, both matrix-vector multiplication and back-forward substitution steps are necessary (6) . They have also to be parallelized if possible.
y are computed to solve the system. This algorithm is implicitly sequential because there is a back dependency on y and x: for example, the first processor computes his part of y and broadcasts it to all the others (in SPMD mode). The second processor can then start to compute and so on. This step is very penalizing in term of parallel performances, because it is performed at each iteration of the solver ( fig. 9 ). Figure 10 shows the corresponding speedup.
Forward substitution
For i = 1 to number of lines (n)
Back substitution
For i = number of lines (n) to 1
This method allows to reduce the number of iterations necessary to solve the system of equations (tab. 1). However, because of the large amount of message passing required, it cannot be applied to large problems. The memory space needed to achieve the ICP is 1.5 time larger than when using the DP because L and L t have the same structure than A after its symmetrization. L t is built to achieve a quick access by columns to the terms. This means that the terms are stored by lines in L and by columns in L t .
Block Incomplete Cholesky Preconditioning (BICP)
To avoid messages passing during the building of the incomplete Cholesky matrix, this one is assembled only with the terms stored on the considerate processor. So a part of the matrix is not built ( fig. 11 ), and the terms effectively assembled are approximated because of the back dependency. This method applied with one processor corresponds to the classical ICP.
Compared to the Incomplete Cholesky Preconditioning, this scheme leads to a degradation (tab. 1) of the preconditioning. On the other hand, the preconditioning matrix is now constituted by independent sub-blocks. Each processor can compute independently his part of the result vector. The concatenation of these partial results, necessary at the end of the forward and the back substitution, is performed by message passing in SPMD mode. As show is tab. 1, the number of iterations required to solve the system of equations depends on the number of processors available: the increase of the number of processors leads to an increase of the number of iterations. On the other hand, the parallel rate of the method is increased ( fig. 9-12 ). Figure 12 shows that the processors are better used than when solving with a classical ICP. The number of operations required to compute both preconditioning matrix and result vector depends on the number of processors available because of the not-computed terms in the preconditioning matrix. So, the parallel performances cannot be estimated in term of speedup because the solver on 2 processors is three times faster than on 1 processor. Figure 13 shows the CPU time per processor for a solving of a 60000 degrees of freedom matrix versus the number of processors used.
For this size of matrix, the method loses efficiency when more than 5 processors are used. The increase of the matrix size tends to reject this limit.
Note that the memory space needed to achieve the BICP is 1.5 time larger than when using the DP because L and L t have the same structure than A after its symmetrization. Table 1 compares the performances of the preconditioning methods when solving a 60000 degrees of freedom matrix on 2, 4 and 8 processors.
Comparison between methods
For this small example, on 2 processors, the Diagonal Preconditioning is the most efficient. The Block Incomplete Cholesky Preconditioning becomes interesting when more than 4 processors are used. For large problems, because of the large amount of messages passing, the building of the incomplete preconditioning matrix requires too much CPU time. Only the Block Incomplete Cholesky Preconditioning can be used.
Modeling a large problem
The electromagnetic scattering of a plane wave by a perfect electric conducting airplane ( fig. 14) is presented as realistic problem. 
IMPLEMENTATION ON THE CRAY C98
The CRAY C98* is a high performance parallel vector computer. It is a shared -The first one consists in putting a parallelization directive before a loop. This one will be split, and the number of iterations performed by each processor can be specified. The variables used in the loop must have a scope, which means that they must be either private or shared. Each processor has its own copy of the private variable, while a shared variable is shared by all processors. Memory write conflicts on a shared variable may result in data corruption and must be avoided.
-The second way consists in creating a parallel region, which includes a loop.
All the variables inside the parallel region must have a scope. The loop is parallelized, but the private variables can be used outside of the loop. This is useful for initializations, or to create private buffers to avoid memory conflicts. Semaphores can also prevent these conflicts.
A loop will be broken in packets that are long enough to enable vectorization (128 Words). Data streams must be as longer as possible to allow a good vectorization.
The CRAY compiler can try to parallelize and vectorize the code automatically due to compilation directives, by checking the data dependencies in the loops. It is automatic, but it works only on simple loops. For example, a subroutine call inside a loop prevents it from being parallelized. This automatic method leads then to bad parallel performances.
In order to parallelize loops which have not been made automatically, an higher level tool (BROUSE) may be used. It tries to find the scope of each variable in a specified loop. There are also mainly profiling tools as 'hpm', 'proview', 'atexpert', ... which give to the user many information about the performances of the code such as: parallelism ratio, average vector length, parallel / sequential portion of the code, most important loops / subroutines, ...
FE algorithm on the CRAY
The algorithms operating on mono-processor calculator do not need to be entirely revised in order to work on the CRAY C98. The code remains the same and runs quite immediately with more or less automatic parallelism-vectorization and progressively gains parallelism-vectorization while the user manually adds parallelizationvectorization directives.
Our code was first developed on a workstation, in a well structured way with many subroutine calls, error handling, .... Those points prevent the compiler from getting a good parallelization level. The compiler itself got only 17% of parallelization on a problem meshed with 10000 nodes. Only simple loops, like initializations had been processed. Neither the matrix assembly portion nor the solver had gained parallelism.
They only gained some vectorization. It was then necessary to help the compiler to get better results by adding manually compiler directives and by finding the scope of every variables.
The experience in the implementation of codes on such computer has shown that the matrix representation has a great influence on vector performances. So, two types of representations have been used.
A. Sparse row-wise matrix representation (storage # 1): because of the FE matrix is
sparse and symmetric, only the non zero terms of its lower part are stored [2] after its symmetrization.
B. Redundant Sparse row-wise matrix representation (storage # 2)
: because the algorithms used in the solver need to access to the FE terms by column, the entire FE matrix stays in memory even after its symmetrization. The memory space used is twice larger, but the access to the non zero terms of a column are adjacent in memory [16] .
Some other methods like Sky line matrix representation have been implemented.
Because all the terms contained in the bandwidth of the FE matrix are stored, the number of terms stored for a line of the FE matrix increases with the size of the problem. This is due to the renumbering algorithm. So, this method requires too much memory and it can not be used to compute realistic devices.
All the performances are analyzed as previously with a 10000 nodes problem because the use of the ATEXPERT software (analysis of parallel performances)
involves a mono-processor computation.
Creation of the global matrix structure
This step prepares the storage of the non-zero terms of the matrix. Its parallelization is difficult because there are many data dependencies. This part of code is especially vectorized.
Assembling by elementary contributions
This step is easy to parallelize. The elementary matrix related to a FE needs to have a private scope, and semaphores are used when the global matrix, stored in shared memory, is modified. So a parallel region is created which includes the loop on the FE.
The global matrix is modified in a critical region, inside the parallel region, in which the code is executed in a sequential way.
An other solution can be found in [4] but it needs a 'pre-processing' step to split the set of FE into subsets made of independent elements. This method is efficient when write access conflicts in the global matrix for contiguous elements decrease the performances.
Introduction of BC on conductors (E field solving) and on the symmetry planes
Due to the method used to introduce BC, a global modification of the matrix system is required. Each processor performs a part of the modifications which are made on the global matrix. Semaphores are used to avoid memory conflicts.
Symmetrization of the matrix
Non-symmetric global matrix is symmetrized by adding it to its transposed matrix:
all the terms of each line are added with those corresponding of the transposed matrix.
The external loop (on the lines) is parallelized while the internal one (on the columns) is vectorized. The variables used for this step can be shared because no memory conflict is possible. 
Solver
As previously presented, the conjugate gradient is used to solve the system of equations.
Diagonal Preconditioning
The use of this method requires only a multiplication matrix-vector per iteration to compute the new residual vector. So this step is parallelized by splitting the loop on the lines.
For the storage # 1, each processor computes a partial residual vector in private memory (parallel region). The addition of these partial results is performed in shared memory in a critical region (vectorization). Because the entire FE matrix is stored in memory after its symmetrization, this type of representation requires to double the memory space. The parallelization of the back substitution is made in the same way but the access to the terms L(ki) decreases the vector performances (tab. 2 and 3). So the influence of the type of representation is the same as in the building of the Cholesky matrix. Figure 18 shows the speedups for back-forward substitution versus the matrix representation. Table 2 compares parallel and vector performances of the preconditioning methods when solving a 60000 degrees of freedom matrix with both types of matrix representation (total CPU time). Table 3 compares same performances of the preconditioning methods when solving a 307098 degrees of freedom matrix (scattering by a pec airplane). Both tables show the efficiency of the storage #2.
Comparison between the methods

CONCLUSION
We have presented in this paper the implementation of an electromagnetic scattering code on parallel shared and distributed memory computers.
Cluster of stations
The parallel performances obtained when building the FE matrix are satisfying.
Because of the low preconditioning, the cost of communications with the Diagonal Preconditioning is penalizing. This is due to the small-scale parallelism which is not adapted to distributed memory computer equipped with this type of network. The
Incomplete Cholesky Preconditioning allows to reduce the number of iterations but cannot be used on large devices because of the large amount of messages passing required. So, our new preconditioning method named 'Block Incomplete Cholesky
Preconditioning' seems a good compromise in term of convergence rate and CPU time.
However, the memory space needed to achieve the BICP is 1.5 times larger than when using the DP.
Computed examples show that the modeling of realistic problem is still not possible on such a cluster because of the memory available. For example, the illumination of a fighter by a 3 GHz plane wave -high range radar freqency-would lead to a 10 6 nodes problem.
On an other hand, this code is immediately implementable on a computer such as the CRAY T3E. This parallel distributed memory computer is a MIMD type. Given its characteristics (256 processors and 32 Go of memory) it should allow to arrange enough memory to modelize large devices. Moreover, this machine is equipped with a very high performances network.
CRAY C98
The adaptation to a shared memory computer is easy because it does not ask a complete restructuring of program. The code remains the same and runs quite immediately. The CRAY compiler can try to parallelize and vectorize the code automatically due to compilation directives, by checking the data dependencies in the loops. It is automatic, but it leads to bad parallel performances. So the programmer has to manually add parallelization-vectorization directives and to cheek the scope of every variable to keep the control on the parallelism granulity.
The relative performances due to the vectorization are very low with a classical matrix representation method because the data streams are short (the matrix is sparse).
The use of the Redundant Sparse row-wise storage allows to obtain acceptable vector performances but it requires to double the memory space. Our experience shows that it is more important to favor the vectorization than the parallelization because every computation node of this machine is especially vectorial. a31 x3 + a41 x4 a32 x3 + a42 x4 a31 x1 + a32 x2 + a33 x3 + a43 x4 a41 x1 + a42 x2 + a43 x3 + a44 x4 x1 x2 x3 x4 a11 x1 + a21 x2 + a31 x3 + a41 x4 a21 x1 + a22 x2 + a32 x3 + a42 x4 a31 x1 + a32 x2 + a33 x3 + a43 x4 a41 x1 + a42 x2 + a43 x3 + a44 x4 Table 3 . Total CPU time, vector performances and number of iterations versus the preconditioning method and the matrix representation (solving on 8 processors).
