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Abstrakt
Dansk
Formålet med denne rapport er at dokumentere et udviklet Java framework til 2D spil, samt et udviklet
spil der bruger dette framework. Formålet med det udviklede framework har været at bruge de samme
grænseflader som et allerede eksisterende framework fra Java Micro Edition. Målet har dog ikke været at
de to frameworks implementation skulle være ens men at det udviklede framework skulle drage nytte af
de muligheder Java Standard Edition stiller til rådighed. Endvidere er det udviklede framework afprøvet
ved at integrere et spil, oprindeligt udviklet under Java Micro Edition, med frameworket.
Konklusionen på rapporten er at det udviklede framework virker efter hensigten, med undtagelse af en
enklte metode. Der er foretaget visse ændringer i forhold til det oprindelige framework for at tilpasse det
Java Standard Edition. Desuden har det vist sig at det udviklede spil, med få ændringer, virker under
det nye framework.
English
The purpose of this report is to document a developed Java framework for 2D games and a game that
uses this framework. The purpose of the developed framework has been to retain the same interfaces
as an already exsisting framework from Java Micro Edition. The aim however has not been for the
two frameworks to have the same implementation, but for the developed framework to draw upon the
possibilities that Java Standard Edition provides. Furthermore the developed framework has been tested
by integrating a game, originally developed under Java Micro Edition, with the framework.
The conclusion of the report is that the developed framework works as intended, with the exception of
a single method. Compared to the original framework, certain changes have been made to adapt the
framework to Java Standard Edition. In addition to this, it has also been shown that the developed game,
with a few changes, works under the new framework.
i
ii
Forord
Denne rapport er skrevet som dokumentation og vejledning til de udviklede Java-programmer, et
framework til 2D spil samt et eksempel på implementering af et 2D spil der benytter dette framework.
Idéen bag frameworket stammer fra et allerede eksisterende framework i J2ME. Samlet udgør framework,
spil og rapport vores 1. modul projekt på datalogi, RUC.
Projektet er udarbejdet under kyndig vejledning af Lektor Keld Helsgaun, der bl.a. har medvirket til
udviklingen af projektidéen.
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1 Indledning
Antallet af computerbrugere er steget markant inden for de sidste år. De fleste benytter sig i dag af en
computer i forbindelse med deres arbejde, men også i fritiden spiller den en stadig større rolle. Brugen af
computerspil som underholdning er således steget drastisk. Undersøgelser viser at hvor der i 1998 kun
var 24% voksne danskere der spillede computer, var tallet helt oppe på 40% i 2004. Hos danske unge
mellem 16 og 19 år var der en stigning fra 72% i 1998 til 94% i 2004. En endnu større brugsforøgelse er at
finde i forbindelse med Internettet, herunder online computerspil. I gennemsnit bruger 20% Internettet
til at spille computerspil, [Bille, Fridberg, Storgaard og Wulff, 2005; Bille og Wulff, 2006].
I takt med den øgede efterspørgsel på computerspil er antallet af udviklere ligeledes steget. Der findes
i dag et rigt udvalg af spil i mange forskellige og til tider eksotiske genrer. Til trods for dette, kan
spil ofte inddeles i kategorier. Inden for samme kategori af spil, indeholder måden at bygge dem op
på mange fællestræk. Det er derfor oplagt ikke at begynde forfra hver gang der skal udvikles et spil,
men i stedet udvikle en skabelon eller benytte en standard skabelon. I programmeringsøjemed er dette
princip kendt som et framework, en samlet pakke hvori al grundlæggende funktionalitet for en bestemt
anvendelse ligger. Dette medfører dels en struktur der følger med fra frameworket, samt en del kode
som programmøren kan bruge ved implementering af det enkelte spil.
Dette projekt omhandler først og fremmest udviklingen af et Java framework med henblik på brug i 2D
spil. Som udgangspunkt har vi fundet inspiration i et lignende framework, der eksisterer i Java udgaven
for mobile enheder, J2ME (Java 2 Platform, Micro Edition) [Knudsen, 2003b]. Ud fra dennes specifikation
har vi udviklet en pakke til J2SE (Java 2 Platform, Standard Edition) der er funktionelt kompatibel.
Grunden til at der er taget udgangspunkt i det omtalte J2ME spil-framework, er at det umiddelbart havde
de egenskaber vi gerne så i et framework til udvikling af simple 2D spil. Derudover er det forholdsvis
nemt at implementere et spil ved brug af funktionaliteten i dets 5 veldefinerede klasser. Disse vil blive
omtalt i detalje i kapitel 2 der omhandler brugen af frameworket.
I den anden del af projektet viser vi gennem et eksempel hvordan frameworket bruges. Dette gør vi ved
at implementere et spil der gør brug af frameworkets struktur og funktionalitet. Spillet blev udviklet
sideløbende med frameworket på J2ME platformen, hvilket gjorde den allerede planlagte kompatibilitet
af frameworket til en nødvendighed. Spillet, TopGame, der er et simpelt 2D platformsbaseret action-spil,
vil blive omtalt i detaljer i kapitel 3.
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1.1 Projektbeskrivelse
Det er indledningsvist beskrevet hvorfor dette projekt er relevant set i forhold til projektkravene på 1.
modul (datalogi), og ikke mindst i forhold til forståelsen for, og arbejdet med, udviklingen af 2D spil. I
det følgende vil de overordnede problemstillinger i projektet blive skitseret, for derved at ende ud i et
endeligt oversigt over projektets hovedpunkter og programmernes kravspecifikationer.
Den programmeringsmæssige del af projektet er todelt, i form af framework og det implementerede spil.
Der er forskellige problemstillinger forbundet med hver af de to dele, der til sammen udgør projektet.
Frameworket, der danner baggrund for spillets opbygning, er som tidligere nævnt bygget op omkring
designet af et eksisterende framework. Det pågældende framework er en del af J2ME udviklingsmiljøet
til mobile enheder. Dette medfører at programmer udviklet i J2ME skal afvikles på emulator i forbindelse
med afprøvning. Udover dette findes der en række problemer med at udvikle hvad der senere skal blive
et J2SE program i J2ME udviklingsmiljøet, deriblandt manglen på gængse klasser i standardbiblioteket.
Dokumentationen af frameworket til mobile enheder indeholder ikke selve kildekoden. Kun de
forskellige klassers og metoders formål, input og eventuel returtype er beskrevet. Den helt overordnede
problemstilling ligger derfor ikke blot i at omsætte fra J2ME til J2SE, men derimod at skrive en kompatibel
implementation ud fra metode- og klassebeskrivelserne.
Problemstillingerne for spillet ligger hovedsageligt i kravene til spillets funktion, samt at få det opbygget
som frameworket foreskriver. Derudover er det vigtigt at få udnyttet frameworket bredt, og ikke
udvikle programfunktioner der allerede eksisterer. I stedet skal metoderne videreudvikles med basis
i frameworket.
Når vi har med platformspil at gøre, er et overordnet krav en brugerstyret figur der kan bevæge sig
på skærmen og interagere med elementer i spillet. Her kommer frameworket ind i billedet med dets
metoder for fremvisning og flytning af figurer i form af sprites, kollisionsdetektion mellem dem, samt
indlæsning af brugerinput.
Da framework og spil er udviklet uafhængigt af hinanden, kan man forestille sig eventuelle problemer
når disse skal sammensættes, på trods af at begge er testet hver for sig. F.eks. kan der opstå problemer
hvis metoderne i frameworket ikke har præcist samme input og/eller output som i frameworket tilknyttet
J2ME. Problemer der først kan løses, når koden samles.
Det er dog vigtigt at understrege, at selv om det er et integreret projekt, er formålet stadig at holde
framework og spil adskilt, så man kan udvikle mange forskellige spil ud fra ét framework, uden at
ændre det.
1.1.1 Projektoversigt og kravspecifikation
Det følgende er en kort oversigt over de hovedpunkter projektet omhandler, samt en kort kravspecifika-
tion for de to programmer:
- Udvikling af framework til 2D spil i J2SE.
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- Implementering af 2D spil ud fra det eksisterende J2ME framework.
- Integration af framework og spil, for at demonstrere spillets virkemåde og frameworkets
tilnærmelsesvise kompabilitet.
Kravspecifikationer:
- Frameworket skal opfylde samme krav som modellen i J2ME mht. funktionalitet.
- Frameworket skal være udviklet på en sådan måde, at man nemt kan tilføje ny funktionalitet.
- Spillet skal i så vid udstrækning som muligt benytte frameworkets funktionalitet.
- Produktet skal være et brugbart 2D spil.
Yderliger uddybning af kravede til de to programmer findes i hhv. kapitel 2 og 3.
1.2 Målgruppe
Da formålet med det udviklede framework er at gøre det lettere for programmører at udvikle 2D spil, er
spilprogrammøren den overordnede målgruppe. Der skal dog siges at det er et mindre projekt, lavet ud
fra et framework til håndtering af relativt simple spil til mobile enheder. Derfor henvender projektet sig
i højere grad til spilprogrammører på amatørniveau, der mangler et basis framework til udviklingen af
deres egne 2D spil, eller programmører af små spil-applets der kan spilles via Internettet.
Ydermere er projektet et godt eksempel på objekt orienteret programmering i Java generelt, hvorfor det
også henvender sig til programmører med dette som interesseområde.
Spillet som selvstændig program har en anden målgruppe. Her er der tale om folk der søger
underholdning, i form af et simpelt computerspil. Målgruppen kan altså i princippet være alle mennesker,
men i følge statistikken hovedsageligt børn, se indledningen i afsnit 1.
1.3 Metode
I afsnit 1.1 er problemstillingen beskrevet som en todelt proces, der samles til et integreret projekt.
Dette afspejler på mange måder hvordan vi har grebet projektet an som helhed. Da projektforløbet er
forholdsvist kort og der skal udvikles en del kode på denne tid, er det godt at kunne dele projektet op i
delelementer. Derfor er frameworket og spillet ikke udviklet i sammenhæng.
Umiddelbart kan man ikke udvikle spillet uden frameworket er udviklet, og det er da også hele formålet
med et framework; at det skal skabe basis for de underliggende programmer. Men da der er taget
udgangspunkt i et i forvejen udviklet framework, og det nye framework skal være tinærmelsesvis
kompatibelt, dvs. have samme definition af klasser og metoder med identisk output for det samme input,
har udviklingen af spillet kunne foregå på baggrund af frameworket i J2ME. Framework og spil er altså
udviklet sideløbende, dog med faste rammer for programmernes endelige funktionalitet og virkemåde.
Mest fastlagt er selvfølgelig opbygningen af frameworket.
Ud over nødvendigheden af at udvikle begge programmer på samme tid, er de konkrete foruddefinerede
rammer for begge programmer en god måde at holde sig målet for øje under udviklingen. På den måde
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er projektet også grebet an på en måde man finder i det virkelige liv, hvor større projekter deles op i
mindre der udvikles sideløbende.
1.4 Disposition
Rapporten er adskilt i to dele, der afspejler henholdsvis framework og spil. For at få en forståelse
for programmernes virke udadtil, er der først udarbejdet en brugervejledning uden teknisk tunge
forklaringer og udredelser, efterfulgt af den tungere programdokumentation der går i dybden med de
vigtigste programelementer.
Projektets problemstillinger diskuteres ud fra de erfaringer der er gjort med programmerne, og vi
afslutter med en kortfattet konklusion der ridser rapportens vigtigste pointer op. Ydermere vil der i
perspektiveringen blive redegjort for hvorledes framework og spil med de efterfølgende erfaringer kunne
have været gjort bedre, og hvilke dele man kunne forstille sig udvidet hvis yderligere tid og ressourcer
havde været til rådighed.
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Dette kapitel er delt i to hoveddele; brugervejledning og programdokumentation. Brugervejledningen
giver brugeren, i den tiltænkte målgruppe, en grundig gennemgang af hvordan frameworket
bruges til implementering af simple spil, samt et overblik over hvornår de forskellige metoder er
aktuelle. Brugervejledningen tjener samtidig til formål at give et overblik over frameworkets reelle
funktionsmuligheder, hvorfor der gennem hele afsnittet bringes eksempler fra et lille tankspil.
Programdokumentationens fokus ligger på hvordan frameworket er udviklet og hvorfor. Her beskrives
de tekniske detaljer, så der er mulighed for f.eks. at vedligeholde eller videreudvikle frameworket. Ikke
alle metoder er dog beskrevet i dybden, da nogle er selvindlysende for folk i målgruppen – eller allerede
er forklaret tilstrækkeligt i brugervejledningen.
Selve programkoden for frameworket er at finde i bilag A og den tilhørende javadoc findes på vedlagte
CD, se bilag D.
2.1 Brugervejledning
For at få et overblik over hvad frameworket kan bruges til, benytter denne brugervejledning sig af
et konkret men simpelt spileksempel. Eksemplet er oprindelig bygget op omkring J2ME versionen af
frameworket, der som beskrevet danner grundlag for dette framework. Eksemplet er et simpelt spil
hvor en tank bevæger sig rundt på en lille bane med nogle få stribede forhindringer. Figur 2.1 viser
et screenshot af spillet mens det kører. Den oprindelige kode til det lille tankspil kan ses i bilag C.
Det oprindelige eksempel er desuden blevet brugt i [Knudsen, 2003a] til at gøre rede for nogle af det
oprindelige frameworks funktionaliteter og hvordan de bruges.
Tankspillet benytter sig af flere af frameworkets funktionaliteter, men langt fra dem alle. Disse mere
avancerede funktionaliteter, som tankspillet ikke benytter, beskrives til sidst i afsnittet.
Tankspillet benytter sig af alle frameworkets fem klasser:
- GameCanvas
- Layer
- Sprite
- TiledLayer
- LayerManager
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Figur 2.1 Et screenshot der viser tankspillet mens det kører
For at få et mere nuanceret indtryk af frameworkets funktionalitet, kan det anbefales at læse
brugervejledningen i sammenhæng med programdokumentationen for det mere avancerede TopGame-
spil i afsnit 3.2.
2.1.1 Et spilvindue og en simpel spilløkke
Det første tankspillet har brug for er et spilvindue der kan tegnes i. Dernæst er der brug for en mulighed
for at opdatere spillet ud fra input fra brugeren, da tanken gerne skulle kunne bevæge sig. Til begge
disse formål benyttes klassen GameCanvas, der repræsenterer en baggrund der kan tegnes på, og som
desuden giver mulighed for at bruge input fra et tastatur.
For at benytte GameCancas’ egenskaber skal der implementeres en ny klasse, her MicroTankCanvas, der
nedarver fra GameCanvas. Klassen GameCanvas’ konstruktør GameCanvas(int width, int height, boolean
suppressKeyEvents) giver mulighed for at sætte en højde og en bredde på det spilvindue der tegnes i samt
at begrænse hvilke taster der kan bruges. Dette benytter tankspillet ved at sætte spilvinduets bredde
og højde til 160 pixels. Efterfølgende dannes spillets elementer, tank og barrierer, og startpositionerne
fastsættes. Hvordan dette gøres bliver beskrevet i hhv. underafsnit 2.1.2 og 2.1.3. 
1 public c l a s s MicroTankCanvas extends GameCanvas implements Runnable {
2 public MicroTankCanvas ( ) throws IOException {
3 super (160 ,160 , t rue ) ;
4 / / Dan s p i l l e t s e l em en t e r
5 / / P l a c e r e l em en t e r n e s p l a c e r i n g
6 }
7 } 
Det spilvindue der nu er lavet er et komponent der kan sættes ind i et vindue eller en applet hvor den
vises. I tankeksemplet er dette blevet gjort vha. en instans af JFrame som den følgende kode viser. 
1 public s t a t i c void main ( S t r ing [ ] args ) {
2 t ry {
3 JFrame frame = new JFrame ( " Image t e s t i ng " ) ;
4 frame . se tDefaul tCloseOperat ion ( JFrame . EXIT_ON_CLOSE) ;
5 MicroTankCanvas microCanvas = new MicroTankCanvas ( ) ;
6 frame . getContentPane ( ) . add (microCanvas ) ;
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7 frame . pack ( ) ;
8 frame . s e tV i s i b l e ( t rue ) ;
9 microCanvas . s t a r t ( ) ;
10 }
11 catch ( IOException e ) {
12 System . out . p r i n t l n ( e ) ;
13 }
14 } 
Dette adskiller sig markant fra hvordan tankspillet implementeres i J2ME, da der i J2ME-versionen
benyttes en MIDlet. Men som eksemplet også viser kaldes metoden start() på objektet microCanvas, der
er en instans af MicroTankCanvas. Denne metode skal implementeres i MicroTankCanvas for at der kan
startes en tråd der gør det muligt at implementere én simpel spilløkke. En sådan løkke vil typisk tjekke
for input, implementere spillogik/spilleregler og derefter opdatere indholdet af spilvinduet. Følgende
programkode illustrerer hvordan dette typisk gøres: 
1 public void s t a r t ( ) {
2 Thread t = new Thread ( th i s ) ;
3 t . s t a r t ( ) ;
4 }
5
6 public void run ( ) {
7 Graphics g = getBufferGraphics ( ) ;
8 while ( t rue ) {
9 / / Opdater s p i l l e t s s t a t u s
10 / / Reager på inpu t f r a t a s t a t u r e t
11 / / Tegn o p d a t e r i n g e r
12 f lushGraphics ( ) ;
13 / / Vent e t f a s t s a t t i d s rum
14 }
15 } 
Metoden run() indeholder således strukturen til tankspillets spilløkke. Klassen GameCanvas indeholder
en dedikeret offscreen grafik-buffer, som har tilknyttet et Graphics-objekt, der returneres af metoden
getBufferGraphics(). Dette objekt kan bruges til at modificere bufferen, hvilket er præcis hvad der sker når
der tegnes opdateringer i spilløkken.
Hver gang metoden getBufferGraphics() kaldes fyldes bufferen med hvide pixels. På denne måde startes
der med en hvid baggrund. Metoden svarer til metoden getGraphics() i J2ME udgaven af frameworket.
Bufferens fordel er at den gør det muligt at skabe og tegne alle grafiske elementer inden de vises i
spilvinduet. Dette gør animationen mere flydende og at billedet ikke blinker pga. konstant opdatering
med forskellige elementer. Selve tegningen i spilvinduet sker når metoden flushGraphics() kaldes.
I tankeksemplet er der brug for at tanken reagerer på input fra brugeren, ændrer retning ved tryk på
venstre/højre piltast og kører frem og tilbage ved tryk på piltast frem/tilbage. Dette kan gøres ved
at benytte GameCanvas’ registrering af tastetryk. Nedenstående kode viser hvordan tankspillet benytter
frameworkets GameKeyAdapter, der er en indre klasse i GameCanvas. 
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1 private void input ( ) {
2 in t keySta tes = getKeyStates ( ) ;
3
4 i f ( keys [ KeyEvent .VK_LEFT ] ) {
5 mTank . turn (−1) ;
6 }
7 e lse i f ( keys [ KeyEvent .VK_RIGHT] ) {
8 mTank . turn ( 1 ) ;
9 }
10 e lse i f ( keys [ KeyEvent .VK_UP] ) {
11 mTank . forward ( 2 ) ;
12 }
13 e lse i f ( keys [ KeyEvent .VK_DOWN] ) {
14 mTank . forward (−2) ;
15 }
16 / / D e f i n e r hand l ing ved f l e r e t a s t e r
17 } 
Der gemmes ikke nogle informationer om hvor mange gange der er trykket på en bestemt tast, men
udelukkende om der er trykket på den eller ej. Informationen kan således lagres i en boolean, der er
true hvis tasten er trykket ned, og false hvis ikke. For at kunne gemme informationer om alle taster på
én gang er der en boolean for hver tast, lageret i et array, hvilket bevirker at alle tastkombinationer kan
håndteres. Dette benytterMicroTankCanvas sig dog ikke af, da denne klasses input-metode kun accepterer
et tasteinput ad gangen fra brugeren. Dvs. den lille tank ikke både kan dreje og køre frem samtidig.
Denne måde at behandle tasteinput er meget lig den der benyttes ved brug af J2ME frameworket,
men ikke helt den samme. Det er muligt at definere andre taster end dem vist i kodeeksemplet.
Standardtasterne udgør de fire piltaster og control, og tasterne escape, space, alt, shift, tab, backspace,
W, S, A og D er udvidede taster defineret i frameworket. For brug af udvidede taster skal den
booleske variabel suppressKeyEvents være false, hvilke gøres ved det før omtalte kald til overklassen. I
tankeksemplet ville aktiveringen af udvidede taster foregå ved følgende kald i konstruktøren: super(160,
160, false). Det skal her nævnes at der er mulighed for selv at definere yderligere taster til spillet hvis
dette ønskes.
2.1.2 En barrierer
De stribede barriere i tankspillet skal implementeres således at barriererne ikke alene kan tegnes i
spilvinduet, men også således at deres position er kendt når kollisioner mellem dem og tanken skal
kunne detekteres. Dette kan gøres ved at implementere barriererne som et tiled layer.
Klassen TiledLayer repræsenterer et visuelt element der består af et gitter af celler der kan fyldes med
en mængde af cellebilleder. Dette betyder, at et stort visuelt område kan skabes uden der er behov for
store billeder, hvis elementerne vel og mærke kan genbruges. Dette er ofte tilfældet i spil, herunder
tankspillet. Alle cellebillederne til et lag befinder sig i det samme billede. Billedet deles op i en serie af
mindre billeder, alle med samme dimensioner som cellerne.
Cellebillederne angives numerisk fra øverste venstre hjørne mod højre, således at numrene på cellerne
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i første række angives først. Det første cellebillede får indekset 1. De cellebilleder der angives i denne
proces betragtes som de statiske celler og initialiseres i konstruktøren. De kan senere omdefineres med
et nyt billede, celle-bredde og -højde i metoden setStaticTileSet(Image image, int tileWidth, int tileHeight). I
tank-eksemplet bruges billedet på figur 2.2 som tiled layer til barriererne.
Når en instans af TiledLayer oprettes, angives det i konstruktøren (TiledLayer(int columns, int rows, Image
image, int tileWidth, int tileHeight)) hvor brede og høje cellerne skal være og hvor mange rækker og
kolonner der skal være i gitteret, som laget udgør. Den følgende kode viser hvordan dette foregår i
tank-eksemplet i metoden createBoard() i MicroTankCanvas. 
1 private TiledLayer createBoard ( ) throws IOException {
2 / / Lav i n s t a n s a f Image ud f r a boa rd . png
3 TiledLayer t i l edLayer = new TiledLayer (10 , 10 , image , 16 , 16 ) ;
4 . . .
5 return t i l edLayer ;
6 } 
Ud fra billedet, image, laves der således celler af 16 × 16 pixels. Da billedet der bruges, figur 2.2, har
dimensionen 64 gange 48 pixels kan der således dannes 12 rå frames, som vist på figur 2.3.
Desuden angives det i den ovenstående kode at gitteret som laget består af skal have 10 kolonner og 10
rækker. Dvs. der i alt er 100 celler i denne instans af TiledLayer.
Figur 2.2 Det billede barriererne dannes ud fra
[Knudsen, 2003a]
Figur 2.3 De mindre billeder [Knudsen, 2003a] som
billedet på figur 2.2 opdeles i
Når TiledLayer initialiseres i konstruktøren, eller man benytter metoden setStaticTileSet(Image image, int
tileWidth, int tileHeight), sættes alle celler i lagets gitter til ikke at indeholde et cellebillede. Dvs. at alle
felter i gitteret sættes til 0. Dette betyder, at det kun er nødvendigt at definere indholdet af de celler der
skal indeholde et billede. Indholdet af cellerne kan sættes og ændres vha. metoderne setCell(int col, int
row, int tileIndex) og fillCells(int col, int row, int numCols, int numRows, int tileIndex) alt afhængig af om det
ønskes at ændre en celle eller en blok af celler ad gangen. I tank-eksemplet gøres det på følgende måde
i metoden createBoard() i MicroTankCanvas. 
1 private TiledLayer createBoard ( ) throws IOException {
2 / / Lav i n s t a n s a f T i l e d L a y e r
3 in t [ ] map = {
4 1 , 1 , 1 , 1 , 11 , 0 , 0 , 0 , 0 , 0 ,
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5 0 , 0 , 0 , 0 , 0 , 0 , 0 , 0 , 0 , 0 ,
6 0 , 0 , 0 , 0 , 0 , 0 , 0 , 0 , 0 , 0 ,
7 0 , 0 , 0 , 0 , 9 , 0 , 0 , 0 , 0 , 0 ,
8 0 , 0 , 0 , 0 , 1 , 0 , 0 , 0 , 0 , 0 ,
9 0 , 0 , 0 , 7 , 1 , 0 , 0 , 0 , 0 , 0 ,
10 1 , 1 , 1 , 1 , 6 , 0 , 0 , 0 , 0 , 0 ,
11 0 , 0 , 0 , 0 , 0 , 0 , 0 , 7 , 11 , 0 ,
12 0 , 0 , 0 , 0 , 0 , 0 , 7 , 6 , 0 , 0 ,
13 0 , 0 , 0 , 0 , 0 , 7 , 6 , 0 , 0 , 0
14 } ;
15 for ( in t i = 0 ; i < map . length ; i ++) {
16 in t column = i \% 10 ;
17 in t row = ( i − column ) / 10 ;
18 t i l edLayer . s e tCe l l ( column , row , map[ i ] ) ;
19 }
20 return t i l edLayer ;
21 } 
I dette tilfælde defineres der altså et array med værdier der indeholder henvisninger til billeder, og
derefter fyldes disse værdier ind på de rette pladser i gitteret vha. metoden setCell(int col, int row, int
tileIndex) hvad enten værdien er 0 eller ej. Denne metode har den åbenlyse fordel at det er nemt at
overskue hvilke celler der indeholder hvad, og det er således også nemmere at se mønstre.
2.1.3 En sprite
En sprite er et element i spillet der kan animeres og flyttes. Ved animering menes en af to forskellige
situationer. Den første mulighed er at en række af billeder kan vises hurtigt efter hinanden for at gøre
det muligt at skabe en illusion af at elementet bevæger sig. Den anden mulighed er at et element
tilsyneladende kan skifte udseende eller retning når noget bestemt forekommer. I tankeksemplet er
tanken et godt eksempel på den sidste form for spriteanimation. Tanken skal kunne flyttes og skifte
retning. Specielt her er det interessant at benytte en sprite til at animere tankens retningsskifte. Tanken
skal kunne pege i 16 forskellige retninger, og tilsvarende kunne bevæge sig i disse forskellige retninger.
Dette kan klares ved blot tre små billeder af tanken, og en række transformationer. Figur 2.4 viser det rå
billede som benyttes til tank-animationen.
Figur 2.4 Billedet der bruges som udgangspunkt for animationen af tankvognen [Knudsen, 2003a]
Spriten kan ikke alene animeres ved at skifte mellem de frames billedet deles op i. Derfor må spritens
mulighed for at spejlvende og rotere disse billeder benyttes. Da en klasse der repræsentere tanken
har brug for flere metoder end klassen Sprite stiller til rådighed må vi implementere en klasse,
MicroTankSprite, der nedarver fra Sprite.
Vi kan nu implementere en metode createTank(), i MicroTankCanvas, der loader et billede og bruger dette
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til at lave en tanksprite med højden og bredden 32 pixels. I metoden anvendes GameCanvas’ metode
waitForImageToLoad(Image image) til at loade billedet. Koden vises nedenfor. 
1 private MicroTankSprite createTank ( ) throws IOException {
2 Image image = Too lk i t . ge tDe fau l tToo lk i t ( ) . createImage ( "\\tank . png" ) ;
3 waitForImageToLoad ( image ) ;
4 return new MicroTankSprite ( image , 32 , 32 ) ;
5 } 
Billedet der bruges er 96 pixels bredt og 32 pixels højt. Dvs. der kan dannes tre rå frames ud fra billedet,
som tankspriten kan animeres ved hjælp af. Hver rå frame i en sprite får et nummer fra 0 til antallet af rå
frames - 1 (antallet af rå frames returneres af metoden getRawFrameCount()). Numrene tildeles i stigende
rækkefølge fra det øverste venstre hjørne således at alle de rå frames i den første række tildeles numre
før den efterfølgende række. Altså på stort set samme måde som i TiledLayer. Tankspriten får således
nummereret sine rå frames fra 0 til 2.
At alle frames bliver skåret til således at der opnås en pæn og flydende animation, er et ansvar for dem
der benytter frameworket og ikke selve frameworket. Det er derfor vigtigt at kontrollere dimensionerne
på de billeder der benyttes til animationen, samt at billedets baggrund er defineret som transparent. I
modsat fald vil der være en firkant rundt om animationen med billedets baggrundsfarve.
Sprite klassens metode setFrame(int currentFrame) kan bruges til at bestemme hvilken frame der skal
tegnes. I tankspillet benyttes denne metode til at sættes den frame der skal vises alt efter hvilken vej
tanken vender. Som nedenstående programkode viser, administreres dette i metoden turn() i spriten,
som vi tidligere så blev kaldt ved tast på pil højre eller venstre. 
1 private s t a t i c f ina l in t [ ] kFrameLookup = {
2 0 , 1 , 2 , 1 ,
3 0 , 1 , 2 , 1 ,
4 0 , 1 , 2 , 1 ,
5 0 , 1 , 2 , 1
6 } ;
7
8 public void turn ( in t de l t a ) {
9 mDirection += de l t a ;
10 i f ( mDirection < 0 ) mDirection += 16 ;
11 i f ( mDirection > 15 ) mDirection \%= 16 ;
12 setFrame ( kFrameLookup [ mDirection ] ) ;
13 / / Sæt t r a n s f o rm a t i o n
14 mLastDelta = de l t a ;
15 mLastWasTurn = t rue ;
16 } 
Hver gang tankspriten drejes bestemmes det således hvilket billede af tanken der skal vises. Arrayet
kFrameLookup angiver hvilken frame der skal benyttes når tanken vender en af de 16 veje. Men da der
kun er tre forskellige billeder til rådighed er der brug for at rotere og spejlvende billederne i nogle
tilfælde.
Denne yderligere animation kan opnås ved at bruge spritens muligheder for transformation omkring et
referencepunkt. Referencepunktet (også kaldet referencepixel) er en måde at definere spritens position
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på, og bruges som udgangspunkt når spriten skal roteres eller spejlvendes (transformeres).
Referencepunktet kan defineres ved at specificere dets koordinater i spritens frame vha. metoden
defineReferencePixel(int x, int y). Referencepunktet kan også ændres til at ligge udenfor spritens frame
hvis dette er nødvendigt. Når der oprettes en instans af Sprite med udgangspunkt i et billede er
referencepunktet som standard sat til at være (0,0) i framet, dvs. framets øverste venstre hjørne. Da
referencepunktet er defineret i spritens utransformerede frame ændres referencepunktet ikke når spriten
transformeres. Tankens referencepunkt er defineret til at være midt i spriten.
I frameworket findes der otte forskellige transformationstilstande der er angivet ved konstanterne i
tabel 2.1. Metoden setTransform(int transform) er den eneste metode der er til rådighed når spritens
transformation skal ændres. Derfor benytter tankspillet netop denne metode i den før omtalte turn()
metode. Virkningen af de forskellige transformationer fremgår af tabel 2.1.
Transform Beskrivelse
TRANS_NONE Ingen transformation
TRANS_ROT90 Spriten roteres 90◦omkring referencepunktet i urets retning.
TRANS_ROT180 Spriten roteres 180◦omkring referencepunktet i urets retning.
TRANS_ROT270 Spriten roteres 270◦omkring referencepunktet i urets retning.
TRANS_MIRROR Spriten spejlvendes over spejlingslinien x = re f X
TRANS_MIRROR_ROT90 Spriten spejlvendes over spejlingslinien x = re f X.
Spriten roteres 90◦omkring referencepunktet i urets retning.
TRANS_MIRROR_ROT180 Spriten spejlvendes over spejlingslinien x = re f X.
Spriten roteres 180◦omkring referencepunktet i urets retning.
TRANS_MIRROR_ROT270 Spriten spejlvendes over spejlingslinien x = re f X.
Spriten roteres 270◦omkring referencepunktet i urets retning.
Tabel 2.1 Mulige transformationer
Kombinationen af brugen af de tre rå frames og transformationer gør at tankvognen visuelt kan indtage
en af de 16 forskellige retninger på et pågældende tidspunkt. Følgende kode viser de modificeringer der
er nødvendige at indføre i metoden turn() for at få det til at virke. Bemærk at tankspriten benytter sig af
alle de otte mulige transformationer. 
1 private s t a t i c f ina l Transform [ ] kTransformLookup = {
2 Spr i t e . Transform .TRANS_NONE, Spr i t e . Transform .TRANS_NONE,
3 Spr i t e . Transform .TRANS_NONE, Spr i t e . Transform .TRANS_MIRROR_ROT90 ,
4 Spr i t e . Transform .TRANS_ROT90 , Sp r i t e . Transform .TRANS_ROT90 ,
5 Spr i t e . Transform .TRANS_ROT90 , Sp r i t e . Transform .TRANS_MIRROR_ROT180 ,
6 Spr i t e . Transform .TRANS_ROT180 , Sp r i t e . Transform .TRANS_ROT180 ,
7 Spr i t e . Transform .TRANS_ROT180 , Sp r i t e . Transform .TRANS_MIRROR_ROT270 ,
8 Spr i t e . Transform .TRANS_ROT270 , Sp r i t e . Transform .TRANS_ROT270 ,
9 Spr i t e . Transform .TRANS_ROT270 , Sp r i t e . Transform .TRANS_MIRROR
10 } ;
11
12 public void turn ( in t de l t a ) {
13 . . .
14 setFrame ( kFrameLookup [ mDirection ] ) ;
15 setTransform ( kTransformLookup [ mDirection ] ) ;
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16 . . .
17 } 
2.1.4 Tegne i spilløkken
Nu hvor vi har fået implementeret både de stribede barriere og tanken i spillet kan vi opdatere metoden
run() og konstruktøren i klassen GameCanvas. I den følgende kode oprettes tankspriten og barriererne i
konstruktøren. 
1 public MicroTankCanvas ( ) throws IOException {
2 super (160 , 160 , t rue ) ;
3 mTank = createTank ( ) ;
4 mTank . s e tPo s i t i on (0 , 24 ) ;
5 mBoard = createBoard ( ) ;
6 . . .
7 } 
Når der tegnes i spilløkken gøres dette i metoden render(Graphics g) der kaldes i spilløkken med bufferens
Graphics objekt som parameter. I metoden render(Graphics g) benyttes TiledLayer og Sprites paint-metoder.
I paint-metoden i TiledLayer tegnes cellerne udelukkende hvis de er synlige, dvs. hvis isVisible() returnerer
true, og cellerne indeholder et billede, dvs. indekset ikke er 0. Er spriten synlig tegnes den nuværende
frame vha. metoden paint(Graphics). Derfor er det vigtigt at begge elementer er synlige, hvilket dog er
standard når de oprettes. 
1 public void run ( ) {
2 Graphics2D g = getBufferGraphics ( ) ;
3 . . .
4 while ( t rue ) {
5 . . .
6 input ( ) ;
7 render ( g ) ;
8 . . .
9 }
10 }
11
12 private void render ( Graphics g ) {
13 . . .
14 mTank . paint ( g ) ;
15 mBoard . paint ( g ) ;
16 f lushGraphics ( ) ;
17 } 
2.1.5 LayerManager
Et typisk 2D spil består af flere uafhængige grafiske lag, f.eks. en baggrund, platforme, fjender,
forhindringer og en spilfigur. Tank-spillet har to lag: Tankvognen selv og de stribede forhindringer, der
som sagt er implementeret som instanser af henholdsvis Sprite og TiledLayer. Frameworket gør det muligt
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at behandle disse lag samlet på en simpel måde.
Et lag (en instans af Layer) repræsenterer et visuelt element i spillet, såsom en sprite eller et tiled layer.
Dvs. både TiledLayer og Sprite nedarver fra denne klasse.
Layer er en meget simpel klasse der har en position (x, y), der kan hentes vha. getX() og getY() og sættes
vha. setPosition(int x, int y) samt en højde og en bredde, der kan hentes vha. getWidth() og getHeight().
Laget kan flyttes vha. move(int dx, int dy) og tegnes vha. paint(Graphics g). Et lag kan desuden defineres
som værende synligt eller usynligt vha. setVisible(boolean visible) og informationer om lagets synlighed
kan opnås vha. isVisible().
Om laget er synligt eller ej, kommer ikke kun til udtryk ved om man grafisk kan se det på skærmen. Et
usynligt lag betyder at det i mange sammenhænge slet ikke kommer i betragtning, dvs. der ikke spildes
ressourcer på det når f.eks. lagene skal tegnes. Det være sig f.eks. i kollisionstjekket, hvor der ses bort fra
usynlige lag. Dette kan konkret bruges når f.eks. en figur skydes og skal forsvinde.
LayerManager holder styr på lagene og deres rækkefølge og tegner dem i denne rækkefølge. LayerManager
er ligeglad med om det lag der tegnes er en instans af Sprite eller TiledLayer da klassen behandler alle lag
som en instans af Layer. Klassen gør det desuden muligt at definere spilverdenen som værende større
end skærmbilledet og vælge hvilken del der skal tegnes på skærmen.
LayerManager opretholder en liste hvori lagene kan indsættes vha. metoderne append(Layer l) og
insert(Layer l, int index) og fjernes igen vha. metoden remove(Layer l). Den største forskel på de to metoder
er at append(Layer l) indsætter laget i slutningen af listen, mens insert(Layer l, int index) indsætter laget
på den angivne plads i listen. Det er desuden muligt at få listens længde, antallet af lag, vha. metoden
getSize() og få returneret det Layer-objekt der befinder sig på et bestemt indeks i listen vha. metoden
getLayerAt(int index).
Indekset i listen af lag kan betragtes som den tredje akse på koordinatsystemet, således at laget på indeks
0 er det lag der er tættest på brugeren, mens det sidste lag i listen er det der befinder sig længst fra
brugeren. Dette betyder, at et element på indeks nummer 0 bliver tegnet ovenpå et element der befinder
sig på indeks nummer 1. Elementerne i listen er altid kontinuert således at der ikke er tomme pladser i
listen. Dvs. at hvis remove(Layer l) bliver kaldt bliver de efterfølgende lag rykket op i rækkefølgen så der
ikke er tomme pladser i listen.
Metoden paint(Graphics g, int x, int y) tegner lagene på en position (x, y) i forhold til baggrunden.
Ændringer i disse parametre ændrer kun hvor der tegnes men ikke udseendet. Tankspillet indeholder
kun to lag, så LayerManager kommer ikke til sin fulde ret i dette eksempel, men benyttes ikke desto
mindre til at tegne lagene i den ønskede rækkefølge der angives i konstruktøren i GameCanvas-klassen. 
1 public MicroTankCanvas ( ) throws IOException {
2 . . .
3 mLayerManager = new LayerManager ( ) ;
4 mLayerManager . append (mTank) ;
5 mLayerManager . append (mBoard ) ;
6 } 
Som eksemplet viser indsættes barriererne til sidst, hvorfor netop dette lag tagnes først.
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Det følgende kode-eksempel fra MicroTankCanvas’ render-metode, der kaldes i run-metoden, illustrerer
hvor simpelt lagene bliver tegnet med LayerManager. Selv for større spil kan denne metode komme til at
se så simpel ud som den følgende kode viser. 
1 private void render ( Graphics g ) {
2 . . .
3 mLayerManager . pa int ( g , x , y ) ;
4 f lushGraphics ( ) ;
5 } 
2.1.6 Kollisioner
For at tankspillet, og mange andre spil, kan fungere som det er hensigten er det nødvendigt at kunne
detektere kollisioner. Sprite indeholder metoder der gør det muligt at detektere kollisioner mellem to
sprites, en sprite og et billede eller en sprite og et tiled layer. Dette gøres vha. en af de tre collidesWidth-
metoder. For alle tre metoder gælder at der findes to forskellige metoder til kollisionsdetektering;
ved rektangelkollision eller pixelkollision. Ved kollision mellem rektangler, kan udvikleren definerer
rektanglerne vha. metoden defineCollisionRectangle(int x, int y, int width, int height). Hvis udvikleren ikke
selv definere rektanglet, er det som standard et rektangel der har oprindelse i spritens x og y koordinat
og med samme dimensioner som spriten. Der er ingen fastsatte grænser for kollisionsrektanglets
dimensioner, dvs. rektanglet kan både være større og mindre end det tilhørende element, eller slet ikke
overlappe elementets dimensioner. Pixelkollision detekterer om de to elementers pixels med en ikke
transparente værdi overlapper hinanden (pixellevel detektering).
I tankspillet er rektangelkollision ikke specielt hensigtsmæssige at benytte, da mange af cellerne, i
det tiled layer der indeholder barriererne, indeholder billeder der kun er halvt fyldte med pixels.
Dette betyder, at tanken tilsyneladende vil støde ind i usynlige barrierer. Pixelkollision er derfor mere
hensigtsmæssigt i det givne eksempel.
Kollisionsdetektering på pixelniveau kan da også generelt være en fordel hvis der skal foretages meget
præcise kollisionstjek, f.eks. hvis en fjende eller en brugerstyret figur skal rammes af skud. Kollisionstjek
på rektangelniveau kan med fordel benyttes når præcisionen på tjekket ikke behøver være så højt, f.eks.
hvis en brugerstyret figur skal lande på en platform, da dette er mindre ressourcekrævende.
I spileksemplet er det tanken, der i kraft af sine egenskaber som sprite, tjekker om der er en kollision
med de stribede barrierer. Dette tjek foregår som i den nedenstående kode, hvor collidesWith(mBoard, true)
fortæller at der benyttes pixelkollision. 
1 / / I s p i l l ø k k e n i k l a s s e n GameCanvas
2 i f (mTank . co l l idesWith (mBoard , t rue ) )
3 mTank . undo ( ) ;
4
5 / / Metoden undo i k l a s s e n Mic roTankSpr i t e
6 public c l a s s MicroTankSprite extends Spr i t e {
7 public void undo ( ) {
8 i f (mLastWasTurn )
9 turn(−mLastDelta ) ;
15
2. Framework
10 e lse
11 forward(−mLastDelta ) ;
12 }
13 } 
Når det undersøges om der er kollision med en instans af TiledLayer undersøges kollisionen udelukkende
med de celler der er defineret, dvs. ikke er 0. Så ligegyldigt om tankspillet bruger den ene eller anden
form for kollision vil tanken derfor ikke møde modstand når den kolliderer med en celle uden indhold.
2.1.7 Avancerede egenskaber i frameworket
I dette afsnit beskrives nogle egenskaber ved frameworket som tankspillet ikke benytter sig af, og som
bliver betragtet som mere avancerede.
Klassen GameCanvas’ buffers indhold kan tegnes vha. to andre metoder end dem der allerede er nævnt.
Metoden paintComponent(Graphics g) tegner hele bufferens indhold. Denne metode svarer til metoden
paint(Graphics g) i J2ME versionen. Størrelsen af GameCanvas’ buffer er sat til den maksimale størrelse
af det tilknyttede GameCanvas. Dog kan området der skrives ud til skærmen gøres mindre. Dette kan
gøres ved at kalde metoden flushGraphics(int x, int y, int width, int height), så et afgrænset område tegnes i
stedet for flushGraphics() der tegner hele området. Det er oplagt at benytte det begrænsede skærmområde
ved større baner. Således tegnes kun de objekter som spilleren rent faktisk kan se på skærmen, hvilket
sparer på computerens ressourcer. En anden måde at gøre dette på er at benytte LayerManagers metode
setViewWindow(int x, int y, int width, int height).
Metoden setViewWindow(int x, int y, int width, int height) sætter et vindue der angiver hvilken del af banen
der er synlig. Dette vindue er angivet ved vinduets øverste venstre hjørne og en højde og en bredde.
Ved at ændre disse koordinater kan forskellige effekter opnås, f.eks. kan det udsnit af spilverdenen der
vises på skærmen følge den brugerstyrede figur. Eksempelvis kan vinduet sættes til at være 100 x 100
pixels i location (100, 25) på canvaset. Tankeksemplet benytter ikke denne metode, så figur 2.5 illustrerer
situationen i et tænkt spileksempel.
Metoden paint(Graphics g, int x, int y) i LayerManager tegner det udsnit af lagene, som det før omtalte
vindue angiver, på en position (x, y) ligeledes i forhold til canvasset. Ændringer i disse parametre ændrer
således kun hvor udsnittet tegnes, ikke udseende af udsnittet. Det er vigtigt at pointere, at det er de dele
af lagene der rent faktisk er synlige for brugeren på det pågældende tidspunkt, der tegnes i bufferen.
I en sprite kan de rå frames manipuleres ved at bestemme en sekvens for hvilken rækkefølge de skal
vises i og ved at transformere dem. Dette er den første situation for spriten der tidligere er nævnt.
Denne situation gør det, som nævnt, muligt at ændre et elements udseende hele tiden og derved f.eks.
animere at en figur løber. Sekvensen af frames kan varieres og tilpasses efter behov. Sekvensen er, ved
oprettelsen af en instans af Sprite, sat til at være den samme som de rå frames naturlige sekvens, dvs.
de optræder i den samme rækkefølge som de er nummereret. Denne sekvens kan ændres vha. metoden
setFrameSequence(int[] sequence). Sekvensen kan både være længere og kortere end antallet af rå frames så
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Figur 2.5 Et eksempel på et viewwindow. Vinduet har dimensionerne 100x100 pixels og er placeret i (100,25) i canvaset
længe den er på mindst en. Sekvenslængde returneres af metoden getFrameSequenceLenght().
Metoden getFrame() returnerer den nuværende frame i sekvensen som et heltal der angiver på hvilken
plads i sekvensen den nuværende frame befinder sig. For at skifte mellem de forskellige frames i
sekvensen må udvikleren der benytter frameworket selv kalde metoderne nextFrame(), prevFrame() og
setFrame(int sequenceIndex). På denne måde kan spritens udseende animeres.
Metoden setRefPixelPosition(int x, int y) flytter spriten således at dens referencepixel er sat i position (x,y)
i GameCanvas’ koordinatsystem. Metoderne getRefPixelX() og getRefPixelY() returnerer referencepunktets
x- og y- koordinat i GameCanvas’ koordinatsystem.
TiledLayer giver også mulighed for animation vha. animerede celler. Disse angives med et negativt
indekstal på deres plads i gitteret. En animeret celle er en virtuel celle der er dynamisk associeret
med et statisk cellebillede. Dette betyder, at associationen kan ændres således at den animerede celle
beholder sin værdi men det statiske cellebillede den peger på ændres. Dette kan gøres simpelt vha.
metoden setAnimatedTile(int animatedTileIndex, int staticTileIndex), mens metoden createAnimatedTile(int
staticTileIndex) bruges når den animerede celle første gang skal defineres. Oplysningen om hvilken statisk
cellebillede en animeret celle peger på kan hentes vha. metoden getAnimatedTile(int animatedTileIndex).
En gruppe af celler i et gitter kan defineres med det samme animerede cellenummer. På figur 2.6 er
der flere celler der indeholder det animerede cellenummer -1. Dette tal har en association til et statisk
cellebillede. Dette kunne f.eks. være cellebillede nummer 5. Ved at kalde metoden setAnimatedTile(int
animatedTileIndex, int staticTileIndex) kan dette f.eks. ændres til nummer 4. Således har et kald til denne
metode ændret udseende på ti celler samtidig uden at ændre indholdet af gitteret. Denne mekanisme
kan bruges til at animere cellerne hvis deres udseende ændres ofte. Animerede tiles kræver altså kald
til metoden setAnimatedTile(int animatedTileIndex, int staticTileIndex) næsten hver gang spilløkken løbes
igennem for at opnår den ønskede animerede effekt.
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Figur 2.6 Et eksempel på indholdet af en celle-matrix. 0: Cellen indeholder ikke noget. Positive tal: Cellen indeholder
et af de statiske cellebilleder. Negative tal: Cellen indeholder en animeret celle.
De animerede cellers associationer til de statiske celler undersøges og de animerede celler tegnes efter
den association der er gældende når den animerede celle tegnes.
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2.2 Programdokumentation
Det udviklede framework gør det muligt at programmere 2D-spilapplikationer med udgangspunkt i
en struktur der giver programmøren to vigtige redskaber at arbejde med. Klassen GameCanvas gør det
muligt at gentegne skærmen ved slutningen af hver spilcyklus og spørge efter input fra tastaturet når
det passer ind. Fire andre klasser i frameworket muliggør en fleksibel lag-struktur der sikre en optimal
sammenhæng mellem landskab og øvrige elementer på skærmen, samt stort overblik ved komplekse spil
med mange elementer.
I dette kapitel forklares det hvordan frameworket er implementeret, og til en vis grad hvorfor det er
implementeret som der er. Grundet frameworkets basis i det eksisterende J2ME framework, argumenteres
der dog ikke for valg af klasser og deres ansvarsfordeling. De vigtigste detaljer beskrives i dette afsnit
mere detaljeret, hvilket giver en bred forståelse af hvordan frameworket er opbygget og hvorfor. En
forståelse der f.eks. er vigtig hvis man skal vedligeholde eller videreudvikle frameworket.
Mindre dele af koden er lavet med inspiration fra en dekompileret udgave af den oprindelige kode, til
frameworket i J2ME, der har været til rådighed. Men i langt de fleste tilfælde har koden ikke været
brugt. I andre tilfælde er der hentet inspiration fra diverse kodeeksempler fundet på Internettet og i
lærebøgerne, se litteraturliste.
2.2.1 Oversigt over frameworkets klasser
I det følgende er en oversigt over frameworkets fem klasser, samt et UML diagram der viser
sammenhængen mellem klasserne, figur 2.7.
Figur 2.7 UML diagram over frameworkets klasser
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GameCanvas nedarver fra JPanel og indeholder nogle basale egenskaber udover dem JPanel tilføjer.
Klassens primære opgave er at holde styr på input fra tastaturet og gøre det muligt at spørge efter
status på tastaturinput. Desuden gør GameCanvas det muligt at synkronisere tegning ud til spilvinduet.
GameCanvas nedarver fra J2ME’s Canvas klasse. Da de to klasser Canvas og JPanel har forskellige
egenskaber er det således i denne klasse at det udviklede framework udskiller sig mest fra J2ME
frameworket det er baseret på.
Dette betyder, at kode udviklet til J2ME kræver nogle mindre ændringer og tilføjelser for at kunne
benyttes sammen med frameworket der er udviklet i dette projekt. Disse ændringer er beskrevet i afsnit
2.1. Det skal dog understreges at målet ikke var at udvikle et framework til J2ME, men til J2SE. Derfor er
frameworket ej heller forsøgt udviklet til andet end J2SE, hvorfor der ofte er brugt løsningsmuligheder
herfra.
Layer er en abstrakt klasse der repræsenterer et visuelt element i spillet såsom en sprite. Klassen
indeholder nogle simple attributter, som størrelse, placering og synlighed, der er fælles for klassens
to underklasser, Sprite og TiledLayer. Denne klasse har de samme egenskaber som sit modstykke i J2ME.
LayerManager bruges i spil der arbejder med flere lag. Denne klasse holder styr på lagene og deres
rækkefølge og sørger for at de bliver tegnet på skærmen i denne rækkefølge. Klassen gør det desuden
muligt at definere spilverdenen som værende større end skærmbilledet og vælge hvilken del der skal
tegnes på skærmen. Denne klasse har ligeledes de samme egenskaber som sit modstykke i J2ME.
Sprite er en type lag, der ofte benyttes til animation. Den animeres ved at vise en sekvens af frames,
hvor hver ny opdatering af skærmen viser en ny frame i sekvensen. Alle frames har samme størrelse og
skal kunne laves ud fra ét billede. Programmøren kan selv vælge sekvensen så animationens udseende
kan ændres efter behov. Det er desuden muligt at spejlvende og rotere spriten, og detektere kollisioner
mellem en sprite og et andet element. Denne klasse har også de samme funktioner og egenskaber som
sit modstykke i J2ME.
TiledLayer er ligeledes en type lag. Et tiled layer gør det muligt at skabe store områder af grafisk indhold
med udgangspunkt i et forholdsvist lille billede, hvorfor det ofte benyttes til spillets omgivelser. TiledLayer
repræsenterer et lag der består af et gitter af celler. Hver af disse celler kan indeholde en af de celler som
det førnævnte billeder er blevet delt op i. Cellerne kan også fyldes med animerede celler for hvilken
det er nemt at skifte indhold. Netop denne egenskab er velegnet til at animere store grupper af celler.
Ligesom Sprite, har denne klasse generelt de samme funktioner og egenskaber som sit modstykke i J2ME.
2.2.2 GameCanvas
Programmøren der bruger frameworket kan modificere bufferen ved et kald til det grafik-objekt,
offscreenGraphics, der er en instans af klassen Graphics. Grafik-objektet er knyttet til klassens buffer,
offscreenImage, som er en instans af BufferedImage. Denne tilknytning af offscreenGraphics til offscreenImage
foregår i konstruktøren vha. metoden createGraphics(), efter højden og bredden er sat, muse- og
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tastaturlyttere er tilføjet og den boolske variable suppressKeyEvents er sat til true eller false.
Bufferen fyldes med hvide pixels hver gang metoden getBufferGraphics() kaldes og grafik-objektets
tegneområde sættes til bufferens størrelse vha. et kald til clipRect(int x, int y, int width, int height). Metoden
getBufferGraphics() sætter således nogle standardindstillinger på grafik-objektet.
Metoden getBufferGraphics() er implementeret med dette navn da metoden getGraphics(), der er nedarvet
fra JComponent, bruges i metoderne flushGraphics() og flushGraphics(int x, int y, int width, int height) og det
er således ikke ønskværdigt at overskrive metoden.
GameCanvas’ metode paintComponent(Graphics g) tegner indholdet af klassens buffer i (0,0). Først tjekkes
det dog om grafik-objektet der tegnes til er null. Er dette tilfældet kastes en NullPointerException.
GameCanvas har også en paint metode, der er nedarvet. Men paint(Graphics g) overskrives ikke i
GameCanvas da dette generelt frarådes.
De to metoder flushGraphics(int x, int y, int width, int height), hvis implementation kan ses nedenfor, og
flushGraphics() tegner henholdsvis et udsnit af bufferen og hele bufferen uden brug af nogle af paint-
metoderne. Metoderne kalder getGraphics() og får returneret GameCanvas’ grafik-objekt som metoderne
efterfølgende kan tegne på vha. henholdsvis drawImage(Image img, int x, int y, int width, int height,
ImageObserver observer) og drawImage(Image img, int x, int y, ImageObserver observer) med observer lig null. 
1 public void f lushGraphics ( in t x , in t y , in t width , in t height ) {
2 i f ( width >= 1 && height >= 1 ) {
3 Graphics g ;
4 t ry {
5 g = th i s . getGraphics ( ) ;
6 i f ( ( g != null ) && ( offscreenImage != null ) )
7 g . drawImage ( offscreenImage , x , y , width , height , null ) ;
8 Too lk i t . ge tDe fau l tToo lk i t ( ) . sync ( ) ;
9 }
10 catch ( Exception e ) {
11 System . out . p r i n t l n ( " Graphics contex t e r ro r : " + e ) ;
12 }
13 }
14 } 
GameCanvas holder styr på input fra tastaturet vha. den indre klasse GameKeyAdapter som er en
KeyEventDispatcher. Klassen indeholder udelukkende metoden dispatchKeyEvent(KeyEvent key), hvis
eneste opgave er at behandle de keyevents som den tilhørende lytter opfanger. Metoden er implementeret
på en sådan måde, at der kontrolleres om en tast er trykket ned eller sluppet. Der gemmes altså ingen
informationer om hvor mange gange der er trykket. Herefter kontrolleres om en af casene er opfyldt,
og i så fald hvilke. Dette gøres ved switch/case udtryk. Når en given case er fundet, f.eks. at pil op er
trykket(KeyEvent.VK_UP), sættes et flag. Dette foregår i det oprettede array af booleans, én boolean for
hver tast. Når flaget sættes, findes det indeks der svarer til tastens heltalsværdi. Denne boolean sættes
true ved tryk på en tast og false når tasten slippes.
Den booleske variabel suppressKeyEvent afgør om der skal tjekkes på udvidede taster, dvs. taster ud over
piltasterne og control. suppressKeyEvent lig true gør altså at kun disse fem taster kan benyttes i spillet. I
kildekoden kan rækken af udvidede taster ses (bilag 2). Man kan dog rimelig simpelt ændre disse, eller
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tilføje ekstra taster, ved ændringer i switch/case udtrykkene.
GameCanvas indeholder desuden en indre klasse GameMouseAdapter som er en MouseAdapter der imple-
mentere metoden mouseClicked(MouseEvent e) der kalder requestFocus(). En instans af GameMouseAdapter
bruges som muse-lytter i GameCanvas for at gøre det muligt for klassen af få input fra musen.
2.2.3 Layer
Alle instanser af Layer har en position (det øverste venstre hjørne) i et todimensionalt koordinatsystem.
Positionen er angivet ved variablerne x og y, og lagets bredde og højde ved variablerne width og height.
Disse fire variabler er alle af den simple type int, da antal af pixels og deres placering altid angives som
heltal.
Konstruktøren Layer(int width, int height) sætter højden og bredden på laget. Først tjekkes det dog om de
er større end 0. Hvis dette ikke er tilfældet kastes en IllegalArgumentException().
Layer’s position vil altid fortolkes i forhold til det grafik-objektets koordinatsystem (en instans af
Graphics), der gives til metoden paint(Graphics g). Alle Layer’s underklasser skal implementere metoden
paint(Graphics), således at de kan tegnes på skærmen, da metoden er abstrakt i overklassen Layer.
Når en instans af Layer oprettes er dens position automatisk sat til (0,0) i konstruktøren, men kan ændres
ved kald af metoden setPosition(int x, int y), der ændrer værdierne af klassens variabler x og y til de
angivne tal. Positionen returneres af metoderne getX() og getY(). Metoden move(int dx, int dy) ændrer x og
y i den angivne retning (dx, dy). Layer’s øvrige dimensioner, bredden og højden, returneres af metoderne
getWidth() og getHeight().
Desuden indeholder Layer information om elementets synlighed, der hentes via metoden isVisible() og
sættes via setVisible(boolean visible).
2.2.4 LayerManager
LayerManager opretholder en liste, implementeret som arraylisten layers, der indeholder lagene som
LayerManager arbejder med. Arraylisten er valgt da den har nogle egenskaber der stemmer godt overens
med LayerManagers egenskaber. Arraylisten gør det muligt hurtigt at hente et element på et bestemt
indeks, og ændre listens længde (tilføje og fjerne elementer), samtidig med at dens metoder gør det nemt
at opretholde en kontinuert sekvens af elementer på trods af at der fjernes og tilføjes elementer i listen.
Kald til arraylistens metoder add(E o), add(int index, E element) og remove(Object o) sørger automatisk for
dette. Dette forsimpler metoderne remove(Layer l), insert(Layer l, int index) og append(Layer l), sammenlignet
med J2ME der ikke indeholder Collections. Brug af en arraylist i LayerManager er altså en bevidst ændring
i forhold til J2ME frameworket. Metoderne insert(Layer l, int index) og append(Layer l) kræver dog først
et kald til metoden remove(Object o) med laget som parameter for at kontrollere om laget befinder sig i
listen i forvejen, da LayerManager ikke tillader duplikering i listen.
Når elementer indsættes i listen på et bestemt indeks tjekkes der først om indekset befinder sig i listen.
Er dette ikke tilfældet kastes en IndexOutOfBoundsException(). Et objekt på et bestemt indeks i arraylisten
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returneres af metoden getLayerAt(int index), der ligeledes først tjekker om indekset befinder sig i listen.
De dimensioner der angiver vinduet størrelse, dvs. det område som tegnes når paint-metoden kaldes,
er vinduets øverste venstre hjørne, værdierne viewX og viewY, samt bredden og højden af vinduet,
viewHeight og viewWidth. Vinduets dimensioner sættes via metoden setViewWindow(int x, int y, int
width, int height) der kaster en IllegalArgumentException() hvis højden eller bredden er 0 eller under. I
konstruktøren sættes dette vindue til at have højden Integer.MAX_VALUE og x- og y- værdierne til 0.
Metoden paint(Graphics g, int x, int y) benytter x og y som startpunktet for hvor lagene i listen skal tegnes.
Den følgende kode viser implementationen af paint metoden. 
1 public void paint ( Graphics g , in t x , in t y ) {
2 i f ( g == null ) {
3 throw new NullPointerExcept ion ( ) ;
4 }
5 e lse {
6 in t c l ipX = g . getClipBounds ( ) . getX ( ) ;
7 in t c l ipY = g . getClipBounds ( ) . getY ( ) ;
8 in t clipWidth = g . getClipBounds ( ) . getWidth ( ) ;
9 in t c l ipHeight = g . getClipBounds ( ) . getHeight ( ) ;
10
11 g . t r a n s l a t e ( x − viewX , y − viewY ) ;
12 g . c l i pRec t ( viewX , viewY , viewWidth , viewHeight ) ;
13
14 f o r ( in t k = laye r s . s i z e ( ) −1; k >= 0 ; k−−){
15 Layer l = getLayerAt ( k ) ;
16 l . pa int ( g ) ;
17 }
18 g . t r a n s l a t e ( viewX − x , viewY − y ) ;
19 g . s e tC l ip ( cl ipX , cl ipY , clipWidth , c l ipHeight ) ;
20 }
21 } 
Variablerne clipX, clipY, clipWidth og clipHeight udgør de dimensioner der udgør Graphics objektet g’s
tegneområde (clipRect). Disse dimensioner er sat til at være lig GameCanvas’ dimensioner i metoden
getBufferGraphics() i GameCanvas. Dette forbliver de med at være indtil noget andet specificeres i en evt.
spilimplementering eller paint-metoden i TiledLayer kaldes.
I paint-metoden ændres g’s tegneområde midlertidigt så de elementer der befinder sig indenfor det
specificerede viewwindow kan tegnes i bufferen. Da der også skal tages højde for de to int-værdier x og y
som paint-metoden kalder med translate(x - viewX, y - viewY), linie 11), først på g således at tegneområdet
flyttes i den retning som x og y indikere. Værdierne viewX og viewY trækkes fra i den efterfølgende
sætning. Efterfølgende kaldes clipRect(viewX, viewY, viewWidth, viewHeight), linie 12, på g som sætter det
område der skal tegnes i. Dette betyder at det nu er det område der er specificeret ved viewwindow’et og
parametrene x og y der tegnes i bufferen.
Elementerne i layers tegnes herefter en for en i indeks-rækkefølge med laget med det højeste indeks først,
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dvs. listen bagfra, linie 14-17. Disse lag tegnes kun til g hvis de ligger indenfor tegneområdet, da alt
andet ignoreres automatisk. Når alle lagene er tegnet kan tegneområdet igen sættes til det som det var
inden paint blev kaldt ved at kalde translate(viewX - x, viewY - y), linie 18, og derefter setClip(clipX, clipY,
clipWidth, clipHeight), linie 19, på g.
2.2.5 Sprite
Da Sprite nedarver fra Layer har den de samme egenskaber som en instans af Layer. Dvs. den har en
position og dimension, kan flyttes og gøres synlig eller usynlig.
Klassen Sprite har tre konstruktører. Den ene tager en anden sprite som input og får overført alle dennes
tilstande/parametre. De to andre tager et billede som parameter, som de laver en sprite ud fra vha.
metoden setImage(Image newImage, int frameWidth, int frameHeight). Den ene konstruktør giver mulighed
for at animere spriten da en framehøjde og bredde bruges som parametre, mens den anden kun bruger
det ene billede til at vise spriten.
Sprite-animation
Frameworket giver mulighed for at animere sprites. Til dette benyttes et antal rå frames der laves
ud fra det billede (instans af Image) der stilles til rådighed for metoden setImage(Image newImage, int
frameWidth, int frameHeight). Koden for metoden følger i det nedenstående kodesegment. Hvis højden og
bredden er den samme for den angivne frame og billedet, vil der kun dannes én rå frame der udgør
hele billedet. I dette tilfælde er der altså ikke tale om en animation. Angives der derimod en højde
og/eller bredde der en mindre end billedets, deles billedet i flere lige store rå frames med de angivne
dimensioner. Billedets dimensioner skal dog være et multiplum af framets. Er dette ikke tilfældet kastes
en IllegalArgumentException.
1 publ ic void setImage ( Image newImage , i n t frameWidth , i n t frameHeight ) {
2 // Tjek input for null og u lov l ige input
3 sourceImage = newImage ;
4 i n t numberOfFrames = ( sourceImage . getWidth ( null ) / frameWidth ) * ( sourceImage . getHeight (
null ) / frameHeight ) ;
5 i f ( frameWidth != getWidth ( ) || frameHeight != getHeight ( ) ) {
6 setWidth ( frameWidth ) ;
7 setHeight ( frameHeight ) ;
8 in i tFrames ( sourceImage ) ;
9 de f ineCo l l i s i onRec tang l e ( getX ( ) , getY ( ) , getWidth ( ) , getHeight ( ) ) ;
10 setTransform ( Transform .TRANS_NONE) ;
11 sourceWidth = getWidth ( ) ;
12 sourceHeight = getHeight ( ) ;
13 }
14 e lse in i tFrames ( sourceImage ) ;
15
16 i f ( numberOfFrames >= rawFrameCount ) {
17 i f ( ! customFrameSequenceDefined )
18 ini tDefaultFrameSequence ( ) ;
19 }
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20 e lse {
21 customFrameSequenceDefined = f a l s e ;
22 ini tDefaultFrameSequence ( ) ;
23 currentFrame = 0 ;
24 }
25 }
I metoden initFrames() der kaldes fra setImage(Image newImage, int frameWidth, int frameHeight), skæres
billedet (sourceImage) ikke op i mindre billeder, men der benyttes derimod to arrays (rawFramesX og
rawFramesY), der angiver det øverste venstre hjørne på hvert af de rå frames i forhold til sourceImage’s
koordinater.
Hver rå frame får et nummer fra 0 til antallet af rå frames - 1. Antallet af rå frames returneres af metoden
getRawFrameCount(). Numrene tildeles i stigende rækkefølge fra det øverste venstre hjørne således at alle
frames i samme række får tildelt numre før der skiftes til næste række.
Sekvensen af frames kan ændres vha. metoden setFrameSequence(int[] sequence). Sekvensen kan både være
længere og kortere end antallet af rå frames så længe den er på mindst en. Sekvensen skal defineres helt
fra bunden og der kan ikke lægges elementer til den når den først er defineret, hvorfor den er valgt
implementeret som et array, frameSequence der er lig parameteren sequence.
Metoden setImage(Image newImage, int frameWidth, int frameHeight) kalder metoden initDefaultFrameSequen-
ce() hvis antallet af nye frames er mindre end antallet af frames der var før kaldes metoden setImage.
Metoden initDefaultFrameSequence() sætter framesekvensen lig framenumrene i ordnet rækkefølge.
Metoden getFrame() returnere den nuværende frame i sekvensen (currentFrame) som et heltal der
angiver på hvilken plads i sekvensen den nuværende frame befinder sig. For at skifte mellem de
forskellige frames i sekvensen må udvikleren der benytter frameworket selv kalde metoderne nextFrame(),
prevFrame() og setFrame(int newCurrentFrame).
En sprite har et referencepunkt der kan defineres ved at specificere dens location i spritens frame vha.
metoden defineReferencePixel(int x, int y). Når der oprettes en instans af Sprite med udgangspunkt i et
billede er dette referencepunkt sat til at være (0,0) i framet. Da referencepunktet er defineret i spritens
utransformerede frame ændres referencepunktet (angivet ved værdierne refX og refY der er af typen
int) ikke når spriten transformeres. Spriten kan vha. af metoden setRefPixelPosition(int x, int y), flyttes
således at dens referencepixel er i position (x,y) i GameCanvas koordinatsystem. Metoderne getRefPixelX()
og getRefPixelY() returnere referencepunktets x- og y-koordinat i GameCanvas koordinatsystem.
Transformationerne findes i otte forskellige former, der alle er implementeret som enum konstanter i
Sprite. Disse otte findes beskrevet i afsnit 2.1.
Når metoden setTransform(int Transform) bliver kaldt transformeres spritens placering og dimensioner
vha. metoden setTransformedDimensions(Transform new_transform). Spritens x- og y-koordinater, samt
højde og bredde transformeres først tilbage fra den tidligere transformationsform inden de transformeres
igen. Transformationerne foregår vha. metoderne mirrorTrans() og rotateTrans(int degrees), hvor højde og
bredde skiftes ud med hinanden i det tilfælde hvor der roteres 90◦eller 270◦.
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I metoden mirrorTrans() spejles koordinaterne i den linie som x = re f X udgør i det todimensionale
koordinatsystem. Dette gøres vha. af formlen newx = x− width+ (2 · re f X).
Metoden rotateTrans(int degrees) benytter AffineTransform og Point2D til at udføre rotation. Koden til
metoden er den følgende: 
1 private void ro ta teTrans ( in t degrees ) {
2 AffineTransform transform = new AffineTransform ( ) ;
3 transform = transform . ge tRota te Ins tance (Math . toRadians ( degrees ) , getRefPixe lX ( ) ,
getRefPixe lY ( ) ) ;
4 Point2D or i g i n a l = new Point2D . Double ( getX ( ) , getY ( ) ) ;
5 Point2D rota ted = transform . transform ( or ig ina l , null ) ;
6 i f ( degrees == 90 ) {
7 setX ( ( in t ) ro ta ted . getX ( ) − getHeight ( ) ) ;
8 setY ( ( in t ) ro ta ted . getY ( ) ) ;
9 }
10 i f ( degrees == 180 ) {
11 setX ( ( in t ) ro ta ted . getX ( ) − getWidth ( ) ) ;
12 setY ( ( in t ) ro ta ted . getY ( ) − getHeight ( ) ) ;
13 }
14 i f ( degrees == 270 ) {
15 setX ( ( in t ) ro ta ted . getX ( ) ) ;
16 setY ( ( in t ) ro ta ted . getY ( ) − getWidth ( ) ) ;
17 }
18 } 
Koordinaterne til punktet der ønskes roteret kan hentes vha. metoderne getX() og getY(). Disse bruges til
at oprette et Point2D objekt, original. Dette transformeres vha. transform, en instans af AffineTransform, der
er sat til at rotere det ønskede antal grader og vha. metoden transform(Point2D ptSrc, Point2D ptDst) der
returnerer det transformerede punkt.
Dette roterer dog kun punktet, der således ikke længere er det øverste venstre hjørne i spriten. Dette
problem kan løses ved at trække højde eller bredde fra x- og/eller y-koordinatet som angivet i koden.
Spejling og rotation af billedet der udgør spriten foregår først i paint-metoden vha. hjælpe-metoden
getTransformedImage(), der returnerer det transformerede billede så det kan tegnes vha. et kald til
Graphics2D objektets metode drawImage(BufferedImage img, BufferedImageOp op, int x, int y) med op lig null.
Metoden paint(Graphics g) er implementeret således da dens hjælpe-metode getTransformedImage() også
benyttes ved kollisionstjek. Desuden gør den paint metoden meget simpel. Det er dog ikke nødvendigvis
den mest ressourcebesparende metode der kan benyttes, da oprettelsen af et BufferedImage ikke er
nødvendig for paint-metoden, men er det for kollisionsmetoden der beskrives senere. Inden spriten tegnes
undersøges det dog i paint-metoden om spriten er synlig ved et kald til isVisible().
Metoden getTransformedImage() returnerer et billede der udelukkende indeholder den nuværende
frame, angivet i currentFrame, i den transformerede form som currentTransform foreskriver. Metoden
kalder hjælpe-metoden getBaseImage(boolean mirror) med en boolsk værdi der angiver om billedet skal
spejlvendes og får returneret et BufferedImage. Derefter bruges det returnerede billede i hjælpemetoden
getRotateImage(BufferedImage imageIn, int degrees), i det tilfælde hvor billedet skal roteres. Det roterede
billede returneres til metoden getTransformedImage() der efterfølgende igen returnerer det.
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Metoden getBaseImage(boolean mirror) finder det rette udsnit af sourceImage og tegner dette til
BufferedImage’s Graphics objekt ved hjælp af Graphics metoden drawImage(Image img, int dx1, int dy1, int
dx2, int dy2, int sx1, int sy1, int sx2, int sy2, ImageObserver observer). Hvis mirror er true byttes der om på
variablerne dx1 og dx2 i draw-metoden således at billedet spejlvendes.
Metoden getRotateImage(BufferedImage imageIn, int degrees) benytter AffineTransform til at rotere billedet
degrees grader, vha. dens metode setToRotation(double theta, double x, double y) der roterer billedet
omkring et referencepunkt, der defineres som billedets midterpunkt. Metoden drawImage(Image image,
AffineTransform xform, ImageObserver obs) bruges til at tegne billedet til et BufferImage Graphics-objekt, der
efterfølgende returnerer BufferedImage.
Detektering af kollisioner
Sprite er bygget så der er flere mulighed for detektering af kollisioner. Der kan bruges et kollisions-
rektangel (angivet ved variablerne collisionX, collisionY, collisionWidth, collisionHeight) der defineres vha.
metoden defineCollisionRectangle(int x, int y, int width, int height) til kollisionstjekkene. Hvis et kollisions-
rektangel ikke defineres eksplicit af brugeren, vil det som standard være et rektangel med de samme
dimensioner og position som spriten selv.
Både collisionX og collisionY defineres i forhold til spritens referencepixels vha. formlen collisionX =
re f X − x, hvor x er den første int-værdi i metoden defineCollisionRectangle(int x, int y, int width, int
height). Det vil altså sige at de to variabler er defineret i forhold til spriten selv. Dette betyder at
det ikke er nødvendigt at flytte koordinaterne med spriten, men kun redefinere dem vha. formlen
collisionX = x − (re f X − collisionX), hvor x er den nye refX, når spritens referencepixels redefineres
i metoden defineReferencePixel(int x, int y).
Udover kollisionstjek mellem rektangler kan pixellevel detektering også bruges. Her tjekkes der på om
de to elementer har synlige pixels der kolliderer.
Hver af de tre metoder til kollisionsdetektering, collidesWith(Image image, int x, int y, boolean
pixelLevel), collidesWith(Sprite s, boolean pixelLevel) og collidesWith(TiledLayer t, boolean pixelLevel) undersøger
først om begge elementer er synlige. Er dette ikke tilfældet, returneres false. Er begge synlige
undersøges det om der rent faktisk sker en kollision. Den boolske værdi pixelLevel angiver om
pixelleveldetektering skal bruges eller ej, og afgør derfor om kollisionsdetekteringen skal foregå på
pixelniveau eller rektangelniveau. På rektangelniveau undersøges blot om rektanglerne til de tilhørende
elementer overlapper. Er dette tilfældet returneres true, ellers returneres false. Kollisionsdetekteringen
med kollisionsrektangler tager også højde for at spriten kan være transformeret vha. metoden
getTransformedCollisionRectangle() der benytter sig af at spritens koordinater allerede er transformeret og
af metoden mirrorTrans().
I det tilfælde hvor der detekteres kollision mellem en sprite og et tiled layer skal der tjekkes kollision
mellem spriten og de enkelte celler i tiled layer. Dvs. at der skal tjekkes for kollision mellem spriten og
enkeltvis med alle de celler der indeholder et billede.
På pixelniveau undersøges det først om de rektangler som de to elementers dimensioner udgør
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overlapper. Er dette tilfældet forsættes der, ellers returneres false. Hvis der fortsættes skal billederne
for områderne der tjekkes på hentes. Er der tale om en sprite bruges metoden getTransformedImage() og
hvis det er en celle i et tiled layer bruges metoden getImageAt(int col, int row), der omtales nærmere i afsnit
2.2.6. Herefter kaldes hjælpemetoden doPixelCollision(Image image1, int x1, int y1, int width1, int height1,
Image image2, int x2, int y2, int width2, int height2), hvis implementation følger af nedenstående kode. Er
resultatet af denne true returneres dette, ellers returneres false. Er der tale om pixelkollisions med et tiled
layer, fortsættes kollisionstjek med næste celle, indtil der returneres true eller alle celler er løbet igennem. 
1 private boolean doP ixe lCo l l i s i on ( Image image1 , in t x1 , in t y1 , in t width1 , in t height1 , Image
image2 , in t x2 , in t y2 , in t width2 , in t height2 ) {
2 in t x = x1 >= x2 ? x1 : x2 ;
3 in t y = y1 >= y2 ? y1 : y2 ;
4 in t x i = ( x1 + width1 ) >= ( x2 + width2 ) ? ( x2 + width2 ) : ( x1 + width1 ) ;
5 in t yi = ( y1 + height1 ) >= ( y2 + height2 ) ? ( y2 + height2 ) : ( y1 + height1 ) ;
6
7 in t width = Math . abs ( x−x i ) ;
8 in t height = Math . abs ( y−yi ) ;
9
10 in t [ ] p i xe l s1 = new int [ width1 * height1 ] ;
11 PixelGrabber pg1 = new PixelGrabber ( image1 , x1 , y1 , width1 , height1 , p ixe l s1 , 0 , width1 ) ;
12 t ry {
13 pg1 . g rabP ixe l s ( ) ;
14 }
15 / / Grib f e j l
16
17 in t [ ] p i xe l s2 = new int [ width2 * height2 ] ;
18 PixelGrabber pg2 = new PixelGrabber ( image2 , x2 , y2 , width2 , height2 , p ixe l s2 , 0 , width2 ) ;
19 t ry {
20 pg2 . g rabP ixe l s ( ) ;
21 }
22 catch ( InterruptedExcept ion e ) {
23 / / Gr ib f e j l
24 }
25
26 in t [ ] p i xe l s1 In t e rSec tArea = new int [ width * height ] ;
27 in t [ ] p i xe l s2 In t e rSec tArea = new int [ width * height ] ;
28
29 for ( in t row = 0 ; row < height ; row++) {
30 for ( in t co l = 0 ; co l < width ; co l ++) {
31 p ixe l s1 In t e rSec tArea [ row * width + co l ] = p ixe l s1 [ ( row + y − y1 ) * width1 +
( co l + x − x1 ) ] ;
32 p ixe l s2 In t e rSec tArea [ row * width + co l ] = p ixe l s2 [ ( row + y − y2 ) * width2 +
( co l + x − x2 ) ] ;
33 }
34 }
35
36 for ( in t row = 0 ; row < height ; row++) {
37 for ( in t co l = 0 ; co l < width ; co l ++) {
38 i f ( pg1 . getColorModel ( ) . getAlpha ( p ixe l s1 In t e rSec tArea [ row * width + co l ] )
!= 0
39 && pg2 . getColorModel ( ) . getAlpha ( p ixe l s2 In t e rSec tArea [ row * width +
co l ] ) != 0 )
40 return true ;
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41 }
42 }
43 return fa l s e ;
44 } 
I metoden doPixelCollision(Image image1, int x1, int y1, int width1, int height1, Image image2, int x2, int y2,
int width2, int height2) udregnes først størrelsen og koordinaterne for de område der overlapper. Det
øverste venstre hjørne af området udgøres af den største af x- og y-koordinaterne som de to elementer
har, dvs. den største af x1 og x2, og af y1 og y2. Dernæst udregnes det nederste højre hjørne. Her er
tilfældet omvendt, dvs. det er den mindste værdi af de to elementers nederste højre hjørnes x- og y-
værdier. Højden og bredden af området findes efterfølgende ved at tage den absolutte værdi af de to nye
y-værdier trukket fra hinanden og den absolutte værdi af de to nye x-værdier trukket fra hinanden.
For hvert billede bruges en PixelGrabber og dens metode grabPixels() til at danne et array der indeholder
alle billedets pixelværdier. Da det kun er de pixels der befinder sig i overlapningsområdet der er
interessante i dette tilfælde, udtages disse pixels og sættes ind i to nye arrays. Herefter gennemløbes de
to arrays, pixels1InterSectArea og pixels2InterSectArea, sideløbende og det tjekkes om der på det aktuelle
indeks i gennemløbet er en pixel i disse to arrays som begge ikke er gennemsigtige. Er dette tilfældet
returneres true, ellers fortsættes gennemløbet indtil dette er færdigt og der kan returneres false.
2.2.6 TiledLayer
Ligesom Sprite, nedarver TiledLayer fra Layer og de har derfor nogle af de samme egenskaber; en position
og dimension, og kan flyttes og gøres synlig/usynlig. Gitteret af celler i TiledLayer er repræsenteret
som et todimensionalt array, det vil i dette tilfælde sige et array, tileMatrix, der indeholder arrays
indeholdende heltal. I tilfældet hvor en celle i gitteret indeholder 0, angives det således at der ikke
er tilknyttet et cellebillede. Når en instans af TiledLayer oprettes, indeholder det todimensionale array
tileMatrix udelukkende 0’er. Dette gøres vha. hjælpe-metoden setTileSetDefault() der går alle arrays i
tileMatrix igennem og sætter deres indhold til 0. Desuden sætter denne metode animatedTiles til null.
Listen animatedTiles repræsenteres af en arrayliste med angivelser af animerede celler.
TiledLayer har fem variable der holder styr på klassens elementære egenskaber. Antallet af celler i
gitteret angives i numOfTiles, cellernes højde og bredde er angivet henholdsvis ved tileHeight og tileWidth.
Desuden har gitteret et antal rækker rows og et antal kolonner columns.
Alle de rå/statiske cellebilleder der hører til et tiled layer, er alle en unik del af det samlede billede
der bruges til et tiled layer. Billedet (sourceImage) deles op i en serie af mindre billeder, alle med samme
dimensioner som cellerne. Dette gøres lige som i klassen Sprite vha. af to arrays, her staticTileX og sta-
ticTileY, der holder styr på cellernes koordinater i sourceImage. Billedet bliver altså kun delt op i visuel
forstand og ikke reelt skåret ud i små billedstykker.
De to arrays staticTileX og staticTileY indeholder hver henholdsvis x- og y-koordinaterne for hver rå cel-
lebillede. Ligesom i klassen Sprite angives de rå cellebilleder numerisk fra øverste venstre hjørne mod
højre, således at numrene på cellerne i første række angives først. Den største forskel er at den første
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celle får nummeret 1 og ikke 0. Dvs. længden af disse arrays er lig antallet af rå cellebilleder plus 1, da
indeks 0 anvendes til at angive en celle uden noget cellebillede.
De rå cellebilleder angives i konstruktøren og kan senere omdefineres, med et nyt billede og ny celle-
bredde og -højde, vha. metoden setStaticTileSet(Image, int tileWidth, int tileHeight). I begge tilfælde bruges
den private hjælpe-metode createStaticTileSet(Image image) til at sætte indholdet af staticTileX og staticTileY.
I metoden sættes variablen numStaticTiles på baggrund af cellernes højde og bredde og billedets højde
og bredde. Derefter opretter den staticTileX og staticTileY med størrelsen numStaticTiles + 1, da det første
indeks. På indeks 1 til numStaticTiles indsættes x- og y-koordinaterne på image for de statiske cellebilleder
vha. to for-løkker der medvirker til udregningen af disse koordinater.
Når setStaticTileSet(Image, int tileWidth, int tileHeight) kaldes tjekkes input tileWidth og tileHeight først for
at sikre sig at de er større end 0 og der findes et heltal som de multipliceret med giver henholdsvis præcis
billedets bredde og billedets højde. Er dette ikke tilfældet kastes en IllegalArgumentException. Herefter kan
gitterets højde og bredde, dvs. lagets højde og bredde, sættes til henholdsvis at være rows · tileHeight og
columns · cellebredden.
I det tilfælde hvor antallet af statiske cellebilleder, er det samme som længden af staticTileX-1 eller stati-
cTileY-1, er større end det nye antal statiske cellebilleder angivet ved (image.getHeight(null)/tileHeight) ·
(image.getWidth(null)/tileWidth), kaldes setTileSetDefault() således at alle indeks i gitteret bliver sat til 0.
Herefter bliver det nye sæt af statiske billeder sat vha. createStaticTileSet(Image image).
Oplysningen om hvilken statisk cellebillede en animeret celle peger på kan fås, ved at hente oplysningen
fra arraylisten animatedTiles via metoden getAnimatedTile(int animatedTileIndex). Oplysninger om den
animerede celle kan findes ved at tage den absolutte værdi af den animerede celle, der altid er et negativt
tal, og trække en fra og derefter bruge dette som et indeks i animatedTiles. Arraylisten kan der ikke fjernes
elementer fra, men en animeret celles association kan ændres ved at ændre heltallet som den animerede
celles tilsvarende indeks indeholder vha. setAnimatedTile(int animatedTileIndex, int staticTileIndex).
Når en animeret celle oprettes vha. metoden createAnimatedTile(int staticTileIndex), returneres et negativt
tal der svare til at sætte et minus foran det næste frie indeks i arraylisten. Inden en animeret celle
associeres med en statisk celle, såvel i metoden createAnimatedTile(int staticTileIndex) som i metoden
setAnimatedTile(int animatedTileIndex, int staticTileIndex), tjekkes dog om den ønskede statiske celle
eksisterer ellers kastes en IndexOutOfBoundsException.
Indholdet af cellerne i gitteret, dvs. indholdet af tileMatrix, kan ændres vha. metoderne setCell(int col,
int row, int tileIndex) og fillCells(int col, int row, int numCols, int numRows, int tileIndex) alt afhængig
af om det ønskes at ændre en celle eller en blok af celler ad gangen. I begge tilfælde kastes en
IndexOutOfBoundsException hvis den angivne række, kolonne eller indeks ikke findes. Desuden kaster
fillCells(int col, int row, int numCols, int numRows, int tileIndex) en IllegalArgumentException hvis antallet af
rækker eller kolonner er for stort.
I paint-metoden tegnes cellerne udelukkende hvis de er synlige og indeholder noget, dvs. indekset ikke
er 0. To for-løkker, en for kolonnerne og en for rækkerne bruges til at gennemløbe listen tileMatrix. I
det tilfælde hvor et indeks indeholder 0 undersøges det næste indeks i rækken. De animerede cellers
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associationer til de statiske celler undersøges, vha. metoden getAnimatedTile(int animatedTileIndex).
Når den statiske celle er fundet kan int-værdien bruges til at finde cellens placering på billedet
vha. staticTileX og staticTileY der indeholder x- og y-koordinaterne. Efterfølgende bruges metoden
drawImage(Image img, int dx1, int dy1, int dx2, int dy2, int sx1, int sy1, int sx2, int sy2, ImageObserver observer)
med observer sat til null til at tegne til Graphics-objektets koordinater, der er angivet i de første fire
int-værdier. Billedets koordinater er angivet ved de efterfølgende fire int-værdier.
Metoden getImageAt(int col, int row) returnerer et BufferedImage der er lig det billedeudsnit som findes
i tileMatrix på rækkenummer row og kolonnenummer col. Metoden gør næsten det samme som paint-
metoden, med de to undtagelser at den kun gør det for en celle og metoden selv opretter det BufferedImage
objekt der tegnes på og returneres. Metoden bruges udelukkende af klassen Sprite til at detektere en
pixelkollision mellem en sprite og en celle i et tiled layer.
2.3 Vedligeholdelse og udvidelse
På trods af at frameworket kun består af 5 klasser er det, som der fremgår af de netop gennemgåede
afsnit, forholdsvist komplekst. Som før beskrevet er klasserne og metodeinddelingen hentet mere eller
mindre direkte fra J2ME frameworket og er derefter i mange henseender tilpasset f.eks. til Java SE,
til større skærme osv.. Frameworket bærer dog stadig præg af dets oprindelse fra J2ME, hvorfor visse
udførsler helt sikker kunne være implementeret mere hensigtsmæssigt. Samtidig skulle input/output
fra alle metode være tilnærmelsesvis som i det andet framework, da spillet som sagt blev udviklet på
baggrund af dette.
Dette skal tages med i overvejelserne ved fremtidig vedligeholdelse af frameworket eller eventuelle
udvidelser. Der henvises til det konkrete spil, afsnit 3, for et konkret eksempel på hvordan vi har benyttet
frameworket til et større platformspil. Igen henvises ligeledes til J2ME frameworket [Knudsen, 2003b] for
Sun’s klasse og metodebeskrivelser.
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Opdelingen af dette kapitel er den samme som kapitlet omhandlende frameworket; brugervejledning og
programdokumentation. Indholdet er dog anderledes idet spillet her tjener som selvstændigt program.
Målgruppen for spillet er således spilinteresserede, og brugervejledningen er skrevet som en egentlig
manual.
Brugervejledningen beskriver systemkrav, opstart og brug af spillet. Programdokumentationen fungerer
som den detaljerede beskrivelse af klasser og metoder, samt deres udnyttelse af frameworket.
Programdokumentationen giver derfor udover en beskrivelse af programmets funktion i detalje, en
oversigt der kan bruges som udgangspunkt til eventuel vedligeholdelse og videreudvikling af spillet.
I forbindelse med dette henvises til den tilhørende dokumentation af frameworket i kapitel 2, samt
kildekoden i bilag A og B.
3.1 Brugervejledning
Figur 3.1 Screenshot fra spillet: Spillets opstartsskærm.
Spillet og dets framework er udviklet og afprøvet i J2ME (Java 2 Platform Micro Edition) og J2SE (Java 2
Platform Standard Edition) udgaverne henholdsvis. Den endelige udgave af spillet, der er vedlagt denne
rapport som bilag D, er oversat vha. J2SE 5.0. Således kræves der en tilsvarende eller senere runtime
environment (JRE) udgave, for at afvikle spillet. Udover systemspecifikationerne der kræves af Java’s
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runtime bør skærmens opløsning være minimum 800× 600. Derudover anbefaler vi at det afvikles fra
en computer der mindst svarer til en Pentium 2 450MHz med 64mb RAM. Et lydkort anbefales ligeledes
for at få den optimale spiloplevelse. Spillet, der er at finde på den vedlagte CD-ROM sammen med
kildekoden, er samlet i et Java arkiv, og eksekveres således:
- Skift til stien på CD-ROM’en hvor spillet befinder sig, f.eks. D:\topgame
- Udfør kommandoen java -jar topgame.jar
3.1.1 Spillet
I spillet styrer du figuren “George” rundt i en 2D verden. Målet, udover at nå enden af banen, er
at opsamle bonus-genstande i form af mønter samt at skyde eventuelle fjender der kommer i vejen.
Skuddene har en begrænset rækkevidde og man skal derfor være relativt tæt på en fjende for at kunne
ramme den. Støder man ind i en fjende, mister man en tiendedel af sin energi da deres ydre er beklædt
med ild og batterisyre. Hvis energiniveauet når helt ned på nul, starter man der hvor spilleren er kommet
til, men med et liv mindre. Løber man tør for liv, er spillet slut. Ved at samle 10 mønter, opnår man et
ekstra liv. Figur 3.2 viser “George” i aktion.
Platformene i spillet kan bruges til elevation i forbindelse med opsamling af højt placerede mønter, eller
for enten at undgå fjenderne eller komme inden for en afstand hvor de kan skydes. For at nå op på en
platform, skal man tage tilløb og lande på toppen af den, kontrollen vil blive beskrevet i det efterfølgende.
Figur 3.2 Screenshot fra spillet: Den brugerstyrede figur, “George”, kæmper sig vej gennem banen.
3.1.2 Kontrol
Spillet styres ved brug af piletasterne på tastaturet. Højre og venstre pil bevæger spilfiguren “George” i
den tilsvarende retning. Holdes en af tasterne nede, løber figuren i den retning. Piletasten op bruges til
at hoppe med, og kan bruges i forbindelse med løb til at opnå den nødvendige hastighed og retning til
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at hoppe op på en platform. Control tasten bruges til at affyre skud, og kan ligeledes holdes ned for at
gentage.
Figur 3.3 er ligeledes et screenshot fra spillet. Her er den brugerstyrede figur, “George”, nået målet til
sidst i banen.
Figur 3.3 Screenshot fra spillet: Den brugerstyrede figur, “George”, har nået mål.
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3.2 Programdokumentation
Dette kapitel indeholder en gennemgang af spillets 10 klasser. Spillet er som tidligere nævnt udviklet i
J2ME udgaven af det valgte framework men selve funktionen af spillet bør være uændret ved et skift
mellem J2ME udgaven og den udviklede J2SE udgave af frameworket, da de to frameworks grænseflader
er næsten er ens. Dog er der visse elementer i spillets implementering der med fordel kan ændres ved
et skifte fra J2ME til J2SE. I J2ME er det f.eks. ikke muligt at anvende collections, hvilket gør at spillets
fleksibilitet bliver begrænset.
Som frameworket, er spillet ej heller tiltænkt mobile enheder som J2ME frameworket lægger op til,
hvorfor der flere steder er valgt en implementeringsmetode der ikke er optimal til J2ME. Spillet er dog
udviklet på baggrund af dette framework, hvilket også er afspejlet i koden.
Figur 3.4 Dette klassediagram viser spillets klasser og deres sammenhæng
3.2.1 Oversigt over spillets klasser
I dette afsnit gennemgås de forskellige klasser i spillet kort. Spillet er forsøgt opbygget således at der er
en hovedklasse der kontrollere de andre klasser og kæder dem sammen til det komplette spil. Figur 3.4
viser et UML klasse diagram for spillets klasser.
PlatformCanvas er spillets hovedklasse og kalder de klasser der opretter spillets bane og den
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brugerstyrede figur. Klassen indeholder metoder der kontrollere for input fra keyboardet samt metoder
til kollisionstjek mellem f.eks. den brugerstyrede figur og fjender, eller skud og fjender. Klassen sørger
ligeledes for at tegne skærmbilledet ud til skærmen.
PlayerCharacter opretter den brugerstyrede figur og indeholder en række metoder der kontrollere
figurens bevægelser samt metoder der holder styr på figurens status og tilstand; er figuren på vej op
i et hop, står den på en platform osv..
EnemyCharacter opretter en fjende der karakteriseres ved input til konstruktøren. Fjenden bevæger sig
mellem to fastsatte punkter, der ligeledes gives med i konstruktøren.
Background og Ground opretter hhv. instanser af banens baggrund og den flade som den brugerstyrede
figur går på, altså det der skal forestille jorden, og er begge tiled layers. Det samme gør sig gældende for
Water og Platform. Modsat de tre andre, udgør Water et animeret lag af tiles.
Coin opretter de mønter som den brugerstyrede figur skal samle op. Konstruktøren sætter desuden også
møntens position og den sekvens af frames der bruges til animeringen af den snurrende mønt.
Level opretter, og holder styr på, de forskellige elementer som selve banen består af. Level-klassen
indeholder desuden også metoder der gør det muligt at flytte det vindue der angiver det synlige område
af banen.
Shot-klassens konstruktør opretter de skud som den brugerstyrede figur affyrer. Desuden indeholder
klassen en metode der kontrollere hvor langt skuddet har bevæget sig.
I de næste afsnit bliver de enkelte klasser gennemgået med flere detaljer og fokus på de vigtigste metoder
og funktioner.
3.2.2 PlatformCanvas
PlatformCanvas er spillets hovedklasse. Klassen nedarver fra frameworkets GameCanvas og implementerer
samtidig Javas interface, Runnable. Klassens konstruktør kalder først overklassens konstruktør med
parameteren true. Derefter indlæses der de billeder der anvendes i forbindelse med oprettelsen af banen
og den brugerstyrede figur. Til sidst indlæses de lydfiler der anvendes som lydeffekter i spillet.
Et kald til klassens konstruktør har dermed ikke nogle synlig effekt i spillet, men henter de filer der er
nødvendige i forbindelse at indlæse spillet.
Klassen indeholder foruden konstruktøren 17 metoder, hvoraf de vigtigste er:
- checkCollision()
- checkInput()
- render()
checkCollision() holder styr på alle kollisioner i spillet og sørger for at de forskellige elementer reagerer
troværdigt i forhold til disse. F.eks. tjekkes det om den brugerstyrede figur kolliderer med en platform i
spillet nedefra eller oppefra. Sker kollisionen nedefra falder figuren ned i en glidende naturlig bevægelse,
men hvis kollisionen sker oppefra lander figuren på platformen. Selve tjekket for kollision udføres
ved at kalde en af Sprite-klassens collidesWith()-metoder. Dette kan lade sig gøre fordi de bevægelige
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elementer i spillet, f.eks. den brugerstyrede figur og skuddene begge er instanser af klasser der nedarver
fra frameworkets Sprite-klasse. De ikke bevægelige elementer er instanser af klasser der enten nedarver
fra Sprite eller TiledLayer, hvorfor også disse understøttes af kollisionstjekket.
Metoden checkInput() holder styr på input fra tastaturet. Dette gøres ved at anvende metoder og
variable som PlatformCanvas nedarver fra frameworkets Canvas-klasse. I implementeringen af checkInput()
kontrolleres det vha. if -sætninger om der f.eks. tastes på pil venstre og højre samtidigt og omvendt. Dette
bevirker at der ikke kommer tastkonflikter der virker ulogiske på spilleren. Det bliver ikke testet om der
trykkes på en tast samtidig med hop-tasten. Dette gør at den brugerstyrede figur kan flytte sig til siden,
og skyde, samtidig med at den hopper.
Ved tryk på højre eller venstre piltast kaldes først PlayerCharacter-klassens setDirection(boolean b),
setTransform(int transform) og nextFrame(), der hhv. sørger for figurens retning, at figurbilledet vender
rigtigt, og at næste animationssekvens sættes. Der testes om spilleren er ved banens yderpunkter. Hvis
dette ikke er tilfældet kaldes, afhængigt af om det er pil venstre el. højre, PlayerCharacter’s moveLeft(int
speed)- eller moveRight(int speed)-metoder og Level’s moveLeft(int speed) eller moveRight(int speed).
Er det op-tasten der trykkes på testes det først vha. PlayerCharacter’s isJumping() og getOnPlatform() om
figuren befinder sig i et hop eller på en platform. Hvis figuren ikke er i et hop, eller den befinder sig
på en platform, er betingelserne for testen opfyldt og PlayerCharacter klassens moveUp()-metode kaldes.
Samtidig afspilles lydfilen jumpAudio der fungere som lydeffekt for hoppet.
render()-metoden tegner PlatformCanvas-klassens off-screen buffer ud. I hovedtræk gøres dette ved at
kalde Level’s nedarvede paint()-metode, der tegner de oprettede elementer ud fra Level ud i off-screen
bufferen. Derefter kaldes PlatformCanvas klassens flushGraphics() metode, der tegner indholdet i bufferen.
render()-metoden kalder desuden Level klassens animateWater() metode. Derudover tegner metoden også
den mængde energi den brugerstyrede figur har tilbage i form af en cirkel, hvor mange liv spilleren har
tilbage i form af billeder af den brugerstyrede figur hoved, hvor mange point og mønter spilleren har
fået samt hvor lang tid spilleren har brugt.
De resterende metoder i PlatformCanvas omfatter bl.a. run(), start(), stopGame(), restart, gameWon og
gameOver.
run metoden kalder klassens checkCollision(), checkInput() og render() metoder samt PlayerCharacter-
klassens moveControl()
start() metoden kontrollere om variablen restarted er false, og hvis dette er tilfældet oprettes der en ny
instans af PlayerCharacter klassen og Level klassen. Den oprettede instans af PlayerCharacter indsættes
i Level klassens liste af lag. Derefter flydes arraylisten lives med de billeder der symbolisere de liv som
spilleren har tilbage. Derefter initialiseres variablen startTime. Derefter kaldes den PlayerCharacter klassens
start(), variablen gameOn sættes til true og der oprettes en ny tråd som startes med det samme. Til sidst
afspilles lydfilen musicAudio i en løkke, hvilket udgør baggrunds musikken i spillet.
stop() metoden sætter gameOn til false og stopper afspilningen af musicAudio.
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Klassens gameWon(), gameOver() og restart() kaldes i de tilfælde hvor den brugerstyrede figur ikke har
mere energi, flere liv eller når frem til målet.
restart() metoden kontroller først om restarted er false. Hvis dette er tilfældet stoppes den brugerstyrede
figurs tråd ved at kalde stopPlayer()metoden i PlayerCharacter. Derefter stoppes samtlige tråde for hhv. de
fjender og mønter der er i spillet og arraylisten lives ryddes. Hvis restarted ikke er false i den foregående
test kaldes PlayerCharacter klassens resetHealth, og figurens position sættes til dens egne x koordinat
samt nul som y koordinat. Desuden kaldes setFalling() metoden i PlayerCharacter. Til sidst kaldes start()
metoden.
gameOver() metoden kalder først klassens stopGame() metode. Derefter kontrolleres det om spilleren har
flere liv tilbage. Hvis dette er tilfældet afspilles lydfilen dieAudio og der vises en dialog boks der fortæller
at man har mistet et liv og spørger om man er klar til at prøve igen. Derefter kaldes PlayerCharacter
klassens removeLife() metode og restarted sættes til true. Hvis spilleren ikke har flere liv tilbage afspilles
filen gameoverAudio og der vises der en dialogboks der fortæller at man er gameover. Spilleren har nu
et valg om man vil prøve igen eller afslutte. Hvis spiller vælger at prøve igen sættes restarted til false og
restart() kaldes. Hvis spilleren vælger at afslutte lukkes vinduet.
gameWon() metoden minder meget om gameOver(). Dog testes der ikke på hvor mange liv spilleren har
tilbage. Der vises en dialogboks der fortæller hvor mange point spilleren har optjent igennem spillet
og hvor lang tid der er blevet brugt. Spilleren kan vælge at starte spillet forfra eller afslutte spillet.
Hvis spilleren vælger at starte forfra anvendes samme fremgangsmåde som i gameOver() metoden. Hvis
spilleren vælger at afslutte lukkes vinduet.
De sidste metoder er syv get-metoder der returner forskellige variable samt klassens main metode.
3.2.3 PlayerCharacter
PlayerCharacter klassen er som nævnt den klasse der opretter den brugerstyrede figur. Klassen nedarver
fra frameworkets klasse, Sprite, samt implementerer interfacet, Runnable. Klassens konstruktør tager som
parametre et Image-objekt, to integers – frameWidth og frameHeight – samt en instans af PlatformCanvas.
Image indeholder de frames der udgør animationen af den brugerstyrede figur og de to integers angiver
hhv. bredde og højde på de enkelte frames.
Konstruktøren sætter figurens dimensioner, kollisionsparametre og frames, via overklassens konstruktør.
Herefter sættes yderligere en række startenheder for figuren, såsom startposition, referencepixel og
animationssekvens. Dette gøres hhv. ved metoderne setPosition(int x, int y), defineReferencePixel(int x, int
y) og setFrameSequence(int[] sequence). Ydermere defineres billedet af figurens tilhørende skud, shotImage.
Figur 3.5 viser et screenshot af spillets brugerstyrede figur, [Animation Library, 2006]. Da det er en
animering består den dog af en lang række billeder.
Udover konstruktøren indeholder klassen 32 metoder. De tre vigtigste metoder i klassen er run(),
moveControl() og fire().
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Figur 3.5 Screenshot af spillets brugerstyrede figur, [Animation Library, 2006].
I run() bliver der foretaget to tjek af to variabler. Det første tjek kontrollere om variablen rising er true
eller false. hvis figuren er på vej opad i et hop er betingelsen true, og der tjekkes så om figuren har
nået sin max. hop-højde eller ej, dvs. om integerværdien upCount er mindre end jumpHeight. Er dette
tilfældet fortsættes hoppet, upCount tælles op med en. Samtidig sættes variablen moveUp til at være true
og onPlatform til at være false. I modsat fald, stoppes hoppet ved at sætte rising og moveUp til false mens
falling sættes til true og upCount nulstilles. Dette betyder at man opfylder næste if -sætning, og figuren
falder ned igen.
Ved falling == true foretages en række tjek for at kontrollere faldet. Hvis den brugerstyrede figurs position
på y-aksen er mindre end y-positionen af det TiledLayer der udgør jorden i spillet, sættes variablen
moveDown til true, figuren befinder sig altså over jorden, og falder nedad. Hvis det ikke er tilfældet er
figuren landet på jorden og variablerne falling og moveDown sættes til false mens variablen notJumping
sættes til true.
Til sidst i run()-metoden venter tråden i et bestemt antal millisekunder, hvorefter den starter forfra.
moveControl() er den metode der gør den brugerstyrede figur i stand til at bevæge sig op og ned i en
flydende bevægelse. Når metoden kaldes, kontrolleres det først om variablen moveUp er true. Hvis den
er det sættes variablen rising til at være true og klassens up(int speed)-metode kaldes med en integer som
parameter. Figuren opnår således en fastsat hop-hastighed, der får dens bevægelser til at virke mere
naturlige. Når max. hop-højden er nået sættes moveUp til false.
Er variablen moveUp ikke true i første tjek, kontrolleres moveDown. Er denne true falder figuren, ved kald
til metoden down(int speed), ind til moveDown bliver false.
Klassens fire()-metode opretter en instans af klassen Shot. Instansens parametre afhænger af hvorvidt
spilleren vender mod højde eller ej (facingRight == true). Eneste forskel er dog fortegnet på skuddets
hastighed.
Mere præcist oprettes en instans af Shot, s, med et billede, to integers der angiver skuddets startposition,
en integer der angiver skuddets retning samt den pågældende instans af PlayerCharacter klassen som
parametre.
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Foruden moveControl()-metoden indeholder klassen yderligere seks metoder til håndtering af den
brugerstyrede figurs bevægelsen. Disse seks metoder er:
- moveUp()
- moveDown()
- left(int speed)
- right(int speed)
- up(int speed)
- down(int speed)
Metoderne moveUp() og moveDown() sætter variablerne moveUp og moveDown til true når de kaldes.
Metoderne left(), right(), up() og down() er de metoder der flytter selve figuren. Dette gøres ved at anvende
Layer-klassens move()-metode, med forskellige input afhængigt af hvilken retning figuren skal bevæges.
Klassen indeholder syv metoder der ændrer eller angiver figurens status i forhold til bevægelse og
placering. Disse syv metoder er:
- isJumping()
- getOnPlatform()
- setFalling(boolean b)
- setOnPlatform(boolean b)
- setNotJumping(boolean b)
- setRising(boolean b)
- setDirection(boolean b)
isJumping() returnere variablerne rising eller falling. Denne metode anvendes til at finde ud af om figuren
befinder sig på vej op i et spring eller på vej ned. Metoden getOnPlatform() returner variablen onPlatform.
De sidste fem af de ovennævnte metoder tager som parameter en boolean, og sætter de respektive
parametre ud fra denne.
Klassen indeholder også metoder der ændrer eller angiver den brugerstyrede figurs status i forhold til
point og helbred/liv. Disse metoder omfatter følgende:
- getScore()
- getCoins()
- addToScore(int x)
- addCoins(int c)
- addLife()
- removeLife()
- getLives()
- injury()
- heal()
- isAlive()
- getEnergyAngle()
- resetHealth()
Metoden getScore() returner spilleres nuværende score, variablen score, mens addToScore(int x) tilføjer point
til score ud fra inputparameteren. getCoins returner det antal mønter den brugerstyrede figut har samlet
op i spillet, mens addCoins(int c) tæller variablen numOfCoins op med en samt ligger c til variablen score.
addLife() og removeLife() ligger eller trækker hhv. en til eller fra variablen lives. getLives() returnere hvor
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meget liv spilleren har tilbage på nuværende tidspunkt, variablen lives.
injury() kontrollere om variablen alive er true. Hvis dette er tilfældet trækkes der en variable lostHealth fra
variablen health og der kontrolleres om health er mindre en 0. Hvis den er det sættes alive til at være false
og metoden removeLife() kaldes. Metoden heal() ligger en variable, receivedHealth, til health og kontrollere
om health er højere en variablen maxHealth. Hvis den er det sættes health til at være lig maxHealth. Dette
bevirker at man ikke man bliver ved at “optjene” helbred/liv.
getEnergyAngle() udregner den vinkel, der i spillet helbredsmåler, angiver hvor meget energi den
brugerstyrede figur har tilbage.
resetHealth() nulstiller den brugerstyredes figur til den oprindelige start status.
De to sidste metoder i PlayerCharacter-klassen er start() og stopPlayer(). Start() sætter variablen gameOn til
true og opretter en ny tråd. Til sidst kaldes trådens start() metode. stopPlayer() sætter gameOn til false og
stopper dermed tråden.
3.2.4 EnemyCharacter
EnemyCharacter-klassen opretter de fjender der findes i spillet. Klassen nedarver, ligesom PlayerCharacter,
fra frameworkets Sprite-klasse. Klassen implementerer ligeledes også Runnable interfacet. Konstruktøren
tager som parametre et Image objekt der evt. indeholder flere frames, to integers der angiver hhv. bredde
og højde på de enkelte frames, en instans af PlatformCanvas klassen, to integers der angiver figurens
startposition og to integers der angiver de grænser som figuren bevæger sig inden for.
Efter kald til overklassens konstruktør, der deler billeder hvis der er flere frames, initialiseres variablerne
xBoundaryLeft og xBoundaryRight. Til sidst sættes figurens startposition ud fra de to integers startPosX og
startPosY og figurens referencepixel sættes via overklassens defineReferencePixel(int x, int y)-metode. Figur
3.6 er et eksempel på den type fjende der er i spillet, [Animation Library, 2006]
Figur 3.6 Screenshot af spillets flyvende dødningehoved-fjende, [Animation Library, 2006].
Bortset fra konstruktøren indeholder klassen tre metoder: run(), start() og stopEnemy().
run()-metoden bevæger figuren ved at kalde move(int dx, int dy) i frameworkets Layer-klasse. Parametrene
er hhv. moveSpeedX og moveSpeedY, der afgør med hvilken hastighed, og i hvilke retning, figuren
bevæges. I move-metoden kontrolleres det ligeledes om figurens referencepixel er mindre end variablen
xBoundaryLeft eller større end variablen xBoundaryRight. Hvis den ene af betingelserne er opfyldt ændres
fortegnet på moveSpeedX, figurens vendes, da den så er nået skærmens kant. Til sidst kontrolleres det
om moveSpeedX er mindre end nul. Hvis dette er tilfældet kaldes setTransform(int transform)-metoden i
Sprite-klassen med den nedarvede statiske variable TRANS_MIRROR. Hvis moveSpeedX ikke er mindre
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end nul kaldes setTransform(int transform)med den nedarvede statiske variable TRANS_NONE. Dette tjek
sørger for at figuren rent grafisk vendes.
Tråden venter i et bestemt antal millisekunder inden den starter forfra. start()-metoden sætter
variablen gameOn til true og opretter en ny tråd. Tråden startes via dens start()-metode. Klassens
stopEnemy()-metode sætter gameOn til false og gør samtidig figuren usynlig ved at kaldes overklassens
setVisible(boolean visible) med parameteren false.
3.2.5 Background, Ground, Water og Platform
Klasserne Background, Ground, Water og Platform opretter hhv. baggrundsbilledet, jorden som figuren går
på, vandet til sidst i spillet og de platforme den brugerstyrede figur hopper i mellem. Klasserne nedarver
alle fra TiledLayer. Klassernes konstruktør modtager som parametre to integers der angiver hhv. hvor
mange rækker og kolonner det TiledLayer består af, et Image-objekt der indeholder de tiles de forskellige
elementer består af samt to integers der angiver hhv. bredde og højde de enkelte tiles. Ud fra disse
parametre deles billederne visuelt i cellebilleder. Platform-klassens konstruktør modtager desuden også
to integers der angiver platformens x og y koordinater.
Konstruktørerne kalder første overklassens konstruktør med antallet af rækker og kolonner, Image
objektet og bredden og højden på de tiles billedet består af. Derefter oprettes et array der repræsenterer
den celle-matrix som laget består af. Arrayet sættes op som en matrix i koden for at give et overblik af
hvordan elementerne kommer til at se ud. Derefter løbes hele arrayet igennem. Cellerne fyldes en efter
en ved metoden setCell(int col, int row, int tileIndex). I Platform-klassen sættes platformens position ved at
kalde overklassens setPosition(int x, int y)-metode.
3.2.6 Coin
Klassen Coin opretter de mønter som den brugerstyrede figur skal samle op for at få point. Klassen
nedarver fra Sprite og implementerer Runnable interfacet som de øvrige tråde. Konstruktøren er meget
lig mange af de øvrige klasser der nedarver fra Sprite konstruktører. Et kald til overklassen deler billedet
ud fra de angivne parametre, og en startposition og billedsekvens defineres ved hhv. setPosition(int xPos,
int yPos) og setFrameSequence(int[] frameSequence).
Figur 3.7 viser et screenshot af den snurrende mønt, [Animation Library, 2006].
Figur 3.7 Screenshot de snurrende mønter i spillet, [Animation Library, 2006].
Klassen indeholder tre metoder: run(), start() og stopCoin(). start() og stopCoin() fungerer på samme måde
som de tilsvarende metoder i f.eks. PlayerCharacter-klassen. run()-metodens eneste opgave er at ændre
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framet i animationen af den snurrende mønt. Derefter sover tråden et givet antal millisekunder og kører
så igen.
3.2.7 Level
Level-klassen er den klasser der samler alle de elementer den samlede bane består af. Derfor nedarver
klassen fra frameworkets LayerManager-klasse. Klassens konstruktør modtager som parameter en instans
af klassen PlatformCanvas samt alle de Image-objekter der indeholder de billeder der anvendes til at oprette
elementerne i banen. Konstruktøren kalder først overklassens konstruktør. Først bliver variablerne
canvasHeight og canvasWidth initialiseret ved hhv. at kalde getHeight()- og getWidth()-metoderne. Variablen
canvas initialiseres med konstruktørens input. Alle de grafiske elementer er at finde på den vedlagte CD,
se bilag D.
Klassen indeholder fem arraylister: enemies, backgrounds, platforms, grounds og coins. Disse arrays
initialiseres. Derefter oprettes de forskellige elementer og lagers i de tilsvarende arraylister. Elementerne
tilføjes til klassens liste over grafiske lag. Dette gøres med overklassens append(Layer l)-metode.
For de elementer der er lagret i arraylister, løbes listen igennem og alle elementer lægges til Level. De
elementer der kører som tråde, fjenderne og mønterne, bliver samtidigt startet via deres respektive
start()-metoder. For de instanser af Ground- og Background-klasserne, der er blevet oprettet, bliver deres
positioner først sat inden de tilføjes. Deres x-koordinat bliver udregnet ved at en variable, j, initialiseres
med værdien nul. Denne variable bruges først som parameter til at sætte det første elements position og
derefter ligges der 640 til j. Derefter sættes det andet elements position osv. De 640 svarer til det antal
kolonner som laget består af ganget med pixelbredden på et en enkelt tile.
Y-koordinaterne for Ground-instanserne udregnes ved at trække højden på elementerne fra canvasHeight.
Y-koordinaterne for Background-instanserne udregnes ved at finde elementets højde og trække det fra
Ground-instansernes y-koordinat. Derefter sættes instansen afWater-klassen ved at anvende setPosition(int
x, int y). Som den første parameter anvendes variablen j som på nuværende tidspunkt angiver bredden
på hele banen. Y-koordinaten udregnes ved at trække Water-instansens højde fra canvasHeight. Til sidst
sættes det synlig område af banen med setViewWindow(int x, int y, int width, int height).
Klassen indeholder desuden to metoder der flytter det synlige område af banen – moveLeft(int speed) og
moveRight(int speed) – og seks get-metoder.
moveLeft(int speed) og moveRight(int speed) flytter det synlige område af banen ved at kalde setViewWin-
dow(int x, int y, int width, int height) med variablen viewWindowX som den første parameter og nul som
den anden samt canvasWidth og canvasHeight som de to sidste. Forskellen mellem de to metoder er at
moveRight(int speed) ligger parameteren speed til viewWindowX mens moveLeft(int speed) trækker speed fra
viewWindowX. I det konkrete spil benyttes disse metoder i sammenhæng med den brugerstyrede figur,
så det synlige vindue tilpasses spilleren. En nærmere teknisk beskrivelse af denne metode er at finde i
afsnit 2.2.4.
De seks get-metoder returnerer de tilsvarende variable og arrays.
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3.2.8 Shot
Shot-klassen opretter de skud som den brugerstyrede figur kan affyre. Klassens konstruktør tager som
parametre et Image-objekt, to integers der angiver skuddets startposition samt en integer der angiver
skuddets hastighed og retning. Konstruktøren kalder først overklassens konstruktør med Image-objektet
som parameter. Derefter sættes variablen shotSpeed til det tilsvarende input. Til sidst sættes skuddets
startposition og dets referencepixel.
Klassen indeholder foruden konstruktøren fire metoder, hvoraf checkDistance()-metoden er den vigtigste.
Den kontrollerer om skuddet har bevæget sig den maksimalt tilladte afstand. Dette gøres ved at
kontrollere om variablen shotDistance overstiger den statiske variable SHOT_SPEED. Hvis ikke dette
er tilfældet lægges der en til shotDistance. Ellers gøres den pågældende instans af klassen usynlig ved at
kalde setVisible(boolean visible) med parameteren false. Samtidig stoppes skuddets tråd.
run()-metoden bevæger skuddet i den retning som variablen shotSpeed angiver. Samtidig kaldes
checkDistance() for at kontrollere skuddets nuværende afstand fra begyndelsespunktet. Klassens start()-
metode starter instansens tråd ved at oprette en nye tråd, t, og kalder trådens start()-metode. stopShot()-
metoden stopper tråden ved at sætte betingelsen for while løkken i run() metoden til false. Samtidig gøres
skuddet usynligt ved at kalde setVisible(boolean visible) med false som parameter.
3.3 Vedligeholdelse og udvidelser
Som med alle andre spil er der rig mulighed for udvidelser. Der kan altid tilføjes flere elementer til
spillet, ikke mindst flere brugerstyrede figurer så man kan spille 2 spillere ad gangen. Frameworket og
måden spillet er implementeret gør en sådanne vedligeholdelse og udvidelse forholdsvis simpel.
Ud over almindelig vedligeholdelse og udvidelse kan spillet også forbedres på flere områder. Dette
skyldes bl.a. at det er udviklet på baggrund af J2ME frameworket, og derfor i nogle tilfælde bruger
nogen lidt besværlige implementeringsformer. Men, da der nu foreligger et færdigt framework hvor
spillet kan kører, er dette ikke længere noget problem, og alle funktionerne i J2SE ligger nu åbne. Dog
skal spillet stadig overholde frameworkets begrænsninger der ligeledes bærer præg af inspiration fra et
J2ME framework. Dette vil yderligere blive diskuteret i kapitel 5.
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4 Test
Overordnet er afprøvningen af programmerne delt i tre; Afprøvning og debugging af framework,
afprøvning og debugging af spil, og samlet afprøvning samt afsluttende brugertests.
Grundet projektets størrelse, den begrænsede tid samt projektets egentlige fokus, er der ikke foretaget
dybdegående tests af det udviklede programmel. I stedet er der udført de mere overordnede black-box-
tests. Her testes frameworket ud fra et eksisterende spil til J2ME frameworket, muTank, hvorved det
afsløres om vores framework opfylder samme krav som modellen i J2ME mht. funktionalitet. Dette er et
krav til frameworket jf. det indledende afsnit 1.1.1.
Modsat udføres black-box-testen for spillet ud fra J2ME framework modellen, hvor opgaven er at benytte
frameworkets faciliteter i så vid udstrækning som muligt. Dette krav er ligeledes specificeret i afsnit 1.1.1.
Den sluttelige integration af framework og spil kræver ligeledes nogle tests for om begge programmer
afvikles korrekt i sammenhæng.
4.1 Seperate tests
De mest gennemgående tests af frameworket blev foretaget gennem det lille muTank spil, udviklet til
J2ME. Disse tests fremprovokerede således også de fleste og mest gennemgående fejl i frameworket.
Fejlene blev hovedsageligt fundet vha. debuggere i de to benyttede Java editorer, NetBeans 5.5 og IntelliJ
IDEA 5.1.
Fejlene omfattede alt fra små IndexOutOfBoundsException()’s til større fejl der krævede omstruktureringer
af enkelte klasser. Den største fejl vi fandt var i kollisionsdedekteringen ved pixelkollision, der ikke
virkede. Dvs. når en af de tre udgaver af metoden collidesWith() blev kaldt (i Sprite-klassen), virkede
kollisionen ikke hvis pixelLevel var true. Fejlen skyldes den ColorModel der gøres brug af.
Den følgende kode viser løkken, i metoden doPixelCollision(Image image1, int x1, int y1, int width1, int
height1, Image image2, int x2, int y2, int width2, int height2) i klassen Sprite, hvori selve tjekket på om de to
billeder har ikke-gennemsigtige pixels der overlapper. 
1 for ( in t row = 0 ; row < height ; row++) {
2 for ( in t co l = 0 ; co l < width ; co l ++) {
3 i f ( pg1 . getColorModel ( ) . getAlpha ( p ixe l s1 In t e rSec tArea [ row * width + co l ] ) != 0
4 && pg2 . getColorModel ( ) . getAlpha ( p ixe l s2 In t e rSec tArea [ row * width + co l ] ) !=
0 )
5 return true ;
6 }
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7 } 
Den konkrete ColorModel er en DirectColorModel. Metoden getAlpha() returnerer altid 0 i de tests der er
udført af metoden. Dette betyder, at der ikke kan detekteres nogen kollision mellem de to arrays med
pixels. Dette skyldes, at DirectColorModel i dette tilfælde ikke bruger et indeks til alpha (gennemsigtige)
værdier, se [Sun, 2004]. Dette problem kan løses og implementeres i en senere udgave af frameworket.
Årssagen til fejlen er altså kendt, men vi har ikke haft ressourcer til at løse problemt inden for den
fastsatte tidsramme. Problemet er da også af mindre betydning, da pixelkollision er en slags ekstrafeature
for endnu mere præcis kollisionsdedektering. Vi undgår kollisionsdetektering via pixelkollison ved at
altid at have pixelLevel lig false. Alle kollisionstjek foregår derfor ved rektangelkollision i spillet TopGame.
Test af spillet på det eksisterende J2ME framework blev foretaget løbende. Hver gang der blev tilfølet
en ny funktion blev implementeringen således kontrolleret. Flere funktioner blev implementeret på en
metode det kunne køre sammen med J2ME, samtidig med at en smartere løsning blev udtænkt til den
endelige J2SE version. Løsninger der ofte krævede J2SE’s standardbibliotek.
4.2 Integrerede tests
Da begge programmer var testet hver for sig, var der ikke de store rettelse ved sammensætningen. Dette
var i sig selv en indikation af at kravspecifikationerne blev overholdt. De fejl der var, var dog svære at
finde, og der blev brugt lang tid med at debugge.
Integration af framework og spil krævede små ændringer i spillet, og der blev også foretaget justeringer
i frameworket. Generelt var der dog tale om justeringer for at optimere kørslen og for at få en nemmere
sammenkobling.
Nogle af de fejl vi fandt ved sammenkobling af programmerne havde rimelig omfattende konsekvenser,
men de skyldtes simple fejl, f.eks. ved brug af animerede celler, dvs. i metoden getAnimatedTile(int
animatedTileIndex) i klassen TiledLayer i frameworket. Fejlen blev dog forholdsvis hurtigt løst så det
virkede i sammenhæng med spillet.
Yderlige ændringer og justeringer ved sammenkobling blev forklaret hhv. i afsnit 2.2 og 3.2.
4.2.1 Brugertest
I forbindelse med afprøvningen af det færdig produkt, blev der foretaget en række brugertests. Følgende
afsnit beskriver hvordan og hvorfor disse tests er foretaget, og hvordan de forløb.
Alle brugertests blev optaget vha. programmet AutoScreenRecorder v.2.1 Pro. Programmet gør det muligt
at optage det der sker på computerskærmen, og samtidig lægge kommentarspor over videoen. Alle tests
er at finde på den vedlagte CD i avi-format, se bilag D.
Ud fra den vedlagte eksekverbare jar-fil på CD’en kan man som bruger selv afprøve spillet. Som udviklere
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af spillet har vi dog nemmere ved at finde og afprøve de steder vi ved er kritiske for spillet, kollision
mellem elementer osv.. Sammen med kommentarsporet er brugertestene derfor god dokumentation
af at spillet virker som det skal. På kommentarsporet gøres der opmærksom på forskellige elementer
man skal lægge mærke til, såsom animerede tiles, sprites og forskellige kollisioner. På den måde vises
frameworkets funktionalitet også indirekte.
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5 Diskussion
I dette afsnit vil vi diskutere de forskellige elementer i projektet og de erfaringer der er blevet gjort i
forbindelse med arbejdet.
I begyndelsen af rapporten er der blevet opstillet nogle hovedpunkter og kravspecifikationer, og i dette
afsnit vil det bl.a. blive diskuteret hvorvidt disse krav er blevet opfyldt for det udviklede programmel.
5.1 Framework
Kravene til frameworket var at det skulle have samme funktionalitet som det oprindelige J2ME
framework samt at det skulle være nemt at tilføje nye funktioner. Den første færdige version af
frameworket har via integrationen med det spileksempel der blev vist i kapitel 2, vist sig at have nogle af
de samme funktionaliteter som det oprindelige J2ME framework. Efterfølgende blev der foretaget nogle
små ændringer for bedre at understøtte det udviklede spil og pc-spil generelt. Ved integration mellem
den anden, og færdige, version af frameworket og det udviklede spil har det vist sig at frameworket
har alle de samme funktionaliteter som det oprindelige framework, med undtagelse af pixelkollision
som dog er mulig at implementere i en senere udvidelse. Det er også muligt på en simpel måde at
udvide frameworket med nye funktioner. Den mest oplagte måde er at tilføje nye klasser der nedarver
fra frameworkets og på den måde tilføje nye funktionaliteter ved nye metoder. Man kan dog også tilføje
klasser der på anden vis har sammenhæng med frameworket, f.eks. hvis det skulle understøtte spil over
netværk. En tredje metode er blot at tilføje nye metoder til de eksisterende klasser.
Det har på intet tidspunkt været hensigten at et spil skrevet til frameworket i J2ME skulle kunne overføres
til J2SE og virke uden ændringer. Dette ville bl.a. betyde at metoderne getGraphics() og paint(Graphics
g) i GameCanvas som nedarves fra JPanel skulle overskrives, hvad vi ikke har vurderet som værende
hensigtsmæssigt. Desuden ville det kræve implementering af bl.a. en Image-klasse der havde nogle af de
samme egenskaber som klassen Image i J2ME, da disse ikke nødvendigvis er at finde i klassen Image i
J2SE. Forskellen i standardbibliotekerne for J2ME og J2SE er altså en gennemgående forhindring.
Så hvis det skulle være muligt at overføre et spil udviklet til J2ME direkte til J2SE, ville det ikke
alene kræve en del mere implementering end det der er foretaget i det udviklede framework, det ville
nødvendigvis også begrænse udvikleren i sit arbejde med J2SE. For hvis J2ME hurtigt skulle kunne
udskiftes med J2SE, må det nødvendigvis også kunne gå den anden vej for at give nogen mening. I dette
forsvinder mange interessante muligheder for udvikling af spil vha. frameworket i J2SE. Derfor har målet
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med at udvikle dette framework netop været at bruge idéerne i J2ME frameworket og overføre dem til et
framework der benytter J2SE.
Da frameworket er implementeret vha. J2SE er dets implementering nødvendigvis også anderledes end
implementeringen af frameworket til J2ME. Under udviklingen af frameworket har en dekompileret
udgave af det oprindelige framework været til rådighed. Dette har i nogle få tilfælde været benyttet
som inspiration til udviklingen af frameworket, men i langt de fleste tilfælde har metoderne enten været
så simple af det ikke har været nødvendigt, eller også er der valgt en anden måde at implementere
metoderne på. Ændringen i implementeringen skyldes igen ofte de bedre muligheder som J2SE har i
forhold til J2ME.
5.2 Spil
Kravspecifikationerne til spillet var at det skulle udnytte så mange af frameworkets funktioner som
muligt samt at det skulle være et brugbart 2D spil. Som spillet er nu er det et fuldt funktionelt 2D
platformspil og det bruger alle de vigtigste funktioner i frameworket såsom at anvende setViewWindow(int
x, int y, int width, int height)-metoden fra LayerManager-klassen til at scrolle skærmbilledet til siden.
TiledLayers og Sprites er også blevet brugt i stor udstrækning til at danne elementerne i spillet, og
animere disse, og til sidst er GameCanvas-klassens metoder til at lytte efter input blevet udnyttet fuldt ud.
GameCanvas’ buffer-egenskaber benyttes desuden når der tegnes.
På grund af de ændringer der er blevet foretaget i forbindelse med at udvikle J2SE udgaven af det valgte
framework, har det også været nødvendigt at foretage ændringer i spillet. Visse ændringer er foretaget
for at udnytte de ekstra ressourcer som en PC stiller til rådighed i forhold til en mobiltelefon eller PDA,
f.eks. et større skærmbillede. De ændringer der er blevet foretaget er nævnt i programdokumentationen
for spillet, afsnit 3.2, og vil derfor ikke blive nævnt i detaljer her.
De ændringer det har været nødvendige at foretage har vist sig ikke at ændre på spillets funktionalitet.
Dette betyder, at hvis en eventuel bruger af frameworket gerne vil overføre et J2ME spil til det udviklede
framework er dette muligt med minimale ændringer i spillets kode uden at ændre på selve spillets
funktion. Det er dog vigtigt at en evt. bruger af frameworket er opmærksom på at disse ændringer skal
foretages.
5.3 Sammenfatning
Som det er blevet nævnt i løbet af denne rapport, er både det udviklede framework og spil baseret
på J2ME udgaven af frameworket. Derfor er der visse funktioner i J2SE der ikke er blevet udnyttet
og som evt. kunne være en fordel i forbindelse med udviklingen af både framework og spil. J2SE
udgaven af frameworket og dermed også spillet er derfor begrænset da et af formålene med udviklingen
af frameworket har været at bibeholde det oprindelige frameworks funktioner, og ikke mindst dets
opbygning mht. klasser og metoder. Dette er gjort for nemmere at kunne flytte spillet fra det ene
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framework over til det andet. Det kan diskuteres om det således ville have været en fordel at have
udviklet et J2SE baseret spilframework fra grunden, således at de mere avancerede funktioner i J2SE var
blevet udnyttet fuldt ud. Dette ville dog have skabt problemer i forbindelsen med udviklingen af spillet,
da tiden ikke var til først at udvikle frameworket og derefter spillet. Denne problemstilling diskuteres
senere i dette afsnit. Efter udviklingen af J2SE udgaven af det oprindelige framework står det klart at der
ligger et stort arbejde i planlægningen og udviklingen af et nyt framework, så derfor ville det ikke have
været muligt at gøre dette i det tidsrum der har været til rådighed.
Rækkefølgen hvormed programmerne er udviklet har været en begrænsning. Da spil og framework
er blevet udviklet sideløbende, har det f.eks. ikke været muligt at programmere spillet således at evt.
tilføjelser til frameworket ville være blevet udnyttet. Derfor har spillet nødvendigvist måtte holde sig til
J2ME frameworket som reference for frameworkets funktioner. Dette har i forbindelse med dette projekt
gjort at det har været omsonst at udvide frameworket med nye funktioner. En anden begrænsning har
været i forhold til overførslen af spillet fra det ene framework til et andet. Hvis det var blevet anset som
fordelagtigt at anvende andre metoder end dem der i forvejen er i frameworkets klasser, ville det have
været besværligt at flytte spillet fra det oprindelige framework til det udviklede framework. Dette er
allerede kommet til udtryk i og med at det, som nævnt tidligere i dette afsnit, har været nødvendigt at
ændre forskellige steder i spillets kode.
Det kan til sidst diskuteres hvorvidt de ændringer vi har foretaget i det udviklede framework i forhold til
det oprindelige, har gjort at det ikke kan lade sig gøre at afvikle et J2ME med det. Som det er nu vil det
ikke være muligt direkte at overføre et J2ME spil til det udviklede framework. Det vil dog med mindre
ændringer i spillets kildekode være muligt at overføre et spil og det vurderes derfor at de ændringer der
er foretaget ikke har en negativ betydning for det udviklede framework. Med lidt arbejde kan man altså
benytte frameworket til at spille sine spil fra mobiltelefonen eller PDA’en på en PC.
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6 Konklusion
Med udgangspunkt i diskussionen og kravspecifikationerne til programmerne kan den følgende
konklusion drages.
Frameworket til 2D spil i J2SE er blevet implementeret og afprøvet. Det har tilnærmelsesvis de samme
funktionaliteter som det oprindelige framework til J2ME. Med dette menes der at frameworket, med
undtagelse af pixelkollision, opfylder de samme kravspecifikationer som det oprindelige framework,
men ikke alle metoder er implementeret med samme navne (dette gælder udelukkende for klassen
GameCanvas) og skiftet fra J2ME til J2SE har betydet at brugen af det er lidt anderledes.
Implementering af 2D spillet, ud fra det eksisterende J2ME framework, har resulteret i et fuldt funktionelt
2D platformspil. Den efterfølgende integration af det udviklede framework og spil har resulteret i et fuldt
funktionelt spil der bruger alle funktioner i frameworket, på nær pixelkollision, der som sagt ikke virker
i den nuværende udgave af frameworket (se kapitel 4 for forklaring af hvorfor).
Ved integrationen af spil og framework har det desuden vist sig at frameworket er implementeret på en
sådan måde, at der nemt kan tilføjes nye funktioner til det.
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7 Perspektivering
Som det også er nævnt i kapitel 5 bære programmellet der er udviklet til denne rapport, præg af at
frameworket og spillet er udviklet sideløbende. Dette har begrænset spillets muligheder for fra start at
bruge mange af de muligheder J2SE giver i standardbiblioteket, samtidig med at det var vigtigt ikke at
bruge for mange af de metoder og klasser som J2ME stiller til rådighed som ikke har et modstykke i
J2SE. Da frameworket så blev færdigt og kunne benyttes kunne mulighederne i J2SE bruges frit i spillets
implementering. På dette tidspunkt var det begrænset hvor meget tid der var til at videreudvikle spillet
og evt. omstrukturere det. Dette har nødvendigvis betydet at spillets endelig implementering bæger præg
af dette og mange små ændringer er udført sent i processen.
Da der er sket meget med spillet sent i udviklingsprocessen har udviklingen af frameworket ikke
kunne drage nytte af de opdagelser der fandt sted i de sidste faser spiludviklingen. Her tænkes der
på muligheden for at udvide frameworket og tilpasse det til brug for computerspil, i stedet for små spil
til mobiltelefoner som det oprindelig er tiltænkt.
I dette afsnit tages tråden op og de følgende tre punkter behandles i lyset af de metoder der har ført til
denne rapport og det programmel der er udviklet.
- Videreudvikling af framework
- Videreudvikling af spillet
- Alternative metoder til udvikling af frameworket
Videreudvikling af framework
Efter spillet er blevet udviklet til frameworket er der fundet frem til nogle egenskaber i et computerspil
som kan implementeres i frameworket. Herunder er der tale om en generaliseret funktion der kan holde
styr på pointgivning og pointopdatering i et spil. En sådan funktion kan være nyttig da den er meget
generel for mange 2D spil. Yderligere kunne en generel levelfunktion implementeres. En sådan funktion
kunne være et skelet til hvordan der skal holdes styr på hvad der skal ske når en spiller stiger i level,
eller noget lignende forekommer.
En af de funktioner der adskiller mobiltelefoner og computere markant når der er tale om spil er
skærmens opløsning og størrelse. I J2ME er der mulighed for meget nemt at konstruere et spil der
udnytter hele skærmen vha. en MIDlet. Til frameworket i J2SE kunne det være oplagt at gøre det nemt
og umiddelbart for udvikleren at bruge hele skærmen.
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Videreudvikling af spillet
Da ændringerne i koden til spillet, begyndte for at tilpasse det til det udviklede framework, var en af
de markante forskelle muligheden for at udnytte en større skærm. Dette blev i nogen grad unyttet, men
det ville være oplagt at udnytte det endnu bedre og evt. gøre spiloplevelsen større ved at tilføje mere
avanceret spilleregler i form af flere forskellige fjender eller andre forhindringer, flere baner og levels og
flere interaktive genstande medforskellige konsekvenser.
Alternative metoder til udvikling af frameworket
Set i lyset af de ovenstående perspektiver i en udvidelse af frameworket og spillet kunne udviklingen af
frameworket være anderledes grebet an, specielt hvis der havde været mere tid til rådighed.
En alternativ metode ville have været at starte med udviklingen af frameworket og vente med
udviklingen af spillet til frameworket var fuldt udviklet til det stadie som det befinder sig på nu. Herefter
kunne spillet implementeres uden det blev påvirket af J2ME. I løbet af denne proces kan frameworket
evalueres i forhold til de krav der stilles til et spil til en computer frem for en mobiltelefon. I kraft af
denne evaluering kan frameworket efterfølgende udvides for at opfylde nogle af de krav der opstod.
Efterfølgende kunne spillet videreudvikles for igen at medvirke til en reevaluering af frameworket
således at der på et tidspunkt nås frem til et punkt hvor der er en fornuftig balance mellem frameworkets
og spillets ansvar.
Balancen mellem frameworkets og spillets ansvar afhænger i stor grad af om det ønskes at frameworket
forbliver et meget generelt framework til alle typer spil eller det f.eks. ønskes at det kun fungerer
sammen med en mindre generel genre af spil, f.eks. platformspil. Som frameworket ser ud på nuværende
tidspunkt er det meget generelt og ville kunne bruges til alt fra brætspil til platformspil. Men man må
altid som udvikler have for øje at jo mere omfattende et framework bliver jo mindre generelt vil det
blive.
En alternativ metode til at videreudvikle spillet ville være at starte i den anden ende og stille nogle
flere krav op til frameworket fra starten. Denne indgangsvinkel ville dog med meget stor sandsynlighed
kræve mere erfaring for at ramme rigtigt med hensyn til hvad der er hensigtsmæssigt at give af ansvar
til et framework.
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A Kildekode: Framework
Dette bilag indeholder den samlede kildekode for frameworket, inklusiv javadoc-kommentarer.
Kildekoden kan ligeledes findes på den vedlagte CD, se bilag D.
GameCanvas.java
GameCanvas holder styr på input fra tastaturet samt gør det muligt at synkronisere tegningen til skærmen.
GameCanvas nedarver fra Canvas. 
1 package gameframework ;
2
3 import j avax . swing . * ;
4 import j ava . awt . image . * ;
5 import j ava . awt . * ;
6 import j ava . awt . event . * ;
7
8 / * *
9 * The GameCanvas c l a s s p r o v i d e s t h e b a s i s f o r a game us e r i n t e r f a c e . In a d d i t i o n t o t h e f e a t u r e s
i n h e r i t e d from Canvas
10 * ( commands , inpu t ev en t s , e t c . ) i t a l s o p r o v i d e s game−s p e c i f i c c a p a b i l i t i e s such as an o f f−s c r e e n
g r a p h i c s b u f f e r and
11 * t h e a b i l i t y t o query key s t a t u s .
12 * A d e d i c a t e d b u f f e r i s c r e a t e d f o r e a ch GameCanvas i n s t a n c e .
13 * S in c e a unique b u f f e r i s p r o v i d e d f o r e a ch GameCanvas i n s t an c e , i t i s p r e f e r a b l e t o re−use a
s i n g l e GameCanvas i n s t a n c e in t h e i n t e r e s t s o f min imiz ing heap usage .
14 * The d e v e l o p e r can assume t h a t t h e c o n t e n t s o f t h i s b u f f e r a r e mod i f i e d on ly by c a l l s t o t h e
Graph i c s o b j e c t ( s ) o b t a i n e d from t h e GameCanvas i n s t a n c e .
15 * The b u f f e r i s i n i t i a l l y f i l l e d with wh i t e p i x e l s . The b u f f e r ’ s s i z e i s s e t t o t h e maximum
d imens i on s o f t h e GameCanvas .
16 * However , t h e a r e a t h a t may be f l u s h e d i s l i m i t e d by t h e c u r r e n t d imens i on s o f t h e GameCanvas
when t h e f l u s h i s r e q u e s t e d .
17 * The cu r r e n t d imens i on s o f t h e GameCanvas may be o b t a i n e d by c a l l i n g getWidth and g e tHe i gh t .
18 * A game may p r o v i d e i t s own t h r e a d t o run t h e game l o o p .
19 * A t y p i c a l l o o p w i l l c h e c k f o r input , implement t h e game l o g i c , and then r end e r t h e upda t ed u s e r
i n t e r f a c e .
20 * @author Sanne Bje rg , Jon Ni e l s en , Rasmus Rasmussen , Anders Sommer Ch r i s t e n s e n
21 * /
22 public c l a s s GameCanvas extends JPanel {
23 / * *
24 * A l i s t o f b o o l e a n v a l u e s t h a t t e l l s i f a key in t h e ind ex i s p r e s s e d or not
25 * /
26 protected boolean [ ] keys = new boolean [ 2 5 6 ] ;
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27
28 / * *
29 * The b u f f e r
30 * /
31 private BufferedImage offscreenImage ;
32
33 / * *
34 * The b u f f e r ’ s Graph i c s o b j e c t
35 * /
36 private Graphics2D offscreenGraphics ;
37
38 / * *
39 * A b o o l e a n t h a t t e l l s whe the r o r not some key e v e n t s sh ou ld be s upp r e s s e d
40 * /
41 private boolean suppressKeyEvents ;
42
43 / * *
44 * C r e a t e s a new i n s t a n c e o f a GameCanvas
45 * /
46 protected GameCanvas ( in t width , in t height , boolean suppressKeyEvents ) {
47 super ( ) ;
48 s e tP r e f e r r edS i z e (new Dimension (width , height ) ) ;
49 KeyboardFocusManager . getCurrentKeyboardFocusManager ( ) . addKeyEventDispatcher (new
GameKeyAdapter ( ) ) ;
50 addMouseListener (new GameMouseAdapter ( th i s ) ) ;
51 setSuppressKeyEvents ( suppressKeyEvents ) ;
52 s e tV i s i b l e ( t rue ) ;
53 offscreenImage = new BufferedImage (width , height , BufferedImage . TYPE_INT_RGB) ;
54 of fscreenGraphics = offscreenImage . createGraphics ( ) ;
55 }
56
57 / * *
58 * F l u s h e s t h e o f f−s c r e e n b u f f e r t o t h e d i s p l a y . The s i z e o f t h e f l u s h e d a r e a i s e qu a l t o t h e
s i z e o f t h e GameCanvas .
59 * The c o n t e n t s o f t h e o f f−s c r e e n b u f f e r a r e not changed as a r e s u l t o f t h e f l u s h o p e r a t i o n .
60 * @see # f l u s hG r a p h i c s ( in t , in t , in t , i n t )
61 * /
62 public void f lushGraphics ( ) {
63 Graphics g ;
64 t ry {
65 g = th i s . getGraphics ( ) ; / / g e t t h e p an e l ’ s g r a p h i c c o n t e x t
66 i f ( ( g != null ) && ( offscreenImage != null ) )
67 g . drawImage ( offscreenImage , 0 , 0 , null ) ;
68 Too lk i t . ge tDe fau l tToo lk i t ( ) . sync ( ) ; / / sync t h e d i s p l a y on some sy s t ems
69 } catch ( Exception e ) { System . out . p r in t l n ( " Graphics contex t e r ro r : " + e ) ; }
70 }
71
72 / * *
73 * F l u s h e s t h e s p e c i f i e d r e g i o n o f t h e o f f−s c r e e n b u f f e r t o t h e d i s p l a y .
74 * The c o n t e n t s o f t h e o f f−s c r e e n b u f f e r a r e not changed as a r e s u l t o f t h e f l u s h o p e r a t i o n .
75 * No p i x e l s a r e f l u s h e d i f t h e s p e c i f i e d width or h e i g h t i s l e s s than 1 .
76 * @param x t h e x−c o o r d i n a t e o f t h e f l u s h e d g r a p h i c s o b j e c t
77 * @param y t h e y−c o o r d i n a t e o f t h e f l u s h e d g r a p h i c s o b j e c t
78 * @param width t h e width o f t h e f l u s h e d g r a p h i c s o b j e c t
79 * @param h e i g h t t h e h e i g h t o f t h e f l u s h e d g r a p h i c s o b j e c t
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80 * @see # f l u s hG r a p h i c s ( )
81 * /
82 public void f lushGraphics ( in t x , in t y , in t width , in t height ) {
83 i f ( width >= 1 && height >= 1 ) {
84 Graphics g ;
85 t ry {
86 g = th i s . getGraphics ( ) ; / / g e t t h e p an e l ’ s g r a p h i c c o n t e x t
87 i f ( ( g != null ) && ( offscreenImage != null ) )
88 g . drawImage ( offscreenImage , x , y , width , height , null ) ;
89 Too lk i t . ge tDe fau l tToo lk i t ( ) . sync ( ) ; / / sync t h e d i s p l a y on some sy s t ems
90 } catch ( Exception e ) { System . out . p r in t l n ( " Graphics contex t e r ro r : " + e ) ; }
91 }
92 }
93
94 / * *
95 * Pa i n t s t h i s GameCanvas . By d e f a u l t , t h i s method r e n d e r s t h e t h e o f f−s c r e e n b u f f e r a t ( 0 , 0 ) .
96 * Render ing o f t h e b u f f e r i s s u b j e c t t o t h e c l i p r e g i o n and o r i g i n t r a n s l a t i o n o f t h e Graph i c s
o b j e c t .
97 * @param g i s t h e g r a p h i c s o b j e c t
98 * @throws Nu l l P o i n t e rEx c e p t i o n i f g i s nu l l
99 * /
100 public void paintComponent ( Graphics g ) {
101 super . paintComponent ( g ) ;
102 i f ( g == null )
103 throw new NullPointerExcept ion ( "g i s nu l l " ) ;
104 e lse {
105 g . drawImage ( offscreenImage , 0 , 0 , null ) ;
106 }
107 }
108
109 / * *
110 * Obta ins t h e Graph i c s o b j e c t f o r r e n d e r i n g a GameCanvas .
111 * The r e t u rn e d Graph i c s o b j e c t r e n d e r s t o t h e o f f−s c r e e n b u f f e r b e l o ng i ng t o t h i s GameCanvas .
112 * Render ing o p e r a t i o n s do not app e a r on t h e d i s p l a y u n t i l f l u s hG r a p h i c s ( ) i s c a l l e d ; f l u s h i n g
t h e b u f f e r d o e s not change i t s c o n t e n t s ( t h e p i x e l s a r e not c l e a r e d as a r e s u l t o f t h e
f l u s h i n g o p e r a t i o n ) .
113 * A new Graph i c s o b j e c t i s c r e a t e d and r e t u rn e d e a ch t ime t h i s method i s c a l l e d ; t h e r e f o r e ,
t h e ne eded Graph i c s o b j e c t ( s ) s h ou ld be o b t a i n e d b e f o r e t h e game s t a r t s th en re−used
wh i l e t h e game i s running .
114 * For e a ch GameCanvas i n s t an c e , a l l o f t h e p r o v i d e d g r a p h i c s o b j e c t s w i l l r e nd e r t o t h e same
o f f−s c r e e n b u f f e r .
115 * The newly c r e a t e d Graph i c s o b j e c t has t h e f o l l ow i n g p r o p e r t i e s :
116 * t h e d e s t i n a t i o n i s t h i s GameCanvas ’ b u f f e r ;
117 * a l l t h e p i x e l s o f t h e b u f f e r a r e wh i t e ;
118 * t h e c l i p r e g i o n encompas s e s t h e e n t i r e b u f f e r ;
119 * @return bu f f e r e d Imag e . g e tG r a ph i c s ( ) which i s t h e b u f f e r e d image
120 * @see # f l u s hG r a p h i c s ( )
121 * @see # f l u s hG r a p h i c s ( in t , in t , in t , i n t )
122 * /
123 public Graphics2D getBufferGraphics ( ) {
124 of fscreenGraphics = offscreenImage . createGraphics ( ) ;
125 of fscreenGraphics . se tColor ( Color .WHITE) ;
126 of fscreenGraphics . f i l l R e c t (0 , 0 , of fscreenImage . getWidth ( ) , of fscreenImage . getHeight ( ) ) ;
127 of fscreenGraphics . c l i pRec t (0 , 0 , of fscreenImage . getWidth ( ) , of fscreenImage . getHeight ( ) ) ;
128 return of fscreenGraphics ;
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129 }
130
131 / * *
132 * Loade s an image
133 * @param image t h e image t o be l o a d e d
134 * /
135 public boolean waitForImageToLoad ( Image image ) {
136 MediaTracker mediaTracker = new MediaTracker ( th i s ) ;
137 mediaTracker . addImage ( image , 0 ) ;
138 t ry {
139 mediaTracker . waitForAll ( ) ;
140 } catch ( Exception e ) { System . out . p r in t l n ( " e r ro r " ) ; }
141 return mediaTracker . checkID ( 0 ) ;
142 }
143
144 / * *
145 * S e t s t h e b o o l e a n suppr e s sKeyEven t s
146 * @param suppr e s sKeyEven t s i s t r u e i f t h e key i s p r e s s e d
147 * /
148 private void setSuppressKeyEvents ( boolean suppressKeyEvents ) {
149 th i s . suppressKeyEvents = suppressKeyEvents ;
150 }
151
152 / * *
153 * Th i s i nn e r c l a s s r e p r e s e n t s a mouse l i s t e n e r
154 * /
155 private c l a s s GameMouseAdapter extends MouseAdapter {
156 GameCanvas canvas ;
157
158 public GameMouseAdapter (GameCanvas canvas ) {
159 th i s . canvas = canvas ;
160 }
161
162 / * *
163 * When mouse c l i c k e d on canvas , r e q u e s t s f o c u s .
164 * /
165 public void mouseClicked (MouseEvent e ) {
166 canvas . requestFocus ( ) ;
167 }
168 }
169
170
171 private c l a s s GameKeyAdapter implements KeyEventDispatcher {
172 public boolean dispatchKeyEvent ( KeyEvent key ) {
173 in t s t a tu s = key . getID ( ) ;
174
175 i f ( s t a tu s == KeyEvent .KEY_PRESSED) {
176 i f ( ! suppressKeyEvents ) {
177 switch ( key . getKeyCode ( ) ) {
178 case KeyEvent .VK_ESCAPE :
179 keys [ key . getKeyCode ( ) ] = t rue ;
180 break ;
181 case KeyEvent .VK_SPACE:
182 keys [ key . getKeyCode ( ) ] = t rue ;
183 break ;
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184 case KeyEvent .VK_ALT:
185 keys [ key . getKeyCode ( ) ] = t rue ;
186 break ;
187 case KeyEvent . VK_SHIFT :
188 keys [ key . getKeyCode ( ) ] = t rue ;
189 break ;
190 case KeyEvent .VK_TAB:
191 keys [ key . getKeyCode ( ) ] = t rue ;
192 break ;
193 case KeyEvent .VK_BACK_SPACE:
194 keys [ key . getKeyCode ( ) ] = t rue ;
195 break ;
196 case KeyEvent .VK_W:
197 keys [ key . getKeyCode ( ) ] = t rue ;
198 break ;
199 case KeyEvent .VK_S :
200 keys [ key . getKeyCode ( ) ] = t rue ;
201 break ;
202 case KeyEvent .VK_A:
203 keys [ key . getKeyCode ( ) ] = t rue ;
204 break ;
205 case KeyEvent .VK_D:
206 keys [ key . getKeyCode ( ) ] = t rue ;
207 break ;
208 }
209 }
210 switch ( key . getKeyCode ( ) ) {
211 case KeyEvent .VK_UP:
212 keys [ key . getKeyCode ( ) ] = t rue ;
213 break ;
214 case KeyEvent .VK_DOWN:
215 keys [ key . getKeyCode ( ) ] = t rue ;
216 break ;
217 case KeyEvent .VK_LEFT :
218 keys [ key . getKeyCode ( ) ] = t rue ;
219 break ;
220 case KeyEvent .VK_RIGHT:
221 keys [ key . getKeyCode ( ) ] = t rue ;
222 break ;
223 case KeyEvent .VK_CONTROL:
224 keys [ key . getKeyCode ( ) ] = t rue ;
225 break ;
226 }
227 }
228 e lse i f ( s t a tu s == KeyEvent .KEY_RELEASED) {
229 switch ( key . getKeyCode ( ) ) {
230 case KeyEvent .VK_UP:
231 keys [ key . getKeyCode ( ) ] = f a l s e ;
232 break ;
233 case KeyEvent .VK_DOWN:
234 keys [ key . getKeyCode ( ) ] = f a l s e ;
235 break ;
236 case KeyEvent .VK_LEFT :
237 keys [ key . getKeyCode ( ) ] = f a l s e ;
238 break ;
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239 case KeyEvent .VK_RIGHT:
240 keys [ key . getKeyCode ( ) ] = f a l s e ;
241 break ;
242 case KeyEvent .VK_CONTROL:
243 keys [ key . getKeyCode ( ) ] = f a l s e ;
244 break ;
245 case KeyEvent .VK_ESCAPE :
246 keys [ key . getKeyCode ( ) ] = f a l s e ;
247 break ;
248 case KeyEvent .VK_SPACE:
249 keys [ key . getKeyCode ( ) ] = f a l s e ;
250 break ;
251 case KeyEvent .VK_ALT:
252 keys [ key . getKeyCode ( ) ] = f a l s e ;
253 break ;
254 case KeyEvent . VK_SHIFT :
255 keys [ key . getKeyCode ( ) ] = f a l s e ;
256 break ;
257 case KeyEvent .VK_TAB:
258 keys [ key . getKeyCode ( ) ] = f a l s e ;
259 break ;
260 case KeyEvent .VK_BACK_SPACE:
261 keys [ key . getKeyCode ( ) ] = f a l s e ;
262 break ;
263 case KeyEvent .VK_W:
264 keys [ key . getKeyCode ( ) ] = f a l s e ;
265 break ;
266 case KeyEvent . VK_S :
267 keys [ key . getKeyCode ( ) ] = f a l s e ;
268 break ;
269 case KeyEvent .VK_A:
270 keys [ key . getKeyCode ( ) ] = f a l s e ;
271 break ;
272 case KeyEvent .VK_D:
273 keys [ key . getKeyCode ( ) ] = f a l s e ;
274 break ;
275 }
276 }
277 return fa l s e ;
278 }
279 }
280 } 
Layer.java
Layer repræsentere et visuelt element i spillet, dvs. en sprite el. et tiled layer, og indeholder fælles
attributter for de to underklasser. Layer er en abstrakt klasse. 
1 package gameframework ;
2
3 import j ava . awt . Graphics ;
4 / * *
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5 * A Layer i s an a b s t r a c t c l a s s r e p r e s e n t i n g a v i s u a l e l emen t o f a game .
6 * Each Layer has p o s i t i o n ( in t e rms o f t h e upper− l e f t c o r n e r o f i t s v i s u a l bounds ) , width , h e i gh t ,
and can be made v i s i b l e o r i n v i s i b l e .
7 * Layer s u b c l a s s e s must implement a p a i n t ( Graph i c s ) method so t h a t t h ey can be r e nd e r e d .
8 * @author Sanne Bje rg , Jon Ni e l s en , Rasmus Rasmussen , Anders Sommer Ch r i s t e n s e n
9 * /
10 public abs t r a c t c l a s s Layer {
11
12 / * *
13 * The l a y e r s v i s i b i l i t y
14 * /
15 private boolean v i s i b l e ;
16
17 / * *
18 * The l a y e r s x c o o r d i n a t e f o r i t s top− l e f t c o r n e r
19 * /
20 private in t x = 0 ;
21
22 / * *
23 * The l a y e r s y c o o r d i n a t e f o r i t s top− l e f t c o r n e r
24 * /
25 private in t y = 0 ;
26
27 / * *
28 * The h e i g h t o f t h e l a y e r
29 * /
30 private in t height ;
31
32 / * *
33 * The width o f t h e l a y e r
34 * /
35 private in t width ;
36
37 / * *
38 * C r e a t e s a new i n s t a n c e o f Layer
39 * @param width t h e width o f t h e l a y e r
40 * @param h e i g h t t h e h e i g h t o f t h e l a y e r
41 * @throws I l l e g a lA r gumen tEx c e p t i o n i f t h e width i s l e s s than 0
42 * @throws I l l e g a lA r gumen tEx c e p t i o n i f t h e h e i g h t i s l e s s than 0
43 * /
44 public Layer ( in t width , in t height ) {
45 v i s i b l e = t rue ;
46 th i s . width = width ;
47 i f ( width <= 0 ) throw new I l legalArgumentException ( ) ;
48 th i s . he ight = height ;
49 i f ( height <= 0 ) throw new I l legalArgumentException ( ) ;
50 }
51
52 / * *
53 * Pa i n t s t h i s l a y e r i f i t i s v i s i b l e
54 * @param g t h e Graph i c s o b j e c t f o r r e n d e r i n g t h e Layer
55 * @throws Nu l l P o i n t e rEx c e p t i o n i f g i s nu l l
56 * /
57 public abs t r a c t void paint ( Graphics g ) throws NullPointerExcept ion ;
58
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59
60 / * *
61 * Gets t h e v i s i b i l i t y o f t h e Layer
62 * @see # s e t V i s i b l e ( b o o l e a n )
63 * /
64 public boolean i s V i s i b l e ( ) {
65 return v i s i b l e ;
66 }
67
68 / * *
69 * Moves t h i s Layer by t h e s p e c i f i e d h o r i z o n t a l and v e r t i c a l d i s t a n c e s .
70 * @param dx t h e d i s t a n c e t o move a l ong t h e h o r i z o n t a l a x i s ( p o s i t i v e t o t h e r i g h t and n e g a t i v e
t o t h e l e f t )
71 * @param dy t h e d i s t a n c e t o move a l ong t h e v e r t i c a l a x i s ( p o s i t i v e down , n e g a t i v e up )
72 * @see # s e t P o s i t i o n ( in t , i n t )
73 * @see #getX ( )
74 * @see # getY ( )
75 * /
76 public void move( in t dx , in t dy ) {
77 x += dx ;
78 y += dy ;
79 }
80
81 / * *
82 * S e t s t h e v i s i b i l i t y o f t h e Layer
83 * @see # i s V i s i b l e ( )
84 * /
85 public void s e tV i s i b l e ( boolean v i s i b l e ) {
86 th i s . v i s i b l e = v i s i b l e ;
87 }
88
89 / * *
90 * S e t s t h i s l a y e r ’ s p o s i t i o n such t h a t i t s upper− l e f t c o r n e r i s l o c a t e d a t ( x , y ) in t h e
p a i n t e r ’ s c o o r d i n a t e sys t em . A l a y e r i s l o c a t e d a t ( 0 , 0 ) by d e f a u l t
91 * @param x t h e h o r i z o n t a l p o s i t i o n
92 * @param y t h e v e r t i c a l p o s i t i o n
93 * @see #move ( in t , i n t )
94 * @see #getX ( )
95 * @see # getY ( )
96 * /
97 public void s e tPo s i t i on ( in t x , in t y ) {
98 th i s . x = x ;
99 th i s . y = y ;
100 }
101
102 / * *
103 * Gets t h e c u r r e n t h e i g h t o f t h i s l a y e r , in p i x e l s
104 * @return t h e h e i g h t in p i x e l s
105 * @see # getWidth ( )
106 * /
107 public f ina l in t getHeight ( ) {
108 return height ;
109 }
110
111 / * *
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112 * Gets t h e c u r r e n t width o f t h i s l a y e r , in p i x e l s
113 * @return t h e width in p i x e l s
114 * @see # g e tHe i gh t ( )
115 * /
116 public f ina l in t getWidth ( ) {
117 return width ;
118 }
119
120 / * *
121 * Gets t h e h o r i z o n t a l p o s i t i o n o f t h e Layer ’ s upper− l e f t c o r n e r in t h e p a i n t e r ’ s c o o r d i n a t e
sys t em
122 * @return t h e Layer ’ s h o r i z o n t a l p o s i t i o n
123 * @see # getY ( )
124 * @see # s e t P o s i t i o n ( in t , i n t )
125 * @see #move ( in t , i n t )
126 * /
127 public f ina l in t getX ( ) {
128 return x ;
129 }
130
131 / * *
132 * Gets t h e v e r t i c a l p o s i t i o n o f t h e Layer ’ s upper− l e f t c o r n e r in t h e p a i n t e r ’ s c o o r d i n a t e
sys t em
133 * @return t h e Layer ’ s v e r t i c a l p o s i t i o n
134 * @see #getX ( )
135 * @see # s e t P o s i t i o n ( in t , i n t )
136 * @see #move ( in t , i n t )
137 * /
138 public f ina l in t getY ( ) {
139 return y ;
140 }
141
142 / * *
143 * S e t s t h e width o f t h e l a y e r
144 * @param width t h e new width
145 * /
146 void setWidth ( in t width ) {
147 th i s . width = width ;
148 }
149
150 / * *
151 * S e t s t h e h e i g h t o f t h e l a y e r
152 * @param h e i g h t t h e new h e i g h t
153 * /
154 void setHeight ( in t height ) {
155 th i s . he ight = height ;
156 }
157
158 / * *
159 * S e t s t h e l a y e r s x c o o r d i n a t e f o r i t s top− l e f t c o r n e r
160 * @param x t h e l a y e r s new x c o o r d i n a t e f o r i t s top− l e f t c o r n e r
161 * /
162 void setX ( in t x ) {
163 th i s . x = x ;
164 }
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165
166 / * *
167 * S e t s t h e l a y e r s y c o o r d i n a t e f o r i t s top− l e f t c o r n e r
168 * @param y t h e l a y e r s new y c o o r d i n a t e f o r i t s top− l e f t c o r n e r
169 * /
170 void setY ( in t y ) {
171 th i s . y = y ;
172 }
173 } 
LayerManager.java
LayerManager holder styr på lagene og deres rækkefølge. Derudover kontrollerer den view-vinduer der
udgør den del af banen som brugeren kan se. 
1 package gameframework ;
2
3 import j ava . u t i l . ArrayList ;
4 import j ava . awt . * ;
5
6 / * *
7 * The LayerManager manages a s e r i e s o f Lay e r s . The LayerManager s i m p l i f i e s t h e p r o c e s s o f
r e nd e r i n g
8 * t h e Lay e r s t h a t have been added t o i t by a u t om a t i c a l l y r e nd e r i n g t h e c o r r e c t r e g i o n s o f e a ch
Layer in
9 * t h e a p p r o p r i a t e o r d e r .
10 * The LayerManager ma in t a in s an o r d e r e d l i s t t o which Lay e r s can be appended , i n s e r t e d and removed
.
11 * A Layer ’ s ind ex c o r r e l a t e s t o i t s z−o r d e r ; t h e l a y e r a t ind ex 0 i s c l o s e s t t o t h e u s e r wh i l e a
t h e Layer wi th t h e h i g h e s t ind ex i s f u r t h e s t away from th e u s e r .
12 * The i n d i c e s a r e a lways c on t i guou s ; t h a t i s , i f a Layer i s removed , t h e i n d i c e s o f sub s e qu en t
Lay e r s w i l l be a d j u s t e d t o ma in ta in c o n t i n u i t y .
13 * The view window c o n t r o l s t h e s i z e o f t h e v i s i b l e r e g i o n and i t s p o s i t i o n r e l a t i v e t o t h e
LayerManager ’ s c o o r d i n a t e sys t em .
14 * Changing t h e p o s i t i o n o f t h e view window e n a b l e s e f f e c t s such as s c r o l l i n g or panning t h e u s e r ’ s
view .
15 * For example , t o s c r o l l t o t h e r i g h t , s imp ly move t h e view window ’ s l o c a t i o n t o t h e r i g h t .
16 * The s i z e o f t h e view window c o n t r o l s how l a r g e t h e u s e r ’ s view w i l l be , and i s u s u a l l y f i x e d a t
a s i z e t h a t i s a p p r o p r i a t e f o r t h e d e v i c e ’ s s c r e e n .
17 * @author Sanne Bje rg , Jon Ni e l s en , Rasmus Rasmussen , Anders Sommer Ch r i s t e n s e n
18 * /
19 public c l a s s LayerManager {
20
21 / * *
22 * The l i s t o f l a y e r s
23 * /
24 private ArrayList <Layer> l aye r s ;
25
26 / * *
27 * The viewwindows x c o o r d i n a t e f o r i t s top− l e f t c o r n e r
28 * /
29 private in t viewX ;
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30
31 / * *
32 * The viewwindows y c o o r d i n a t e f o r i t s top− l e f t c o r n e r
33 * /
34 private in t viewY ;
35
36 / * *
37 * The width o f t h e viewwindow
38 * /
39 private in t viewWidth ;
40
41 / * *
42 * The h e i g h t o f t h e viewwindow
43 * /
44 private in t viewHeight ;
45
46
47 / * *
48 * C r e a t e s a new LayerManager with a viewwindow s t a r t i n g t h e p o i n t ( 0 , 0 )
49 * and with width and h e i g h t e qu a l I n t e g e r .MAX_VALUE.
50 * /
51 public LayerManager ( ) {
52 l aye r s = new ArrayList <Layer > ( ) ;
53 setViewWindow (0 , 0 , In t eger .MAX_VALUE, In teger .MAX_VALUE) ;
54 }
55
56
57 / * *
58 * Appends a Layer t o t h i s LayerManager .
59 * The Layer i s appended t o t h e l i s t o f e x i s t i n g Lay e r s such t h a t i t has t h e h i g h e s t ind ex ( i . e
. i t i s f u r t h e s t away from t h e u s e r ) .
60 * The Layer i s f i r s t removed from t h i s LayerManager i f i t has a l r e a d y been added .
61 * @param l t h e appended l a y e r
62 * @throws Nu l l P o i n t e rEx c e p t i o n i f t h e l a y e r appended i s nu l l
63 * @see # remove ( Layer )
64 * @see # i n s e r t ( Layer , i n t )
65 * /
66 public void append ( Layer l ) {
67 i f ( l == null )
68 throw new NullPointerExcept ion ( ) ;
69 e lse {
70 remove ( l ) ;
71 l aye r s . add ( l ) ;
72 }
73 }
74
75
76 / * *
77 * I n s e r t s a new Layer in t h i s LayerManager a t t h e s p e c i f i e d ind ex .
78 * The Layer i s f i r s t removed from t h i s LayerManager i f i t has a l r e a d y been added .
79 * @param l t h e Layer t o be i n s e r t e d
80 * @param index t h e index a t which t h e new Layer i s t o be i n s e r t e d
81 * @throws IndexOutOfBoundsExcept ion i f t h e index i s l e s s than 0 or more than t h e l e n g t h o f t h e
a r r a y l i s t
82 * @see # remove ( Layer )
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83 * @see # append ( Layer )
84 * /
85 public void i n s e r t ( Layer l , in t index ) {
86 i f ( index < 0 || index > ge tS ize ( ) )
87 throw new IndexOutOfBoundsException ( ) ;
88 e lse {
89 remove ( l ) ;
90 l aye r s . add ( index , l ) ;
91 }
92 }
93
94
95 / * *
96 * Removes t h e s p e c i f i e d Layer from t h i s LayerManager .
97 * Th i s method do e s no th ing i f t h e s p e c i f i e d Layer i s not added t o t h e t h i s LayerManager .
98 * @param l t h e Layer t o be removed
99 * @throws Nu l l P o i n t e rEx c e p t i o n i f l i s nu l l
100 * @see # append ( Layer )
101 * @see # i n s e r t ( Layer , i n t )
102 * /
103 public void remove ( Layer l ) {
104 i f ( l == null )
105 throw new NullPointerExcept ion ( ) ;
106 e lse {
107 in t index = laye r s . indexOf ( l ) ;
108 i f ( index != −1)
109 l aye r s . remove ( index ) ;
110 }
111 }
112
113
114 / * *
115 * Gets t h e number o f Lay e r s in t h i s LayerManager
116 * @return l a y e r s . s i z e ( ) which i s t h e s i z e o f t h e a r r a y l i s t o f l a y e r s
117 * /
118 public in t ge tS ize ( ) {
119 return l aye r s . s i z e ( ) ;
120 }
121
122
123 / * *
124 * Gets t h e Layer wi th t h e s p e c i f i e d index
125 * @param index t h e index o f t h e d e s i r e d Layer
126 * @return l a y e r s . g e t ( ind ex ) which i s t h e l a y e r in t h e a r r a y l i s t wi th t h e index−number , ind ex
127 * @throws IndexOutOfBoundsExcept ion i f i nd ex i s l e s s than 0 or more or e qu a l t o t h e l e n g t h a f
t h e a r r a y l i s t
128 * /
129 public Layer getLayerAt ( in t index ) {
130 i f ( index < 0 || index >= ge tS ize ( ) )
131 throw new IndexOutOfBoundsException ( ) ;
132 e lse
133 return l aye r s . get ( index ) ;
134 }
135
136 / * *
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137 * S e t s t h e view window on t h e LayerManager .
138 * I t a l l ow s t h e d e v e l o p e r t o c o n t r o l t h e s i z e o f t h e v i s i b l e r eg i on , a s w e l l a s t h e l o c a t i o n
o f t h e view window r e l a t i v e t o t h e LayerManager ’ s c o o r d i n a t e sys t em .
139 * @param x t h e h o r i z o n t a l l o c a t i o n o f t h e view window r e l a t i v e t o t h e LayerManager ’ s o r i g i n
140 * @param y t h e v e r t i c a l l o c a t i o n o f t h e view window r e l a t i v e t o t h e LayerManager ’ s o r i g i n
141 * @param width t h e width o f t h e view window
142 * @param h e i g h t t h e h e i g h t o f t h e view window
143 * @throws I l l e g a lA r gumen tEx c e p t i o n i f width or h e i g h t i s l e s s than 0
144 * /
145 public void setViewWindow ( in t x , in t y , in t width , in t height ) {
146 i f ( width < 0 || height < 0 ) {
147 throw new I l legalArgumentException ( ) ;
148 }
149 e lse {
150 viewX = x ;
151 viewY = y ;
152 viewWidth = width ;
153 viewHeight = height ;
154 }
155 }
156
157 / * *
158 * Renders t h e LayerManager ’ s c u r r e n t view window a t t h e s p e c i f i e d l o c a t i o n
159 * @param g t h e g r a p h i c s i n s t a n c e with which t o draw t h e LayerManager
160 * @param x t h e h o r i z o n t a l l o c a t i o n a t which t o r end e r t h e view window , r e l a t i v e t o t h e
Graph i c s ’ t r a n s l a t e d o r i g i n
161 * @param y t h e v e r t i c a l l o c a t i o n a t which t o r end e r t h e view window , r e l a t i v e t o t h e Graph i c s ’
t r a n s l a t e d o r i g i n
162 * @throws Nu l l P o i n t e rEx c e p t i o n i f g i s nu l l
163 * @see # setViewWindow ( in t , in t , in t , i n t )
164 * /
165 public void paint ( Graphics g , in t x , in t y ) {
166 i f ( g == null ) {
167 throw new NullPointerExcept ion ( ) ;
168 }
169 e lse {
170 in t c l ipX = ( in t ) g . getClipBounds ( ) . getX ( ) ;
171 in t c l ipY = ( in t ) g . getClipBounds ( ) . getY ( ) ;
172 in t clipWidth = ( in t ) g . getClipBounds ( ) . getWidth ( ) ;
173 in t c l ipHeight = ( in t ) g . getClipBounds ( ) . getHeight ( ) ;
174
175 g . t r a n s l a t e ( x − viewX , y − viewY ) ;
176 g . c l i pRec t ( viewX , viewY , viewWidth , viewHeight ) ;
177
178 for ( in t k = laye r s . s i z e ( ) −1; k >= 0 ; k−−){
179 Layer l = getLayerAt ( k ) ;
180 i f ( l . i s V i s i b l e ( ) ) {
181 l . pa int ( g ) ;
182 }
183 }
184 g . t r a n s l a t e ( viewX − x , viewY − y ) ;
185 g . s e tC l ip ( cl ipX , cl ipY , clipWidth , c l ipHeight ) ;
186 }
187 }
188 } 
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TiledLayer.java
TiledLayer er en type af lag, og benyttes ofte til at skabe store grafisk områder med udgangspunkt
i et forholdsvist lille billede. TiledLayer består af et gitter af små billedfragmenter, med mulighed for
animering. TiledLayer nedarver fra Layer. 
1 package gameframework ;
2
3 import j ava . awt . * ;
4 import j ava . awt . image . BufferedImage ;
5 import j ava . u t i l . * ;
6
7 / * *
8 * A T i l e d L a y e r i s a v i s u a l e l emen t composed o f a g r i d o f c e l l s t h a t can be f i l l e d wi th a s e t o f
t i l e images .
9 * Th i s c l a s s a l l ow s l a r g e v i r t u a l l a y e r s t o be c r e a t e d w i thou t t h e need f o r an e x t r eme l y l a r g e
Image .
10 * Th i s t e c h n i q u e i s commonly used in 2D gaming p l a t f o rm s t o c r e a t e v e ry l a r g e s c r o l l i n g
backgrounds , T i l e s
11 * @author Sanne Bje rg , Jon Ni e l s en , Rasmus Rasmussen , Anders Sommer Ch r i s t e n s e n
12 * /
13 public c l a s s TiledLayer extends Layer {
14
15 / * *
16 * The g r i d o f c e l l s
17 * /
18 private in t [ ] [ ] t i l eMa t r i x ;
19
20 / * *
21 * The s t a t i c t i l e s x c o o r d i n a t e on t h e image
22 * /
23 private in t [ ] s t a t i c T i l e X ;
24
25 / * *
26 * The s t a t i c t i l e s y c o o r d i n a t e on t h e image
27 * /
28 private in t [ ] s t a t i c T i l e Y ;
29
30 / * *
31 * The l i s t o f an imated t i l e v a l u e s and t h e i r mapping t o s t a t i c t i l e s
32 * /
33 private j ava . u t i l . L i s t <Integer > animatedTi les = new ArrayList <Integer > ( ) ;
34
35 / * *
36 * The s ou r c e image
37 * /
38 private Image sourceImage ;
39
40 / * *
41 * The number o f c e l l s in t h e g r i d
42 * /
43 private in t numOfTiles ;
44
45 / * *
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46 * The h e i g h t o f t h e c e l l s
47 * /
48 private in t t i l eHe igh t ;
49
50 / * *
51 * The width o f t h e c e l l s
52 * /
53 private in t t i l eWidth ;
54
55 / * *
56 * The number o f rows in t h e g r i d
57 * /
58 private in t rows ;
59
60 / * *
61 * The number o f columns in t h e g r i d
62 * /
63 private in t columns ;
64
65 / * *
66 * C r e a t e s a new i n s t a n c e o f T i l e d L a y e r .
67 * The T i l e L a y e r ’ s g r i d w i l l be rows c e l l s h igh and column s i z e wide . A l l c e l l s in t h e g r i d a r e
i n i t i a l l y empty ( c o n t a i n index 0 ) .
68 * The s t a t i c t i l e s e t f o r t h e T i l e d L a y e r i s c r e a t e d from t h e s p e c i f i e d Image with e a ch t i l e
hav ing t h e d imens i on o f t i l eW i d t h x t i l e H e i g h t .
69 * The width o f t h e s o u r c e image must be an i n t e g e r mu l t i p l e o f t h e t i l e width , and t h e h e i g h t
o f t h e s ou r c e image must be an i n t e g e r mu l t i p l e o f t h e t i l e h e i g h t ; o t h e rw i s e , an
I l l e g a lA r gumen tEx c e p t i o n i s thrown ;
70 * @param numOfCols t h e width o f t h e T i l e L a y e r , e x p r e s s e d as a number o f c e l l s
71 * @param numOfRows t h e h e i g h t o f t h e T i l e L a y e r , e x p r e s s e d as a number o f c e l l s
72 * @param image t h e Bu f f e r e d Imag e used t o c r e a t e t h e s t a t i c t i l e s e t
73 * @param t i l eW th e width in p i x e l s o f a s i n g l e t i l e
74 * @param t i l eH t h e h e i g h t in p i x e l s o f a s i n g l e t i l e
75 * @throws Nu l l P o i n t e rEx c e p t i o n i f image i s nu l l
76 * @throws I l l e g a lA r gumen tEx c e p t i o n i f t h e number o f rows or columns i s l e s s than 1
77 * @throws I l l e g a lA r gumen tEx c e p t i o n i f t i l e H e i g h t o r t i l eW i d t h i s l e s s than 1
78 * @throws I l l e g a lA r gumen tEx c e p t i o n i f t h e image width i s not an i n t e g e r mu l t i p l e o f t h e
t i l eW i d t h
79 * @throws I l l e g a lA r gumen tEx c e p t i o n i f t h e image h e i g h t i s not an i n t e g e r mu l t i p l e o f t h e
t i l e H e i g h t
80 * /
81 public TiledLayer ( in t numOfCols , in t numOfRows , Image image , in t tileW , in t t i l eH ) {
82 super ( numOfCols * tileW , numOfRows* t i l eH ) ;
83 columns = numOfCols ;
84 rows = numOfRows ;
85 t i l eWidth = ti leW ;
86 t i l eHe igh t = t i l eH ;
87 numOfTiles = columns * rows ;
88 sourceImage = image ;
89
90 i f ( image != null ) {
91 c r e a t e S t a t i c T i l e S e t ( image ) ;
92 }
93 e lse throw new NullPointerExcept ion ( " image i s nu l l " ) ;
94 s e tT i l e S e tDe f au l t ( ) ;
79
A. Kildekode: Framework
95 }
96
97 / * *
98 * C r e a t e s a new animated t i l e and r e t u r n s t h e ind ex t h a t r e f e r s t o t h e new animated t i l e
99 * The i n d i c e s f o r an imated t i l e s a r e a lways n e g a t i v e . The f i r s t an imated t i l e s h a l l have t h e
index −1, t h e s e c ond −2, e t c .
100 * @param s t a t i c T i l e I n d e x t h e index o f t h e a s s o c i a t e d t i l e ( must be 0 or a v a l i d s t a t i c t i l e
ind ex )
101 * @return t h e ind ex o f newly c r e a t e d an imated t i l e
102 * @throws IndexOutOfBoundsExcept ion i f t h e s t a t i c T i l e I n d e x i s i n v a l i d
103 * /
104 public in t createAnimatedTile ( in t s t a t i c T i l e I nd e x ) {
105 i f ( s t a t i c T i l e I nd e x < 0 || s t a t i c T i l e I nd e x >= numOfTiles )
106 throw new IndexOutOfBoundsException ( " the s t a t i c T i l e I nd e x i s inva l id " ) ;
107 e lse {
108 i f ( animatedTi les == null ) animatedTi les = new ArrayList <Integer > ( ) ;
109 in t numOfAnimatedTiles = animatedTi les . s i z e ( ) ;
110 animatedTi les . add ( numOfAnimatedTiles , s t a t i c T i l e I nd e x ) ;
111 return −(animatedTi les . s i z e ( ) ) ;
112 }
113 }
114
115 / * *
116 * F i l l s a r e g i o n o f c e l l s wi th t h e s p e c i f i c t i l e . The c e l l s may be f i l l e d with a s t a t i c t i l e
index ,
117 * an an imated t i l e ind ex or t h ey may be l e f t empty ( index 0 )
118 * @param c o l t h e coulumn o f t h e top− l e f t c e l l in t h e r e g i o n
119 * @param row th e row o f t h e top− l e f t c e l l in t h e r e g i o n
120 * @param numCols t h e number o f columns in t h e r e g i o n
121 * @param numRows t h e number o f rows in t h e r e g i o n
122 * @param t i l e I n d e x t h e Index o f t h e t i l e t o p l a c e in a l l t h e c e l l s in t h e s p e c i f i e d r e g i o n
123 * @throws IndexOutOfBoundsExcept ion i f t h e r e c t a n g u l a r r e g i o n d e f i n e d by t h e p a r ame t e r s
e x t e nd s beyond t h e bounds o f t h e T i l e L a y e r g r i d
124 * @throws I l l e g a lA r gumen tEx c e p t i o n i f numCols i s l e s s th en z e r o
125 * @throws I l l e g a lA r gumen tEx c e p t i o n i f numRows i s l e s s th en z e r o
126 * @throws IndexOutOfBoundsExcept ion i f t h e r e i s no t i l e wi th index t i l e I n d e x
127 * @see # s e t C e l l ( in t , in t , i n t )
128 * @see # g e t C e l l ( in t , i n t )
129 * /
130 public void f i l l C e l l s ( in t col , in t row , in t numCols , in t numRows, in t t i l e I ndex ) {
131 i f ( t i l e I ndex > 0 && t i l e I ndex >= numOfTiles )
132 throw new IndexOutOfBoundsException ( " there i s no t i l e with index t i l e I ndex " ) ;
133 i f ( t i l e I ndex < 0 && ( animatedTi les == null || −t i l e I ndex > animatedTi les . s i z e ( ) ) )
134 throw new IndexOutOfBoundsException ( " there i s no t i l e with index t i l e I ndex " ) ;
135 i f ( co l < 0 || ( co l + numCols ) > columns || row < 0 || ( row + numRows) > rows || numCols <
0 || numRows < 0 )
136 throw new IndexOutOfBoundsException ( " the rec tangular region defined by the parameters
extends beyond the bounds of the Ti leLayer grid " ) ;
137 i f ( numCols < 0 )
138 throw new I l legalArgumentException ( "numCols i s l e s s then zero " ) ;
139 i f (numRows < 0 )
140 throw new I l legalArgumentException ( "numRows i s l e s s then zero " ) ;
141 e lse {
142 for ( in t c = co l ; c < numCols + co l ; c++)
143 for ( in t r = row ; r < numRows + row ; r ++)
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144 s e tCe l l ( c , r , t i l e I ndex ) ;
145 }
146 }
147
148 / * *
149 * Draws t h e T i l e d L a y e r . The e n t i r e T i l e d L a y e r i s r e nd e r e d s u b j e c t t o t h e c l i p r e g i o n o f t h e
Graph i c s o b j e c t .
150 * The T i l e d L a y e r ’ s upper− l e f t c o r n e r i s r e nd e r e d a t t h e T i l e d L a y e r ’ s c u r r e n t p o s i t i o n r e l a t i v e
t o t h e o r i g i n o f t h e Graph i s o b j e c t .
151 * The cu r r e n t p o s i t i o n o f t h e T i l e d L a y e r ’ s upper− l e f t c o r n e r can be r e t r i e v e d by c a l l i n g Layer
. getX ( ) and Layer . getY ( ) .
152 * The a p p r o p r i a t e use o f a c l i p r e g i o n and / o r t r a n s l a t i o n a l l ow s an a b r i t r a r y r e g i o n o f t h e
T i l e d L a y e r t o be r e nd e r e d .
153 * @param g t h e g r a p h i c s o b j e c t t o draw t h e T i l e d L a y e r
154 * @throws Nu l l P o i n t e rEx c e p t i o n i f g i s nu l l
155 * /
156 public void paint ( Graphics g ) {
157 i f ( g == null ) throw new NullPointerExcept ion ( "g i s nu l l " ) ;
158 e lse i f ( i s V i s i b l e ( ) ) {
159 in t x1 = getX ( ) ;
160 in t y1 ;
161 for ( in t c = 0 ; c < columns ; c++) {
162 y1 = getY ( ) ;
163 for ( in t r = 0 ; r < rows ; r ++) {
164 in t i = t i l eMa t r i x [ c ] [ r ] ;
165 i f ( i != 0 ) {
166 i f ( i < 0 )
167 i = getAnimatedTile ( i ) ;
168 g . drawImage ( sourceImage , x1 , y1 , x1 + ti leWidth , y1 + t i l eHe ight ,
169 s t a t i c T i l e X [ i ] , s t a t i c T i l e Y [ i ] , s t a t i c T i l e X [ i ] + t i leWidth ,
s t a t i c T i l e Y [ i ] + t i l eHe ight , null ) ;
170 }
171 y1 += t i l eHe igh t ;
172 }
173 x1 += t i leWidth ;
174 }
175 }
176 }
177
178 / * *
179 * A s s o c i a t e s an an imated t i l e wi th t h e s p e c i f i e d s t a t i c t i l e
180 * @param an ima t e dT i l e I n d e x t h e index o f t h e an imated t i l e
181 * @param s t a t i c T i l e I n d e x t h e index o f t h e a s s o c i a t e d t i l e ( must be 0 or a v a l i d s t a t i c t i l e
ind ex )
182 * @throws IndexOutOfBoundsExcept ion i f t h e s t a t i c T i l e I n d e x i s i n v a l i d
183 * @throws IndexOutOfBoundsExcept ion i f t h e an imated t i l e ind ex i s i n v a l i d
184 * @see # g e tAn ima t e dT i l e ( i n t )
185 * /
186 public void setAnimatedTile ( in t animatedTileIndex , in t s t a t i c T i l e I nd e x ) {
187 i f ( s t a t i c T i l e I nd e x < 0 || s t a t i c T i l e I nd e x > numOfTiles )
188 throw new IndexOutOfBoundsException ( " the s t a t i c T i l e I nd e x i s inva l id " ) ;
189 in t i = −animatedTileIndex ;
190 i f ( animatedTi les == null || i <= 0 || i > animatedTi les . s i z e ( ) )
191 throw new IndexOutOfBoundsException ( " animated t i l e index i s inva l id " ) ;
192 e lse animatedTi les . s e t ( i −1 , s t a t i c T i l e I nd e x ) ;
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193 }
194
195 / * *
196 * S e t s t h e c o n t e n t s o f a c e l l . The c o n t e n t s may be s e t t o a s t a t i c t i l e index , an an imated
t i l e index , o r may be l e f t empty ( index 0 )
197 * @param c o l t h e coulumn o f c e l l t o be s e t
198 * @param row th e row o f c e l l t o be s e t
199 * @param t i l e I n d e x t h e index o f t i l e t o p l a c e in c e l l
200 * @throws IndexOutOfBoundsExcept ion i f t h e r e i s no t i l e wi th index t i l e I n d e x
201 * @throws IndexOutOfBoundsExcept ion i f row or c o l i s o u t s i d e t h e bounds o f t h e T i l e d L a y e r g r i d
202 * @see # g e t C e l l ( in t , i n t )
203 * @see # f i l l C e l l s ( in t , in t , in t , in t , i n t )
204 * /
205 public void s e tCe l l ( in t col , in t row , in t t i l e I ndex ) {
206 i f ( ( t i l e I ndex > 0 && t i l e I ndex >= numOfTiles ) || ( t i l e I ndex < 0 && ( animatedTi les == null
|| −t i l e I ndex > animatedTi les . s i z e ( ) ) ) )
207 throw new IndexOutOfBoundsException ( " there i s no t i l e with index t i l e I ndex " ) ;
208 i f ( co l < 0 || co l >= columns || row >= rows || row < 0 )
209 throw new IndexOutOfBoundsException ( " row or co l i s outs ide the bounds of the Ti ledLayer
grid " ) ;
210 e lse t i l eMa t r i x [ co l ] [ row] = t i l e I ndex ;
211 }
212
213 / * *
214 * R e p l a c e s t h e c u r r e n t s t a t i c t i l e s e t wi th a new s t a t i c t i l e s e t .
215 * I f t h e new s t a t i c t i l e s e t has as many or more t i l e s than t h e p r e v i o u s s t a t i c t i l e s e t , t h e
an imated t i l e s and
216 * c e l l c o n t e n t s w i l l be p r e s e r v e d . I f not , t h e c o n t e n t o f t h e g r i d w i l l be c l e a r e d ( a l l c e l l s
w i l l c o n t a i n index 0 ) and a l l an imated t i l e s w i l l be d e l e t e d .
217 * @param image t h e Bu f f e r e d Imag e used f o r c r e a t i n g t h e s t a t i c t i l e s e t
218 * @param t i l eW i d t h t h e width in p i x e l s o f a s i n g l e t i l e
219 * @param t i l e H e i g h t t h e h e i g h t in p i x e l s o f a s i n g l e t i l e
220 * @throws Nu l l P o i n t e rEx c e p t i o n i f image i s nu l l
221 * @throws I l l e g a lA r gumen tEx c e p t i o n i f t i l e H e i g h t o r t i l eW i d t h i s l e s s than 1
222 * @throws I l l e g a lA r gumen tEx c e p t i o n i f t h e image width i s not an i n t e g e r mu l t i p l e o f t h e
t i l eW i d t h
223 * @throws I l l e g a lA r gumen tEx c e p t i o n i f t h e image h e i g h t i s not an i n t e g e r mu l t i p l e o f t h e
t i l e H e i g h t
224 * /
225 public void s e t S t a t i c T i l e S e t ( Image image , in t t i leWidth , in t t i l eHe igh t ) {
226 th i s . t i l eWidth = t i leWidth ;
227 th i s . t i l eHe igh t = t i l eHe igh t ;
228 i f ( t i l eWidth < 1 && t i l eHe igh t < 1 )
229 throw new I l legalArgumentException ( " t i l eHe igh t or t i l eWidth i s l e s s than 1 " ) ;
230 i f ( image . getWidth ( null ) % t i leWidth != 0 )
231 throw new I l legalArgumentException ( " the image width i s not an in t ege r mult ip le of the
t i l eWidth " ) ;
232 i f ( image . getHeight ( null ) % t i l eHe igh t != 0 )
233 throw new I l legalArgumentException ( " the image height i s not an in t ege r mult ip le of the
t i l eHe igh t " ) ;
234 e lse {
235 setWidth ( columns * t i l eWidth ) ;
236 setHeight ( rows * t i l eHe igh t ) ;
237
238 i f ( ( s t a t i c T i l e X . length−1) > ( image . getHeight ( null )/ t i l eHe igh t ) * ( image . getWidth ( null )/
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t i l eWidth ) )
239 s e tT i l e S e tDe f au l t ( ) ;
240 }
241 i f ( image != null ) c r e a t e S t a t i c T i l e S e t ( image ) ;
242 e lse throw new NullPointerExcept ion ( " image i s nu l l " ) ;
243 }
244
245 / * *
246 * Gets t h e t i l e ind ex c u r r e n t l y a s s o c i a t e d with t h e an imated t i l e
247 * @param an ima t e dT i l e I n d e x t h e index o f t h e an imated t i l e
248 * @return t h e ind ex o f t h e t i l e r e f e r e n c e by t h e an imated t i l e
249 * @throws IndexOutOfBoundsExcept ion i f t h e an imated t i l e ind ex i s i n v a l i d
250 * @see # s e tAn ima t e dT i l e ( in t , i n t )
251 * /
252 public in t getAnimatedTile ( in t animatedTileIndex ) {
253 i f ( animatedTi les == null || −animatedTileIndex > animatedTi les . s i z e ( ) || animatedTileIndex
>= 0 )
254 throw new IndexOutOfBoundsException ( " the animated t i l e index i s inva l id " ) ;
255 return animatedTi les . get ((− animatedTileIndex )−1) ;
256 }
257
258 / * *
259 * Gets t h e c o n t e n t o f a c e l l
260 * Gets t h e ind ex o f t h e s t a t i c t i l e c u r r e n t l y d i s p l a y e d in a c e l l . The r e t u rn e d index w i l l be
0 i f t h e c e l l i s empty
261 * @param c o l t h e column o f t h e c e l l t o be c h e c k e d
262 * @param row th e row o f t h e c e l l t o be c h e c k e d
263 * @return t h e ind ex o f t i l e in c e l l
264 * @throws IndexOutOfBoundsExcept ion i f row or c o l i s o u t s i d e t h e bounds o f t h e T i l e d L a y e r g r i d
265 * @see # s e t C e l l ( in t , in t , i n t )
266 * @see # f i l l C e l l s ( in t , in t , in t , in t , i n t )
267 * /
268 public in t ge tCe l l ( in t col , in t row) {
269 i f ( co l < 0 || co l > columns || row < 0 || row > rows )
270 throw new IndexOutOfBoundsException ( " row or co l i s outs ide the bounds of the Ti ledLayer
grid " ) ;
271 return t i l eMa t r i x [ co l ] [ row ] ;
272 }
273
274 / * *
275 * Gets t h e width o f a s i n g l e c e l l , in p i x e l s
276 * @return t h e width in p i x e l s o f a s i n g l e c e l l in t h e T i l e d L a y e r g r i d
277 * /
278 public in t getCellWidth ( ) {
279 return t i l eWidth ;
280 }
281
282 / * *
283 * Gets t h e h e i g h t o f a s i n g l e c e l l , in p i x e l s
284 * @return t h e h e i g h t in p i x e l s o f a s i n g l e c e l l in t h e T i l e d L a y e r g r i d
285 * /
286 public in t getCel lHeight ( ) {
287 return t i l eHe igh t ;
288 }
289
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290 / * *
291 * Gets t h e number o f columns in t h e T i l e d L a y e r g r i d . The o v e r a l l width o f t h e T i l e dLay e r , in
p i x e l s ,
292 * may be o b t a i n e d by c a l l i n g Layer . ge tWidth ( )
293 * /
294 public in t getColumns ( ) {
295 return columns ;
296 }
297
298 / * *
299 * Gets t h e number o f rows in t h e T i l e d L a y e r g r i d . The o v e r a l l h e i g h t o f t h e T i l e dLay e r , in
p i x e l s ,
300 * may be o b t a i n e d by c a l l i n g Layer . g e tHe i gh t ( )
301 * @return t h e h e i g h t in rows o f t h e T i l e d L a y e r g r i d
302 * /
303 public in t getRows ( ) {
304 return rows ;
305 }
306
307 / * *
308 * The method r e t u r n s t h e image d e r a r e l i m i t e d t o t h e a r e a o f t h e s ou r c e image t h e r e can be
found
309 * on t h e row and column th e p a r ame t e r s r e p r e s e n t i t h e g r i d o f c e l l s .
310 * @param c o l t h e column
311 * @param row th e row
312 * @return a Bu f f e r e d Imag e
313 * @see S p r i t e # c o l l i d e sW i t h ( T i l e dLay e r , b o o l e a n )
314 * /
315 BufferedImage getImageAt ( in t col , in t row) {
316 BufferedImage img = new BufferedImage ( t i leWidth , t i l eHe ight , BufferedImage .TRANSLUCENT) ;
317 Graphics2D g2 = img . createGraphics ( ) ;
318 in t i = t i l eMa t r i x [ co l ] [ row ] ;
319 i f ( i < 0 ) i = getAnimatedTile ( i ) ;
320 g2 . drawImage ( sourceImage , 0 , 0 , t i leWidth , t i l eHe ight , s t a t i c T i l e X [ i ] , s t a t i c T i l e Y [ i ] ,
321 s t a t i c T i l e X [ i ] + t i leWidth , s t a t i c T i l e Y [ i ] + t i l eHe ight , null ) ;
322 return img ;
323 }
324
325 / * *
326 * C r e a t e s a s t a t i c t i l e s e t . The method u s e s t h e p r o v i d e d image t o map
327 * c o o r d i n a t e s o f t h e image t o a s e t o f s t a t i c t i l e s .
328 * @param image t h e s ou r c e Image
329 * /
330 private void c r e a t e S t a t i c T i l e S e t ( Image image ) {
331 in t numStat i cT i les = ( image . getWidth ( null )/t i l eWidth ) * ( image . getHeight ( null )/ t i l eHe igh t ) ;
332 s t a t i c T i l e X = new int [ numSta t i cT i les +1 ] ;
333 s t a t i c T i l e Y = new int [ numSta t i cT i les +1 ] ;
334 in t k = 1 ;
335 for ( in t i = 0 ; i < image . getHeight ( null ) ; i += t i l eHe igh t ) {
336 for ( in t j = 0 ; j < image . getWidth ( null ) ; j += t i l eWidth ) {
337 s t a t i c T i l e X [ k ] = j ;
338 s t a t i c T i l e Y [ k ] = i ;
339 k++;
340 }
341 }
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342 }
343
344 / * *
345 * S e t s t h e a l l t h e c e l l s in t h e g r i d t o c on t a i n 0 , t h a t i s t h e y don ’ t c o n t a i n an image .
346 * E r a s e s t h e l i s t o f an imated t i l e s .
347 * /
348 private void s e tT i l e S e tDe f au l t ( ) {
349 i f ( rows >= 1 && columns >= 1 ) t i l eMa t r i x = new int [ columns ] [ rows ] ;
350 e lse throw new I l legalArgumentException ( " the number of rows or columns i s l e s s than 1 " ) ;
351 for ( in t co l = 0 ; co l < columns ; co l ++) {
352 for ( in t row = 0 ; row < rows ; row++) {
353 t i l eMa t r i x [ co l ] [ row] = 0 ;
354 }
355 }
356 animatedTi les = null ;
357 }
358 } 
Sprite.java
Sprite er en type af lag, og benyttes ofte til animeringer. En Sprite kan desuden transformeres efter behov
og detektere kollisioner med andre elementer. Sprite nedarver fra Layer. 
1 package gameframework ;
2
3 import j ava . awt . Image ;
4 import j ava . awt . Graphics ;
5 import j ava . awt . Graphics2D ;
6 import j ava . awt . Rectangle ;
7 import j ava . awt . image . * ;
8 import j ava . awt . geom . AffineTransform ;
9 import j ava . awt . geom . Point2D ;
10
11 / * *
12 * A S p r i t e i s a b a s i c v i s u a l e l emen t t h a t can be r e nd e r e d with one o f s e v e r a l f r ame s s t o r e d in an
Image ; d i f f e r e n t f r ame s can be shown t o an imat e t h e S p r i t e .
13 * S e v e r a l t r a n s f o rm s such as f l i p p i n g and r o t a t i o n can a l s o be a p p l i e d t o a S p r i t e t o f u r t h e r vary
i t s a pp e a r an c e . As with a l l Layer s u b c l a s s e s , a S p r i t e ’ s l o c a t i o n can be changed and i t can
a l s o be made v i s i b l e o r i n v i s i b l e .
14 * @author Sanne Bje rg , Jon Ni e l s en , Rasmus Rasmussen , Anders Sommer Ch r i s t e n s e n
15 * /
16 public c l a s s Spr i t e extends Layer {
17
18 / * *
19 * The p o s s i b l e t r a n s f o rms
20 * /
21 public enum Transform {TRANS_NONE, TRANS_ROT90 , TRANS_ROT180 , TRANS_ROT270 ,
22 TRANS_MIRROR, TRANS_MIRROR_ROT90 , TRANS_MIRROR_ROT180 , TRANS_MIRROR_ROT270
23 }
24
25 / * *
26 * The s p r i t e s c u r r e n t t r an s f o rm
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27 * /
28 private Transform currentTransform = Transform .TRANS_NONE;
29
30 / * *
31 * The f r ame s x c o o r d i n a t e on t h e image
32 * /
33 private in t [ ] rawFramesX ;
34
35 / * *
36 * The f r ame s y c o o r d i n a t e on t h e image
37 * /
38 private in t [ ] rawFramesY ;
39
40 / * *
41 * The s ou r c e image
42 * /
43 private Image sourceImage ;
44
45 / * *
46 * The o r i g i n a l width o f t h e s p r i t e
47 * /
48 private in t sourceWidth ;
49
50 / * *
51 * The o r i g i n a l h e i g h t o f t h e s p r i t e
52 * /
53 private in t sourceHeight ;
54
55 / * *
56 * The number o f raw f r ame s
57 * /
58 private in t rawFrameCount ;
59
60 / * *
61 * The f rame s e qu en c e
62 * /
63 private in t [ ] frameSequence ;
64
65 / * *
66 * A b o o l e a n va lu e t h a t i n d i c a t e s whe the r o r not a custom frame s e qu en c e has been d e f i n e d
67 * /
68 private boolean customFrameSequenceDefined ;
69
70 / * *
71 * The cu r r e n t f rame
72 * /
73 private in t currentFrame ;
74
75 / * *
76 * The r e f e r e n c e p i x e l ’ s x c o o r d i n a t e
77 * /
78 private in t refX ;
79
80 / * *
81 * The r e f e r e n c e p i x e l ’ s y c o o r d i n a t e
86
82 * /
83 private in t refY ;
84
85 / * *
86 * The c o l l i s i o n r e c t a n g l e s x c o o r d i n a t e d e f i n e d in r e l a t i o n s t o t h e s p r i t e s
87 * r e f e r e n c e p i x e l
88 * /
89 private in t co l l i s i onX ;
90
91 / * *
92 * The c o l l i s i o n r e c t a n g l e s y c o o r d i n a t e d e f i n e d in r e l a t i o n s t o t h e s p r i t e s
93 * r e f e r e n c e p i x e l
94 * /
95 private in t co l l i s i onY ;
96
97 / * *
98 * The width o f t h e c o l l i s i o n r e c t a n g l e
99 * /
100 private in t co l l i s ionWidth ;
101
102 / * *
103 * The h e i g h t o f t h e c o l l i s i o n r e c t a n g l e
104 * /
105 private in t co l l i s i onHe igh t ;
106
107 / * *
108 * C r e a t e s a none−an imated s p r i t e us ing t h e p r o v i d e d Bu f f e r e d Imag e .
109 * By d e f a u l t t h e s p r i t e i s v i s i b l e and i t s upper− l e f t c o r n e r i s p o s i t i o n e d a t ( 0 , 0 ) in t h e
p a i n t e r ’ s c o o r d i n a t e sys t em
110 * @param image t h e Bu f f e r e d e Imag e t o use as t h e s i n g l e f rame f o r t h e s p r i t e
111 * @throws Nu l l P o i n t e rEx c e p t i o n i f image i s nu l l
112 * /
113 public Spr i t e ( Image image ) {
114 super ( image . getWidth ( null ) , image . getHeight ( null ) ) ;
115 i f ( image == null )
116 throw new NullPointerExcept ion ( " image i s nu l l " ) ;
117 e lse {
118 sourceWidth = getWidth ( ) ;
119 sourceHeight = getHeight ( ) ;
120 rawFrameCount = 0 ;
121 customFrameSequenceDefined = f a l s e ;
122 def ineRe fe renceP ixe l ( 0 , 0 ) ;
123 setFrame ( 0 ) ;
124 setImage ( image , image . getWidth ( null ) , image . getHeight ( null ) ) ;
125 de f ineCo l l i s i onRec tang l e ( getX ( ) , getY ( ) , getWidth ( ) , getHeight ( ) ) ;
126 currentTransform = Transform .TRANS_NONE;
127 }
128 }
129
130 / * *
131 * C r e a t e s a new animated s p r i t e us ing t h e f r ame s c o n t a i n e d in t h e p r o v i d e d Bu f f e r e d Imag e with
e a ch f rame hav ing t h e d imens i on o f frameWidth x f r ameHe igh t .
132 * The f r ame s must be e q u a l l y s i z e d , wi th t h e d imens i on s s p e c i f i e d by frameWidth og f r ameHe igh t
.
133 * The width o f t h e s o u r c e image must be an i n t e g e r mu l t i p l e o f t h e f rame width , and t h e h e i g h t
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o f t h e s ou r c e image must be an i n t e g e r mu l t i p l e o f t h e f rame h e i g h t .
134 * The v a l u e s r e t u rn e d by Layer . ge tWidth ( ) and Layer . g e tHe i gh t ( ) w i l l r e f l e c t t h e f rame width
and f rame h e i g h t .
135 * The S p r i t e s have a d e f a u l t f r ame s e qu en c e c o r r e s p ond i n g t o t h e raw frame numbers , s t a r t i n g
with f rame 0 .
136 * By d e f a u l t t h e s p r i t e i s v i s i b l e and i t s upper− l e f t c o r n e r i s p o s i t i o n e d a t ( 0 , 0 ) in t h e
p a i n t e r ’ s c o o r d i n a t e sys t em .
137 * @param image t h e Bu f f e r e d Imag e t o be used f o r t h e s p r i t e
138 * @param frameWidth t h e width , in p i x e l s , o f t h e i n d i v i d u a l raw f r ame s
139 * @param f rameHe igh t t h e h e i gh t , in p i x e l s , o f t h e i n d i v i d u a l raw f r ame s
140 * @throws Nu l l P o i n t e rEx c e p t i o n i f image i s nu l l
141 * @throws I l l e g a lA r gumen tEx c e p t i o n i f t h e f r ameHe igh t o r frameWidth i s l e s s t h e an 1
142 * @throws I l l e g a lA r gumen tEx c e p t i o n i f t h e image width i s not an i n t e g e r mu l t i p l e o f t h e
frameWidth
143 * @throws I l l e g a lA r gumen tEx c e p t i o n i f t h e image h e i g h t i s not an i n t e g e r mu l t i p l e o f t h e
f r ameHe igh t
144 * /
145 public Spr i t e ( Image image , in t frameWidth , in t frameHeight ) {
146 super ( frameWidth , frameHeight ) ;
147 i f ( image == null )
148 throw new NullPointerExcept ion ( " image i s nu l l " ) ;
149 i f ( frameWidth < 1 || frameHeight < 1 )
150 throw new I l legalArgumentException ( " the frameHeight or frameWidth i s l e s s thean 1 " ) ;
151 i f ( image . getWidth ( null ) % frameWidth != 0 )
152 throw new I l legalArgumentException ( " the image width i s not an in t ege r mult ip le of the
frameWidth " ) ;
153 i f ( image . getHeight ( null ) % frameHeight != 0 )
154 throw new I l legalArgumentException ( " the image height i s not an in t ege r mult ip le of the
frameHeight " ) ;
155 e lse {
156 sourceWidth = getWidth ( ) ;
157 sourceHeight = getHeight ( ) ;
158 rawFrameCount = 0 ;
159 customFrameSequenceDefined = f a l s e ;
160 def ineRe fe renceP ixe l ( 0 , 0 ) ;
161 setFrame ( 0 ) ;
162 setImage ( image , frameWidth , frameHeight ) ;
163 de f ineCo l l i s i onRec tang l e ( getX ( ) , getY ( ) , getWidth ( ) , getHeight ( ) ) ;
164 currentTransform = Transform .TRANS_NONE;
165 }
166 }
167
168 / * *
169 * C r a t e s a new S p r i t e from ano t h e r S p r i t e .
170 * A l l i n s t a n c e a t t r i b u t e s ( raw frames , p o s i t i o n , f r ame s equence , c u r r e n t frame , r e f e r e n c e
po in t , c o l l i s i o n r e c t a n g l e , t r ans f o rm , and v i s i b i l i t y ) o f t h e s ou r c e S p r i t e a r e
d u p l i c a t e d in t h e new S p r i t e .
171 * @param s t h e S p r i t e t o c r e a t e a copy o f
172 * @throws Nu l l P o i n t e rEx c e p t i o n i f s i s nu l l
173 * /
174 public Spr i t e ( Sp r i t e s ) {
175 super ( s . getWidth ( ) , s . getHeight ( ) ) ;
176 i f ( s == null )
177 throw new NullPointerExcept ion ( " s p r i t e s i s nu l l " ) ;
178 e lse {
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179 s e tPo s i t i on ( s . getX ( ) , s . getY ( ) ) ;
180 s e tV i s i b l e ( s . i s V i s i b l e ( ) ) ;
181 th i s . sourceImage = s . sourceImage ;
182 th i s . currentTransform = s . currentTransform ;
183 th i s . rawFramesX = s . rawFramesX ;
184 th i s . rawFramesY = s . rawFramesY ;
185 th i s . c o l l i s i onX = s . c o l l i s i onX ;
186 th i s . c o l l i s i onY = s . c o l l i s i onY ;
187 th i s . co l l i s ionWidth = s . co l l i s ionWidth ;
188 th i s . c o l l i s i onHe igh t = s . co l l i s i onHe igh t ;
189 th i s . sourceWidth = s . sourceWidth ;
190 th i s . sourceHeight = s . sourceHeight ;
191 th i s . rawFrameCount = s . rawFrameCount ;
192 th i s . frameSequence = s . frameSequence ;
193 th i s . customFrameSequenceDefined = s . customFrameSequenceDefined ;
194 th i s . currentFrame = s . currentFrame ;
195 th i s . refX = s . refX ;
196 th i s . refY = s . refY ;
197 }
198 }
199
200 / * *
201 * Checks f o r a c o l l i s i o n be tween t h i s S p r i t e and t h e s p e c i f i e d Image with i t s upper l e f t
c o r n e r a t t h e s p e c i f i e d l o c a t i o n .
202 * The S p r i t e must be v i s i b l e in o r d e r f o r a c o l l i s i o n t o be d e t e c t e d .
203 * I f p i x e l− l e v e l d e t e c t i o n i s used , a c o l l i s i o n i s d e t e c t e d on ly i f opaque p i x e l s c o l l i d e .
204 * That i s , an opaque p i x e l in t h e S p r i t e would have t o c o l l i d e wi th an opaque p i x e l in Image
f o r a c o l l i s i o n t o be d e t e c t e d .
205 * Only t h o s e p i x e l s w i t h in t h e S p r i t e ’ s c o l l i s i o n r e c t a n g l e a r e c h e c k e d .
206 * I f p i x e l− l e v e l d e t e c t i o n i s not used , t h i s method s imp ly c h e c k s i f t h e S p r i t e ’ s c o l l i s i o n
r e c t a n g l e i n t e r s e c t s wi th t h e Image ’ s bounds .
207 * Any t r an s f o rm a p p l i e d t o t h e S p r i t e i s a u t om a t i c a l l y a c c oun t e d f o r .
208 * @param image t h e Bu f f e r e d Imag e t o t e s t f o r c o l l i s i o n
209 * @param x t h e h o r i z o n t a l l o c a t i o n o f t h e Image ’ s upper l e f t c o r n e r
210 * @param y t h e v e r t i c a l l o c a t i o n o f t h e Image ’ s upper l e f t c o r n e r
211 * @param p i x e l L e v e l t r u e t o t e s t f o r c o l l i s i o n on a p i x e l−by−p i x e l b a s i s , f a l s e t o t e s t us ing
s imp l e bounds c h e c k i n g
212 * @return t r u e i f t h i s S p r i t e has c o l l i d e d with t h e Image , o t h e rw i s e f a l s e
213 * @throws Nu l l P o i n t e rEx c e p t i o n i f image i s nu l l
214 * /
215 public boolean co l l idesWith ( Image image , in t x , in t y , boolean pixe lLeve l ) {
216 i f ( image == null )
217 throw new NullPointerExcept ion ( " image i s nu l l " ) ;
218 e lse {
219 i f ( ! i s V i s i b l e ( ) )
220 return fa l s e ;
221 i f ( ! p ixe lLeve l ) {
222 Rectangle t r an s _ co l l i s i onRec t ang l e = getTransformedCol l i s ionRectangle ( ) ;
223 return t r an s _ co l l i s i onRec t ang l e . i n t e r s e c t s (new Rectangle ( x , y , image . getWidth ( null )
, image . getHeight ( null ) ) ) ;
224 }
225 e lse {
226 Rectangle trans_frameRectangle = new Rectangle ( getX ( ) , getY ( ) , getWidth ( ) ,
getHeight ( ) ) ;
227 i f ( t rans_frameRectangle . i n t e r s e c t s (new Rectangle ( x , y , image . getWidth ( null ) , image
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. getHeight ( null ) ) ) ) {
228 Image image1 = th i s . getTransformedImage ( ) ;
229 i f ( doP ixe lCo l l i s i on ( image1 , getX ( ) , getY ( ) , getWidth ( ) , getHeight ( ) , image , x ,
y , image . getWidth ( null ) , image . getHeight ( null ) ) )
230 return true ;
231 }
232 }
233 return fa l s e ;
234 }
235 }
236
237 / * *
238 * Checks f o r a c o l l i s i o n be tween t h i s s p r i t e and t h e s p e c i f i e d s p r i t e .
239 * Both S p r i t e s must be v i s i b l e in o r d e r f o r a c o l l i s i o n t o be d e t e c t e d .
240 * I f p i x e l− l e v e l d e t e c t i o n i s used , a c o l l i s i o n i s d e t e c t e d on ly i f opaque p i x e l s c o l l i d e .
241 * That i s , an opaque p i x e l in t h e f i r s t S p r i t e would have t o c o l l i d e wi th an opaque p i x e l in
t h e s e c ond S p r i t e f o r a c o l l i s i o n t o be d e t e c t e d .
242 * Only t h o s e p i x e l s w i t h in t h e S p r i t e s ’ r e s p e c t i v e c o l l i s i o n r e c t a n g l e s a r e c h e c k e d .
243 * I f p i x e l− l e v e l d e t e c t i o n i s not used , t h i s method s imp ly c h e c k s i f t h e S p r i t e s ’ c o l l i s i o n
r e c t a n g l e s i n t e r s e c t .
244 * Any t r an s f o rm s a p p l i e d t o t h e S p r i t e s a r e a u t om a t i c a l l y a c c oun t e d f o r .
245 * @param s t h e S p r i t e t o t e s t f o r c o l l i s i o n with
246 * @param p i x e l L e v e l t r u e t o t e s t f o r c o l l i s i o n on a p i x e l−by−p i x e l b a s i s , f a l s e t o t e s t us ing
s imp l e bounds c h e c k i n g .
247 * @return t r u e i f t h e two S p r i t e s have c o l l i d e d , o t h e rw i s e f a l s e
248 * @throws Nu l l P o i n t e rEx c e p t i o n i f S p r i t e s i s nu l l
249 * /
250 public boolean co l l idesWith ( Sp r i t e s , boolean pixe lLeve l ) {
251 i f ( s == null )
252 throw new NullPointerExcept ion ( " Sp r i t e s i s nu l l " ) ;
253 e lse {
254 i f ( ! s . i s V i s i b l e ( ) || ! i sV i s i b l e ( ) )
255 return fa l s e ; / / one o f t h e s p r i t e s a r e not v i s i b l e
256 i f ( ! p ixe lLeve l ) {
257 Rectangle t r an s _ co l l i s i onRec t ang l e = getTransformedCol l i s ionRectangle ( ) ;
258 return t r an s _ co l l i s i onRec t ang l e . i n t e r s e c t s ( s . getTransformedCol l i s ionRectangle ( ) ) ;
259 }
260 e lse {
261 Rectangle trans_frameRectangle = new Rectangle ( getX ( ) , getY ( ) , getWidth ( ) ,
getHeight ( ) ) ;
262 i f ( t rans_frameRectangle . i n t e r s e c t s (new Rectangle ( s . getX ( ) , s . getY ( ) , s . getWidth ( ) ,
s . getHeight ( ) ) ) ) {
263 Image image1 = th i s . getTransformedImage ( ) ;
264 Image image2 = s . getTransformedImage ( ) ;
265 i f ( doP ixe lCo l l i s i on ( image1 , getX ( ) , getY ( ) , getWidth ( ) , getHeight ( ) , image2 , s
. getX ( ) , s . getY ( ) , s . getWidth ( ) , s . getHeight ( ) ) )
266 return true ;
267 }
268 }
269 return fa l s e ;
270 }
271 }
272
273 / * *
274 * Checks f o r a c o l l i s i o n be tween t h i s S p r i t e and t h e s p e c i f i e d Image with i t s upper l e f t
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c o r n e r a t t h e s p e c i f i e d l o c a t i o n .
275 * The S p r i t e and t h e T i l e d L a y e r must b o th be v i s i b l e in o r d e r f o r a c o l l i s i o n t o be d e t e c t e d .
276 * Checks f o r a c o l l i s i o n be tween t h i s S p r i t e and t h e s p e c i f i e d T i l e d L a y e r .
277 * I f p i x e l− l e v e l d e t e c t i o n i s used , a c o l l i s i o n i s d e t e c t e d on ly i f opaque p i x e l s c o l l i d e .
278 * That i s , an opaque p i x e l in t h e S p r i t e would have t o c o l l i d e wi th an opaque p i x e l in
T i l e d L a y e r f o r a c o l l i s i o n t o be d e t e c t e d .
279 * Only t h o s e p i x e l s w i t h in t h e S p r i t e ’ s c o l l i s i o n r e c t a n g l e a r e c h e c k e d .
280 * I f p i x e l− l e v e l d e t e c t i o n i s not used , t h i s method s imp ly c h e c k s i f t h e S p r i t e ’ s c o l l i s i o n
r e c t a n g l e i n t e r s e c t s wi th a non−empty c e l l in t h e T i l e d L a y e r .
281 * @param t i s t h e t i l e d l a y e r t o cha c k c o l l i c i o n with
282 * @param p i x e l L e v e l t r u e t o t e s t f o r c o l l i s i o n on a p i x e l−by−p i x e l b a s i s , f a l s e t o t e s t us ing
s imp l e bounds c h e c k i n g
283 * @return t r u e i f t h i s S p r i t e has c o l l i d e d with t h e T i l e dLay e r , o t h e rw i s e f a l s e
284 * @throws Nu l l P o i n t e rEx c e p t i o n i f t i l e d l a y e r i s nu l l
285 * /
286 public boolean co l l idesWith ( Ti ledLayer t , boolean pixe lLeve l ) {
287 i f ( t == null )
288 throw new NullPointerExcept ion ( " t i l e d l a y e r i s nu l l " ) ;
289 e lse {
290 i f ( ! i s V i s i b l e ( ) || ! t . i s V i s i b l e ( ) )
291 return fa l s e ;
292 in t t i l ePosX = t . getX ( ) ;
293 in t t i l ePosY ;
294 Rectangle c e l lRec t ang l e = new Rectangle ( ) ;
295 for ( in t co l = 0 ; co l < t . getColumns ( ) ; co l ++) {
296 t i l ePosY = t . getY ( ) ;
297 for ( in t row = 0 ; row < t . getRows ( ) ; row++) {
298 i f ( t . ge tCe l l ( col , row) != 0 ) {
299 c e l lRe c t ang l e . s e tRec t ( t i lePosX , t i lePosY , t . getCellWidth ( ) , t . getCel lHeight
( ) ) ;
300 i f ( ! p ixe lLeve l ) {
301 i f ( th i s . getTransformedCol l i s ionRectangle ( ) . i n t e r s e c t s ( c e l lRe c t ang l e ) )
302 return true ;
303 }
304 e lse i f ( (new Rectangle ( getX ( ) , getY ( ) , getWidth ( ) , getHeight ( ) ) ) .
i n t e r s e c t s ( c e l lRe c t ang l e ) ) {
305 Image image1 = th i s . getTransformedImage ( ) ;
306 Image image2 = t . getImageAt ( col , row) ;
307 i f ( doP ixe lCo l l i s i on ( image1 , getX ( ) , getY ( ) , getWidth ( ) , getHeight ( ) ,
image2 , t i l ePosX , t i lePosY , t . getCellWidth ( ) , t . getCel lHeight ( ) ) )
308 return true ;
309 }
310 }
311 t i l ePosY += t . getCel lHeight ( ) ;
312 }
313 t i l ePosX += t . getCellWidth ( ) ;
314 }
315 return fa l s e ;
316 }
317 }
318
319 / * *
320 * De f i n e s t h e s p r i t e ’ s bounding r e c t a n g l e t h a t i s used f o r c o l l i s i o n d e t e c t i o n pu rpo s e s .
321 * Th i s r e c t a n g l e i s s p e c i f i e d r e l a t i v e t o t h e un t r ans f o rmed s p r i t e ’ s upper− l e f t c o r n e r and
d e f i n e s t h e a r e a
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322 * t h a t i s c h e c k e d f o r c o l l i s i o n s . For p i x e l− l e v e l c o l l i s i o n , on ly t h o s e p i x e l s w i t h in t h e
r e c t a n g l e i s c h e c k e d f o r c o l l i s i o n s .
323 * By d e f a u l t , a s p r i t e ’ s c o l l i s i o n r e c t a n g l e i s l o c a t e d a t ( 0 , 0 ) and has t h e same d imens i on s
as t h e s p r i t e .
324 * The c o l l i s i o n r e c t a n g l e may be s p e c i f i e d t o be l a r g e r o r sm a l l e r than t h e d e f a u l t r e c t a n g l e ;
i f made l a r g e r , t h e p i x e l s o u t s i d e
325 * o f t h e s p r i t e a r e c o n s i d e r e d t o be t r a n s p a r e n t f o r p i x e l− l e v e l c o l l i s i o n d e t e c t i o n .
326 * @param x t h e h o r i z o n t a l l o c a t i o n o f t h e c o l l i s i o n r e c t a n g l e r e l a t i v e t o t h e un t r ans f o rmed
S p r i t e ’ s l e f t edge
327 * @param y t h e v e r t i c a l l o c a t i o n o f t h e c o l l i s i o n r e c t a n g l e r e l a t i v e t o t h e un t r ans f o rmed
S p r i t e ’ s t op edge
328 * @param width t h e width o f t h e c o l l i s i o n r e c t a n g l e
329 * @param h e i g h t t h e h e i g h t o f t h e c o l l i s i o n r e c t a n g l e
330 * @throws I l l e g a lA r gumen tEx c e p t i o n i f t h e s p e c i f i e d width or h e i g h t i s l e s s than 0
331 * /
332 public void de f ineCo l l i s i onRec tang l e ( in t x , in t y , in t width , in t height ) {
333 i f ( width < 0 || height < 0 ) {
334 throw new I l legalArgumentException ( " i f the spe c i f i ed width or height i s l e s s than 0 " ) ; }
335 e lse {
336 co l l i s ionWidth = width ;
337 co l l i s i onHe igh t = height ;
338 co l l i s i onX = refX − x ;
339 co l l i s i onY = refY − y ;
340 }
341 }
342
343 / * *
344 * De f i n e s t h e r e f e r e n c e p i x e l in t h e s p r i t e . The p i x e l i s d e f i n e d by i t s l o c a t i o n r e l a t i v e t o
t h e
345 * upper− l e f t c o r n e r o f t h e s p r i t e ’ s un t r ans f o rmed frame , and i t may l a y o u t s i d e o f t h e f rame ’ s
bounds .
346 * When a t r a n s f o rm a t i o n i s a p p l i e d , t h e r e f e r e n c e p i x e l i s d e f i n e d r e l a t i v e t o t h e s p r i t e ’ s
i n i t i a l
347 * upper− l e f t c o r n e r b e f o r e t r a n s f o rm a t i o n . Th i s c o r n e r may no l o n g e r app e a r as t h e upper− l e f t
c o r n e r in t h e
348 * p a i n t e r ’ s c o o r d i n a t e sys t em under t h e c u r r e n t t r a n s f o rm a t i o n .
349 * By d e f a u l t t h e r e f e r e n c e p i x e l i s l o c a t e d a t ( 0 , 0 ) , t h e upper− l e f t c o r n e r o f t h e raw frame .
350 * Changing t h e r e f e r e n c e p i x e l d o e s not change t h e s p r i t e ’ s p h y s i c a l p o s i t i o n in t h e p a i n t e r ’ s
c o o r d i n a t e sys t em .
351 * However , s ub s e qu en t c a l l s t o methods t h a t i n v o l v e t h e r e f e r e n c e p i x e l w i l l be impac t ed by
i t s new p o s i t i o n .
352 * @param x t h e h o r i z o n t a l l o c a t i o n o f t h e r e f e r e n c e p i x e l , r e l a t i v e t o t h e l e f t edge o f t h e
un t r ans f o rmed f rame
353 * @param y t h e v e r t i c a l l o c a t i o n o f t h e r e f e r e n c e p i x e l , r e l a t i v e t o t h e t op edge o f t h e
un t r ans f o rmed f rame
354 * @see # s e t R e f P i x e l P o s i t i o n ( in t , i n t )
355 * @see # g e tR e fP i x e lX ( )
356 * @see # g e tR e f P i x e lY ( )
357 * /
358 public void def ineRe fe renceP ixe l ( in t x , in t y ) {
359 co l l i s i onX = x − ( refX − co l l i s i onX ) ;
360 co l l i s i onY = y − ( refY − co l l i s i onY ) ;
361 refX = x ;
362 refY = y ;
363 }
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364
365 / * *
366 * S e l e c t s t h e nex t f rame in t h e f rame s e qu en c e . The f rame s e qu en c e i s c o n s i d e r e d t o be
c i r c u l a r .
367 * @see # s e tF r ameSequenc e ( i n t [ ] )
368 * @see # prevFrame ( )
369 * /
370 public void nextFrame ( ) {
371 currentFrame = ( currentFrame + 1 ) % frameSequence . length ;
372 }
373
374 / * *
375 * S e l e c t s t h e p r e v i o u s f rame in t h e f rame s e qu en c e . The f rame s e qu en c e i s c o n s i d e r e d t o be
c i r c u l a r .
376 * @see # s e tF r ameSequenc e ( i n t [ ] )
377 * @see # nextFrame ( )
378 * /
379 public void prevFrame ( ) {
380 i f ( currentFrame == 0 ) currentFrame = frameSequence . length − 1 ;
381 e lse currentFrame−−;
382 }
383
384 / * *
385 * Draws t h e c u r r e n t f rame o f t h e s p r i t e us ing t h e p r o v i d e d Graph i c s o b j e c t .
386 * The s p r i t e ’ s upper− l e f t c o r n e r i s r e nd e r e d a t t h e s p r i t e ’ s c u r r e n t p o s i t i o n r e l a t i v e t o t h e
o r i g i n o f t h e Graph i c s o b j e c t .
387 * The cu r r e n t p o s i t i o n o f t h e s p r i t e ’ s upper− l e f t c o r n e r can be r e t r i e v e d by c a l l i n g Layer .
getX ( ) and Layer . getY ( ) .
388 * The s p r i t e w i l l on ly be drawn i f i t i s v i s i b l e .
389 * @param g t h e g r a p h i c s o b j e c t t o draw s p r i t e on
390 * @throws Nu l l P o i n t e rEx c e p t i o n i f g i s nu l l
391 * /
392 public void paint ( Graphics g ) {
393 Graphics2D g2 = ( Graphics2D ) g ;
394 i f ( g2 == null )
395 throw new NullPointerExcept ion ( "g i s nu l l " ) ;
396 e lse i f ( i s V i s i b l e ( ) ) {
397 BufferedImage img = getTransformedImage ( ) ;
398 g2 . drawImage ( img , null , getX ( ) , getY ( ) ) ;
399 }
400 }
401
402 / * *
403 * S e t s t h e c u r r e n t f rame in t h e f rame s e qu en c e . Th i s f rame i s r e nd e r e d when p a i n t ( Graph i c s ) i s
c a l l e d .
404 * The index p r o v i d e d r e f e r s t o t h e d e s i r e d en t r y in t h e f rame s equence , no t t h e ind ex o f t h e
a c t u a l f r ame .
405 * @param newCurrentFrame t h e index o f t h e d e s i r e d en t r y in t h e f rame s e qu en c e
406 * @throws IndexOutOfBoundsExcept ion i f newCurrentFrame i s l e s s than 0
407 * @throws IndexOutOfBoundsExcept ion i f newCurrentFrame i s e qu a l t o o r g r e a t e r than t h e l e n g h t
o f t h e f rame s e qu en c e
408 * @see # s e tF r ameSequenc e ( i n t [ ] )
409 * @see # getFrame ( )
410 * /
411 public void setFrame ( in t newCurrentFrame ) {
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412 i f ( newCurrentFrame < 0 ) {
413 throw new IndexOutOfBoundsException ( " newCurrentFrame i s l e s s than 0 " ) ;
414 }
415 e lse i f ( frameSequence != null && ( newCurrentFrame < 0 || newCurrentFrame >= frameSequence .
length ) ) {
416 throw new IndexOutOfBoundsException ( " newCurrentFrame i s equal to or grea t e r than
the lenght of the frame sequence " ) ;
417 }
418 e lse {
419 currentFrame = newCurrentFrame ;
420 }
421 }
422
423 / * *
424 * S e t t h e f rame s e qu en c e f o r t h i s s p r i t e .
425 * A l l s p r i t e s have a d e f a u l t s e qu en c e t h a t d i s p l a y s t h e s p r i t e f r ame s in o r d e r .
426 * Th i s method a l l ow s f o r t h e c r e a t i o n o f an a b i t r a r y s e qu en c e us ing t h e a v a i l a b l e f r ame s .
427 * Pas s ing nu l l c a u s e s t h e s p r i t e t o r e v e r t t o t h e d e f a u l t f r ame s e qu en c e .
428 * @param s e qu en c e an a r r a y o f i n t e g e r s , where e a ch i n t e g e r r e p r e s e n t s a f rame index
429 * @throws ArrayIndexOutOfBoundsExcept ion i f any en t r y in t h e a r r a y has a v a l u e l e s s than 0 or
g r e a t e r than or e qu a l t o t h e number o f raw f r ame s .
430 * @throws I l l e g a lA r gumen tEx c e p t i o n i f t h e a r r a y has l e s s than 1 e l emen t
431 * @see # nextFrame ( )
432 * @see # prevFrame ( )
433 * @see # s e tFrame ( i n t )
434 * @see # getFrame ( )
435 * /
436 public void setFrameSequence ( in t [ ] sequence ) {
437 i f ( sequence == null ) ini tDefaultFrameSequence ( ) ;
438 i f ( sequence . length < 1 )
439 throw new I l legalArgumentException ( " the array has l e s s than 1 element " ) ;
440 e lse {
441 for ( in t aSequence : sequence )
442 i f ( aSequence < 0 || aSequence >= rawFrameCount )
443 throw new ArrayIndexOutOfBoundsException ( " a t l e a s t one entry in the array has a
value l e s s than 0 or grea t e r than or equal to the number of raw frames . " )
;
444 customFrameSequenceDefined = t rue ;
445 frameSequence = new int [ sequence . length ] ;
446 System . arraycopy ( sequence , 0 , frameSequence , 0 , sequence . length ) ;
447 currentFrame = 0 ;
448 }
449 }
450
451 / * *
452 * Changes t h e image c o n t a i n i n g t h e s p r i t e ’ s f r ame s .
453 * R e p l a c e s t h e c u r r e n t raw f r ame s o f t h e s p r i t e wi th a new s e t o f raw f r ame s .
454 * Changing t h e image f o r t h e s p r i t e can change t h e number o f raw f r ame s . I f t h e new frame s e t
has as many
455 * o r more raw f r ame s than t h e p r e v i o u s f rame s e t , t h en
456 * t h e c u r r e n t f rame w i l l be unchamged ,
457 * i f a f rame s e qu en c e i s s e t b e f o r e ( t h e d e f a u l t i s not used ) t h e f rame s e qu en c e r ema ins
t h e same
458 * e l s e t h e s e qu en c e i s changed t o t h e d e f a u l t f o r t h e new frame s e t .
459 * I f t h e new frame s e qu en c e s e t has f ewe r f r ame s than th p r e v i o u s f rame s e t , t h en
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460 * t h e c u r r e n t f rame w i l l be r e s e t t o en t r y 0 ,
461 * t h e f rame s e qu en c e i s r e s e t t o t h e d e f a u l t f r ame s e qu en c e f o r t h e new frame s e t
462 * The r e f e r e n c e p o i n t l o c a t i o n i s unchanged as a r e s u l t o f c a l l i n g t h i s method , b o th in t e rms
o f i t s d e f i n e d l o c a t i o n in t h e s p r i t e and i t s l o c a t i o n in t h e p a i n t e r ’ s c o o r d i n a t e sys t em
.
463 * I f t h e s p r i t e ’ s f r ame s i z e i s changed by t h i s method , t h e c o l l i s i o n r e c t a n g l e i s r e s e t t o
i t s d e f a u l t v a l u e
464 * @param newImage t h e Bu f f e r e d Imag e f o r t h e s p r i t e
465 * @param frameWidth t h e width , in p i x e l s , o f t h e i n d i v i d u a l raw f r ame s
466 * @param f rameHe igh t t h e h e i gh t , in p i x e l s , o f t h e i n d i v i d u a l raw f r ame s
467 * @throws Nu l l P o i n t e rEx c e p t i o n i f newImage i s nu l l
468 * @throws I l l e g a lA r gumen tEx c e p t i o n i f t h e f r ameHe igh t o r frameWidth i s l e s s t h e an 1
469 * @throws I l l e g a lA r gumen tEx c e p t i o n i f t h e image width i s not an i n t e g e r mu l t i p l e o f t h e
frameWidth
470 * @throws I l l e g a lA r gumen tEx c e p t i o n i f t h e image h e i g h t i s not an i n t e g e r mu l t i p l e o f t h e
f r ameHe igh t
471 * /
472 public void setImage ( Image newImage , in t frameWidth , in t frameHeight ) {
473 i f ( newImage == null )
474 throw new NullPointerExcept ion ( "newImage i s nu l l " ) ;
475 i f ( frameWidth < 1 || frameHeight < 1 )
476 throw new I l legalArgumentException ( " the frameHeight or frameWidth i s l e s s thean 1 " ) ;
477 i f ( newImage . getWidth ( null ) % frameWidth != 0 )
478 throw new I l legalArgumentException ( " the image width i s not an in t ege r mult ip le of the
frameWidth " ) ;
479 i f ( newImage . getHeight ( null ) % frameHeight != 0 )
480 throw new I l legalArgumentException ( " the image height i s not an in t ege r mult ip le of the
frameHeight " ) ;
481 sourceImage = newImage ;
482 in t numberOfFrames = ( sourceImage . getWidth ( null ) / frameWidth ) * ( sourceImage . getHeight (
null ) / frameHeight ) ;
483 i f ( frameWidth != getWidth ( ) || frameHeight != getHeight ( ) ) {
484 setWidth ( frameWidth ) ;
485 setHeight ( frameHeight ) ;
486 in i tFrames ( sourceImage ) ;
487 de f ineCo l l i s i onRec tang l e ( getX ( ) , getY ( ) , getWidth ( ) , getHeight ( ) ) ;
488 setTransform ( Transform .TRANS_NONE) ;
489 sourceWidth = getWidth ( ) ;
490 sourceHeight = getHeight ( ) ;
491 }
492 e lse in i tFrames ( sourceImage ) ;
493
494 i f ( numberOfFrames >= rawFrameCount ) {
495 i f ( ! customFrameSequenceDefined )
496 ini tDefaultFrameSequence ( ) ;
497 }
498 e lse {
499 customFrameSequenceDefined = f a l s e ;
500 ini tDefaultFrameSequence ( ) ;
501 currentFrame = 0 ;
502 }
503 }
504
505 / * *
506 * S e t s t h i s S p r i t e ’ s p o s i t i o n such t h a t i t s r e f e r e n c e p i x e l i s l o c a t e d a t ( x , y ) in t h e p a i n t e r
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’ s c o o r d i n a t e sys t em .
507 * The c o o r d i n a t e s in d e f i n e R e f e r e n c e P i x e l ( i n t x , i n t y ) a r e r e l a t i v e t o t h e t op c o r n e r o f t h e
Sp r i t e , wher ea s t h e c o o r d i n a t e s s e n t
508 * t o s e t R e f P i x e l P o s i t i o n ( i n t x , i n t y ) t e l l where t o p l a c e t h e S p r i t e ’ s r e f e r e n c e p i x e l on t h e
s c r e e n in t e rms o f t h e s c r e e n ’ s c o o r d i n a t e s .
509 * To be more p r e c i s e , t h e c o o r d i n a t e s s e n t t o s e t R e f P i x e l P o s i t i o n ( i n t x , i n t y ) r e f e r t o t h e
c o o r d i n a t e sys t em o f t h e Canvas i f t h e S p r i t e i s p a i n t e d d i r e c t l y on to t h e Canvas ,
510 * but i f t h e S p r i t e i s p a i n t e d by a LayerManager , t h e s e c o o r d i n a t e s sh ou ld be g iv en in t e rms
o f t h e LayerManager ’ s c o o r d i n a t e sys t em .
511 * @param x t h e h o r i z o n t a l l o c a t i o n a t which t o p l a c e t h e r e f e r e n c e p i x e l
512 * @param y t h e v e r t i c a l l o c a t i o n a t which t o p l a c e t h e r e f e r e n c e p i x e l .
513 * @see # d e f i n e R e f e r e n c e P i x e l ( in t , i n t )
514 * @see # g e tR e fP i x e lX ( )
515 * @see # g e tR e f P i x e lY ( )
516 * /
517 public void s e tRe fP i x e lPo s i t i on ( in t x , in t y ) {
518 setX ( x − refX ) ;
519 setY ( y − refY ) ;
520 }
521
522 / * *
523 * S e t s t h e t r an s f o rm f o r t h i s s p r i t e . Trans f o rms can be a p p l i e d t o a s p r i t e t o change i t s
r e nd e r e d app e a r an c e .
524 * Trans f o rms a r e a p p l i e d t o t h e o r i g i n a l S p r i t e image ; t h e y a r e not cumula t iv e , nor can th ey
be combined .
525 * By d e f a u l t , a s p r i t e ’ s t r an s f o rm i s TRANS_NONE.
526 * /
527 public void setTransform ( Transform currentTransform ) {
528 setTransformedDimensions ( currentTransform ) ;
529 th i s . currentTransform = currentTransform ;
530 }
531
532 / * *
533 * Gets t h e c u r r e n t ind ex in t h e f rame s e qu en c e .
534 * The index r e t u rn e d r e f e r s t o t h e c u r r e n t en t r y in t h e f rame s equence , no t t h e ind ex o f t h e
a c t u a l f r ame t h a t i s d i s p l a y e d .
535 * @return t h e c u r r e n t ind ex in t h e f rame s e qu en c e
536 * @see # ge tFrameSequenceLengh t ( )
537 * @see # s e tFrame ( i n t )
538 * /
539 public in t getFrame ( ) {
540 return currentFrame ;
541 }
542
543 / * *
544 * Gets t h e number o f e l em en t s in t h e f rame s e qu en c e . The v a l u e r e f l e c t s t h e l e n g h t o f t h e
s p r i t e ’ s f r ame s e qu en c e ;
545 * i t d o e s not r e f l e c t t h e number o f raw f r ame s . However , t h e s e v a l u e s w i l l be t h e same i s t h e
d e f a u l t f r ame s e qu en c e i s used .
546 * @return t h e number o f e l em en t s in t h i s s p r i t e ’ s f r ame s e qu en c e
547 * @see #getRawFrameCount ( )
548 * /
549 public in t getFrameSequenceLenght ( ) {
550 return frameSequence . length ;
551 }
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552
553 / * *
554 * Gets t h e number o f raw f r ame s f o r t h i s s p r i t e . The v a l u e r e f l e c t s t h e number o f f r ame s ;
555 * i t d o e s not r e f l e c t t h e l e n g h t o f t h e s p r i t e ’ s f r ame s e qu en c e . However , t h e s e v a l u e s w i l l be
556 * t h e same i s t h e d e f a u l t f r ame s e qu en c e i s used .
557 * @return t h e number o f o f raw f r ame s o f t h i s s p r i t e
558 * @see # ge tFrameSequenceLengh t ( )
559 * /
560 public in t getRawFrameCount ( ) {
561 return rawFrameCount ;
562 }
563
564 / * *
565 * Gets t h e h o r i z o n t a l p o s i t i o n o f t h i s s p r i t e ’ s r e f e r e n c e p i x e l in t h e p a i n t e r ’ s c o o r d i n a t e
sys t em
566 * @return t h e h o r i z o n t a l l o c a t i o n o f t h e r e f e r e n c e p i x e l
567 * @see # d e f i n e R e f e r e n c e P i x e l ( in t , i n t )
568 * @see # s e t R e f P i x e l P o s i t i o n ( in t , i n t )
569 * @see # g e tR e f P i x e lY ( )
570 * /
571 public in t getRefPixe lX ( ) {
572 return refX + getX ( ) ;
573 }
574
575 / * *
576 * Gets t h e v e r t i c a l p o s i t i o n o f t h i s s p r i t e ’ s r e f e r e n c e p i x e l in t h e p a i n t e r ’ s c o o r d i n a t e
sys t em
577 * @return t h e v e r t i c a l l o c a t i o n o f t h e r e f e r e n c e p i x e l
578 * @see # d e f i n e R e f e r e n c e P i x e l ( in t , i n t )
579 * @see # s e t R e f P i x e l P o s i t i o n ( in t , i n t )
580 * @see # g e tR e fP i x e lX ( )
581 * /
582 public in t getRefPixe lY ( ) {
583 return refY + getY ( ) ;
584 }
585
586 / * *
587 * C r e a t e s t h e f r ame s from t h e g iv en image .
588 * @param image − Bu f f e r e d Imag e t o use f o r S p r i t e
589 * /
590 private void in i tFrames ( Image image ) {
591 rawFrameCount = ( image . getWidth ( null ) / getWidth ( ) ) * ( image . getHeight ( null ) / getHeight ( ) )
;
592 rawFramesX = new int [ rawFrameCount ] ;
593 rawFramesY = new int [ rawFrameCount ] ;
594 in t k = 0 ;
595 for ( in t i = 0 ; i < image . getHeight ( null ) ; i += getHeight ( ) ) {
596 for ( in t j = 0 ; j < image . getWidth ( null ) ; j += getWidth ( ) ) {
597 rawFramesX [ k ] = j ;
598 rawFramesY [ k ] = i ;
599 k++;
600 }
601 }
602 }
603
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604 / * *
605 * I n i t i a l i z e t h e d e f a u l t f r ame s e qu en c e
606 * /
607 private void ini tDefaultFrameSequence ( ) {
608 customFrameSequenceDefined = f a l s e ;
609 frameSequence = new int [ rawFrameCount ] ;
610 for ( in t i = 0 ; i < rawFrameCount ; i ++)
611 frameSequence [ i ] = i ;
612 }
613
614 / * *
615 * Trans f o rms t h e c o o r d i n a t e s o f t h e s p r i t e .
616 * F i r s t t h e s p r i t e ’ s c o o r d i n a t e s a r e r e v e r s e d t o i t o r i g i n a l c o o r d i n a t e s .
617 * Then t h e new t r an s f o rm i s s a t and t h e s p r i t e ’ s c o o r d i n a t e s a r e t r an s f o rmed a c o r d i ng t o t h e
new t r an s f o rm .
618 * @param new_trans form t h e new t r an s f o rm
619 * /
620 private void setTransformedDimensions ( Transform new_transform ) {
621 switch ( currentTransform ) {
622 case TRANS_ROT90 :
623 ro ta teTrans (270 ) ;
624 break ;
625 case TRANS_ROT180 :
626 ro ta teTrans (180 ) ;
627 break ;
628 case TRANS_ROT270 :
629 ro ta teTrans (90 ) ;
630 break ;
631 case TRANS_MIRROR:
632 setX ( mirrorTrans ( getX ( ) , getWidth ( ) ) ) ;
633 break ;
634 case TRANS_MIRROR_ROT90 :
635 ro ta teTrans (270 ) ;
636 setX ( mirrorTrans ( getX ( ) , getWidth ( ) ) ) ;
637 break ;
638 case TRANS_MIRROR_ROT180 :
639 ro ta teTrans (180 ) ;
640 setX ( mirrorTrans ( getX ( ) , getWidth ( ) ) ) ;
641 break ;
642 case TRANS_MIRROR_ROT270 :
643 ro ta teTrans (90 ) ;
644 setX ( mirrorTrans ( getX ( ) , getWidth ( ) ) ) ;
645 break ;
646 }
647 th i s . currentTransform = new_transform ;
648 switch ( currentTransform ) {
649 case TRANS_NONE:
650 setWidth ( sourceWidth ) ;
651 setHeight ( sourceHeight ) ;
652 break ;
653 case TRANS_ROT90 :
654 ro ta teTrans (90 ) ;
655 setWidth ( sourceHeight ) ;
656 setHeight ( sourceWidth ) ;
657 break ;
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658 case TRANS_ROT180 :
659 ro ta teTrans (180 ) ;
660 setWidth ( sourceWidth ) ;
661 setHeight ( sourceHeight ) ;
662 break ;
663 case TRANS_ROT270 :
664 ro ta teTrans (270 ) ;
665 setWidth ( sourceHeight ) ;
666 setHeight ( sourceWidth ) ;
667 break ;
668 case TRANS_MIRROR:
669 setX ( mirrorTrans ( getX ( ) , getWidth ( ) ) ) ;
670 setWidth ( sourceWidth ) ;
671 setHeight ( sourceHeight ) ;
672 break ;
673 case TRANS_MIRROR_ROT90 :
674 setX ( mirrorTrans ( getX ( ) , getWidth ( ) ) ) ;
675 ro ta teTrans (90 ) ;
676 setWidth ( sourceHeight ) ;
677 setHeight ( sourceWidth ) ;
678 break ;
679 case TRANS_MIRROR_ROT180 :
680 setX ( mirrorTrans ( getX ( ) , getWidth ( ) ) ) ;
681 ro ta teTrans (180 ) ;
682 setWidth ( sourceWidth ) ;
683 setHeight ( sourceHeight ) ;
684 break ;
685 case TRANS_MIRROR_ROT270 :
686 setX ( mirrorTrans ( getX ( ) , getWidth ( ) ) ) ;
687 ro ta teTrans (270 ) ;
688 setWidth ( sourceHeight ) ;
689 setHeight ( sourceWidth ) ;
690 break ;
691 }
692 }
693
694 / * *
695 * Uses t h e x c o o r d i n a t e a s a m i r r o r .
696 * The width , h e i g h t and y c o o r d i n a t e s t a y s t h e same when us ing a mi r r o r
697 * @param x t h e x c o o r d i n a t e
698 * @param width t h e width
699 * @return t h e new x c o o r d i n a t e f o r t h e top− l e f t c o r n e r
700 * /
701 private in t mirrorTrans ( in t x , in t width ) {
702 return x − width + (2 * refX ) ;
703 }
704
705 / * *
706 * R o t a t e s t h e s p r i t e s and f i n d s t h e c o o r d i n a t e s o f t h e new top− l e f t c o r n e r o f t h e s p r i t e .
707 * @param d e g r e e s t h e number o f d e g r e e s t h e s p r i t e s h ou ld be r o t a t e d
708 * /
709 private void ro ta teTrans ( in t degrees ) {
710 AffineTransform transform = new AffineTransform ( ) ;
711 transform = transform . ge tRota te Ins tance (Math . toRadians ( degrees ) , getRefPixe lX ( ) ,
getRefPixe lY ( ) ) ;
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712 Point2D or i g i n a l = new Point2D . Double ( getX ( ) , getY ( ) ) ;
713 Point2D rota ted = transform . transform ( or ig ina l , null ) ;
714 i f ( degrees == 90 ) {
715 setX ( ( in t ) ro ta ted . getX ( ) − getHeight ( ) ) ;
716 setY ( ( in t ) ro ta ted . getY ( ) ) ;
717 }
718 i f ( degrees == 180 ) {
719 setX ( ( in t ) ro ta ted . getX ( ) − getWidth ( ) ) ;
720 setY ( ( in t ) ro ta ted . getY ( ) − getHeight ( ) ) ;
721 }
722 i f ( degrees == 270 ) {
723 setX ( ( in t ) ro ta ted . getX ( ) ) ;
724 setY ( ( in t ) ro ta ted . getY ( ) − getWidth ( ) ) ;
725 }
726 }
727
728 / * *
729 * C a l c u l a t e s t h e d imens i on s o f t h e t r an s f o rmed c o l l i s i o n r e c t a n g l e and r e t u r n s
730 * them as an r e c t a n g l e
731 * @return t h e c o l l i s i o n r e c t a n g l e
732 * /
733 private Rectangle getTransformedCol l i s ionRectangle ( ) {
734 Rectangle t r an s _ co l l i s i onRec t ang l e = null ;
735 switch ( currentTransform ) {
736 case TRANS_NONE:
737 t r an s _ co l l i s i onRec t ang l e = new Rectangle ( refX − co l l i s i onX + getX ( ) , refY −
co l l i s i onY + getY ( ) ,
738 col l i s ionWidth , co l l i s i onHe igh t ) ;
739 break ;
740 case TRANS_ROT90 :
741 t r an s _ co l l i s i onRec t ang l e = new Rectangle ( refX − co l l i s i onHe igh t + co l l i s i onY + getX
( ) ,
742 refY − co l l i s i onX + getY ( ) , co l l i s ionHe igh t , co l l i s ionWidth ) ;
743 break ;
744 case TRANS_ROT180 :
745 t r an s _ co l l i s i onRec t ang l e = new Rectangle ( refX − co l l i s ionWidth + co l l i s i onX + getX
( ) ,
746 refY − co l l i s i onHe igh t + co l l i s i onY + getY ( ) , co l l i s ionWidth ,
co l l i s i onHe igh t ) ;
747 break ;
748 case TRANS_ROT270 :
749 t r an s _ co l l i s i onRec t ang l e = new Rectangle ( refX − co l l i s i onY + getX ( ) , refY −
co l l i s ionWidth + co l l i s i onX + getY ( ) ,
750 co l l i s ionHe igh t , co l l i s ionWidth ) ;
751 break ;
752 case TRANS_MIRROR:
753 t r an s _ co l l i s i onRec t ang l e = new Rectangle ( refX − co l l i s i onX + getX ( ) , refY −
co l l i s i onY + getY ( ) ,
754 col l i s ionWidth , co l l i s i onHe igh t ) ;
755 in t old_y = ( in t ) t r an s _ co l l i s i onRec t ang l e . getY ( ) ;
756 in t new_x = mirrorTrans ( ( in t ) t r an s _ co l l i s i onRec t ang l e . getX ( ) , ( in t )
t r an s _ co l l i s i onRec t ang l e . getWidth ( ) ) ;
757 t r an s _ co l l i s i onRec t ang l e . se tLoca t ion (new_x , old_y ) ;
758 break ;
759 case TRANS_MIRROR_ROT90 :
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760 t r an s _ co l l i s i onRec t ang l e = new Rectangle ( refX − co l l i s i onHe igh t + co l l i s i onY + getX
( ) ,
761 refY − co l l i s i onX + getY ( ) , co l l i s ionHe igh t , co l l i s ionWidth ) ;
762 old_y = ( in t ) t r an s _ co l l i s i onRec t ang l e . getY ( ) ;
763 new_x = mirrorTrans ( ( in t ) t r an s _ co l l i s i onRec t ang l e . getX ( ) , ( in t )
t r an s _ co l l i s i onRec t ang l e . getWidth ( ) ) ;
764 t r an s _ co l l i s i onRec t ang l e . se tLoca t ion (new_x , old_y ) ;
765 break ;
766 case TRANS_MIRROR_ROT180 :
767 t r an s _ co l l i s i onRec t ang l e = new Rectangle ( refX − co l l i s ionWidth + co l l i s i onX + getX
( ) ,
768 refY − co l l i s i onHe igh t + co l l i s i onY + getY ( ) , co l l i s ionWidth ,
co l l i s i onHe igh t ) ;
769 old_y = ( in t ) t r an s _ co l l i s i onRec t ang l e . getY ( ) ;
770 new_x = mirrorTrans ( ( in t ) t r an s _ co l l i s i onRec t ang l e . getX ( ) , ( in t )
t r an s _ co l l i s i onRec t ang l e . getWidth ( ) ) ;
771 t r an s _ co l l i s i onRec t ang l e . se tLoca t ion (new_x , old_y ) ;
772 break ;
773 case TRANS_MIRROR_ROT270 :
774 t r an s _ co l l i s i onRec t ang l e = new Rectangle ( refX − co l l i s i onY + getX ( ) , refY −
co l l i s ionWidth + co l l i s i onX + getY ( ) ,
775 co l l i s ionHe igh t , co l l i s ionWidth ) ;
776 old_y = ( in t ) t r an s _ co l l i s i onRec t ang l e . getY ( ) ;
777 new_x = mirrorTrans ( ( in t ) t r an s _ co l l i s i onRec t ang l e . getX ( ) , ( in t )
t r an s _ co l l i s i onRec t ang l e . getWidth ( ) ) ;
778 t r an s _ co l l i s i onRec t ang l e . se tLoca t ion (new_x , old_y ) ;
779 break ;
780 }
781 return t r an s _ co l l i s i onRec t ang l e ;
782 }
783
784 / * *
785 * C a l c u l a t e s i f t h e i s a c o l l i s i o n o f non−t r a n s p a r e n t p i x e l s be tween two images .
786 * @param image1 t h e f i r s t image
787 * @param x1 t h e f i r s t image ’ s x c o o r d i n a t e o f i t ’ s top− l e f t c o r n e r
788 * @param y1 t h e f i r s t image ’ s y c o o r d i n a t e o f i t ’ s top− l e f t c o r n e r
789 * @param width1 t h e width o f t h e f i r s t image
790 * @param h e i g h t 1 t h e h e i g h t t o f t h e f i r s t image
791 * @param image2 t h e s e c ond image
792 * @param x2 t h e s e c ond image ’ s x c o o r d i n a t e o f i t ’ s top− l e f t c o r n e r
793 * @param y2 t h e s e c ond image ’ s y c o o r d i n a t e o f i t ’ s top− l e f t c o r n e r
794 * @param width2 t h e width o f t h e s e c ond image
795 * @param h e i g h t 2 t h e h e i g h t t o f t h e s e c ond image
796 * @return t r u e i s t h e i s a c o l l i s i o n and f a l s e i f t h e r e i s n ’ t
797 * /
798 private boolean doP ixe lCo l l i s i on ( Image image1 , in t x1 , in t y1 , in t width1 , in t height1 ,
799 Image image2 , in t x2 , in t y2 , in t width2 , in t height2 ) {
800 / / c a l c u l a t e a r e a t h a t i n t e r s e c t s
801 in t x = x1 >= x2 ? x1 : x2 ;
802 in t y = y1 >= y2 ? y1 : y2 ;
803 in t x i = ( x1 + width1 ) >= ( x2 + width2 ) ? ( x2 + width2 ) : ( x1 + width1 ) ; / / b o t t om r i g t h
c o r n e r o f i n t e r s e c t
804 in t yi = ( y1 + height1 ) >= ( y2 + height2 ) ? ( y2 + height2 ) : ( y1 + height1 ) ; / / b o t t om r i g h t
c o r n e r o f i n t e r s e c t
805 in t width = Math . abs ( x−x i ) ;
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806 in t height = Math . abs ( y−yi ) ;
807
808 / / grap p i x e l s image1
809 in t [ ] p i xe l s1 = new int [ width1 * height1 ] ;
810 PixelGrabber pg1 = new PixelGrabber ( image1 , x1 , y1 , width1 , height1 , p ixe l s1 , 0 , width1 ) ;
811 t ry {
812 pg1 . g rabP ixe l s ( ) ;
813 } catch ( InterruptedExcept ion e ) {
814 System . e r r . p r i n t l n ( " in te r rupted wait ing for p i x e l s ! " ) ;
815 }
816 i f ( ( pg1 . g e tS t a tus ( ) & ImageObserver .ABORT) != 0 ) {
817 System . e r r . p r i n t l n ( " image1 f e t ch aborted or errored " ) ;
818 }
819
820 / / grap p i x e l s image2
821 in t [ ] p i xe l s2 = new int [ width2 * height2 ] ;
822 PixelGrabber pg2 = new PixelGrabber ( image2 , x2 , y2 , width2 , height2 , p ixe l s2 , 0 , width2 ) ;
823 t ry {
824 pg2 . g rabP ixe l s ( ) ;
825 } catch ( InterruptedExcept ion e ) {
826 System . e r r . p r i n t l n ( " in te r rupted wait ing for p i x e l s ! " ) ;
827 }
828 i f ( ( pg2 . g e tS t a tus ( ) & ImageObserver .ABORT) != 0 ) {
829 System . e r r . p r i n t l n ( " image2 f e t ch aborted or errored " ) ;
830 }
831
832 in t [ ] p i xe l s1 In t e rSec tArea = new int [ width * height ] ;
833 in t [ ] p i xe l s2 In t e rSec tArea = new int [ width * height ] ;
834
835
836 for ( in t row = 0 ; row < height ; row++) {
837 for ( in t co l = 0 ; co l < width ; co l ++) {
838 p ixe l s1 In t e rSec tArea [ row * width + co l ] = p ixe l s1 [ ( row + y − y1 ) * width1 + ( co l +
x − x1 ) ] ;
839 p ixe l s2 In t e rSec tArea [ row * width + co l ] = p ixe l s2 [ ( row + y − y2 ) * width2 + ( co l +
x − x2 ) ] ;
840 }
841 }
842
843 for ( in t row = 0 ; row < height ; row++) {
844 for ( in t co l = 0 ; co l < width ; co l ++) {
845 i f ( pg1 . getColorModel ( ) . getAlpha ( p ixe l s1 In t e rSec tArea [ row * width + co l ] ) != 0
846 && pg2 . getColorModel ( ) . getAlpha ( p ixe l s2 In t e rSec tArea [ row * width + co l ] ) !=
0 )
847 return true ;
848 }
849 }
850 return fa l s e ;
851 }
852
853 / * *
854 * Returns t h e t r an s f o rmed image c o n t a i n e d in t h e c u r r e n t f rame
855 * @return a Bu f f e r e d Imag e
856 * /
857 private BufferedImage getTransformedImage ( ) {
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858 BufferedImage img ;
859 switch ( currentTransform ) {
860 case TRANS_ROT90 :
861 img = getBaseImage ( f a l s e ) ;
862 img = getRotatedImage ( img , 90 ) ;
863 break ;
864 case TRANS_ROT180 :
865 img = getBaseImage ( f a l s e ) ;
866 img = getRotatedImage ( img , 180 ) ;
867 break ;
868 case TRANS_ROT270 :
869 img = getBaseImage ( f a l s e ) ;
870 img = getRotatedImage ( img , 270 ) ;
871 break ;
872 case TRANS_MIRROR:
873 img = getBaseImage ( t rue ) ;
874 break ;
875 case TRANS_MIRROR_ROT90 :
876 img = getBaseImage ( t rue ) ;
877 img = getRotatedImage ( img , 90 ) ;
878 break ;
879 case TRANS_MIRROR_ROT180 :
880 img = getBaseImage ( t rue ) ;
881 img = getRotatedImage ( img , 180 ) ;
882 break ;
883 case TRANS_MIRROR_ROT270 :
884 img = getBaseImage ( t rue ) ;
885 img = getRotatedImage ( img , 270 ) ;
886 break ;
887 default :
888 img = getBaseImage ( f a l s e ) ;
889 break ;
890 }
891 return img ;
892 }
893
894 / * *
895 * Returns a bu f f e r e d Imag e t h a t c o n t a i n s t h e f rame t o be drawn in t h e TRANS_NONE or
TRANS_MIRROR form .
896 * @param mi r r o r t r u e i f t h e image shou ld be mir ro r ed , and f a l s e i f i t shou ldn ’ t
897 * @return a Bu f f e r e d Imag e
898 * /
899 private BufferedImage getBaseImage ( boolean mirror ) {
900 BufferedImage img = new BufferedImage ( sourceWidth , sourceHeight , BufferedImage .TRANSLUCENT) ;
901 Graphics2D g2 = img . createGraphics ( ) ;
902 i f ( mirror ) g2 . drawImage ( sourceImage , sourceWidth , 0 , 0 , sourceHeight ,
903 rawFramesX [ frameSequence [ currentFrame ] ] , rawFramesY [ frameSequence [ currentFrame
] ] ,
904 rawFramesX [ frameSequence [ currentFrame ] ] + sourceWidth , rawFramesY [ frameSequence
[ currentFrame ] ] + sourceWidth , null ) ;
905 e lse g2 . drawImage ( sourceImage , 0 , 0 , sourceWidth , sourceHeight ,
906 rawFramesX [ frameSequence [ currentFrame ] ] , rawFramesY [ frameSequence [ currentFrame
] ] ,
907 rawFramesX [ frameSequence [ currentFrame ] ] + sourceWidth , rawFramesY [ frameSequence
[ currentFrame ] ] + sourceWidth , null ) ;
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908 return img ;
909 }
910
911 / * *
912 * Returns a bu f f e r e d Imag e t h a t c o n t a i n s t h e f rame t o be drawn in t h e r o t a t e d form .
913 * @param imageIn t h e p r o v i d e d image
914 * @param d e g r e e s t h e amount o f d e g r e e s t h e image shou ld be r o t a t e d
915 * @return a Bu f f e r e d Imag e
916 * /
917 private BufferedImage getRotatedImage ( BufferedImage imageIn , in t degrees ) {
918 BufferedImage imageOut = new BufferedImage ( sourceWidth , sourceHeight , BufferedImage .
TRANSLUCENT) ;
919 Graphics2D g2 = imageOut . createGraphics ( ) ;
920 AffineTransform drawMode = g2 . getTransform ( ) ;
921 drawMode . se tToRotat ion (Math . toRadians ( degrees ) , imageIn . getWidth ( ) /2 , imageIn . getHeight ( )
/2) ;
922 g2 . drawImage ( imageIn , drawMode , null ) ;
923 return imageOut ;
924 }
925 } 
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Dette bilag indeholder den samlede kildekode for spillet, inklusiv javadoc-kommentarer. Kildekoden kan
ligeledes findes på den vedlagte CD, se bilag D.
PlatformCanvas.java
PlatformCanvas er spillets hovedklasse og nedarver fra GameCanvas. 
1 package gameframework ;
2
3 import sun . net .www. content . t e x t . p la in ;
4
5 import j ava . io . IOException ;
6 import j ava . awt . * ;
7 import j ava . awt . event . KeyEvent ;
8 import j ava . u t i l . ArrayList ;
9 import j ava . u t i l . Date ;
10 import j ava . u t i l . Calendar ;
11 import j avax . swing . * ;
12 / / B eny t t e s ved lyd−i nd læ sn ing
13 import j ava . io . F i l e ;
14 import j ava . applet . AudioClip ;
15 import j ava . net . MalformedURLException ;
16 import j ava . sq l . Time ;
17
18
19 / * *
20 * Denne k l a s s e o p r e t t e r d e t canvas d e r t e gn e r s k æ rmb i l l e d e t og l y t t e r e f t e r inpu t f r a t a s t a t u r e t .
K l a s s en n eda rv e r f r a
21 * GameCanvas k l a s s e n og imp l emen t e r e Runnable i n t e r f a c e t
22 * @author Jon Ni e l s en , Anders Sommer Chr i s t en s en , Sanne B j e r g og Rasmus Rasmussen
23 * /
24 public c l a s s PlatformCanvas extends GameCanvas implements Runnable
25 {
26 private s t a t i c f ina l in t canvasWidth = 800 , canvasHeight = 600 ;
27
28 private PlayerCharacter player ;
29 private Level l e v e l ;
30
31 private Image playerImage , shotImage , platformImage , groundImage , backgroundImage ,
32 enemyImage , coinImage , goalImage , waterImage , l i feCounterImage , coinCounterImage ;
33 private AudioClip gunAudio , goalAudio , enemydieAudio , reloadAudio , jumpAudio ,
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34 coinAudio , injuryAudio , ex t ra l i f eAudio , gameoverAudio , dieAudio , musicAudio ;
35
36 private boolean r e s t a r t ed ;
37
38 private in t energyAngle = 360 ;
39 private in t shotCounter = 0 ;
40 private vo l a t i l e boolean gameOn = f a l s e ;
41 private in t playerMoveSpeedX = 10 ;
42 private ArrayList <Image> l i v e s = new ArrayList <Image >( ) ;
43 private long startTime , seconds ;
44 private S t r ing f i l e P a t h ; \\Spe c i f i e r e den s t i hvor lyd− og b i l l e d f i l e r ska l hentes =
45
46 / * *
47 * K l a s s e n s k o n s t r u k t ø r k a l d e r f ø r s t o v e r k l a s s e n s k o n s t r u k t ø r og i n d l æ s e r d e r e f t e r e t b i l l e d e
a f den b r u g e r s t y r e d e
48 * f i g u r . D e r e f t e r o p r e t t e s d e r en ny i n s t a n s a f l e v e l o b j e k t e t og p l a y e rC h a r a c t e r k l a s s e n .
D e r e f t e r k a l d e s s t a r t ( )
49 * i den o p r e t t e d e i n s t a n s a f p l a y e rC h a r a c t e r k l a s s e n . EF t e r f ø l g e n d e i n d sæ t t e s denne i n s t a n s i
l e v e l i n s t a n s e n s
50 * l i s t e a f l a g på p l a d s 1 .
51 * @param width Canvas ’ e t s b r e dd e
52 * @param h e i g h t Canvas ’ e t s h ø j d e
53 * /
54 public PlatformCanvas ( in t width , in t height )
55 {
56 / *
57 * Ind læsn ing a f b i l l e d − f i l e r
58 * /
59 super ( width , height , t rue ) ;
60 playerImage = Too lk i t . ge tDe fau l tToo lk i t ( ) . createImage ( f i l e P a t h + "\\player5 . GIF " ) ;
61 waitForImageToLoad ( playerImage ) ;
62 platformImage = Too lk i t . ge tDe fau l tToo lk i t ( ) . createImage ( f i l e P a t h + "\\p l a t f o rmt i l e2 . GIF " ) ;
63 waitForImageToLoad ( platformImage ) ;
64 groundImage = Too lk i t . ge tDe fau l tToo lk i t ( ) . createImage ( f i l e P a t h + "\\backgroundti le12 .PNG" ) ;
65 waitForImageToLoad ( groundImage ) ;
66 backgroundImage = Too lk i t . ge tDe fau l tToo lk i t ( ) . createImage ( f i l e P a t h + "\\backgroundti le4 .PNG
" ) ;
67 waitForImageToLoad ( backgroundImage ) ;
68 enemyImage = Too lk i t . ge tDe fau l tToo lk i t ( ) . createImage ( f i l e P a t h + "\\enemy12 . GIF " ) ;
69 waitForImageToLoad ( enemyImage ) ;
70 coinImage = Too lk i t . ge tDe fau l tToo lk i t ( ) . createImage ( f i l e P a t h + "\\coin . GIF " ) ;
71 waitForImageToLoad ( coinImage ) ;
72 goalImage = Too lk i t . ge tDe fau l tToo lk i t ( ) . createImage ( f i l e P a t h + "\\goalImage3 . GIF " ) ;
73 waitForImageToLoad ( goalImage ) ;
74 waterImage = Too lk i t . ge tDe fau l tToo lk i t ( ) . createImage ( f i l e P a t h + "\\water .PNG" ) ;
75 waitForImageToLoad ( waterImage ) ;
76 shotImage = Too lk i t . ge tDe fau l tToo lk i t ( ) . createImage ( f i l e P a t h + "\\shot2 .PNG" ) ;
77 waitForImageToLoad ( shotImage ) ;
78 l i feCounterImage = Too lk i t . ge tDe fau l tToo lk i t ( ) . createImage ( f i l e P a t h + "\\ l i f e . GIF " ) ;
79 waitForImageToLoad ( l i feCounterImage ) ;
80 coinCounterImage = Too lk i t . ge tDe fau l tToo lk i t ( ) . createImage ( f i l e P a t h + "\\coincounter . GIF " ) ;
81 waitForImageToLoad ( coinCounterImage ) ;
82
83 / *
84 * Ind læsn ing a f lyd− f i l e r
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85 * /
86 F i l e gun = new F i l e ( f i l e P a t h + "\\shot3 .wav" ) ;
87 F i l e goal = new F i l e ( f i l e P a t h + "\\goal1 .wav" ) ;
88 F i l e enemydie = new F i l e ( f i l e P a t h + "\\enemydie1 .wav" ) ;
89 F i l e re load = new F i l e ( f i l e P a t h + "\\reload1 .wav" ) ;
90 F i l e jump = new F i l e ( f i l e P a t h + "\\jump1 .wav" ) ;
91 F i l e coin = new F i l e ( f i l e P a t h + "\\coin1 .wav" ) ;
92 F i l e in ju ry = new F i l e ( f i l e P a t h + "\\in jury1 .wav" ) ;
93 F i l e gameover = new F i l e ( f i l e P a t h + "\\gameover1 .wav" ) ;
94 F i l e die = new F i l e ( f i l e P a t h + "\\die2 .wav" ) ;
95 F i l e e x t r a l i f e = new F i l e ( f i l e P a t h + "\\ e x t r a l i f e 3 .wav" ) ;
96 F i l e music = new F i l e ( f i l e P a t h + "\\music0 . mid" ) ;
97
98 t ry {
99 gunAudio = JApplet . newAudioClip ( gun . toURL ( ) ) ;
100 goalAudio = JApplet . newAudioClip ( goal . toURL ( ) ) ;
101 enemydieAudio = JApplet . newAudioClip ( enemydie . toURL ( ) ) ;
102 reloadAudio = JApplet . newAudioClip ( re load . toURL ( ) ) ;
103 jumpAudio = JApplet . newAudioClip ( jump . toURL ( ) ) ;
104 coinAudio = JApplet . newAudioClip ( coin . toURL ( ) ) ;
105 injuryAudio = JApplet . newAudioClip ( in ju ry . toURL ( ) ) ;
106 gameoverAudio = JApplet . newAudioClip ( gameover . toURL ( ) ) ;
107 dieAudio = JApplet . newAudioClip ( die . toURL ( ) ) ;
108 ex t ra l i f eAudio = JApplet . newAudioClip ( e x t r a l i f e . toURL ( ) ) ;
109 }
110 catch (MalformedURLException e ) {
111 System . out . p r i n t l n ( e ) ;
112 }
113 t ry {
114 musicAudio = JApplet . newAudioClip (music . toURL ( ) ) ;
115 }
116 catch (MalformedURLException e ) {
117 System . out . p r i n t l n ( e ) ;
118 }
119
120 }
121
122 / * *
123 * K l a s s e n s s t a r t ( ) metode . Metoden sæ t t e r gameOn t i l t r u e og o p r e t t e r en
124 * i n s t a n s a f Thread og k a l d e r d e r e f t e r denne i n s t a n s s t a r t ( ) metode .
125 * /
126 public void s t a r t ( ) throws IOException {
127 i f ( ! r e s t a r t ed )
128 {
129 player = new PlayerCharacter ( playerImage , playerImage . getWidth ( null ) /6 , playerImage .
getHeight ( null ) , this , shotImage ) ;
130 l e v e l = new Level ( this , platformImage , groundImage , backgroundImage , enemyImage ,
coinImage , goalImage , waterImage ) ;
131
132 l e v e l . i n s e r t ( player , 1 ) ;
133 for ( in t i =0 ; i < player . ge tLives ( ) ; i ++)
134 {
135 l i v e s . add ( l i feCounterImage ) ;
136 }
137 s tar tTime = System . currentTimeMil l i s ( ) ;
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138 }
139 player . s t a r t ( ) ;
140 gameOn = t rue ;
141 Thread t = new Thread ( th i s ) ;
142 t . s t a r t ( ) ;
143 musicAudio . loop ( ) ;
144 }
145
146 / * *
147 * K l a s s e n s stopGame ( ) metode d e r s æ t t e r gameOn t i l f a l s e .
148 * /
149 public void stopGame ( ) {
150 gameOn = f a l s e ;
151 musicAudio . stop ( ) ;
152 }
153
154 / * *
155 * K l a s s e n s run metode . K l a s s en h en t e r f ø r s t e t g r a f i k o b j e k t .
156 * While l ø k k e n i metoden k ø r e r så længe gameOn e r t r u e .
157 * Mens l ø k k e n k ø r e r k a l d e s c h e c k I npu t ( ) , p l a y e r . moveContro l ( ) ,
158 * c h e c k C o l l i s i o n ( ) og r end e r ( ) .
159 * /
160 public synchronized void run ( ) {
161 Graphics g = getBufferGraphics ( ) ;
162 in t sleepTime = 70 ;
163
164 while (gameOn) {
165 checkInput ( ) ;
166 player . moveControl ( ) ;
167 checkCol l i s ion ( ) ;
168 render ( g ) ;
169
170 t ry {
171 Thread . s leep ( sleepTime ) ;
172 }
173 catch ( InterruptedExcept ion e ) {
174 System . out . p r i n t l n ( e ) ;
175 }
176 }
177 }
178
179 / * *
180 * Denne metode t e gn e r på c a n v a s e t s b u f f e r og t e gn e r denne t i l skærmen
181 * @param g Graph i c s o b j e k t e t d e r s k a l t e g n e s på
182 * /
183 private void render ( Graphics g ) {
184 in t width = getWidth ( ) , height = getHeight ( ) ;
185 g . se tColor (new Color (128 ,255 ,255 ) ) ;
186 g . f i l l R e c t (0 , 0 , width , height ) ;
187 in t x = 0 , y = 0 ;
188
189 l e v e l . pa int ( g , x , y ) ;
190 l e v e l . animateWater ( ) ;
191
192 / *
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193 * Opdater e n e r g imå l e r
194 * /
195 g . se tColor ( Color .GREEN) ;
196 energyAngle = player . getEnergyBarAngle ( ) ;
197 g . f i l l A r c ( canvasWidth−65 , 15 , 55 , 55 , 0 , energyAngle ) ;
198
199 g . drawImage ( coinCounterImage , 630 ,25 , null ) ;
200 g . se tColor ( Color .BLACK) ;
201 g . drawString ( " Coins : "+player . getCoins ( ) , 670 , 35 ) ;
202 g . drawString ( " Point : "+player . getScore ( ) ,670 , 60 ) ;
203 seconds = ( System . currentTimeMil l i s ( )−s tar tTime ) /1000 ;
204 g . drawString ( "Time : " + seconds , 570 , 47 ) ;
205
206 / *
207 * Opdater a n t a l l i v
208 * /
209 in t o f f s e tX = 15 ;
210 for ( Image l i f e : l i v e s ) {
211 g . drawImage ( l i f e , o f f se tX , 15 , null ) ;
212 o f f s e tX += 5+ l i f e . getWidth ( null ) ;
213 }
214 f lushGraphics ( ) ;
215 }
216
217 / * *
218 * Denne metode t j e k k e r f o r inpu t f r a k e y b o a r d e t , og t a g e r hand l ing d e r e f t e r .
219 * /
220 public void checkInput ( )
221 {
222 i f ( keys [ KeyEvent .VK_UP] ) {
223 i f ( ! player . isJumping ( ) || player . getOnPlatform ( ) ) {
224 jumpAudio . play ( ) ;
225 player .moveUp( ) ;
226 }
227 }
228 i f ( keys [ KeyEvent .VK_LEFT] && ! keys [ KeyEvent .VK_RIGHT] ) {
229 player . s e tD i r e c t i on ( f a l s e ) ;
230 player . setTransform ( Spr i t e . Transform .TRANS_MIRROR) ;
231 player . nextFrame ( ) ;
232
233 i f ( player . getX ( )−player . getWidth ( ) >0) {
234 l e v e l . moveLeft ( playerMoveSpeedX ) ;
235 player . l e f t ( playerMoveSpeedX ) ;
236 }
237 }
238 i f ( keys [ KeyEvent .VK_RIGHT] && ! keys [ KeyEvent .VK_LEFT ] ) {
239 player . s e tD i r e c t i on ( t rue ) ;
240 player . setTransform ( Spr i t e . Transform .TRANS_NONE) ;
241 player . nextFrame ( ) ;
242
243 i f ( player . getX ( ) +player . getWidth ( ) < groundsWidth ( ) ) {
244 l e v e l . moveRight ( playerMoveSpeedX ) ;
245 player . r i gh t ( playerMoveSpeedX ) ;
246 }
247 }
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248
249 i f ( keys [ KeyEvent .VK_CONTROL] ) {
250 shotCounter += 1 ;
251 Shot s = player . f i r e ( ) ;
252 gunAudio . play ( ) ;
253
254 for ( in t i =0 ; i <player . getShots ( ) . length ; i ++) {
255
256 i f ( player . getShots ( ) [ i ] == null ) {
257 player . getShots ( ) [ i ] = s ;
258 l e v e l . i n s e r t ( player . getShots ( ) [ i ] , 1 ) ;
259 player . getShots ( ) [ i ] . s t a r t ( ) ;
260 break ;
261 }
262 e lse i f ( ! player . getShots ( ) [ i ] . i s V i s i b l e ( ) ) {
263 l e v e l . remove ( player . getShots ( ) [ i ] ) ;
264 player . getShots ( ) [ i ] = s ;
265 l e v e l . i n s e r t ( player . getShots ( ) [ i ] , 1 ) ;
266 player . getShots ( ) [ i ] . s t a r t ( ) ;
267 break ;
268 }
269 }
270 / / R e l o a d e r ved hve r 10 . skud
271 i f ( shotCounter % 10 == 0 )
272 reloadAudio . play ( ) ;
273 }
274 }
275
276 / * *
277 * Denne metode t j e k k e r f o r k o l l i s i o n e r mel lem a l l e e l em en t e r i s p i l l e t
278 * /
279 public void checkCol l i s ion ( ) {
280
281 i f ( player . co l l idesWith ( getGoal ( ) , f a l s e ) ) {
282 gameWon( ) ;
283 }
284 for ( Platform platform : getPla t forms ( ) ) {
285 / / K o l l i s i o n f r a und e r s i d en
286 i f ( player . getY ( ) < platform . getY ( ) +platform . getHeight ( ) && player . getY ( ) > platform .
getY ( ) ) {
287
288 i f ( player . co l l idesWi th ( platform , f a l s e ) ) {
289 player . s e tPo s i t i on ( player . getX ( ) , platform . getY ( ) +platform . getHeight ( ) ) ;
290 player . s e tR i s ing ( f a l s e ) ;
291 player . s e t F a l l i n g ( t rue ) ;
292 }
293 }
294 / / K o l l i s i o n f r a oven
295 i f ( player . getY ( ) +player . getHeight ( ) > platform . getY ( ) &&
296 player . getY ( ) +player . getHeight ( ) < platform . getY ( ) + platform . getHeight ( ) ) {
297
298 i f ( player . co l l idesWi th ( platform , f a l s e ) ) {
299 player . s e tPo s i t i on ( player . getX ( ) , ( platform . getY ( )−player . getHeight ( ) ) ) ;
300 player . setOnPlatform ( t rue ) ;
301 }
110
302 }
303 }
304
305 for (Ground ground : getGrounds ( ) ) {
306
307 i f ( player . co l l idesWith ( ground , f a l s e ) ) {
308 player . s e tPo s i t i on ( player . getX ( ) , ( ground . getY ( )−player . getHeight ( ) ) ) ;
309 player . setNotJumping ( t rue ) ;
310 player . s e t F a l l i n g ( f a l s e ) ;
311 }
312 }
313 for ( Coin coin : getCoins ( ) ) {
314
315 i f ( player . co l l idesWith ( coin , f a l s e ) ) {
316 coinAudio . play ( ) ;
317 coin . stopCoin ( ) ;
318 l e v e l . remove ( coin ) ;
319 coin . s e tV i s i b l e ( f a l s e ) ;
320 player . addCoin (10 ) ;
321
322 i f ( player . getCoins ( ) >0 && player . getCoins ( ) %10==0) {
323 ex t ra l i f eAudio . play ( ) ;
324 l i v e s . add ( l i feCounterImage ) ;
325 player . addLife ( ) ;
326 }
327 }
328 }
329 / *
330 * Her c h e c k e s f o r k o l l i s o n e r mel lem skud og p l a t f o rm samt skud og f j e n d e r
331 * /
332 for ( in t k=0 ; k<player . getShots ( ) . length ; k++) {
333
334 i f ( player . getShots ( ) [ k ] ! = null ) { / / i k k e en tom p l a d s
335 i f ( player . getShots ( ) [ k ] . i s V i s i b l e ( ) ) { / / s kud e t e r s y n l i g t
336
337 for ( EnemyCharacter enemy : getEnemies ( ) ) { / / l ø b e gennem f j e n d e r
338 i f ( enemy != null ) {
339 i f ( player . getShots ( ) [ k ] . co l l idesWith ( enemy , f a l s e ) ) {
340 enemydieAudio . play ( ) ;
341 enemy . stopEnemy ( ) ;
342 l e v e l . remove ( enemy) ;
343 l e v e l . remove ( player . getShots ( ) [ k ] ) ;
344 player . addToScore ( 5 ) ;
345 player . getShots ( ) [ k ] . s e tV i s i b l e ( f a l s e ) ;
346 }
347 }
348 }
349 for ( Platform platform : getPla t forms ( ) ) {
350 i f ( player . getShots ( ) [ k ] != null ) {
351 i f ( player . getShots ( ) [ k ] . i s V i s i b l e ( ) ) {
352 i f ( player . getShots ( ) [ k ] . co l l idesWith ( platform , f a l s e ) ) {
353 l e v e l . remove ( player . getShots ( ) [ k ] ) ;
354 player . getShots ( ) [ k ] . s e tV i s i b l e ( f a l s e ) ;
355 }
356 }
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357 }
358 }
359 }
360 }
361 }
362 / *
363 * Her c h e c k e s f o r k o l l i s i o n mel lem f j e n d e r og p l a y e r .
364 * /
365 for ( EnemyCharacter enemy : getEnemies ( ) ) {
366 i f ( player . co l l idesWith ( enemy , f a l s e ) ) {
367 player . in ju ry ( ) ;
368 energyAngle = player . getEnergyBarAngle ( ) ;
369
370 i f ( player . getHealth ( ) > 0 ) {
371 injuryAudio . play ( ) ;
372 }
373 e lse {
374 l i v e s . remove ( l i feCounterImage ) ;
375 gameOver ( ) ;
376 }
377 }
378 }
379 }
380
381 / *
382 * @return Re tu rn e r e r grounds Ar r ayL i s t en f r a l e v e l o b j e k t e t
383 * /
384 public ArrayList <Ground> getGrounds ( ) {
385 return l e v e l . getGrounds ( ) ;
386 }
387
388 / *
389 * @return Samle t b r e dd e a f a l l e Ground o b j e k t e r
390 * /
391 public in t groundsWidth ( ) {
392 in t groundsWidth = 0 ;
393 for (Ground ground : getGrounds ( ) ) {
394 groundsWidth += ground . getWidth ( ) ;
395 }
396 return groundsWidth ;
397 }
398
399
400 / *
401 * @return Re tu rn e r e r p l a t f o rm s Ar r ayL i s t en f r a l e v e l o b j e k t e t
402 * /
403 public ArrayList <Platform> getPla t forms ( ) {
404 return l e v e l . ge tPla t forms ( ) ;
405 }
406
407 / *
408 * @return Re tu rn e r e r enemi e s Ar r ayL i s t en f r a l e v e l o b j e k t e t
409 * /
410 public ArrayList <EnemyCharacter> getEnemies ( ) {
411 return l e v e l . getEnemies ( ) ;
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412 }
413 / *
414 * @return Re tu rn e r e r c o i n s Ar r ayL i s t en f r a l e v e l o b j e k t e t
415 * /
416 public ArrayList <Coin> getCoins ( ) {
417 return l e v e l . getCoins ( ) ;
418 }
419 / *
420 * @return g o a l v a r i a b l e n f r a l e v e l o b j e k t e t
421 * /
422 public Spr i t e getGoal ( ) {
423 return l e v e l . getGoal ( ) ;
424 }
425 / *
426 * @return Re tu rn e r e r l e v e l o b j e k t e t
427 * /
428 public Level getLevel ( ) {
429 return l e v e l ;
430 }
431
432 / *
433 * Funkt i on t i l a t h ånd t e r e m i s t e t l i v og gameover i t i l f æ l d e a f ingen l i v
434 * /
435 public void gameOver ( ) {
436 stopGame ( ) ;
437
438 i f ( player . ge tLives ( ) > 0 ) {
439 dieAudio . play ( ) ;
440 JOptionPane . showMessageDialog ( null , "Ready? " , "You Died ! ! " , JOptionPane .ERROR_MESSAGE) ;
441 player . removeLife ( ) ;
442 r e s t a r t ed = t rue ;
443 t ry {
444 r e s t a r t ( ) ;
445 }
446 catch ( IOException ex ) {
447 ex . pr in tS tackTrace ( ) ;
448 }
449 }
450 e lse {
451 gameoverAudio . play ( ) ;
452 in t t o t a l S co r e = player . getScore ( ) − ( ( in t ) seconds ) ;
453 in t option = JOptionPane . showConfirmDialog ( null , "You have l o s t the game ! ! " +
454 "\nPoint : " + player . getScore ( ) + "\nTime penalty : "+ (−seconds ) + "\nPoint
Tota l : " +
455 t o t a l S co r e + "\n\nTry Again? " , "GAME OVER! ! " , JOptionPane .YES_NO_OPTION) ;
456 i f ( option == 0 ) {
457 r e s t a r t ed = f a l s e ;
458 t ry {
459 r e s t a r t ( ) ;
460 }
461 catch ( IOException e ) {
462 e . pr in tS tackTrace ( ) ;
463 }
464 }
465 e lse i f ( option == 1 )
113
B. Kildekode: Spil
466 System . e x i t ( 0 ) ;
467 }
468 }
469
470 / *
471 * Giver b e s k e d når s p i l l e t e r vundet
472 * /
473 public void gameWon( ) {
474 stopGame ( ) ;
475 goalAudio . play ( ) ;
476 in t t o t a l S co r e = player . getScore ( ) + ( ( player . ge tLives ( ) *50 ) − ( ( in t ) seconds ) ) ;
477 in t option = JOptionPane . showConfirmDialog ( null , "You have won the game ! ! \ nPoint : "+player .
getScore ( ) +
478 "\nTime penalty : "+ (−seconds ) + "\nLives : "+player . ge tLives ( ) + "\n_________\nTOTAL
: " +
479 t o t a l S co r e + "\n\nTry Again? " , "You won the game ! ! " ,
480 JOptionPane .YES_NO_OPTION) ;
481 i f ( option == 0 ) {
482 r e s t a r t ed = f a l s e ;
483 t ry {
484 r e s t a r t ( ) ;
485 }
486 catch ( IOException ex ) {
487 ex . pr in tS tackTrace ( ) ;
488 }
489 }
490 e lse i f ( option == 1 )
491 System . e x i t ( 0 ) ;
492 }
493
494 / *
495 * g e n s t a r t e r banen
496 * /
497 public void r e s t a r t ( ) throws IOException {
498 i f ( ! r e s t a r t ed )
499 {
500 player . s topPlayer ( ) ;
501 for ( EnemyCharacter enemy : getEnemies ( ) )
502 enemy . stopEnemy ( ) ;
503 for ( Coin coin : getCoins ( ) )
504 coin . stopCoin ( ) ;
505 l i v e s . c l e a r ( ) ;
506 }
507
508 e lse
509 {
510 player . rese tHea l th ( ) ;
511 player . s e tPo s i t i on ( player . getX ( ) ,0 ) ;
512 player . s e t F a l l i n g ( t rue ) ;
513 }
514 s t a r t ( ) ;
515 }
516
517 / *
518 * main metode
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519 * @param arg s a r r a y med argumenter , b ruge s i k k e a f programmet
520 * /
521 public s t a t i c void main ( S t r ing [ ] args ) throws IOException {
522 JFrame frame = new JFrame ( "TopGame" ) ;
523 frame . se tDefaul tCloseOperat ion ( JFrame . EXIT_ON_CLOSE) ;
524 PlatformCanvas canvas = new PlatformCanvas ( canvasWidth , canvasHeight ) ;
525 frame . getContentPane ( ) . add ( canvas ) ;
526 frame . pack ( ) ;
527 frame . s e tV i s i b l e ( t rue ) ;
528 canvas . s t a r t ( ) ;
529 }
530 } 
PlayerCharacter.java
PlayerCharacter nedarver fra Sprite, og håndterer operationerne omkring den brugerstyrede figur. 
1 package topgame ;
2
3 import j ava . awt . * ;
4 import gameframework . * ;
5
6 / * *
7 * Denne k l a s s e n o p r e t t e r den b r u g e r s t y r e d e f i g u r . K l a s s en n eda r v e r f r a k l a s s e n S p r i t e og
8 * imp l emen t e r e Runnable i n t e r f a c e t . I n s t a n s e r a f k l a s s e n i n d e h o l d e t i l s t a n d s v a r i a b l e r d e r
9 * ang i v e r f i g u r t i l s t a n d . I n s t a n s e r a f k l a s s e n i n d e h o l d e r også e t a r r a y d e r l a g e r de skud
10 * som den b r u g e r s t y r e d e f i g u r a f f y r e r .
11 * @author Jon Ni e l s en , Anders Sommer Chr i s t en s en , Sanne B j e r g og Rasmus Rasmussen
12 * /
13 public c l a s s PlayerCharacter extends Spr i t e implements Runnable
14 {
15 private PlatformCanvas canvas ;
16 private in t canvasHeight ;
17 private Image shotImage ;
18 private s t a t i c in t SHOT_SPEED = 15 ;
19 private in t jumpHeight = 6 ;
20 private in t jumpSpeed = 20 ;
21
22 private boolean moveUp = fa lse , moveDown = f a l s e ;
23 private boolean notJumping = f a l s e ;
24 private boolean r i s i ng = fa lse , f a l l i n g = t rue ;
25 private boolean onPlatform = f a l s e ;
26 private boolean fac ingRight = t rue ;
27 private s t a t i c f ina l in t shotArrayLength = 20 ;
28 private Shot [ ] shotArray = new Shot [ shotArrayLength ] ;
29 private in t l i v e s = 3 ;
30 private in t upCount = 0 ;
31 private in t maxHealth = 100 ;
32 private in t heal th = maxHealth ;
33 private in t l o s tHea l th = 5 , receivedHealth = 10 ;
34 private in t score = 0 , numOfCoins = 0 ;
35 private boolean gameOn ;
36 private boolean a l i v e = t rue ;
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37 private s t a t i c f ina l in t [ ] framesequence = {0 , 1 , 2 , 3 , 0 , 4 , 5 } ;
38
39 / * *
40 * Kons t ruk t ø r en k a l d e r o v e r k l a s s e n s k o n s t r u k t ø r og i n i t i a l i s e r e n og l e a f k l a s s e n s v a r i a b l e r .
Desuden sæ t t e s den
41 * b r u g e r s t y r e d e f i g u r s p o s i t i o n vha . s e t P o s i t i o n ( ) metoden og s am t i d i g d e f i n e r e s f i g u r e n s
r e f e r e n c e p i x e l og
42 * f r ame s e k v en s .
43 * @param image B i l l e d e t d e r i n d e h o l d e de f r ame s d e r udgør an ima t i onen a f den b r u g e r s t y r e d e
f i g u t
44 * @param frameWidth Bredden på de e n k e l t e f r ame s
45 * @param f rameHe igh t Højden på de e n k e l t e f r ame s
46 * @param canvas Det P la t f o rmCanvas som den b r u g e r s t y r e d e f i g u r b e f i n d e r s i g i
47 * /
48 public PlayerCharacter ( Image image , in t frameWidth , in t frameHeight , PlatformCanvas canvas ,
Image shotImage )
49 {
50 super ( image , frameWidth , frameHeight ) ;
51 th i s . canvas = canvas ;
52 canvasHeight = canvas . getHeight ( ) ;
53 s e tPo s i t i on (50 , 0 ) ;
54 def ineRe fe renceP ixe l ( frameWidth/2 , frameHeight /2) ;
55 setFrameSequence ( framesequence ) ;
56 th i s . shotImage = shotImage ;
57 }
58
59 / * *
60 * K l a s s e n s run ( ) metode . Metoden e r h o v e d s a g l i g t a n s v a r l i g f o r a t g ø r e f i g u r e n i s t and t i l a t
hoppe . Metoden
61 * k o n t r o l l e r e om f i g u r e n s t i l s t a n d s v a r i a b l e r i s i n g e r t r u e . Hvis den e r d e t k o n t r o l l e r e s d e t
om upCount e r mindre
62 * end jumpHeight . Hvis d e t t e også e r t i l f æ l d e t t æ l l e s upCount op med en og moveUp sæ t t e s t i l
t r u e . Desuden sæ t t e s
63 * onP l a t f o rm t i l f a l s e . Hvis upCount i k k e e r mindre en jumpHeight s æ t t e s r i s i n g og moveUp t i l
f a l s e og f a l l i n g t i l
64 * t r u e og upCount t i l 0 . E f t e r f ø l g e n d e k o n t r o l l e r e s d e t om f a l l i n g e r t r u e . Hvis d e t t e e r
t i l f æ l d e t k o n t r o l l e r e s
65 * d e t om den b r u g e r s t y r e d e f i g u r b e f i n d e r s i g ov e r d e t T i l e d L a y e r d e r udgør j o r d e n s p i l l e t .
Hvis d e t t e e r
66 * t i l f æ l d e t s æ t t e s moveDown t i l a t være t r u e . Hvis i k k e s æ t t e s f a l l i n g og moveDown t i l f a l s e
mens notJumping sæ t t e s
67 * t i l t r u e .
68 * /
69 public synchronized void run ( )
70 {
71 in t threadDelay = 50 ;
72 while (gameOn) {
73 i f ( r i s i ng ) {
74 i f ( upCount < jumpHeight ) {
75 upCount++;
76 moveUp = t rue ;
77 onPlatform = f a l s e ;
78 }
79 e lse {
80 r i s i ng = f a l s e ;
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81 moveUp = f a l s e ;
82 f a l l i n g = t rue ;
83 upCount = 0 ;
84 }
85 }
86
87 i f ( f a l l i n g ) {
88 for (Ground ground : canvas . getGrounds ( ) ) {
89 i f ( ( getY ( ) + getHeight ( ) ) < ( canvasHeight−ground . getHeight ( ) ) )
90 moveDown= t rue ;
91 e lse {
92 f a l l i n g = f a l s e ;
93 moveDown = f a l s e ;
94 notJumping = t rue ;
95 }
96 }
97 }
98
99 t ry {
100 Thread . s leep ( threadDelay ) ;
101 }
102 catch ( InterruptedExcept ion e ) {
103 System . out . p r in t ( e ) ;
104 }
105 }
106 }
107
108 / * *
109 * K l a s s e n s s t a r t ( ) metode d e r s æ t t e r gameOn t i l a t være t r u e . Der o p r e t t e s en ny i n s t a n s
110 * a f Thread og denne i n s t a n s s t a r t ( ) metode k a l d e s .
111 * /
112 public void s t a r t ( ) {
113 gameOn = t rue ;
114 Thread t = new Thread ( th i s ) ;
115 t . s t a r t ( ) ;
116 }
117
118 / * *
119 * Metoden de r s æ t t e r gameOn t i l f a l s e .
120 * /
121 public void s topPlayer ( )
122 {
123 gameOn = f a l s e ;
124 }
125
126 / * *
127 * Denne metode k o n t r o l l e r e om moveUp e r t r u e . Hvis d e t t e e r t i l f æ l d e t s æ t t e s r i s i n g t i l
128 * t r u e og k l a s s e n s up ( ) metode k a l d e s med v a r i a b l e n jumpSpeed . E f t e r f ø l g e n d e s æ t t e s moveUp
129 * t i l f a l s e . Hvis moveUp i k k e e r t r u e i d e t f ø r s t e t j e k k o n t r o l l e r e s d e t om moveDown e r t r u e .
130 * Hvis den e r d e t k a l d e s down ( ) metoden med jumpSpeed som pa r ame t e r .
131 * /
132 public void moveControl ( ) {
133 i f (moveUp) {
134 r i s i ng = t rue ;
135 up( jumpSpeed ) ;
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136 moveUp = f a l s e ;
137 }
138
139 e lse i f (moveDown) {
140 down( jumpSpeed ) ;
141 moveDown = f a l s e ;
142 }
143 }
144
145 / * *
146 * Denne metode s æ t t e r t i l s t a n d s v a r i a b l e n moveUp t i l t r u e når metoden k a l d e s
147 * /
148 public void moveUp( ) {
149 moveUp = t rue ;
150 }
151
152 / * *
153 * Denne metode s æ t t e r t i l s t a n d s v a r i a b l e n moveDown t i l t r u e når metoden k a l d e s
154 * /
155 public void moveDown( ) {
156 moveDown = t rue ;
157 }
158
159 / * *
160 * Denne metode f l y t t e r f i g u r e n t i l v e n s t r e vha . o v e r k l a s s e n s move ( ) metode .
161 * @param sp e e d Det s k r i d t f i g u r e n f l y t t e r s i g når metoden k a l d e s
162 * /
163 public void l e f t ( in t speed ) {
164 move(−speed , 0 ) ;
165 }
166
167 / * *
168 * Denne metode f l y t t e r f i g u r e n t i l h ø j r e vha . o v e r k l a s s e n s move ( ) metode .
169 * @param sp e e d Det s k r i d t f i g u r e n f l y t t e r s i g når metoden k a l d e s
170 * /
171 public void r i gh t ( in t speed ) {
172 move( speed , 0 ) ;
173 }
174
175 / * *
176 * Denne metode f l y t t e r f i g u r e n op vha . o v e r k l a s s e n s move ( ) metode .
177 * @param sp e e d Det s k r i d t f i g u r e n f l y t t e r s i g når metoden k a l d e s
178 * /
179 private void up( in t speed ) {
180 move(0 , −speed ) ;
181 }
182
183 / * *
184 * Denne metode f l y t t e r f i g u r e n ned vha . o v e r k l a s s e n s move ( ) metode .
185 * @param sp e e d Det s k r i d t f i g u r e n f l y t t e r s i g når metoden k a l d e s
186 * /
187 private void down( in t speed ) {
188 move(0 , speed ) ;
189 }
190
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191 / *
192 * @return Re tu rn e r e r t r u e h v i s s p i l l e r f i g u r e n e r i gang med e t hop , f a l s e e l l e r s
193 * /
194 public boolean isJumping ( ) {
195 return ( r i s i ng || f a l l i n g ) ;
196 }
197 / *
198 *@param b sæ t t e r f a l l i n g t i l s t a n d e n , s p i l l e r f i g u r e n v i l begynde a t f a l d e næste whi l e−gameOn
l ø k k eg enn em l ø b h v i s den sæ t t e s t i l sand
199 * /
200 public void s e t F a l l i n g ( boolean b ) {
201 f a l l i n g = b ;
202 }
203 / *
204 *@param b sæ t t e r onP l a t f o rm t i l s t a n d e n t i l a t i n d i k e r e a t f i g u r e n e r på en p l a t f o rm
205 * /
206 public void setOnPlatform ( boolean b ) {
207 onPlatform = b ;
208 }
209
210 / *
211 *@param b sæ t t e r notJumping t i l s t a n d e n
212 * /
213 public void setNotJumping ( boolean b ) {
214 notJumping = b ;
215 }
216
217 / *
218 *@param b sæ t t e r r i s i n g t i l s t a n d e n ; s p i l l e r e n e r i gang med den opadgående d e l a f e t hop
219 * /
220 public void s e tR i s ing ( boolean b ) {
221 r i s i ng = b ;
222 }
223
224 / *
225 *@param b sæ t t e r r e t n i n g en . t r u e e r h ø j r e , f a l s k e r v e n s t r e .
226 * /
227 public void s e tD i r e c t i on ( boolean b ) {
228 fac ingRight = b ;
229 }
230
231 / *
232 * @return Re tu rn e r e r t r u e h v i s s p i l l e r e n b e f i n d e r s i g på en p l a t f o rm
233 * /
234 public boolean getOnPlatform ( ) {
235 return onPlatform ;
236 }
237
238 / * *
239 * Denne metode o p r e t t e r en ny i n s t a n s a f Shot k l a s s e n . Det k o n t r o l l e r e s om f i g u r e n vende r
240 * mod h ø j r e og v e n s t r e og en i n s t a n s a f Shot o p r e t t e s med pa s s end e v a r i a b l e r .
241 * @return s Det skud de r o p r e t t e s
242 * /
243 public Shot f i r e ( ) {
244 Shot s ;
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245 i f ( fac ingRight )
246 s = new Shot ( shotImage , getRefPixe lX ( ) , getRefPixe lY ( ) , SHOT_SPEED) ;
247 e lse
248 s = new Shot ( shotImage , th i s . ge tRefPixe lX ( ) , th i s . ge tRefPixe lY ( ) , −SHOT_SPEED) ;
249 return s ;
250 }
251
252 public void addLife ( ) {
253 l i v e s ++;
254 }
255
256 / *
257 * T i l f ø j e r en mønt t i l t æ l l e r e n og s æ t t e r s c o r e n
258 *@param c møntens værdi , i f o r b i n d e l s e med s c o r e
259 * /
260 public void addCoin ( in t c ) {
261 numOfCoins++;
262 score += c ;
263 }
264
265 / *
266 *@param s t i l f ø j e r værd i en t i l s p i l l e r e n s s c o r e
267 * /
268 public void addToScore ( in t s ) {
269 score += s ;
270 }
271
272 / *
273 * @return r e t u r n e r e r a n t a l mønter s am l e t
274 * /
275 public in t getCoins ( ) {
276 return numOfCoins ;
277 }
278
279 / *
280 * @return r e t u r n e r e r s c o r e n
281 * /
282 public in t getScore ( ) {
283 return score ;
284 }
285
286 / *
287 * t æ l l e r l i v s t æ l l e r e n en ned
288 * /
289 public void removeLife ( ) {
290 l i ve s −−;
291 }
292
293 / *
294 * @return r e t u r n e r e r a n t a l l i v
295 * /
296 public in t getLives ( ) {
297 return l i v e s ;
298 }
299
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300 / *
301 * @return r e t u r n e r e r mængden a f e n e r g i
302 * /
303 public in t getHealth ( ) {
304 return heal th ;
305 }
306
307 / *
308 * udr egner v i n k l e n t i l den c i r k e l f o r m e d e e n e r g imå l e r ud f r a e n e r g i e n
309 * 100% = 360 grade r , o sv .
310 * @return v i n k l e n t i l den c i r k e l f o r m e d e e n e r g imå l e r
311 * /
312 public in t getEnergyBarAngle ( ) {
313 in t energyAngle ;
314 i f ( th i s . getHealth ( ) <= 0 ) {
315 energyAngle = 0 ;
316 }
317 e lse i f ( th i s . getHealth ( ) >= 100 ) {
318 energyAngle = 360 ;
319 }
320 e lse {
321 energyAngle =(360 * th i s . getHealth ( ) ) / 100 ;
322 }
323 return energyAngle ;
324 }
325
326 / * *
327 * Denne metode t ræ k k e r v a r i a b l e n l o s tH e a l t h f r a v a r i a b l e n h e a l t h og k o n t r o l l e r e om h e a l t h e r
328 * mindre end e l l e r l i g med 0 . Hvis d e t t e e r t i l f æ l d e t k a l d e s metoden r emov eL i f e ( ) og a l i v e
329 * s æ t t e s t i l f a l s e .
330 * /
331 public void i n ju ry ( ) {
332 i f ( a l i v e ) {
333 heal th −= los tHea l th ;
334 i f ( hea l th <= 0 ) {
335 a l i v e = f a l s e ;
336 }
337 }
338 }
339
340 / * *
341 * Denne metode t æ l l e r h e a l t h op med v a r i a b l e n r e c e i v e dH e a l t h . Det k o n t r o l l e r e s om h e a l t h e r
342 * s t ø r r e end maxHealth . Hvis d e t t e e r t i l f æ l d e t s æ t t e s h e a l t h t i l a t være l i g maxHealth .
343 * /
344 public void heal ( ) {
345 heal th += receivedHealth ;
346 i f ( hea l th > maxHealth ) {
347 heal th = maxHealth ;
348 }
349 }
350
351 / *
352 * @return t r u e h v i s s p i l l e r e n e r i l i v e
353 * /
354 public boolean i sA l ive ( ) {
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355 return a l i v e ;
356 }
357
358 / *
359 * @return sho tArray ’ e t
360 * /
361 public Shot [ ] getShots ( ) {
362 return shotArray ;
363 }
364
365 / *
366 * s æ t t e r h e a l t h værd i en t i l d e f a u l t / max
367 * /
368 public void rese tHea l th ( )
369 {
370 heal th = maxHealth ;
371 a l i v e = t rue ;
372 }
373 } 
EnemyCharacter.java
EnemyCharacter nedarver fra Sprite, og håndterer operationerne omkring fjenderne. 
1 package topgame ;
2
3 import j ava . awt . * ;
4 import gameframework . * ;
5
6 / * *
7 * Denne k l a s s e o p r e t t e r de f j e n d e r d e r f i n d e s i s p i l l e t . K l a s s en n eda r v e r f r a k l a s s e n S p r i t e
8 * og imp l emen t e r e i n t e r f a c e t Runnable .
9 * @author Jon Ni e l s en , Anders Sommer Chr i s t en s en , Sanne B j e r g og Rasmus Rasmussen
10 * /
11 public c l a s s EnemyCharacter extends Spr i t e implements Runnable {
12
13 private in t moveSpeedX = 10 ;
14 private boolean gameOn ;
15 private in t xBoundaryLeft , xBoundaryRight ; / / l ø b e r mel lem d i s s e punk t e r
16
17 / * *
18 * Kons t ruk t ø r en k a l d e r o v e r k l a s s e n s k o n s t r u k t ø r og i n i t i a l i s e r e d e r e f t e r t o a f k l a s s e n s
19 * v a r i a b l e r . T i l s i d s t s æ t t e s den o p r e t t e d e i n s t a n s p o s i t i o n og r e f e r e n c e p i x e l .
20 * @param image B i l l e d e t d e r i n d e h o l d e r de f r ame s d e r udgør f j e n d e f i g u r e n
21 * @param frameWidth Bredden på de e n k e l t e f r ame s
22 * @param f rameHe igh t Højden på de e n k e l t e f r ame s
23 * @param s t a r tPo sX F j e n d e f i g u r e n s s t a r t x k o o r d i n a t
24 * @param s t a r tPo sY F j e n d e f i g u r e n s s t a r t y k o o r d i n a t
25 * @param xBoundLe f t F j e n d e f i g u r e n v e n s t r e grænse
26 * @param xBoundRight F j e n d e f i g u r e n s h ø j r e grænse
27 * /
28 public EnemyCharacter ( Image image , in t frameWidth , in t frameHeight , in t startPosX ,
29 in t startPosY , in t xBoundLeft , in t xBoundRight )
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30 {
31 super ( image , frameWidth , frameHeight ) ;
32 xBoundaryLeft = xBoundLeft ;
33 xBoundaryRight = xBoundRight ;
34 s e tPo s i t i on ( startPosX , s tar tPosY ) ;
35 def ineRe fe renceP ixe l ( image . getWidth ( null ) / 2 , image . getHeight ( null ) / 2 ) ;
36 }
37
38 / * *
39 * K l a s s e n s run ( ) metode . Metoden k a l d e r o v e r k l a s s e n s move ( ) metode med v a r i a b l e n moveSpeedX .
40 * D e r e f t e r k o n t r o l l e r e s d e t om f j e n d e f i g u r e n har o v e r s k r e d e t dens h ø j r e e l l e r v e n s t e r grænse .
41 * Hvis d e t t e e r t i l f æ l d e t v ende s f o r t e g n e t på moveSpeedX .
42 * /
43 public synchronized void run ( )
44 {
45 in t threadDelay = 50 ;
46
47 while (gameOn) {
48 move(moveSpeedX , 0 ) ;
49
50 i f ( th i s . getX ( ) < xBoundaryLeft || ( th i s . getX ( ) + th i s . getWidth ( ) ) > xBoundaryRight ) {
51 moveSpeedX = −moveSpeedX ;
52
53 i f (moveSpeedX < 0 )
54 th i s . setTransform ( Transform .TRANS_MIRROR) ;
55 e lse
56 th i s . setTransform ( Transform .TRANS_NONE) ;
57 }
58
59 t ry {
60 Thread . s leep ( threadDelay ) ;
61 }
62 catch ( InterruptedExcept ion e ) {
63 System . out . p r in t ( e ) ;
64 }
65 }
66 }
67
68 / * *
69 * K l a s s e n s s t a r t metode s æ t t e r gameOn t i l t r u e og o p r e t t e r en i n s t a n s a f Thread . D e r e f t e r
k a l d e s t r å d e n s s t a r t ( )
70 * metode .
71 * /
72 public void s t a r t ( ) {
73 gameOn = t rue ;
74 Thread t = new Thread ( th i s ) ;
75 t . s t a r t ( ) ;
76 }
77
78 / * *
79 * Metoden s t o p p e r f j e n d e n .
80 * Metoden sæ t t e r gameOn t i l f a l s e og gør f j e n d e f i g u r e n u syn l i g ved a t k a l d e s e t V i s i b l e ( ) .
81 * /
82 public void stopEnemy ( ) {
83 gameOn = f a l s e ;
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84 th i s . s e tV i s i b l e ( f a l s e ) ;
85 }
86 } 
Background.java
Background nedarver fra TiledLayer, og håndterer operationerne omkring banen baggrund. 
1 package topgame ;
2
3 import j ava . awt . Image ;
4 import gameframework . * ;
5
6 / * *
7 * Denne k l a s s e o p r e t t e r de b a g g r u n d s b i l l e d e r d e r v i s e s i s p i l l e t . K l a s s en n eda r v e r f r a
8 * k l a s s e n T i l e d L a y e r .
9 * @author Jon Ni e l s en , Anders Sommer Chr i s t en s en , Sanne B j e r g og Rasmus Rasmussen
10 * /
11 public c l a s s Background extends TiledLayer {
12 / * *
13 * K l a s s e n s k o n s t r u k t ø r som o p r e t t e r d e t T i l e d L a y e r som b a g g r u n d s b i l l e d e r n e b e s t å r a f .
14 * Kons t ruk t ø r en k a l d e r f ø r s t o v e r k l a s s e n s k o n s t r u k t ø r og f y l d e r d e r e f t e r c e l l e r n e med de
15 * d e f i n e r e d e t i l e s .
16 * @param rows An t a l l e t a f rækk e r i d e t o p r e t t e d e T i l e d L a y e r
17 * @param columms An t a l l e t a f k o l o nn e r i d e t o p r e t t e d e T i l e d L a y e r
18 * @param image Det b i l l e d e d e r i n d e h o l d e r de t i l e s som bruge s i d e t o p r e t t e d e T i l e d L a y e r
19 * @param t i l eW i d t h Bredden på de e n k e l t e t i l e s
20 * @param t i l e H e i g h t Højden på de e n k e l t e t i l e s
21 * /
22 public Background ( in t rows , in t columms , Image image , in t t i leWidth , in t t i l eHe igh t ) {
23 super ( rows , columms , image , t i leWidth , t i l eHe igh t ) ;
24 in t [ ] layout =
{0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,1 ,2 ,3 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,
0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,1 ,2 ,2 ,2 ,3 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,1 ,2 ,2 ,3 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,
25 0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,1 ,2 ,2 ,2 ,2 ,2 ,3 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,1 ,2 ,2 ,2 ,2 ,3 ,0 ,0 ,0 ,0 ,0 ,0 ,
0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,1 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,3 ,0 ,0 ,0 ,0 ,0 ,1 ,2 ,2 ,2 ,2 ,2 ,2 ,3 ,0 ,0 ,0 ,0 ,0 ,
0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,1 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,3 ,0 ,0 ,0 ,1 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,3 ,0 ,0 ,0 ,0 ,
0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,0 ,1 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,3 ,0 ,1 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,3 ,0 ,0 ,0 ,
0 ,0 ,0 ,1 ,2 ,3 ,0 ,0 ,0 ,0 ,1 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,3 ,0 ,0 ,
0 ,0 ,1 ,2 ,2 ,2 ,3 ,0 ,0 ,1 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,3 ,0 ,
0 ,1 ,2 ,2 ,2 ,2 ,2 ,3 ,1 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,3 ,
2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 } ;
26
27 for ( in t i = 0 ; i < layout . length ; i ++) {
28 in t co l = i % rows ;
29 in t row = ( i − co l ) / rows ;
30 s e tCe l l ( col , row , layout [ i ] ) ;
31 }
32 }
33
34 } 
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Ground.java
Ground nedarver fra TiledLayer, og håndterer operationerne omkring banen nederste element, jorden. 
1 package topgame ;
2
3 import j ava . awt . Image ;
4 import gameframework . * ;
5
6 / * *
7 * Denne k l a s s e o p r e t t e r de e l em en t e r d e r udgør j o r d e n i s p i l l e t . K l a s s en n eda r v e r f r a k l a s s e n
T i l e d L a y e r
8 * @author Jon Ni e l s en , Anders Sommer Chr i s t en s en , Sanne B j e r g og Rasmus Rasmussen
9 * /
10 public c l a s s Ground extends TiledLayer {
11
12 / * *
13 * K l a s s e n s k o n s t r u k t ø r som o p r e t t e r d e t T i l e d L a y e r som b a g g r u n d s b i l l e d e r n e b e s t å r a f .
14 * Kon s t ruk t ø r en k a l d e r f ø r s t o v e r k l a s s e n s k o n s t r u k t ø r og f y l d e r d e r e f t e r c e l l e r n e med de
15 * d e f i n e r e d e t i l e s .
16 * @param rows An t a l l e t a f rækk e r i d e t o p r e t t e d e T i l e d L a y e r
17 * @param columms An t a l l e t a f k o l o nn e r i d e t o p r e t t e d e T i l e d L a y e r
18 * @param image Det b i l l e d e d e r i n d e h o l d e r de t i l e s som bruge s i d e t o p r e t t e d e T i l e d L a y e r
19 * @param t i l eW i d t h Bredden på de e n k e l t e t i l e s
20 * @param t i l e H e i g h t Højden på de e n k e l t e t i l e s
21 * /
22 public Ground ( in t rows , in t columms , Image image , in t t i leWidth , in t t i l eHe igh t ) {
23 super ( rows , columms , image , t i leWidth , t i l eHe igh t ) ;
24 in t [ ] layout =
{1 ,1 ,1 ,1 ,1 ,1 ,1 ,1 ,1 ,1 ,1 ,1 ,1 ,1 ,1 ,1 ,1 ,1 ,1 ,1 ,1 ,1 ,1 ,1 ,1 ,1 ,1 ,1 ,1 ,1 ,1 ,1 ,1 ,1 ,1 ,1 ,1 ,1 ,1 ,1 ,
2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,
2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,
25 2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,
2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,2 ,
2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 , 2 } ;
26
27 for ( in t i = 0 ; i < layout . length ; i ++) {
28 in t co l = i % rows ;
29 in t row = ( i − co l ) / rows ;
30 s e tCe l l ( col , row , layout [ i ] ) ;
31 }
32 }
33 } 
Water.java
Water nedarver fra TiledLayer, og håndterer operationerne omkring vandet i banen. Klassen benytter
animerede celler. 
1 package topgame ;
2
3 import j ava . awt . * ;
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4 import gameframework . * ;
5
6 / * *
7 * Denne k l a s s e o p r e t t e r d e t vand de r f i n d e s t i l s i d s t i s p i l l e t s bane . K l a s s en n eda r v e r f r a
k l a s s e n T i l e d L a y e r .
8 * @author Jon Ni e l s en , Anders Sommer Chr i s t en s en , Sanne B j e r g og Rasmus Rasmussen
9 * /
10 public c l a s s Water extends TiledLayer {
11
12 / * *
13 * Den s t a t i s k e c e l l e som den an imer ed e c e l l e e r a s s o c i e r e t med .
14 * /
15 in t s t a t i c T i l e = 0 ;
16
17 / * *
18 * Den an imer ed e c e l l e s i n d e k s .
19 * /
20 in t animatedWaterTile ;
21
22 / * *
23 * K l a s s e n s k o n s t r u k t ø r o p r e t t e r d e t T i l e d L a y e r som vandområdet i banen b e s t å r a f .
24 * Kons t ruk t ø r en k a l d e r o v e r k l a s s e n s k o n s t r u k t ø r .
25 * @param rows An t a l l e t a f rækk e r i d e t o p r e t t e d e T i l e d L a y e r
26 * @param columms An t a l l e t a f k o l o nn e r i d e t o p r e t t e d e T i l e d L a y e r
27 * @param image Det b i l l e d e d e r i n d e h o l d e r de t i l e s som bruge s i d e t o p r e t t e d e T i l e d L a y e r
28 * @param t i l eW i d t h Bredden på de e n k e l t e t i l e s
29 * @param t i l e H e i g h t Højden på de e n k e l t e t i l e s
30 * /
31 public Water ( in t rows , in t columms , Image image , in t t i leWidth , in t t i l eHe igh t ) {
32 super ( rows , columms , image , t i leWidth , t i l eHe igh t ) ;
33 }
34
35 / * *
36 * Metoden o p r e t t e r en an ime r e t c e l l e
37 * /
38 public void in i tWater ( ) {
39 animatedWaterTile = createAnimatedTile ( 1 ) ;
40 f i l l C e l l s (0 , 0 , getColumns ( ) , getRows ( ) , animatedWaterTile ) ;
41 }
42
43 / * *
44 * Metoden s k i f t e r den an imer ed e c e l l e s a s s o c i a t i o n t i l en ny s t a t i s k c e l l e
45 * b a s e r e t på hvad denne den nuværende s t a t i s k e c e l l e e r .
46 * Metoden s k i f t e r den an imer ed e c e l l e s a s s o c i a t i o n mel lem t o s t a t i s k e c e l l e r med i n d e k s 1 og 2
47 * /
48 public void animateTi le ( ) {
49 s t a t i c T i l e = ( s t a t i c T i l e + 1 ) % 2 ;
50 th i s . setAnimatedTile ( animatedWaterTile , s t a t i c T i l e + 1 ) ;
51 }
52 } 
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Platform.java
Platform nedarver fra TiledLayer, og håndterer operationerne omkring banens platforme. 
1 package topgame ;
2
3 import j ava . awt . Image ;
4 import gameframework . * ;
5
6 / * *
7 * Denne k l a s s e r o p r e t t e r p l a t f o rm en e i s p i l l e t . K l a s s en n eda r v e r f r a T i l e d L a y e r k l a s s e n .
8 * @author Jon Ni e l s en , Anders Sommer Chr i s t en s en , Sanne B j e r g og Rasmus Rasmussen
9 * /
10 public c l a s s Platform extends TiledLayer {
11
12 / * *
13 * K l a s s e n s k o n s t r u k t ø r k a l d e r o v e r k l a s s e n s k o n s t r u k t ø r og o p r e t t e r d e r e f t e r d e t a r r a y de r
14 * r e p ræ s e n t e r e c e l l e r n e i d e t o p r e t t e d e T i l e d L a y e r . T i l s i d s t s æ t t e s p l a t f o rm en s p o s i t i o n .
15 * @param rows An t a l l e t a f rækk e r i d e t o p r e t t e d e T i l e d L a y e r
16 * @param columms An t a l l e t a f k o l o nn e r i d e t o p r e t t e d e T i l e d L a y e r
17 * @param image B i l l e d e t d e r b e s t å r a f de e n k e l t e t i l e s som d e t T i l e d L a y e r b e s t å r a f
18 * @param t i l eW i d t h Bredden på de e n k e l t e t i l e s
19 * @param t i l e H e i g h t Højden på de e n k e l t e t i l e s
20 * @param xPos P l a t f o rmen s x k o o r d i n a t
21 * @param yPos P l a t f o rmen s y k o o r d i n a t
22 * /
23 public Platform ( in t rows , in t columms , Image image , in t t i leWidth , in t t i l eHe ight , in t xPos ,
in t yPos ) {
24 super ( rows , columms , image , t i leWidth , t i l eHe igh t ) ;
25 in t [ ] layout = {1 ,3 ,1 ,3 ,
26 4 , 5 , 4 , 5 } ;
27
28 for ( in t i = 0 ; i < layout . length ; i ++) {
29 in t co l = i % rows ;
30 in t row = ( i − co l ) / rows ;
31 s e tCe l l ( col , row , layout [ i ] ) ;
32 }
33 s e tPo s i t i on ( xPos , yPos ) ;
34 }
35 } 
Coin.java
Coin nedarver fra Sprite, og håndterer operationerne omkring de roterende mønter. 
1 package topgame ;
2
3 import j ava . awt . Image ;
4 import gameframework . * ;
5
6 / * *
7 * Denne k l a s s e o p r e t t e r de mønter som s p i l l e r e n s k a l samle op i s p i l l e t . K l a s s en n eda r v e r f r a
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8 * k l a s s e n S p r i t e og imp l emen t e r e Runnable i n t e r f a c e t .
9 * @author Jon Ni e l s en , Ander Sommer Chr i s t en s en , Sanne B j e r g og Rasmus Rasmussen
10 * /
11 public c l a s s Coin extends Spr i t e implements Runnable {
12
13 private s t a t i c f ina l in t [ ] framesequence = {0 , 1 , 2 , 3 , 4 , 5 , 6 } ;
14 private boolean gameOn = f a l s e ;
15
16 / * *
17 * K l a s s e n s k o n s t r u k t ø r d e r o p r e t t e r de e n k e l t e i n s t a n s e r a f Coin . Kon s t ruk t ø r en k a l d e r f ø r s t
o v e r k l a s s e n s
18 * k o n s t r u k t ø r og sæ t t e møntens p o s i t i o n og f rame s e k v en s t i l an ima t i on .
19 * @param co in Image B i l l e d e t d e r i n d e h o l d e r de f r ame s d e r udgør an ima t i onen a f den snur r ende
mønt
20 * @param frameWidth Bredden på de e n k e l t e f r ame s
21 * @param f rameHe igh t Højden på de e n k e l t e f r ame s
22 * @param xPos Møntens x k o o r d i n a t
23 * @param yPos Møntens y k o o r d i n a t
24 * /
25 public Coin ( Image coinImage , in t frameWidth , in t frameHeight , in t xPos , in t yPos ) {
26 super ( coinImage , frameWidth , frameHeight ) ;
27 s e tPo s i t i on ( xPos , yPos ) ;
28 setFrameSequence ( framesequence ) ;
29 }
30
31 / * *
32 * De t t e e r k l a s s e n s run ( ) metode d e r s ø r g e r f o r a t an imere den snur r ende mønt ved a t k a l d e
33 * o v e r k l a s s e n s nextFrame ( ) metode .
34 * /
35 public synchronized void run ( ) {
36 in t threadDelay = 50 ;
37
38 while (gameOn) {
39 nextFrame ( ) ;
40
41 t ry {
42 Thread . s leep ( threadDelay ) ;
43 }
44 catch ( InterruptedExcept ion e ) {
45 System . out . p r in t ( e ) ;
46 }
47 }
48 }
49
50 / * *
51 * K l a s s e n s s t a r t ( ) metode . Metoden sæ t t e r f ø r s t gameOn t i l t r u e og o p r e t t e r d e r e f t e r en t r å d
52 * samt k a l d e r denne t r å d s s t a r t ( ) metode .
53 * /
54 public void s t a r t ( ) {
55 gameOn = t rue ;
56 Thread t = new Thread ( th i s ) ;
57 t . s t a r t ( ) ;
58 }
59
60 / * *
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61 * Metoden s t o p p e r mønten . Metoden s æ t t e r gameOn t i l f a l s e .
62 * /
63 public void stopCoin ( ) {
64 gameOn = f a l s e ;
65 }
66 } 
Level.java
Level nedarver fra LayerManager, og holder styr på alle banens lag (Sprites/TiledLayers), udskrivningen af
disse, og view-vinduet. 
1 package topgame ;
2
3 import j ava . io . IOException ;
4 import j ava . awt . * ;
5 import j ava . u t i l . ArrayList ;
6 import gameframework . * ;
7
8 / * *
9 * Denne k l a s s e o p r e t t e r den bane som den b r u g e r s t y r e d e bevæger s i g rundt i . K l a s s en n eda r v e r f r a
LayerManager k l a s s e n .
10 * @author Jon Ni e l s en , Anders Sommer Chr i s t en s en , Sanne B j e r g og Rasmus Rasmussen
11 * /
12 public c l a s s Level extends LayerManager
13 {
14 private ArrayList <EnemyCharacter> enemies = new ArrayList <EnemyCharacter > ( ) ;
15 private ArrayList <Platform> platforms = new ArrayList <Platform >( ) ;
16 private ArrayList <Ground> grounds = new ArrayList <Ground>( ) ;
17 private ArrayList <Background> backgrounds = new ArrayList <Background >( ) ;
18 private ArrayList <Coin> coins = new ArrayList <Coin >( ) ;
19 private Spr i t e goal ;
20 private in t canvasHeight ;
21 private in t canvasWidth ;
22 private in t j = 0 ;
23 private in t viewWindowX = 5 ;
24 private Water water ;
25
26 / * *
27 * Kon s t ruk t ø r en k a l d e r f ø r s t o v e r k l a s s e n s k o n s t r u k t ø r . D e r e f t e r i n d l æ s e s s am t l i g e b i l l e d e r d e r
anvendes i
28 * f o r b i n d e l s e med o p r e t t e l s e n a f de f o r s k e l l i g e e l em en t e r . De f o r s k e l l i g e a r r a y s d e r
i n d e h o l d e r e l em en t e r
29 * i n i t i a l i s e r e s og f y l d e s e f t e r f ø l g e n d e med de p a s s end e e l em en t e r . Desuden b l i v e r de
f o r s k e l l i g e e l em en t e r t i l f ø j e t
30 * t i l k l a s s e n s l i s t e a f l a g . Desuden sæ t t e s baggrunds og j o r d e l em en t e r n e s p o s i t i o n .
31 * @param canvas En i n s t a n s a f P la t f o rmCanvas k l a s s e n
32 * @throws IOExcep t i on
33 * /
34
35 public Level ( PlatformCanvas canvas , Image platformImage , Image groundImage , Image
backgroundImage ,
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36 Image enemyImage , Image coinImage , Image goalImage , Image waterImage ) throws
IOException {
37 super ( ) ;
38 canvasHeight = canvas . getHeight ( ) ;
39 canvasWidth = canvas . getWidth ( ) ;
40
41 grounds . add (new Ground (40 ,6 , groundImage , 1 6 , 1 6 ) ) ;
42 grounds . add (new Ground (40 ,6 , groundImage , 1 6 , 1 6 ) ) ;
43 grounds . add (new Ground (40 ,6 , groundImage , 1 6 , 1 6 ) ) ;
44
45 backgrounds . add (new Background (40 ,10 , backgroundImage , 1 6 , 1 6 ) ) ;
46 backgrounds . add (new Background (40 ,10 , backgroundImage , 1 6 , 1 6 ) ) ;
47 backgrounds . add (new Background (40 ,10 , backgroundImage , 1 6 , 1 6 ) ) ;
48
49 co ins . add (new Coin ( coinImage , coinImage . getWidth ( null ) /9 , coinImage . getHeight ( null ) ,110 ,100 ) )
; / / S t a r tmønt
50
51 plat forms . add (new Platform (4 ,2 , platformImage , platformImage . getWidth ( null ) /5 ,
52 platformImage . getHeight ( null ) ,200 ,450 ) ) ; / / p 1
53 plat forms . add (new Platform (4 ,2 , platformImage , platformImage . getWidth ( null ) /5 ,
54 platformImage . getHeight ( null ) ,350 ,400 ) ) ; / / p 2
55 co ins . add (new Coin ( coinImage , coinImage . getWidth ( null ) /9 , coinImage . getHeight ( null )
,350+20 ,400−40) ) ;
56 plat forms . add (new Platform (4 ,2 , platformImage , platformImage . getWidth ( null ) /5 ,
57 platformImage . getHeight ( null ) ,530 ,350 ) ) ; / / p 3
58
59 plat forms . add (new Platform (4 ,2 , platformImage , platformImage . getWidth ( null ) /5 ,
60 platformImage . getHeight ( null ) ,650 ,300 ) ) ; / / 1 . a f 3 i sammenhæng
61 plat forms . add (new Platform (4 ,2 , platformImage , platformImage . getWidth ( null ) /5 ,
62 platformImage . getHeight ( null ) ,730 ,300 ) ) ; / / 2 . a f 3 i sammenhæng
63 plat forms . add (new Platform (4 ,2 , platformImage , platformImage . getWidth ( null ) /5 ,
64 platformImage . getHeight ( null ) ,810 ,300 ) ) ; / / 3 . a f 3 i sammenhæng
65 co ins . add (new Coin ( coinImage , coinImage . getWidth ( null ) /9 , coinImage . getHeight ( null )
,690 ,300+(2 *16 ) ) ) ;
66 co ins . add (new Coin ( coinImage , coinImage . getWidth ( null ) /9 , coinImage . getHeight ( null )
,730 ,300+(2 *16 ) ) ) ;
67 co ins . add (new Coin ( coinImage , coinImage . getWidth ( null ) /9 , coinImage . getHeight ( null )
,770 ,300+(2 *16 ) ) ) ;
68 co ins . add (new Coin ( coinImage , coinImage . getWidth ( null ) /9 , coinImage . getHeight ( null )
,810 ,300+(2 *16 ) ) ) ;
69
70 plat forms . add (new Platform (4 ,2 , platformImage , platformImage . getWidth ( null ) /5 ,
71 platformImage . getHeight ( null ) ,730 ,470 ) ) ; / / under l ang p l a t f o rm
72
73 plat forms . add (new Platform (4 ,2 , platformImage , platformImage . getWidth ( null ) /5 ,
74 platformImage . getHeight ( null ) ,550 ,170 ) ) ; / / 1 . o v e r l ang p l a t f o rm
75 co ins . add (new Coin ( coinImage , coinImage . getWidth ( null ) /9 , coinImage . getHeight ( null )
,550+16 ,170−40) ) ;
76
77 co ins . add (new Coin ( coinImage , coinImage . getWidth ( null ) /9 , coinImage . getHeight ( null )
,450 ,120−40) ) ;
78 co ins . add (new Coin ( coinImage , coinImage . getWidth ( null ) /9 , coinImage . getHeight ( null )
,400 ,170−40) ) ;
79 co ins . add (new Coin ( coinImage , coinImage . getWidth ( null ) /9 , coinImage . getHeight ( null )
,350 ,220−40) ) ;
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80
81 plat forms . add (new Platform (4 ,2 , platformImage , platformImage . getWidth ( null ) /5 ,
82 platformImage . getHeight ( null ) ,730 ,170 ) ) ; / / 2 . o v e r l ang p l a t f o rm
83 co ins . add (new Coin ( coinImage , coinImage . getWidth ( null ) /9 , coinImage . getHeight ( null )
,730+16 ,10 ) ) ;
84 plat forms . add (new Platform (4 ,2 , platformImage , platformImage . getWidth ( null ) /5 ,
85 platformImage . getHeight ( null ) ,900 ,220 ) ) ; / / 3 . o v e r l ang p l a t f o rm
86 co ins . add (new Coin ( coinImage , coinImage . getWidth ( null ) /9 , coinImage . getHeight ( null )
,900+16 ,220−40) ) ;
87
88 co ins . add (new Coin ( coinImage , coinImage . getWidth ( null ) /9 , coinImage . getHeight ( null )
,1080 ,170−40) ) ;
89 co ins . add (new Coin ( coinImage , coinImage . getWidth ( null ) /9 , coinImage . getHeight ( null )
,1110 ,220−40) ) ;
90 co ins . add (new Coin ( coinImage , coinImage . getWidth ( null ) /9 , coinImage . getHeight ( null )
,1140 ,270−40) ) ;
91
92 co ins . add (new Coin ( coinImage , coinImage . getWidth ( null ) /9 , coinImage . getHeight ( null ) ,960 ,450 ) )
;
93 co ins . add (new Coin ( coinImage , coinImage . getWidth ( null ) /9 , coinImage . getHeight ( null ) ,1000 ,450 )
) ;
94
95 plat forms . add (new Platform (4 ,2 , platformImage , platformImage . getWidth ( null ) /5 ,
96 platformImage . getHeight ( null ) ,1170 ,450 ) ) ; / / p 1
97 co ins . add (new Coin ( coinImage , coinImage . getWidth ( null ) /9 , coinImage . getHeight ( null )
,1170+16 ,450−40) ) ;
98 plat forms . add (new Platform (4 ,2 , platformImage , platformImage . getWidth ( null ) /5 ,
99 platformImage . getHeight ( null ) ,1320 ,400 ) ) ; / / p 2
100 co ins . add (new Coin ( coinImage , coinImage . getWidth ( null ) /9 , coinImage . getHeight ( null )
,1320+16 ,400−40) ) ;
101 plat forms . add (new Platform (4 ,2 , platformImage , platformImage . getWidth ( null ) /5 ,
102 platformImage . getHeight ( null ) ,1470 ,350 ) ) ; / / p 3
103 plat forms . add (new Platform (4 ,2 , platformImage , platformImage . getWidth ( null ) /5 ,
104 platformImage . getHeight ( null ) ,1480 ,240 ) ) ; / / p 3 midt
105 co ins . add (new Coin ( coinImage , coinImage . getWidth ( null ) /9 , coinImage . getHeight ( null )
,1480−40 ,240−4) ) ;
106 co ins . add (new Coin ( coinImage , coinImage . getWidth ( null ) /9 , coinImage . getHeight ( null )
,1480+40+40 ,240−4) ) ;
107 plat forms . add (new Platform (4 ,2 , platformImage , platformImage . getWidth ( null ) /5 ,
108 platformImage . getHeight ( null ) ,1490 ,130 ) ) ; / / p 3 ov e r
109 co ins . add (new Coin ( coinImage , coinImage . getWidth ( null ) /9 , coinImage . getHeight ( null )
,1490−40 ,130−4) ) ;
110 co ins . add (new Coin ( coinImage , coinImage . getWidth ( null ) /9 , coinImage . getHeight ( null )
,1490+40+40 ,130−4) ) ;
111
112 plat forms . add (new Platform (4 ,2 , platformImage , platformImage . getWidth ( null ) /5 ,
113 platformImage . getHeight ( null ) ,1760 ,350 ) ) ; / / p 1 mål ( f ø r )
114 co ins . add (new Coin ( coinImage , coinImage . getWidth ( null ) /9 , coinImage . getHeight ( null )
,1760 ,350−40) ) ;
115 co ins . add (new Coin ( coinImage , coinImage . getWidth ( null ) /9 , coinImage . getHeight ( null )
,1760+40 ,350−40) ) ;
116 plat forms . add (new Platform (4 ,2 , platformImage , platformImage . getWidth ( null ) /5 ,
117 platformImage . getHeight ( null ) ,1840 ,270 ) ) ; / / p 2 mål
118
119 enemies . add (new EnemyCharacter ( enemyImage , enemyImage . getWidth ( null ) , enemyImage . getHeight (
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null ) , 285 ,450 ,285 ,550 ) ) ; / / 1 . nede
120 enemies . add (new EnemyCharacter ( enemyImage , enemyImage . getWidth ( null ) , enemyImage . getHeight (
null ) , 200 ,200 ,200 ,550 ) ) ; / / 2 . ø v r e
121 enemies . add (new EnemyCharacter ( enemyImage , enemyImage . getWidth ( null ) , enemyImage . getHeight (
null ) , 650 ,400 ,650 ,900 ) ) ; / / under l ang b l o k
122 enemies . add (new EnemyCharacter ( enemyImage , enemyImage . getWidth ( null ) , enemyImage . getHeight (
null ) , 650 ,100 ,650 ,900 ) ) ; / / o v e r l ang b l o k
123 enemies . add (new EnemyCharacter ( enemyImage , enemyImage . getWidth ( null ) , enemyImage . getHeight (
null ) , 900 ,480 ,900 ,1100 ) ) ; / / v o g t e r de t o mønter
124 enemies . add (new EnemyCharacter ( enemyImage , enemyImage . getWidth ( null ) , enemyImage . getHeight (
null ) , 1400 ,300 ,1400 ,1800 ) ) ; / / n e d e r s t ved s l u t
125 enemies . add (new EnemyCharacter ( enemyImage , enemyImage . getWidth ( null ) , enemyImage . getHeight (
null ) , 1550 ,120 ,1550 ,1850 ) ) ; / / ø v e r s t ved s l u t
126
127 goal = new Spr i t e ( goalImage , goalImage . getWidth ( null ) , goalImage . getHeight ( null ) ) ;
128 water = new Water (50 , 5 , waterImage , 16 , 16 ) ;
129 water . in i tWater ( ) ;
130
131 append ( water ) ;
132 append ( goal ) ;
133
134 for ( Platform platform : plat forms ) {
135 append ( platform ) ;
136 }
137
138 for ( EnemyCharacter enemy : enemies ) {
139 enemy . s t a r t ( ) ;
140 append (enemy) ;
141 }
142
143 for ( Coin coin : co ins ) {
144 coin . s t a r t ( ) ;
145 append ( coin ) ;
146 }
147
148 for ( in t i = 0 ; i <grounds . s i z e ( ) ; i ++) {
149 grounds . get ( i ) . s e t Po s i t i on ( j , ( canvasHeight − grounds . get ( i ) . getHeight ( ) ) ) ;
150 backgrounds . get ( i ) . s e t Po s i t i on ( j , grounds . get ( i ) . getY ( )−backgrounds . get ( i ) . getHeight ( ) ) ;
151 j += 640 ; / / P i x e l b r edden på e t ground o b j e k t (40 c o l o nn e r gange 16 p i x e l )
152 append ( backgrounds . get ( i ) ) ;
153 append ( grounds . get ( i ) ) ;
154 }
155
156 goal . s e tPo s i t i on (1865 ,220 ) ;
157 water . s e tPo s i t i on ( j , ( canvasHeight − water . getHeight ( ) ) ) ;
158 setViewWindow (viewWindowX , 0 , canvasWidth , canvasHeight ) ;
159 }
160
161 / * *
162 * Denne k l a s s e f l y t t e r den s y n l i g d e l a f banen ved h jæ lp a f setViewWindow ( ) metoden
163 * @param sp e e d Det s k r i d t v indu e t f l y t t e s med
164 * /
165 public void moveRight ( in t speed )
166 {
167 setViewWindow (viewWindowX , 0 , canvasWidth , canvasHeight ) ;
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168 viewWindowX += speed ;
169 }
170
171 / * *
172 * Denne k l a s s e f l y t t e r den s y n l i g d e l a f banen ved h jæ lp a f setViewWindow ( ) metoden
173 * @param sp e e d Det s k r i d t v indu e t f l y t t e s med
174 * /
175 public void moveLeft ( in t speed )
176 {
177 setViewWindow (viewWindowX , 0 , canvasWidth , canvasHeight ) ;
178 viewWindowX −= speed ;
179 }
180
181 / *
182 * @return Re tu rn e r e r backgrounds Ar r ayL i s t en
183 * /
184 public ArrayList <Background> getBackground ( )
185 {
186 return backgrounds ;
187 }
188
189 / *
190 * @return Re tu rn e r e r grounds Ar r ayL i s t en
191 * /
192 public ArrayList <Ground> getGrounds ( )
193 {
194 return grounds ;
195 }
196
197 / *
198 * @return Re tu rn e r e r p l a t f o rm s Ar r ayL i s t en
199 * /
200 public ArrayList <Platform> getPla t forms ( )
201 {
202 return plat forms ;
203 }
204
205 / *
206 * @return Re tu rn e r e r c o i n s Ar r ayL i s t en
207 * /
208 public ArrayList <Coin> getCoins ( )
209 {
210 return co ins ;
211 }
212
213 / *
214 * @return Re tu rn e r e r enemi e s Ar r ayL i s t en
215 * /
216 public ArrayList <EnemyCharacter> getEnemies ( )
217 {
218 return enemies ;
219 }
220
221 / *
222 * @return Re tu rn e r e r wat e r t i l e n
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223 * /
224 public TiledLayer getWater ( )
225 {
226 return water ;
227 }
228 / *
229 * @return Re tu rn e r e r g o a l t i l e n
230 * /
231 public Spr i t e getGoal ( )
232 {
233 return goal ;
234 }
235
236 / *
237 * S t a r t e r an ima t i onen a f vand i wat e r
238 * /
239 public void animateWater ( ) {
240 water . animateTi le ( ) ;
241 }
242 } 
Shot.java
Shot nedarver fra Sprite, og håndterer skuddene fra den brugerstyrede figur. 
1 package topgame ;
2
3 import j ava . awt . * ;
4 import gameframework . * ;
5
6 / * *
7 * Denne k l a s s e o p r e t t e r de skud som den b r u g e r s t y r e d e f i g u r a f f y r e i s p i l l e t . K l a s s en n eda r v e r f r a
S p r i t e k l a s s e n og
8 * imp l emen t e r e Runnable i n t e r f a c e t .
9 * @author Jon Ni e l s en , Anders Sommer Chr i s t en s en , Sanne Bje rg , Rasmus Rasmussen
10 * /
11 public c l a s s Shot extends Spr i t e implements Runnable {
12 private in t shotSpeed , shotDis tance = 0 ;
13 private boolean a l i v e = f a l s e ;
14 private s t a t i c in t SHOT_LENGTH = 20 ;
15
16 / * *
17 * K l a s s e n s k o n s t r u k t ø r d e r o p r e t t e r i n s t a n s e r n e a f Shot . F ø r s t k a l d e s o v e r k l a s s e n s k o n s t r u k t ø r
og d e r e f t e r
18 * i n i t i a l i s e r e s n og l e a f k l a s s e n s v a r i a b l e r .
19 * @param shot Img B i l l e d e t d e r i n d e h o l d e r de f r ame s som b i l l e d e t b e s t å r a f
20 * @param xS t a r t Skudde t s y s t a r t k o o r d i n a t
21 * @param yS t a r t Skudde t s x s t a r t k o o r d i n a t
22 * @param sho tSp e e d Skudde t s h a s t i g h e d
23 * /
24 public Shot ( Image shotImg , in t xStar t , in t yStar t , in t shotSpeed ) {
25 super ( shotImg ) ;
26 th i s . shotSpeed = shotSpeed ;
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27 s e tPo s i t i on ( xS tar t , yS t a r t ) ;
28 def ineRe fe renceP ixe l ( getWidth ( ) , getY ( ) ) ;
29 }
30
31 / * *
32 * K l a s s e n s run ( ) metode . Metoden k a l d e r o v e r k l a s s e n s move ( ) metode og k l a s s e n s c h e c kD i s t a n c e ( )
metode
33 * /
34 public void run ( ) {
35 in t threadDelay = 50 ;
36
37 while ( a l i v e ) {
38 move( shotSpeed , 0 ) ;
39 checkDistance ( ) ;
40
41 t ry {
42 Thread . s leep ( threadDelay ) ;
43 }
44 catch ( InterruptedExcept ion e ) {
45 System . out . p r in t ( e ) ;
46 }
47 }
48 }
49
50 / * *
51 * K l a s s e n s s t a r t metode d e r s æ t t e r v a r i a b l e n a l i v e t i l t r u e og o p r e t t e r en ny t r å d . Samt id ig
k a l d e s t r å d e n s s t a r t ( )
52 * metode
53 * /
54 public void s t a r t ( ) {
55 a l i v e = t rue ;
56 Thread t = new Thread ( th i s ) ;
57 t . s t a r t ( ) ;
58 }
59
60 / *
61 * Metoden s t o p p e r s kud e t
62 * /
63 public void stopShot ( ) {
64 a l i v e = f a l s e ;
65 s e tV i s i b l e ( f a l s e ) ;
66 }
67
68 / *
69 * Metoden c h e c k e r om s kud e t e r nå e t så l a n g t d e t s k a l , og s t o p p e r d e t i d e t t i l f æ l d e
70 * /
71 public void checkDistance ( ) {
72 i f ( shotDis tance < SHOT_LENGTH) {
73 shotDis tance ++;
74 }
75 e lse {
76 stopShot ( ) ;
77 }
78 }
79 } 
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Dette bilag indeholder kildekoden fra det simple muTank-spil. Koden er en direkte kopi, og kan findes
via følgende henvisning, [Knudsen, 2003a]. Spileksemplet er udviklet i Java ME, MIDP 2.0, og kan derfor
kun køres direkte på en PC ved installation af Jave ME udviklingsprogrammer der bl.a. kan findes på
Sun’s hjemmeside, www.sun.com. Alle filer i forbindelse med dette spil er også at finde på den vedlagte
CD, se bilag D
Spillet bliver, af Jonathan Knudsen, brugt som simpelt eksempel på hvad man kan få ud af MIDP
frameworket. Vi benytter selv samme eksemplet, og har en række kodefragmenter i afsnit 2, hvorfor
dette bilag er medtaget.
MicroTankCanvas.java 
1 / * L i c e n s e
2 *
3 * Copyr igh t 1994−2004 Sun Microsystems , Inc . A l l R i gh t s Re s e rv ed .
4 *
5 * R e d i s t r i b u t i o n and use in s ou r c e and b in a ry forms , wi th or w i thou t
6 * m o d i f i c a t i o n , a r e p e rm i t t e d p r o v i d e d t h a t t h e f o l l ow i n g c o n d i t i o n s
7 * a r e met :
8 *
9 * * R e d i s t r i b u t i o n o f s o u r c e c od e must r e t a i n t h e above c o p y r i g h t n o t i c e ,
10 * t h i s l i s t o f c o n d i t i o n s and t h e f o l l ow i n g d i s c l a i m e r .
11 *
12 * * R e d i s t r i b u t i o n in b in a r y form must r e p r o du c e t h e above c o p y r i g h t n o t i c e ,
13 * t h i s l i s t o f c o n d i t i o n s and t h e f o l l ow i n g d i s c l a i m e r in t h e
14 * do cumenta t i on and / o r o t h e r m a t e r i a l s p r o v i d e d with t h e d i s t r i b u t i o n .
15 *
16 * Ne i t h e r t h e name o f Sun Microsystems , Inc . o r t h e names o f c o n t r i b u t o r s
17 * may be used t o end o r s e o r promote p r o du c t s d e r i v e d from t h i s s o f tw a r e
18 * w i thou t s p e c i f i c p r i o r w r i t t e n p e rm i s s i o n .
19 *
20 * Th i s s o f tw a r e i s p r o v i d e d "AS IS , " w i thou t a warranty o f any k ind . ALL
21 * EXPRESS OR IMPLIED CONDITIONS, REPRESENTATIONS AND WARRANTIES, INCLUDING
22 * ANY IMPLIED WARRANTY OF MERCHANTABILITY, FITNESS FOR A PARTICULAR PURPOSE
23 * OR NON−INFRINGEMENT, ARE HEREBY EXCLUDED. SUN MICROSYSTEMS, INC . ("SUN")
24 * AND ITS LICENSORS SHALL NOT BE LIABLE FOR ANY DAMAGES SUFFERED BY LICENSEE
25 * AS A RESULT OF USING, MODIFYING OR DISTRIBUTING THIS SOFTWARE OR ITS
26 * DERIVATIVES . IN NO EVENT WILL SUN OR ITS LICENSORS BE LIABLE FOR ANY LOST
27 * REVENUE, PROFIT OR DATA, OR FOR DIRECT , INDIRECT , SPECIAL , CONSEQUENTIAL,
28 * INCIDENTAL OR PUNITIVE DAMAGES, HOWEVER CAUSED AND REGARDLESS OF THE THEORY
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29 * OF LIABILITY , ARISING OUT OF THE USE OF OR INABILITY TO USE THIS SOFTWARE,
30 * EVEN IF SUN HAS BEEN ADVISED OF THE POSSIBILITY OF SUCH DAMAGES.
31 *
32 * You acknowl edge t h a t t h i s s o f tw a r e i s not d e s i gned , l i c e n s e d or i n t e nd e d
33 * f o r use in t h e de s ign , c o n s t r u c t i o n , o p e r a t i o n or ma in t enance o f any
34 * nu c l e a r f a c i l i t y .
35 * /
36
37 import j ava . io . IOException ;
38
39 import j avax . microedi t ion . l cdu i . * ;
40 import j avax . microedi t ion . l cdu i . game . * ;
41
42 public c l a s s MicroTankCanvas
43 extends GameCanvas
44 implements Runnable {
45 private vo l a t i l e boolean mTrucking ;
46 private MicroTankSprite mTank ;
47 private TiledLayer mBoard ;
48
49 private LayerManager mLayerManager ;
50
51 public MicroTankCanvas ( ) throws IOException {
52 super ( t rue ) ;
53
54 mTank = createTank ( ) ;
55 mTank . s e tPo s i t i on (0 , 24 ) ;
56 mBoard = createBoard ( ) ;
57
58 mLayerManager = new LayerManager ( ) ;
59 mLayerManager . append (mTank) ;
60 mLayerManager . append (mBoard ) ;
61 }
62
63 private MicroTankSprite createTank ( ) throws IOException {
64 Image image = Image . createImage ( "/tank . png" ) ;
65 return new MicroTankSprite ( image , 32 , 32 ) ;
66 }
67
68 private TiledLayer createBoard ( ) throws IOException {
69 Image image = Image . createImage ( "/board . png" ) ;
70 TiledLayer t i l edLayer = new TiledLayer (10 , 10 , image , 16 , 16 ) ;
71
72 in t [ ] map = {
73 1 , 1 , 1 , 1 , 11 , 0 , 0 , 0 , 0 , 0 ,
74 0 , 0 , 0 , 0 , 0 , 0 , 0 , 0 , 0 , 0 ,
75 0 , 0 , 0 , 0 , 0 , 0 , 0 , 0 , 0 , 0 ,
76 0 , 0 , 0 , 0 , 9 , 0 , 0 , 0 , 0 , 0 ,
77 0 , 0 , 0 , 0 , 1 , 0 , 0 , 0 , 0 , 0 ,
78 0 , 0 , 0 , 7 , 1 , 0 , 0 , 0 , 0 , 0 ,
79 1 , 1 , 1 , 1 , 6 , 0 , 0 , 0 , 0 , 0 ,
80 0 , 0 , 0 , 0 , 0 , 0 , 0 , 7 , 11 , 0 ,
81 0 , 0 , 0 , 0 , 0 , 0 , 7 , 6 , 0 , 0 ,
82 0 , 0 , 0 , 0 , 0 , 7 , 6 , 0 , 0 , 0
83 } ;
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84
85 for ( in t i = 0 ; i < map . length ; i ++) {
86 in t column = i % 10 ;
87 in t row = ( i − column ) / 10 ;
88 t i l edLayer . s e tCe l l ( column , row , map[ i ] ) ;
89 }
90
91 return t i l edLayer ;
92 }
93
94 public void s t a r t ( ) {
95 mTrucking = t rue ;
96 Thread t = new Thread ( th i s ) ;
97 t . s t a r t ( ) ;
98 }
99
100 public void run ( ) {
101 Graphics g = getGraphics ( ) ;
102
103 in t t imeStep = 80 ;
104
105 while (mTrucking ) {
106 long s t a r t = System . currentTimeMil l i s ( ) ;
107
108 t i c k ( ) ;
109 input ( ) ;
110 render ( g ) ;
111
112 long end = System . currentTimeMil l i s ( ) ;
113 in t durat ion = ( in t ) ( end − s t a r t ) ;
114
115 debug (g , durat ion * 100 / timeStep ) ;
116
117 i f ( durat ion < timeStep ) {
118 t ry { Thread . s leep ( timeStep − durat ion ) ; }
119 catch ( InterruptedExcept ion i e ) { stop ( ) ; }
120 }
121 }
122 }
123
124 private void t i c k ( ) {
125 i f (mTank . co l l idesWith (mBoard , t rue ) )
126 mTank . undo ( ) ;
127 }
128
129 private void input ( ) {
130 in t keySta tes = getKeyStates ( ) ;
131 i f ( ( keySta tes & LEFT_PRESSED) != 0 ) mTank . turn (−1) ;
132 e lse i f ( ( keySta tes & RIGHT_PRESSED) != 0 ) mTank . turn ( 1 ) ;
133 e lse i f ( ( keySta tes & UP_PRESSED) != 0 ) mTank . forward ( 2 ) ;
134 e lse i f ( ( keySta tes & DOWN_PRESSED) != 0 ) mTank . forward (−2) ;
135 }
136
137 private void render ( Graphics g ) {
138 in t w = getWidth ( ) ;
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139 in t h = getHeight ( ) ;
140
141 g . se tColor (0 x f f f f f f ) ;
142 g . f i l l R e c t (0 , 0 , w, h ) ;
143
144 in t x = (w − 160 ) / 2 ;
145 in t y = (h − 160 ) / 2 ;
146
147 mLayerManager . pa int ( g , x , y ) ;
148
149 g . se tColor (0 x000000 ) ;
150 g . drawRect ( x , y , 160 , 160 ) ;
151
152 f lushGraphics ( ) ;
153 }
154
155 private void debug ( Graphics g , in t percent ) {
156 in t w = getWidth ( ) ;
157 in t h = getHeight ( ) ;
158
159 S t r ingBuf f e r sb = new S t r ingBuf f e r ( ) ;
160 sb . append ( In teger . t oS t r ing ( percent ) ) ;
161 sb . append ( ’%’ ) ;
162 S t r ing s = sb . t oS t r ing ( ) ;
163
164 Font font = g . getFont ( ) ;
165 in t sw = font . str ingWidth ( s ) + 2 ;
166 in t sh = font . getHeight ( ) ;
167
168 / / Draw th e r end e r c a p a c i t y .
169 g . se tColor (0 x f f f f f f ) ;
170 g . f i l l R e c t (w − sw , h − sh , sw , sh ) ;
171 g . se tColor (0 x000000 ) ;
172 g . drawRect (w − sw , h − sh , sw , sh ) ;
173 g . drawString ( " " + percent + "%" , w, h ,
174 Graphics .RIGHT | Graphics .BOTTOM) ;
175
176 f lushGraphics ( ) ;
177 }
178
179 public void stop ( ) {
180 mTrucking = f a l s e ;
181 }
182 } 
MicroTankMIDlet.java 
1 / * L i c e n s e
2 *
3 * Copyr igh t 1994−2004 Sun Microsystems , Inc . A l l R i gh t s Re s e rv ed .
4 *
5 * R e d i s t r i b u t i o n and use in s ou r c e and b in a ry forms , wi th or w i thou t
6 * m o d i f i c a t i o n , a r e p e rm i t t e d p r o v i d e d t h a t t h e f o l l ow i n g c o n d i t i o n s
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7 * a r e met :
8 *
9 * * R e d i s t r i b u t i o n o f s o u r c e c od e must r e t a i n t h e above c o p y r i g h t n o t i c e ,
10 * t h i s l i s t o f c o n d i t i o n s and t h e f o l l ow i n g d i s c l a i m e r .
11 *
12 * * R e d i s t r i b u t i o n in b in a r y form must r e p r o du c e t h e above c o p y r i g h t n o t i c e ,
13 * t h i s l i s t o f c o n d i t i o n s and t h e f o l l ow i n g d i s c l a i m e r in t h e
14 * do cumenta t i on and / o r o t h e r m a t e r i a l s p r o v i d e d with t h e d i s t r i b u t i o n .
15 *
16 * Ne i t h e r t h e name o f Sun Microsystems , Inc . o r t h e names o f c o n t r i b u t o r s
17 * may be used t o end o r s e o r promote p r o du c t s d e r i v e d from t h i s s o f tw a r e
18 * w i thou t s p e c i f i c p r i o r w r i t t e n p e rm i s s i o n .
19 *
20 * Th i s s o f tw a r e i s p r o v i d e d "AS IS , " w i thou t a warranty o f any k ind . ALL
21 * EXPRESS OR IMPLIED CONDITIONS, REPRESENTATIONS AND WARRANTIES, INCLUDING
22 * ANY IMPLIED WARRANTY OF MERCHANTABILITY, FITNESS FOR A PARTICULAR PURPOSE
23 * OR NON−INFRINGEMENT, ARE HEREBY EXCLUDED. SUN MICROSYSTEMS, INC . ("SUN")
24 * AND ITS LICENSORS SHALL NOT BE LIABLE FOR ANY DAMAGES SUFFERED BY LICENSEE
25 * AS A RESULT OF USING, MODIFYING OR DISTRIBUTING THIS SOFTWARE OR ITS
26 * DERIVATIVES . IN NO EVENT WILL SUN OR ITS LICENSORS BE LIABLE FOR ANY LOST
27 * REVENUE, PROFIT OR DATA, OR FOR DIRECT , INDIRECT , SPECIAL , CONSEQUENTIAL,
28 * INCIDENTAL OR PUNITIVE DAMAGES, HOWEVER CAUSED AND REGARDLESS OF THE THEORY
29 * OF LIABILITY , ARISING OUT OF THE USE OF OR INABILITY TO USE THIS SOFTWARE,
30 * EVEN IF SUN HAS BEEN ADVISED OF THE POSSIBILITY OF SUCH DAMAGES.
31 *
32 * You acknowl edge t h a t t h i s s o f tw a r e i s not d e s i gned , l i c e n s e d or i n t e nd e d
33 * f o r use in t h e de s ign , c o n s t r u c t i o n , o p e r a t i o n or ma in t enance o f any
34 * nu c l e a r f a c i l i t y .
35 * /
36
37 import j ava . io . IOException ;
38
39 import j avax . microedi t ion . l cdu i . * ;
40 import j avax . microedi t ion . midlet . MIDlet ;
41
42 public c l a s s MicroTankMIDlet
43 extends MIDlet
44 implements CommandListener {
45 private MicroTankCanvas mMicroTankCanvas ;
46
47 public void startApp ( ) {
48 i f (mMicroTankCanvas == null ) {
49 t ry {
50 mMicroTankCanvas = new MicroTankCanvas ( ) ;
51 mMicroTankCanvas . s t a r t ( ) ;
52 Command exitCommand = new Command( " Ex i t " , Command. EXIT , 0 ) ;
53 mMicroTankCanvas . addCommand( exitCommand ) ;
54 mMicroTankCanvas . setCommandListener ( th i s ) ;
55 }
56 catch ( IOException ioe ) {
57 System . out . p r i n t l n ( ioe ) ;
58 }
59 }
60
61 Display . getDisplay ( th i s ) . se tCurrent (mMicroTankCanvas ) ;
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62 }
63
64 public void pauseApp ( ) { }
65
66 public void destroyApp ( boolean uncondit ional ) {
67 i f (mMicroTankCanvas != null )
68 mMicroTankCanvas . stop ( ) ;
69 }
70
71 public void commandAction (Command c , Displayable s ) {
72 i f ( c . getCommandType ( ) == Command. EXIT ) {
73 destroyApp ( t rue ) ;
74 not i fyDestroyed ( ) ;
75 }
76 }
77 } 
MicroTankSprite.java 
1 / * L i c e n s e
2 *
3 * Copyr igh t 1994−2004 Sun Microsystems , Inc . A l l R i gh t s Re s e rv ed .
4 *
5 * R e d i s t r i b u t i o n and use in s ou r c e and b in a ry forms , wi th or w i thou t
6 * m o d i f i c a t i o n , a r e p e rm i t t e d p r o v i d e d t h a t t h e f o l l ow i n g c o n d i t i o n s
7 * a r e met :
8 *
9 * * R e d i s t r i b u t i o n o f s o u r c e c od e must r e t a i n t h e above c o p y r i g h t n o t i c e ,
10 * t h i s l i s t o f c o n d i t i o n s and t h e f o l l ow i n g d i s c l a i m e r .
11 *
12 * * R e d i s t r i b u t i o n in b in a r y form must r e p r o du c e t h e above c o p y r i g h t n o t i c e ,
13 * t h i s l i s t o f c o n d i t i o n s and t h e f o l l ow i n g d i s c l a i m e r in t h e
14 * do cumenta t i on and / o r o t h e r m a t e r i a l s p r o v i d e d with t h e d i s t r i b u t i o n .
15 *
16 * Ne i t h e r t h e name o f Sun Microsystems , Inc . o r t h e names o f c o n t r i b u t o r s
17 * may be used t o end o r s e o r promote p r o du c t s d e r i v e d from t h i s s o f tw a r e
18 * w i thou t s p e c i f i c p r i o r w r i t t e n p e rm i s s i o n .
19 *
20 * Th i s s o f tw a r e i s p r o v i d e d "AS IS , " w i thou t a warranty o f any k ind . ALL
21 * EXPRESS OR IMPLIED CONDITIONS, REPRESENTATIONS AND WARRANTIES, INCLUDING
22 * ANY IMPLIED WARRANTY OF MERCHANTABILITY, FITNESS FOR A PARTICULAR PURPOSE
23 * OR NON−INFRINGEMENT, ARE HEREBY EXCLUDED. SUN MICROSYSTEMS, INC . ("SUN")
24 * AND ITS LICENSORS SHALL NOT BE LIABLE FOR ANY DAMAGES SUFFERED BY LICENSEE
25 * AS A RESULT OF USING, MODIFYING OR DISTRIBUTING THIS SOFTWARE OR ITS
26 * DERIVATIVES . IN NO EVENT WILL SUN OR ITS LICENSORS BE LIABLE FOR ANY LOST
27 * REVENUE, PROFIT OR DATA, OR FOR DIRECT , INDIRECT , SPECIAL , CONSEQUENTIAL,
28 * INCIDENTAL OR PUNITIVE DAMAGES, HOWEVER CAUSED AND REGARDLESS OF THE THEORY
29 * OF LIABILITY , ARISING OUT OF THE USE OF OR INABILITY TO USE THIS SOFTWARE,
30 * EVEN IF SUN HAS BEEN ADVISED OF THE POSSIBILITY OF SUCH DAMAGES.
31 *
32 * You acknowl edge t h a t t h i s s o f tw a r e i s not d e s i gned , l i c e n s e d or i n t e nd e d
33 * f o r use in t h e de s ign , c o n s t r u c t i o n , o p e r a t i o n or ma in t enance o f any
34 * nu c l e a r f a c i l i t y .
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35 * /
36
37 import j avax . microedi t ion . l cdu i . * ;
38 import j avax . microedi t ion . l cdu i . game . * ;
39
40 public c l a s s MicroTankSprite
41 extends Spr i t e {
42 private in t mDirection ;
43 private in t mKX, mKY;
44
45 private in t mLastDelta ;
46 private boolean mLastWasTurn ;
47
48 private s t a t i c f ina l in t [ ] kTransformLookup = {
49 Spr i t e .TRANS_NONE, Spr i t e .TRANS_NONE, Spr i t e .TRANS_NONE,
50 Spr i t e .TRANS_MIRROR_ROT90 ,
51 Spr i t e . TRANS_ROT90 , Sp r i t e . TRANS_ROT90 , Sp r i t e . TRANS_ROT90 ,
52 Spr i t e . TRANS_MIRROR_ROT180 ,
53 Spr i t e . TRANS_ROT180 , Sp r i t e . TRANS_ROT180 , Sp r i t e . TRANS_ROT180 ,
54 Spr i t e . TRANS_MIRROR_ROT270 ,
55 Spr i t e . TRANS_ROT270 , Sp r i t e . TRANS_ROT270 , Sp r i t e . TRANS_ROT270 ,
56 Spr i t e .TRANS_MIRROR
57 } ;
58
59 private s t a t i c f ina l in t [ ] kFrameLookup = {
60 0 , 1 , 2 , 1 ,
61 0 , 1 , 2 , 1 ,
62 0 , 1 , 2 , 1 ,
63 0 , 1 , 2 , 1
64 } ;
65
66 private s t a t i c f ina l in t [ ] kCosLookup = {
67 0 , 383 , 707 , 924 ,
68 1000 , 924 , 707 , 383 ,
69 0 , −383 , −707 , −924 ,
70 −1000 , −924 , −707 , −383
71 } ;
72
73 private s t a t i c f ina l in t [ ] kSinLookup = {
74 1000 , 924 , 707 , 383 ,
75 0 , −383 , −707 , −924 ,
76 −1000 , −924 , −707 , −383 ,
77 0 , 383 , 707 , 924
78 } ;
79
80 public MicroTankSprite ( Image image , in t frameWidth , in t frameHeight ) {
81 super ( image , frameWidth , frameHeight ) ;
82 def ineRe fe renceP ixe l ( frameWidth / 2 , frameHeight / 2 ) ;
83 mDirection = 0 ;
84 }
85
86 public void turn ( in t de l t a ) {
87 mDirection += de l t a ;
88 i f ( mDirection < 0 ) mDirection += 16 ;
89 i f ( mDirection > 15 ) mDirection %= 16 ;
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90
91 setFrame ( kFrameLookup [ mDirection ] ) ;
92 setTransform ( kTransformLookup [ mDirection ] ) ;
93
94 mLastDelta = de l t a ;
95 mLastWasTurn = t rue ;
96 }
97
98 public void forward ( in t de l t a ) {
99 fineMove ( kCosLookup [ mDirection ] * del ta ,
100 −kSinLookup [ mDirection ] * de l t a ) ;
101 mLastDelta = de l t a ;
102 mLastWasTurn = f a l s e ;
103 }
104
105 public void undo ( ) {
106 i f (mLastWasTurn )
107 turn(−mLastDelta ) ;
108 e lse
109 forward(−mLastDelta ) ;
110 }
111
112 private void fineMove ( in t kx , in t ky ) {
113 / / F i r s t i n i t i a l i z e mKX and mKY i f t h ey ’ r e
114 / / no t c l o s e enough t o t h e a c t u a l x and y .
115 in t x = getX ( ) ;
116 in t y = getY ( ) ;
117 in t errorX = Math . abs (mKX − x * 1000 ) ;
118 in t errorY = Math . abs (mKY − y * 1000 ) ;
119 i f ( errorX > 1000 || errorY > 1000 ) {
120 mKX = x * 1000 ;
121 mKY = y * 1000 ;
122 }
123 / / Now add t h e d e l t a s .
124 mKX += kx ;
125 mKY += ky ;
126 / / S e t t h e a c t u a l p o s i t i o n .
127 s e tPo s i t i on (mKX / 1000 , mKY / 1000 ) ;
128 }
129 } 
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D CD
Dette bilag beskriver den vedlagte CD, og dens indhold. CD’en er vedlagt hovedsagelig med det formål
at læseren kan afprøve framework og spil selv, for derved at danne sin egen vurdering af programmerne.
Nedenstående ses en komplet liste over hvad der findes på den vedlagte CD:
- Kildekode for det udviklede framework (se også bilag A).
- Kildekode for det udviklede spil (se også bilag B).
- Billeder og andre tillægsfiler der er nødvendige for selvstændig kompilering.
- Kildekode for Sun’s simple spileksempel, muTank (se også bilag C).
- Billeder og andre tillægsfiler der er nødvendige for selvstændig kompilering1.
- Seperat udskrift af javadoc’en.
- Videooptagede brugertests (se også kapitel 4).
- Denne rapport som pdf-fil.
1 Kompilering af dette spil kræver installation af en række Java ME, MIDP relaterede programmer.
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