Motivated by the cloud computing paradigm, and by key optimization problems in all-optical networks, we study two variants of the classic job interval scheduling problem, where a reusable resource is allocated to competing job intervals in a flexible manner. Each job, J i , requires the use of up to rmax(i) units of the resource, with a profit of p i ≥ 1 accrued for each allocated unit. The goal is to feasibly schedule a subset of the jobs so as to maximize the total profit. The resource can be allocated either in contiguous or non-contiguous blocks. These problems can be viewed as flexible variants of the well known storage allocation and bandwidth allocation problems.
BACKGROUND
Interval scheduling has a wide range of applications in computer science and in operations research (see, e.g., [8] ). We study two variants of the problem, where a reusable † This work was partly carried out during a visit to DIMACS supported by the National Science Foundation under grant number CCF-1144502. * A detailed version of this paper can be found in [7] .
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SPAA '16 July 11-13, 2016, Pacific Grove, CA, USA resource is allocated to competing job intervals in a flexible manner. The input to our problems consists of a set J of n jobs, where each job Ji ∈ J is associated with a half open real interval [si, ei), along which it requires the use of a limited resource. The amount of resource allocated to Ji can take any value up to rmax(i), and the profit accrued for each allocated unit is pi ≥ 1. The total amount of resource allocated at any time cannot exceed the available amount, W > 0.
In the flexible bandwidth allocation problem (fbap), we seek a feasible allocation which maximizes the total profit. In the flexible storage allocation problem (fsap), we add the requirement that the allocation to each job is a contiguous block of the resource. Motivation. Scheduling problems of this ilk arise naturally in scenarios where activities require a portion of an available resource with some revenue associated with the allocated amount. In the cloud computing paradigm the resource can be servers in a large computing cluster, storage capacity, or bandwidth allocated to time-critical jobs (see, e.g. [6] ).
In flexgrid all-optical networks, the resource is the available spectrum of light that is divided into frequency intervals of variable width (see, e.g., [5] ). Several high-speed signals connecting different source-destination pairs may share a link, provided they are assigned disjoint sub-spectra (see, e.g., [10] ). Given a path network and a set of connection requests, represented by intervals, each associated with a profit per allocated spectrum unit and a maximum bandwidth requirement, we need to feasibly allocate frequencies to the requests, with the goal of maximizing the total profit. In the fbap variant the sub-spectra allocated to each request need not be contiguous, while in the fsap variant each request requires a contiguous frequency spectrum. Related Work. The classic interval scheduling problem, where each interval requires all of the resource for its execution, is solvable in O(n log n) time [1] . The storage allocation problem (sap), which is strongly NP-hard, was first studied in [1, 9] . Bar-Noy et al. [1] presented an approximation algorithm that yields a ratio of 7, with subsequent improvements and results for subclasses of instances. The best known result is a (2 + ε)-approximation algorithm due to [11] . The bandwidth allocation problem (bap) is known to be strongly NP-hard, already for uniform profits [4] . The best known result for bap is an LP-based (2 + ε)-approximation algorithm due to Chekuri et al. [3] . Both bap and sap have been studied also in the nonuniform resource case, where the amount of available resource may change over time (see [7] and the references therein).
The flexible variants of sap and bap were introduced by Shalom et al. [13] . The authors study instances where each job interval Ji has a minimum and a maximum resource requirement, satisfying 0 ≤ rmin(i) < rmax(i) ≤ W , for which they show that fbap can be solved in polynomial time. The paper also presents a 4 3 -approximation algorithm for fsap instances in which the input graph is proper, and rmin(i) ≤
, for all i. The paper [12] shows that fsap is NP-hard even when rmin(i) = 0 for all i, and presents a (2 + ε)-approximation algorithm for such instances. In the more general case, where each interval has a minimum and a maximum resource requirement, fbap and fsap can be approximated within factor 3 and 3 + ε, respectively [11] .
OUR CONTRIBUTION
For fbap we uncover an interesting relation to the paging problem that leads to a simple O(n log n) algorithm for uniform profit instances. This improves the running time of the algorithm for fbap due to [13] , which uses flow techniques. Theorem 1. Algorithm Paging fba runs in O(n log n) time and finds an optimal allocation for fbap instances with arbitrary rmin(i) < rmax(i), and pi = 1 for all 1 ≤ i ≤ n. For fsap we present approximation algorithms for several subclasses, as well as an improved hardness result. + ε)-approximation algorithm on any instance in which the job intervals form a proper interval graph.
Theorem 3. fsap is strongly NP-hard even if rmax(i) = 3 and pi = 1, for all 1 ≤ i ≤ n, and W is not divisible by 3.
We derive the best possible positive result for such instances.
Theorem 4. fsap admits a PTAS on instances where rmax(i) = Max for some 1 ≤ Max ≤ W , and pi = 1 for all 1 ≤ i ≤ n.
GENERALIZED FBAP AND PAGING
Consider a generalized version of fbap, where each job Ji has also a lower bound rmin(i) on the amount of resource it is allocated. We show that when all jobs have the same profit per allocated resource unit, the problem can be solved by an efficient algorithm based on Belady's well known algorithm for offline paging [2] . We use coloring terminology when referring to the assignment of resource to the jobs, and each available resource unit is represented by a distinct color.
We view the available colors as slots in fast memory, and each job (interval) Ji as rmax(i) pairs of requests for pages in the main memory. Each such pair of requests is associated with a distinct page: one request at si and one at ei − 1. We now apply Belady's offline paging algorithm: if a page remains in the fast memory between the two times it was requested, then the color that corresponds to its fast memory slot is allocated to the corresponding job. To ensure feasibility, at least rmin(i) colors are allocated to each Ji. The optimality of the paging algorithm implies the optimality of the solution for our fba instance.
The algorithm, Paging fba, is implemented iteratively by scanning the endpoints of the intervals from left to right. When Paging fba scans si, it first assigns rmin(i) colors to Ji, starting with the available colors. If less than rmin(i) colors are available at si, Paging fba examines the intervals intersecting Ji at si in decreasing order of right endpoints, and feasibly decreases the number of colors assigned to the corresponding jobs and reassigns them to Ji, until Ji is allocated rmin(i) colors. The feasibility of the instance implies that so many colors can be reassigned.
Next, Paging fba allocates up to rmax(i) − rmin(i) additional colors to job Ji. If rmax(i) − rmin(i) colors are available at si, then they are assigned to Ji. Otherwise, Paging fba follows Belady's algorithm to potentially assign additional colors to Ji. Paging fba examines the intervals intersecting Ji at si, and in case there are such intervals with right endpoint larger than ei, it feasibly decreases the number of colors assigned to intervals with the largest right endpoints (furthest in the future), and increases the number of colors assigned to Ji, up to rmax(i).
When Paging fba scans ei, the right endpoint of an interval Ji, the colors assigned to Ji are released and become available.
