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Abstract 
DecisionNet is a distributed, Web-based electronic mar-
ket for decision technologies such as data, models, so-
lution algorithms, and modeling environments. Con-
sumer-provider interactions are facilitated by model 
management software agents provided by Decision-
Net. To illustrate different approaches for design-
ing this agent functionality, we present two agents 
that embody different designs for mediating consumer 
and provider interaction with the AMPL and GAMS 
modeling environments. The AMPL agent is lean, 
and places significant knowledge and reasoning requi-
rements on both providers (when registering a tech-
nology) and consumers (when using technologies). In 
contrast,the GAMS agent encapsulates knowledge of 
the GAMS language and modeling environment to fa-
cilitate registration of models by providers and to cre-
ate a run time interface to models for consumers. We 
discuss the relative advantages of both approaches and 
argue for the need to incorporate them into environ-
ments such as DecisionNet. 
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1 Introduction 
The explosive growth of the World Wide Web [3] cre-
ates new opportunities for the development and de-
ployment of decision tech1llologies for and by organiza-
tions and individuals [1, 2, 9, 10, 11]. The DecisionNet 
project [4, 5] aims to improve the usability, interoper-
ability, and reusability of decision technologies, by ex-
ploiting this growth of the Web. DecisionNet is avail-
able on the World Wide Web at http://dnet.sm.nps.-
navy.milf. 
Fundamental to the DecisionNet concept is the 
idea that decision technologies be treated as objects 
(services) that can be useclwithout having to be owned 
by consumers, thus adding a use option to the make 
and buy options that potential consumers tradition-
ally have. While DecisioDLNet presently is a non-com-
mercial research prototype, a logical conclusion of the 
DecisionNet idea is the establishment of an electronic 
marketplace for the dissemination and use of decision 
technologies. 
To a user of decision technologies, DecisionNet is a 
distributed collection of decision technologies, each of 
which is accessible and e:xecutable over a global net-
work, in this case the Wo:rld Wide Web. The technolo-
gies in DecisionNet are owned and maintained by var-
ious technology provider!! on their own computational 
platforms, and are listed in the collection through a 
registration process directed by software agents. Tech-
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registration; execution occurs on the provider's ma-
chines, and problem-specific input and output data is 
exchanged via HTML (HyperText Markup Language) 
forms, e-mail, or the Internet's file transfer protocols. 
These agent features and capabilities may be thought 
of as model management procedures in a distributed 
modeling setting. 
In this paper, we focus on the the analysis and 
design of these software agents. The requirements for 
agent functionality may be understood by examining 
the following questions. 
What is the consumer's level of knowledge about deci-
sion technologies'? 
The level of support that DecisionNet agents are 
programmed to provide to consumers is a function of 
the assumptions made about the knowledge that the 
consumer has about decision technologies. 
What is the technology available to the consumer'? 
The technology available to the consumer deter-
mines the interface to the technologies available in De-
cisionN et. 
What are the technical capabilities of decision technol-
ogy providers? 
Since technologies are maintained by providers on 
their computational platforms, the degree of support 
desired or required by these providers to create inter-
faces to their technologies determines agent function-
ality. 
What role is to be played by DecisionNet? Are these 
agents to be implemented by technology providers or 
are they to be implemented as an infrastructural ser-
vice by DecisionNet? 
Agents provided by DecisionNet as an infrastruc-
tural service can reduce barriers to entry into De-
cisionNet for both consumers and providers. They can 
also mediate transactions and provide a set of cen-
tralized services such as internet protocol assistance 
and billing. However, their development can consti-
tute significant effort, and providers with the capabil-
ity may choose to develop their own agents. 
To provide substantive context, we discuss the anal-
ysis and design of two software agents that facilitate 
interaction with optimization models and associated 
modeling environments (AMPL [8] and GAMS [6, 7]) 
in DecisionNet. These agents embody different de-
signs and are based on a different set of assumptions 
and answers to the questions listed above. 
The rest of the paper is organized as follows. We 
begin with two simple examples in §2 which we use 
architecture and discuss two key transactions: the ad-
dition of decision technologies by providers and the 
execution of these t(;)chnologies by consumers. We 
then discuss, in §4 and §5, the design and analysis of 
two software agents-the AMPL agent and the GA-
MS agent, respectively. In each case, in addition to 
the technical issues, we also discuss the implications 
their designs have for barriers to entry into Decision-
Net for consumers and providers. We conclude with 
thoughts on future research issues. 
2 Problem Scenarios 
2.1 Example I 
A small-sized University is faced with a final examina-
tion scheduling problem. An analyst at the registrar's 
office responsible for the creation of the schedule de-
cides to develop a mathematical programming model 
to solve her problem. She formulates the model and 
states it using the AMPL modeling language {8}. She 
develops a data file required to instantiate the model in 
the AMPL syntax. She now looks for an AMPL en-
vironment to solve her model in the DecisionNet yel-
low pages on the World Wide Web. Upon searching 
the yellow pages, she discovers an AMPL modeling 
environment. She browses through some descriptive 
information about it and is satisfied that it can be used 
to solve her model. She double clicks on the entry in 
the DecisionNet yellow pages. She receives an HTML 
form which requests the location of the AMPL model 
file, data file and command file. She moves the files 
she has developed to her FTP (File Transfer Protocol) 
server and supplies the URL of these files in the form. 
She submits this request and after a short period of 
time receives the result of the AMPL execution. She 
examines the results, makes some modifications to the 
AMPL model and data files and resubmits the files for 
execution. Satisfied with the results, she saves the re-
sults and creates an examination schedule using the 
results of her model. 
Let us summarize the main features of this scenario 
in terms of the questions presented in §1. We will 
use this characterization to motivate the design of the 
AMPL agent in DecisionNet. 
What is the consumer's level of knowledge about deci-
sion technologies? 
In this scenario, the consumer is knowledgeable 
about mathematical programming methodology, mod-
els, and modeling languages such as AMPL. The ana-
lyst formulates the model, states it in the AMPL lan-
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ing environment. 
What is the technology available to the consumer? 
In addition to a Web browser, the analyst has an 
anonymous FTP server available to her. She places 
the AMPL files that she has developed on this server 
in order to make it available for execution on the AM-
PL environment listed in the DecisionNet pages. 
What are the technical capabilities of decision technol-
ogy providers? 
The scenario does not discuss this issue in detail. 
However, it is clear that the provider, in this case of 
the AMPL modeling environment, has developed an 
HTML form-based interface to the environment. Fur-
ther, the provider has developed an internet assistant 
that can fetch files from remote FTP servers and in-
voke the AMPL environment with the appropriate pa-
rameters. 
What role is played by DecisionNet? 
The role played by DecisionNet is to advertise the 
availability of the AMPL modeling environment and 
to provide access to it. 
2.2 Example II 
A small-sized University is faced with a final examina-
tion scheduling problem. An analyst at the registrar's 
office responsible for the creation of the schedule finds 
the DecisionNet yellow pages on the World Wide Web. 
Upon searching the yellow pages, she discovers a ex-
amination scheduling model. She browses through 
some descriptive information about the model and is 
satisfied that the model can be used to develop the ex-
amination schedule. She then requests execution of the 
model. A software agent leads her through a session 
in which she supplies requested data through a series 
of HTML forms. Following that the model is executed 
and the results of the execution returned to her Web 
browser. She examines the result file, makes some 
changes to the data and executes the model again. She 
saves the result file and uses it to create an examina-
tion schedule using the spreadsheet on her desktop. 
Once again, let us summarize the main features of 
this scenario using the set of questions presented in 
§1. Again, we use this characterization to motivate 
the design of the GAMS agent in DecisionNet. 
What is the consumer's level of knowledge about deci-
sion technologies? 
In this scenario, the consumer searches for an ap-
plication to solve her problem. In contrast to the first 
cisionNet pages. Given her lack of knowledge about 
the modeling language in which the model is stated 
(say, GAMS), data required to instantiate the model 
is supplied by the analyst using HTML forms. In fact, 
the analyst may not even know the modeling language 
in which the examination scheduling model is stated 
or that it requires a particular kind of modeling envi-
ronment to execute it. 
What is the technology availa.ble to the consumer? 
The only technology available to the analyst is a 
Web browser. The data required to instantiate the 
model is supplied using HTML forms. 
What are the technical capabilities of decision technol-
ogy providers? 
The scenario does not discuss this issue in detail. 
In contrast to the first scenario, there are at least two 
decision technologies needed by the analyst - the mo-
del that she chose and the modeling environment re-
quired to execute it. These are maintained by the 
providers on their own computational platforms. The 
scenario indicates that the amalyst interacts with the 
technologies in a transparent manner. 
What role is to be played by DecisionNet? 
Beyond advertising, DecisionNet implements the 
agent with which the analyst interacts. This is the 
agent that elicits the data a.nd enables the transpar-
ent execution of the chosen model on the modeling 
environment. 
2.3 Discussion 
In each of these scenarios, model management sup-
port is provided. In the fast case, the support is in 
the form of fetching each of the files from remote loca-
tions and assembling them in order that the modeling 
environment may be invoked correctly. These tasks 
are performed by the AMPL agent. In the second sce-
nario, the model management support is more exten-
sive. Given the model that has been chosen for execu-
tion, data required to instantiate the model is elicited 
from the user. This data is formatted in the appropri-
ate syntax and combined with the model schema made 
available by the model provider. The instantiated mo-
del is then executed at a modeling environment made 
available by yet another provider and the results re-
turned to the consumer. These tasks are performed by 
the GAMS agent. Clearly, the tasks performed by the 
GAMS agent are knowledge intensive-they demand 
detailed metainformation about the models listed in 
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is also required by the AMPL agent in order to invoke 
the AMPL environment. But, since more knowledge is 
assumed of the consumer, less metainformation about 
the AMPL environment is sufficient. However, in both 
cases this raises the questions of where this meta in-
formation is to be obtained, from whom, and how? 
As we shall see, the answers to these questions have 
implications for the barriers to entry for consumers 
and providers in DecisionNet. Before we discuss the 
detailed answers to these questions in the context of 
the AMPL and GAMS agents, we present an overview 
of the technical architecture of DecisionNet to provide 
the requisite framework. 
3 Architecture 
Both the scenarios in §2 discussed the execution of 
decision technologies by consumers after locating these 
resources in DecisionNet yellow pages. But how did 
they get to be listed in the yellow pages? 
A critical aspect of DecisionNet is the method for 
adding technologies to the library. DecisionNet is an 
"open" system in that it allows, in principle, any pro-
vider of a decision technology to enter information 
about their technology into the collection. The only 
condition is that the technology be executable over the 
Web. The process of doing so depends on whether the 
object is to be registered as an "independent" technol-
ogy or as an "exclusive" technology. An independent 
technology in DecisionNet is one for which its provider 
has completely crafted the software required to inter-
face the technology for remote execution; the technol-
ogy can then run independently of DecisionNet, but 
consumers and providers can still avail of Decision-
Net 's yellow pages functionality if it is registered with 
DecisionNet. For such technologies, providers need 
only register their technology with DecisionNet, giving 
metainformation required to invoke the technology by 
the yellow pages (e.g., natural language descriptions). 
An exclusive technology is one which can be used 
only via the DecisionNet environment. For such tech-
nologies, a DecisionNet registration agent leads the 
provider through a series of steps resulting in both a 
listing on the DecisionNet yellow pages and in the au-
tomated creation of a Web-based user interface to the 
technology. After registering the appropriate protocol 
to invoke their technology (e.g., anonymous telnet or 
the POST method of the HTTP protocol) and declar-
ing certain metainformation (e.g., list and type of in-
Architecture 
Figure 1: The DecisionNet Architecture 
put fields) about the technology, providers maintain 
their own servers, leveraging the distributed nature of 
the Web and permitting scalability. At run-time, De-
cisionNet agents use the metainformation obtained at 
registration time to create an interaction with the con-
sumer, launch execution of the technology, and return 
the results to the consumer. 
Irrespective of the type of technology (exclusive or 
independent), the DecisionNet architecture consists of 
three types of players-consumers, providers and soft-
ware agents (see Figure 1). Providers register their 
decision technologies with the software agents that 
maintain the yellow pages in DecisionNet. During the 
registration process, metainformation is supplied by 
the decision technology provider to the agent. This 
metainformation is minimal in the case of independent 
technologies, and quite extensive in the case of exclu-
sive technologies. In turn, the agents provide minimal 
support to users and providers of independent tech-
nologies while providing considerable support for exe-
cution of exclusive technologies. In the following sec-
tions, we discuss the design and implementation of two 
agents in DecisionNet-the AMPL agent which is de-
signed to assist registration and use of an independent 
technology-AMPL and the GAMS agent which is de-
signed to assist registration and use of an exclusive 
technology-GAMS. 
4 The AMPL Agent 
AMPL is used to refer to both a mathematical pro-
gramming modeling language as well as a computa-
tional modeling environment [8]. Models are formu-
lated and stated in the AMPL modeling language. 
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Figure 2: Computational plan of an AMPL agent 
The AMPL modeling environment is a computational 
platform for instantiating these models with data sets, 
for selecting and executing solver software, and for 
formatting and displaying results. The typical session 
with AMPL on a user desktop consists of the following 
steps. 
Create a file-the model file-containing the model 
schema that contains the objectives, constraints, and 
variables associated with the problem to be solved. 
Create a file-the data file-containing the data 
that instantiates elements of the model schema. 
Create a file-the command file-containing com-
mands to select, configure and execute a solution al-
gorithm. 
Invoke the AMPL environment from the command 
line with the model file, data file and command file as 
parameters. 
Analyze results returned in a result file, make nec-
essary modifications to the model, data or command 
files and re-invoke the environment. 
How might one make this technology available to 
a user in DecisionNet? In contrast to the desktop 
use scenario where all the resources are available on a 
single platform, in the DecisionNet setting the models, 
the data, and the modeling environment itself may be 
on different nodes on the network. Recall that AMPL 
is an example of an independent technology with the 
set of assumptions about the consumer discussed m 
Section 2.1. 
consumer agent 
request yellow pages 
send yellow pages 
~ choose AMPL 
ask for model, data *'1d input file 





Figure 3: Time sequence diagram of interaction with 
an AMPL agent 
4.1 AMPL Agent Design 
Given these assumptions about the consumer, the pro-
vider independently implements an agent which exe-
cutes the computational plan shown in Figure 2. The 
agent performs the following functions, each of which 
requires it to have certain metainformation. This in-
formation may be procedural knowledge and/or in-
stantiating data for these procedures. 
l. The agent should be "able to retrieve the model, 
data, and command files needed to run an AMPL ses-
sion using anonymous FTP or HTTP. In order to do 
this, the agent must know a) that these three types of 
files are needed, b) the location (URL) for these files, 
and c) the internet protocols needed to transfer these 
files to the AMPL server. 
2. These files need to be assembled and used as argu-
ments to a command to invoke the environment. 
3. The agent should be able to store the result file and 
return its URL to the user. 
To translate these functional requirements into de-
tailed design specifications, we developed time sequence 
diagrams which depict interaction between the con-
sumer, agent and provider (see Figure 3). Typically, 
these diagrams are used with an object-oriented anal-
ysis and design methodology [12] and make explicit 
the methods that need to be invoked to make the in-
teraction possible. 
These time sequence diagrams define the following 
pattern of consumer-agent interaction. 
1. Upon invocation from the yellow pages, the AMPL 
agent sends a consumer an HTML form requesting the 
409 
Figure 4: User Interface to the AMPL agent. The user needs to supply the filenames and URL's of data, model 
and command files. 
URL's of the AMPL model, data and command files 
(see Figure 4) . 
2. The consumer supplies this information and sub-
mits the HTML form. 
3. The AMPL agent uses its knowledge of internet 
protocols to retrieve each of the specified files and in-
vokes the AMPL environment from the command line 
using these files. The result file is stored on the AMPL 
server. 
4. The AMPL agent returns an HTML page contain-
ing the URL of the result file which may be retrieved 
by the consumer. 
This design was implemented as a CGI application 
using the Delphi environment. 
4.2 Implications of the AMPL Agent 
Design 
4.2.1 Registering the AMPL Modeling Envi-
ronment 
Since the AMPL agent is bundled with the AMPL 
modeling environment, registering the AMPL agent 
with the DecisionNet yellow pages effectively regis-
ters the AMPL modeling environment. This registra-
tion process records metainformation about the AM-
PL modeling environment (e.g., that it is an environ-
ment for mathematical programming, the names of its 
owner, when it was added to the DecisionNet library 
and so on) and the HTTP call required to invoke it. 
4.2.2 Executing the Technology 
The consumer locates the record containing informa-
tion about the AMPL modeling environment in the 
DecisionNet yellow pages. When the consumer chooses 
to execute the environment from the yellow pages, the 
AMPL agent is invoked. From here on, as seen in Fig-
ure 3, all interactions are directly between the con-
sumer and the AMPL agent and do not involve De-
cisionNet. 
4.2.3 Implications for Consumers 
Consumers are assumed to know both mathematical 
programming and AMPL. They are required to supply 
the necessary model, data and command files in AM-
PL syntax (see Figure 4). Thus, the AMPL agent is 
designed to support a high end knowledgeable user. 
4.2.4 Implications for Providers 
The development of the AMPL agent required its pro-
vider to combine technology specific knowledge with 
knowledge about internet protocols for remote execu-






Figure 5: Computational plan executed by the GAMS 
Agent 
tives, the drawback is that this raises the barriers to 
entry into DecisionNet for providers. However, the ad-
vantage is that independent technology providers can 
quickly get on board DecisionNet in case the market 
does not provide infrastructural services tailored to 
the technology. 
4.2.5 Implications for DecisionN et 
The design of the AMPL agent implies that adver-
tising on the DecisionNet yellow pages is the only 
service provided by the market. Once the consumer 
chooses the AMPL modeling environment from the 
yellow pages, the interactions that follow are directly 
between the AMPL agent and the consumer. This 
limits the extent to which market-level infrastructural 
services, such as billing and state maintenance, can be 
made available by DecisionNet. 
5 The GAMS Agent 
Like AMPL, GAMS (Generalized Algebraic Model-
ing System) (61 refers to both the modeling language 
and modeling environment for algebraic modeling and 
mathematical programming. Models are stated in the 
GAMS modeling language and solved using solvers in-
tegrated into the GAMS modeling environment. The 
typical session with GAMS on a user desktop consists 
of the following steps. 
Create a file-the model file-containing the mo-
del schema that embodies the objectives, constraints, 
and variables associated with the problem to be solved. 
In addition to the model, this file is also required to 
order of these etements is imporram. 1 ne }lrst sec-
tion contains the data, the second section contains the 
model schema and the file section has the commands 
which direct the modeling environment. 
Invoke the GAMS environment from the command 
line with the model file as a parameter. 
Analyze results returned in a result file, make nec-
essary modifications to the model, data or command 
section in the model file and re-invoke the environ-
ment. 
As with AMPL, we consider the design of a GAMS 
agent that would allow users to interact with the GA-
MS environment. Due to the: fundamental similarities 
between AMPL and GAMS, this agent could be de-
signed in a similar way as the AMPL agent. However, 
in this case we explain a difforent approach-one that 
results in more functionality but involves a lot more 
complexity. 
To motivate our approach, we note that while a 
GAMS agent developed in the same way as the AMPL 
agent could be designed by a provider of the GAMS 
modeling environment, it would not support one to in-
dependently be a provider of a GAMS model. Other 
providers of GAMS models would need to re-imple-
ment such agents in order to provide access to their 
models. This not only imposes a burden on model 
providers, but also fails to exploit similarities between 
all models written in the same language. Under the 
approach we explain in this section, the GAMS agent 
automatically produces the same functionality, requir-
ing model providers only to supply certain declarative 
metainformation about their model schemas. We ex-
plain this design in this section. 
5.1 GAMS Agent Design 
Given these assumptions about the consumer, Decision-
Net implements an agent to execute the computational 
plan in Figure 5. The agent performs the following 
functions, each of which requires it to have certain 
metainformation. This information may be procedu-
ral knowledge and/or instantiating data for these pro-
cedures.· 
1. Given the identity of a model chosen by the con-
sumer, the GAMS agent should be able to elicit data 
required to instantiate the model from the user. To 
do this, the agent must know the sets, the parameters 
and the tables that need to be instantiated. Further, it 
needs to know that tables and parameters are indexed 
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Figure 6: Setting up an instance of the transportation 
model. The agent presents this form to the user using 
information obtained on a previous form. 
by the sets. This latter information allows it to cus-
tomize an interface for data elicitation. For example, 
Figure 6 displays a custom 2 x 3 table interface created 
by the agent using the user-supplied dimensions and 
elements of the sets that index the table. 
2. The data elicited from the user has to be formatted 
in GAMS syntax. Note, unlike the AMPL environ-
ment, the interaction with GAMS requires a single 
file which contains the model, the data and the com-
mands. To create this file, the elicited data needs to be 
concatenated in the right order with the pre-existing 
model file made available by the provider. For this the 
agent needs to know the syntax of the GAMS data 
section and that it precedes the model section in a 
GAMS input file. Figure 7 shows a fragment of the 
data section generated by the agent for a particular 
model selected during a consumer session. 
3. The agent should be able to retrieve the model file 
chosen by the consumer in order to create the input 
file for the GAMS session using anonymous FTP or 
HTTP. The agent must know the location (URL) for 
the model file, and the internet protocols needed to 
transfer it to the DecisionNet server. 
4. The agent should be able to send the input file to 
the GAMS server and launch execution from the com-
mand line. The agent needs to know a) the internet 
protocols for file transfer and remote invocation, and 
b) the invocation command for GAMS. 
5. The agent should be able to return the URL of the 
search 
etmo e sc ema 
send GAMS in ut file 
remm resu t 
Figure 8: Time sequence diagram of interaction with 
the GAMS agent 
result file to the user. 
These requirements, in turn, raise requirements for 
information that needs to be elicited from the provider 
of the model schema and the modeling environment 
at registration time. In particular, the model schema 
provider needs to supply metainformation about the 
model that can be used by the agent to meet the first 
requirement of eliciting data required to instantiate 
the model from the c6nsumer. The modeling environ-
ment provider needs to supply the metainformation 
about the GAMS environment in the form of GAMS 
syntax required by the GAMS agent to format the 
data elicited from the consumer. The GAMS agent 
should also be capable of fetching the model file us-
ing an internet protocol such as FTP and creating the 
complete model input file by concatenating it with the 
data elicited from the user. This knowledge of internet 
protocols is also required to launch the GAMS mod-
eling environment (which is on a remote server) with 
the appropriate parameters. 
To translate these functional requirements into de-
tailed design specifications, as with the AMPL agent, 
we developed time sequence diagrams which depict in-
teraction between the consumer, agent and provider 
(see Figure 8). 
The time sequence diagram translates into the fol-
lowing pattern of interaction between the consumer, 
the agents and the providers. 
1. Upon invocation of the model schema from the yel-
low pages, the GAMS agent uses metainformation to 
begin data elicitation. Meta information associated 
with the modeling environment is used to determine 
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Figure 7: GAMS model and data file generated by the agent using data obtained from the user. 
the order in which data is elicited (i.e., information 
about sets is requested first, followed by information 
about fables and parameters). This data elicitation 
uses HTML forms. The forms are dynamically gener-
ated with the layout of the form using meta informa-
tion associated with the model schema.. For instance, 
if there a.re two sets required to instantiate the model 
schema., the form that elicits the elements of these sets 
will contain a section for each set. Forms required to 
fill out the tables will use the size of the sets declared 
by the consumer to provide a customized interface to 
the consumer (see Figure 6). 
2. After the data has been supplied by the consumer, 
the GAMS agent uses information about GAMS syn-
tax to format the data. in the GAMS format. 
3. The GAMS agent uses its internet agent to retrieve 
the model schema file from the FTP server maintained 
by the model provider. 
4. The GAMS agent concatenates the data section 
that it generated based on consumer interaction with 
the model schema file to create the model input file 
required by the GAMS modeling environment. 
5. The GAMS agent then invokes the GAMS envi-
ronment with the model input file as .,Parameter. This 
invocation sequence is based on meta.information sup-
plied by the G AMS modeling environment provider. 
6. The result of the GAMS modeling environment ex-
ecution is returned by the environment to the GAMS 
agent which redirects this stream to the consumer's 
Web browser. Alternatively, the result file could be 
stored on the HTTP server and a URL of the file re-
turned to the consumer. 
This detailed design was implemented as a CGI 
application using the Perl programming language. 
5.2 Implications of the GAMS Agent 
Design 
5.2.1 Registering the GAMS Modeling Envi-
ronment 
Since the GAMS a.gent is rE~quired to generate the data 
elicited from the consume1: in GAMS format, consid-
erably more metainformation needs to be supplied by 
the provider to the agent than in the case of AMPL 
registration. In addition to descriptive information 
and the commands required to invoke the environ-
ment, information about the syntax of the data sec-
tion of GAMS needs to be supplied by the provider. 
Furthermore, semantic interdependencies which deter-
mine the order in which data needs to be elicited also 
need to be supplied by the modeling environment pro-
vider (e.g., since tables and parameters in GAMS are 
indexed by sets, the agent. needs to obtain information 
a.bout sets first, then tables and so on). Clearly, this 
imposes additional demands on the modeling environ-
ment provider. However, it enables a user who does 
not have knowledge of GA.MS to use the environment. 
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user was to execute her models and data on the envi-
ronment. In the case of GAMS, the objective of the 
consumer is to select and use a model schema such 
as the examination scheduling model while the objec-
tive of a GAMS model provider is to register such 
schemas. Meta information about the model schema 
is required by the agent to tailor a data elicitation 
session specific to the model schema chosen by the 
consumer. This meta information, in addition to the 
descriptive narrative of its capabilities, describes the 
number of sets, tables and parameters that need to 
be instantiated to execute the model. The consumer 
will be prompted by the agent to specify the elements 
of the sets, the cells of the tables using an interface 
that make GAMS transparent to the consumer. Note 
that this sort of metainformation was not required in 
the case of the AMPL interaction. Once again, while 
the model schema provider is required to supply ad-
ditional metainformation than in the case of AMPL, 
the GAMS agent is able to allow users who have no 
knowledge of GAMS to supply the data and execute 
a model. 
5.2.3 Executing the Technology 
The consumer locates the record containing informa-
tion about the GAMS model schema and requests ex-
ecution of the model. This request invokes the GAMS 
agent which mediates all interaction between the con-
sumer and the providers (i.e., the model schema pro-
vider and the modeling environment provider). Meta 
information associated with the model schema and the 
modeling environment are used in the data elicitation 
process as well as to format the data in GAMS format. 
5.2.4 Implications for Consumers 
Consumers are not assumed to know mathematical 
programming or GAMS. Their objective is to select 
and execute models listed on the DecisionNet yellow 
pages. They are only assumed to possess a Web brow-
ser capable of working with forms and to be in position 
to supply data when prompted. This lowers the bar-
riers to entry to consumers. 
5.2.5 Implications for Providers 
The GAMS agent is provided by the DecisionNet mar-
ket. While this reduces the work that needs to be 
done by providers to make their technologies avail-
able on the Web, it imposes additional work during 
and modeling environment providers to HTTP servers 
or anonymous telnet servers. Overall, the registration 
service provided by the GAMS agent reduces the bar-
riers to entry for providers into DecisionNet. 
5.2.6 Implications for DecisionNet 
The GAMS agent provides a value added service in ad-
dition to advertising on the DecisionNet yellow pages. 
In contrast to the case of AMPL where consumer pro-
vider interactioris do not involve DecisionNet, the GA-
MS agent mediates all interactions. This has the ad-
vantage of providing additional centralized services 
such as billing and state maintenance. 
6 Discussion 
We have described the designs of two different agents 
that facilitate interaction with optimization models 
and environments. We have seen that the GAMS 
agent requires much more metainformation than does 
the AMPL agent. Does this translate into better func-
tionality for DecisionNet consumers and providers? 
With both GAMS and AMPL, there is a hierarchi-
cal relationship between the language, model schemas 
written in the language, and the model instances (or 
problems) generated by populating a model schema. 
The AMPL agent, as described, has no knowledge 
about this relationship. It simply provides a conve-
nient and easy interface to a remote AMPL modeling 
environment for consumers who are knowledgeable in 
the use of AMPL. The agent is relatively simple to im-
plement and provides a scalable way in which a tech-
nology provider can get listed on DecisionNet. 
The design of the GAMS agent, on the other hand, 
exploits the relationship between the GAMS modeling 
language, model schemas, and specific model instances 
for these schemas. That is, the GAMS agent has ex-
plicit knowledge about a) the syntax of the GAMS 
language (e.g., that sets are declared as set set name 
/element1, element2, .. /;), b) the relationship be-
tween index sets and other structures such as tables 
( e.g, the dimension of a table is determined by the 
dimension of its index set) and c) the procedure re-
quired to instantiate a model schema (e.g., instantiate 
sets before instantiating tables). 
Therefore, our GAMS agent can actually be viewed 
as operating at two levels-the GAMS modeling lan-
guage and GAMS model schemas. In each case the 
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creation and execution of the model instance. The 
agent supports the user in doing so by supplying cus-
tomized input forms for the model schema. But, more 
interestingly, execution of the GAMS language object 
results in creation and registration of a model schema 
which can then be made available via DecisionNet 
to consumers. The run-time behavior of the agent 
for instantiation and execution of a model schema is 
completely derived by combining the agent's explicit 
knowledge about GAMS (and internet protocols) with 
the model-specific information obtained at model reg-
istration (that is, language execution). 
What this means is that the GAMS agent can be 
used by DecisionNet providers of GAMS models to 
add these model schemas to the DecisionNet yellow 
pages, with no need for further programming or the 
development of an interface for the model. This agent 
functionality has a price in terms of the complexity of 
its implementation. However, the lessons learned in 
developing the GAMS and AMPL agents should al-
low us to develop similar agents for other modeling 
environments. Going beyond that, it would be inter-
esting to examine whether it is possible to general-
ize some or most of the knowledge and reasoning per-
formed by such agents. Our current research attempts 
to develop DecisionNet agents that in turn would be 
used by modeling environment providers to automat-
ically generate specific agents specialized to the needs 
of these environments. 
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