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Abstrakt 
 
 
Náplní Diplomové práce „Řídící a monitorovací jednotka pro hlavici optického spoje“ 
je vytvoření webového serveru, který umožní komunikaci mikrokontroléru s uživatelem. 
Komunikace je založena na TCP/IP modelu. Práce poskytuje přehled o jednotlivých 
částech protokolu TCP/IP. Hlavní část práce je věnovaná vytvořenému softwaru.  
Hardware jednotky tvoří mikrokontrolér C8051F120 a ethernetový kontrolér CP2200 firmy 
Silicon Laboratories. 
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Abstract 
 
 
The aim of Master thesis "Control and monitoring unit for optical link station" is a 
web server, enabling communication microcontroller with the user. The communication is 
based on TCP/IP model. Work an overview of the various parts of the TCP/IP model. The 
main part of this work is devoted to the software created. The core of unit are 
microcontroller C8051F120 and ethernet controller CP2200 made by Silicon Laboratories. 
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1 Úvod 
 
Hlavní náplní Diplomové práce „Řídící a monitorovací jednotka pro hlavici optického 
spoje“ bude vytvořit software, pro komunikaci mezi uživatelem a mikrokontrolérem pomocí 
sítě Ethernet. Komunikace bude založena na protokolu TCP/IP. Pomocí webového prohlížeče 
se budou monitorovat a nastavovat analogové veličiny mikrokontroléru. Mikrokontrolér bude 
komunikovat i s dalšími zařízeními k němu připojenými. 
 
Diplomová práce bude rozdělena do několika kapitol. Kapitoly budou řešit určitou část 
problematiky. První dvě kapitoly budou věnované popisu sítě Ethernet a protokolu TCP/IP. 
Na těchto protokolech bude založena síťová komunikace mezi mikrokontrolérem a 
uživatelem. Jednotka je určena pro komunikaci s hlavicí optického spoje. Komunikace mezi 
mikrrokontrolérem a hlavicí optického spoje nebude v práci řešena.  
  
V první části bude práce zaměřena na stručný popis rozhraní Ethernet. Popis se bude 
věnovat jednotlivým vývojovým verzím této sítě. Dále zde bude popsána metoda 
mnohonásobného přístupu, na které je síť Ethernet postavena. 
 
V další části budou popsány jednotlivé vrstvy protokolu TCP/IP. Popis jednotlivých 
vrstev bude zahrnovat i popis protokolů, které jsou v jednotlivých vrstvách obsaženy. Popsané 
protokoly bude jednotka pro svoji komunikaci používat. 
 
 V hardwarové části budou stručně popsány funkce a součásti mikrokontroléru 
C8051F120 a řadiče CP2200, které jsou použity pro komunikaci mezi hlavicí a systémem. 
Obě jednotky jsou od firmy Silicon Laboratories. 
 
V softwarové části budou popsány moduly vytvořené pro správu mikrokontrolér. 
Budou popsány jednotlivé funkce vytvořených modulů z hlediska jejich použití a parametrů. 
Na softwarové moduly naváže popis jednotlivých programů vytvořených pro správu 
mikrokontroléru a na závěr popis vytvořeného webového serveru, přes který komunikuje 
uživatel s mikrokontrolérem. 
 
Všechny vytvořené softwarové moduly a statické HTML stránky budou k dispozici na 
přiloženém CD. Část softwarových modulů bude přiložena k dokumentu ve formě přílohy.  
 
 
 
 
 
 
  2 
2 Ethernet  
 
Klasický Ethernet je založen na sběrnicové topologii. Sběrnicová topologie se 
vyznačuje tím, že všichni účastníci sdílejí všechny informace. Vysílat informace může 
v daném okamžiku pouze jeden účastník. Stanice jsou identifikovány speciální adresou (MAC 
adresa). V případě, že stanice dostane paket s jinou než vlastní adresou, potom takový paket 
ztratí. Karty lze přepnout do režimu, kdy přijímají i jiné adresy, tohoto se využívá při 
monitorování komunikace na síti.  
Pro přístup na sběrnici je použita metoda CSMA/CD (Carrier Sense with Multiple 
Access and Collision Detection), česky je to metoda mnohonásobného přístupu s 
nasloucháním nosné a detekcí kolizí. 
Stanice, která chce vysílat přes přenosové médium, naslouchá co se na přenosovém 
médiu děje a pokud zjistí, že je na médiu klid, začne vysílat. V důsledku přenosových 
zpoždění signálů, se může stát, že dvě stanice začnou vysílat součastně. V tomto případě 
dojde ke znehodnocení takových zpráv a nastává tzv. kolize. Stanice kolizi poznají podle 
toho, že během vysílání zprávy přijde i cizí signál od jiné stanice. Stanice, která zjistí kolizi, 
vyšle signál ostatním stanicím na sběrnici o kolizi. Všechny stanice se pak odmlčí na určitou 
náhodnou dobu a poté se opět pokusí o vyslání rámce. 
Interval mezi jednotlivými pokusy, ze kterého se čekací doba vybírá, se během 
prvních deseti pokusů zdvojnásobuje, tím dochází k nárůstu pravděpodobnosti, že příští pokus 
bude úspěšný. Pokud se nepodaří daný rámec poslat během šestnácti pokusů, stanice přestane 
daný rámec posílat a oznámí nadřízené stanici, že přenos selhal. 
Ke kolizi může dojít jen v době, která uplyne od začátku vysílání do okamžiku, kdy 
signál vysílaný stanicí obsadí celé médium (pak již případní další zájemci o vysílání zjistí, že 
médium není volné a počkají na jeho uvolnění). Tento interval se nazývá kolizní okénko a 
musí být kratší, než je doba vysílání nejkratšího rámce. Jinak by mohlo docházet k 
nezjištěným kolizím (dvě vzdálené stanice odvysílají krátké rámce, které se na kabelu protnou 
a zkomolí, ale obě stanice ukončí vysílání dříve, než k nim dorazí kolidující signál). 
Metoda je vhodná při nízké zatížitelnosti sítě (kolem 30 %). Efektivnost využití klesá, 
při větším počtu zájemců o přístup na médium, v důsledku exponenciálního nárůstu možnosti 
kolize. Pro delší rámce je efektivnost metody CSMA/CD vetší, protože při přenosu je 
výhodnější poměr mezi vysíláním dat a trváním kolizního okénka. 
Jednotlivé verze protokolu se označují číslicí udávající maximální přenosovou 
rychlost udávanou v megabitech za sekundu. Za číslicí následuje označení pásma (všechny 
verze pracují v základním pásmu, proto se označí vždy „Base“) a druhu přenosového média. 
Více informací je k dosažení v [1]. 
 
 
2.1 Vývojové verze Ethernetu 
 
2.1.1 ETHERNET 
 
Začátky Ethernetu jsou spojovány s rádiovou sítí ALOHA, která propojovala ostrovy 
na Hawaii. Tato síť je prapředkem všech sítí se sdíleným médiem. První verze Ethernetu 
  
vznikla v polovině 70 let minulého století ve st
Tato verze Ethernetu pracovala s
Xerox byla rychlost navýšena na 10 Mb/s (DIX Ethernet, 1980). Následující vývoj se 
odehrával pod rukama organizace IEEE, která p
trochu pozměněné podobě (jiný formát hlavi
Na začátku byly pro komunikaci používány pouze tlusté koaxiální kabely (Thick 
Ethernet). Délka těchto kabelů
segment dlouhý až do vzdálenosti 2500 metr
koaxiálním kabelem. V dnešní dob
nejrychlejší přenos se používají optické kabely, které musí být vždy v
pro vysílání a druhý pro příjem. 
 
 
2.1.2 Fast Ethernet 
 
Fast Ethernet je rychlejší verzí standardního Ethernetu. Jeho výkon je 10x v
10Base-T, což podstatně zvyšuje ší
100Base-T používá stejně jako 10Base
používat Fast Ethernet ve stejných sítí
Ethernet redukuje "bit time", tedy 
dovoluje urychlení sítě desetinásobn
Fast Ethernet umožňuje komunikaci rychlostí 100 Mb/s po kabeláži UTP kategorie 3, 4 a 
5, STP Type 1 a optických kabelech,
rozhodnou pro přechod na Fast Ethernet. Standard 100Base
• 100Base-TX  
• 100Base-FX  
• 100Base-T4  
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ředisku PARC (Palo Alto Research Center)
 rychlostí 2,94 Mb/s. Ve spolupráci s firmami DEC, Intel a 
ůvodní návrh DIX Ethernetu p
čky rámce) vydala jako standard 802.3.
 byla omezena na 500 metrů. Při použití opakova
ů. Později byla použita verze s
ě se nejvíce využívá kroucená dvojlinka. Pro co 
 páru. Jeden je použit 
 
Obr. 1 Formát rámce Ethernetu 
řku pásma kanálu a zkracuje dobu odezev. Standard 
-T přístupovou metodu CSMA/CD. Toto umož
ch jako Ethernet bez nutnosti změ
čas potřebný k vyslání každého bitu, faktorem 10. To 
ě oproti sítím 10 Mb/s.  
 což zajišťuje maximální flexibilitu pro ty, co se 
-T zahrnuje tři specifikace: 
. 
řevzala a v 
 
čů mohl být 
 tenčím 
 
ětší než 
ňuje 
n v kabeláži. Fast 
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2.1.3 Gigabit Ethernet 
 
Gigabitový Ethernet vznikl na bázi předešlých verzí Ethernetu. Stejně jako předešlé 
verze Ethernetu používá přístupovou metodu CSMA/CD, stejné linkové rámce, i stejná 
pravidla a postupy, které po gigabitovém Ethernetu dovolují přenášet dosavadní aplikace. Pro 
dosažení přenosové rychlosti 1 Gbit/s byla použita technologie Fibre Channel. Tato metoda 
umožňuje použít mnohavidové vlákno o průměru 50 nebo 62,5 mikronu na vzdálenost až 200 
metrů. 
Počítá se s tím, že i v gigabitovém Ethernetu budou moci existovat sdílené segmenty - 
ty pak musí fungovat poloduplexně, tak jako klasický Ethernet, a může v nich tudíž docházet i 
ke kolizím. Naproti tomu v dedikovaných segmentech (switchovaných či směrovaných 
segmentech s jediným koncovým uzlem), tedy například při vzájemném propojení dvou 
aktivních prvků typu switchů či směrovačů, bude gigabitový Ethernet moci fungovat plně 
duplexně. Z poloduplexního charakteru komunikace v prostředí sdílených segmentů pak 
vyplývají přímo drastické požadavky na zmenšení kolizní domény, kvůli korektnímu 
rozpoznávání kolize při zachování identicky fungující přístupové metody jako u předchozích 
verzí Ethernetu. Proto také výrazně menší uvažovaný dosah gigabitového Ethernetu. Na druhé 
straně pro propojení dvou switchů či směrovačů umístěných ve stejné "skříni", či pro 
připojení blízko stojícího serveru, je několikametrový spoj plně postačující. Pro plně duplexní 
segmenty se přitom připravují řešení umožňující dosáhnout výrazně většího dosahu - ze 
stejných důvodů, které jsme si podrobněji rozváděli již v minulém dílu tohoto modulu, v 
souvislosti se stomegabitovým Ethernetem. S nemožností vzniku kolizí totiž odpadne 
povinnost "stíhat" tzv. kolizní okno, které je zde ještě desetkrát kratší než u stomegabitového 
Ethernetu (a odpovídá 0,512 mikrosekundy). Díky tomuto faktu bude možné na plně 
duplexních segmentech a na jednovidových optických kabelech dosahovat přenosové 
rychlosti 1 Gbps až na vzdálenosti 10km. Jak je uvedeno v [2]  
 
2.1.4 10 Gigabit Ethernet 
 
Ethernet se během posledních let vyvinul ze sítí o rychlosti 10 Mb/s se sdíleným 
přístupem, tvořeným koaxiálním kabelem, až k plně duplexnímu přenosu s použitím 
optických kabelů v případě Fast a Gigabit Ethernetu. Poslední dosud používaná verze 
Ethernetu je 10 Gigabit Ethernet (10GE). Tato verze je opět kompatibilní se staršími verzemi 
Ethernetu. Tato verze je kompatibilní i s technologiemi TDM DWDM, které se používají 
v optických sítích. Vzniklá technologie, umožňuje vytvářet jednotné prostředí na celé 
přenosové trase v lokálních i rozlehlých sítích. Díky použití pouze plně duplexního přenosu 
neexistuje omezení vzdálenosti mezi uzly. Vzdálenost mezi uzly je omezena pouze 
fyzikálními vlastnostmi přenosového média a optických přenosových prvků. 
 
2.2 CSMA/CD  
 
Je přístupová metoda, na které je celá technologie ethernetu založena. Je její velkou 
předností (hlavně ve smyslu jednoduchosti implementace), na druhé straně ale způsobuje i 
základní omezení této technologie. 
 Je to metoda, která reguluje přístup jednotlivých uzlů ke společně sdílenému 
přenosovému médiu. Metoda CSMA využívá "při poslechu nosné", tzn., že jednotlivé stanice 
monitorují, zda právě neprobíhá nějaké vysílání - aby se nerušily navzájem. Na společném 
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přenosovém médiu může vysílat vždy jen jedna stanice, setkají-li se na médiu signály více 
stanic, vznikne kolize a signál je znehodnocen.  
Historická síť Aloha tuto možnost nevyužívala, při slabém provozu je i malá 
pravděpodobnost kolizí (že dvě stanice budou vysílat ve stejný okamžik). Monitorováním 
provozu lze dosáhnout vyšší efektivity sítě, hlavně při vyšší zátěži a tedy i vyšší 
pravděpodobnosti kolizí (i když přináší jistou režii). CS ve zkratce znamená Carrier Sense, 
čili právě "příposlech nosné" a písmena MA označují Multiple Access, tedy sdílený charakter 
média, ke kterému mají současný přístup všechny uzly.  
Existuje několik možností, jak rychle bude uzel reagovat na zjištění, že vysílání již 
skončilo a médium je volné - od snahy začít vysílat ihned až po posečkání jistou definovanou 
dobu. Chování uzlů lze určit definicí jisté pravděpodobnosti p, která určuje, jak uzel vytrvá a 
počká na skončení právě probíhajícího přenosu a s opačnou pravděpodobností (1-p) to vzdá a 
odmlčí se (než začne znovu od začátku). Hodnota pravděpodobnosti p má vliv samozřejmě i 
na to, jak bude uzel úspěšný ve své snaze o vysílání v závislosti na zatížení přenosového 
média, tedy počtu uzlů, snažících se o vysílání.  
Autoři Ethernetu zvolili tzv. 1-persistentní metodu CSMA (podle principu p-
persistentní metoda, kde p je výše zmíněná pravděpodobnost; persistent = ang. vytrvalý), 
která dává uzlu poměrně velkou šanci na vysílání (na uplatnění požadavku), avšak jen při 
menší zátěži (jednotky až desítky procent). Se vzrůstající zátěží úspěšnost metody klesá.  
Písmena CD ve jménu metody znamenají právě mechanizmus detekce nastalých kolizí 
(Collision Detection). Rozpoznání vzniklých kolizí je komplikováno důležitostí správného 
rozpoznání kolizí všemi uzly, a fyzikálními zákonitostmi, jako je např. konečná rychlost šíření 
signálu. Tyto okolnosti jsou příčinou jistých pravidel pro chování uzlů a stavbu sítí Ethernet.  
Metoda CSMA/CD tak omezuje maximální velikost kolizní domény, tj. oblasti, kterou 
se mohou kolize volně šířit. Ta je pak dána dobou šíření signálu mezi nejvzdálenějšími konci 
vedení. Dojde-li totiž ke kolizi, musí být zajištěno, že ji zaznamenají všechny uzly v doméně, 
proto i uzel, který zaznamenal kolizi, nesmí ihned přestat vysílat, ale musí vysílat ještě po 
jistou dobu.  
Naopak uzel, který nezaznamenal do jisté doby od začátku vysílání kolizi, má jistotu, 
že žádná kolize až do konce jeho vysílání nenastane. Základní algoritmus metody CSMA/CD 
ve formě vývojového diagramu je znázorněn na obr. 2.  
 
 
Obr. 2 Základní algoritmus metody CSMA/CD 
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Z výše uvedených principů metody CSMA/CD vyplývají její nejdůležitější vlastnosti:  
• není deterministická, nezaručuje tedy přístup ke sdílenému médiu v konečném čase;  
• proto není příliš vhodná pro řízení a aplikace v reálném čase;  
• se zatížením klesá její efektivita;  
• topologie sítě musí být alespoň v logickém smyslu sběrnicová.  
Metoda CSMA/CD se ovšem neuplatní ve spojeních, pracujících na principu plného 
duplexu. Zařízení pracující v tomto režimu jsou schopny současného vysílání i příjmu - na 
rozdíl od standardního režimu Ethernetu (poloviční, half duplex), kdy zařízení buď vysílá 
nebo přijímá data. Režim současného vysílání a příjmu nelze provozovat na koaxiálních 
kabelech - je nutný samostatný vysílací a přijímací kanál a proto jej lze uplatnit pouze na 
spojích s UTP nebo optickými kabely.  
Protože vysílání i příjem dat probíhá na samostatných kanálech, je tento režim bezkolizní, 
tzn. neuplatňuje se řídící metoda CSMA/CD. Je tak možné plně efektivně využít dané 
přenosové pásmo. Mimo tuto výhodu je dalším přínosem zdvojnásobení přenosové kapacity 
spoje - součet přenosových kapacit v obou směrech. Tento článek byl převzat z [3]. 
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3 Model TCP/IP 
 
Jedná se o síťový model, který vznikl jako konkurence modelu ISO OSI. Model 
TCP/IP je mnohem jednodušší a také více používaný než model ISO OSI. Obsahuje pouze 
čtyři vrstvy: Aplikační, Transportní, Síťovou a Vrstvu síťového rozhraní oproti sedmi vrstvám 
modelu ISO OSI. Na Obr. 3 je přehledně zobrazena architektura síťového modelu TCP/IP a 
modelu ISO OSI. 
 
 
 
Obr. 3 Přehled architektury TCP/IP. 
 
3.1 Vrstva síťového rozhraní 
 
Nejnižší vrstva modelu TCP/IP někdy také označována jako Ethernetová vrstva 
zajišťuje přístup k fyzickému přenosovému médiu. Tato vrstva v sobě sdružuje fyzickou a 
linkovou vrstvu modelu ISO OSI. Konkrétní protokoly této vrstvy už ve skutečnosti do rodiny 
TCP/IP nepatří, využívá se vždy dalších protokolů podle typu sítě. V rámci soustavy TCP/IP 
není tato vrstva blíže specifikována, neboť je závislá na použité přenosové technologii. 
 
 
3.2 Síťová vrstva 
 
Síťová vrstva se nachází nad vrstvou síťového rozhraní a zajišťuje adresaci a přenos 
datagramů mezi jednotlivými uzly sítě. Nejdůležitějšími protokoly síťové vrstvy jsou 
především protokoly IP (Internet Protocol), ICMP (Internet Control Message Protocol) a 
ARP (Address Resolution Protocol). Datagramy jsou přenášeny nespojově (každý datagram 
se přenáší nezávisle). Nevýhodou je, že diagramy nemusí dorazit ve správném pořadí, protože 
se šíří po různých cestách. V internetu je použit protokol IP verze čtyři. 
Každému zařízení v síti je přiřazena jednoznačná IP adresa, podle které dochází 
k identifikaci jednotlivých zařízení. IP adresy jsou buď statické, nebo dynamické. Na 
fyzickou adresu se překládá pomocí protokolu ARP. Datagramy určené k odeslání jsou jsou 
baleny do  IP paketů. Pakety obsahují adresu odesílatele i příjemce, kontrolní součet záhlaví a 
další informace potřebné pro komunikaci. Pakety jsou odeslány prostřednictvím síťového 
rozhraní. V případě, že se příjemce nenachází na připojené síti, je paket poslán přes směrovač 
do další sítě. 
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3.2.1 Protokol IP 
 
 
IP protokol definuje základní jednotku dat, která je soustavou TCP/IP sítí přenášena na 
úrovni síťové vrstvy, tzv. Internet datagram, zkráceně IP datagram, a jeho přesný vnitřní 
formát. Definuje také způsob, jakým mají být jednotlivé IP datagramy směrovány, a toto 
směrování pak příslušný IP software také zajišťuje. Kromě toho IP protokol také podrobněji 
definuje i další aspekty poskytované nespolehlivé a nespojované přenosové služby - například 
podmínky, za jakých mohou být přenášené pakety zahazovány, kdy mají být generována 
chybová hlášení a jaká tato hlášení mají být [4]. 
IP diagram je rozdělen na dvě části: řídící část, která obsahuje hlavičku datagramu a 
datovou část, ve které jsou uložena přenášená data. Datagram je při přenosu vkládán do 
datové části rámce. S tímto rámcem pracuje nižší vrstva síťového rozhraní. 
Hlavičku IP datagramu tvoří různé řídící informace, které jsou nezbytné k úspěšnému 
doručení datagramu resp. rámce. V hlavičce IP datagramu je řídící informací IP adresa 
příjemce datagramu a jeho odesilatele. V datovém rámci jsou přenášeny kromě IP datagramů i 
jiné druhy paketů. V sítích Ethernet je druh paketu rozlišen dvoubytovou položkou v hlavičce 
rámce. IP datagramy mají v této hlavičce vyhrazen kód 0800H. Podobně jako u rámců, tak i u 
paketů je obsah datové části rozlišen kódem v hlavičce paketu. V IP datagramu se jedná jen o 
jednobytovou adresu, která udává číslo protokolu na úrovni vyšší tedy transportní vrstvy. 
 
 
Obr. 4 Formát hlavičky IP datagramu 
 
IP protokol přenáší své datagramy po různých přenosových cestách. Tato skutečnost 
má některé významné důsledky. Velikosti datových rámců jsou závislé na přenosové 
technologii, která je pro realizaci dané sítě použita. V sítích Ethernet je velikost rámců 1500 
oktetů, kdežto u sítí Token Bus maximálně 8191 oktetů. V některých sítích pracují s mnohem 
menšími rámci například jen 128 oktetů nebo i méně. Protokol IP se do těchto rámců nemůže 
vejít, proto používá fragmentaci, která rozdělí původní datagram do několika fragmentů 
velikosti těchto rámců. 
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3.3 Transportní vrstva 
 
Transportní vrstva je implementována až v koncových zařízeních a umožňuje adresaci 
na porty daného uzlu sítě (počítače). K jednotlivým portům mohou být připojeny aplikace či 
procesy. Tato vrstva je realizována dvěma nejrozšířenějšími protokoly. Prvním z nich je 
komplexnější, ale pomalejší protokol TCP (Transmission Control Protocol).  Ten je 
spojového charakteru a pro aplikační vrstvu vytváří iluzi datového proudu. Při tom garantuje 
doručení všech dat a to ve správném pořadí. O některých mechanismech tohoto protokolu viz 
kapitola 3.3.1. Druhým představitelem je protokol UDP (User Datagram Protocol). Tento 
protokol je nespojový a nezajišťuje spolehlivost doručení. O některých mechanismech je 
psáno v kapitole 3.3.2. Kromě dvou výše popsaných protokolů existuje ještě jeden, který 
nahrazuje předešlé protokoly – mladý a nadějný SCTP (Stream Control Transmission 
Protocol). Ten ale (zatím) není široce rozšířen.  
 
3.3.1 Protokol TCP 
 
Tento protokol je spojovanou službou. Tato služba vytvoří na určitou dobu mezi 
dvěma aplikacemi spojení (virtuální okruh). Vytvořené spojení je plně duplexní, což 
znamená, že data jsou přenášena součastně oběma směry. Jednotlivé bajty jsou číslovány. Při 
ztrátě nebo poškození jsou data znovu vyžádána. Správnost přenosu je dána kontrolním 
součtem. 
Protokol TCP je protokolem vyšší vrstvy oproti IP protokolu. Na rozdíl od IP protokolu, který 
přenáší data mezi počítači v síti, tak protokol TCP přenáší data mezi jednotlivými aplikacemi 
spuštěných v počítači. 
Konce spojení mezi odesílatelem a příjemcem jsou určeny tzv. číslem portu. Číslo 
portu je dvojbajtové číslo, takže nabývá hodnot 0 až 65535. Porty protokolu TCP často mají 
za číslem napsáno lomítko a název protokolu TCP. 
 Cílová aplikace je v Internetu jednoznačně určena IP-adresou, použitým protokolem 
(TCP nebo UDP) a číslem portu. IP datagram je dopraven k cílovému počítači pomocí IP 
protokolu. Na tomto počítači jsou spuštěny jednotlivé aplikace. Operační systém pozná podle 
čísla portu, které ze spuštěných aplikací má daný TCP segment doručit. TCP segmenty jsou 
vkládány do IP datagramů, které jsou vkládány do linkových rámců.  
 
Obr. 5 TCP segment 
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3.3.2 Protokol UDP 
 
Protokol UDP je jednodušší variantou protokolu, než dříve popsaný protokol TCP. 
Jelikož je protokol UDP nespojovaná služba (na rozdíl od protokolu TCP), tak nenavazuje 
spojení. Odesilatel se nestará po odeslání UDP datagramu příjemci, jestli náhodou nedošlo ke 
ztrátě odeslaného datagramu. O kontrolu jestli se datagram neztratil se musí postarat aplikační 
protokol. UDP datagramy jsou stejně jako TCP datagramy baleny do IP datagramu.  
 
 
Obr. 6 UDP diagram 
 
Minimální délka UDP datagramu je 8. Tento UDP datagram obsahuje pouze záhlaví a 
neobsahuje žádná přenášená data. Kontrolní součet v UDP datagramu není vždy zapnut. 
Výpočet kontrolního součtu je tak v protokolu UDP nepovinný. U důležitých serverů je 
potřeba zapnutí kontrolního součtu kontrolovat. Nejnebezpečnější je to v případě DNS 
serveru, protože kontrolní součet pak je počítán jen na linkové vrstvě, ale např. linkový 
protokol SLIP výpočet kontrolního součtu také nepočítá, takže i technická porucha může 
způsobit poškození aplikačních dat, aniž by to měl příjemce šanci zjistit.  
Adresátem protokolu UDP nemusí být pouze jednoznačná IP adresa, ale adresátem 
může být i skupina stanic, což u protokolu TCP nebylo možné. 
 
 
3.4 Aplikační vrstva 
 
V této vrstvě je samotná aplikace, případně aplikační protokoly, podle konkrétní 
služby. Mezi tyto protokoly patří: HTTP (HyperText Transfer Protokol) určený hlavně pro 
přenos webových stránek, FTP (File Transfer Protokol) pro přenos souborů, SMPT (Simple 
Mail Transfer Protocol) pro přenos zpráv elektronické pošty, ale patří sem i kupříkladu 
pomocný DHCP (Dynamic Host Configuration Protocol) pro automatické přidělování IP 
adres koncovým stanicím sítě. 
 
3.4.1 Protokol HTTP 
 
Tento protokol je protokolem aplikační vrstvy a definuje pravidla komunikace mezi 
dvěma partnery. První používanou verzí, byla verze HTTP 0.9, která se vyznačovala značnou 
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jednoduchostí. Starala se pouze o přenos dat. Přenášená data nebyla nijak specifikována a 
příjemce poznal pouze podle koncovky, o jaká data se jedná. 
Nedostatky verze HTTP 0.9 byly eliminovány ve verzi HTTP 1.0. Verze 1.0 se snažila 
doplnit popisující informace do dotazu a odpovědi a použila pro to již existující formát MIME 
(Multipurpose Internet Mail Extension). Tvar dotazu a odpovědi byl rozšířen o 
standardizované doplňující informace, které charakterizovaly přenášená data. HTTP 1.0 je 
definováno v RFC 1945. 
S rozvojem internetu se objevily další požadavky na protokol HTTP. Především šlo o 
práci s hierarchickou strukturou proxy, využívání cache, požadavek na trvalé spojení mezi 
klientem a serverem a požadavky na virtuální servery. Všechny tyto nedostatky jsou vyřešeny 
ve verzi protokolu HTTP 1.1. 
HTTP protokol nezajišťuje přenos dat, o to se stará protokol nižší vrstvy např. TCP. 
Protokol na jedné straně předává data pro přenos nižší vrstvě a předpokládá, že na druhé 
straně obdrží stejná data, která předal. Komunikace probíhá na příslušných portech na modelu 
klient – server. Obvykle je pro komunikaci využíván port 80. 
 
3.4.1.1 HTTP 1.0 
 
Tento protokol pracuje s modelem dotaz – odpověď. Klient pošle na server dotaz, 
server mu odpoví a ukončuje komunikaci. Pro další komunikaci je potřeba navázat nové 
spojení. Uchovávání všech informací, souvisejících s komunikací (jako která data už klient 
požadoval a podobně) jsou ponechána zcela na klientovi a tento protokol je tedy bezestavový. 
Pokud chce klient získat od serveru server soubor, odešle dotaz ve tvaru:  
GET /cesta/soubor HTTP/1.0  
Server mu jako odpověď pošle tento soubor, nebo chybové hlášení. V dotazu se 
nespecifikuje jméno ani adresa serveru. IP adresa je používána protokolem nižší vrstvy a 
protokol http pracuje na již navázaném spojení. 
3.4.1.2 HTTP 1.1 
 
HTTP 1.1 přináší několik rozšíření. Jedná se zejména o možnost trvalého spojení mezi 
klientem a serverem (V předchozích verzích bylo pro každé URL navazováno zvláštní TCP 
spojení, což například u obrázků vložených do html stránky výrazně zvyšovalo zatížení 
serveru). Při trvalém spojení (které je u verze 1.1 implicitní pro všechny HTTP spojení), 
posílá klient všechny dotazy na daný server, po tomto spojení server mu po něm vrací 
všechny odpovědi. Spojení se ukončuje zasláním hlavičky Contention:close. Požadavek 
obsahující tuto hlavičku je poslední na daném spojení. Všechny požadavky posílané při 
trvalém spojení musí mít definovanou délku v hlavičce Message-length. Je také umožněno 
zřetězené zpracování, při kterém klient, který podporuje trvalé spojení, může dotazy zřetězit a 
posílat je serveru, aniž by čekal na odpověď. Server pak musí odpovědi na tyto dotazy zasílat 
v pořadí, ve kterém je obdržel. 
Dalším rozšířením je používání virtuálních serverů. Ve verzi 1.0 se předpokládalo, že 
každé IP adrese patří jeden WWW server a proto s pojmy IP adresa či jméno počítače 
nepracoval. HTTP 1.1 zavádí hlavičku Host. Pokud tato hlavička chybí, vrací chybu. Server 
pomocí této hlavičky může na různá jména počítače vracet různé odpovědi. 
 
  12 
3.4.2 Protokol SMTP 
 
Protokol SMTP se používá pro přenos e-mailových zpráv od klienta na server, dále 
pro výměnu e-mailů mezi servery. SMTP protokol je typu požadavek - odpověd. Požadavky i 
odpovědi jsou v ASCII formátu a ukončují se dvojicí znaků <CRLF> (jejich ASCII hodnota 
je 13 a 10). Odpovědi obsahují třímístný číselný kód, který udává návratový status 
následovaný textovým vysvětlením. SMTP protokol se za několik let používání značně 
změnil, existuje množství norem popisujících jeho rozšíření [7].  
Vlastní dialog obou komunikujících stran má formu předávání příkazů, a zasílání 
odpovědí na ně. Příkazy jsou tvořeny klíčovými slovy, za kterými obvykle následují další 
upřesňující parametry. Například příkazem  
 
HELO einar.dcit.cz 
 
sděluje odesílající uzel na začátku vzájemného dialogu svou identitu přijímajícímu uzlu, 
zatímco příkaz  
 
MAIL FROM: <pet@dcit.cz> 
 
signalizuje, kdo je odesilatelem zprávy, příkaz  
 
RCPT TO: <pav@einar.dcit.cz> 
 
 
 
Obr. 7 Fáze SMTP dialogu 
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4 Hardware 
 
 
4.1 Mikrokontrolér C8051F120 
 
Jedná se o obvod, který sice zahrnuje jádro řady 8051 a její instrukční soubor, ale díky 
vysoké výpočetní výkonnosti a množství a kvalitě doplněných vestavěných periferií značně 
překračuje možnosti běžných osmibitových mikrokontrolérů. 
Časování mikrokontroléru C8051F120 může být odvozeno buď od vnitřního oscilátoru 
nebo od vnějšího krystalu. Pracuje-li obvod s interním oscilátorem, je maximální taktovací 
kmitočet 98MHz, s vnějším krystalem je možno provozovat obvod až do 100MHz. Doba 
trvání instrukčního cyklu je dána přímo tímto kmitočtem, bez jeho dělení, tzn. může být 
zkrácena až na 10ns. Toho je dosaženo zřetězeným zpracováním instrukcí. Tato metoda bude 
objasněna níže. 
Napájecí napětí mikrokontroléru je 3,3V, ale hodnoty vstupních logických signálů 
mohou být i v úrovních 0 – 5V. Obvod se dodává v pouzdře se sto vývody. Výpočetní 
výkonnost obvodu je rozšířena doplněním výkonné násobičky umožňující násobení dvou 
šestnáctibitových operandů za dobu dvou instrukčních cyklů. Standardní vnitřní paměť dat 
256 bajtů je doplněna o 8kBajtů, které jsou přístupné stejným způsobem jako vnější paměť 
dat. Navíc jsou doplněny další stránky vnitřní paměti dat obsahující řadu speciálních 
funkčních registrů pro řízení doplněných vestavěných periferií. Paměť programu 64kB Flash 
lze rozšířit až na 128kBajtů.  
Mikrokontrolér obsahuje jednotku JTAG umožňující řadu funkcí při vývoji 
aplikačního programu jako např. krokování programu, spouštění programu, zastavování 
programu, zastavování programu v definovaných místech (breakpoint), prohlížení obsahu 
pamětí atd. 
Mikrokontrolér je vybaven množstvím výkonných vestavěných periferií. Kromě dvou 
standardních časovačů/čítačů, charakteristických pro celou řadu 8051, jsou doplněny další tři 
šestnáctibitové časovače/čítače. Dále je v obvodu integrováno hradlové pole, umožňující 
realizovat další časovač/čítač a provozovat jej ve spojení se šesti jednotkami komparačního a 
záchytného režimu. Ke standardním čtyřem vstupně výstupním paralelním osmibitovým 
portům jsou doplněny další čtyři s řadou alternativních funkcí. Pro sériovou komunikaci je 
připravena dvojice linek RS232 a linka I2C a SPI, což jsou rozhraní určená ke komunikaci se 
sériově připojitelnými součástkami nebo ke komunikaci mezi mikrokontroléry navzájem. 
U popisovaného obvodu je k dispozici rozsáhlé rozhraní pro styk s analogovým 
prostředím. Jsou integrovány dva A/D převodníky, jeden dvanáctibitový s rychlostí převodu 
až 10 µs/vzorek a jeden osmibitový s rychlostí až 2 µs/vzorek. Oba převodníky mají 8 
multiplexovaných vstupů. Převodníky se ovládají pomocí řídících bitů, při ukončení převodu 
je možno generovat přerušení. Dále je obvod vybaven dvojicí dvanáctibitových D/A 
(digitálně – analogových) převodníků a dvojicí analogových komparátorů. 
Mikrokontrolér je vybaven zabezpečovacím obvodem (tzv. watchdog). Jedná se 
v principu o časovač, který musí být periodicky programově nulován. Nedojde-li k jeho 
nulování v definovaném časovém intervalu, dojde k jeho přetečení, které iniciuje reset 
mikrokontroléru. Obsluha zabezpečovacího obvodu musí být tedy periodicky programem 
zabezpečována. Dostane-li se z nějakého důvodu (rušení nebo chyba programu) 
mikrokontrolér do nedefinovaného stavu, watchdog není obsloužen, generuje reset a poté je 
opět funkce definována programem. Watchdog je v současnosti integrován v převážné většině 
mikropočítačů určených pro práci v reálném čase. 
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4.2 Řadič CP2200 
 
Jádro modulu tvoří ethernetový řadič CP2200 firmy Silicon Laboratories. Kromě 
datasheetu firma dodává také příklady kódů pro obsluhu řadiče. Tento obvod zahrnuje 
integrovaný IEEE 802.3 Ethernet MAC - Media Access Controller (kontrolér pro přístup k 
médiu), fyzickou vrstvu 10BASE-T a 8kB FLASH. 
Hodinový kmitočet obvodu CP2200 je tvořen krystalem Q1, kondenzátory C7 a C8 a 
rezistorem R4. Piny MUXEN a MOTEN jsou uzemněny, tím se definuje formát sběrnice. 
Resetovací pin je přes rezistor R5 držen na vysoké úrovni. Napájení analogové a digitální 
části CP2200 je společné a není nijak odděleno. 
Modul se připojuje k modulu C8051F120 přes konektory SV1 a SV-P1 (konektor SP1 
je osazen pouze z důvodů mechanické pevnosti). Konektor SV1 tvoří sběrnici pro připojení 
externí paměti, tedy přímo k připojení CP2200. Na konektoru SV-P1 jsou využity pouze dva 
piny, a to RST_ETHERNET a INT_ETHERNET. 4 piny konektoru vedoucí na konektor SV4 
(není osazen) jsou určeny pro osmibitové připojení displeje (viz modul C8051F120), tyto 
nejsou pro tento účel použity (připojení displeje je čtyřbitové) a mohou tudíž být použity např. 
pro indikaci stavů, např pomocí přídavných LED. 
Modul je napájen napětím +3,3V, přivedeným přes konektor SV1 z modulu 
C8051F120. Napájecí napětí je blokováno kondenzátory C1, 2, 3, 4 a C10.  
Modul je osazen ethernetovým konektorem 6605762-1 (X1), který má již integrovaný 
magnetický obvod a dvě indikační LED (link, active) společně s rezistory. Magnetický obvod 
má vysílací vinutí v poměru 1:2,5, aby byla zachována impedance 100Ω. Při použití jiného 
převodového poměru není zaručena správná funkce a není garantována maximální vzdálenost 
100m k aktivnímu prvku. 
Pro případ použití jiného typu ethernetového konektoru je modul doplněn konektorem 
JP3. Nejedná se o konfigurační konektor, nýbrž o konektor pro připojení externích 
indikačních LED (link, active). Připojené externí LED musejí mít v sérii rezistor, aby proud 
nepřesáhl 10mA (alespoň 100Ω)! 
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5 Softwarové Moduly 
 
Softwarové moduly jsou psány v prostředí Keil uVision3 v jazyce C. Zdrojový kód 
každého modulu je uložen do souboru *.c. Každý modul má definovány prototypy funkcí, 
globální proměnné, ty jsou uloženy v hlavičkovém souboru *.h. Moduly TCP/IP protokolu a 
jeho hlavičkové soubory jsou vytvořeny programem TCP/IP Configuration Wizard. Všechny 
soubory jsou na přiloženém CD a vybrané softwarové moduly jsou součástí přílohy. 
 
5.1 Hlavní Program 
 
Seznam vytvořených modulů: 
 
• Modul ADC0  - obsluha A/D převodníku. 
• Modul ADC2  - obsluha A/D převodníku 
• Modul SPI  - obsluha sběrnice SPI.  
• Modul I2C  - obsluha sběrnice I2C.  
• Modul UART  - obsluha sériové linky.  
• Modul PAMETI   - obsluha pamětí mikrokontroléru. 
• Modul RTC  - obsluha obvodu reálného času. 
• Modul WEB  - obsluha komunikace s webovým serverem 
 
       Moduly TCP/IP protokolu: 
 
• Modul MAIN   - hlavní modul (obsahuje funkci main()). 
• Modul MN_CALLBACK - obsahuje dodatečné callback funkce. 
• Modul MN_VARS             - obsahuje globální proměnné TCP/IP protokolu. 
 
       Hlavičkové soubory TCP/IP protokolu: 
 
• mn_userconst.h  - hlavičkový soubor obsahující uživatelská nastavení. 
• mn_stackconst.h             - obsahuje konstanty používané v TCP/IP protokolu. 
• mn_errs.h  - obsahuje definice chybových kódů. 
• mn_defs.h  - obsahuje datové typy použité TCP/IP protokolem. 
• mn_funcs.h  - obsahuje funkce používané v TCP/IP protokolu. 
 
 
5.1.1 Modul ADC0 
 
Funkce modulu ADC0 jsou určeny k obsluze 12-ti bitového A/D převodníku obvodu 
C8051F120. Jednotlivé hodnoty na vstupech převodníku jsou postupně načítány a ukládány 
do akumulátoru. V akumulátoru dochází k průměrování naměřených hodnot. Výsledek 
průměru 255 hodnot je následně přepočítán na napětí. 
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Soubory modulu ADC0: 
 
Zdrojové:   adc0.c 
Hlavičkové:   adc0.h 
 
Proměnné definované v modulu ADC0: 
 
word32 Hodnota[VSTUPY]; 
hodnoty na vstupech A/D převodníku. 
Typ: unsigned long [], Velikost VSTUPY. 
 
word32 vysledek[9];  
hodnoty napětí a teploty na jednotlivých vstupech  
Typ: unsigned long []. 
     
byte vstup=0,adc_index=0; 
indexy jednotlivých vstupů A/D převodníku. 
Typ: unsigned char, Velikost 1B (každá). 
 
Modul zahrnuje následující funkce: 
 
ADC0_Init 
ADC0_hodnoty  
 napeti_ADC0 
 
5.1.1.1 ADC0_Init 
 
Popis: Funkce slouží k inicializaci A/D převodníku. Nastavuje se zesílení, 
povolení A/D převodníku. 
 
Prototyp:  void  ADC0_Init(void) 
 
Příklad volání: ADC0_Init(); 
 
Parametry:  žádné. 
 
Vrácená hodnota: žádná. 
 
5.1.1.2 ADC0_hodnoty 
 
Popis: Načítání hodnot ze vstupů A/D převodníku. Hodnoty na jednotlivých 
vstupech jsou načítány do akumulátoru a jejich průměr je zapsán do 
proměnné Hotnota[vstupy]. 
 
Prototyp:  void ADC0_hodnoty (void) 
 
Příklad volání: ADC0_hodnoty (); 
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Parametry:   žádné. 
 
Vrácená hodnota: žádná. 
 
5.1.1.3 napeti_ADC0 
 
Popis: Funkce vypočítá napětí na vstupech A/D převodníku. 
 
Prototyp:  long napeti_ADC0 (char pin) 
 
Příklad volání: hod_AD[i]=napeti_ADC0(i); 
 
Parametry:  pin – typ char, hodnota napětí na vstupu pin.  
Možné hodnoty:  0 - 8 
 
Vrácená hodnota: hod_AD[i] – typ unsigned char, napětí na vstupu i A/D převodníku. 
Možné hodnoty:  0 – hodnota napětí vstupu. 
 
 
5.1.2 Modul ADC2 
 
Funkce modulu ADC2 jsou určeny k obsluze 8-mi bitového A/D převodníku obvodu 
C8051F120. Jednotlivé hodnoty na vstupech převodníku jsou postupně načítány a ukládány 
do akumulátoru. V akumulátoru dochází k průměrování naměřených hodnot. Výsledek 
průměru 255 hodnot je následně přepočítán na napětí. 
 
Soubory modulu ADC2: 
 
Zdrojové:   adc2.c 
Hlavičkové:   adc2.h 
 
Proměnné definované v modulu ADC2: 
 
word32 Hodnota2[VSTUPY]; 
hodnoty na vstupech A/D převodníku. 
Typ: unsigned long [], Velikost VSTUPY. 
 
word32 vysledek2[9];  
hodnoty napětí a teploty na jednotlivých vstupech  
Typ: unsigned long []. 
     
byte vstup2=0,adc_index2=0; 
indexy jednotlivých vstupů A/D převodníku. 
Typ: unsigned char, Velikost 1B (každá). 
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Modul zahrnuje následující funkce: 
 
ADC2_Init 
ADC2_hodnoty  
 napeti_ADC2 
 
5.1.2.1 ADC2_Init 
 
Popis: Funkce slouží k inicializaci A/D převodníku. Nastavuje se zesílení, 
povolení A/D převodníku. 
 
Prototyp:  void  ADC2_Init(void) 
 
Příklad volání: ADC2_Init(); 
 
Parametry:  žádné. 
 
Vrácená hodnota: žádná. 
 
5.1.2.2 ADC2_hodnoty 
 
Popis: Načítání hodnot ze vstupů A/D převodníku. Hodnoty na jednotlivých 
vstupech jsou načítány do akumulátoru a jejich průměr je zapsán do 
proměnné Hotnota2[vstupy]. 
 
Prototyp:  void ADC2_hodnoty (void) 
 
Příklad volání: ADC2_hodnoty (); 
 
Parametry:   žádné. 
 
Vrácená hodnota: žádná. 
 
5.1.2.3 napeti_ADC2 
 
Popis: Funkce vypočítá napětí na vstupech A/D převodníku. 
 
Prototyp:  long napeti_ADC2 (char pin2) 
 
Příklad volání: hod_AD2[i]=napeti_ADC2(i); 
 
Parametry:  pin2 – typ char, hodnota napětí na vstupu pin.  
Možné hodnoty:  0 - 8 
 
Vrácená hodnota: hod_AD2[i] – typ unsigned char, napětí na vstupu i A/D převodníku. 
Možné hodnoty:  0 – hodnota napětí vstupu. 
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5.1.3 Modul SPI 
 
Vytvořený modul slouží k obsluze SPI sběrnice mikrokontroléru C8051F120. Sběrnice 
SPI je nastavena jako Master s čtyř-vodičovým připojením. 
 
Soubory modulu SPI: 
 
Zdrojové:   SPI0.c 
Hlavičkové:   SPI0.h 
 
Proměnné definované v modulu SPI: 
 
žádné 
             
Modul zahrnuje následující funkce: 
 
SPI0_Init 
Write 
Read 
 
5.1.3.1 SPI0_Init 
 
Popis: Funkce slouží k nastavení SPI na Master s čtyř-vodičovým připojením. 
Nastavení rychlosti komunikace. 
 
Prototyp:  (void) SPI0_Init(byte CLOCK) 
 
Příklad volání: SPI0_Init(CLOCK); 
 
Parametry:  clock – typ unsigned long, frekvence SPI sběrnice. 
   Možné hodnoty:  0 – 255. 
 
Vrácená hodnota: žádná. 
 
5.1.3.2 Write 
 
     Popis: Master čeká na volnou sběrnici. Načte data do buferu a přenese je 
k Slavu. Odpojí Slave po přenesení všech dat. 
 
Prototyp:  void Write (byte WR_Data[MAX_BUFFER_SIZE]) 
 
Příklad volání: Write (WR_Data[MAX_BUFFER_SIZE]); 
 
Parametry: WR_Data – typ unsigned char, obsahuje data, která se budou přenášet 
na Slave.  
MAX_BUFFER_SIZE – typ int, Maximální buffer, který může Master 
využít. 
Vrácená hodnota: žádná. 
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5.1.3.3 Read 
 
Popis: Master čeká na volnou sběrnici. Pošle na Slave data, kterými indikuje, 
že Slave může vysílat data. Přijme data a odpojí Slave po přenesení 
všech dat. 
 
Prototyp:  byte Read (void) 
 
Příklad volání: RD_Read = Read (); 
 
Parametry:  žádné. 
 
Vrácená hodnota: RD_Read – typ unsigned char, data přijatá od Slavu. 
 
5.1.4 Modul I2C 
 
Funkce modulu I2C jsou určeny pro obsluhu sběrnice I2C mikrokontroléru C8051F120, 
na kterou je připojena paměť EEPROM a obvod reálného času. 
 
Soubory modulu I2C: 
 
Zdrojové:   i2c.c 
Hlavičkové:   i2c.h 
 
Proměnné definované v modulu I2C: 
 
byte* data_rd;       
Globální ukazatel na data. Všechna přijatá data jsou zde zapsána. 
Typ: unsigned char, Velikost lenght. 
 
byte* data_wr;           
Globální ukazatel na data. Všechna odeslaná data jsou čtena. 
Typ: unsigned char, Velikost length. 
 
byte data_bwr;           
Obsahuje 1 Byte dat. 
Typ: unsigned char, Velikost 1B. 
 
byte lenght;            
Délka přijatých nebo odeslaných dat. 
Typ: unsigned char, Velikost různá. 
 
byte Adresa;                   
Cílová adresa, na kterou se zapisují, nebo odesílají data. 
Typ: unsigned char, Velikost 1B. 
 
byte Slave_Addr;           
Adresa Slave zařízení. 
Typ: unsigned char, Velikost 1B. 
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bit SMB_BUSY;            
Indikace obsazení sběrnice. 
Typ: bit, Velikost 1bit.. 
 
bit ACKPOLL;                   
Žádost k Slave o potvrzení adresy. 
Typ: bit, Velikost 1bit.. 
 
bit RW; 
Indikuje čtení nebo zápis na sběrnici. 
Typ: bit, Velikost 1bit. 
 
Modul zahrnuje následující funkce: 
 
SMBus_Init 
SMBUS_ISR 
ByteWrite_I2C 
WriteArray_I2C 
Read_I2C 
 
5.1.4.1 SMBus_Init 
 
Popis:   Funkce slouží k inicializaci I2C sběrnice. 
 
Prototyp:  void SMBus_Init(void) 
 
Příklad volání: SMBus_Init(); 
 
Parametry:  žádné.  
 
Vrácená hodnota: žádná. 
 
5.1.4.2 SMB_ISR 
 
Popis: Obsluha přerušení od sběrnice. Všechna data jsou zde zapisována do 
globální proměnné data_rd a data jsou posílána z globálního ukazatele 
data_wr. Nejprve se zapíše do zařízení na sběrnici I2C (dané adresou 
zařízení) adresu paměťové oblasti, ze které se bude číst, nebo na kterou 
se bude zapisovat. Následně se zapíší, nebo čtou data. 
 
Prototyp:  void SMBUS_ISR (void) interrupt 7 
 
Příklad volání: (interrupt) 
 
Parametry:  žádné (interrupt). 
 
Vrácená hodnota: žádná (interrupt). 
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5.1.4.3 ByteWrite_I2C 
 
Popis:   Funkce zapíše 1B dat dat na adresu danou addr.  
 
Prototyp: void ByteWrite_I2C(byte addr, byte dat, byte 
Slave) 
 
Příklad volání: ByteWrite_I2C(addr, data, EEPROM_ADDR); 
 
Parametry:  addr – typ unsigned char, adresa zařízení. 
   Možné hodnoty: 0 - 255 
   data – typ unsigned char, data zapisovaná na danou adresu. 
   Možné hodnoty: 0 – 255 
Slave – typ unsigned char, adresa zařízení Slave. 
   Možné hodnoty: 0 - 255 
 
Vrácená hodnota: žádná. 
 
5.1.4.4 WriteArray_I2C 
 
Popis: Funkce zapíše bajty dat dané délkou len  na adresy, která začíná 
adresou dest_addr.  
 
Prototyp: void WriteArray_I2C(byte dest_addr, byte* 
src_addr,byte len,byte Slave) 
 
Příklad volání: WriteArray_I2C (0x50, out_buff,sizeof(out_buff), 
EEPROM_ADDR); 
 
Parametry:  dest_addr – typ unsigned char, adresa, od které se začne zapisovat. 
   Možné hodnoty: 0 – 255 
   src_addr – typ unsigned char, ukazatel na pole zapisovaných dat. 
   Možné hodnoty: 0 - 255 
   len – typ unsigned char, délka pole dat. 
   Možné hodnoty: 0 – 255 
Slave – typ unsigned char, adresa zařízení Slave. 
   Možné hodnoty: 0 - 255 
 
Vrácená hodnota: žádná. 
 
5.1.4.5 Read_I2C 
 
Popis: Funkce zapíše bajty dat dané délkou len  na adresy, která začíná 
adresou dest_addr.  
 
Prototyp: void Read_I2C (byte* dest_addr, byte src_addr, 
byte len,byte Slave) 
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Příklad volání: Read_I2C(in_buff, 0x50, sizeof(in_buff), 
EEPROM_ADDR); 
 
Parametry: dest_addr – typ unsigned char, ukazatel na pole, které bude naplněno 
daty. 
   Možné hodnoty: 0 – 255 
   src_addr – typ unsigned char, první adresa, ze které se bude číst. 
   Možné hodnoty: 0 - 255 
   len – typ unsigned char, délka pole dat. 
   Možné hodnoty: 0 – 255 
Slave – typ unsigned char, adresa zařízení Slave. 
   Možné hodnoty: 0 - 255 
    
Vrácená hodnota: in_buff – typ unsigned char, data z I2C sběrnice. 
 
 
5.1.5 Modul UART 
 
Funkce modulu UART jsou určeny pro obsluhu sériové sběrnice mikrokontroléru 
C8051F120. Jednotlivé bajty jsou přijímány a vysílány v přerušení, které je inicializované, 
přijatým nebo odeslaným bajtem. V přerušení jsou bajty ukládány do bufferu. 
Parametry linky: start bit, 8 datových bitů, žádný paritní bit, jeden stop bit. 
 
Soubory modulu UART: 
 
Zdrojové:   Uart.c 
Hlavičkové:   Uart.h 
 
Proměnné definované v modulu UART: 
 
byte Buffer[VELIKOST];   
Udává velikost bufferu pro přijímaná a vysílaná data. 
Typ: unsigned char[], Velikost VELIKOST. 
 
byte index = 0;     
Indexuje jednotlivé stránky v bufferu. 
Typ: unsigned char, Velikost 1B. 
 
byte prijem_index = 0;   
Počítání velikosti přijímaných dat. 
Typ: unsigned char, Velikost 1B. 
 
byte vysilani_index = 0;    
Počítání velikosti vysílaných dat. 
Typ: unsigned char, Velikost 1B. 
 
bit prenos =1;     
Indikace kompletního přenosu. 
Typ: unsigned char, Velikost 1bit. 
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static char Data;    
Přijímaná, nebo odesílaná data. 
Typ: char, Velikost 1B. 
 
Modul zahrnuje následující funkce: 
 
UART1_Init 
UART1_Interrupt 
prenos_UART1 
 
5.1.5.1 UART1_Init 
 
Popis:   Funkce slouží k inicializaci UART1 a nastavení rychlosti komunikace. 
 
Prototyp:  void UART1_Init (word32 BAUDRATE) 
 
Příklad volání: UART1_Init (115200) 
 
Parametry:  BAUDRATE – typ unsigned long, přenosová rychlost. 
 
Vrácená hodnota: žádná. 
 
5.1.5.2 UART1_Interrupt 
 
Popis: Obsluha přerušení od sériové linky. V případě přerušení se vysílací, 
nebo přijímaná data uloží do bufferu a odešlou se. 
 
Prototyp:  void UART1_Interrupt (void) interrupt 20 
 
Příklad volání: (interrupt) 
 
Parametry:  žádné (interrupt). 
 
Vrácená hodnota: žádná (interrupt). 
 
5.1.5.3 prenos_UART1 
 
Popis: Funkce slouží k otestování sériové linky. Přijatá data od terminálu vyšle 
zpátky po sériové lince na terminál. 
 
Prototyp:  void prenos_UART1 (void) 
 
Příklad volání: prenos_UART1 (); 
 
Parametry:  žádné. 
 
Vrácená hodnota: žádná. 
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5.1.6 Modul PAMETI 
 
Funkce modulu PAMETI slouží ke komunikaci s externími paměťmi na desce 
s mikrokontrolérem. Pomocí těchto funkcí dochází ke stahování dat z pamětí nebo ke 
kopírování dat do pamětí. Protože je možné adresovat pouze 64KB, musí se pro zpřístupnění 
celých kapacit pamětí použít stránkování. 
 
Soubory modulu PAMETI: 
 
Zdrojové:   pameti.c 
Hlavičkové:   pameti.h 
 
Proměnné definované v modulu PAMETI: 
 
mem 
Pomocná proměnná pro zápis do pamětí. 
Typ: unsigned char, Velikost 1B. 
     
Modul zahrnuje následující funkce: 
 
pamet_wr 
 pamet_rd 
 
5.1.6.1 pamet_wr 
 
Popis: Funkce zapisuje data z paměti na čipu do externích pamětí FLASH a 
FRAM. Před samotným zápisem dat do pamětí FLASH se musí do 
těchto pamětí zapsat posloupnost tří čísel na určená místa v paměti, tak 
jak je to uvedeno v []. 
 
Prototyp: void pamet_wr(byte data *vstup_data, byte data 
stranka, bit_word16 data adresa, bit_word16 data 
len) 
 
Příklad volání: pamet_wr(buffer_wr, FRAM0,OD,len); 
 
Parametry: *vstup_data – typ unsigned char, ukazatel na buffer ze kterého se 
budou zapisovat data do paměti. 
Možné hodnoty: 0 – 255 
 stranka – typ unsigned char, stránka paměti 
Možné hodnoty: FRAM0, FRAM1 
FLASH0_0 -  FLASH0_7   
   FLASH1_0 -  FLASH1_7 
   adresa – typ unsigned int, adresa od které se začnou zapisovat data. 
Možné hodnoty: 0 – 65535 
len – typ unsigned int, velikost zapisovaných dat. 
Možné hodnoty: 0 – 65535 
 
Vrácená hodnota: žádná. 
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5.1.6.2 pamet_rd 
 
Popis: Funkce stahuje data z pamětí FLASH a FRAM a ukládá je do bufferu 
na čipu.  
 
Prototyp: void pamet_rd(byte xdata *vystup_data, byte data 
stranka, bit_word16 data addr, bit_word16 data 
size) 
 
Příklad volání: pamet_rd(buffer_rd, STR, OD, delka); 
 
Parametry: *vystup_data – typ unsigned char, ukazatel na buffer do kterého se 
budou zapisovat data z paměti. 
Možné hodnoty: 0 – 255 
 stranka – typ unsigned char, stránka paměti 
Možné hodnoty: FRAM0, FRAM1 
FLASH0_0 -  FLASH0_7   
   FLASH1_0 -  FLASH1_7 
   adresa – typ unsigned int, adresa od které se začnou data číst. 
Možné hodnoty: 0 – 65535 
len – typ unsigned int, velikost stahovaných dat. 
Možné hodnoty: 0 – 65535 
 
Vrácená hodnota: žádná. 
 
 
5.1.7 Modul RTC 
 
Modul RTC obsahuje funkce, které komunikují s obvodem reálného času PCF8583 
přes sběrnici I2C. Čas je do obvodu zapisována v kódu BCD. Modul obsahuje funkce pro 
převod do i z kódu BCD. 
 
Soubory modulu RTC: 
 
Zdrojové:   rtc.c 
Hlavičkové:   rtc.h 
 
Proměnné definované v modulu RTC: 
 
žádné 
 
Modul zahrnuje následující funkce: 
 
RTC_nastaveni 
RTC_cteni 
bin2bcd 
bcd2bin 
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5.1.7.1 RTC_nastaveni 
 
Popis: Funkce načte čas z externí proměnné do RTC v kódu BCD. 
 
Prototyp:  void RTC_nastaveni(RTC_cas cas) 
 
Příklad volání: RTC_nastaveni(TXBUFFER); 
 
Parametry:  cas  - typ struct, nastavení času. 
   Možné hodnoty: sekundy - 0  - 59     
minuty     - 0 - 59 
hodiny  - 0 - 23      
dny  - 1 - 31         
mesice  - 1 - 12     
roky      - 0 - 3   
weekday - 0 - 6 
 
Vrácená hodnota: žádná. 
 
5.1.7.2 RTC_cteni 
 
Popis: Funkce načte čas z  RTC v kódu BCD a transformuje do binárního 
čísla. 
 
Prototyp:  RTC_cas RTC_cteni() 
 
Příklad volání: RXBUFFER= RTC_cteni (); 
 
Parametry:  žádné. 
 
Vrácená hodnota: RXBUFFER – typ struct, obsahuje čas z RTC 
   Možné hodnoty: sekundy - 0  - 59     
minuty     - 0 - 59 
hodiny  - 0 - 23      
dny  - 1 - 31         
mesice  - 1 - 12     
roky      - 0 - 3   
weekday - 0 - 6 
 
5.1.7.3 bin2bcd 
 
Popis: Převede binární hodnotu čísla na hodnotu v BCD. 
 
Prototyp:  char bin2bcd(char hodnota) 
 
Příklad volání: bcd_sec = bin2bcd(cas.sekundy); 
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Parametry:  hodnota – typ char, hodnota v binární podobě. 
Možné hodnoty: 0  - 99     
 
Vrácená hodnota: bcd_sec – typ char, hodnota v kódu BCD. 
Možné hodnoty: 0  - 255     
 
5.1.7.4 bcd2bin 
 
Popis: Převede BCD číslo do binární podoby. 
 
Prototyp:  char bcd2bin(char bcd_hodnota) 
 
Příklad volání: cas.sekundy = bcd2bin(bcd_sec); 
 
Parametry:  hodnota – typ char, hodnota v BCD kódu. 
Možné hodnoty: 0  - 255     
 
Vrácená hodnota: cas.sekundy – typ struct, binární číslo. 
Možné hodnoty: 0  - 99     
 
5.1.8 Modul WEB 
 
Funkce modulu WEB slouží k nakopírování HTML stránek a CGI skriptů do 
virtuálního souborového systému. Obsahuje funkce, pomocí nichž jsou ovládány vstupy A/D 
převodníku a měří se teplota. Další funkce pracuje mj. s nastavením různých periférií 
mikrokontroléru. Modul web neobsahuje funkci pro správu externích pamětí. Tato funkce je 
umístěna v modulu mn_callback.c. Vytvoření a použití jednotlivých funkcí je popsáno v 
kapitole 6.3. Kód tohoto modulu je součástí přílohy. 
 
Soubory modulu WEB: 
 
Zdrojové:   web.c 
Hlavičkové:   web.h 
 
Proměnné definované v modulu WEB: 
 
byte hod_AD[8];   
Buffer, do kterého se načítají napětí na vstupu 12-ti bitového A/D převodníku. 
Typ: unsigned char[], Velikost 8B. 
 
byte hod_AD2[8];   
Buffer, do kterého se načítají napětí na vstupu 8-mi bitového A/D převodníku. 
Typ: unsigned char[], Velikost 8B. 
 
byte HTML_BUFFER[512];     
Slouží pro vytvoření HTML stránky, která se načte do webového prohlížeče. 
Typ: unsigned char, Velikost 512B. 
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byte NAST_BUFFER[10];   
Buffer pro zápis hodnot z BODYptr [6.3.3.2]. 
Typ: unsigned char, Velikost 10B. 
 
RTC_cas TXBUFFER;    
Struktura pro zapsání času. 
Typ: struktura, Velikost jedné položky 1B. 
 
bit_word16 OFFSET;     
teplotní konstanta 
Typ: unsigned int, Velikost 64kB. 
  
Modul zahrnuje následující funkce: 
 
nacti_stranky 
ADC0_data 
ADC2_data 
tep_data 
 nastaveni 
 
5.1.8.1 nacti_stranky 
 
Popis: Funkce nahrává CGI skripty a HTML stránky do virtuálního 
souborového systému. 
 
Prototyp:  void nacti_stranky (void) 
 
Příklad volání: nacti_stranky (); 
 
Parametry:  žádné. 
 
Vrácená hodnota: žádná. 
 
5.1.8.2 ADC0_data 
 
Popis: Tato funkce je volána po stisku tlačítka na webové stránce. Funkce 
načte hodnoty na vstupech A/D převodníku a vloží do bufferu 
HTML_BUFFER novou stránku vytvořenou pomocí funkce sprintf(). 
Tato stránka je pak poslána zpět na webovský prohlížeč. 
 
Prototyp:  void ADC0_data(PSOCKET_INFO socket_ptr) 
 
Příklad volání: http://192.168.10.1/ADC0_data? 
 
Parametry:  socket_ptr – typ struct, přicházející socket 
 
Vrácená hodnota: Vrací webovou stránku do webového prohlížeče. 
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5.1.8.3 ADC2_data 
 
Popis: Tato funkce je volána po stisku tlačítka na webové stránce. Funkce 
načte hodnoty na vstupech A/D převodníku a vloží do bufferu 
HTML_BUFFER novou stránku vytvořenou pomocí funkce sprintf(). 
Tato stránka je pak poslána zpět na webovský prohlížeč. 
 
Prototyp:  void ADC2_data(PSOCKET_INFO socket_ptr) 
 
Příklad volání: http://192.168.10.1/ADC2_data? 
 
Parametry:  socket_ptr – typ struct, přicházející socket 
 
Vrácená hodnota: Vrací webovou stránku do webového prohlížeče. 
 
5.1.8.4 tep_data 
 
Popis: Tato funkce je volána po stisku tlačítka na webové stránce. Funkce 
načte hodnotu teploty z teplotního senzoru a vloží ji do bufferu 
HTML_BUFFER. 
 
Prototyp:  void tep_data(PSOCKET_INFO socket_ptr) 
 
Příklad volání: http://192.168.10.1/tep_data? 
 
Parametry:  socket_ptr – typ struct, přicházející socket 
 
Vrácená hodnota: Vrací webovou stránku do webového prohlížeče. 
 
5.1.8.5 nastaveni 
 
Popis: Tato funkce nastavuje přenosovou rychlost sériové linky, rychlost 
komunikace po sběrnici SPI, provádí kalibraci teplotního senzoru, 
načítá hodnotu času do obvodu reálného času, provádí reset 
mikrokontroléru a přepíná na vedlejší program.  
 
Prototyp:  void nastaveni(PSOCKET_INFO socket_ptr) 
 
Příklad volání: http://192.168.10.1/nastaveni? 
 
Parametry:  socket_ptr – typ struct, přicházející socket 
 
Vrácená hodnota: Vrací na webovou stránku nápis označující provedení dané instrukce. 
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5.1.9 Modul LCD 
 
Modul LCD obsahuje funkce, které komunikují s obvodem LCD displejem MC2402A-
SYL. Tento displej je dvouřádkový s 20-ti znaky na řádek. Komunikace s displejem je 
čtyřbitová. Na displeji se zobrazuje čas a úkony, které mikrokontrolér provádí. 
 
Soubory modulu LCD: 
 
Zdrojové:   lcd.c 
Hlavičkové:   lcd.h 
 
Proměnné definované v modulu LCD: 
 
žádné 
 
Modul zahrnuje následující funkce: 
 
LCD_Init 
LCD_zobr 
LCD_text 
LCD_cislo 
LCD_kursor 
 
5.1.9.1 LCD_Init 
 
Popis: Funkce slouží k inicializaci LCD displeje. 
 
Prototyp:  LCD_Init(void); 
 
Příklad volání: LCD_Init(); 
 
Parametry:  žádné. 
 
Vrácená hodnota: žádná. 
 
5.1.9.2 LCD_zobr 
 
Popis: Funkce zapíše jeden znak na displej na aktuální pozici kursoru. 
 
Prototyp:  void LCD_zobr (byte lcd) 
 
Příklad volání: LCD_zobr(*text++); 
 
Parametry:  lcd – typ unsigned char, znak, kerý se zobrazí na displeji 
 
Vrácená hodnota: žádná. 
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5.1.9.3 LCD_text 
 
Popis: Funkce vypíše na displeji zadaný text. 
 
Prototyp:  void LCD_text (char *text) 
 
Příklad volání: LCD_text("RESET MIKROKONTROLERU "); 
 
Parametry:  *text – typ char, ukazatel na řetězec vypsaný na displeji. 
 
Vrácená hodnota: žádná. 
 
5.1.9.4 LCD_cislo 
 
Popis: Funkce vypíše na LCD displej dva znaky reprezentující hexadecimální 
hodnotu vstupního bajtu.  
 
Prototyp:  void LCD_cislo(byte cislo) 
 
Příklad volání: LCD_cislo(0x22); 
 
Parametry:  cislo – typ unsigned char, data zobazená na displeji. 
 
Vrácená hodnota: žádná. 
 
5.1.9.5 LCD_kursor 
 
Popis: Funkce nastaví kursor na určitou pozici na displeji.  
 
Prototyp:  void LCD_kursor(byte radek, byte sloupec) 
 
Příklad volání: LCD_kursor (radek2,0x00); 
 
Parametry:  radek – typ unsigned char, řádek na kterém je kursor. 
Možné hodnoty: 0 – 1      
sloupec – typ unsigned char, sloupec na kterém je kursor. 
Možné hodnoty: 0 – 24      
 
Vrácená hodnota: žádná. 
 
 
5.1.10 Modul MN_CALLBACK 
 
Modul obsahuje callback funkce, které se spouští při každém poslání paketu. V tomto 
modulu je umístěn CGI skript pro práci s externími pamětmi. V následujícím textu bude 
popsána jenom použitá funkce. 
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Soubory modulu MN_CALLBACK: 
 
Zdrojové:   mn_callback.c 
 
Proměnné definované v modulu MN_CALLBACK: 
 
byte buffer_rd[BUFF_SIZE];   
Buffer, do kterého jsou ukládána stažená data. 
Typ: unsigned char[], Velikost 512B. 
 
byte PAM_BUFFER[10];     
Buffer pro zápis hodnot z BODYptr [6.3.3.2]. 
Typ: unsigned char, Velikost 10B. 
 
bit_word16 delka;   
Velikost stažených dat. 
Typ: unsigned int, Velikost různá. 
 
bit_word16 OD, DO;    
Adresy jimiž je vymezena oblast v paměti, ze které se stahují data. 
Typ: unsigned int, Velikost různá. 
 
byte STR;     
Stránka v paměti. 
Typ: unsigned char, Velikost 1B. 
 
bit_word16 counter;    
Počítadlo velikosti odeslaných dat. 
Typ: unsigned int, Velikost různá. 
 
Byte flag, in ,len;    
Pomocné proměnné. 
Typ: unsigned char, Velikost 1B. 
  
Modul zahrnuje následující funkce: 
 
pameti 
call_back_socket_empty 
 
5.1.10.1 pameti 
 
Popis: Tato funkce obsluhuje formuláře na webové stránce pamet.htm. Zjistí, 
z jaké paměti se budou data brát. Načte hodnoty adresy, keré vymezují 
oblast v paměti, ze které se budou data načítat. Načte prvních 512 B dat 
a pošle je na webovou stránku. 
 
Prototyp:  void pameti(PSOCKET_INFO socket_ptr) 
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Příklad volání: http://192.168.10.1/pameti? 
 
Parametry:  socket_ptr – typ struct, přicházející socket 
 
Vrácená hodnota: Vrací data načtená z paměti. 
 
5.1.10.2 callback_socket_empty 
 
Popis: Tato funkce je volána pokaždé, kdy je přijímán nebo odesílán nějaký 
paket. Funkce je použita v případě, kdy pole stahovaných dat je větší 
než 512B, což je maximální velikost jednoho paketu a bufferu 
načtených dat. Ve funkci dochází k postupnému nahrávání dat z paměti 
a posílání zpět na web.  
 
Prototyp: void callback_socket_empty(PSOCKET_INFO  
socket_ptr) 
 
Příklad volání: Je volaná automaticky pokaždé, kdy dojde k odeslání paketu. 
 
Parametry:  socket_ptr – typ struct, přicházející socket 
 
Vrácená hodnota: Posílá hodnoty stažené z paměti na webový prohlížeč. 
 
 
5.1.11 Modul MAIN 
 
Modul MAIN obsahuje hlavní funkci – funkci main(). Mimo to obsahuje funkci, 
která dohlíží na spojení mezi počítačem a ethernetovým řadičem. Další funkce konfigurují 
jednotlivé porty mikrokontroléru C8051F120, nastavení externí a interní paměti a nastavení 
hodin. Obsahuje dvě resetovací funkce pro nastavení pinů řadiče CP2200.  
 
Soubory modulu MAIN: 
 
Zdrojové:   main.c 
 
Proměnné definované v modulu MAIN: 
 
žádné 
             
Modul zahrnuje následující funkce: 
 
main 
establish_network_connection 
PORT_Init 
EMIF_Init 
SYSCLK_Init 
ether_reset_low 
ether_reset_high 
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5.1.11.1 main 
 
Popis: Hlavní funkce programu. Na začátku jsou volány inicializační funkce 
z ostatních modulů a jsou nastaveny hodnoty proměnných. Poté je 
nekonečná smyčka, ve které se kontroluje spojení mezi serverem a 
CP2200 a vykonávají se zde funkce pro komunikaci se serverem. 
 
Prototyp:  nemá 
 
Příklad volání: je volána po resetu mikrokontroléru 
 
Parametry:  žádné. 
 
Vrácená hodnota: žádná. 
 
5.1.11.2 establish_network_connection 
 
Popis:   Tato funkce kontroluje spojení mezi CP2200 a serverem. 
 
Prototyp:  int establish_network_connection() 
 
Příklad volání: establish_network_connection(); 
 
Parametry:   žádné. 
 
Vrácená hodnota: retval - typ int, ukazatel spojení. 
Možné hodnoty: 1 – spojení v pořádku 
0 – chyba spojení 
 
5.1.11.3 PORT_Init 
 
Popis: Funkce nastavuje jednotlivé porty mikroprocesoru. Nastaví porty na 
vstupní nebo výstupní. Povoluje jednotlivé periferie mikrokontroléru. 
Funkce je volána po resetu mikrokontroléru v hlavní funkci programu. 
 
Prototyp:  void PORT_Init(void) 
 
Příklad volání: PORT_Init(); 
 
Parametry:  žádné. 
 
Vrácená hodnota: žádná. 
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5.1.11.4 EMIF_Init 
 
Popis: Funkce nastavuje rozhraní pro připojení externí paměti. Nastavuje 
paměťový prostor CP2200 na hodnotu 0x20. Funkce je volána po resetu 
mikrokontroléru v hlavní funkci programu. 
 
Prototyp:  void  EMIF_Init(void) 
 
Příklad volání: EMIF_Init(); 
 
Parametry:  žádné. 
 
Vrácená hodnota: žádná. 
 
5.1.11.5 SYSCLK_Init 
 
Popis: Funkce slouží k inicializaci kmitočtu mikrokontroléru, zapíná fázový 
závěs (PLL). Kmitočet je nastaven na 33,3 MHz. Funkce je volána po 
resetu mikrokontroléru v hlavní funkci programu. 
 
Prototyp:  void  SYSCLK_Init(void) 
 
Příklad volání: SYSCLK_Init(); 
 
Parametry:  žádné. 
 
Vrácená hodnota: žádná. 
 
 
5.2 Program pro instalaci firmwaru 
 
Program slouží pro mazání starého programu a nahrání nového programu do 
mikrokontroléru. Pro komunikaci používá sériovou linku. 
 
Seznam vytvořených modulů: 
 
• Modul LOADER - obsahuje celý program. 
 
 
 
5.2.1 Modul LOADER 
 
Modul Loader obsahuje všechny potřebné funkce pro smazání a načtení programu do 
paměti mikrokontroléru. Obsahuje funkci, která zajišťuje komunikaci po sériové lince.  
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Soubory modulu LOADER: 
 
Zdrojové:   loader.c 
Hlavičkové:   loader.h 
 
Proměnné definované v modulu LOADER: 
 
bit code_erased 
indikátor smazání paměti 
Typ: bit, Velikost 1 bit. 
 
static byte checksum;  
index kontrolního součtu zapsaných a načtených dat  
Typ: unsigned char, Velikost různá. 
     
byte delka; 
délka nahrávaných dat 
Typ: unsigned char, Velikost 1B. 
 
 ULONG addr,segm,adresa; 
indexy adres v paměti 
Typ: unsigned long. 
     
Modul zahrnuje následující funkce: 
 
main 
print_menu 
 FLASH_ByteWrite 
 FLASH_PageErase 
 Nacteni 
 Download 
 Load4Hex 
 Load2Hex 
 UART1_Init 
 SYSCK_Init 
 PORT_Init 
 
5.2.1.1 main 
 
Popis: Hlavní funkce programu. Na začátku jsou volány inicializační funkce 
z ostatních modulů a jsou nastaveny hodnoty proměnných. Poté je 
nekonečná smyčka, ve které se postupně provádějí jednotlivé části 
programu. 
 
Prototyp:  nemá 
 
Příklad volání: je volána od mikrokontroléru po nastavení adresy 
0xF000 
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Parametry:  žádné. 
 
Vrácená hodnota: žádná. 
 
5.2.1.2 print_menu 
 
Popis: Zobrazuje menu v terminálu. 
 
Prototyp:  void print_menu(void) 
 
Příklad volání: print_menu(); 
 
Parametry:  žádné. 
 
Vrácená hodnota: žádná. 
 
5.2.1.3 FLASH_ByteWrite 
 
Popis: Funkce, která zapisuje data do paměti FLASH. 
 
Prototyp:  BYTE FLASH_ByteWrite (FLADDR addr, char data2) 
Příklad volání: if (FLASH_ByteWrite(adresa,Load2Hex())); 
 
Parametry:  addr  - typ unsigned long, adresa pameti. 
   Možné hodnoty:  0 – 65535 
   data2 – typ char, zapisovaná data. 
   Možné hodnoty:  0 – 255 
 
Vrácená hodnota: 0 nebo 1. 
 
5.2.1.4 FLASH_PageErase 
 
Popis: Funkce, která maže paměť FLASH od 0 do 0xEFFF. 
 
Prototyp:  void FLASH_PageErase (FLADDR addr) 
 
Příklad volání: FLASH_PageErase(i); 
 
Parametry:  addr  - typ unsigned long, adresa pameti. 
   Možné hodnoty:  0 – 65535 
 
Vrácená hodnota: žádná. 
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5.2.1.5 Nacteni 
 
Popis: Načítá vstupní data přicházející po sériové lince. 
 
Prototyp:  char nacteni(void) 
 
Příklad volání: i = nacteni(); 
 
Parametry:  žádné. 
 
Vrácená hodnota: i  - typ unsigned char, jednotlivé znaky ze sériové linky 
Možné hodnoty:  0 – 255 
 
5.2.1.6 Download 
 
Popis: Funkce zpracuje vstupní data a nahraje do mikrokontroléru. Provádí 
kontrolu nahraných a přijatých dat 
 
Prototyp:  BYTE Download(void) 
 
Příklad volání: Download(); 
 
Parametry:  žádné. 
 
Vrácená hodnota: Vrací hodnotu výsledku nahrávání programu. 
Možné hodnoty:  0 – úspěšné nahrání programu 
   1 – chyba kontrolního součtu 
   2 – špatný typ souboru 
   3 – neznámá chyba 
 
5.2.1.7 Load4Hex 
 
Popis: Funkce načte 2 byty v hexadecimální podobě a vrátí jejich binární 
podobu 
 
Prototyp:  WORD Load4Hex(void) 
 
Příklad volání: addr = Load4Hex(); 
 
Parametry:  žádné. 
 
Vrácená hodnota: addr – typ unsigned long, adresa paměti 
   Možné hodnoty:  0 – 255 
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5.2.1.8 Load2Hex 
 
Popis: Funkce načte 2 byty v hexadecimální podobě a vrátí jejich binární 
podobu 
 
Prototyp:  WORD Load2Hex(void) 
 
Příklad volání: delka = Load2Hex(); 
 
Parametry:  žádné. 
 
Vrácená hodnota: delka – typ unsigned long, delka nahraných dat 
   Možné hodnoty:  0 – 65535 
 
5.2.1.9 UART1_Init 
 
Popis:   Funkce slouží k inicializaci UART1 a nastavení rychlosti komunikace. 
 
Prototyp:  void UART1_Init (void) 
 
Příklad volání: UART1_Init(); 
 
Parametry:  žádné. 
 
Vrácená hodnota: žádná. 
 
5.2.1.10 PORT_Init 
 
Popis: Funkce nastavuje jednotlivé porty mikroprocesoru. Nastaví porty na 
vstupní nebo výstupní. Povoluje jednotlivé periferie mikrokontroléru. 
Funkce je volána po resetu mikrokontroléru v hlavní funkci programu. 
 
Prototyp:  void PORT_Init(void) 
 
Příklad volání: PORT_Init(); 
 
Parametry:  žádné. 
 
Vrácená hodnota: žádná. 
 
5.2.1.11 SYSCK_Init 
 
Popis: Funkce slouží k inicializaci kmitočtu mikrokontroléru, zapíná fázový 
závěs (PLL). Kmitočet je nastaven na 33,3 MHz. Funkce je volána po 
resetu mikrokontroléru v hlavní funkci programu. 
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Prototyp:  void  SYSCLK_Init(void) 
 
Příklad volání: SYSCLK_Init(); 
 
Parametry:  žádné. 
 
Vrácená hodnota: žádná. 
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6 Software 
 
Diplomová práce obsahuje dva programy pro práci s mikrokontrolérem. Hlavní program 
obsluhuje periferie mikrokontroléru a zajišťuje komunikaci s ethernetovským řadičem. Druhý 
program slouží k nahrávání nového obslužného programu do mikrokontroléru. Dále obsahuje 
webový server, přes který probíhá komunikace mezi uživatelem a mikrokontrolérem. 
Všechny vytvořené soubory jsou na přiloženém CD. Příloha této práce obsahuje i některé 
kódy softwarových modulů popsaných v kapitole 5. 
   
  
6.1 Hlavní Program 
 
Základem hlavního programu je TCP/IP protokol, který byl vytvořen programem 
TCP/IP Configuration Wizard. Všechny ostatní moduly jsou napsány v jazyce C v prostředí 
Keil uVision3. Statické HTML stránky jsou napsány v programu PSPad.  
Software je optimalizován pro systémový kmitočet mikrokontroléru 49MHz využívá 
se PLL, který vynásobí vstupní kmitočet 24,5MHz na čipu. Pro komunikaci s pamětí FRAM 
se tento kmitočet upravuje na 24,5MHz. Při vyšším kmitočtu zápis do paměti nebyl možný.  
Z důvodu vytvoření TCP/IP protokolu programem TCP/IP Configuration Wizard, 
který vytváří rozsáhlý kód, je většina proměnných definována v oblasti xdata na čipu. V 
prostoru data jsou definovány proměnné, které se používají pro komunikaci s externí pamětí. 
Programu je vyčleněn paměťový prostor od adresy 0x0000 do adresy 0xEFFF. 
 Program je konfigurován tak, že nejprve dojde k inicializaci všech použitých zařízení. 
Po inicializaci následuje hlavní smyčka programu, ve které se zjišťuje stav připojení síťového 
kabelu do sítě. V případě odpojeného kabelu systém čeká na jeho připojení. Po připojení 
dojde k nahrání souborů do virtuálního systému. 
 Veškerá komunikace probíhá přes vytvořený webový server a je popsána v kapitole 
6.3. Postupně dochází k vykonávání jednotlivých funkcí, podle toho jaké úkony jsou na 
serveru prováděny. IP adresa použitá pro tento projekt je 192.168.10.1. 
 
 
6.2 Program pro instalaci nového firmwaru 
 
Tento program slouží pro nahrání nového hlavního programu do mikrokontroléru bez 
použití nahrávacího adaptéru. Stejně jako hlavní program byl i tento napsán v jazyce C 
v prostředí Keil uVision3. Program používá pro komunikaci s mikrokontrolérem sériovou 
linku. Komunikace probíhá přes program Terminal. Může se použít i jiný program pro 
komunikaci po sériové lince. Kmitočet tohoto programu stejný jako u hlavního programu. 
Tento program obsazuje paměťový prostor 0xF000 – 0FFFF. 
 
6.2.1 Popis programu 
 
K přepnutí na tento program dojde po stisknutí tlačítka Instalace programu na webové 
stránce v části Nový firmware, kde je zobrazena nápověda pro tvorbu a komunikaci vedlejšího 
programu s hlavním programem.  
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Program obsahuje moduly popsané v kapitole 5.2. Hlavní součástí programu je 
komunikace po sériové lince. Po spuštění dojde k inicializaci systémových souborů a 
k inicializaci sériové linky. Poté následuje hlavní smyčka programu, která vykoná smazání a 
nahrání nového programu do mikrokontroléru. Po úspěšném nahrání programu dojde k resetu 
mikrokontroléru a spuštění nového nahraného programu. 
Po přepnutí do vedlejšího programu se v Terminálu objeví okno s instrukcemi 
potřebnými k operaci s programem (obr. 8). Jsou nám dány dvě možnosti buď přeinstalovat 
program, nebo od instalace upustit a vrátit se do hlavního programu. Výběr se provede poslání 
„1“ nebo „2“ do mikrokontroléru, případný jiný znak znovu vyvolá úvodní zprávu (obr. 8). 
 
 
Obr. 8 Okno Terminálu po spuštění programu 
 
 Po úspěšném poslání „1“ dojde k postupnému vykonání instrukcí, které zajistí 
bezchybnou instalaci nového programu. Nejprve dojde k přemazání paměti FLASH od adresy 
0x0000 do adresy 0xEFFF, kde se nachází starý program. Po úspěšném smazání paměti, které 
je indikováno na Terminálu nápisem „Pamet byla smazana“ se zobrazí nápis „Pripraveno k 
nacetni hex souboru.“.  
 Po tomto vyzvání je nutné poslat přes Terminál soubor, který obsahuje sestavený kód 
nového programu v hexadecimálním formátu. Tento formát se dá vygenerovat v programu 
Keil uVision3. Po nahrání souboru se ze souboru čtou jednotlivá data a zároveň jsou 
ukazována i v okně Terminálu, aby mohlo dojít ke kontrole funkčnosti programu. Kopírování 
dat probíhá určitou dobu specifikovanou velikostí nahrávaného souboru. 
 Po skončení nahrávání dojde k vyhodnocení kopírování programu do mikrokontroléru 
a výsledek je zobrazen v okně terminálu. V případě úspěšné instalace dojde k okamžitému 
restartu mikrokontroléru a spuštění nahraného programu. V případě nefunkčnosti je potřeba 
překontrolovat návod na tvorbu nového instalovaného programu popsaný v kapitole 6.2.2. 
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Obr. 9 Okno Terminálu po instalaci nového programu 
 
6.2.2 Vytvoření nového programu 
 
K vytvoření je potřeba program KEIL C51 nebo jiný program, ve kterém se dají 
programovat mikrokontroléry. Pro komunikaci s mikrokontrolérem je zapotřebí nějaký 
terminál pro komunikaci po sériové lince.  
 
NASTAVENÍ PROGRAMU KEIL C51  
Nový projekt vytvoříme v menu Project › New Project, kde zadáme název projektu. 
Následně jsme vyzváni k volbě použitého mikrokontroléru a vybereme Silicon Laboratories › 
C8051F120.  
DŮLEŽITÉ: 
 Při otázce jestli chceme přidat do projektu standardní spouštěcí kód, odpovíme ANO.  
 
Nyní nastavíme tři důležité věci, aby nedošlo při nahrávání ke smazání našeho 
nainstalovaného Vedlejšího programu. Musí se nastavit parametr CSEG v souboru 
STARTUP.A51 na hodnotu 0H. Adresa v paměti Flash do které se náš program může nahrát a 
adresa od které se budou nahrávat vektory přerušení. 
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Vektor přerušení - Nastavení se provede v menu Project › Options for Target záložka C51, 
zapsáním hodnoty 0x0000 do kolonky Interrupt vectors at address (viz. Obr. 10). 
 
 
Obr. 10 Vektor přerušení 
 
Kód programu - Nastavení se provede v menu Project › Options for Target záložka BL51 
Locate, zapsáním hodnoty 0x0000 – 0xEFFF do kolonky CODE (viz. Obr. 11). 
 
 
Obr. 11 Kód programu 
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Parametr CSEG – Rozbalíme si soubor STARTUP.A51. V programu KEIL najdeme řádek s 
parametrem CSEG AT a zkontrolujeme, jestli je hodnota 0H, pakliže není, přepíšeme hodnotu 
na 0H (viz. Obr. 12). 
 
 
Obr. 12 Parametr CSEG 
 
Pokud používáme projekt vytvořený programem TCP-IP Config od firmy Silicon 
Laboratories je nutné vytvořené knihovny mn_stack_bank_xxx.lib a 
mn_stack_common_xxx.lib přejmenovat na mn_stack_bank_bl_0XX.lib a 
mn_stack_common_bl_xxx.lib.  
 
Po těchto úpravách je náš program připraven na kompilování a vytvoření souboru 
s příponou hex, který se nahraje přes sériovou linku do mikrokontroléru. Pro vytvoření 
hexadecimálního souboru zaškrtneme v menu Project › Options for Target záložce OUTPUT 
položku Create HEX File. Pro kontrolu jestli bylo nastavení provedeno úspěšně, otevřeme 
soubor nazev_projektu.M51 v textovém editoru. V části CODE MEMORY by měly všechny 
hodnoty BASE kromě první začínat hodnotou 0000H do EFFFH.  
 
DŮLEŽITÉ: 
 Před zmáčknutím tlačítka Instalace programu by měl být připojen kabel ke konektoru 
v mikrokontroléru i v PC a otevřen Terminál. Pokud tomu tak nebude, neobjeví se úvodní 
menu, které je na obr. 8. 
 
 
6.3 Webový server 
 
Statické HTML stránky jsou napsány v programu PSPad. Vytvořené soubory se 
nacházejí v adresáři VFILE_DIR v hlavním adresáři projektu. Vytvořeno je celkem sedm 
statických stránek, které dohromady vytvářejí web, pomocí něhož jsou ovládány jednotlivé 
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části mikrokontroléru. Webový server komunikuje s mikrokontrolérem přes ethernetový řadič 
CP2200. 
 
6.3.1 HTML stránky 
 
Celý web je založen na použití rámů, kterými je rozdělena celá stránka na tři části. 
V horní části je neměnný rám s nápisem. V levé části se nacházejí tlačítka a hodiny s 
aktuálním datem a časem. V pravé části se nacházejí jednotlivé stránky, které nám dovolují 
komunikaci s mikrokontrolérem. Jednotlivé stránky jsou popsány v následujících kapitolách. 
Průběh komunikace s mikrokontrolérem je popsaný v kapitole 6.3.3. 
 
6.3.1.1 Index.htm 
 
Určuje, jak bude výsledný webový server vypadat. Při načítání serveru se zobrazí jako 
první. Pro rozdělení stránky je použit tag frameset, který rozděluje stránku do tří 
obdélníkových oblastí (rámů), do kterých se načítají ostatní stránky. 
 
6.3.1.2 Nadpis.htm 
 
Nejjednodušší stránka, která obsahuje nadpis zobrazující se v horní části stránky. 
 
6.3.1.3 Tlacitka.htm 
 
Tato stránka obsahuje tlačítka, kterými se přepínají stránky v pravé části hlavní 
stránky. Tlačítka jsou vytvořena kaskádovými styly. Pod jednotlivými tlačítky se nachází 
hodiny, které ukazují aktuální datum a čas. Hodiny jsou vytvořeny pomocí javascriptu. 
 
6.3.1.4 Nastaveni.htm 
 
Tato stránka slouží k nastavení některých parametrů mikrokontroléru. Stránka je 
rozdělena na čtyři části pomocí tabulky. V první buňce se nachází formulář, který slouží 
k nastavení rychlosti komunikace, po sběrnici SPI. Další buňka obsahuje formulář, kterým se 
ovládá rychlost komunikace sériové linky. V této buňce se také nachází checkbox, který 
odemyká tlačítko, po jehož zmáčknutí dojde k resetu mikrokontroléru. V pravé části je buňka, 
která nahrává reálný čas do obvodu RTC. Poslední buňka obsahuje formulář, který nastavuje 
teplotu. 
 
6.3.1.5 ADC.htm 
 
HTML stránka, na které se zobrazují napětí na vstupech dvanácti a osmi bitového AD 
převodníku. Spolu s hodnotami AD převodníků se zde zobrazuje teplota na tepelném čidle 
mikrokontroléru. Stránku tvoří tři formuláře, ve kterých se nacházejí rámce vytvořené tagem 
iframe. Do rámců je z mikrokontroléru přenášena vytvořená HTML stránka s požadovanými 
údaji. 
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6.3.1.6 Pamet.htm 
 
Stránka slouží ke stahování dat z pamětí na desce s mikrokontrolérem. Součástí této 
stránky jsou tři formuláře. Každý z formulářů slouží ke komunikaci s jinou pamětí. Formuláře 
obsahují dvě pole, do nichž se zapisují adresy v paměti, které se mají stáhnout. Tlačítkem se 
data z pamětí stáhnou na disk. 
 
6.3.1.7 Navod.htm 
 
Tato stránka obsahuje návod na tvorbu programu, který má být přehrán do 
mikrokontroléru pomocí druhého programu. Návod je podrobně popsán v kapitole 6.2.2 a zde 
již nebude popisován. Stránka také obsahuje tlačítko, které spustí druhý program, pomocí 
něhož se přepisuje původní hlavní program. 
 
 
Obr. 13 Ukázka vytvořeného webu 
 
 
6.3.2 Vložení stránky do systému 
 
 TCP/IP protokol obsahuje virtuální systém souborů přístupný aplikačním kódem nebo 
aplikačními službami. Tohoto je využíváno při práci s http webovým serverem. Soubory jsou 
do systému ukládány ve formě binárního pole na Flash či RAM. Toto dovoluje vložit 
obrázky, applety a jiný obsah do statických nebo dynamických html stránek.  
 Pro přidání statické stránky do virtuálního souboru se použije utilita HTML2C. 
HTML2C přečte obsah souboru např. index.htm a vygeneruje dva soubory (index.c a index.h), 
které jsou přidány k projektu. 
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Statická stránka se do systému začlení třemi kroky: 
1. Zapsáním hlavičkového souboru (index.h) na začátek main.c, pomocí funkce 
#include. 
2. Přidáním C souboru (index.c) do projektu. 
3. Přidáním do systému funkcemi mn_vf_set_entry(), nebo mn_vf_set_ram_entry(). 
Tyto funkce mapují počáteční adresu a délku souboru, který je přístupný 
z webového prohlížeče. 
 
 Virtuální systém dovoluje vytvoření dynamické webové stránky pomocí CGI 
(Common Gateway Interface) skriptů. CGI skript je standardní protokol pro komunikaci mezi 
webovým prohlížečem a webovým serverem. Když webový server rozpozná jméno skriptu, 
vyvolá příslušnou funkci ke generování požadovaného obsahu. Žádosti k HTTP webovému 
serveru jsou posílány jako součásti HTML formuláře či přímo v URL. CGI skript je do 
systému přidán nebo z něho odstraněn následujícími funkcemi mn_pf_set_entry(), 
mn_pf_del_entry(). 
 
6.3.3 Komunikace s mikrokontrolérem 
 
 Komunikace s mikrokontrolérem probíhá přes ethernetový řadič CP2200 a TCP/IP 
protokol vytvořený v projektu. Pro komunikaci jsou použity CGI skripty. CGI je standard pro 
komunikaci mezi webovým prohlížečem a web serverem. CGI skript může být vykonán po 
kliknutí na odkaz nebo tlačítko uvnitř webového prohlížeče. CGI skripty jsou schopny 
přijímat data z webového prohlížeče a vracet dynamicky vytvořené webové stránky pro 
zobrazení ve webovém prohlížeči. 
 
6.3.3.1 Vytvoření CGI skriptu 
 
Jednotlivé části HTML stránek jsou rozděleny formuláři, každý formulář obsahuje 
atributy method, action a target. Atribut method upřesňuje způsob předávání dat. U všech 
formulářů je to metoda GET, která říká, že se data budou předávat jako součást URL, tedy v 
řádku adresy. Atribut action míří na CGI skript, jméno atributu action je jménem CGI skriptu. 
Target obsahuje parametr, který odkazuje na cílovou stránku nebo rám, ve kterém se stránka 
otevře. Všechny formuláře kromě formulářů vytvořených pro správu A/D převodníků mají 
parametr _self. Formuláře pro správu A/D převodníků mají v atributu Target název framu ve 
kterém se mají otevřít. To znamená, že se stránka otevře v tom samém rámu, ze kterého byla 
volána. Na obr. 14 je příklad formuláře vytvořeného pro obsluhu jedné z pamětí. 
 
  50 
 
Obr. 14 Příklad formuláře pro obsluhu paměti 
 
CGI skript je vytvořen ve třech krocích. V prvním kroku je vytvořena nová funkce. 
Následující kód ukazuje vytvořenou funkci pro správu pamětí. 
 
void pameti(PSOCKET_INFO socket_ptr) 
{ 
      
} 
 
V dalším kroku je tato funkce vložena do virtuálního složkového systému. Následující kód je 
ukázkou přidání funkce do systému:  mn_pf_set_entry((byte*)"pameti",pameti);. 
Tento krok se provádí z důvodu viditelnosti naší funkce webovým prohlížečem. Posledním 
krokem je zajištění dostatečného místa ve virtuálním souborovém systému. Toho se docílí 
v hlavičkovém souboru mn_userconst.h. Do konstanty num_post_funcs se napíše počet 
skriptů v systému. V projektu je vytvořeno 5 funkcí. 
 
Seznam funkcí: pameti – tato slouží k obsluze externích pamětí na desce. Funkce je 
volaná ze stránky Pameti.htm po stisku jakéhokoliv tlačítka na této 
stránce. 
 nastaveni – funkce je volána při stisku tlačítka na stránce nastaveni.htm 
a při stisku tlačítka Instalace programu na stránce napoveda.htm.  
 ADC0_data – funkce je volána při stisku tlačítka u formuláře ADC0 na 
stránce Adc.htm.   
ADC2_data – funkce je volána při stisku tlačítka u formuláře ADC2 na 
stránce Adc.htm. 
tep_data – funkce je volána při stisku tlačítka u formuláře Teplota na 
stránce Adc.htm.  
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6.3.3.2 Přidání kódu aplikace do CGI skriptu 
 
CGI skripty jsou nyní spustitelné. Po kliknutí na některé z tlačítek dojde k poslání 
adresy i s parametry formuláře, ve kterém došlo ke stlačení tlačítka. Každý tag použitý 
v projektu má dva atributy, podle kterých CGI skript dokáže přečíst obsah formuláře. Prvním 
atributem je name. Tento atribut udává jméno pole, které se odesílá s daty. Druhým atributem 
je value, který udává hodnotu pole (původní hodnota pole nebo text zobrazovaný na tlačítku).  
Na jednotlivých stránkách jsou použity tagy input ve formě standardního pole. Při 
zápisu do těchto polí, se přenáší obsah tohoto pole ve znakové podobě. Převod na číslo, se 
provádí pomocí funkce atoi. Na obr. 15 je znázorněn formulář vytvořený pro obsluhu paměti 
FLASH, ve kterém jsou vyznačeny atributy u jednotlivých tagů, které se přenášejí pomocí 
skriptu po zmáčknutí tlačítka. 
Všechny informace zapsané do atributů jsou uloženy do globální proměnné BODYptr. 
Velikost tohoto bufferu se nastavuje v konstantě body_buffer_len v mn_userconst.h. 
 
 
Obr. 15 Atributy přenášené skriptem 
 
 TCP/IP knihovna nabízí funkci mn_http_find_value(), která analyzuje příchozí data. 
Kód analyzuje data v BODYptr a vrací jedničku v případě, že došlo ke shodě v atributu a 
zadaném výrazu. V případě shody uloží obsah hodnoty náležící danému atributu do bufferu. 
Na následující části kódu je ukázáno, jak tato funkce pracuje. Tento kód zpracovává 
informace z formuláře zobrazeného na obr. 15. 
 
if (mn_http_find_value(BODYptr,(byte *)"Flash1_OD",PAM_BUFFER)) 
    OD = atoi(PAM_BUFFER); 
   
  if (mn_http_find_value(BODYptr,(byte *)"Flash1_DO",PAM_BUFFER)) 
   DO = atoi(PAM_BUFFER); 
    
  if (mn_http_find_value(BODYptr,(byte *)"Flash1str",PAM_BUFFER)) 
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   switch (PAM_BUFFER[0]) 
    { 
      case '0': STR = FLASH0_0; break; 
     case '1': STR = FLASH0_1; break; 
     case '2': STR = FLASH0_2; break; 
     case '3': STR = FLASH0_3; break; 
     case '4': STR = FLASH0_4; break; 
     case '5': STR = FLASH0_5; break; 
     case '6': STR = FLASH0_6; break; 
     case '7': STR = FLASH0_7; break; 
    } 
  
6.3.3.3 Posílání dat na webový prohlížeč 
 
Pro posílání dat zpátky na webový prohlížeč se využívá dvou ukazatelů v TCP/IP 
knihovně. Data jsou posílána pomocí soketu uvedením jeho adresy a délky. Data mohou být 
vrácena ve formě HTML stránky, čehož je využito při posílání dat z A/D převodníků a teploty 
na čipu.  
Při posílání dat stažených z paměti, se posílají na webovou stránku jednotlivé bajty. 
Pokud je webový prohlížeč schopen znaky reprezentující jednotlivé bajty zobrazit, učiní tak. 
V tomto případě se data stáhnou na disk klepnutím pravého tlačítka myši do oblasti s daty a 
přes položku Tento rám -> Uložit rám jako se data stáhnou na disk počítače. Není- li 
prohlížeč schopen přijímané znaky zobrazit, objeví se rovnou okno pro stahování souborů a 
soubor bude stažen. Rychlost stažení dat je úměrná velikosti stahovaných dat. 
Pro poslání dat na webový prohlížeč se používají dva ukazatele. Kód posílání dat na 
webový prohlížeč je ukázán pod tímto odstavcem. První z ukazatelů ukazuje na data, která se 
budou posílat. Druhý ukazatel ukazuje na délku posílaných dat. 
socket_ptr->send_ptr = (byte *)HTML_BUFFER; 
socket_ptr->send_len = strlen(HTML_BUFFER); 
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7 Závěr 
 
V diplomové práci bylo popsáno Ethernetové rozhraní a mnohonásobný přístup 
CSMA/CD. Pozornost byla věnována zejména vývojovým verzím Ethernetu. Dále byl popsán 
model protokolu TCP/IP. Byly popsány vrstvy TCP/IP modelu a jejich protokoly. 
 
Následně byl lehce popsán použitý hardware, který se skládá z mikrokontroléru 
C8051F120 a ethernetového řadiče CP2200. Oba tyto moduly jsou od firmy Silicon 
Laboratories. Výroba jednotlivých desek nebyla součástí této práce, i přesto se vyskytly 
během práce určité problémy, které musely být vyřešeny předěláním desky s ethernetovým 
řadičem. 
 
Hlavní úkolem diplomové práce, bylo vytvoření softwaru, který by umožňoval řízení 
jednotky přes webové rozhraní. K tomuto účelu byly vytvořeny softwarové moduly, které 
dovolují uživateli ovládat jednotlivé periferie jednotky přes webové rozraní. Moduly byly 
navrženy pro správu analogových vstupů jednotky, pro komunikaci s externími paměťmi na 
desce a dostupnými sběrnicemi (SPI, I2C). Moduly jsou postavené na TCP/IP protokolu, 
který byl navržen programem TCP-IP Config od firmy Silicon Laboratories. 
 
Pro správu mikrokontroléru byl vytvořen webový server. Webový server komunikuje 
s jednotkou pomocí CGI skriptů, které přenášejí data z webového prohlížeče do jednotky a 
zpátky. Webový server umožňuje pracovat s obvodem reálného času. Nastavuje rychlosti 
komunikace sériové linky a sběrnice SPI. Nejdůležitější vlastností serveru je možnost 
stahování dat uložených v externích pamětech jednotky do počítače. 
 
Komunikace mezi jednotkou a hlavicí optického spoje nebyla náplní této práce. 
Veškerá komunikace probíhala na bázi počítač – jednotka. 
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A Moduly hlavního programu 
 
A1 WEB.C 
#include <c8051F120.h> 
#include "VFILE_DIR\index.h" 
#include "VFILE_DIR\nadpis.h" 
#include "VFILE_DIR\tlacitka.h" 
#include "VFILE_DIR\Adc.h" 
#include "VFILE_DIR\nastaveni.h" 
#include "VFILE_DIR\Pamet.h" 
#include "VFILE_DIR\navod.h" 
 
#include "mn_userconst.h"                      // TCP/IP Library Constants 
#include "mn_stackconst.h"                     // TCP/IP Library Constants 
#include "mn_errs.h"                           // Library Error Codes 
#include "mn_defs.h"                           // Library Type definitions 
#include "mn_funcs.h" 
#include "Adc0.h" 
#include "Adc2.h"  
#include "UART.h" 
#include "I2C.h" 
#include "SPI0.h"  
#include "rtc.h" 
#include "web.h" 
#include "lcd.h" 
#include "pameti.h" 
                          
#include <stddef.h> 
#include <stdio.h> 
#include <stdlib.h>                            // Add support for atoi 
#include <string.h>                            // Add support for strchr  
#include <ctype.h>                             // for toupper() 
 
byte hod_AD[8],hod_AD2[8]; // promenne pro ulozeni hodnot napeti na A/D 
byte HTML_BUFFER[512];  // buffer do ktereho se vytvari HTML stranka 
byte NAST_BUFFER[10]; // buffer pro zapis hodnot z BODYptr 
 
RTC_cas TXBUFFER;   // struktura obsahujici cas  
bit_word16 temp_offset,teplota;   // teplotni promenne 
bit_word16 OFFSET = 42000;   // offset teplomeru 
 
//-------------------------------------------------------------------------
// void nacti_stranky (void) -  
//------------------------------------------------------------------------- 
void nacti_stranky (void) 
{   // nacitani stranek do virtualniho souboroveho systemu 
  mn_vf_set_entry((byte *)"index.htm", INDEX_SIZE, index_htm, 
VF_PTYPE_FLASH); 
   mn_vf_set_entry((byte *)"nadpis.htm", NADPIS_SIZE, nadpis_htm, 
VF_PTYPE_FLASH); 
   mn_vf_set_entry((byte *)"tlacitka.htm", TLACITKA_SIZE, 
tlacitka_htm, VF_PTYPE_FLASH); 
   mn_vf_set_entry((byte *)"Adc.htm", ADC_SIZE, adc_htm, 
VF_PTYPE_FLASH); 
   mn_vf_set_entry((byte *)"nastaveni.htm", NASTAVENI_SIZE, 
nastaveni_htm, VF_PTYPE_FLASH); 
   mn_vf_set_entry((byte *)"navod.htm", NAVOD_SIZE, navod_htm, 
VF_PTYPE_FLASH); 
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   mn_vf_set_entry((byte *)"Pamet.htm", PAMET_SIZE, pamet_htm, 
VF_PTYPE_FLASH); 
 
 
       //CGI skripty 
    // nacitani CGI skriptu do virtualniho souboroveho systemu 
   mn_pf_set_entry((byte*)"ADC0_data",ADC0_data); 
   mn_pf_set_entry((byte*)"ADC2_data",ADC2_data); 
   mn_pf_set_entry((byte*)"tep_data",tep_data); 
   mn_pf_set_entry((byte*)"nastaveni",nastaveni); 
   mn_pf_set_entry((byte*)"pameti",pameti); 
} 
//------------------------------------------------------------------------- 
// void ADC0_data(PSOCKET_INFO socket_ptr) nahrani napeti na vstupech 12-ti 
A/D pr. 
//------------------------------------------------------------------------- 
void ADC0_data(PSOCKET_INFO socket_ptr)  
cmx_reentrant  
{ 
 int i; 
 
 for(i=0; i<8; i++) 
  hod_AD[i]=napeti_ADC0(i); // zapis hodnot napeti do promenne 
 
   EA=0; 
      // HTML stranka s daty 
      sprintf(HTML_BUFFER, "<html><body bgcolor=white text=black>\ 
<b>   A0:  %bd   mV <br><b>   A1:  %bd   mV <br><b>   A2:  %bd   mV <br><b>   
A3:  %bd   mV <br>\ <b>   A4:  %bd   mV <br><b>   A5:  %bd   mV <br><b>   
A6:  %bd   mV <br><b>   A7:  %bd   mV <br>\</html>" 
,hod_AD[0],hod_AD[1],hod_AD[2],hod_AD[3],hod_AD[4],hod_AD[5],hod_AD[6],hod_
AD[7]);   
    
   EA=1; 
      // poslani HTML stranky do prohlizece 
   socket_ptr->send_ptr = (byte *)HTML_BUFFER; 
   socket_ptr->send_len = strlen(HTML_BUFFER); 
} 
//------------------------------------------------------------------------- 
// void ADC2_data(PSOCKET_INFO socket_ptr) -   nahrani napeti na vstupech 
8-mi A/D pr. 
//------------------------------------------------------------------------- 
void ADC2_data(PSOCKET_INFO socket_ptr) 
cmx_reentrant  
{ 
 int i; 
 
 for(i=0; i<8; i++) 
  hod_AD2[i]=napeti_ADC2(i); // zapis hodnot napeti do promenne 
 
   EA=0; 
       // HTML stranka s daty 
      sprintf(HTML_BUFFER, "<html><body bgcolor=white text=black>\ 
   <b>   A0:  %bd   mV <br><b>   A1:  %bd   mV <br><b>   A2:  %bd   
mV <br><b>   A3:  %bd   mV <br>\ 
    <b>   A4:  %bd   mV <br><b>   A5:  %bd   mV <br><b>   A6:  %bd   
mV <br><b>   A7:  %bd   mV <br>\</html>" 
   
,hod_AD2[0],hod_AD2[1],hod_AD2[2],hod_AD2[3],hod_AD2[4],hod_AD2[5],hod_AD2[
6],hod_AD2[7]);   
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   EA=1; 
         // poslani HTML stranky do prohlizece 
   socket_ptr->send_ptr = (byte *)HTML_BUFFER; 
   socket_ptr->send_len = strlen(HTML_BUFFER); 
}   
//-------------------------------------------------------------------------
// void tep_data(PSOCKET_INFO socket_ptr) - vypocet teploty na cidle 
//------------------------------------------------------------------------- 
void tep_data(PSOCKET_INFO socket_ptr) 
cmx_reentrant  
{ 
   byte temp_int,temp_frac; 
 
 teplota=napeti_ADC0(8);   // vypocet teploty na cidle 
 teplota -= OFFSET;     
 teplota *= 10; 
 teplota /= 154; 
    
 temp_int = teplota / 10; 
 temp_frac = teplota - (temp_int * 10); 
                    
            EA = 0; 
         // HTML stranka s daty 
            sprintf(HTML_BUFFER, "<html><body bgcolor=blue 
text=white><center><font color=white face=Arial 
size=7><b>%bd.%bd</span></center></body></html>",temp_int, temp_frac);     
            EA = 1; 
     // poslani HTML stranky do prohlizece 
            socket_ptr->send_ptr = (byte *)HTML_BUFFER; 
            socket_ptr->send_len = strlen(HTML_BUFFER); 
    
  
} 
//------------------------------------------------------------------------- 
// void nastaveni(PSOCKET_INFO socket_ptr) -   ruzne druhy nastaveni 
//------------------------------------------------------------------------- 
void nastaveni(PSOCKET_INFO socket_ptr) 
cmx_reentrant  
{ 
   int temp_int,temp_frac; 
    char RTC_time[6];    // pomocna promenna pro cas 
         // identifikace formulare SPI 
 if (mn_http_find_value(BODYptr,(byte *)"SPI",NAST_BUFFER)) 
 { 
 switch (NAST_BUFFER[0]) 
  {    // nastaveni rychlosti komunikace SPI 
   case '0': SPI0_Init(0x00); break; 
   case '1': SPI0_Init(0x01); break; 
   case '2': SPI0_Init(0x02); break; 
   case '3': SPI0_Init(0x03); break; 
   case '4': SPI0_Init(0x04); break; 
   case '5': SPI0_Init(0x05); break; 
   case '6': SPI0_Init(0x06); break; 
   case '7': SPI0_Init(0x07); break; 
   case '8': SPI0_Init(0x08); break; 
   case '9': SPI0_Init(0x09); break; 
  } 
 socket_ptr->send_ptr = (byte *)"DONE";// navratova hodnota pro HTML 
      socket_ptr->send_len = 4; 
 } 
       // identifikace formulare UART 
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 if (mn_http_find_value(BODYptr,(byte *)"UART",NAST_BUFFER)) 
 { 
 switch (NAST_BUFFER[0]) 
  {   // nastaveni rychlosti komunikace UART 
   case '0': UART1_Init(9600); break; 
   case '1': UART1_Init(14400); break; 
   case '2': UART1_Init(19200); break; 
   case '3': UART1_Init(28800); break; 
   case '4': UART1_Init(38400); break; 
   case '5': UART1_Init(56000); break; 
   case '6': UART1_Init(115200); break; 
  } 
 socket_ptr->send_ptr = (byte *)"DONE"; // navratova hodnota pro HTML 
      socket_ptr->send_len = 4; 
 } 
      // identifikace formulare Teplomer 
 if (mn_http_find_value(BODYptr,(byte *)"Teplomer",NAST_BUFFER)) 
 { 
   temp_int = atoi(NAST_BUFFER);   
      temp_frac = atoi( strchr(NAST_BUFFER, '.') + 1 ); 
       
     teplota=napeti_ADC0(8); 
 
      // vypocet teploty 
      temp_offset = (long) (temp_int * 10) + temp_frac; 
      temp_offset *= 154; 
      temp_offset /= 10; 
      temp_offset = teplota - temp_offset; 
       
      // nastaveni ofsetu teplomeru 
      OFFSET = temp_offset;       
      socket_ptr->send_ptr = (byte *)"DONE";  // navratova hodnota pro HTML 
      socket_ptr->send_len = 4; 
  
 } 
      // identifikace formulare RESET 
   if (mn_http_find_value(BODYptr,(byte *)"RESET",NAST_BUFFER)) 
     ((void (code *) (void)) 0x0000) ();  // kod pro reset mikr. 
      // identifikace formulare Instalace 
   if (mn_http_find_value(BODYptr,(byte *)"Instalace",NAST_BUFFER)) 
     { 
  socket_ptr->send_ptr = (byte *)"DONE"; 
       socket_ptr->send_len = 4; 
  LCD_kursor (radek2,0x00); 
    LCD_text("Probiha instalace pr."); 
     ((void (code *) (void)) 0xF000) (); // prepnuti na druhy program 
  } 
       // identifikace formulare Hodiny 
   if (mn_http_find_value(BODYptr,(byte *)"Hodiny",NAST_BUFFER)) 
 {   // ukladani jednotlivych hodnot hodin do promenne 
  RTC_time[0] = atoi(NAST_BUFFER);   
     RTC_time[1] = atoi( strchr(NAST_BUFFER, '.') + 1 ); 
  RTC_time[2] = atoi( strchr(NAST_BUFFER, '.') + 4 ); 
  RTC_time[3] = atoi( strchr(NAST_BUFFER, ' ') + 1 ); 
  RTC_time[4] = atoi( strchr(NAST_BUFFER, ':') + 1 ); 
 
  TXBUFFER.sekundy=0x00; 
  TXBUFFER.minuty=RTC_time[4]; 
  TXBUFFER.hodiny=RTC_time[3]; 
  TXBUFFER.dny=RTC_time[0]; 
  TXBUFFER.mesice=RTC_time[1]; 
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  TXBUFFER.roky=RTC_time[2]; 
  TXBUFFER.weekday=0x01; 
 
  RTC_nastaveni(TXBUFFER);    // nahrani casu do RTC 
           //zobrazeni casu 
 
socket_ptr->send_ptr = (byte *)"DONE";  // navratova hodnota pro HTML 
     socket_ptr->send_len = 4; 
 } 
} 
//------------------------------------------------------------------------- 
// End of File  
//------------------------------------------------------------------------- 
 
A2 PAMETI.C 
//------------------------------------------------------------------------- 
// Includes 
//------------------------------------------------------------------------- 
#include <c8051F120.h> 
#include "mn_defs.h" 
#include "pameti.h" 
 
 
byte mem[1]= 0x2000;        // pomocna promenna 
void SYSCLK_Init (void); 
//------------------------------------------------------------------------- 
// SYSCLK_Flash_Init 
//------------------------------------------------------------------------- 
void SYSCLK_Flash_Init (void) 
{ 
 SFRPAGE = CONFIG_PAGE; 
 
 OSCICN = 0x83;    // internal oscillator 24,5MHz 
 CLKSEL = 0x00;      // int. osc. as
 SYSCLK source 
} 
//------------------------------------------------------------------------- 
// pamet_wr    -  zapis dat do externich pameti 
//------------------------------------------------------------------------- 
void pamet_wr(byte data *vstup_data, byte data stranka, bit_word16 data 
adresa, bit_word16 data len) 
{ 
byte xdata *d_addr;    // ukazatel na adresu v pameti 
byte data pamet_data;   // obsahuje data nahrana z pameti 
EA=0; 
 
  d_addr = mem-0x2000+adresa;   // vlozeni adresy do ukazatele 
 
  
   if (stranka>=FLASH0_0)  
   { 
  SYSCLK_Flash_Init ();   // zmena  frekvence 
  SFRPAGE = LEGACY_PAGE; 
     EMI0CF = 0x3E;// nastaveni pristupu k pametim na external only 
  EMI0TC = 0xFF;  // nastaveni defaultni doby trvani impulsu 
 
     SFRPAGE = CONFIG_PAGE; 
     P4 = stranka & 0xF8;// nastaveni portu prislusne stranky pameti 
    // algoritmus zapisu dat do pameti  
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     mem[0x5555-0x2000]=0xAA; // nejprve se zapise hodnota 0xAA na 
adresu 0x5555 
       mem[0x2AAA-0x2000]=0x55;     // pote hodnota 0x55 na 
adresu 0x2AAA 
     mem[0x5555-0x2000]=0xA0;     // a 0xA0 do 0x5555 
   // po techto trech adresach se mohou nase data zapsat 
     // na nami pozadovanou adresu viz. datasheet 
     SFRPAGE = LEGACY_PAGE; 
     EMI0CF  = 0xFB;//  nastaveni pristupu k pametim na external only 
     // Split-mode, non-multiplexed on P0 - P3 
 
  SFRPAGE = CONFIG_PAGE; 
     P4 = 0xD8; // vraceni nastaveni portu na pamet xdata na cipu 
   }          
   else 
   { 
     EMI0TC = 0xFF; // nastaveni defaultni doby trvani impulsu 
   }           
   while (len--) 
   { 
  pamet_data = *vstup_data++;// nacteni dat z bufferu do 
pamet_data 
   
  SFRPAGE = LEGACY_PAGE; 
     EMI0CF  = 0x3E;// nastaveni pristupu k pametim na external only 
      
     SFRPAGE = CONFIG_PAGE; 
     P4 = stranka;  // nastaveni portu prislusne stranky pameti 
 
  *d_addr++ = pamet_data;// nahrani dat do pameti na misto na 
ktere ukazuje poiter 
  if (d_addr==0) stranka++;// jestli ze by doslo k preteceni 
dojde k nacteni dalsi  
       // stranky v pameti 
   
     SFRPAGE = LEGACY_PAGE; 
     EMI0CF  = 0xFB;//  nastaveni pristupu k pametim na external only 
      // Split-mode, non-multiplexed on P0 - P3 
 
  SFRPAGE = CONFIG_PAGE; 
     P4 = 0xD8; // vraceni nastaveni portu na pamet xdata na cipu 
     
   } 
SFRPAGE = LEGACY_PAGE; 
EMI0TC  = 0x9E;   // nastaveni pro doby trvani impulsu CP2200 
SYSCLK_Init ();        // obnoveni frekvence 
EA=1;           //povoleni preruseni 
 
} 
//------------------------------------------------------------------------- 
// pamet_rd   - cteni z externich pameti 
//------------------------------------------------------------------------- 
void pamet_rd(byte xdata *vystup_data, byte data stranka, bit_word16 data 
addr, bit_word16 data size) 
{ 
byte xdata *d_addr;     // ukazatel na adresu v pameti 
byte data pamet_data;   // obsahuje data nahrana z pameti 
 
EA=0;        // zakazani preruseni 
 
   d_addr = mem-0x2000+addr;  // vlozeni adresy do ukazatele 
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   if (stranka>=FLASH0_0)  
   { 
     SYSCLK_Flash_Init (); // zmena  frekvence 
  SFRPAGE = LEGACY_PAGE; 
     EMI0TC = 0xFF;  // nastaveni defaultni doby trvani impulsu 
   } 
   else 
   { 
     SFRPAGE = LEGACY_PAGE; 
     EMI0TC = 0xFF;  // nastaveni defaultni doby trvani impulsu 
   } 
   while (size--) 
   { 
     SFRPAGE = LEGACY_PAGE; 
     EMI0CF  = 0x3E; // nastaveni pristupu k pametim na external only 
     SFRPAGE = CONFIG_PAGE; 
     P4 = stranka;  // nastaveni portu prislusne stranky pameti 
  pamet_data = *d_addr++; // nahrani dat z pameti do pamet_data 
  if (d_addr==0) stranka++; // jestli ze by doslo k preteceni 
dojde k nacteni dalsi  
      // stranky v pameti 
 
     SFRPAGE = LEGACY_PAGE; 
     EMI0CF  = 0xFB;//  nastaveni pristupu k pametim na external only 
      // Split-mode, non-multiplexed on P0 - P3 
  SFRPAGE = CONFIG_PAGE; 
     P4 = 0xD8; // vraceni nastaveni portu na pamet xdata na cipu 
 
     *vystup_data++ = pamet_data;    // nahrani nactenych dat z 
pameti do vystupniho bufferu 
   } 
 
SFRPAGE = LEGACY_PAGE; 
EMI0TC  = 0x9E;    // nastaveni pro doby trvani impulsu CP2200  
SYSCLK_Init ();       // obnoveni frekvence 
EA=1;         //povoleni preruseni 
} 
//------------------------------------------------------------------------- 
// End Of File 
//------------------------------------------------------------------------- 
 
A3 RTC.C 
#include <C8051F120.h>              
#include "mn_defs.h" 
#include "I2C.h" 
#include "rtc.h" 
sbit SDA = P0^6;                       // SMBus on P0.6 
sbit SCL = P0^7;  
//------------------------------------------------------------------------- 
// char bin2bcd(char hodnota)  - prevadi binarni hodnotu cisla na cislo BCD 
//------------------------------------------------------------------------- 
char bin2bcd(char hodnota) 
{ 
 char bcd;    // hodnota BCD 
 
 bcd = 0; 
    
   // prevod na BCD 
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 while(1) 
   { 
      if(hodnota >= 10) 
      { 
        hodnota -= 10; 
        bcd += 0x10; 
      } 
      else  
      { 
        bcd += hodnota; 
       break; 
      } 
   } 
 
 return(bcd); 
} 
//------------------------------------------------------------------------- 
// char bcd2bin(char bcd_hodnota) - prevadi BCD hodnotu cisla na binarni 
cislo 
//------------------------------------------------------------------------- 
char bcd2bin(char bcd_hodnota) 
{ 
 char temp;      // binarni hodnota BCD cisla 
 
 temp = bcd_hodnota;   // nacteni BCD hodnoty 
  
 // prevod na binarni hodnotu 
 temp >>= 1; 
 temp &= 0x78; 
 
 return(temp + (temp >> 2) + (bcd_hodnota & 0x0f)); 
 
} 
//------------------------------------------------------------------------- 
// void RTC_nastaveni(RTC_cas cas) - nacte cas do RTC 
//------------------------------------------------------------------------- 
void RTC_nastaveni(RTC_cas cas) 
{ 
 char bcd_sec; 
 char bcd_min; 
 char bcd_hod; 
 char bcd_dny; 
 char bcd_mon; 
 
 // prevod casu do BCD formy 
 
 bcd_sec = bin2bcd(cas.sekundy); 
 bcd_min = bin2bcd(cas.minuty); 
 bcd_hod = bin2bcd(cas.hodiny); 
 bcd_dny = bin2bcd(cas.dny) | (cas.roky << 6); 
 bcd_mon = bin2bcd(cas.mesice) | (cas.weekday << 5); 
 
 ByteWrite_I2C(PCF8583_CTRL, PCF8583_STOP,PCF8583_ADDR); // STOP  
citani 
 
 // zapis jednotlivych polozek do regisru 
 
 ByteWrite_I2C(PCF8583_100S, 0x00,PCF8583_ADDR); 
 ByteWrite_I2C(0x02, bcd_sec,PCF8583_ADDR); 
 ByteWrite_I2C(0x03, bcd_min,PCF8583_ADDR); 
 ByteWrite_I2C(0x04, bcd_hod,PCF8583_ADDR); 
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 ByteWrite_I2C(0x05, bcd_dny,PCF8583_ADDR); 
 ByteWrite_I2C(0x06, bcd_mon,PCF8583_ADDR); 
              // Set 100's reg = 0 
 
 // zapis roku do prvni NVRAM lokace 
 
 ByteWrite_I2C(PCF8583_ROKY, cas.roky,PCF8583_ADDR); 
 
 ByteWrite_I2C(PCF8583_CTRL,PCF8583_START,PCF8583_ADDR);  // START 
citani 
} 
//------------------------------------------------------------------------- 
// RTC_cas RTC_cteni() - vycte cas z RTC 
//------------------------------------------------------------------------- 
RTC_cas RTC_cteni() 
{ 
 byte date[9],i; 
 RTC_cas cas; 
 char bcd_sec; 
 char bcd_min; 
 char bcd_hod; 
 char bcd_dny; 
 char bcd_mon; 
 Read_I2C (date, PCF8583_CTRL,7,PCF8583_ADDR); 
  while(!SDA) 
   { 
      // Provide clock pulses to allow the slave to advance out 
      // of its current state. This will allow it to release SDA. 
      XBR2 = 0x40;                     // Enable Crossbar 
      SCL = 0;                         // Drive the clock low 
      for(i = 0; i < 255; i++);        // Hold the clock low 
      SCL = 1;                         // Release the clock 
      while(!SCL);                     // Wait for open-drain 
                                       // clock output to rise 
      for(i = 0; i < 10; i++);         // Hold the clock high 
      XBR2 = 0x00;                     // Disable Crossbar 
   } 
 Read_I2C (date+8, PCF8583_ROKY,1,PCF8583_ADDR); 
 
  // nacitani jednotlivych casti casu z RTC do promennych 
 bcd_sec = date[2]; 
 bcd_min = date[3]; 
 bcd_hod = date[4]; 
 bcd_dny = date[5]; 
 bcd_mon = date[6]; 
 
  // prevod jednotlivych casti z BCD na binarni cislo 
 
 cas.sekundy = bcd2bin(bcd_sec); 
 cas.minuty = bcd2bin(bcd_min); 
 cas.hodiny   = bcd2bin(bcd_hod & 0x3F); 
 cas.dny     = bcd2bin(bcd_dny & 0x3F); 
 cas.mesice   = bcd2bin(bcd_mon & 0x1F); 
 cas.weekday = bcd_mon >> 5; 
 cas.roky   = date[8]; 
 
 return cas; 
} 
//------------------------------------------------------------------------- 
// End Of File 
//------------------------------------------------------------------------- 
  66 
A4 I2C.C 
//------------------------------------------------------------------------- 
// Includes 
//------------------------------------------------------------------------- 
 
#include <C8051F120.h>  
#include "mn_defs.h" 
#include "I2C.h"                // SFR declarations 
 
//------------------------------------------------------------------------- 
// Globalni promenne 
//------------------------------------------------------------------------- 
 
byte* data_rd;            // ukazatel na prijata data, obsahuje vsechna 
pijata data 
 
byte data_bwr;         // obsahuje 1 byt dat 
 
byte* data_wr;            // ukazatel na odesilana data 
 
byte lenght;              // delka prijatych nebo odeslanych dat 
 
byte Adresa;                // adresa pro zapis a cteni dat 
 
byte Slave_addr;     // obsahuje adresu Slave zarizeni 
                   
bit SMB_BUSY = 0;     // indikuje jestli je sbernice volna (0) nebo 
obsazena (1)              
 
bit RW;                   // indikuje jestli se bude zapisovat nebo cist         
 
bit SENDADDR;  // jestlize je 1 bude nasledovat po adrese Slavu adresa na 
kterou 
        // se bude zapisovat/cist       
 
bit RANDOMREAD;                     
 
bit ACKPOLL;              // kdyz je nastaveno, Slave posle potvrzeni 
adresy           
 
// 16-bit SFR declarations 
sfr16    RCAP3    = 0xCA;               
sfr16    TMR3     = 0xCC;               
 
 
sbit SDA = P0^6;                        
sbit SCL = P0^7;                      
//------------------------------------------------------------------------- 
// SMBus_Init  - nastaveni parametru I2C sbernice 
//------------------------------------------------------------------------- 
void SMBus_Init (void) 
{ 
   char SFRPAGE_SAVE = SFRPAGE;        
 
   SFRPAGE = SMB0_PAGE; 
 
   SMB0CN = 0x07;                      // Enable SMBus Free timeout detect; 
                                       // Enable SCL low timeout detect 
 
   SMB0CR =257 - (SYSCLK / (8 * FREQUENCY)); // nastaveni hodin 
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   SMB0ADR = MY_ADDR;                 // nastaveni adresy Slave 
 
   SMB0CN |= 0x40;                    // povoleni I2C sbernice   
 
   SFRPAGE = SFRPAGE_SAVE;              
} 
//------------------------------------------------------------------------- 
// SMBus preruseni (ISR) 
//------------------------------------------------------------------------- 
void SMBUS_ISR (void) interrupt 7 
{ 
   bit FAIL = 0;                     // vlajka spatneho prenosu  
 
   static char i;          // counter ukazujici kolik bajtu bylo preneseno  
 
   static bit SEND_START = 0;          
 
    
   switch (SMB0STA) 
   { 
       
      case START: 
         SMB0DAT = Slave_addr;         // nahrani Slave adresy zarizeni    
         SMB0DAT &= 0xFE;              // vynulovani LSB adresy pro R/W bit 
                                       
         SMB0DAT |= RW;// R/W bit urcuje jestli se bude cist nebo zapisovat 
         STA = 0;                      // nulovani STA bitu 
         i = 0;                        // nulovani countru 
         break; 
 
     
      case RP_START: 
         SMB0DAT = Slave_addr;         // nahrani Slave adresy zarizeni      
         SMB0DAT |= RW;// R/W bit urcuje jestli se bude cist nebo zapisovat 
         STA = 0;                     // nulovani STA bitu 
         i = 0;                        // nulovani countru 
         break; 
 
      
      case MTADDACK: 
 
         SMB0DAT = Adresa;             // poslani adresy 
         if (RANDOMREAD) 
         { 
            SEND_START = 1;          // poslani a START po dalsi ACK cyklu 
            RW = READ;     // bude se cist 
         } 
 
         break; 
 
       
      case MTADDNACK: 
         if(ACKPOLL) 
         { 
            STA = 1;                  // restart prenosu  
         } 
         else 
         { 
            FAIL = 1;                 // indikace spatny prenos  
         }                              
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         break; 
 
      case MTDBACK: 
 
         if (SEND_START) 
         { 
            STA = 1;      // restart prenosu  
            SEND_START = 0; 
            break; 
         } 
 
         if (RW==WRITE)             
         { 
            if (i < lenght)       
            { 
               
               SMB0DAT = *data_wr;   // data se zapisuji na sbernici 
 
            
               data_wr++;      // inkrementace pointru 
 
               
               i++; 
            } 
            else 
            { 
              STO = 1;                 // nastaveni STO na prenos 
              SMB_BUSY = 0;            // sit neni obsazena 
            } 
         } 
         else {}                       
                                       
                                        
         break; 
 
     
      case MTDBNACK: 
         if(ACKPOLL) 
         { 
            STA = 1;                  // restart prenosu  
         } 
         else 
         { 
            FAIL = 1;                  // indikace spatny prenos 
         }                              
 
         break; 
 
       
      case MTARBLOST: 
 
         FAIL = 1;                    // indikace spatny prenos 
         break; 
 
      
      case MRADDACK: 
         if (i == lenght) 
         { 
            AA = 0;                    // pouze 1B se bude prenaset 
         } 
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         else 
         { 
            AA = 1;                    // vice jak 1B se budou prenaset 
         } 
         break; 
 
       
      case MRADDNACK: 
         if(ACKPOLL) 
         { 
            STA = 1;                    
         } 
         else 
         { 
            FAIL = 1;         // indikace spatny prenos         
         }                                
 
         break; 
 
      
      case MRDBACK: 
         if ( i < lenght )       
         { 
            *data_rd = SMB0DAT;     // cteni dat ze sbernice do pointru 
            data_rd++;              // inkrementace pointru 
            i++;                        
            AA = 1;                   // vice jak 1B se budou prenaset 
                                      
 
         } 
 
         if (i == lenght)           // posledni byte 
         { 
            SMB_BUSY = 0;              
            AA = 0;                   
                                        
            STO = 1;                   
         } 
 
         break; 
 
      
      case MRDBNACK: 
         *data_rd = SMB0DAT;       // cteni dat ze sbernice do pointru 
         STO = 1; 
         SMB_BUSY = 0;       // sbernice je volna 
         AA = 1;                        // vice jak 1B se budou prenaset 
 
         break; 
 
      
      default: 
         FAIL = 1;        // indikace spatny 
prenos 
 
         break; 
   } 
 
   if (FAIL)                          
   { 
      SMB0CN &= ~0x40;                 
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      SMB0CN |= 0x40; 
      STA = 0; 
      STO = 0; 
      AA = 0; 
 
      SMB_BUSY = 0;                    
 
      FAIL = 0; 
   } 
 
   SI = 0;                              
} 
//------------------------------------------------------------------------- 
// ByteWrite_I2C 
//------------------------------------------------------------------------- 
void ByteWrite_I2C(byte addr, byte dat, byte Slave) 
{ 
   char SFRPAGE_SAVE = SFRPAGE;        
   SFRPAGE = SMB0_PAGE; 
 
   while (SMB_BUSY);          // cekani na volnou sbernici          
   SMB_BUSY = 1;                      
 
    
   Slave_addr = Slave;        // nastaveni adresy Slave zarizeni       
   RW = WRITE;                // bude se zapisovat na sbernici     
   SENDADDR = 1;              // poslani Word Adresy po Slave Adrese  
   RANDOMREAD = 0;            // neposle startovni signal po Word adr.      
                                        
   ACKPOLL = 1;                    
   Adresa = addr;              // nastaveni adresy v zarizeni     
 
   data_bwr = dat;            // 1B dat 
   data_wr = &data_bwr;   // ukazatel s daty k prenosu 
 
   lenght = 1;                  // delka 1B 
 
    
   STA = 1; 
 
   SFRPAGE = SFRPAGE_SAVE;              
} 
//-------------------------------------------------------------------------
---- 
// WriteArray_I2C 
//-------------------------------------------------------------------------
---- 
void WriteArray_I2C(byte dest_addr, byte* src_addr,byte len,byte Slave) 
{ 
   byte i; 
   byte* pData = (byte*) src_addr; 
 
   for( i = 0; i < len; i++ ) 
   { 
      ByteWrite_I2C(dest_addr++, *pData++,Slave); 
   } 
 
} 
//------------------------------------------------------------------------- 
// Read_I2C 
//------------------------------------------------------------------------- 
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void Read_I2C (byte* dest_addr, byte src_addr, byte len,byte Slave) 
{ 
   char SFRPAGE_SAVE = SFRPAGE;         
   SFRPAGE = SMB0_PAGE; 
 
   while (SMB_BUSY);               // cekani na volnou sbernici  
   SMB_BUSY = 1;                    
 
   
   Slave_addr = Slave;              // nastaveni adresy Slave zarizeni  
   RW = WRITE;          //nejprve se zapise adresa Slave potom se bude cist                  
   SENDADDR = 1;              // poslani Word Adresy po Slave Adrese 
   RANDOMREAD = 1;                 // posle START po Word Adrese 
   ACKPOLL = 1;                    
 
   
   Adresa = src_addr;               // nastaveni adresy v zarizeni  
    
   data_rd = (byte*) dest_addr;   // nacteni dat 
 
 
   lenght = len;                 // delka odesilanych dat 
   
   STA = 1; 
   while(SMB_BUSY);                   
 
   SFRPAGE = SFRPAGE_SAVE;             
} 
//------------------------------------------------------------------------- 
// End Of File 
//------------------------------------------------------------------------- 
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B Moduly programu pro nahrání firmwaru 
 
B1 LOADER.C 
 
//------------------------------------------------------------------------- 
// Includes 
//------------------------------------------------------------------------- 
#include <c8051f120.h>  
#include <stdio.h>  
#include <stdlib.h> 
#include <ctype.h>  
#include <loader.h> 
//------------------------------------------------------------------------- 
// Globalni promenne 
//------------------------------------------------------------------------- 
bit code_erased = FALSE;  
unsigned long i; 
char ascii[] = "0123456789ABCDEF"; 
static BYTE checkSum; 
BYTE delka; 
ULONG addr,segm,adresa; 
//------------------------------------------------------------------------- 
// MAIN Routine 
//------------------------------------------------------------------------- 
void main (void) 
{ 
 char input; 
 
 WDTCN = 0xde; // disable watchdog timer 
 WDTCN = 0xad; 
 EA = 0; // disable interrupts (this statement 
// is needed because the device is not 
// neccesarily in a reset state prior 
// to executing this code) 
PORT_Init (); // initialize crossbar and GPIO 
SYSCLK_Init (); // initialize oscillator 
UART1_Init (); // initialize UART0 
print_menu(); // print the command menu 
 
 while (1){ 
SFRPAGE = UART1_PAGE; 
printf("Vlozte cislo >" ); 
input = getchar(); 
switch ( input ){ 
case '1': 
{for(i = FLASH_START_ADDR; i < FLASH_END_ADDR; i += FLASH_PAGE_SIZE) 
{ 
FLASH_PageErase(i); 
}}  
printf("\n*** Pamet byla smazana.\n"); 
 
while (code_erased) 
{ 
printf("\n*** Pripraveno k nacetni hex souboru.\n\n*** Muzete poslat hex 
soubor.\n"); 
code_erased=FALSE; 
} 
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switch (Download()) 
    { 
        case 0 : {printf("\n\n\n***FIRMWARE USPESNE NAHRAN\n");   
    ((void (code *) (void)) 0x0000) ();}       break; 
        case 1 :{ printf("\n\n\n***Checksum CHYBA\n"); 
    ((void (code *) (void)) 0xF000) ();}       break; 
        case 2 : {printf("\n\n\n***Spatny typ souboru\n"); 
    ((void (code *) (void)) 0xF000) ();}      break; 
        case 3 : {printf("\n\n\n***CHYBA pri zapisu programu\n"); 
    ((void (code *) (void)) 0xF000) ();}  break; 
        default: {printf("\n\n\n***Neznama CHYBA\n"); 
    ((void (code *) (void)) 0xF000) ();}        break; 
    } 
 
case '2':{ printf("\n** RESET **\n\n"); 
((void (code *) (void)) 0x0000) ();} // reset the device 
case '?': print_menu(); 
break; 
default: print_menu(); 
printf("\n*** Spatny znak\n"); 
break; 
} 
} // end while 
} // end main 
//------------------------------------------------------------------------- 
// print_menu   - hlavni menu vypsane v terminale 
//------------------------------------------------------------------------- 
void print_menu(void) 
{ 
 SFRPAGE = UART1_PAGE; 
 printf("\Instalace noveho Firmwaru do jednotky\n"); 
 printf("---------------------------------\n"); 
 printf("1. Smazani FLASH and Update Firmware\n"); 
 printf("2. Zruseni Update Firmware \n"); 
 printf("?. Nove menu\n"); 
} 
//------------------------------------------------------------------------- 
// FLASH_ByteWrite   - zapise data do FLASH 
//------------------------------------------------------------------------- 
BYTE FLASH_ByteWrite (FLADDR addr, char data2) 
{ 
  char SFRPAGE_SAVE = SFRPAGE;  
 bit EA_SAVE = EA;  
  char PSBANK_SAVE = PSBANK;  
  char xdata * data pwrite; // FLASH zapisovaci ukazatel 
 
 EA = 0;      // zakazani vsech preruseni 
    
 SFRPAGE = LEGACY_PAGE; 
 
 if (addr < 0x10000)  
  {       // 64K linear address 
   pwrite = (char xdata *) addr; 
  }  
 else if (addr < 0x18000)  
   {      // BANK 2 
    addr |= 0x8000; 
    pwrite = (char xdata *) addr; 
    PSBANK &= ~0x30;  // COBANK = 0x2 
    PSBANK |= 0x20; 
   }  
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   else  
    {      // BANK 3 
    pwrite = (char xdata *) addr; 
    PSBANK &= ~0x30;  // COBANK = 0x3 
    PSBANK |= 0x30; 
   } 
   code_erased = FALSE;   // vyprazdni vlajku code_erased  
 
  FLSCL |= 0x01;     // povolen zapis/mazani FLASH 
   PSCTL |= 0x01;    // PSWE = 1 
 
   RSTSRC = 0x02;   // povoleno VDDMON jako resetovaci hodnota 
 
 *pwrite = data2;    // zapis bztu do FLASH                         
 
 PSCTL &= ~0x01;    // PSWE = 0 
   FLSCL &= ~0x01;    // zakazan zapis/mazani FLASH 
 
 PSBANK = PSBANK_SAVE;  
 SFRPAGE = SFRPAGE_SAVE;  
 EA = EA_SAVE;      // obnoveni puvodniho nastaveni 
preruseni 
 return 0; 
} 
//------------------------------------------------------------------------- 
// FLASH_PageErase  - vymaze Flash od 0x1000 
//------------------------------------------------------------------------- 
void FLASH_PageErase (FLADDR addr) 
{ 
 char SFRPAGE_SAVE = SFRPAGE;  
  bit EA_SAVE = EA;      
  char PSBANK_SAVE = PSBANK;    
  char xdata * data pwrite;    // FLASH zapisovaci ukazatel 
  
  EA = 0;       // zakazani vsech preruseni 
  
  SFRPAGE = LEGACY_PAGE; 
 
 if (addr < 0x10000)  
  {       // 64K linear address 
         pwrite = (char xdata *) addr; 
  }  
 else if (addr < 0x18000)  
   {       // BANK 2 
     addr |= 0x8000; 
     pwrite = (char xdata *) addr; 
     PSBANK &= ~0x30;   // COBANK = 0x2 
     PSBANK |= 0x20; 
   }  
  else  
   {       // BANK 3 
    pwrite = (char xdata *) addr; 
    PSBANK &= ~0x30;   // COBANK = 0x3 
    PSBANK |= 0x30; 
   } 
 
  FLSCL |= 0x01;     // povolen zapis/mazani FLASH  
  PSCTL |= 0x03;     // PSWE = 1; PSEE = 1 
 
 RSTSRC = 0x02;     // povoleno VDDMON jako resetovaci 
hodnota 
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  *pwrite = 0;     // inicializace ukazatele 
 
  PSCTL &= ~0x03;    // PSWE = 0; PSEE = 0 
  FLSCL &= ~0x01;    // zakazan zapis/mazani FLASH 
  
  PSBANK = PSBANK_SAVE;  
  SFRPAGE = SFRPAGE_SAVE;  
  EA = EA_SAVE;     // obnoveni puvodniho nastaveni 
preruseni 
 
  code_erased = TRUE;         // indikace smazani FLASH 
} 
//------------------------------------------------------------------------- 
//  nacteni 
//------------------------------------------------------------------------- 
char nacteni(void) 
{ 
char vstup; 
  
   vstup = getchar();   // nacita vstupni data ze seriove linky 
 
  return vstup; 
 
} 
//------------------------------------------------------------------------- 
//  Load2Hex   - nacte dva hex byty a vrati jejich binarni hodnotu 
//------------------------------------------------------------------------- 
BYTE Load2Hex(void) 
{ 
  BYTE  t,i,s; 
 
    i = nacteni();                     // nacte prvni byte z UART 
    for (t = 0; t < 16; t++)      //prevede nizsi byte do binarni podoby 
    { 
        if (ascii[t] == i) 
            break; 
    } 
    i = nacteni();                     // nacte prvni byte z UART 
    for (s = 0; s < 16; s++)      //prevede vyssi byte do binarni podoby 
    { 
        if (ascii[s] == i) 
            break; 
    } 
    s = ((BYTE)(t<<4)) + s;        //slouci oba byty 
    checkSum = checkSum + s;       //update kontrolniho souctu 
    return s; 
} 
 
//------------------------------------------------------------------------- 
//  Load4Hex  - nacte dva hex byty a vrati jejich binarni hodnotu 
//------------------------------------------------------------------------- 
WORD Load4Hex(void) 
{ 
  WORD t; 
 
    t = Load2Hex();                    //nizsi byte 
    return (t<<8) + Load2Hex();        //vyssi byte a slouceni 
} 
//------------------------------------------------------------------------- 
//  Download     - zpracuje a nahraje vstupni data na flash 
//------------------------------------------------------------------------- 
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BYTE Download(void) 
{ 
 
 
    segm = 0;         // pocita  
 
    while (1)                                
    { 
        while (nacteni() != ':');         // cekani na : (zacatek prenosu) 
            
 
        checkSum = 0; 
        delka   = Load2Hex();                // ulozi delku nahravanych dat    
        addr     = Load4Hex();  // nacte adresu na kterou se bude zapisovat 
 
        switch (Load2Hex())                      /* read record type     */ 
        { 
          case 0:                                 
                adresa = segm + addr; 
                break; 
          case 1:                            // nacte posledni byte      
                Load2Hex();                  // nacte hodnotu checksum      
                if (checkSum != 0)  
                    return 1;                // chyba kontrolniho souctu      
                return 0;                    // download OK          
          case 2:                                 
                segm = Load4Hex(); 
                segm = segm<<4; 
                delka -= 2; 
                break; 
          case 3:                             // startovni adresa       
                break; 
          case 4:                                
                segm = Load4Hex(); 
                segm = segm<<16; 
                delka -= 2; 
                break; 
          default: 
                return 2;                     // chyba pri cteni 
        } 
        while (delka != 0)                    // zapis dat na FLASH    
        { 
            if (FLASH_ByteWrite(adresa,Load2Hex())) 
                return 3; 
     
   adresa++; 
            delka --;                          
             
        } 
        Load2Hex();                           // kontola prenosu 
        if (checkSum != 0) 
            return 1;                         // chyba  
    } 
} 
//------------------------------------------------------------------------- 
// SYSCLK_Init 
//------------------------------------------------------------------------- 
void SYSCLK_Init (void) 
{ 
 int i;  
 char SFRPAGE_SAVE = SFRPAGE;  
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 SFRPAGE = CONFIG_PAGE;  
 
 OSCICN = 0x83;  // nastaveni interniho osc. na max. frekvency 
 
 CLKSEL = 0x00;    // nastaveni int. osc. na SYSCLK hodnotu 
 
 SFRPAGE = CONFIG_PAGE; 
 PLL0CN = 0x00;          // nastaveni int. osc. na PLL hodnotu 
 SFRPAGE = LEGACY_PAGE; 
 FLSCL = 0x10;        // nastaveni FLASH cteni na 50MHz clk nebo mensi 
 
 SFRPAGE = CONFIG_PAGE;  // nastaveni PLL 
 PLL0CN |= 0x01;           
 PLL0DIV = 0x01;  
 PLL0FLT = 0x01;          
 
 PLL0MUL = 0x02;  
 
 for (i=0; i < 256; i++) ;    // povoleni PLL 
  PLL0CN |= 0x02;      
 while(!(PLL0CN & 0x10));  
  CLKSEL = 0x02;       
 SFRPAGE = SFRPAGE_SAVE;  
} 
//------------------------------------------------------------------------- 
// PORT_Init 
//------------------------------------------------------------------------- 
void PORT_Init (void) 
{ 
 char SFRPAGE_SAVE = SFRPAGE;  
 SFRPAGE = CONFIG_PAGE;  
          //  nasataveni UART1 
 XBR0 = 0x00; 
 XBR1 = 0x00; 
 XBR2 = 0x44;  
 
 P0MDOUT |= 0x01; // nastaveni TX1 pin na push-pull 
 
 SFRPAGE = SFRPAGE_SAVE;  
} 
//------------------------------------------------------------------------- 
// UART1_Init 
//------------------------------------------------------------------------- 
void UART1_Init (void) 
{ 
 char SFRPAGE_SAVE = SFRPAGE; // Save Current SFR page 
 SFRPAGE = UART1_PAGE; 
 
 SCON1 = 0x10;         // SCON1: mode 0, 8-bit UART, povoleni RX 
 
 SFRPAGE = TIMER01_PAGE; 
 TMOD &= ~0xF0; 
 TMOD |= 0x20;         // TMOD: timer 1, mode 2, 8-bit reload 
 
 if (SYSCLK/BAUDRATE/2/256 < 1)  
  { 
   TH1 = -(SYSCLK/BAUDRATE/2); 
   CKCON |= 0x10; // T1M = 1; SCA1:0 = xx 
  }  
 else if (SYSCLK/BAUDRATE/2/256 < 4)  
   { 
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    TH1 = -(SYSCLK/BAUDRATE/2/4); 
    CKCON &= ~0x13; // Clear all T1 related bits 
    CKCON |= 0x01; // T1M = 0; SCA1:0 = 01 
   }  
  else if (SYSCLK/BAUDRATE/2/256 < 12)  
   { 
    TH1 = -(SYSCLK/BAUDRATE/2/12); 
    CKCON &= ~0x13; // T1M = 0; SCA1:0 = 00 
   }  
    else  
     { 
     TH1 = -(SYSCLK/BAUDRATE/2/48); 
     CKCON &= ~0x13; // Clear all T1 related bits 
     CKCON |= 0x02; // T1M = 0; SCA1:0 = 10 
    } 
 
 TL1 = TH1;   // inicializace Timer1 
 TR1 = 1;   // start Timer1 
 
 SFRPAGE = UART1_PAGE; 
 TI1 = 1;       // Indikace TX1 pripraveno 
 
 SFRPAGE = SFRPAGE_SAVE;  
} 
//------------------------------------------------------------------------- 
// End File 
//------------------------------------------------------------------------- 
