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Abst rac t - -We explore the numerical interpretation of biological texts with a view to exploiting 
the efficiency with which digital computers manipulate binary strings. The central feature of our 
proposition is that not all numerical interpretations of biological text are digitally equivalent. Cer- 
tain specific biological to numerical text mappings permit the exploitation of assembly instructions 
for processing entire strings in a single instruction cycle, thereby avoiding expensive digit by digit 
manipulation for nucleotide or amino acid sequences. 
It is shown that the choice of mapping from biological to numerical text can critically effect effi- 
ciency. For nucleotide texts, we find that, of the 24 possible bijective mappings from the nucleotide 
alphabet o the quaternary number system, one subset of eight mappings corresponds to the inter- 
pretation of polymerase as a base-4 3's complement arithmetic operator, allowing polymerase to be 
particularly efficiently modelled using the assembly language NOT instruction. 
Ueywords - -Assembly  language, Nucleotide sequence, Alignment, Computation, Genetics, Bio- 
mathematics. 
1. INTRODUCTION 
As far back as 1963, Stahl and Goheen [1] studied algorithmic enzymes operating on biochemical 
strings represented asstrings of symbols which were, therefore, computable in the formal sense of 
the word. Noting that the enzyme has long been regarded as a molecular "automaton," they were 
the first to use Turing machines to simulate such "algorithmic" enzymes. More recently, Schnei- 
der [2] has shown that Shannon's communication theory on information transmission applies 
also to molecular biology. These works serve as interesting examples of the growing importance 
of the machine metaphor in biology, and more specifically, of the close connection between the 
disciplines of computer science and molecular biology. Such an approach to molecular biology 
was somewhat succinctly expressed by Dawkins who wrote "If you want to understand life, don't 
think about vibrant hrobbing els and oozes, think about information technology" [3], a view 
underpinned by the emergence and remarkable growth of areas such as bioinformatics. 
In 1983, Karlin et al. [4] focused on the numerical interpretation f biological texts and showed 
that a text string of length k, expressed in an alphabet of size c~, could be interpreted as a number 
having the unique numerical value 
Typeset by .A.~qS-TE X 
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k 
Text Value = ~ ai~ ~-1, (1) 
i=l  
where as are digits from the number base ~ having values in the range {0 ,1 ,2 , . . . ,a -  1}. 
Biological texts as expressed in DNA and proteins can be interpreted as numeric strings of 
radix-4 and radix-20, respectively, and consequently, as binary strings. By extension, processes 
corresponding to the manipulation or comparison of biological texts such as modelling the action 
of polymerase, or searches for matching, palindromic or complementary nucleotide sequences, map 
into binary string or arithmetic manipulation processes. However, not all binary instructions can 
be executed equally efficiently. A binary process corresponding to a coded assembly language 
instruction will be more efficiently modelled than a process which may not readily be associated 
with a machine instruction. The question addressed in this study relates to how the choice of 
mapping, from biological to numerical text, affects the efficiency and interpretation of the binary 
analog of the process of interest. Our aim is to determine the optimum alignment of assembly 
language instructions and biological text manipulation processes (such as modelling the action of 
polymerase, sequence matching operations, etc.). We begin by considering the case of nucleotide 
texts, and in a second paper, we extend our analysis to amino-acid texts [5]. 
The problem may be simply illustrated for nucleotides (Figure 1). Let N = {A,T,C,G} define 
the nucleotide alphabet, and let N* be the set of all strings over N. Similarly, let Q = {0,1, 2, 3} 
and B = {0, 1} define the quaternary (base-4) and binary (base-2) number systems, respectively, 
and let Q* and B* likewise be the set of all strings over Q and B. (We note that binary 
interpretations of nucleotide text map to B × B = {00,01, 10, 11}; {B x B}* C B*). 
B x B={00,01,10,11} -~ Q ={0,1,2,3} -~ N ={A,T,C,G} 
(b) 
Figure 1. (a) Schematic representation of the mappings between the nucleotide al- 
phabet N ={A,T,C,G}, and the quaternary, Q, and binary, B, numerical interpre- 
tations; (b) schematic representation f the relationship between text manipulation 
and comparison operators PN on texts E N*, and the corresponding operators, PQ 
and PB, operating on quaternary and binary strings. ALl C PB is the set of assembly 
language instructions. 
We define PN = {PN} as the set of all operators which manipulate or compare strings in N*. 
These may correspond to actual molecular biological processes such as the action of polymerase 
(AT)(CG), or to tools used in computer sequence analysis. Similarly, PQ and PB are the corre- 
sponding text manipulation or comparison operators for strings in Q* and B*. We define ALl as 
the set of assembly language instructions available for the manipulation and comparison of binary 
strings [6], noting that ALl c Ps; similarly, ALI = Ps\ALI is the set of binary text manipu- 
lation operations with no corresponding assembly language instruction. These relationships are 
expressed in Figure 1. Nucleotide text manipulation processes (corresponding to PN) which map 
onto an assembly language instruction, i.e., PN E PN --* PB E ALl C PB, may be particularly 
efficiently modelled since an entire text string can be manipulated in a single instruction cycle. 
The central question of this paper may be expressed for nucleotides as follows: how does 
the choice of mapping for the quaternary interpretation of the nucleotide text fNQ : N --* Q, 
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determine whether a particular nucleotide manipulator PN maps to PB E ALI, or to the less 
efficient PB E PB\ALI? An analogous question may be posed for protein texts. 
Viewing molecular biological processes of the gene as quaternary integer arithmetic processes, 
leads quite naturally to the interpretation of DNA, or of processes manipulating DNA, as a 
form of "Base-4 Assembly Language." While an admittedly naive and simplistic model, it may 
nevertheless not be completely without use, and may help to bridge the nontrivial anguage 
gap between the disciplines of molecular biology and computer science, leading to interesting 
integer arithmetic interpretations of some molecular biological processes. We are, therefore, also 
interested in how the choice of mapping, from biological to numerical text, effects the numerical 
or arithmetic interpretation f the biological process of interest. 
2. NUCLEOTIDE TEXTS 
There are 4! ways in which the nucleotide alphabet {A,T,C,G} can be bijectively mapped to the 
quaternary digits {0,1,2,3}. An arbitrarily chosen mapping fgQ : N ~ Q is shown in Figure 2a. 
Since there are four elements in each set, this mapping is conveniently represented on a square 
(Figure 2b). 
A 12 
G T 
3 2 
(a) Bijecgive mapping of the nu- (b) Alternative representation of the 
¢leotide alphabet onto the quaternary mapping using a square. 
number system in conventional graph 
representation. 
Figure 2. 
The set of all 24 bijective mappings, fNO : N --~ Q, generated by the operations of the 
permutation group P4, are shown using the square notation in Figure 3. The first column of 
mappings hows the eight permutations generated by the symmetry operations of a square $4 
(an important subgroup of Pa) acting on the initial arbitrarily chosen mapping labelled a. The 
second column was generated by using an edge transposition to generate a mapping not found 
in column one, and using the symmetry operators of a square, $4, to generate a further eight 
mappings. The third column was similarly generated, using a further edge transposition to 
generate a mapping found neither in columns one nor two, and again using the operations of a 
square to generate the remaining eight bijective mappings. (The symmetry operations are shown 
on the left of the figure, except for the identity operation which yields mapping a.) Each label can 
also be interpreted as representing the permutation generating the mapping of that label from 
mapping a, i.e., as a numeric permutation. We adopt he convention of using uppercase italicised 
Roman letters where numeric permutations are intended, retaining lowercase italicised Roman 
letters where a nucleotide to quaternary mapping is intended. For example, the mapping t can 
be generated by applying numeric permutation T = (1)(032), to mapping a (itself the identity 
permutation), z E P4 represents an arbitrary member of the permutation group when interpreted 
as a nucleotide to quaternary mapping fNQ : N --~ Q; an uppercase Z represents a numeric 
permutation i terpretation. Of course the initial mapping (Figure 2) was arbitrarily chosen from 
a total of 4! possible mappings. 
Each permutation i P4 may also be interpreted as an operator representing the ways in which 
the nucleotide text can be permuted, fNN : N ~ N,  without loss of information. These are 
conveniently generated by applying the numerical permutations in Figure 3 to mapping a, and 
interpreting the rearranged nucleotide digits as a nucleotide permutation (Figure 4). Greek 
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3 2 3 2 3 2 3 2 
(0) (1) (2) (3) (0) (1) (23) (0) (3) (12) 
0 I 0 I 0 I 
3 2 3 2 3 2 
(0123) (012) (3) (2) (013) 
o n, o i o, 
3 2 3 2 3 2 
(02) (13) (0213) (0231) 
@ °n' o n, o n, 
3 2 3 2 3 2 
(0321) (031) (2) (1) (032) 
0 1 0 ! 0 1 
(03) (12) (0312) (1) (2) (03) 
@ °l~l °i~I ° M' 
2 3 2 3 2 
3(01) (23) (3) (2) (01) (0132) o, o, 
3 2 3 2 3 2 
(1) (3) (02) (1) (023) (3) (021) o, o, o, 
3 2 3 2 3 2 
(0) (2) (13) (0) (132) (0) (231) 
Figure 3. The set of all 24 bijective mappings, fNQ : N --~ Q, generated by the 
operations of the permutation group P4 on mapping a. 
symbols are used for nucleotide permutations, fNg  : N ---* N (Figure 4). (Figure 4 affords an 
opportunity to consider why polymerase of the 24 possible permutation operations--has been 
selected by nature for the reproduction of nucleotide text; see the Appendix for analysis.) 
3. NUMERICAL  S IMULAT ION OF POLYMERASE 
To illustrate the effect of the choice of nucleotide to quaternary mapping, we consider the action 
of polymerase in generating a complementary nucleotide text. While admittedly not the most 
computationally demanding task, it is perhaps the central reaction in molecular biology, and 
serves to clearly illustrate the effect of the choice of mapping on digital efficiency. The action of 
polymerase in generating a complementary nucleotide text may be written in conventional group 
theory notation as (AT)(CG)--an even permutation consisting of a pair of (odd) transpositions, 
corresponding to "r in Figure 4. For the initial mapping a, polymerase is modelled by the numeric 
permutation C = (02)(13) (Figure 3). Of the remaining 23 permutations, only two may ever map 
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0 1 0 1 0 1 0 1 
3 2 3 2 3 2 3 2 
(A) CC) (o)(r) (A) (C) ('to) (A)(o)(cT) 
0 | 0 I 0 I 
3 2 3 2 3 2 
(ACT{}) (ACr) (G) (T) (ACG) .) o, o n o n 
3 2 3 2 3 2 
(AT) (CO) (AXCO) (ATOC) @ 0 o o 
3 2 3 2 3 2 
(AOTC) (AOC) (r) (c) (Atn) 
o o n, o, 
3 2 3 2 3 2 
(AG) (CT) (AGCT) (C) (T) (AO) 
3 2 3 2 3 2 
(AC) (OT) (O) (15 (AC) (ACOT) o, o, o, 
3 2 3 2 3 2 
(C) (O) (AT) (C) (ATO) (O) (ATC) 
o, o n, o, 
3 2 3 2 3 2 
(A) (r) (co) (A) (COT) (A) (roc) 
Figure 4. The set of all 24 nucleotide to nucleotide permutations, f2VN : N --* N,  
generated by the numeric permutations of the permutation group P4 (Figure 3) 
applied to mapping a. 
to polymerase, having the appropriate order, namely E = (03)(12) and F = (01)(23), which for 
mapping a corresponds to e --- (AG)(CT) and ~ = (AC)(GT), respectively, (Figure 5). 
The analysis now reduces to the relation of the numeric permutations, C = (02)(13), E = 
(03)(12) and F -- (01)(23), to the nucleotide permutations "y = (AT)(CG), e = (AG)(CT) 
and ~ = (AC)(GT), and the dependence of this relation on the choice of bijective mapping 
]NQ : N --~ Q.  Let z E Pa be a bijective mapping and Z one of the numerical permutations 
with a cyclic permutation order compatible with polymerase y = (AT)(CG), i.e., C, E, or F. 
Comparison of Figures 3 and 4 shows that numerical permutation C operating on mapping a 
simulates polymerase (Figure 5). For all other mappings, z, we wish to find the numerical 
permutations Z E {C, E, F} such that Zz  - ~/ = polymerase. Therefore, for all z E P4, we 
determine which of C, E, or F conjugate to C, corresponds to polymerase, we explore solutions to 
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3 2 3 2 
(02) (13) --- (AT) (CG) = 7 
0 1 
AN' 3 2 
(03)(12) _= (AG)(CT)= 
3(0D (23) - (AC) (GT) 
Figure 5. Nucleotide permutation i terpretations ofthe numeric permutations C = 
(02)(13), E = (03)(12) and F = (01)(23) for mapping a. 
z - lZz  = C, z E P4, Z E {C ,E ,F} .  (2) 
This is equivalent to solving 
Zz-3 , ,  z•P4 ,  Z•{C,E ,F} .  (3) 
Simple analysis quickly shows that the 24 mappings generated by the operations of the permu- 
tation group P4 may be divided into three subsets of eight defined as follows: 
(i) we define {C} as the set of z satisfying Cz =- 3'; 
(ii) {E} is defined as the set of z satisfying Ez  -- 3'; and 
(iii) {F} as the set of z satisfying Fz  =_ 7. 
Systematic inspection reveals {C} = {a, b, c, d, e, f, g, h}, {E} = {i, k, m, n, r, t, w, z} and {F} = 
{j, l, o, p, q, s, u, v}. The complete set of possible relations is summarized in Figure 6. 
Clearly, any one of the numeric permutations C = (02)(13), E = (03)(12) and F = (01)(23) 
can be used to simulate any one of 3' = (AT)(CG), e = (AG)(CT), and ¢ = (AC)(GT). Focusing 
on 3' = polymerase, the significance of the difference between these three subsets of mappings 
{C}, {E}, and {F} quickly emerges (Figure 7). We consider each subset in turn; for the purposes 
of illustration, nucleotide sequence polarity is ignored as this does not fundamentally affect the 
analysis--polarity could be included using a sign bit. 
3.1. Dig i ta l  S imulat ion  of  Po lymerase  wi th  {C} = {a, b, c, d, e, f,  g, h} 
For the subset of mappings {C} = {a, b, c, d, e, f, g, h}, the action of polymerase 3'= (AT)(CG) 
corresponds to the digital permutation C = (02)(13) (Figure 7a). This may be interpreted as a 
modulus operation; the complementary nucleotide digit k' is generated from digit k by application 
of (4) 
k' = (k + 2) mod 4. (4) 
While the binary interpretation of (AT)(CG) may be modelled as a mathematical operation, there 
is no corresponding assembly language instruction, i.e., PB • Ps\ALI ;  the action of polymerase is 
inefficiently modelled. Generation of the complementary string requires individual consideration 
of each base in the string. 
3.2. Dig i ta l  S imulat ion  of  Po lymerase  wi th  {E} = {i, k, m, n, r, t, w, x} 
For the subset of mappings {E} = {i, k, m, n, r, t, w, x}, polymerase corresponds to the numeric 
permutation E = (03)(12). This is equivalent to the NOT operation; thus, polymerase maps to 
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(a) 
(b) 
(c) 
Figure 6. Schematic representation of how the relation between the set of numeric 
permutations, {C---- (02)(13), E = (03)(12), F = (01)(23)}, and the set of nucleotide 
permutations,  {-y = (AT)(CG), e --- (AG)(CT), ¢ --- (AC)(GT)}, depends on the 
choice of nucleotide quaternary mappings, fNQ : N ---* Q: (a) for mappings z E {C}; 
(AT)(CG) -- (02)(13), (b) for z • {E}; (AT)(CG) ---- (03)(12), (c) for z • {F}; 
(AT)(CG) -- (01)(23). 
the assembly language instruction NOT, PB E ALI (Figure 7b). The process may be efficiently 
modelled, with an entire string processed in a single instruction cycle, without individual base 
by base consideration. 
Interestingly, for these mappings, the action of polymerase may be interpreted as base-4 3's 
complement arithmetic. For an m-digit nucleotide string with numeric value N, polymerase may 
be modelled by 
Polymerase - 4 m - 1 - N. (5) 
Thus, polymerase can be viewed as performing arithmetic on a nucleotide string. 
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flcQ:N--->Q=dfi {C} fNQ:N---rQ=t e {E} 
P,V= polymerase  PN PN = polymerase  PN 
ATGCC "-- TACGG ATGCC ,~ TACGG 
I I I I 
fN? :N --~O = {(A,3),fr,1),(G,2),(C,0)} f~Q:N -4 Q = {(A,3),(T,O),(G,2),(C,I)} 
31200 I1~ 13022 30211 II~ 03122 
"-  NOT 
111mllOlOOlOO ol i11Iooi1OllO 11tOOilOiOllOl oo111iO1IlOllO 
PB e pB \ AL I  PB =NOTe AL I  cP  B 
(a) (b) 
fNQ:N --->Q =l • {F} 
P~V = polymerase  PN 
ATGCC "-- TACGG 
I I 
flvo:N ~ Q = {(A,3),(T,2),(G,I),(C,0)} 
32100 ~ 23011 
11110110100100 10111100101101 
PB e PB\  AL l  
(c) 
Figure 7. Illustration of a numerical interpretation ofa nucleotide text. (a) z = d E 
{C'}. The action of polymerase corresponds tothe modulus instruction applied digit 
by digit, equation (4); there is no corresponding assembly instruction PB E PB\ALI; 
polymerase is inefficiently modelled. (b) z = t E {E}. The assembly language 
instruction NOT PB E ALI. Entire strings may be converted in a single instruction 
cycle. (c) z = I E {F}, PB E PB\ALI, the action of polymerase is inefficiently 
modelled. 
3.3. D ig i ta l  S imu la t ion  o f  Po ly rnerase  w i th  {F} = {j, l, o, p, q, s, u, v} 
Finally, for subset {F} = (j,l, o,p, q, s, u, v), polymeraze is modelled by F = (01)(23), and 
has no simple arithmetic interpretation corresponding simply to the transposition of digits (Fig- 
ure 7c). There is no assembly language instruction corresponding to this, PB E PB\ALI ,  and 
individual base by base consideration is required for generation of the complementary sequence. 
The action of polymerase is inefficiently modelled, PB E PB\ALI .  
Of the possible 24 mappings (all mathematical ly equivalent) for nucleotides, fNQ : N --* Q, the 
above analysis clearly illustrates that  they are not numerically equivalent on binary digital com- 
puters. Specifically, the eight mappings E {E}, for which the action of polymerase corresponds 
to the binary NOT operation, are numerically favoured. Polymerase may be interpreted as a 
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base-4 3's complement arithmetic operator, generating complementary texts without individual 
base by base consideration. In most programming languages, this should run approximately an 
order of magnitude faster than approaches which require the explicit base by base manipulation. 
Admittedly, the generation ofcomplementary sequences is not the most CPU intensive function 
in sequence analysis. Nevertheless, consideration fpolymerase s rves to forcefully illustrate our 
thesis that the choice of nucleotide to quaternary mapping can be numerically critical. Having 
established the principle, we now extend our study to model other biological text manipulation 
processes with greater numerical significance. In the next paper [5], we turn our attention to 
adapting this analysis to consideration f protein texts. 
4. CONCLUSIONS 
It is established that, although the several ways in which a biological text may be interpreted 
numerically are mathematically equivalent, they are not numerically equivalent. An appropriate 
choice of numerical interpretation maps a biological text manipulating function to an assembly 
language instruction, permitting several nucleotide or amino acid digits to be processed in a single 
instruction cycle without explicit digit by digit algorithms. For nucleotide texts, of the possible 
24 nucleotide to quaternary mappings, fNq : N -~ Q, eight are numerically favoured, for which 
the action of polymerase corresponds to the binary NOT operation and may be interpreted as a 
base-4 3's complement arithmetic operator. 
APPENDIX  
NUCLEOTIDE TEXT PERMUTATIONS AND POLYMERASE 
The operators represented in Figure 4 comprise the total of 4! (= 24) potential ways in which 
nucleotide text can be permuted. Any of these operators could theoretically be used for the 
replication of nucleotide text. For example, a hypothetical enzyme corresponding to nucleotide 
permutation/3 -- (ACTG), acting on the text ACTGGC, would generate the string CTGAAT 
(ignoring polarity), which retains the information from which the original string could be regen- 
erated. 
It is perhaps useful to ask why, of the 24 possible permutations, nature chose polymerase, 
expressed as permutation ~ in the case of mapping a (Figure 4). Was it random or do certain 
simple considerations favour polymerase? The following analysis uggests that polymerase is
positively favoured. The exercise assumes only a base-4 alphabet and does not assume or require 
any of the known physical or chemical properties of A, T, C, and G except where stated. For 
the purposes of this exercise A, C, T, and G are best regarded as simply arbitrary labels for the 
elements of a base-4 alphabet. 
In general, replication of nucleotide text may be simply effected by nucleotide permutation 
a -- (A)(C)(T)(G), the identity operation, or by any combination or repetition of permutations 
equivalent to a. Nucleotide permutations, Z E P4, such as/3 = (ACTG),/5 = (AGTC), or ~ --- 
(C)(G)(AT), correspond to different hypothetical enzymes which might act on nucleotide text. 
Thus, combinations of permutations such as 8/3,/34, and ~2--all equivalent to permutation a - -  
generate perfect copies of the original string, e.g., 
/~(ACTGGC) = CTGAAT, (A1) 
6(CTGAAT) = ACTGGC. 
REQUIREMENT 1. A reasonable conservative strategy in early evolutionary history would be to 
limit the number of required enzymes to one. This restricts trategies for the replication of 
nucleotide text to 
Z N = a ,  (A2) 
where N is an integer epresenting the repeated application of Z. All permutations Z E P4 
satisfy this equation for some N, and may be grouped according to the value of N. 
(i) N = 1; Equation A2 is satisfied by permutation a,
38 D.A. MAC DONAILL AND N. H. BUTTIMORE 
(ii) N ---- 2; Equation A2 is satisfied by permutations 7, 6, ¢, 77, ~, ~, ~, p, ¢. 
(iii) N = 3; Equation A2 is satisfied by permutations s, #, o, r, a, v, 19, co. 
(iv) N = 4; Equation A2 is satisfied by permutations/~, 6, A, u, r, X. 
REQUIREMENT 2. A further reasonable constraint would be the minimisation of the number of 
times N, that an enzyme need be applied to reproduce the original text strand. Accordingly, 
we exclude permutations corresponding to solutions of (A2) for N = 3 and N = 4, reducing 
the number of plausible permutations to 10. Of these, a corresponds to binary MOV (copy) 
instruction [6]. 
REQUIREMENT 3. Error checking. The combination of text replication with error checking, 
such as that inherent in the duplex structure introduces the concept of complementarity; this 
is compatible with all of the surviving solutions in principle. If, however, the text is expressed 
in a medium where self complementarity is not physically favoured, then permutations with 
components of order 1 are precluded, e.g., c~ -- (A)(C)(G)(T) and ~ -- (G)(T)(AC). We exclude 
permutations c~, ~/, ~, ~, ~, p, and ¢. 
The remaining permutations are 7 = (AT)(CG), ~ = (AG)(CT), and ~ = (AC)(GT), which 
axe conjugate forming a symmetry class. At this point in the discussion, there is no significance 
in the difference between these permutations since the labels A, T, C, and G are arbitrary. 
However, once the labels are no longer arbitrary, and represent actual nucleotide bases with 
physical and chemical properties, chemical complementarity restrictions eliminate ~ -- (AG)(CT) 
and ~ =(AC)(GT). The surviving nucleotide permutation is 7 -- (AT)(CG)--polymerasc as 
found in nature. 
REFERENCES 
1. W.R. Stahl and H.E. Goheen, Molecular algorithms, J. Theor. Biol. 5, 266-287 (1963). 
2. T.D. Schneider, Theory of molecular machines, J. Theor. Biol. 148, 83-123 (1991). 
3. R. Dawkins, The Blind Watchmaker, Norton & Co., New York, (1986). 
4. S. Karlin, G. Ghandour, F. Ost, S. Tavare and L.J. Korn, New approaches for computer analysis of nucleic 
acid sequences, Proc. Nat. Acad. Sciences 80, 5660-5664 (1983). 
5. N.H. Buttimore and D.A. Mac Ddnalll, The exploitation of assembly anguage instructions inbiological text 
manipulation: II. Amino acid sequences, Computers. Math. Applic. (this issue). 
6. V. Maljugin, J. Izrailevich, S. Lavin and A. Sopin, The Revolutionary Guide to Assembly Language, WROX 
Press, Birmingham, UK, (1993). 
