



Facultat d’Informàtica de Barcelona 
Generador 




Guillermo Antonio Ortiz Figueroa 
14/06/2010 
 






Situación Actual 7 
Alcance 8 
Comercio Electrónico 8 
El intercambio electrónico de datos (EDI) 8 
El estándar UN/EDIFACT 9 
La Agencia Tributaria (AEAT) 10 
ADEDINET 11 
EL CASO DE SCTRADE S.L. 12 
Productos 12 
Integración con la AEAT 13 
Instalaciones en cliente 14 
Diseño basico 17 
Generador 18 
Enviador 18 
Requisitos no funcionales 18 













Análisis de requisitos funcionales 28 
Especificación 30 
Arquitectura 32 
Diseño final de la Capa de Dominio y Modelo de Datos 34 
Capa AEAT 36 
Base de Datos 37 
Programación 39 
Java 39 
Ficheros Properties 40 
Registros de ejecución (Logs) 40 
XML 41 






Criptografía asimétrica 51 
Certificados digitales 53 
Firmas digitales 53 
El estándar PKCS 54 
Conexiones seguras: HTTPS 55 
Seguridad Criptográfica en JAVA (JCA / JCE) 56 
Base de Datos 59 
Implantación 62 




Sistemas IBM AS/400 62 
Otros sistemas 62 
Pruebas 63 
Documentación 64 
Flujo de ejecución 65 
Ejecución 66 
Paquetes del proyecto 66 
Carpetas extras 66 
Tablas de Base de Datos 67 
Conexión con sistemas externos 71 
Instalación 71 
Posibles problemas: 72 
Mantenimiento 73 
Análisis Final 74 
Problemas técnicos 74 
Otros problemas 75 
Tiempo Final 76 
Coste Final 77 
Venta y Beneficios del producto 78 
Conclusión Final 79 
Conclusiones técnicas 79 
Conclusiones del proyecto 80 
Software Libre 81 
Futuras ampliaciones 82 
Interfaz Gráfica de Usuario 82 




Entrada alternativa 82 





Anexo I: IBM Series i 89 
Software 89 
Conjunto de Instrucciones 91 
Anexo II: Guías UN/EDIFACT 93 
Anexo III: Guías EDI de la AEAT 119 
Anexo IV: Scripts de diagramas UML 155 
Diagrama de interacción entre las capas del Sistema 155 
Diagrama de Secuencia de ‘enviarFichero’ 156 
Diagrama de Especificacion del Sistema 159 
Diagrama del Diseño del Sistema: 160 
Diagrama del Caso de uso 161 
Diagrama MiADEDINET 161 









En la presente memoria se describe la realización de un proyecto realizado en SCTrade S.L. Ésta empresa 
está dirigida por dos ex-estudiantes de la Facultad de Informática de Barcelona. Así, ellos le hicieron 
saber al profesor Joan Carles Gil Martin, del Departamento de Organización de Empresas (DOE), del 
cual habían sido ex-alumnos, que buscaban a alguien para que realizase este proyecto en su emergente 
empresa. 
El origen del proyecto surge de la necesidad de modernizar el sistema de integración con la Agencia 
Tributaria que ofrecen a sus clientes. El sistema actual está programado en Visual Basic y funciona 
utilizando un complemento que da la propia agencia para este fin. Ésto acarrea el problema de que se le 
exige al cliente que el software sea instalado en una máquina Windows, y, además, el componente de la 
agencia sólo permite una entidad (NIF) por Sistema Operativo, lo que también exigía que si la empresa 
deseaba comunicarse con la AEAT con más de un NIF, había de tener el software en más de un sistema. 
Para solucionar ésto se propuso rehacer por completo el programa, pero ésta vez en Java y sin utilizar el 










Hoy en día gran parte de declaraciones de aduanas y hacienda se siguen realizando mediante el método 
tradicional: el intercambio físico de documentos. El menor de los problemas de ésta situación es la 
necesidad de que exista un agente que lleve los documentos físicamente a la agencia tributaria y tramite 
los documentos. En cambio, el tiempo perdido en esta operación es un factor en contra cuando se 
requiere realizar un movimiento rápido y eficiente de la mercancía, algo que es imprescindible para el 
comercio internacional a gran escala. 
Además de esto, cada tipo de documento tiene una estructura determinada y campos opcionales y 
obligatorios. Esto requiere que tanto la persona que se encarga de escribir como la que lee la 
declaración han de conocer todas las reglas que conciernen al documento, lo que lo hace un proceso 
lento y tedioso. 
Por estas razones, y porque las tecnologías actuales permiten alcanzar los niveles de seguridad exigidos 
por el estado, la Agencia Tributaria ha facilitado una interfaz electrónica para el envío de documentos 
DUA. Esta interfaz no solo permite que no sea necesario dirigirse físicamente a sus oficinas, sino que 
facilita la creación de software para automatizar y facilitar este proceso. Eso si, siempre exigiendo altos 
niveles de certificación e identificación mediante el uso de la criptografía informática y certificados 
digitales. 
Además de la interfaz, la AEAT ha creado una librería de enlace dinámico (DLL) para VisualBasic 6 que 
realiza todo el proceso de validación, firmado digital, envío y recepción de la respuesta del documento. 
Ésta permite ahorrar todo el proceso de comunicación con la agencia reduciendo el proceso envío del 
documento a una simple linea de código. 
Con todo esto, la realización de sistemas de software que envían documentos a la agencia es un proceso 
muy sencillo que permite centrarse en el funcionamiento genérico del sistema, y no en el envío de los 
mismos. Así se puede encontrar una gran diversidad de ofertas de sistemas con esta finalidad. 
Al ser una DLL para VisualBasic 6 el problema aparece cuando el cliente desea cambiar la plataforma de 
ejecución, o simplemente desea cambiar y/o controlar más el proceso de validación y firmado del 
documento. 
  






El comercio electrónico consiste en el intercambio de bienes y servicios mediante el uso de las redes de 
ordenadores. Desde la aparición de Internet, el comercio internacional ha sufrido un increíble 
crecimiento gracias a la utilización de diversos servicios tales como la transacción electrónica de dinero, 
la administración de las cadenas de suministro, el marketing vía Internet, el intercambio electrónico de 
datos, control de inventario, y sistemas automáticos de recolección de datos.  
Hay diversos tipos de comercio electrónico, pero que el nos ocupa se refiere al de empresa-empresa (o 
empresa-estado), también conocido como B2B (business to business) donde dos entidades se comunican 
entre ellas.  
 
EL INTERCAMBIO ELECTRÓNICO DE DATOS (EDI)  
Se refiere al formato para la transmisión electrónica de datos entre dos entidades. Es uno de los 
precursores del XML, ya que se utiliza para el mismo fin. Su principal característica es el poco peso de los 
mensajes ya que tiene un estilo muy reducido, cosa que era muy importante cuando los anchos de 
banda no eran tan grandes como ahora, ni las conexiones tan baratas. Por esta razón se sigue utilizando 
solo a nivel estatal y empresarial, en comunicaciones B2B. Además, este tipo de entidades son muy 
reacias a los cambios, y el pasar a XML puede ser más costoso de lo necesario.  
Como contrapartida, y teniendo en cuenta el hecho de que es un formato que solo sera escrito y leído 
por ordenadores, y que busca ocupar el mínimo espacio, es muy complejo de leer y entender para un 
ser humano. En general se utilizan símbolos y siglas para definir la información, la cual normalmente 
esta muy comprimida, lo que dificulta sobremanera su comprensión.  
Como tal, el EDI no es un estándar, sino que representa todos los formatos de comunicación entre 
empresas. Existen diversidad de estándares, pero sólo un par de ellos es utilizado de forma mayoritaria:  
 UN/EDIFACT (o United Nations / Electronic Data Interchange For Administration Commerce and 
Transport) es el estándar definido por las Naciones Unidas y el más utilizado en el mundo, 
sobretodo fuera de Norteamérica.  
 ANSI ASC X12 es el estándar de Norteamérica.  
 TRADACOMS muy importante en el Reino Unido.  
 ODETTE el cual se utiliza en la industria del automóvil.  




EL ESTÁNDAR UN/EDIFACT  
Este proyecto tiene como fin una comunicación fluida entre un agente dedicado al comercio 
internacional, y la Agencia Tributaria (AEAT). Esta última tiene como único estándar de comunicación 
electrónica el UN/EDIFACT.  
Éste estándar está definido por Naciones Unidas y comprende un total de más de 200 definiciones de 
documentos para diversos fines. Cada definición incluye sus propios segmentos y elementos internos 
que también pueden estar compartidos entre las diferentes definiciones, si es necesario. Las naciones 
unidas actualizan este de manera periódica: sacan una nueva versión cada 6 meses.  
















La comilla simple (') representa el fin de un segmento, el signo más (+) representa la separación entre 
elementos y los dos puntos (:) representan la separación entre componentes de un dato.  
Para simplificar, en el resto de este texto, nos referiremos al UN/EDIFACT simplemente como EDI, a 
menos que se especifique lo contrario.  
  




LA AGENCIA TRIBUTARIA (AEAT)  
La Agencia Estatal de Administración Tributaria (también conocida como Agencia Tributaria, o AEAT de 
ahora en adelante) es la institución encargada de recaudar fondos para el estado a través del cobro de 
todos los impuestos definidos por la ley, de controlar las aduanas y de administrar los recursos de 
cualquier entidad estatal.  
Esta institución siempre ha estado a la vanguardia tecnológica. El hecho más significativo en este 
aspecto es la posibilidad de realizar la declaración de la renta a través de Internet. Otro ámbito en el que 
se ha innovado es en el de envío de documentos DUA (Documento Único Administrativo), los cuales 
ahora se pueden enviar a través de Internet. Esto se hace mediante la utilización del formato 
UN/EDIFACT, en concreto las definiciones CUSDEC (Customs declaration message) y CUSRES (Customs 
response message) de este estándar, y utilizando el certificado digital de la entidad declarante. Éste 
certificado sólo lo puede emitir el estado, a través de la FNMT (Fábrica Nacional de Moneda y Timbre).  
Existe una diversa variedad de DUAs, que cambian según lo que se desee declarar, para los cuales la 
AEAT ha realizado guias técnicas con información para construir/interpretar sus mensajes EDI, tanto 
CUSDEC como CUSRES.  
Para este fin, la AEAT provee un servicio web que, mediante una solicitud HTTP del tipo GET, através de 
una conexión certificada segura HTTPS (es decir mediante SSL/TLS), que contenga el mensaje en 
formato UN/EDIFACT (en concreto, CUSDEC), y la firma digital del mismo, se contesta con otro mensaje 
de tipo CUSRES donde se informa de si la declaración ha sido aceptada, rechazada, o esta repetida. El 
servicio, por supuesto, también informa de cualquier tipo de error que haya ocurrido en la transferencia 
y en el formato del mensaje enviado.  
Estructura de la firma digital exigida por la AEAT: 
  
Fuente: pagina de la AEAT.  




Los tipos de código de respuesta son:  
 VERDE o envío aceptado: el documento cumple todos los requisitos y ha sido recibido y tratado 
por la AEAT.  
 NARANJA o envío repetido: el documento ya ha sido enviado y no hace falta que se vuelva a 
enviar.  
 ROJO o envío rechazado: el documento no puede ser aceptado por falta y/o incoherencia de 
algún campo.  
 
En los tres casos el servicio devuelve un fichero EDI de tipo CUSRES del tipo de DUA correspondiente con 




Como añadido a este servicio, la misma agencia también provee a las entidades declarantes de una 
extensión de aplicación DLL, ADEDINET.DLL, que ahorra gran parte del trabajo de programación a la 
herramienta que sea diseñada para enviarle documentos. Tan solo con darle el mensaje en formato 
UN/EDIFACT y el certificado digital, ésta librería se encarga del firmado en el formato correspondiente, 
de la conexión segura con la AEAT, del handshake con la misma, de obtener la respuesta, de cerrar la 
conexión, y de devolver la respuesta más un código que nos informa de cualquier error que haya podido 
suceder.  
El funcionamiento de ADEDINET:  
 
Fuente: página de la AEAT.  




EL CASO DE SCTRADE S.L.  
  
SCTrade (antes SoftCatalunya S.L.) es una consultoría informática que se dedica a dar servicio en 
tecnologías de la información a empresas que se dedican al comercio internacional (agentes de aduana, 
transitarios, consolidadores, operadores logísticos, etc). Como tal, cuenta con personas que son 
expertas tanto en el comercio, el comercio electrónico, las aduanas, el funcionamiento de la agencia 
tributaria, y también ingenieros expertos en tecnologías como Java, IBM RPG y el sistema IBM AS400 
que son las utilizadas para dar estos servicios.  
 
Productos 
SCTrade es una empresa dedicada a las TIC enfocadas al comercio internacional. Ésta es su oferta:  
  
 
Dentro de las soluciones de implantación de producto, tanto la Bitácora ERP como el DEA incluyen el 
envío y recepción EDI en tiempo real con AEAT. El proyecto actual será el módulo interno que se 
encargue de ésta función. 
Por supuesto, las soluciones a medida también pueden incluir la integración con la AEAT. 




Integración con la AEAT  
 
El envío electrónico de documentos EDI a la AEAT acelera el paso por la aduana, lo que es una gran 
ventaja competitiva para el cliente.  
Se ofrece el envío de éstos documentos, definidos según la AEAT:  
 ECS (DUA de Exportación)  
 ICS (DUA de Importación)  
 DVD (DUA de Vinculación a Depósito e Introducción en otros Almacenes)  
 DUT (DUA de Tránsito)  
 BJV (Declaración de Mercancía de Bajo Valor)  
 OBS (Resultado de la descarga de la mercancía)  
 EAL (Aviso de llegada a la aduana de salida española)  
 AVI (Recepción del tránsito y sucesos)  
 A7 (Declaraciones de Mercancía de A-7. Se trata de las declaraciones de Aduanas JUSMG 
(Grupo Militar Conjunto de Estados Unidos) - Importación general)  
 
Cada uno de los cuales tiene una definición de CUSDEC (declaración) y de CUSRES (respuesta) diferente. 
Este sistema ya esta implementado utilizando la librería ADEDINET.DLL y el lenguaje VisualBasic6 (VB6). 
Se ha de instalar en un ordenador por cada certificado que se quiera utilizar, es decir, que la DLL solo 
acepta tener un certificado configurado, por lo tanto, en un ordenador solo se puede enviar utilizando 
ese y solo ese certificado. El sistema también se ha de instalar en local porque trabaja con el sistema de 
ficheros y el certificado local. Y, obviamente dado que es una DLL para VB6, se ha de instalar en un 
sistema Windows de manera obligatoria.  
  




Instalaciones en cliente  
 
Al ser instalado en un cliente, el Generador/Enviador actual con su ERP, ha de ser instalado en un 
sistema Windows, y permite sólo un certificado digital por instalación. Por ésta razón, cuando el cliente 
tiene situaciones en que ha de cambiar alguno de éstos requisitos, ha de hacerlo de éstas maneras:  
 Un sólo terminal con un sólo certificado:  
 
Éste es el caso base. No es la situación típica de un cliente, ya que un sólo terminal para generar es muy 
poco para una mediana empresa.   
 
  




 Un sólo terminal con más de un certificado:  
  
Como ampliación del caso base tenemos un sólo terminal, pero necesitamos utilizar dos certificados 
(dos NIF). Al necesitar, cada Generador/Enviador, un sistema para él sólo, se tendrá que virtualizar un 
sistema Windows dentro del terminal, y sincronizar las carpetas de entrada/salida. 
Ésta situación también es aplicable cuando el cliente tiene sólo un certificado, pero su terminal utiliza un 
sistema operativo diferente a Windows.  
 
 Más de un terminal con un sólo certificado:  
 
Ésta es la situación típica de un cliente de SCTrade: la empresa tiene un sólo certificado (un NIF), y tiene 
N terminales para realizar DUAs con él. Si no se desea virtualizar, el servidor ha de ser Windows.  
 
  




 Más de un terminal con más de un certificado:  
  
Por último, cuando el cliente requiere tener más de un terminal, con más de un certificado, o un 
servidor diferente a Windows, el servidor ha de tener virtualizado tantas instancias de Windows (con un 
Generador/Enviador instalado) como certificados necesite utilizar el cliente.  
  




DISEÑO BASICO  
El sistema nuevo ha de seguir un esquema parecido al viejo, es decir, ha de haber una parte generadora 
y otra enviadora. Se ha de tener en cuenta que tanto la entrada como la salida se han de tratar 
exactamente de la misma manera como se hacia antes.  
También ha de poder ser implantado de ésta manera:  
 Clientes con un certificado:  
 
 O clientes con más de un certificado:  
  
Ésto da una escalabilidad hasta N certificados y N clientes, sin necesidad de virtualizar sistemas (ni 
perder recursos), y con sólo una instalación. 




El hecho de que los terminales accedan al servicio mediante una web, hace que no sea necesaria  una 
instalación en cada terminal. Ésto concierne a las nuevas suites ERP que desarrolla SCTrade, y que, 




El sistema ha de tener una parte que se encargará de recibir la entrada, un archivo XML y otra serie de 
parámetros, y con esto transformar esos datos en otros de tipo EDI. Parte de la información de 




El envío consistirá tanto en el firmado como en el envío propiamente del fichero EDI generado. Por lo 
tanto esta parte sera la encargada de trabajar con el certificado de la entidad declarante: este se utiliza 
tanto como para firmar el documento, como para crear la conexión segura HTTPS. también será la 
responsable de recibir la respuesta e informar de cualquier tipo de error que se haya podido producir.  
 
REQUISITOS NO FUNCIONALES  
 Acabar en el tiempo previsto.  
 No pasarse del presupuesto de manera desorbitada (más del 150% del mismo).  
 Estar desarrollado en castellano: es un programa que sólo es valido dentro del ámbito de 
España. Las lenguas de las C.C.A.A. se podrían utilizar en un futuro, pero no son imprescindibles 
ya que no es un software de escritorio.  
 Ser 100% seguro y confidencial ya que se utiliza el NIF y el certificado digital oficial de la entidad 
declarante.   
 Cumplir totalmente las normas establecidas por la Agencia Tributaria y no salirse, en ningún 
caso, del margen de la ley.  
 
  




IDENTIFICAR PROCESOS  
Como se realizará un modelo clásico (en cascada) de desarrollo del software, el proyecto constará de las 
siguientes etapas:  
 Análisis de requisitos  
 Especificación  
 Arquitectura  
 Programación  
 Implantación  
 Pruebas  
 Documentación  
 Mantenimiento  
 
Nótese el añadido del punto "Implantación", entre la programación y las pruebas. Consta básicamente 
de, una vez hecho el programa, instalarlo en la estación de producción y lograr que funcione tal y como 
se desea, una vez superados todos los contratiempos que se encuentren. 
 
También es necesario destacar que "Documentación" no hace referencia a la memoria actual, sino al 
documento aparte que se escribe con el objetivo de que cualquier persona, mínimamente cualificada, 
pueda llegar a utilizar el sistema del que estamos hablando. También este mismo documento puede 
ayudar a otro programador a, en un futuro, poder corregir, modificar o incluso ampliar el software.  
  






Para llevar a cabo el proyecto serán necesarios:  
 1 Director de proyecto, que a efectos prácticos, es, en realidad el "cliente".  
 1 Programador Júnior.  
 1 Jefe de Proyecto, que sera incluido en caso de que exista algún retraso o un problema grave, 
para poder disminuir cualquier retraso al mínimo.  
 1 ordenador con una mínima potencia para trabajar, con el siguiente software instalado:  
o IBM Rational Application Developer for WebSphere Server 7.5  
o IBM DB2 Database  
o PostgreSQL  
o Suite Ofimática: Microsoft Office 2007  
 Conexión a Internet  
 Una oficina en la cual desarrollar el trabajo (unos 10-20 m2) amueblada:  
o Muebles adecuados (escritorio, silla, etc).  
o Material de oficina.  
 
  





El desarrollo debería tener una duración total de 3 meses incluyendo hasta la fase de pruebas.  
Se trabajaran 35 horas semanales, por lo tanto, serán 420 horas aproximadamente.  
Aquí se muestra una idea inicial de la planificación del proyecto, incluyendo la escritura de la Memoria:  
  
Planificación específica del desarrollo:  
  
Tiempo de uso de los recursos  
 El cliente será consultado durante todo el desarrollo.  
 El programador trabajará 35 horas semanales durante 3 meses. A partir del cuarto mes 
trabajará sólo 25 horas semanales por motivos personales.  
 El Jefe de proyecto, en cambio, sólo comenzaría a trabajar en caso de que el proyecto sufriese 
algún retraso. Y nunca le dedicaría más de una hora diaria.  En principio no es necesario. 
 La vida útil del ordenador es de unos 4 años (48 meses).  
 En el caso del software, las licencias duran un año, por lo tanto se estima que se amorticen en 
dos años (24 meses).  
 El estudio se utilizará durante todo el desarrollo.  
 Cada mes hará falta comprar material de oficina.  
 Será necesario pagar la cuota mensual a Internet durante todo el desarrollo.  





 El cliente no tiene coste añadido: 0€  
 El programador se pagara a 7€/hora, por lo que tendrá un coste total aproximado de:  
o 35 horas/semana x 4 semanas x 7€/hora= 980€/mes  
o Más la tasa de la universidad por el contrato de becario: 14,7% del total, es decir, 
144,06€/mes.  
o En total: (980 + 144,06) x 3 meses = 3372€  
 El Jefe de proyecto no debería de ser necesario así que su coste es 0.  
 El ordenador, como se dijo, ha de tener una potencia suficiente para mover con soltura el 
software a utilizar: 1.000€ aprox. con licencia de Windows XP, incluyendo todo lo necesario.  
o Se amortizará en 4 años (48 meses), pero para este proyecto se utilizará durante solo 3 
meses, por tanto: 1.000/48 * 3 = 70€ aprox.  
 En el caso del software, como se amortizan en 2 años (24 meses), se calcula su amortización 
para un uso de 3 meses, es decir, dividiendo su valor por 24/3 = 8:  
o Licencia de IBM Rational Application Developer: 2.400€  
 Amortización: 2.400/8 = 300€  
o Licencia DB2 Enterprise Server Edition: 1.130€  
 Amortización: 1.130/8 = 141€  
o Licencia PostgreSQL: 0€  
o Licencia Microsoft Office Professional 2007: 709€  
 Amortización: 709/8 = 90€  
 Alquiler de estudio de 10-20 m2 amueblado en Barcelona: 500€/mes, total: 1500€  
o Material de oficina: 50€/mes = 150€  









El coste total inicial es, por tanto: 
 
Recurso  Coste previsto  
Cliente  0€  
Programador Junior  3.372€  
Jefe de Proyecto  0€  
Ordenador  70€  
IBM Rational Application Developer  300€  
DB2 Enterprise Server Edition  141€  
PostgreSQL  0€  
Microsoft Office Professional 2007  90€  
Oficina  1.500€  
Material de oficina  150€  
Conexión a Internet  150€  
  
Total  5.773€  
 
Se prevé entonces que el proyecto tenga un coste de 5.773€. Pero, en los proyectos del área de las TIC 
se suele aplicar un margen de error del 40%, que corresponde a la desviación estándar en este tipo de 
proyectos. Por tanto, considerando el margen de error, el proyecto tendrá un coste de 8,082€.  










El software en si no tiene, prácticamente, ningún tipo de riesgo. Aunque este campo empresarial mueve 
una cantidad importante de dinero, un error en el envío de una declaración será avisado con suficiente 
tiempo como para que, en caso de incidencia, se llame a la AEAT y se corrija el problema de forma 
manual.  
El problema, seguramente, viene de la certeza sobre la duración exacta del proyecto. Un retraso en este, 
no solamente puede provocar la molestia de algún cliente que haya estado esperando esta mejora, sino 
que podría subir el presupuesto inicial de manera importante.  
Cuantifiquemos ésto último: el coste de que el proyecto tarde 1 mes más. 
El coste del programador cambia, porque a partir de Septiembre no puede trabajar 35 horas semanales, 
sino solo 25. Por lo tanto su coste mensual sera de:  
25 horas/semana x 4 semanas x 7 €/hora = 700 €/mes   
Más la tasa a la universidad (14,7%):  
700 + 102,9 = ~803 €/mes  
También, el Jefe de Proyecto tendría que ser incluido en el proyecto, lo que tendría un coste añadido. Al 
ser ésta persona un antiguo miembro de la compañía, y un consultor informático con un gran nivel de 
conocimientos y experiencia, se le calculará un coste de 30€/hora. Hará una de dedicación de unas 5 
horas semanales.  
5 horas/semana x 4 semanas x 30€/hora = 600€/mes 
Más el coste de la Seguridad Social (~30%): 
600 + 180 = 780€/mes 
  




Todo ésto está reflejado en la siguiente tabla:  
Recurso  Coste de 1 mes  
Cliente  0€  
Programador Junior  803€  
Jefe de Proyecto  780€  
Ordenador  23€  
IBM Rational Application Developer  100€  
DB2 Enterprise Server Edition  47€  
PostgreSQL  0€  
Microsoft Office Professional 2007  30€  
Oficina  500€  
Material de oficina  50€  
Conexión a Internet  50€  
  
Total  2.383€  
 
Es decir, que cada mes que se retrase el proyecto, se estarian añadiendo 2,383€ al coste total del 
proyecto. Para una o más semanas, el coste sería, más o menos, proporcional.  
  





El software será desarrollado utilizando métodos conocidos de desarrollo de software en todos sus 
ámbitos. Es decir: especificación, diseño y programación.  
Se hará en arquitectura de capas (más adelante se hablará más afondo sobre esto), lo que nos garantiza 
una separación clara entre los diferentes componentes del sistema. De ésta forma se podrá afrontar 
cualquier posible modificación y/o corrección del sistema de manera más eficaz.  
Con respecto al diseño, la utilización de patrones de diseño conocidos, recomendados por expertos en 
ingeniería del software, nos garantiza un desarrollo claro y limpio. Esto permite que se pueda 
ampliar/corregir con facilidad. Ídem para el diseño de Bases de Datos, a las cuales se accede mediante 
pasarelas para facilitar su uso.  
También el hecho de utilizar tecnologías mundialmente reconocidas como son el Java, el XML y las 
herramientas de IBM, nos garantiza una calidad mínima.  
La calidad final del software sera comprobada por otros miembros de la compañía que serán los 
encargados de llevar a cabo la fase de pruebas exhaustiva con la idea de que funcione perfectamente al 
instalarse en un cliente.  
 
COMUNICACIÓN  
El avance del proyecto es comunicado de manera semanal al cliente (Director de Proyecto) mediante 
reuniones presenciales semanales planificadas. 
Además, si se pide un añadido especifico, o un cambio en los requisitos funcionales, se pide via e-mail, y 
se comunica su finalización, también, via e-mail. 
  





ANÁLISIS DE REQUISITOS FUNCIONALES 
Como ya se ha dicho, ha de conservar ciertos requisitos de la versión anterior:  
 El sistema ha de realizar una encuesta sobre un lugar (como una carpeta del sistema de 
ficheros) en el cual se depositan las solicitudes de envío. Cuando se encuentra uno, se realiza el 
envío.  
 La entrada es un fichero XML con una estructura definida por la propia compañía.  
 El fichero incluye, además del propio mensaje, parámetros de envío. 
 El resto de parámetros los ha de obtener el programa de otro lugar.  
 Se ha de validar el fichero XML.  
 Se ha de transformar el XML en un EDI (CUSDEC) según el tipo de documento.  
 Recibir la respuesta EDI (CUSRES).  
 Después de enviar se han de controlar los errores e informar de los mismos.  
 Guardar los valores de la respuesta (tanto como si el envío ha sido exitoso, como si no) en el 
lugar indicado.  
 Guardar un histórico de envíos (errores incluidos).  
 El sistema ha de ser capaz de realizar envíos de DUAs VERDES, es decir, aceptados.  
 En caso de haber realizado un envío NARANJA o ROJO, ha detectarlo y avisar de este hecho.  
 Ha de ser capaz de guardar logs (registros) de ejecución.  
Estos requisitos también son antiguos*, pero porque la AEAT lo exige:  
 Se ha de firmar utilizando el certificado digital del declarante.  
 El envío se realiza mediante una conexión HTTPS segura utilizando el certificado.  
 Se ha de llamar al servicio exactamente como la agencia lo exige.  
o GET a la URL indicada.  
o El mensaje "tal cual" en una variable.  
o Firma con estructura PKCS#7 con el contenido correspondiente, en otra variable.  
o Todo codificado en BASE64.  
 
*Aunque en el sistema anterior no se tenían en cuenta, porque todo este trabajo lo realizaba la extensión ADEDINET.DLL. 
  




Estos requisitos son nuevos y son, por lo tanto, la motivación del proyecto.  
 Ha de estar programado en Java.  
 Ha de poder enviar con más de un certificado.  
 Ha de poder trabajar con diferentes bases de datos.  
 Se ha poder corregir/añadir cualquier parámetro de validación / transformación de ficheros sin 
tener la necesidad de detener el programa.  
 Se han de poder añadir tipos de documento sin detener el programa.  
 Ha de poder ser controlado por otro programa mediante un semáforo.  
 Ha de funcionar sobre la JDK 5.0 de IBM y de Sun.  
 
Un requisito que se pierde es que las dos partes, generador y enviador, aunque se hayan de desarrollar 
por separado, no hace falta que se ejecuten por separado; es decir, las dos formarán parte de un todo. 
La razón de esto es que ya no hay clientes interesados en utilizar una u otra parte por separado y todos 
utilizan las dos a la vez. Esto también agiliza la ejecución del programa ya que antes la comunicación 
entre los dos módulos se realizaba mediante el sistema de ficheros y ahora se hará en memoria. 
  





Se ha de crear un sistema llamado SCEdi que sea capaz de enviar documentos de tipo EDI a la Agencia 
Tributaria. Los ficheros que trata el sistema pueden ser de tipo EDI o XML. Cada fichero tiene un tipo de 
documento que son los que ofrece SCTrade dentro de los definidos por la AEAT. Cada tipo de 
documento ha de definir la validación para documentos de entrada XML, y la transformación tanto para 
documentos de entrada (de XML a EDI), como para documentos de respuesta (de EDI a XML).  
Además, para un tipo de documento, pueden existir diferentes versiones del mismo con sus propias 
definiciones de validación/transformación. El sistema también ha de almacenar los datos de su usuario: 
NIF, certificado digital, etc. Un usuario puede tener 1 o más certificados. 
Se ha de ejecutar en segundo plano, de manera que funcione como si fuese un servicio. A cada vuelta 
del bucle de ejecución, el sistema ha de leer un fichero de entrada y tratarlo. El servicio ha de ser 
arrancado mediante una llamada a su ejecutable, pero ha de poder ser detenido matando el proceso, o 
también mediante un semáforo. Si el semáforo esta apagado, aunque se llame el ejecutable, el servicio 
no hace nada.  








El sistema contará con sólo un caso de uso, donde la entidad declarante podrá cargar sus parámetros de 
envío y enviar sus documentos. También podra iniciar y detener el sistema. El otro usuario, la Agencia 









Se hara utilizando una arquitectura de capas: Datos, Dominio, Interfaz y AEAT (o MiADEDINET).  
La capa de datos sera la encargada de almacenar todos los tipos de documento, sus versiones con sus 
definiciones, el histórico de envíos, los datos del usuario que utiliza el sistema, y tambien ha de ser 
capaz de acceder a una tercera base datos en la cual almacenara de manera detallada todo el envío. El 
semaforo sera consultado desde esta capa.  
La capa de dominio trabajara con los ficheros para validarlos y transformarlos. Para esto tendra que 
acceder a la capa de Datos y obtener los parametros correspondientes. Se encargará de extraer la 
informacion detallada de los ficheros de entrada y de respuesta, y enviar ésta información a la capa de 
datos para que sea almacenada. Es la encargada de controlar los flujos de validacion, generacion y envío 
de ficheros segun corresponda. También accede a MiADEDINET para enviar el mensaje y es la que 
controla los errores.  
La capa de interfaz tiene un comportamiento parecido al de la capa de presentación en los sistemas 
clásicos de tres capas. Ésta será la encargada de controlar el bucle principal de ejecución y tambien del 
sistema de logs.  
Por último, la capa AEAT o MiADEDINET tiene este nombre porque es la responsable de toda la conexión 
con la Agencia Tributaria, el firmado digital, el handshake y el control de errores. Es decir, que este 
paquete ha de ser capaz de realizar las mismas funciones que el antiguo componente ADEDINET.DLL. A 
partir de un fichero EDI recibido: lo firma, lo envia y devuelve la respuesta EDI (con o sin errores).  
  




Interacción entre las capas del Sistema  
  
Cabe destacar que se incluyó el Servicio Web, aunque no sea una capa propiamente dicha, porque está 
fuera del sistema.  
  




Diseño final de la Capa de Dominio y Modelo de Datos 
 
Se utiliza el patrón controlador caso de uso, y así nos queda un sólo controlador, CtrlEnviarFichero, que 
se encarga de realizar toda la lógica de la capa de dominio. 
Se ha tomado como decisión de diseño el incluir el usuario y todos sus datos en una clase Singleton. Ésto 
es así porque la ejecución del sistema está diseñada para un sólo usuario y certificado. No se cambiará 
de usuario o certificado en tiempo de ejecución. Ésta decisión se ha tomado porque, aunque el 
programa ha de poder enviar con más de un certificado, es mucho más sencillo integrarlo con el resto 
de sistemas si se deja cada hilo de ejecución asociado a un certficado. 








Para comprender mejor el funcionamiento de la capa de dominio, se va a explicar la función 
enviarFichero() mediante un diagrama de secuencia. 




Capa AEAT  
 
Ésta es la capa que ha de reemplazar, funcionalmente, al antiguo ADEDINET.DLL. Por ésto, está 
compuesta de dos módulos: el firmador y la conexión. El sistema también está preparado para poder 












Base de Datos 
 
La base de datos se diseñó a partir del modelo de datos. Se puede observar claramente que los únicos 
elementos que el sistema necesita almacenar son los datos de los tipos de documento, y sus versiones, 
además de un registro histórico con todos los envíos realizados. 
 
  
La razón por la cual el registro está separado en dos tablas  (ENVIO y FICHEROS) es que los ficheros de 
los envíos se guardan integros en la base de datos en un tipo CLOB (Character Long Object Binary). La 
SGBD utilizada soporta hasta 2GB por fichero, y se indica que, cada vez que se consulta una fila, aunque 
no se acceda a todos sus campos, se carga toda, con todos sus campos, en memoria. Por ésto, si los 
datos estuviesen en una misma tabla, hubiésemos realizado sólo 10 envíos, y sólo quisiésemos consultar 
el mensaje de error de todos, se podría llegar a cargar la memoria con: 
2GB  x 4 ficheros x 10 envíos = 80GB 
Algo que no es, de ninguna manera, aceptable.  
Al separar los datos en dos tablas se soluciona totalmente este problema ya que, si se desean ver los 
ficheros, se puede consultar la tabla FICHEROS, pero para datos sencillos, es suficiente con consultar la 
tabla ENVIO.  




A nivel de capa de datos, como se ha podido apreciar en el diagrama de secuencia de la función 
enviarFichero(), hay dos controladores de datos para las tablas: CtrlTipoDocumento se encarga de las 
tablas TIPODOC y VERSIONDOC, y CtrlRegistro se encarga de las tablas REGISTRO y FICHEROS. Por otro 
lado, CtrlFichero es el encargado de leer los ficheros de entrada, los cuales podrían estar: en una base 
de datos, en el sistema de ficheros, en otro servicio, etc, aunque en este caso serán leídos desde el 
sistema de ficheros. 
  





Una vez definido totalmente el sistema a nivel de diseño, se pasa a la fase de la Programación o 




Java es un lenguaje de programación creado y mantenido por Sun Microsystems (recientemente ha 
pasado a manos de Oracle Corp.). La idea era crear un lenguaje basado en el famoso C++, pero 
añadiendo las funcionalidades que sus creadores veían necesarias. El código multiplataforma 100% y el 
recolector de basura se pueden considerar los cambios más importantes. Pero tiene muchos más, 
sobretodo a través de librerías estándar que añaden funcionalidades muy útiles. Además, cada nueva 
versión de Java trae más mejoras.  
Para lograr el ser multiplataforma, Sun creo la maquina virtual de Java (o JVM, Java Virtual Machine). Es 
básicamente un software que interpreta el código Java y lo ejecuta. Existen diversas versiones de 
maquina virtual para muchas plataformas, y, siempre, el código es interpretado de la misma manera, y 
por eso se considera multiplataforma. Ésto, como es obvio, acarrea una desventaja: la pérdida de 
rendimiento. Pero, en el caso de aplicaciones de gestión, como la que nos ocupa, el rendimiento no 
tiene ninguna relevancia.  
También hace falta mencionar el hecho de que, aunque Sun programe una maquina virtual, Java es libre 
y todo el mundo tiene la libertad de hacer su propia versión de la JVM. Es por esto último que grandes 
corporaciones, como IBM o Microsoft, tienen sus propias versiones.  
La programación tenia que hacerse en un lenguaje moderno, orientado a objetos y multiplataforma. La 
elección fue Java ya que cumple todos estos requisitos. Además de tener una documentación 
prácticamente infinita en Internet, sobretodo la dada por Sun Microsystems, tiene una gran comunidad 
detrás que siempre esta dispuesta a ayudarte.  
Hoy en día prácticamente cualquier librería tiene su versión en Java dado su extenso uso, sobretodo en 
el campo de la gestión. Lo que nos será de gran utilidad. El paradigma de orientación a objetos, además, 
ayuda muchísimo a la hora de programar cualquier sistema de manera abstracta y sencilla.   
 
  




Ficheros Properties  
 
Los ficheros de tipo properties (*.properties) son un tipo de ficheros definidos para ser utilizados junto a 
Java. Están diseñados para almacenar variables con valores asignados en un fichero de texto. Se utilizan 
principalmente para los parámetros de ejecución del programa, y también para poder dotar el sistema 
de internacionalización (multilenguaje).  
Como había quedado indicado en el diseño del sistema, los datos del usuario (como su NIF o el 
certificado de seguridad) y sus parámetros (variables de ejecución, depuración, conexiones, etc) se han 
de guardar en una clase Singleton. Para que ésto sea efectivo, antes de comenzar a realizar los envíos 
del sistema, este ha de cargar los datos del usuario en la clase Singleton. Los datos serán cargados en 
ésta clase desde un fichero properties, que es el más adecuado en este caso.  
 
Registros de ejecución (Logs) 
 
Para poder registrar los resultados de la ejecución, el programa ha de tener implementado un sistema 
de logs. Los datos del usuario han de incluir una variable que indique si se desea o no realizar este 
registro, y dónde guardar los ficheros.  
Si la variable está activada (valor true o 1), al iniciar, el sistema desvía la salida del sistema hacia un 
fichero de texto. Una vez finalizada la ejecución, se devuelve la salida al canal de salida estándar. Ésto se 
logra modificando el file descriptor de la salida: el 1 (salida estándar, la consola) se cambia por el 
descriptor del nuevo fichero (otro número, diferente de 0, 1 y 2, los descriptors estándar) que se ha 
creado para el log.  
  






XML (Extensible Markup Language, o Lenguaje de marcas extensible) fue creado el año 1996 como 
alternativa al SGML como formato de almacenamiento de información estructurada. Este simplifica a su 
predecesor ya que, con tan solo un mínimo de reglas se puede definir cualquier estructura de datos.  
Desde su creación, y hasta ahora, el XML ha demostrado ser un estándar increíblemente eficaz. Dado 
que es muy fácil de trabajar con el, y fácil de leer, su uso se ha extendido enormemente. Existen ya 
numerosas extensiones de este lenguaje y de aplicaciones basadas en el mismo. Hoy en día, 
prácticamente cualquier aplicación utiliza XML directa o indirectamente. Además, los lenguajes de 
programación mayoritarios ya tienen herramientas propias para trabajar de manera nativa con el XML. 
En concreto, Java da un soporte total a las aplicaciones basadas en XML mediante la JAXP (Java API for 
XML). 
El sistema antiguo ya funcionaba en XML y, por lo tanto, ésto no se va a cambiar. En cambio, sí que se va 
a cambiar la forma en que se trabaja con los ficheros XML. Antes se utilizaba solamente el método DOM 
(Document Object Model) de Visual Basic 6 y a partir de ahí se accedía directamente a la estructura para 
realizar la validación y posteriormente la transformación.  
Con el nuevo sistema, se va a delegar la responsabilidad de la validación a un Schema XML, y la 
transformación a una plantilla XSLT. Se verá a continuación. 
Un ejemplo de XML:  
<Mensaje>  
<Remitente> 
<Nombre>Nombre del remitente</Nombre> 
<Mail> Correo del remitente </Mail>  
</Remitente> 
<Destinatario>  
<Nombre>Nombre del destinatario</Nombre> 




Este es mi documento con una estructura muy sencilla  
no contiene atributos ni entidades....  
</Asunto> 
<Parrafo>  
Este es mi documento con una estructura muy sencilla  










XML Schema  
 
También conocido como XSD (XML Schema Document), es un lenguaje de esquemas XML recomendado 
por la W3C. Es decir, es un documento que define la estructura de otro fichero XML mediante el uso de 
un lenguaje determinado.  
El XSD apareció como reemplazante del antiguo DTD (Data Type Definition), el lenguaje de esquemas 
XML original, ya que este tenía bastantes limitaciones. Aun así, el XSD tiene, también, otra serie de 
desventajas imposibles de corregir, por lo cual han surgido alternativas mucho más versátiles y potentes 
(Relax NG, Schematron, NRL, etc).  
No obstante, y dada la simplicidad de los XML utilizados en este sistema, nos conformaremos con el XSD 
para validar los XML de entrada del software.  
Ejemplo de XSD:  
<?xml version="1.0" encoding="utf-8"?> 
<xs:schema elementFormDefault="qualified" xmlns:xs="http://www.w3.org/2001/XMLSchema">  
<xs:element name="Address">  
<xs:complexType>  
<xs:sequence>  
<xs:element name="Recipient" type="xs:string" /> 
<xs:element name="House" type="xs:string" /> 
<xs:element name="Street" type="xs:string" /> 
<xs:element name="Town" type="xs:string" /> 
<xs:element name="County" type="xs:string" minOccurs="0" /> 
<xs:element name="PostCode" type="xs:string" /> 
<xs:element name="Country">  
<xs:simpleType>  
<xs:restriction base="xs:string">  
<xs:enumeration value="FR" /> 
<xs:enumeration value="DE" /> 
<xs:enumeration value="ES" /> 
<xs:enumeration value="UK" /> 













Y un XML que es válido según el XSD anterior:  
<?xml version="1.0" encoding="utf-8"?> 
<Address xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"  
xsi:noNamespaceSchemaLocation="SimpleAddress.xsd">  















Un problema bastante difícil de resolver fue cómo transformar el fichero XML de entrada, en otro de 
tipo EDI con los datos en el lugar correspondiente (definidos según la AEAT).  
XSL (Extensible Stylesheet Language) es una extensión de XML desarrollada por la W3C enfocada a la 
transformación y el renderizado de documentos XML.  
Consta de tres componentes principales:  
 XSLT (XSL Transformations): enfocado a la transformación entre diferentes esquemas de XML.  
 XSL-FO (XSL Format): enfocado a dar un formato a un fichero XML.  
 XPath: un lenguaje no-xml diseñado para poder acceder de manera fácil a los campos de un 
XML definido.  
 
De éstas tres se utilizarán el XSLT y el XPath para este proyecto. 
Al ser datos relativos a un tipo concreto de documento, más una versión del mismo, la clase encargada 









EL XSLT es un lenguaje XML destinado a la transformación entre dos esquemas XML. Es decir, dada una 
plantilla XSLT y un fichero XML, un motor XSLT puede transformar ese XML en otro diferente según la 
plantilla XSLT.  
 
Aunque el XSLT esté diseñado principalmente para hacer transformaciones XML-XML, este uso no es 
obligatorio, permitiendo hacer, prácticamente, cualquier cosa con XML dado. En efecto, un XSLT bien 
utilizado puede permitirnos transformar un XML en un fichero UN/EDIFACT perfectamente.  
Ejemplo de plantilla XSLT:  
<?xml version="1.0" encoding="UTF-8"?> 
<xsl:stylesheet xmlns:xsl="http://www.w3.org/1999/XSL/Transform" version="1.0">  
<xsl:output method="xml" indent="yes"/> 
<xsl:template match="/persons">  
<root>  
<xsl:apply-templates select="person"/>  
</root>  
</xsl:template> 
<xsl:template match="person">  
<name username="{@username}">  




La base del XSLT, a parte de sus propios elementos, es el uso de XPath como método de acceso a las 
secciones de un XML. En el ejemplo anterior, la mayoría de secuencias escritas entre comillas (") son 
expresiones XPath.  






Es un lenguaje no-xml de consulta que sirve para acceder a las partes de un XML. Tiene una sintaxis 
bastante minimalista (no como SQL, por ejemplo) para así poder definir consultas complejas en pocos 
caracteres.  
Está diseñado para ser utilizado dentro de una plantilla XSLT, pero también puede ser usado de manera 
independiente para acceder a un XML de manera directa y obtener sus datos.  
Uno de los requisitos funcionales de este software es que se han de leer parámetros de ejecución que 
vienen dentro del mismo XML de entrada. Así pues, se utilizará XPath para acceder a este tipo de datos. 
Por supuesto, también será utilizado en mayor medida en las plantillas XSLT.  
Ejemplos de sentencias XPath:  
 /bookstore/book/title  
 /bookstore/book[1]/title  
 /bookstore/book[price>35]/title  
 author[(degree or award) and publication]  
 author[last-name = "Bob" and ../price > 50]  
 author[last-name = "Bob" and first-name = "Joe"]  
 etc...  
 
  





El XSLT soluciona el problema de transformar el XML de entrada al EDI (CUSDEC) que se ha de enviar a la 
AEAT. Pero, tal y como se había dicho anteriormente, la respuesta que devuelve la AEAT es, también, un 
fichero EDI (pero esta vez del tipo CUSRES). Esto no se puede hacer con XSLT, o, al menos, no 
directamente.  
El UN/EDIFACT, aunque existe desde hace mucho, no es tan popular como el XML y, por lo tanto, los 
lenguajes de programación (como Java) no tienen herramientas estándar que soporten este formato. 
Por esta razón se ha tenido que hacer uso de una librería externa: el EDIReader.  
EDIReader es una librería que sirve para trabajar con ficheros de tipo EDI (no sólo UN/EDIFACT, sino 
también el resto de estándares EDI) a cualquier nivel: lectura (parsing), transformación, construcción, 
validación, etc. Está hecha para Java y tiene una herramienta de transformación de EDI a XML llamada 
EDItoXML. Dado que ésta lbrería tiene dos versiones: comercial y GPL, se envió un mensaje de correo 
electrónico a los autores de para recibir la autorización de utilizarlo bajo la licencia GPL y no tener que 
pagar la versión comercial.  
El EDItoXML nos genera un XML bastante claro que indica, mediante etiquetas y atributos, toda la 
estructura del EDI en un XML. Pero este no es el XML que se desea.  
Para lograr el XML deseado, se volverá a utilizar otra plantilla XSLT, pero ésta vez para transformar el 
XML generado por EDItoXML, al XML que generaba el sistema SCEdi antiguo.  


























Nos generará este XML:  
<?xml version="1.0" encoding="UTF-8"?> 
<ediroot> 
    <interchange Standard="EDIFACT" Date="970101" Time="1050" 
        Control="00000000000916"> 
        <sender> 
            <address Id="003897733" Qual="01" /> 
        </sender> 
        <receiver> 
            <address Id="PARTNER ID" Qual="ZZ" /> 
        </receiver> 
        <group> 
            <transaction Control="1" DocType="ORDERS"> 
                <segment Id="BGM"> 
                    <element Id="BGM01">221</element> 
                    <element Id="BGM02">P1M24987E</element> 
                    <element Id="BGM03">9</element> 
                </segment> 
                <segment Id="DTM"> 
                    <element Id="DTM01" Composite="yes"> 
                        <subelement Id="DTM01" Composite="yes" Sequence="1">4 
                        </subelement> 
                        <subelement Sequence="2">980101</subelement> 
                        <subelement Sequence="3">101</subelement> 
                    </element> 
                </segment> 
                <segment Id="RFF"> 
                    <element Id="RFF01" Composite="yes"> 
                        <subelement Id="RFF01" Composite="yes" Sequence="1">CT 
                        </subelement> 
                        <subelement Sequence="2">123-456</subelement> 
                    </element> 
                </segment> 
                <segment Id="RFF"> 
                    <element Id="RFF01" Composite="yes"> 
                        <subelement Id="RFF01" Composite="yes" Sequence="1">CR 
                        </subelement> 
                        <subelement Sequence="2">1</subelement> 
                    </element> 
                </segment> 
                <segment Id="NAD"> 
                    <element Id="NAD01">SE</element> 
                    <element Id="NAD02" Composite="yes"> 
                        <subelement Id="NAD02" Composite="yes" Sequence="1">8049P 
                        </subelement> 
                        <subelement Sequence="3">92</subelement> 
                    </element> 
                    <element Id="NAD04">ACME INC</element> 
                </segment> 
                <segment Id="NAD"> 
                    <element Id="NAD01">BT</element> 
                    <element Id="NAD02" Composite="yes"> 
                        <subelement Id="NAD02" Composite="yes" 
Sequence="1">B2</subelement> 
                        <subelement Sequence="3">92</subelement> 
                    </element> 
                    <element Id="NAD04">TOON TOWN</element> 




                </segment> 
                <segment Id="CUX"> 
                    <element Id="CUX01" Composite="yes"> 
                        <subelement Id="CUX01" Composite="yes" Sequence="1">2 
                        </subelement> 
                        <subelement Sequence="2">USD</subelement> 
                        <subelement Sequence="3">9</subelement> 
                    </element> 
                </segment> 
                <segment Id="PAT"> 
                    <element Id="PAT01">1</element> 
                    <element Id="PAT03" Composite="yes"> 
                        <subelement Id="PAT03" Composite="yes" Sequence="1">1 
                        </subelement> 
                        <subelement Sequence="2">1</subelement> 
                        <subelement Sequence="3">D</subelement> 
                        <subelement Sequence="4">45</subelement> 
                    </element> 
                </segment> 
                <segment Id="PAT"> 
                    <element Id="PAT01">22</element> 
                    <element Id="PAT03" Composite="yes"> 
                        <subelement Id="PAT03" Composite="yes" Sequence="1">1 
                        </subelement> 
                        <subelement Sequence="2">1</subelement> 
                        <subelement Sequence="3">D</subelement> 
                        <subelement Sequence="4">30</subelement> 
                    </element> 
                </segment> 
                <segment Id="PCD"> 
                    <element Id="PCD01" Composite="yes"> 
                        <subelement Id="PCD01" Composite="yes" Sequence="1">12 
                        </subelement> 
                        <subelement Sequence="2">2</subelement> 
                    </element> 
                </segment> 
                <segment Id="TOD"> 
                    <element Id="TOD01">2</element> 
                    <element Id="TOD02">CC</element> 
                    <element Id="TOD03" Composite="yes"> 
                        <subelement Sequence="4">ORIGIN COLLECT</subelement> 
                    </element> 
                </segment> 
                <segment Id="LIN"> 
                    <element Id="LIN01">000001</element> 
                    <element Id="LIN03" Composite="yes"> 
                        <subelement Id="LIN03" Composite="yes" Sequence="1">107315-001 
                        </subelement> 
                        <subelement Sequence="2">BP</subelement> 
                    </element> 
                </segment> 
                <segment Id="IMD"> 
                    <element Id="IMD01">F</element> 
                    <element Id="IMD02">8</element> 
                    <element Id="IMD03" Composite="yes"> 
                        <subelement Sequence="4">TOON EXPLOSIVE</subelement> 
                    </element> 
                </segment> 
                <segment Id="QTY"> 




                    <element Id="QTY01" Composite="yes"> 
                        <subelement Id="QTY01" Composite="yes" Sequence="1">21 
                        </subelement> 
                        <subelement Sequence="2">10000000</subelement> 
                        <subelement Sequence="3">PCE</subelement> 
                    </element> 
                </segment> 
                <segment Id="UNS"> 
                    <element Id="UNS01">S</element> 
                </segment> 
            </transaction> 
        </group> 
    </interchange> 
</ediroot>  
Este ejemplo sirve, también, para ver la clara diferencia entre el XML y el EDI, que, para contener la 
misma información, uno utiliza muchísimo más espacio que el otro.  
  






Uno de los requisitos no funcionales más importantes del proyecto es que se cumpla la ley española a 
rajatabla. Para que el envío electrónico de documentos a la AEAT sea absolutamente seguro y fiable, la 
agencia ha establecido una serie de parámetros de seguridad que se han de cumplir de manera 
satisfactoria si se busca hacer una transferencia exitosa.  
El hecho de que existan las herramientas de seguridad adecuadas ha favorecido la aparición de la 
transferencia electrónica de documentos oficiales.  
 
Criptografía asimétrica  
La tecnología actual usa, mayoritariamente, en los procesos de firmado y cifrado, lo que se llama 
criptográfica asimétrica. Ésta consiste en que cada usuario que quiera firmar y/o cifrar se le asignan dos 
claves: una pública y otra privada. La clave pública puede ser entregada a cualquier persona, al contrario 
de la privada, que se ha de mantener en secreto. 
Para hacer que un mensaje sea confidencial, éste se ha de cifrar utilizando la clave pública del 
destinatario. Ya que, de ésta manera, sólo el poseedor de la clave privada es capaz de descifrar el 
mensaje. 
Por otro lado, si lo que se desea es la identificación del remitente, el mensaje ha de ser cifrado 
utilizando la clave privada del mismo. Así, cualquiera que sea poseedor de su clave pública podrá 
descifrarlo, lo que confirma la identidad de quien emitió el mensaje porque sólo él pudo haberlo cifrado 
con la clave privada. 
Esto se inventó para que, en un sistema donde se comunican N entidades, sólo sean necesarios N pares 
de claves (privada y pública). Ya que, en los sistemas simétricos, hacía falta una clave por cada par de 
entidades, algo inviable en sistemas con un gran número de participantes. 
  




Este esquema explica el funcionamiento de la Criptografía Asimétrica:  
 
 
En este ejemplo, Bob desea enviar un mensaje encriptado a Alice. Para esto utiliza la clave pública de Alice para encriptar. Quien 
sea que reciba el mensaje, sólo podrá desencriptarlo si utiliza la clave privada de Alice. Por eso, la seguridad depende de que la 
clave privada de Alice, sólo la conozca Alice.  
 
  




Certificados digitales  
 
Un Certificado Electrónico o Digital es un documento digital emitido y firmado por una entidad con 
capacidad para ello y que sirve para identificar a una persona. A esa entidad se le suele llamar de 
diferentes formas como: Autoridad de Certificación (Certification Authority, en inglés, y de ahora en 
adelante CA), Prestador de Servicios de Certificación, etc.  
Tal documento identifica a una persona física o jurídica y a una clave pública que se le ha asignado para 
poder realizar procesos de firma y/o cifrado. Cada certificado está identificado por un número de serie 
único y tiene un período de validez que está incluido en el certificado.  
Formalmente, según la Ley de Firma Electrónica 59/2003, un certificado electrónico es un documento 
firmado electrónicamente por un prestador de servicios de certificación que vincula unos datos de 
verificación de firma (clave pública) a un firmante y confirma su identidad.  
Es conveniente saber que la clave que aparece en el certificado electrónico es sólo la clave pública. La 
clave privada no aparece en el certificado. Aunque dicha clave privada haya podido ser generada por la 
misma Autoridad de Certificación que expidió el certificado, y se corresponde sólo con la clave pública 
que aparece en el certificado. La Autoridad de Certificación no puede almacenar en ningún momento la 
clave privada. Así pues, cada certificado tiene asociada una clave privada, pero ésta no aparece 
contenida en el certificado.  
 
Firmas digitales  
 
El firmante, en este caso el declarante, generará mediante una función, un "resumen" o huella digital 
del mensaje a enviar. Este resumen o huella digital la cifrará con su clave privada y el resultado es lo que 
se denomina firma digital, que enviará adjunta al mensaje original. 
La firma digital no implica que el mensaje está cifrado, esto es, un mensaje firmado será legible en 
función de si está o no cifrado.  
Cualquier receptor del mensaje podrá comprobar que el mensaje no fue modificado desde su creación 
porque podrá generar el mismo resumen o misma huella digital aplicando la misma función al mensaje. 
Además podrá comprobar su autoría, descifrando la firma digital con la clave pública del firmante lo que 
dará como resultado de nuevo el resumen o huella digital del mensaje.  
 
  




El estándar PKCS  
 
PKCS (Public Key Cryptography Standards o Estándares de Criptografía de Clave Pública) son unos 
estándares que fueron diseñados por la RSA Security (RSA, The Security Division of EMC Corporation), 
cuando ésta organización era dueña de la licencia del algoritmo RSA de clave asimétrica, con el objetivo 
de facilitar el uso de técnicas de clave pública. No son estándares exactamente, sino sólo que su uso 
está muy extendido.  
La AEAT solicita que la firma digital adjuntada al documento enviado esté en el formato PKCS#7. Éste se 
utiliza para firmar y/o encriptar documentos con clave pública.  
En concreto, lo que pide es ésta estructura:  
  
El PKCS#7 fue transformado en estándar por el IETF (Internet Engineering Task Force) bajo el nombre de 
CMS (Cryptogpraphic Message Syntax). Su última versión está especificada en el RFC5652.  
El módulo encargado de crear ésta estructura ha de ser subclase del FirmadorGenérico.  
Los PKCS no sólo se han de utilizar para esto. Tal y como se ve en el esquema anterior, el PKCS#9 se 
utiliza para indicar los atributos del PKCS#7.  
También, al incluir el certificado de la entidad declarante en el sistema, este estará en formato PKCS#12 
(ficheros del tipo .p12) que es un almacén de llaves: incluye claves privadas en formato X.509 
acompañadas de su correspondientes claves públicas. Así, para extraer el certificado, y poder firmar, se 
habrá de acceder a esta estructura.  
 




Conexiones seguras: HTTPS  
 
El HTTPS (Hypertext Transfer Protocol Secure) es un protocolo de internet de nivel Aplicación (segun la 
estructura OSI). Es la versión segura del HTTP normal, es decir, autentificado. Funciona sobre TLS 
(Transport Layer Security), o su predecesor el SSL (Secure Socket Layer), el protocolo criptográfico de 
nivel Transporte que proporciona conexiones seguras. Éste protocolo será necesario para conectar con 
la AEAT de manera autentificada.  
La robusteza de este protocolo se basa en las Autoridades de Certificación (CA's). En general, las 
conexiones HTTPS se realizan a través de un navegador, los cuales ya vienen con los certificados de las 
CA's instalados. En nuestro caso en particular, la conexión no será realizada a través de un navegador, ni 
tampoco el certificado está expedido por una CA mayoritaria, sino por la FNMT (Fábrica Nacional de 
Moneda y Timbre). Por lo tanto se habrá que añadir esta entidad como una entidad de confianza al 
cliente HTTPS del SCEdi.  
Además, se ha de tener en cuenta que, en este caso, la autentificación no es unidireccional (solo se 
autentifica el servidor) sino bidireccional (autentificación de usuario y de servidor). Por esto, antes de 
conectar, también se habrá de cargar el certificado del declarante al cliente HTTPS.  
El módulo encargado de realizar la conexión segura es ConexionAEAT.  
  




Seguridad Criptográfica en JAVA (JCA / JCE)  
 
La seguridad criptográfica la provee Java a través la JCE (Java Cryptography Extension), la cual nos aporta 
la API JCA (Java Cryptography Architecture).  
Tal y como se ha comentado, el mensaje que se ha de enviar a la AEAT ha de ser firmado digitalmente 
utilizando el certificado del declarante, y escribir esta firma con una estructura dada por la misma 
agencia. El problema es que no existen métodos estándar de firmado digital, ni tampoco existen 
métodos unificados de cifrado, codificación, de generación de firmas, etc. Por esta razón, Java no nos 
provee de unos métodos "estándar". Sino que nos da la libertad de elegir quien (o qué) ha de ser quien 
nos provea de estos métodos; es lo que se conoce como un proveedor de seguridad (Security Provider). 
Pero, eso si, Java nos da una manera unificada de acceder a los mismos, es decir, una capa de 
abstracción. Ésta es la JCA.  
Un proveedor de seguridad es un paquete que incluye toda una serie de funciones de seguridad 
criptográfica que pueden ser accedidas a través de la capa de abstracción de Java.  
JCA funciona de ésta manera:  
1. se solicita una función a la JCA.  
2. si no se ha especificado un proveedor de seguridad:  
2.1. se busca en todos los proveedores instalados y se utiliza el método del primer proveedor 
encontrado que tenga implementada esa función.  
3. si se especifica:  
3.1. se busca esa función en ese proveedor.  
4. Entonces se ejecuta la función encontrada dentro del proveedor.  
5. La JCA devuelve el resultado en el formato indicado.  
  




Para hacernos una mejor idea: 
 
*Provider Framework hace referencia a la API JCA. 
En el primer caso, se pide un MessageDigest del tipo MD5 sin especificar proveedor. Entonces va a buscarlo al primer proveedor, 
el A, el cual no lo tiene. Por eso va al segundo, el B, el cual sí lo tiene, y lo ejecuta. 
En el segundo caso, se pide lo mismo, pero especificando el proveedor C, el cual tiene el método, y lo ejecuta. 
 
Java nos da dos maneras de añadir o configurar proveedores de seguridad:  
 En tiempo de ejecución, con una linea de código, y teniendo el paquete añadido al directorio 
del proyecto. También nos da la opción de cambiar el orden preferencia de los proveedores.  
 Al propio JRE, de manera fija. Modificando un fichero de texto (el cual permite configurar el 
orden de preferencia) y añadiendo el paquete del proveedor a una carpeta especifica del 
propio JRE.  
 
Es necesario decir que todos los JRE vienen con su propio proveedor de seguridad por defecto. Es decir, 
la JRE de Sun viene con sus propios proveedores, la de IBM con los suyos, etc. No es, en absoluto, 
necesario utilizar los proveedores por defecto, incluso no se recomienda su uso debido a que están 
incompletos o que no son del todo seguros. 
En el caso de este proyecto, ni los proveedores de Sun ni los de IBM proveen de las funciones necesarias 
para poder realizar las funciones exigidas por la AEAT. En lo referente a la construcción del tipo PKCS#7, 
ni IBM ni Sun tienen ninguna herramienta. 




Por esto se va a hacer uso de un proveedor de terceros: el IAIK (Institute for Applied Information 
Processing and Communications) es un instituto especializado en la seguridad criptográfica informática y 
tienen un proveedor de seguridad para JCA muy completo. 
Para añadirlo, y dado que no existe una clara diferencia entre los dos métodos (salvo que el segundo 
implica una compleja modificación del JRE), se va a utilizar el primer método. 
 
Como apunte final a esta parte, y como conclusión de la misma, se tendría que comentar que si se 
utilizan los métodos de los proveedores por defecto del JRE, la multiplataforma de Java se pierde. Esto es 
así porque, no solo cambian los métodos entre diferentes fabricantes del proveedor (Sun, IBM, Microsoft, 
etc), sino que, además, a cada nueva version de JRE se eliminan, cambian y añaden métodos del 
proveedor por defecto. Esta es una razón importante, y que obliga, de manera absoluta, a cualquier 
aplicación que haga uso de técnicas de seguridad criptograficas, a utilizar librerias de terceros. 
El problema puede volver a surgir porque las librerías de terceros, también, son dependientes de la JRE. Y 
es por esto, que se podría decir que Java, al menos en este aspecto, no es multiplataforma, o al menos, 
no es multi-JRE.  
  




Base de Datos  
SQL  
 
Para la programación de los scripts de la base de datos, se va a utilizar SQL estándar. Hoy en día no 
existe duda alguna sobre si este es el lenguaje ideal para crear, acceder o modificar cualquier base de 
datos relacional. El hecho de que sea estándar nos favorece en tanto que es soportado por 





El sistema ha de ser capaz de trabajar con más de un SGBD (Sistema Gestor de Bases de Datos), de 
manera que pueda insertar/leer datos de diferentes sitios y plataformas de manera simultánea, por esto 
el código tendrá implementada una interfaz que permitirá añadir, con un mínimo esfuerzo, cualquier 
SGBD que sea compatible con el SQL estándar.  
Para el proyecto actual, se considera adecuado que la aplicación funcione con dos tipos de SGBD: uno 
de alto rendimiento, de pago, 100% fiable y segura; y otro libre, gratis, multiplataforma, y con un buen 
rendimiento y estabilidad general. A nivel de pruebas, fuera del entorno de la compañía, sólo se utilizará 
el segundo.  
 
IBM DB2  
 
SCTrade lleva prácticamente toda su vida trabajando con sistemas de IBM, y entre estos, por su puesto, 
cuenta con el SGBD profesional: IBM DB2. Este, si además esta instalado en un sistema IBM AS/400, 
posee un rendimiento y una estabilidad con la que muy pocos productos de este área pueden competir. 
Estamos hablando de una plataforma de muy alta gama, diseñada para grandes compañías.  
Cabe señalar que SCTrade ya posee este sistema y lo utiliza de manera exhaustiva cada día. Por lo que 
este nuevo sistema tan solo aprovechara que DB2 esta ahí esperando ser utilizado.  
 
  






Además, como se ha dicho en los requisitos funcionales, el sistema ha de ser multiplataforma y ha de 
poder trabajar con distintas bases de datos. Se ha escogido PostgreSQL (de ahora en adelante Postgres) 
porque ha demostrado a lo largo de toda su trayectoria ser uno de los SGBD con más rendimiento y más 
profesional, dentro de su categoría. Clientes como Yahoo, MySpace, Sony o Skype lo apoyan.  
Postgres es software libre, y además, es gratis, lo que da una libertad muy importante. Además es 
multiplataforma (funciona en Windows, Linux, Mac, Solaris, BSD, etc), que era algo imprescindible, y no 
le falta ninguna función, de las que se van a necesitar, que no tenga DB2. 
Aunque DB2 ya tiene versiones para Windows, Linux, AIX y z/OS, este se utilizará sólo en el entorno del 
AS400, ya que, fuera de este, PotsgreSQL es suficiente. La idea es que el cliente que no tenga una 
licencia de DB2 (o de AS400) no tenga que pagar por ésta si no es estrictamente necesario.  
 
  




Herramientas de desarrollo  
La herramienta ideal para este proyecto es utilizar una IDE (Integrated Development Environment o 
Entorno Integrado de Desarrollo) totalmente compatible con Java e XML. Teniendo en cuenta sólo esto, 
la decisión estaría entre NetBeans y Eclipse. Pero otra vez nos hemos de poner en el contexto de 
SCTrade, la cual utiliza desde hace unos años el IBM Rational Application Developer, basado en Eclipse. 
Teniendo esto en cuenta, se dejará el de IBM para el desarrollo dentro del entorno de la compañía, y 
Eclipse para el desarrollo fuera de ésta.  
 
Eclipse  
Eclipse es una IDE mundialmente conocida, desarrollada en principio por IBM, especializada en la 
programación de Java, aunque en realidad es capaz de desarrollar aplicaciones en casi cualquier 
lenguaje. Cuenta con una infinidad de plugins para hacer diversas tareas extras. Por esta razón, existen 
muchos derivados que han mejorado, cambiado, agregado diferentes componentes (incluida la licencia).  
Al igual que en el caso de Postgres, es libre y gratuito, y tiene una enorme comunidad detrás que le da 
un soporte que pocas aplicaciones tienen.  
 
IBM Rational Application Developer for WebSphere Software (RAD)  
IBM es un miembro estratégico de la Fundación Eclipse, y por esto mismo, tiene construida sobre la 
plataforma Eclipse su IDE profesional. RAD en apariencia es muy parecido a Eclipse, pero en realidad es 
muchísimo más completo, robusto y rápido (en cuanto a velocidad de desarrollo).  
Aunque mantiene el núcleo de Eclipse, la distribución que vende IBM lo acompaña con una enorme 
cantidad de herramientas de programación, depuración, diseño visual, integración, perfilado, 
herramientas XML, de Web Services, de Java Server Faces (Enterprise Java Beans), etc, que hacen de 
RAD un producto preparado para desarrollar cualquier tipo de aplicación (y de cualquier tamaño) que 
pueda llegar a necesitar una gran compañía, y con poca competencia en el mercado actual.  
Pero RAD tiene dos grandes desventajas. La primera es que, al ser tan potente y realizar tantas cosas a la 
vez, necesita de un ordenador muy potente, sino, no es usable. Y la segunda es que el precio de su 
licencia es prohibitivo para una pequeña empresa o autónomo.  
  





La razón por la que el sistema ha de funcionar sobre el JDK 5.0 de Sun e IBM es para que sea 
multiplataforma. Esto ha de ser así porque la compañía tiene diversidad de clientes, y la gran mayoría 
trabajan con AS/400 pero otros también trabajan con Windows y/o Linux.  
Sistemas IBM AS/400  
Originalmente llamado AS/400 (y en este texto se le llamará de ésta forma, AS400), posteriormente 
eServer iSeries, y actualmente System i, es un ordenador creado por IBM para medianas y grandes 
empresas de alto rendimiento.  
Una de las bases de esta arquitectura es que, a diferencia de los sistemas de la familia Unix o Windows, 
los programas no tienen un ciclo de vida tal y como se conoce en esas arquitecturas, ni el sistema de 
ficheros se organiza igual. El AS400 se basa en objetos; cualquier elemento dentro de él es un objeto. 
Ésto lo enlaza directamente con la base de datos DB2 la cual esta totalmente integrada con todo el 
sistema ya que es la encargada del los datos. Es por esto que DB2 tiene soporte nativo para AS400, 
porque forma parte del mismo, es su base. Ésta es una característica que le da robusteza y seguridad al 
sistema.  
Para la compatibilidad con Java, antes se había confirmado que el AS400 llevaba instalada una versión 
propia del JRE 5.0 de IBM.  
Otros sistemas 
SCEdi ha de estar preparado para funcionar en otro tipo de sistemas a parte del AS400. Entre éstos otros 
se incluyen Windows y Linux (aunque MacOSX podría ser factible). Por ésta razon se busca 
compatibilidad con otra SGBD a parte de DB2. Postgres nos sirve para estos sistemas. También el 
lenguaje Java funciona en estas plataformas. 
Con respecto a esto último se ha de tener en cuenta que, aunque el programa haya estado diseñado 
para la JRE 5.0 de IBM, funciona perfectamente con la JRE 5.0 de Sun, ya que el problema  de los 
proveedores de seguridad para la JCA está solucionado. Por supuesto, y por retrocompatibilidad, el 
sistema también funciona en la versión 6.0 del JRE de IBM y de Sun. Esto evita que la instalación del 
software incluya la modificación y/o instalación de otro JRE en la máquina del cliente. 
Estos sistemas normalmente se instalan en ordenadores del tipo IA32 o AMD64, los cuales, aunque no 
tienen la misma capacidad de concurrencia ni la velocidad ni estabilidad del AS400, tienen un 
funcionamiento decente que es suficiente para algunos clientes de la compañía. Esto es positivo ya que 
amplia el sector al que SCTrade puede ofrecer este producto. 
 
 





Las pruebas que serán llevadas a cabo para garantizar la calidad del software serán:  
1) Primero se enviará un único documento de prueba que no produce conflictos con la AEAT.  
2) En segundo lugar se probará un conjunto de documentos no conflictivos que servirán para ver la 
estabilidad del sistema y garantizar el correcto control de los errores.  
3) Se comenzará a generar documentos nuevos potencialmente conflictivos con la agencia pero sin 
llegar a enviarlos. Estos mismos documentos seran paralelamente generados por el sistema actual y 
se compararán las dos salidas para ver posibles discrepancias y corregirlas.  
4) Se haran pruebas hasta que el porcentaje de discrepancias (las diferencias entre la salida del nuevo 
sistema y del viejo) esté por debajo del 2-3%. 
5) El software será puesto en funcionamiento enviando una parte de los envíos reales. Se corregiran 
todos los errores que surjan.  
6) Si después de un par de meses se observa un correcto comportamiento del sistema, es decir, sin 
errores inesperados, el nuevo software podrá reemplazar completamente al antiguo.  
 
A esto hay que añadir que cada instalación que se haga en un cliente tendrá una duración determinada. 
Este tiempo se utilizará para lograr el correcto funcionamiento del mismo teniendo en cuenta las 
condiciones particulares de ese cliente (como su certificado digital, su sistema operativo, si desea alguna 
funcionalidad extra, etc), y también para realizar un mínimo de pruebas siguiendo los pasos 5 y 6 
explicados anteriormente.  
  





La documentación es una parte muy importante del programa porque viene como acompañamiento del 
mismo. En él se explica cómo funciona exactamente el programa, cómo está diseñado a nivel de 
dominio y a nivel de datos, y tambien a nivel de interfaz para saber cómo controlarlo.  
También se incluyen instrucciones precisas de su utilización y una lista de posibles problemas que 
podrían suceder tanto durante la instalación como durante la ejecución del programa.  
 
  




Flujo de ejecución  
El programa es, a grandes rasgos, un gran bucle que funciona en torno a un semáforo.  
Este diagrama de flujo explica esta idea con más detalle:  
 
  
*ADEMPIERE es un ERP que utiliza como base de datos PostgreSQL. El sistema interactuará con el ERP sólo mediante Postgres. El 
nombre, que se verá también más adelante, es puramente informativo y no tiene mayor relevancia.  
Esto solo sirve para tener una idea del funcionamento y poder ser más capaz a la hora de utilizarlo. No 
da ningún tipo de información útil a la hora de poder realizar cambios en el código.  
  





Clase principal (o punto de ejecución): 
es.sctrade.enviadorXMLEDI.interfaz.Main  
Éste paquete contiene la clase principal del programa, la cual se encarga de consultar el semáforo y de 
invocar al dominio; y la clase encargada de gestionar los logs de ejecución. 
Una instancia de programa es válida para trabajar con un usuario (con su certificado). Si queremos que 
un cliente funcione con dos certificados (como si fuesen dos usuarios), se debe arrancar dos instancias 
de ejecución con su configuración correspondiente.  
 
Paquetes del proyecto  
 es.sctrade.enviadorXMLEDI.aeat: Clases java que conectan, firman y envían a la AEAT.  
 es.sctrade.enviadorXMLEDI.datos: Clases de acceso a la  Base de Datos.  
 es.sctrade.enviadorXMLEDI.dominio: Clases de controlador y dominio.  
 es.sctrade.enviadorXMLEDI.interfaz: Clases de interfaz (Main y logs).  
 es.sctrade.model.util: Utilidades JDBC.  
Carpetas extras 
 ficheros: Carpeta raíz. Contiene ficheros de configuración.  
o Además de los ficheros XML del tipo XSD y XSLT.  
 Security: Leer fichero Security.readme.txt  
o Éste explica una pequeña modificación que se le ha de hacer a todos los JRE donde se 
vaya a ejecutar la aplicación. Por razones legales (de EEUU), la seguridad en Java viene 
parcialmente bloqueada. Al hacer lo que explica el fichero, se deshace este bloqueo.  
 Base de datos:   
o Scripts SQL:  
 Creación de la Base de Datos.  
 Inserción de los datos necesarios para la ejecución normal del sistema.  
  




Tablas de Base de Datos  
Esquema GENENV interno:  
TIPODOC: Maestro de tipos de documento  
Campo  Tipo  Descripción  
NOMBRETIPO  CHAR(3)  CÓDIGO  
DESCRIPCIÓN  VARCHAR  DESCRIPCIÓN  
PRUEBA  BOOLEAN  ENVÍO EN TEST  
 
  




VERSIONDOC: Configuración de tipos de documento  
Campo  Tipo  Descripción  
NOMBRETIPO  CHAR(3)  FK A TIPODOC  
VERSION  NUM  NÚMERO DE VERSIÓN  
FECHA  DATE  FECHA DE CREACIÓN REG.  
SCHEMA  VARCHAR  XSD PARA VALIDACIÓN  
XSLT  VARCHAR  XSLT PARA TRANSFORMACIÓN A EDI  
XSLTRESPUESTA  VARCHAR  XSLT PARA TRANSFORMAR DE EDI A XML RESPUESTA  
 
  




ENVIO: Contiene histórico datos envío  
Campo  Tipo  Descripción  
IDREGISTRO  INTEGER  Identificador entero auto-incrementado.  
TIPOENVIO  CHAR(3)  FK A TIPODOC  
FECHA  DATE  FECHA DE PETICIÓN  
USUARIO  VARCHAR  NIF FIRMADOR  
ESTADO  VARCHAR  OK / ERROR  
MENSAJEERROR  VARCHAR  DESCRIPCIÓN ERROR  
PRUEBA  BOOLEAN  ENVÍO EN TEST  
 
  




FICHERO: Contiene los contenidos XML y EDI de envíos y respuestas  
Campo  Tipo  Descripción  
IDREGISTRO  INTEGER  FK A TABLA ENVIO  
ENVIOXML  CLOB (2 Gb) FICHERO XML ENTRADA  
ENVIOEDI  CLOB (2 Gb) FICHERO EDI SALIDA  
RESPUESTAXML  CLOB (2 Gb) FICHERO XML RESPUESTA  
RESPUESTAEDI  CLOB (2 Gb) FICHERO EDI RESPUESTA  
 
  




Conexión con sistemas externos 
ADEMPIERE:  
Establecer en fichero de configuración los valores  
 Adempiere = true  
 Schedmaadempiere = Esquema de datos adempiere  
Establecer datos de configuración  
 Conexionodbcadempposg: Url acceso  
 Conexionuseradempposg: Usuario acceso  
 Conexionpasswordadempposg: Password acceso  
 Driverjdbcadempposg: Driver bdd  
Se graban los datos en las tablas de Adempiere: sctt_cediresponse para anotar resultados respuesta y 
sctt_edierror para errores de la aeat.  
SCTrade, es decir, tablas externas al programa, pero internas de la empresa, en el AS400:  
Establecer en fichero de configuración los valores:  
 Adempiere = false  
 [Base de Datos Externa].registroexterno = true  
 [Base de Datos Externa].schemacontrol = Esquema de tablas edi as400  
 [Base de Datos Externa].tablarespuestas = Nombre de la tabla de respuestas  
 [Base de Datos Externa].tablaerrores = Nombre de la tabla de errores  
 
Instalación  
1) Desplegar scripts base de datos . 
2) Establecer configuración de enlace con otros productos . 
3) Establecer configuración de semáforo . 
  




Posibles problemas:  
 
 Funcionamiento muy complejo de conversión a EDI (plantillas XSLT). Por lo que, si se ha de 
realizar algún cambio, sera necesario un experto tanto en XSLT como en los documentos que se 
están transformando, en formato EDI.  
 Requiere conocimiento amplio de tratamiento de XSD. En caso de que haya validaciones con 
resultado incorrecto.  
 Los certificados requieren una manipulación específica: 
o Anteriormente, el certificado que utilizaba ADEDINET era un fichero .p12 (PKCS#12), y 
con este realizaba todo el proceso. Además aceptaba certificados sin contraseña.  
o El nuevo sistema no está preparado para funcionar solo un fichero .p12, sino que 
además necesita un certificado .crt de la entidad firmante. Éste fichero se ha de 
extraer del .p12 del cliente, utilizando una herramienta que trabaje con certificados. 
Por ejemplo, un navegador web.  
o Además no está preparado para manipular certificados sin contraseña, por lo que se 
ha utilizar esta misma herramienta (navegador web) para crear una copia del 
certificado, pero ésta vez con contraseña.  
  





El programa ha sido realizado para tener un control de errores lo más robusto posible. La idea es que, si 
parte del proceso falla, la ejecución continúe con normalidad, pero siempre registrando el error y 
avisando del mismo.  
En cualquier caso, si el sistema produce y registra errores no esperados, se ha de modificar el código 
Java (y/o XML) y volver a arrancar el sistema.  
Para mantener el sistema en correcto funcionamiento, este ha de ser actualizado cada vez que alguna 
especificación de la AEAT cambie. Entre éstas se encuentran:  
 
 La definición de los ficheros EDI: Si se añade y/o se elimina algún campo de un documento, se 
ha de cambiar la plantilla XSLT y el esquema XSD. Pero si solo cambia la importancia del campo 
(pasa de ser obligatorio a no serlo, o viceversa) solo se tendrá que cambiar el XSD.  
 
 La conexión con el servidor: tanto a nivel de localizacion (la URL) como a nivel de handshake 
(que mensajes son intercambiados y los parámetros de conexión) sera necesario cambiar el 
código interno del módulo de conexión del software.  
 
 El formato de la firma electrónica (PKCS#7): Cualquier cambio en este aspecto provocará un 
cambio en el módulo de firmado. Ésto es puede resultar muy complicado, porque podría 
necesitar la inclusión de un nuevo proveedor de seguridad, con toda la complejidad que ésto 
conlleva.  
 
A cada nueva versión de Java también se ha comprobar el correcto funcionamiento con el nuevo JRE. Si 
se han de realizar cambios, se ha de ver si es posible que funcione en todos los JRE necesarios (a partir 
del 5.0). Y, si no es posible, se han de crear ramificaciones del software que sean compatibles con 
diferentes entornos. 
  






Una vez finalizado el desarrollo, se han de extraer una serie de conclusiones. Por ello, antes de hablar de 
éstas propiamente, se hará un análisis en profundidad de todos los imprevistos sucedidos durante la 
realización del proyecto teniendo en cuenta el tiempo, costes finales y calculando su beneficio. 
 
PROBLEMAS TÉCNICOS 
El primer problema fue buscar la solución a la transformación XML-EDI. Antes, el sistema utilizaba tan 
sólo el modelo DOM del XML de manera directa y, en principio, este nuevo sistema podría haber 
funcionado de la misma manera. Pero una vez descubierto el XSLT se tuvo que hacer un pequeño 
estudio sobre si ésta tecnología era más viable, a nivel de tiempo, que la antigua solución. 
Para la acción inversa, EDI-XML, la solución antigua consistía en la lectura del EDI serializado y la 
inclusión de este en una estructura de datos propia que después sería utilizada para generar un modelo 
DOM correspondiente al nuevo XML. Ésta vez, programar igual que ésta antigua versión era, 
claramente, muy laborioso por lo que se tuvo que buscar por Internet una solución más directa, en 
donde se encontró el EDIReader.  
La validación XML, aunque antes también se hacia utilizando solamente DOM, no fue un problema ya 
que los esquemas XSD ya estaban considerados de antemano. Además de que la herramienta RAD 
provee de una función que los genera automáticamente a partir de un XML. 
El problema más grande que se tuvo durante la realización del proyecto fue lograr el correcto 
funcionamiento del módulo del firmado digital y el de conexión segura con la Agencia Tributaria. Esto 
es, todo lo que concierne al reemplazo de ADEDINET. 
Para saber como firmar digitalmente el documento, antes hizo falta entender la documentación dada 
por la AEAT la cual no es especialmente clara (ver diagrama de PKCS#7). Después, ver qué elementos 
daba Java de cara a implementar todos esos requisitos. Al cabo de un tiempo, después de muchísimos 
intentos, hubo que darse cuenta de que Java por sí solo no era suficiente para cumplirlos ya que no 
contiene las estructuras necesarias. Entonces se llego a los proveedores de seguridad. Se probaron dos: 
el IAIK y el BC (BouncyCastle, de código libre) combinando todos los algoritmos que contienen 
intentando lograr lo requerido por la agencia. Finalmente se llego a un código funcional utilizando en 
parte métodos de IAIK y en parte métodos del proveedor por defecto. 
Para la conexión, la AEAT no explica absolutamente nada salvo la URL a la que se ha de conectar y el 
formato de la petición GET. El problema está en que la conexión ha de ser realizada de manera 
autentificada con el certificado del cliente, y, además, se ha de añadir al creador del certificado (la 




FNMT) como autoridad certificadora (CA) de confianza. Cabe destacar que para llegar a esta conclusión 
y lograr un código funcional (sobre el JRE 5.0 de IBM) se tardó entre 3 y 4 semanas. Aun así, sigue siendo 
necesario el uso de una herramienta externa (un navegador web) para poder extraer el certificado del 




Una vez la programación del sistema hubo acabado, por razones de la compañía, se decidió detener el 
desarrollo normal del proyecto y dejarlo apartado para darle prioridad a otros proyectos más 
importantes. Durante el mes de noviembre la empresa firmó nuevos contratos de proyectos que 
necesitaban de un esfuerzo extra. Esto dejó al SCEdi en segundo plano ya que, como proyecto interno, 
no existía ninguna presión externa para que finalizase completamente y a tiempo. 
Una vez pasadas las fiestas de navidad (Diciembre-Enero) se decidió implantar el sistema en un cliente. 
Las pruebas no habían sido realizadas en su totalidad y, por ésto el tiempo de implantación se alargó 
considerablemente: se hizo la implantación y las pruebas en forma paralela. Para ésto hizo falta la 
inclusión del jefe de proyecto como desarrollador, también, del proyecto. 
 
  





La planificación inicial era:  
  
Pero, después de todos los problemas tanto técnicos como de otra índole, la distribución del tiempo fue 
ésta:  
  
El dato más claro y objetivo es que la finalización del proyecto fue el 5 de Marzo del 2010, que contrasta 
sobremanera con la fecha planificada: 30 de Septiembre de 2009.  
Estamos hablando de más de 5 meses de retraso. Y, sin tener en cuenta el tiempo de pausa (unos 2 
meses), se tiene un tiempo total que sobrepasa en 3 meses al planificado. 
Es decir, que hubo una desviación del tiempo del +100%. 
  




Con respecto a la realización de ésta memoria, el comienzo no fue afectado, pero si que tuvo un 
importante retraso (9 semanas), debido, en parte, al retraso del proyecto en sí. 
La distribución del tiempo final, incluyendo el desarrollo de la memoria:  
  
COSTE FINAL 
Teniendo en cuenta el tiempo extra que se tardó, el coste del proyecto ha incrementado su coste en: el 
valor por mes extra calculado anteriormente, multiplicado por tres. Es decir: 
    5,773€ + 2.383€/meses x 3 meses = 12.922€ 
Lo que nos da un total de 12.922€. 
Anteriormente se había calculado un total estimado de (incluyendo un posible error): 8.082€ 
Es decir, ha habido una desviación del coste del ~+60%. 
  




VENTA Y BENEFICIOS DEL PRODUCTO 
Para que todo proyecto sea rentable, este ha de ser vendido a un precio acorde a su coste y a los 
beneficios que la empresa desea obtener del mismo. 
Para poder tener con exactitud el tiempo de amortización del producto, uno de los datos importantes a 
saber es la frecuencia con la cual la AEAT actualiza la definición EDI de los documentos y del servicio 
web. Esto se hace a intervalos de tiempo irregulares (desde 1 semana, hasta más de 1 año), pero, 
prácticamente en todos los casos, se realiza un cambio mínimo al año. Por ésta razón se va a considerar 
que el producto es capaz de funcionar correctamente durante por lo menos año. Aun así los cambios se 
realizan teniendo en cuenta la retrocompatibilidad con los antiguos sistemas, así que su correcto 
funcionamiento sin tocar absolutamente nada podrá llegar a durar dos años. 
Todos los cambios de la AEAT llevaran a pequeñas modificaciones a nivel de las plantillas XSLT y de la 
interfaz del servicio. Pero el núcleo será el mismo durante mucho tiempo. Sólo seria necesario un 
cambio importante si la competencia logra desarrollar un sistema igual o mejor que este. Por ésta razón 
vamos a considerar 5 años como un tiempo razonable de amortización del producto. 
Si el producto fuese vendido sólo a un cliente. A este se le debería cobrar todo el coste. Pero el sistema 
no ha sido diseñado para su uso sólo de un cliente, sino de todos los que lo deseen. En el caso de 
SCTrade, todos sus clientes podrían llegar a quererlo. Pero, al ser una empresa pequeña, no goza de una 
gran clientela. La compañía considera que, como mínimo, 5 de sus más importantes clientes seguro que 
instalaran este producto. Entonces el precio a cobrar para recuperar todo el coste seria por cada cliente, 
y al año: 
12,922€ / 5 clientes x 5 años = 516,92€/año x cliente 
Es decir, cobrando 516,92€ a cada cliente permitiría recuperar la inversión. Pero un precio de 1040€ al 
año no representa un gran gasto para un cliente de SCTrade (se trata de medianas y grandes empresas), 
considerando la ventaja competitiva que aporta el nuevo sistema. De ésta forma, SCTrade obtendría 
unos beneficios del ~100%. La compañía podría estudiar un aumento del margen de beneficio. 
  




CONCLUSIÓN FINAL  
El proyecto ha cumplido todos los requisitos funcionales con éxito, aunque no en el tiempo previsto.  
Por un lado la parte técnica fue solucionada del todo, y esto ha dado como resultado un producto de 
calidad único en el mercado. Tenemos ante nosotros un producto finalizado y totalmente funcional que 
utiliza las últimas tecnologías al servicio de las empresas para agilizar las comunicaciones con la AEAT y, 
por ésta razón, las transferencias comerciales, tanto de importación como de exportación, a nivel 
internacional. 
Pero por otro lado éste ha sufrido de retrasos importantes con el consecuente incremento de su coste. 
 
Conclusiones técnicas  
 
Se ha logrado diseñar un sistema mucho más eficiente y más cambiable que el anterior gracias al uso de 
tecnologías XML y Java. También se ha ganado en multiplataforma gracias a Java. 
Se ha descubierto que la estructura de Java de cara a la seguridad es muy compleja. Tanto el propio uso 
del JCA y los proveedores de seguridad, como los estándares PKCS, son conceptos muy difíciles de 
utilizar y entender. Ya en conjunto, lo son aún más, por lo que se ha de leer mucha documentación y 
entender todo el funcionamiento del PKI a un alto nivel para poder desarrollar con certeza de lo que se 
está haciendo. Durante la realización del proyecto, la sensación fue de estar poco orientado, 
seguramente debido a la poca preparación tanto mía como de los otros miembros de la empresa. Para 
este tipo de proyectos, lo ideal es contar con un experto en el tema. 
Como ya se apuntó en su apartado, cuando se utiliza la arquitectura JCA junto a proveedores de 
seguridad (propios o de terceros), se "pierde" la interoperabilidad de Java. Por supuesto no a nivel de 
Sistema Operativo (Java es multiplataforma), pero si a nivel de JRE. Ya que los algoritmos solicitados por 
la JCA han de estar implementados en los proveedores utilizados, además, de la misma manera que en 
su versión original. Ésto no se soluciona utilizando un proveedor de terceros ya que, éstos no 
pertenecen a la librería estándar de Java y podrían encontrarse incompatibilidades. Por todo ésto, el 
ordenador donde vaya a ser instalado el sistema ha de cumplir ciertos requisitos, o, por lo menos, ha de 
ser probado por un empleado de la compañía.  
Aun así, SCTrade no está en posición de arreglar este problema, ya que hay dos opciones: programar los 
algoritmos criptográficos a mano, o que, quien sea el encargado de programar la interfaz JCA de la JVM, 
cree un método más estándar. Y estas dos opciones: la primera es inviable económicamente, y la 
segunda no depende en absoluto de la compañía.  




Al contrario, desarrollar Java como lenguaje orientado a objetos, y XML como tecnología estándar de 
almacenamiento de información, se ha hecho de manera muy fluida dada la inmensa documentación 
tanto oficial como la que se puede encontrar por Internet.   
Con respecto al estandar UN/EDIFACT, aunque no hay mucha información al respecto, lo poco que hay 
en las páginas de la AEAT y la UNECE, es lo suficientemente claro como para trabajar con comodidad. 
 
Conclusiones del proyecto  
 
La duración final del proyecto ha sido doblada con respecto a su cálculo inicial. Ésto nos permite añadir 
como experiencia que los proyectos de nuevas tecnologías se desvían de manera importante con 
respecto al tiempo que se pensaba que tardarían, a veces incluso más que el 40% típico. 
El coste también fue, prácticamente, doblado (recordemos que ya se había calculado un margen del 
40% de error). Esto fue condicionado por dos factores: el incremento del tiempo de desarrollo, y  la 
necesidad del jefe de proyecto en el equipo. Aun así, en este caso, el coste del proyecto no era muy alto, 
y la desviación nos ha llevado a un coste que, incluso, se puede seguir considerando bajo. 
Hubiese sido, quizás, más acertado incluir el Jefe de Proyecto en el equipo de desarrollo desde un 
principio. Ésto seguramente habría eliminado el retraso, o, al menos, lo habría disminuido de manera 
importante. Habría incrementado los costes del desarrollo de Julio a Septiembre, pero se hubiese 
reducido el tiempo total y también el coste total. 
Otro punto a tener en cuenta, es que el desarrollo del proyecto fue retomado cuando un cliente se 
mostró interesado en utilizarlo. Es casi seguro, entonces, que la compañía se sintió obligada acabarlo lo 
antes posible, y, por ésto, incluyó al jefe de proyecto junto al becario. Ésto muestra, claramente, la 
dificultad que tienen las empresas para poder sacar adelante los proyectos internos que, casi siempre, 
son más interesantes a nivel tecnológico, pero no para los clientes. Lo más normal, por razones obvias, 
es dar toda la prioridad y destinar todos los recursos a mantener al cliente feliz y satisfecho. 
La situación ideal seria, entonces, tener clientes interesados en proyectos innovadores. De ésta forma se 
mantiene al equipo humano formándose continuamente, y al cliente contento por sus nuevas 
herramientas. Pero ésta situación es difícil de alcanzar ya que, por parte del cliente, normalmente están 
muy a gusto con lo que ya tienen y solamente necesitan un servicio de mantenimiento o pequeñas 
ampliaciones; las empresas deberían ser más abiertas a los cambios tecnológicos y pensar en las 
ventajas que podría aportar a su negocio. Por otro lado, la empresa vendedora de productos TIC, ve 
como una opción mucho más fácil y cómoda el vender simplemente lo que el cliente pide, y, en cambio, 
presentar una propuesta sólida y convincente a un cliente utilizando nuevas tecnologías, es una opción 
que requiere mucho más esfuerzo, además de tener altas probabilidades de que no salga como se 
espera. 
  





A lo largo de la ejecución del proyecto, siempre se ha intentado dar una alternativa de tipo libre (que 
utilice licencia GNU o similar) a las herramientas que utiliza la propia compañía. La idea no es sólo saber 
que los costes podrían haber sido menores, sino también recalcar el hecho de que prácticamente todo 
el sistema se podría haber desarrollado utilizando tecnologías con licencias libres, teniendo en cuenta 
las ventajas que esto comporta. 
Como situaciones positivas tenemos: 
 Aunque IBM Rational es un producto robusto y completo; Eclipse, para este proyecto, es capaz 
de realizar la mayoría de las funciones que se le pueden exigir a un IDE. El tiempo de desarrollo 
se habría alargado, pero quizás el coste de la licencia lo compensaría con creces. 
 
 PostgreSQL, por otro lado, ha demostrado que es capaz de realizar lo mismo, y en el mismo 
tiempo, que IBM DB2, lo que nos hace darnos cuenta de que DB2 no era en absoluto necesario 
en este proyecto. Solamente cuando el cliente tiene DB2 se va a utilizar (para que no tenga que 
instalar otro SGBD); si no lo tiene, se utilizará PostgreSQL. 
 
 En cuanto al sistema operativo a la hora de desarrollar, todo el software utilizado es compatible 
tanto con Windows como con Linux, por lo que el proyecto podría haber sido perfectamente 
desarrollado en un sistema libre (Linux).  
 
 Con respecto al entorno de ejecución, no existía ningún tipo de limitación, excepto que el 
sistema ha de tener instalada una versión del JRE superior a la 5.0 (cosa que se cumple en 
Windows, Linux, y AS400), la cual es libre.  
 
Por otro lado, ha habido casos donde el Software Libre no ha sido capaz de suplir sus alternativas 
privativas: 
 A la hora de programar los módulos de seguridad del sistema, hizo falta un proveedor de 
seguridad. Existen dos productos que ofrecen servicios para JCE que cumplen, en principio, las 
necesidades del proyecto: IAIK (privativo) y BouncyCastle (libre). Aunque este último si que 
dice en su página ser capaz de crear firmas en formato PKCS#7, no es capaz de generar firmas 
que sean aceptadas por la Agencia Tributaria. Ésto obligó a utilizar el proveedor IAIK.  
 
 A la hora de escribir la memoria, se necesitó una suite ofimática; y tanto MS Office 2007 como 
GoogleDocs (las dos privativas), fueron enormemente superiores a OpenOffice (libre). Tanto a 
nivel de maquetación y formato (en MS Office 2007), como a la hora de trabajar desde 
diferentes puntos (GoogleDocs). El rendimiento de OpenOffice también fue bastante pobre, 




haciendo la escritura un proceso pesado y lento. Las otras dos alternativas, en cambio, no 
dieron estos problemas.  
FUTURAS AMPLIACIONES  
A primera vista, se puede observar el funcionamiento correcto y la solidez del sistema, pero cualquiera 
puede apreciar una serie de mejoras que se podrían implementar con más o menos esfuerzo, y que 
harían este producto algo mucho mejor de lo que ya es.  
 
Interfaz Gráfica de Usuario  
La ausencia de interfaz gráfica es lo que primero que uno puede ver. Ésta podría hacerse utilizando el 
mismo Java (mediante una librería como Swing o AWT), un programa externo que se comunique con el 
servicio (en cualquier otro lenguaje) dentro del SO, o incluso web.   
Esto seria útil en sistemas basados en Windows o Linux para los administradores. En cambio, no seria 
aplicable a los sistemas AS400, el sistema objetivo del proyecto, ya que no dispone de interfaces de este 
tipo, sino que se habría, antes, de aprender a programar interfaces de línea de comando para AS400.  
Esta interfaz debería dar facilidades para arrancar/detener el servicio, añadir/borrar/modificar tipos de 
documento, ver los mensajes de error, ver los mensajes de manera detallada, crear un mensaje 
personalizado, etc.  
 
Entrada alternativa 
El sistema ha sido diseñado para leer el fichero de entrada desde el sistema de ficheros del sistema 
operativo. Se podría dar la posibilidad de que ésta entrada se haga desde otros medios como: una base 
de datos (propia o externa), un servicio (desde donde se obtengan los ficheros), o que el propio sistema 
funcione como un servicio, lo que veremos a continuación. 
 
Servicio Web  
El hecho de que el sistema haya de ser instalado en el cliente también puede llegar a ser molesto. 
Porque, aunque cada cliente tiene ciertos parámetros exclusivos (como su certificado digital, NIF, etc), 
muchos aspectos son totalmente genéricos, y no importa quien envíe el mensaje, y el funcionamiento es 
siempre el mismo. Para esto, se podría instalar el software como un servicio web en un servidor de la 




compañía y que, de alguna manera, pueda interactuar con otros sistemas (acceso remoto desde el ERP 
del cliente, por ejemplo), o directamente, mediante una interfaz web.  
También, al poder ser accedido desde diferentes puntos, y por diferentes entidades (clientes) con su 
certificado e información personal, el sistema debería estar preparado para entornos multiusuario. 
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 Institute for Applied Information Processing and Communications (IAIK) - JCE  
o http://jce.iaik.tugraz.at/  
 Proveedor de Seguridad para JCE/JCA  
 BouncyCastle  
o http://www.bouncycastle.org/  
 Proveedor de Seguridad para JCE/JCA libre  
 PostgreSQL  
o http://www.postgresql.org/docs/  
 Sistema gestor de bases de datos relacionales (SGBD) libre  
 SQL  
 Servidor  
 Eclipse IDE  
o http://www.eclipse.org/documentation/  
 IDE libre  
 Dibujado de diagramas online  
o http://yuml.me/  
 Diagramas UML: Clase, Actividad y Uso.  
o http://www.websequencediagrams.com/  
 Diagramas UML de Secuencia.  
o http://creately.com/  
 Dibujado visual de diagramas de software. Tiene versión limitada gratuita.  
o http://www.gliffy.com/  
 Dibujado visual de diagramas de software. Tiene versión de prueba gratuita, 
aunque los diagramas son de mejor calidad y tiene más herramientas que el 
anterior.  







 Wikipedia  
o http://en.wikipedia.org/  
 Descripciones de los conceptos explicados.  
 StackOverflow  
o http://stackoverflow.com/  
 Preguntas y respuestas.  
 Developer.com  
o http://www.developer.com/  
 Artículos, noticias, foros, etc.  
  













ANEXO I: IBM SERIES I 
El sistema AS/400 es un equipo de IBM de gama media y alta, para todo tipo de empresas y grandes 
departamentos. En la actualidad, los últimos modelos, bajo la denominación IBM Power Systems, se 
unificaron las plataformas System i (sistemas con CPU PowerPC-AS con OS/400) y System p (sistemas 
con CPU POWER o PowerPC con AIX o Linux) de IBM. 
Permite trabajar con los lenguajes de programación siguientes: RPG, PHP, C, Java, COBOL, SQL, BASIC y 
REXX. También se dispone de varias herramientas CASE: ADP/400, Synon,AS/SET, Lansa, Delphi/400 for 
Windows, Delphi/400 for PHP.  
 
SOFTWARE  
Se trata de un sistema multiusuario, con una interfaz controlada mediante menús y comandos CL 
(Lenguaje de Control) muy intuitivos que utiliza terminales y un sistema operativo basado en objetos y 
bibliotecas, el IBM i (o i5/OS, o OS/400, sus antiguos nombres).   
Un punto fuerte del IBM i es su integración con la base de datos DB2/400, siendo los objetos del sistema 
miembros de la citada base de datos. Ésta es también soporte para los datos de las aplicaciones, dando 
como resultado un sistema integrado de enorme potencia y estabilidad.   
 
Esquema de la estructura del DB2 en un IBM System i (iSeries). Se puede apreciar que es accedido tanto por el propio sistema 
(para gestionar los ficheros) como por terceros a través de su interfaz de conexión (para funcionar como un SGBD estándar).  




Actualmente soporta otros sistemas operativos tales como GNU/Linux, AIX o incluso Windows en una 
placa Intel integrada, soportando también de forma nativa múltiples aplicaciones antes reservadas a 
Windows. También soporta ODBC y JDBC para acceder a su base de datos mediante otro software como 
Java, .NET u otros.  
El LPAR (Logical PARtitioning, o "Particionamiento Lógico", en inglés) es una característica de los 
ordenadores de gama alta de IBM, que facilita operar múltiples sistemas en una sola unidad de IBM 
System i. Un sistema con LPAR puede mover varios sistemas operativos en diferentes particiones 
mientras se asegura que cada uno de ellos no ocupe la memoria o recursos del otro. Cada sistema en 
LPAR tiene una porción de los recursos del sistema (mediante un sistema de pesos) que determina de 
dónde los puede sacar si los necesita. Los sistemas soportados bajo LPAR son i5/OS, AIX y Linux.  
 
Ejemplo de LPAR: 
A la izquierda, todos los recursos para un solo sistema; 
A la derecha, los recursos dividos para dos sistemas operativos. 
 
  




CONJUNTO DE INSTRUCCIONES  
La característica que más ha contribuido a la longevidad de la plataforma IBM System i es su conjunto de 
instrucciones de alto nivel (TIMI, Technology Independent Machine Interface o "Interfaz de máquina 
independiente de la Tecnologia" en inglés) que permite que las aplicaciones desarrolladas en la 
plataforma puedan sacar provecho de las nuevas características del hardware, sin tener la necesidad de 
ser recompiladas. La TIMI es un conjunto virtual de instrucciones: no son las instrucciones de la CPU. Los 
programas de usuario contienen tanto las instrucciones TIMI como las de la CPU, asegurando, así, la 
independencia de la plataforma. Es algo similar a lo que realizan las maquinas virtuales de Java, 
Smalltalk y .NET. Con la diferencia de que el TIMI esta integrado tan profundamente en la arquitectura 




Esquema general de los IBM System i 
Es necesario mencionar que, aunque en otra arquitecturas de maquina virtual las instrucciones son 
interpretadas en tiempo de ejecución, las instrucciones TIMI nunca son interpretadas. Son un 
intermediario que se establece en tiempos de compilación, y son traducidas al lenguaje maquina de la 
CPU en la ultima etapa de compilación. Las instrucciones TIMI son almacenadas dentro del objeto final 
del programa, junto a las instrucciones de lenguaje maquina, las cuales son ejecutables. De ésta manera, 
las aplicaciones compiladas en una familia de procesadores pueden ser trasladadas a otros procesadores 
sin recompilar: las viejas instrucciones de lenguaje maquina son descartadas y se traducen las 
instrucciones TIMI en las instrucciones máquina del nuevo procesador.  





Esquema de la arquitectura RISC del AS/400 
El conjunto de instrucciones define todos los punteros con longitud de 128 bits. Esta era una de las 
características de diseño del S/38 a mediados de los 70 que fue pensada para su uso, en un futuro, por 
procesadores más rápidos y con un mayor espacio de direcciones. El sistema original AS/400 CISC 
utilizaba las mismas instrucciones de 48 bits que el S/38. Pero en 1996 se migró a una familia de CPU 
RISC basada en microprocesadores PowerPC de 128 bits.  
  




ANEXO II: GUÍAS UN/EDIFACT 
Descripción de la UNECE del documento CUSRES, organizado por segmentos. 
Se  incluye el documento completo que son 25 páginas. 









































































































ANEXO III: GUÍAS EDI DE LA AEAT 
Ejemplo de Guía técnica que provee la AEAT: descripción de una DUA de Exportación (ECS) para la 
creación de ficheros UN/EDIFACT de este tipo. Incluye la definición para el CUSDEC y para el CUSRES.  
En este caso se incluyen sólo las primeras 34 páginas (el texto completo es de 127). 


















































































































































ANEXO IV: SCRIPTS DE DIAGRAMAS 
UML 
A continuación adjunto los scripts que permiten dibujar los diagramas incluidos en la memoria. Sólo es 
necesario copiarlos y pegarlos en el sitio web correspondiente, y ejecutar el dibujado.  








































note over CtrlEnviarFichero: CapaDeDominio 
note over Envio, FicheroXML, FicheroEDI, FicheroEDIRes, FicheroXMLRes, TipoDoc: 
ModeloDeDatos 










































alt no hay errores 
 
CtrlEnviarFichero->FicheroEDIRes: << crea FicheroEDI >> 
activate FicheroEDIRes 
 






































































































DIAGRAMA DE ACTIVIDAD DEL SISTEMA* 
(start)->(Comprobar parametros)-><parametro>hay properties->(Leer properties 
especificado)->(Abrir conexiones BDD SCEdi) 
<parametro>no hay->(Leer properties por defecto)->(Abrir conexiones BDD SCEdi)->(Abrir 
conexion Semaforo)->(Abrir conexion Adempiere)->(Comprobar Semaforo)-><csemaforo>rojo-
>(Cerrar Conexiones)->(end) 
<csemaforo>verde->(Comprobar entrada)-><entrada>no hay ficheros->(Esperar 1 seg.)-
>(Comprobar Semaforo) 
<entrada>hay ficheros->(Leer fichero XML)->(Leer tipo de documento)->(Obtener 
propiedades de documento)->(Validar Documento)-><valido>no valido->(Guardar Envio)-
>(Comprobar Semaforo) 
<valido>es valido->(Transformacion a EDI mediante XSLT)->(Generar firma digital) 
(Generar firma digital)->(Certificado digital)->(Generar firma digital) 
(Generar firma digital)->(Establecer conexion AEAT)->(Enviar mensaje EDI)->(Obtener 
respuesta HTML)->(Comprobar error)-><error>hay errores->(Obtener errores)->(Guardar 
Envio) 
<error>no hay errores->(Obtener respuesta EDI)->(Transformacion a XML mediante 
EDIReader)->(Transformacion a XML final mediante XSLT)->(Guardar Envio) 
http://yuml.me/ 
*Éste diagrama de actividad no fue incluido en la memoria porque la web no es capaz de dibujarlo de 
manera legible, y además el diagrama de flujo que ya se tenía ya era suficiente (el que está en la 
memoria) para explicar el flujo de ejecución. 
 
