

























































































































































#tap double sliderA, sliderB {









extern tap notify fp モジュール名 pretap notify sliderA;
extern tap notify fp モジュール名 pretap notify sliderB;
ここで，型 tap notify fpは関数を指すポインタ型であり，次のように宣言される．
typedef void (*tap callback fp)(void *);
typedef void (*tap notify fp)(tap callback fp, void *);
実行コードは次のような関数に置き換える．上で示した型 tap callback fpが，これらの実
行コードの関数を指す．以下ではこの関数をコールバック関数と呼ぶ．関数名はモジュール名
とタップ名から生成する．
void モジュール名 pretap cback sliderA(void *tap) {












double p = %?sliderA = 0.0;
このため，実用レベルのシステムでは値の変更を禁止するようにする必要がある．例えば次
のようにすれば，コンパイラがエラーを検出できる．






TAP CALL (タップ名, 通知関数ポインタ, コールバック関数名, value);
マクロは次のように定義されている．
#define TAP CALL(t, ntfy, cbk, val) \




















{ "sliderA", "double", "モジュールX pretap cback sliderA",
"モジュールX pretap notify sliderA" },
{ "sliderB", "double", "モジュールX pretap cback sliderA",





void モジュールX pretap cback sliderA(void *);
void モジュールY pretap cback coeffa(void *);
void tap notify0000 f(tap callback fp cb, void * vp) {
static tap callback fp tb[] = {
モジュールX pretap cback sliderA,





for (i = 0; tb[i]; i++)
if ( tb[i] != cb) tb[i]( vp);
}
tap notify fp tap notify0000 = tap notify0000 f;
















えば，タップ sliderAと coeffaを結合することを宣言しているため，共有変数の sliderAと
coeffaはメモリ上の同じ変数を参照しなければならない．また，通知関数ポインタ（"モジュー




.globl FunctionCtrl pretap notify sliderA
.set FunctionCtrl pretap notify sliderA, tap notify0000
.globl QuadraticView pretap notify coeffa
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.set QuadraticView pretap notify coeffa, tap notify0000
.globl coeffa
.set coeffa, sliderA
ここに示したのは gas (GNU Assembler) によるコードである．1 行目では，C 言語の識別
子である FunctionCtrl pretap notify sliderA が大域名であること，2行目ではこの名前が
tap notify0000と同じであることを指示している．これによって，結合されたタップの共有変
数と通知関数ポインタがメモリ上の同じアドレスを指すように指定できる．


































リスト 1 タップの記述例 (FunctionController)
リスト 2 タップの結合の指定
リスト 2はタップの結合を指定する記述である．

























































[2] Apple Inc., “Cocoa Bindings Programming Topics”, http://developer.apple.com/library/mac/
documentation/Cocoa/Conceptual/CocoaBindings/CocoaBindings.pdf (2009).
[3] 荻原剛志，“詳解 Objective-C 2.0”，ソフトバンククリエイティブ，2008.
[4] INMOS Limited, “OCCAM Programing Manual”, 1984.（「occamプログラミングマニュアル」，
啓学出版，1984）
[5] R. Ierusalimschy, L. H. de Figueiredo, and W. Celes, “Lua 5.1 Reference Manual”, Lua.org,
2006.
124 荻原　剛志
Implementation of a Static Binding Mechanism in C
Takeshi OGIHARA
Abstract
In procedural programming style, software modules tend to depend each other. Comparing to object-
oriented programming, it is difcult to describe abstract modules. In the previous work, a new binding
mechanism called “tap” was introduced. A tap can connect modules each other using a shared variable.
With taps, the independency of modules can increase, because identiers of procedures or functions do not
have to be written in other modules. Additionally, one of object-oriented design patterns, the observer
pattern is available with taps. This paper reports the trial implementation of taps in C. Some programs
written using taps showed that taps were eﬀective to make static relationships between functions, and that,
on the contrary, taps could not describe dynamic data structures enough as expected.
Keywords: Software Modules, Glue Code, Binding Mechanism, Procedural Programming Languages,
Design Patterns
