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 CAPITULO I 
 INTRODUCCIÓN 
 
1. HISTORIA DE LA METEOROLOGÍA 
 
El conocimiento de las variaciones climáticas ha sido siempre de suma 
importancia para el desarrollo de la agricultura, la navegación, las 
operaciones militares y la vida en general. Por ello desde la más remota 
antigüedad se tiene constancia de la observación de los cambios en el 
clima, asociando el movimiento de los astros con las estaciones del año y 
con los fenómenos atmosféricos. 
 
En el Antiguo Egipto, el desbordamiento del Nilo, que era un  
acontecimiento de suma importancia para agricultura y economía del país, 
era previsto mediante el estudio de los astros. En particular la aparición de 
la estrella Sirio, en la constelación Can Mayor. Su aparición representaba el 
inicio de la Canícula, días del año donde la temperatura alcanza niveles 
insoportables de calor, que suelen ocurrir como lapsus entre largos 
períodos lluviosos. 
 
Los Babilonios predecían el tiempo basándose en el aspecto del cielo. 
Evidencia de ello se encuentra en las tablillas de arcilla del Rey Asirio 
Ashurbanipal (668 – 627 a.C). Estas dicen: "cuando un halo negro rodea la 
Luna, el mes traerá lluvia o acumulará nubes. Cuando un halo rodea la 
 Luna y Marte se encuentra dentro, habrá destrucción del ganado. Cuando 
un pequeño halo rodea el sol, lloverá....".   
 
Imagen 1: Tablilla de arcilla, Biblioteca Cuneiforme  del Rey Ashurbanipal (668-627 a.C).  
Museo Británico 
 
Hacia el siglo III A.C., en china, habían dividido el año en meses de 30 Días, 
y un hombre era designado jefe astrólogo y registrador de eventos 
celestiales. Puesto que la principal actividad era la agricultura se estableció 
un calendario agrícola basado en acontecimientos fenológicos y 
meteorológicos, dividiendo el año en 24 festividades nombradas 
consecutivamente. El nombre de cada festividad le decía al pueblo la época 
adecuada para llevar a cabo las diversas prácticas agrícolas, tales como la 
siembra o la sega. 
 
 
Imagen 2: Calendario Chino 
 
 Aristóteles, en la antigua Grecia, alrededor del año 340 a.C. escribió el libro 
“Meteorológica” donde presenta observaciones y discute objetivamente la 
mayoría de elementos meteorológicos. 
No es hasta a partir del siglo XVII, que se realizan grandes avances en la 
Meteorología, Galileo construyó el termómetro en 1607, Torricelli inventó el 
barómetro en 1643. Rene Descartes y Blaise Pascal descubrieron la 
dependencia de la presión atmosférica en relación a la altitud. En 1667 
Robert Hook construye el anemómetro.  
 
El entusiasmo generado por estos nuevos instrumentos hizo que la 
población tomara un gran interés por la Meteorología, es así que se 
empezaron a comparar resultados simultáneos tomados en distintas partes 
del Mundo. El primer intento de establecer una red internacional de 
estaciones de observación meteorológica tuvo lugar en 1653 bajo el 
patrocinio del gran duque Fernando II de Toscana, fundador de la Academia 
del Cimento cuatro años después. Se construyeron instrumentos 
normalizados y se enviaron a observadores de Florencia, Pisa, Bolonia, 
Vallombrosa, Curtigliano, Milán y Parma; posteriormente llegarían a 
localidades tan alejadas de Italia como París, Varsovia e Insbruck. Se 
estableció un procedimiento uniforme para realizar las observaciones 
incluyendo la presión, la temperatura, la humedad, la dirección del viento y 
el estado del cielo. Los registros se enviaban a la Academia para ser 
comparados. 
 
En 1832, Samuel Morse concibió la idea del telégrafo y hacia 1840 había 
hecho posible su utilización como sistema aprovechable para 
comunicaciones rápidas. Fue desde entonces que se hicieron rápidos 
progresos en el campo del pronóstico meteorológico. 
 
 
 
 
 
 En 1848, Joseph Henry, secretario del Instituto Smithsoniano de América, 
propuso organizar una red de estaciones de observación meteorológica a lo 
largo de los EE.UU. En 1849 más de 200 observadores estaban haciendo 
informes meteorológicos diarios para el Instituto Smithsoniano. Se exhibían 
las observaciones en un gran mapa, se tabulaban los informes diarios y se 
publicaban en el Washington Evening Post. 
 
Como en casi todos los grandes descubrimientos científicos la meteorología 
tuvo un gran avance durante las Guerras Mundiales, en especial durante la 
Segunda. El conocimiento de las condiciones meteorológicas existentes en 
los altos niveles de la tropósfera, y aún en la estratósfera, se hizo vital para 
el empleo efectivo de las  armas y aviones, por lo que se necesitaba  
pronósticos del tiempo a mediano y a largo plazo. Para cubrir esta 
necesidad de desarrollaron las RadioSondas; dispositivos que atados a 
globos meteorológicos, miden varios parámetros atmosféricos y los 
transmiten a un aparato receptor fijo. Actualmente la frecuencia de Radio de 
403 MHz esta reservada para estos instrumentos. 
 
Con la introducción de las computadoras a partir de la década del ’50, se 
pudo modelar el comportamiento del clima. Este comportamiento es a 
través de complejos modelos físicos que se resuelven mediante métodos 
matemáticos. Las técnicas estadísticas permiten analizar e interpretar los 
resultados de estos modelos. 
 
 
 
 
 
 
 
 
 
 
 2. SITUACIÓN ACTUAL DE LA METEOROLOGÍA 
 
2.1 Estaciones Meteorológicas 
 
El lugar donde se realiza la evaluación de uno o varios elementos 
meteorológicos se denomina regularmente Estación Meteorológica. 
De acuerdo a lo establecido por la Organización Meteorológica Mundial 
(OMM), las estaciones meteorológicas se clasifican de la siguiente 
manera: 
 
 
  Clasificación 
Según su Finalidad  Climatológica 
  Agrícolas 
  Especiales 
Sinóptica Aeronáuticas 
  Satélites 
  Principales 
De acuerdo a la 
magnitud  Ordinarias 
de las observaciones 
Auxiliares o 
adicionales 
Por el nivel de 
observación Superficie 
  Altitud 
  Terrestres 
Según lugar de 
observación Aéreas 
  Marítimas 
Tabla 1: Tipos de Estaciones Meteorológicas 
 
 
Así una estación meteorológica puede tener diferentes fines, 
dependiendo de los propósitos para los cuales fue instalada. Sin 
 embargo en una estación Meteorológica pueden conjugarse dos o más 
categorías. 
 
2.2 Observaciones Meteorológicas 
 
La observación meteorológica consiste en la medición y determinación 
de todos los elementos que en su conjunto representan las condiciones 
del estado de la atmósfera en un momento  y en un determinado lugar 
utilizando instrumentos adecuados 
 
Estas observaciones realizadas con métodos y en forma sistemática, 
uniforme, ininterrumpida y a horas establecidas, permiten conocer las 
características y variaciones de los elementos atmosféricos, los cuales 
constituyen los datos básicos que utilizan los servicios meteorológicos 
para dar pronósticos y reportes actuales del clima. 
 
Las observaciones deben hacerse, invariablemente, a las horas pre-
establecidas y su ejecución tiene que efectuarse empleando el menor 
tiempo posible. La veracidad y exactitud de las observaciones, es 
crítica ya que de no darse esas condiciones se lesionan los intereses, 
no solo de la meteorología, sino de todas las actividades humanas que 
se sirven de ella.  
 
2.3 Observaciones Sinópticas 
 
Son observaciones que se efectúan en forma horaria (horas fijas del 
día) remitiéndolas inmediatamente a un centro recolector de datos, 
mediante mensajes codificados, por la vía de comunicación más rápida 
disponible.  
 
Estas observaciones se utilizan para una multitud de fines 
meteorológicos, en general en tiempo real, es decir, de uso inmediato, 
y especialmente para realizar el correspondiente diagnóstico y formular 
 los pronósticos del tiempo para las diferentes actividades. Entre las 
principales observaciones sinópticas tenemos: 
 
2.3.1 Observación Climatológica 
Son observaciones que se efectúan para estudiar el clima, 
caracterizados por los estados y evaluaciones del tiempo en una 
porción determinada del espacio. Se complementan con registros 
continuos diarios o semanales, mediante instrumentos registradores 
de datos. 
 
2.3.2 Observación Aeronáutica 
Son observaciones especiales que se efectúan en las estaciones 
meteorológicas instaladas en los aeródromos y aeropuertos, 
esencialmente para satisfacer las necesidades de la aeronáutica. La 
data recogida se comunica a otros aeródromos, aeropuertos y a los 
aviones en vuelo, ya que el piloto necesita saber el estado de 
algunos elementos esenciales de la atmósfera, como el tiempo 
presente, dirección y velocidad del viento, visibilidad, altura de las 
nubes bajas, reglaje altimétrico, etc., para seguridad de la nave y por 
consiguiente la de la tripulación, pasajeros y personal en tierra. 
 
2.3.3 Observaciones Marítimas 
Son observaciones realizadas en altamar, tanto en embarcaciones 
fijas, móviles, boyas ancladas y a la deriva. Son una fuente vital de 
datos y casi únicas observaciones de superficie fiables procedentes 
de los océanos. Estas mediciones se realizan en base a planes, 
según los cuales se imparte una formación de determinados 
observadores seleccionados entre las tripulaciones de buques, 
especialmente mercantes, para que puedan hacer observaciones 
sinópticas durante el viaje y transmitirlas a las estaciones costeras 
de radio. 
 
 
 
 2.3.4 Observaciones agrícolas 
Se realizan para determinar la relación entre el tiempo y la vida de 
plantas y animales. Son de suma importancia para evitar pérdidas de 
cosechas, muertes de animales y malas cosechas, debido a los 
cambios climáticos y la falta de previsión ante estos. 
 
2.4 Horarios de Medición 
 
La hora observacional depende del tipo, finalidad y uso de cada 
observación. Sin embargo las horas principales para efectuar 
observaciones sinópticas de superficie son: 00:00 – 06:00 – 12:00 – 
18:00. 
Las horas fijas para la observación sinóptica en altitud son 00:00 – 
12:00. Las observaciones aeronáuticas se realizan en forma horaria, 
las de despegue y aterrizaje en el momento mismo en que el piloto 
efectúa dichas operaciones, y en vuelo en cualquier momento. 
 
 
 
 
 
 
 
 
 
 
 
 
 3. Variables Climatológicas a Medirse 
3.1 Temperatura 
 
3.1.1 Concepto 
Antes que nada debemos diferenciar tanto a la temperatura como al 
calor. La Temperatura es la medida de intensidad o grado de 
energía interna de un sistema, mientras que calor es la medida de 
cuanta energía es transferida de un sistema a otro. 
 
3.1.2 Escalas  
La unidad de base es el Kelvin con la abreviatura K. Kelvin es la 
273,16ta parte de la temperatura termodinámica del punto triple del 
agua pura. El punto triple (=273,16 K), describe el estado del agua 
en el cual tres fases (sólido, líquido y gaseoso) existen en equilibrio. 
El punto triple es 0,01 K más arriba que el punto de fusión del agua 
en una presión absoluta de 1013,25 mbar y está, como tal, casi 
idéntico con el último. 
El punto cero de la temperatura termodinámica (0 K) es la 
temperatura más baja teóricamente alcanzable. 
En las mayores partes del Mundo la escala centígrada se acepta 
legalmente como escala de temperatura, junto a la escala de Kelvin. 
La unidad es el grado centígrado con la abreviatura °C. 
La escala centígrada es compensada por 273,15 K contra la escala 
de Kelvin, tal que 0°C corresponde al punto de fusi ón del agua pura 
y 100°C corresponde al punto de ebullición. 
En meteorología la escala centígrada es la más usada. 
 
Equivalente en :  
Grados Fahrenheit (F°) C +273.15 
Grados Kelvin (K°) C*1.8  +32 
Grados Rankine (R°) (C+273.15)*1.8 
Tabla 2: Conversiones a distintas escalas de Temperatura 
 
 
 
 3.2 Presión Atmosférica 
 
3.2.1 Concepto 
La atmósfera terrestre es la capa gaseosa que rodea la Tierra. Está 
compuesta por oxígeno (20.946%) y nitrógeno (78.084%), con 
pequeñas cantidades de argón (0.93%), dióxido de carbono 
(variable, pero alrededor de 0.033% ó 330ppm), vapor de agua (1% 
aproximadamente), neón (18.2ppm), helio (5.24 ppm), kriptón 
(1.14ppm), hidrógeno (5ppm) y ozono (11.6) 
 
Protege la vida de la Tierra absorbiendo en la capa de ozono parte 
de la radiación solar ultravioleta, reduciendo las diferencias de 
temperatura entre el día y la noche, y actuando como escudo 
protector contra los meteoritos. El 75% de la atmósfera se encuentra 
se encuentra en los primeros 11 km. De altura desde la superficie 
planetaria. 
 
Esta capa ejerce, como cualquier otro fluido, una presión sobre los 
cuerpos que están en su interior.  
Esta presión,  debida a las fuerzas de atracción entre las masas de 
la Tierra y la masa de aire, se llama Presión Atmosférica  
 
 
Imagen 3: Vista de la atmósfera y la tierra. 
  
3.2.2 Primeras mediciones 
En 1643 Jacobo Torricelli  fue el primero en medir la presión 
atmosférica. Para ello empleó un tubo de 1 m de longitud, abierto por 
un extremo, y lo llenó de mercurio. Dispuso una cubeta, también con 
mercurio y volcó cuidadosamente el tubo introduciendo el extremo 
abierto en el líquido, hasta colocarlo verticalmente. Comprobó que el 
mercurio bajó hasta una altura de 760 mm sobre el líquido de la 
cubeta. Puesto que el experimento se hizo al nivel del mar, decimos 
que la presión atmosférica normal es de 760 mm de Hg. Esta unidad 
se llama atmósfera y esta es la razón de las equivalencias 
anteriores. 
La explicación de este resultado es que la atmósfera ejerce una 
presión que impide que todo el mercurio salga del tubo. Cuando la 
presión atmosférica iguala a la presión ejercida por la columna de 
mercurio, el mercurio  ya no puede salir por el tubo. 
 
1 milímetro de mercurio=torr (mm Hg) = 1,333 x 102 pascales (Pa) 
 
A medida que uno asciende, la presión atmosférica decrece. En 
capas bajas, cerca de la superficie, la disminución de la presión con 
la altura es de aproximadamente 1hPa (hectoPascal) cada 8m. Esta 
relación va disminuyendo a medida que la altura aumenta. 
  
Imagen 4: Presión Atmosférica 
 
 
3.3 Humedad Relativa 
 
La humedad es la cantidad de vapor de agua presente en el aire. Se 
puede expresar de forma absoluta mediante la humedad absoluta, o de 
forma relativa mediante la humedad relativa o grado de humedad. 
 
La humedad absoluta es cantidad de vapor de agua  presente en el 
aire, se expresa en gramos de agua por kilogramos de aire seco (g/Kg), 
gramos de agua por unidad de volumen (g/m³) o como presión de 
vapor (Pa o KPa o mmHg). A mayor temperatura, mayor cantidad de 
vapor de agua permite acumular el aire. 
 
La humedad relativa es la humedad que contiene una masa de aire, en 
relación a la máxima humedad absoluta que podría admitir sin 
producirse condensación, conservando las mismas condiciones de 
temperatura y presión atmosférica. Esta es la forma más habitual de 
expresar la humedad ambiental. Se expresa en tanto por ciento. 
 
  
Ecuación 1 
 
Donde RH es la humedad relativa de mezcla de aire que se está 
considerando. 
  es la presión parcial de vapor de agua en la mezcla de aire 
   es la presión de saturación de vapor de agua a la temperatura 
en la mezcla de aire  
 
3.4 Viento 
 
3.4.1 Definición. 
 
El viento es la variable de estado de movimiento del aire. En 
meteorología se estudia el viento como aire en movimiento tanto 
horizontal como verticalmente. Los movimientos verticales del aire 
caracterizan los fenómenos atmosféricos locales, como la formación 
de nubes de tormenta. 
El viento es causado por las diferencias de temperatura existentes al 
producirse un desigual calentamiento de las diversas zonas de la 
Tierra y de la atmósfera. Las masas de aire más caliente tienden a 
ascender, y su lugar es ocupado entonces por las masas de aire 
circundante, más frío y, por tanto, más denso. Se denomina 
propiamente "viento" a la corriente de aire que se desplaza en 
sentido horizontal, reservándose la denominación de "corriente de 
convección" para los movimientos de aire en sentido vertical. 
La dirección del viento depende de la distribución y evolución de los 
centros isobáricos; se desplaza de los centros de alta presión 
(anticiclones) hacia los de baja presión (depresiones) y su fuerza es 
tanto mayor cuanto mayor es el gradiente de presiones. En su 
movimiento, el viento se ve alterado por diversos factores tales como 
el relieve y la aceleración de Coriolis. 
 En superficie, el viento viene definido por dos parámetros: la 
dirección en el plano horizontal y la velocidad. 
 
3.4.2 Circulación general en la Atmósfera 
 
La energía calorífica de la radiación solar es la generatriz de todos 
los procesos meteorológicos y climáticos que se dan en la tierra. Al 
incidir sobre el planeta, atraviesa el gas atmosférico sin apenas 
calentarlo; en cambio sí calienta la superficie terrestre que es la que 
acaba transmitiendo el calor al aire atmosférico en contacto con ella. 
Así pues, es la tierra la que calienta directamente la atmósfera y no 
la radiación solar. Esto tiene una importante trascendencia para 
entender la dinámica de todos los procesos que se dan en 
meteorología. [7] 
Sin embargo, no toda la superficie de la tierra recibe por igual la 
misma energía: los polos son las que menos reciben y las zonas 
ecuatoriales son las que más reciben. De este modo, la superficie de 
la tierra no transmite de una forma uniforme el calor al aire que tiene 
sobre ella. 
 
 
Imagen 5: La tierra del ecuador se caliente más debido a que mayor cantidad de radiación 
solar recae mas por unidad de superficie. 
 
Esto origina que se produzcan intercambios térmicos entre las zonas 
más calientes y las más frías para restablecer el equilibrio: el aire 
caliente se desplaza hacia los polos y el aire frío hacia el ecuador. 
De este modo, las masas de aire nivelan y suavizan el clima en la 
Tierra y establecen los principios de la circulación general. 
 
 4. METEOROLOGÍA EN EL PERÚ 
 
El ente que rige a la meteorología en el País es el SENAMHI, cuya misión 
es conducir las actividades meteorológicas, hidrológicas, agro-
meteorológicas y ambientales del país.  
Fue fundado el 1969, y desde entonces brinda servicios públicos, asesoría 
estudios e investigaciones científicas en las áreas ya mencionadas. Antes 
de la creación del SENAMHI las actividades meteorológicas  e hidrológicas 
del País se encontraban en manos de diversos sectores: Ministerio de 
Aeronáutica, Agricultura y Fomento de Obras Publicas.  
Actualmente el SENAMHI mediante el Decreto Legislativo Nº 1013 del 13 
de Mayo 2008 ha sido adscrito  como un Organismo Público 
Descentralizado del Ministerio del Ambiente. [9] 
Entre las principales actividades que realiza el SENAMHI tenemos: 
Recopilar, centralizar  y procesar la información de las estaciones 
meteorológicas, hidrológicas, agro-meteorológica y ambientales.  
Organizar, fomentar y dirigir estudios técnicos especializados en el país, 
ejecutados por entidades nacionales o extranjeras. 
Divulgar información técnica y científica. 
Realizar y formular estudios de investigación, acorde con las necesidades 
del país y la defensa nacional. 
Participar en estudios científicos y proyectos del medio ambiente 
atmosférico. 
Organizar, operar y mantener la red de estaciones meteorológicas e 
hidrológicas. 
Desarrollar  pronósticos meteorológicos y  Vigilancia Atmosférica Global 
(VAG - OMM). 
 Asesoramiento técnico a instituciones públicas y  privadas en apoyo al 
desarrollo socioeconómico. 
Organizar y administrar el archivo nacional meteorológico, hidrológico y 
ambiental (banco de datos). 
Celebrar contratos y convenios de cooperación técnica con entidades 
públicas y privadas a nivel nacional e internacional. 
Expedir certificados  de calibración y control de instrumental meteorológico, 
hidrológico y ambiental. 
Representar al Perú ante la Organización Meteorológica Mundial (OMM). 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 5. OBJETIVOS DEL PROYECTO 
5.1 Objetivos Generales. 
Desarrollar una estación Meteorológica de bajo costo, accesible a gente 
con interés en el clima que los rodea. 
 
Obtener una base de datos de todas las variables externas medidas, 
para su posterior análisis por las personas interesadas. 
  
Dominar las tecnologías aplicadas, en este caso; uso de  sensores, 
microcontroladores y protocolos de comunicación. 
 
Dar mayor importancia a los cambios ambientales, los cuales 
actualmente por diferentes motivos y en especial por la contaminación, 
se van alterando año tras año. 
 
5.2 Objetivos Específicos 
Obtener la temperatura ambiental con una  precisión de +/-1ºC utilizando 
el sensor LM-75. 
Obtener la presión atmosférica utilizando el sensor MPX4115A 
obteniendo un máximo de error del +/- 1.5%.  
Obtener la Humedad Relativa del aire utilizando el sensor HTM1735 con 
una precisión de +/- 2 %.  
Obtener la velocidad del viento utilizando sensores de ultrasonido, 
acondicionados en un PCB a desarrollarse. 
Almacenar las variables adquiridas en memorias externas EEPROM 
24LC515 de 512Kbytes y AT24C64 de 64Kbytes. 
 Visualizar las variables adquiridas en tiempo real a través de un LCD 
monocromático de 20x2. 
Desarrollar la interface para la comunicación I2C entre las memorias 
EEPROM y el microcontrolador 16F877A. 
Desarrollar la interface para la comunicación serial RS-232 entre el 
microcontrolador y la PC. 
Desarrollar el software aplicativo para poder visualizar y almacenar los 
datos enviados del microcontrolador en la PC. 
Colgar en un servidor la base de datos, para que pueda ser obtenida 
tanto por las mismas  personas de la red como por otras de distintas 
redes. 
Desarrollar una placa de circuitos confiable e inmune a ruidos externos. 
 
5.3 Trabajos Relacionados 
La compañía americana DAVIS INSTRUMENTS ( www.davisnet.com ) 
se dedica al desarrollo y venta de instrumentos para mediciones 
climatológicas, monitoreo vehicular, e instrumentos de navegación  
marítima. 
DAVIS ELECTRONICS en el ámbito de mediciones climatológicas ha 
desarrollado varios tipos de estaciones meteorológicas, tanto para 
amateurs, como para un uso profesional. De este último rubro tomamos 
especial atención en el modelo 6152C , que ofrece medición de la 
temperatura, humedad relativa, barómetro y velocidad del viento. El 
costo es de  $ 445.00. [18] 
  
Imagen 6: Estación Meteorológica DAVIS 6152C 
 
La compañía TEXAS INSTRUMENTS ( www.ti.com ) se dedica a 
desarrollar instrumentos analógicos, procesadores de señales, 
tecnologías semiconductoras y sus aplicaciones en la industria. Ellos 
desarrollan varios tipos de estaciones meteorológicas, de las cuales se 
destacan el modelo WPS-32. Este modelo ofrece las mismas 
características del modelo mencionado anteriormente de DAVIS 
Electronics, sin embargo incorpora transmisión de las mediciones vía 
RS-232 a otros periféricos. Su costo es de $1409.06 . 
 
Imagen 7: Estación Meteorológica TEXAS Serie WPS 
 
 
 
  
 
 
 
 
 
 
CAPITULO II 
HARDWARE ELECTRÓNICO 
 
 
1. SENSORES UTILIZADOS 
 
1.1 Adquisición de la Temperatura 
 
Para la adquisición de la Temperatura se utilizó el sensor LM-35, cuyo 
voltaje de salida es proporcionalmente lineal a la Temperatura en 
Grados Centígrados. El LM 35 tiene una ventaja sobre otros sensores 
lineales calibrados en Kelvin, puesto que no se le requiere al usuario 
substraer grandes cantidades de constante de voltaje para obtener la 
escala Centígrada. El LM-35 no requiere calibración externa para 
proporcionar resultados con +/- 0.25ºC a temperatura de ambiente y 
resultados con +/- 0.75 sobre un rango de temperatura de -55 a + 150. 
La baja impedancia de salida, salida lineal, y precisa calibración 
inherente, hacen que sea sencillo realizar una interfaz para el sensor. 
Puede ser utilizado con  fuente unipolar o bipolar.  
El sensor tiene una resolución de 10mV/ºC.  
Para tener una mayor resolución se implementó un amplificador de 
señal utilizando un OPAMP. Optamos por el LM-358, ya que cuenta 
 con 2 amplificadores operacionales independientes de alta ganancia, 
compensados en frecuencia, que solo requieren de una fuente de 
alimentación unipolar.  
 
 
Imagen 8: Esquemático de Circuito de Acondicionamiento para Sensor LM-35 
 
 
La primera etapa del circuito es un seguidor unitario de voltaje, el cual 
tendrá la función de adaptador de impedancias, permitiéndonos tener 
una baja impedancia de salida y una impedancia de entrada muy 
elevada, tendiendo al ∞. El propósito del condensador es de filtrar la 
señal y así obtener una señal DC sin voltaje de rizado. 
 
Imagen 9: Primera etapa del Amplificador 
 
 
 
 
 
  
La siguiente etapa del circuito es  una configuración no inversora.  
 
Imagen 10: Segunda Etapa del Amplificador 
 
Así tenemos que Vout = Vin(1+R2/R1) 
Ajustando el potenciómetro de 100KOhms R1, podemos obtener una 
ganancia de 10 V/V, con lo cual obtendremos un voltaje de salida de 
100mV/ºC. 
 
 
Imagen 11: Vista de la etapa de acondicionamiento en el PCB 
 
Resolución Inicial Resolución final 
(Antes del amplificador) (Después del amplificador) 
0,1   Voltios = 10ºC (10mV/Cº) 1,0 Voltios = 10ºC (100mV/ºC) 
0,3   Voltios = 30ºC (10mV/Cº) 3,0 Voltios = 30ºC (100mV/ºC) 
0,19 Voltios = 19ºC (10mV/Cº) 1,9 Voltios = 19ºC (100mV/ºC) 
Tabla 3: Valores medidos antes y después de la etapa de Amplificación 
 
 
 1.2 Adquisición de Presión Atmosférica 
 
Para adquirir la presión atmosférica estamos utilizando el sensor  MPX-
4115AP. Este sensor esta compuesto de circuitería de opamps 
bipolares  y redes resistivas de películas delgadas, las cuales proveen 
una alta señal de salida y compensación de temperatura. Su pequeño 
tamaño y su alta fiabilidad para integración en placa, sumados a su 
bajo costo hacen que este sensor sea el adecuado para nuestro 
diseño.  
Tiene un máximo porcentaje de error de 1.5% sobre 0° a 85°, y tiene 
compensación de temperatura desde -40° a 125 ºC. 
 
Imagen 12: Diagrama de Bloques interno del Sensor MPX4115AP 
 
Gracias a este sensor podremos medir la presión atmosférica en un 
rango de 15 a 115 KPa, con una resolución de 0.045 voltios por 1 
kilopascal. Utilizaremos el conversor interno A/D del microcontrolador 
de 8 bits para procesar la variable obtenida. 
ErrorPVsVout ±−= )095.0*009.0(*
 
Siendo Vs=5.1 Vdc 
Adicionalmente el fabricante recomienda el uso de circuitos de 
desacoplamientos entre la sensor y la entrada del conversor A/D del 
microcontrolador. 
También es recomendable el desacoplamiento de la fuente de 
alimentación. 
  
Imagen 13: Sensor MPX 4115AP, con conector MOLEX 
 
 
1.3 Adquisición de Humedad 
 
Para medir la Humedad Relativa Ambiental estamos utilizando el 
sensor HTM-1735, que nos permite obtener el porcentaje de Humedad 
relativa del aire, con una precisión de +/- 2%.. Este sensor nos 
proporciona una señal análoga de 1.3Vdc a 3.55Vdc, teniendo una 
resolución de 0.028 voltios por porcentaje de humedad relativa. 
Utilizaremos el conversor A/D del PIC de 8 bits para procesar la 
variable obtenida. 
 
Imagen 14: Sensor HTM1735 
 1.4 Adquisición de Velocidad del Viento 
 
1.4.1 Generalidades  
Para medir la velocidad del viento vamos a utilizar elementos de 
estado sólido; sensores de Ultrasonido. 
Los sensores de ultrasonido son dispositivos basados en la emisión 
y recepción de ultrasonidos, ondas sonoras por encima de los 
20Khz, típicamente en el rango de 40 a 250Khz. Los ultrasonidos, al 
incidir sobre un objeto, pueden ser parcial o totalmente reflejados, 
transmitidos o absorbidos por el mismo, así como sufrir cambios en 
su frecuencia, velocidad o tiempo transitorio. Todas estas 
propiedades permiten aplicarlos con éxito en la detección y medición 
de proximidad, posición, distancia, nivel, flujo, caudal y otras 
variables físicas, así como la implantación de sistemas de inspección 
acústicos, destinados al control de calidad. 
Los transductores ultrasónicos pueden ser diseñados para radiar 
sonido en muchos tipos diferentes de patrones, desde haces 
omnidireccionales, hasta haces unidireccionales. Para la mayoría de 
aplicaciones, lo deseable es tener un haz relativamente estrecho 
para evitar reflexiones indeseables.  
 
1.4.2 La velocidad del sonido  
El sonido es un fenómeno físico que resulta de la perturbación de un 
medio. Esta perturbación genera un comportamiento ondulatorio, lo 
cual hace que esta se propague hasta llegar al sitio donde se 
encuentra algún receptor. Este tipo de movimiento en el cual no es el 
medio en sí mismo, sino alguna perturbación lo que se desplaza que 
se denomina onda. Existen muchos otros tipos de ondas, tales como 
las ondas de radio, la luz, la radiación del calor, las ondas sobre la 
superficie de un lago, los tsunamis, los movimientos sísmicos, etc. 
Cuando la onda tiene lugar en un medio líquido o gaseoso se 
denomina onda acústica. Cuando resulta audible, se llama onda 
sonora.  
 Como todo fenómeno físico el sonido tiene propiedades que 
determinan su comportamiento. Una de estas propiedades es la 
velocidad del sonido, la cual es una propiedad bastante simple, pero 
que explica con gran exactitud un patrón de comportamiento para 
cada onda. 
La velocidad de una onda depende de la elasticidad del medio y de 
la inercia de sus partículas. Los materiales más elásticos permiten 
mayores velocidades de onda, mientras que los materiales más 
densos retardan el movimiento ondulatoria. Las siguientes relaciones 
empíricas se basan en estas proporcionalidades. 
Para las ondas sonoras longitudinales en un alambre o varilla, la 
velocidad de onda está dada por: 
 
Donde: 
Y es el Módulo de Young para un sólido y ρ es la densidad del sólido 
Las ondas longitudinales transmitidas en un fluido tienen una 
velocidad que se determina a partir de 
 
 
donde B es módulo de volumen para el fluido y ρ es su densidad. 
Para calcular la velocidad del sonido en un gas, el módulo de 
volumen está dado por: 
 
 donde γ es la constante adiabática (γ= 1.4 para el aire y los gases 
diatómicos) y P es la presión del gas. Por lo tanto, la velocidad de 
las ondas longitudinales en un gas, partiendo de la ecuación del 
fluido, está dada por: 
 
 
Pero para un gas ideal: 
 
Donde R = constante universal de los gases 
T = temperatura absoluta del gas 
M = masa molecular del gas 
Sustituyendo la ecuación nos queda 
 
Ecuación 2 
Los valores típicos para la atmósfera estándar a nivel del mar son: 
γ = 1,4  
R=8,314 [J/Mol.K]  
T=293,15 [K] (20ºC)  
M= 29x10-3 Kg/mol 
 
 
 
 1.4.3 Principio de Funcionamiento 
 
Tenemos dos sensores de ultrasonido ubicados uno en frente del 
otro a una distancia de 20 cm.  Uno dispara pulsos de 40Khz. y se 
toma el tiempo que se demora en llegar al Receptor. Una vez 
tomado el tiempo, y conociendo la distancia, podemos hallar la 
velocidad. 
En caso que los sensores estén posicionados en contra o a favor del 
viento, haremos que ambos transmitan y que reciban. 
 
Imagen 15: Sensor de Ultrasonido de 40KHz 
 
Como se puede apreciar en la ecuación 2, la velocidad del sonido 
depende de la Temperatura, así tenemos que mientras la velocidad 
del viento es 332m/s a 0ºC, a 20ºC esta varía a 344m/s. Sin 
embargo vemos que el cambio es de 3.5%, aceptable para el 
instrumento que se desarrolló. 
Los 2 sensores funcionan tanto como transmisores como receptores. 
Los transductores operan a una frecuencia de 40Khz. El tren de 
pulso es generado por el Microcontrolador. La ruta de los pulsos es 
seleccionada por la entrada A del multiplexor Análogo 4052 ya que 
pusimos B a tierra. Cuando A y B van a tierra hacen que los pulsos 
del microcontrolador salgan por la salida X0. Estos pulsos cruzan la 
distancia de varios centímetros hasta el receptor. Los pulsos llegan 
atenuados al receptor por lo cual se hizo necesario una etapa de 
amplificación de la señal. Para eso utilizamos el OPAMP 358. Como 
se puede apreciar del circuito, se consta con 2 etapas de ganancia, 
 la primera de 100 veces y la segunda variable, regulada por el 
potenciómetro R14.  
De ahí el circuito pasa al transistor BC548, cuya base está 
conectada a tierra por la resistencia R7, manteniendo el transistor 
apagado. Cuando llega un pulso al transistor este se activa, 
mandando un pulso negativo al colector. La salida del colector va al 
microcontrolador, indicándonos con un “0” lógico que hay llegado un 
pulso y con “1” si es que no ha habido variación.  
 
Imagen 16: Esquemático del Circuito de Adquisición de Vel. Del Viento 
 
 
Imagen 17: Placa Final del Sensor de Vel. Del Viento 
 2. ADQUISICIÓN DE SEÑALES  
 
2.1 Selección de Unidad de Proceso 
 
Se  utiliza el Microcontrolador de la marca Microchip, modelo PIC 
16F877A. Se decidió utilizar este microcontrolador debido a que su 
amplia capacidad de memoria flash  de programa, cuenta con 8K. 
 
Posee gran capacidad de memoria de Datos; 368 bytes, cantidad 
adecuada para todas las variables que utiliza el programa. 
 
Cuenta con 8 entradas análogas y un conversor A/D de 10 bits. 
 
Cuenta con un USART, (Transmisor Receptor Universal Síncrono 
Asíncrono), el cual nos permite realizar comunicación Serial Asíncrona 
con la computadora 
 
Cuenta con un módulo de comunicación I2C, que puede funcionar de 
Modo Maestro, Multi-maestro y esclavo. 
Este módulo nos permitirá realizar la comunicación con las memorias 
EEPROM. 
 
Además cuenta con 25 puertos bi-direccionales digitales. Esto sumado 
a la gran cantidad de compiladores de lenguaje de alto nivel, su amplia 
presencia en el mercado nacional y su bajo costo, hicieron de este 
microcontrolador la mejor elección. 
 
2.2 El conversor A/D 
 
Para procesar las  señales utilizamos el conversor A/D interno del 
microcontrolador. El conversor  A/D cuenta con una resolución de hasta 
 10 bits, sin embargo por motivos de uso eficiente de las memorias de 
almacenamiento externo, se utilizó una resolución de 8 bits.  
El voltaje de referencia positivo es de 5Vdc y el negativo de 0. Esto se 
logra configurando el registro ADCON1 de la siguiente manera: 
‘00000010’ 
Utilizamos un tiempo de muestro de 700ms debido a que los cambios 
de las señales analógicas son muy lentos.  
Cada señal ya convertida en un byte digital, es almacenada en registro 
dedicados para posteriormente ser guardada en la PC, visualizada en 
el LCD y almacenada en las memorias externas. 
Al utilizar el A/D de 8 bits, el mayor valor obtenido a 5 voltios de 
entrada, va a ser equivalente a  255. 
 
 
2.3 Señales Análogas 
 
2.1.1 Temperatura 
Al pin RA0 llega la señal análoga del amplificador de señal del 
sensor de temperatura. Asi el programa del microcontrolador realiza 
una operación capaz de relacionar la señal codificada con la real, en 
este caso obtenemos la temperatura ambiental con una sencilla 
regla de 3.  
 
50°C_____5V_______255 
T°C_____XV______Y 
0°C_____0V_______0 
 
 
Donde obtenemos la siguiente ecuación: 
T°C=(50*Y)/255 … Ecuación 3 
 
2.1.2 Presión Atmosférica 
Al pin RA1 llega la señal análoga del sensor MPX4115A previa 
salida filtrada del sensor.  Nuevamente utilizamos la regla de 3 para 
obtener la presión atmosférica 
 
 115KPa_____4.8V_______244.8 
                          P KPa_____X  V______Y 
                         15KPa_____ 0  V_______15 
 
Donde obtenemos la siguiente ecuación: 
P KPa = 10.65 + (0.426*Y) …Ecuación 4 
Para la etapa de filtrado de salida y desacoplamiento de la fuente de 
alimentación para el sensor, utilizamos el circuito recomendado por 
el fabricante. 
 
 
Imagen 18: Circuito de Desacoplamiento y Filtrado del Sensor MPX4115A 
 
2.1.3 Humedad 
Al pin RA2 le llega la señal análoga del sensor HTM1735. Utilizamos 
regla de 3 para obtener el porcentaje de humedad relativa del 
ambiente. 
 
  95%_____3.5V_______181 
              R %  _____X  V______Y 
             10%_____ 0.29 V_______15 
 
Así obtenemos la ecuación: 
 
R %HR = (0.75*Y) - 41.15 … ecuación 5 
 
 
 
 
 2.1.4 Luminosidad 
La señal análoga de una foto resistencia se conecta al pin RA3, 
dispuesta en un divisor de voltaje. Se ha caracterizado esta 
resistencia para los siguientes valores. 
VALORES DEL CONVERSOR 
A/D CARACTERIZACIÓN 
1-100 Es de Noche 
101-145 Es un dia  muy nublado 
146-200 Es un dia nublado 
201-220 Es un dia soleado 
221-255 Es un dia muy soleado 
Tabla 4: Caracterización de Luminosidad 
 
 
3. Almacenamiento de Datos 
 
3.1 El protocolo I2C 
 
3.1.1 Historia del Bus I2C 
 
El bus I2C fue desarrollado en los primeros años de los 80s por 
Philips Semiconductor. Su propósito original era proveer una fácil 
manera de interconectar la Unidad de Proceso Central (CPU) con los 
chips periféricos en un receptor de  Televisión. 
 
Los instrumentos periféricos en sistemas embebidos son 
generalmente conectados al MCU (Unidad microcontroladora) como 
instrumentos de entrada y salida, mapeados por memoria, utilizando 
la dirección paralela de microcontrolador y el bus de datos. El 
resultado es demasiado cableado en los PCB para enrutar la 
dirección y la línea de datos, sin mencionar el número de 
decodificadores y gluelogic, para conectar todo. En artefactos de 
producción masiva tales como los Televisores, VHS y Equipos de 
audio, esto es inaceptable. En estos artefactos cada componente 
 que se ahorra significa aumentar la ganancia para el fabricante y 
productos más accesibles al consumidor final. Más aún, mas lineas 
de control implican que el sistema es mas susceptible a 
perturbaciones causadas por la Interferencia Electromagnética y 
descargas electrostáticas. [19] 
 
La investigación hecha por los laboratorios Philips en 
Eindhoven(Holanda) para superar estos problemas resultó en un bus 
de comunicación de 2 líneas llamado I2C. I2C es un acrónimo para 
el bus Inter-IC. Su nombre literalmente explica su propósito, proveer 
una línea de comunicación entre circuitos Integrados. 
Hoy en día el bus I2C es usado en muchos campos de aplicación no 
solo en audio y equipos de video. El bus es generalmente aceptado 
en la industria como un estándar de facto. El bus I2C ha sido 
adoptado por varios lideres fabricantes de chip como Xicor, ST 
Microelectronic, Infineon Technologies, Intel, Texas Instruments, 
Maxim, Atmel,Microchip entre otros. 
 
 
3.1.2 El protocolo de Bus I2C 
 
El bus I2C físicamente consiste de 2 cables activos y una conexión a 
tierra. Los cables activos llamados SDA y SCL son bi-direccionales. 
SDA es el Serial Data line, y el SCL es el Serial Clock line 
Cada instrumento conectado en el bus tiene su propia y única 
dirección, no importa si es un MCU, controlador LCD  o ASIC. Cada 
uno de estos chips puede actuar como receptor o transmisor, 
dependiendo de la funcionalidad. 
El bus I2c es un bus multi-maestro. Esto significa que más de un IC 
capaz de iniciar la transmisión de datos puede estar conectado a 
este. El protocolo I2C especificado indica que el IC que inicia la 
transferencia de datos en el bus es considerado como el MAESTRO 
DEL BUS. Consecuentemente, todos los otros ICs son vistos como 
los ESCLAVOS DEL BUS. 
 Como generalmente los MAESTRO DEL BUS son 
microcontroladores. Consideremos el siguiente caso y asumamos 
que un MCU quiere enviar datos a uno de sus esclavos.  
 
 
 
Imagen 19: Conexión I2C típica 
 
 
Primero el MCU enviará una condición START. Esto actúa como una 
señal de “Atención” a todos los instrumentos conectados. Todos los 
IC conectados en el bus oirán al bus para la data que ingrese. 
Luego el MCU envía la ADDRESS del dispositivo al cual quiere 
entrar, junto con la indicación si es una operación de lectura o 
escritura. Habiendo recibido la dirección, todos los ICs compararán 
la dirección con la propia de ellos. Si no concuerda, ellos 
simplemente esperan a que el bus sea liberado con la condición de 
STOP. Si la dirección concuerda, el chip esclavo produce una 
respuesta llamada Acknowledge  
 
Una vez que el MCU recibe el Acknowledge, puede comenzar a 
transmitir o recibir información. Cuando todo esta listo, el MCU envia 
la condición STOP. Esta es una señal que el bus ha sido liberado y 
que los ICs conectados pueden esperar otra transmisión en cuaquier 
momento. 
 
 
 
 
 
 3.1.3 Estructura Física del BUS I2C 
 
Como se explicó anteriormente el bus consiste de 2 cables activos 
llamados SDA (data) y SCL (clock) y una conexión a tierra.  
Tanto SDA como SCL son inicialmente bi-direccionales. Esto 
significa que un instrumento en especial estas líneas pueden ser 
manejadas por el IC mismo o por un instrumento externo. Para 
lograr esta funcionalidad esa funcionalidad, estas señales usan 
“colectores abiertos” o “drenajes abiertos” como salida. 
(Dependiendo de la tecnología) 
La interfaz del bus está construido alrededor de un buffer de entrada 
y un transistor de colector abierto. Cuando el bus esta OCIOSO, las 
líneas de los buses están en “ 1 lógico”. 
Para poner una señal en el bus, el chip energiza su transistor de 
salida, poniendo el bus a “0 lógico”.  
Mientras el bus está ocupado por el chip que envía un “0”, todos los 
otros dispositivos pierden su derecho de acceso al bus.  
 
 
 
3.2 EVENTOS DEL BUS I2C 
 
3.2.1 Condiciones Start y Stop 
 
Antes de cualquier transacción en el bus, una condición de Inicio 
tiene que ser puesta en el bus. La condición de inicio, “START”, 
actua como señal para todos los circuitos integrados conectados, 
que algo esta a punto de ser transmitido en el bus. Como resultado, 
todos los chips conectados van a escuchar el bus. 
  
Imagen 20: Condición START 
 
 
 
 
Después que el mensaje ha sido completado, una condición de 
STOP es enviada. Esta es la señal para todos los dispositivos de 
que el bus está disponible otra vez.  
 
Imagen 21: Condición STOP 
 
3.2.2 Condición Acknowledge 
 
Cuando una dirección o byte de datos a sido transmitido en el bus, 
entonces este debe ser reconocido por los esclavos. En el caso de 
una dirección: Si la dirección coincide con la propia del esclavo 
entonces solo el esclavo va a responder a la dirección con un ACK. 
El esclavo que va a enviar el ACK pone la línea SDA en “0” 
inmediatamente después de la recepción del 8vo bit transmitido, en 
caso de dirección de byte, inmediatamente después de la evaluación 
de la dirección. 
 
  
Imagen 22: Condición ACKNOWLEDGE 
 
Esto significa que ni bien el Maestro pone SCL en “0”para completar 
la transmisión del bit(1), SDA va a ser puesto en “0” por el esclavo 
(2). 
El maestro ahora pone un pulso de reloj en la línea SCL (3), el 
esclavo va a dejar la línea SDA después de la finalización del pulso 
de reloj (4). 
 
Luego el bus esta libre otra vez para que el maestro continúe 
enviando datos o genere una condición de STOP. 
 
En caso de escribir a un esclavo, el ciclo debe ser finalizado antes 
de que se genere la condición de STOP, el esclavo va a estar 
bloqueando el bus (SDA mantenido en “0”) hasta que el maestro 
haya generado un pulso de Reloj en la línea SCL. 
 
 
 
3.2.3Transmitiendo un byte al eslavo 
 
Una vez que la condición de START ha sido envía, un byte puede 
ser transmitido del MAESTRO al ESCLAVO.  
 
El primer byte después de la condición de START va  identificar al 
esclavo en el bus (dirección) y va a seleccionar el modo de 
operación. El significado de todos los bytes que siguen depende del 
esclavo. 
  
Imagen 23: Envío de byte en  el protocolo I2C 
 
Un número de direcciones han sido reservadas para propósitos 
especiales. Una de estas direcciones esta reservada para un “Modo 
de direccionamiento extendido”. A medida que el bus I2C ganaba 
popularidad, pronto se descubrió que el numero de direcciones 
disponibles era muy pequeño, por tanto una de las direcciones 
reservadas ha sido asignada para la nueva tarea de cambiar a un 
modo de direccionamiento de 10-bits. 
 
 
3.2.4 Recibiendo un byte del esclavo 
 
 Una vez que el esclavo ha sido direccionado y el esclavo ha 
reconocido esta, un byte del puede ser recibido del esclavo si el bit 
R/W bit en la dirección fue puesta en Read “1”. 
 
La sintaxis de protocolo es la misma que transmitiendo un byte al 
esclavo, salvo que ahora al maestro no se le permite tocar la línea 
SDA. Previo al envio de reloj de 8 pulsos  necesitado para enviar el 
byte de la línea SCL, el maestro suelta la línea SDA. El esclavo 
ahora toma control de esta línea. La línea entonces ahora va a “1” si 
quiere transmitir un “1” o, si el esclavo desea transmitir un “0”, 
permanece bajo. 
Todo lo que el maestro tiene que hacer es generar es un pulso de 
subida en la línea SCL (2), leer el estado en SDA (3), y generar un 
pulso de bajada en la línea SCL (4). El esclavo no va a cambiar la 
data durante el tiempo que SCL este activo. (De otra manera la 
condición START o STOP puede ser generada inadvertidamente) 
  
Imagen 24: Recepción de un Byte 
 
Durante (1) y (5), el esclavo puede cambiar el estado de la línea 
SDA 
 
En total esta secuencia tiene que ser realizada 8 veces para 
completar el byte de data. 
Los bytes siempre son transmitidos siendo el MSB el primero(byte 
más significativo) 
 
 
Imagen 25: Lectura de un Byte en el bus I2C 
 
 
El significado de todos estos bytes depende del esclavo. Siempre es 
necesario consultar la hoja técnica de cada esclavo para entender el 
significado de cada bit transmitido en cada byte. 
 
 
 
 
 
 
 
 3.3 Memoria LC515 I2C 
 
3.3.1 Selección de Memoria 
 
Para almacenar las distintas variables climatológicas obtenidas, 
utilizaremos memorias I2C EEPROM de amplia capacidad, las 
cuales nos permitirán guardar información por largos períodos de 
tiempo, en nuestro caso trimestralmente, aproximadamente lo que 
dura una estación. 
 
Se seleccionó la memoria 24LC515 de la marca Microchip. Esta 
memoria tiene una capacidad de 515 KBits, (64K x 8). Tiene un 
amplio rango de trabajo (1.8v hasta 5.5v). Fue desarrollada para 
aplicaciones avanzadas que requieran bajo consumo de energía. 
Cuenta con líneas de dirección funcionales que nos permiten tener 
hasta cuatro memorias en el mismo bus. Esto nos permite tener 
hasta en un total de 2Mbits en memoria EEPROM. En nuestro caso 
contamos con 2 memorias, lo cual nos permite tener 1Mbits.  
 
 
3.3.2 Características y Funcionamiento 
 
 
Imagen 26: Encapsulados de la memoria 24LC515 
 
Los pines A0 y A1 nos permiten direccionar las memorias. En 
nuestro caso tenemos la siguiente configuración: 
 A0,A1 
Nº 
Memoria 
00 1 
01 2 
Tabla 5: Direccionamiento de Memorias 
 
El pin A2 es una entrada no configurable que debe estar conectado 
a Vcc para que el dispositivo pueda funcionar.  
 
El pin SDA es el pin bi-direccional utilizado para transmitir 
direcciones y datos dentro y fuera del dispositivo. Es un Terminal 
colector-abierto por lo cual se le debe colocar una resistencia pull-up 
a Vcc. (5.1K) 
El pin SCL es la entrada utilizada para sincronizar la transferencia de 
datos tanto de entrada como de salida del dispositivo. 
El pin WP es de protección de escritura. Si se pone a Vcc las 
operaciones de escritura están prohibidas. 
 
Las memorias van a actuar como esclavas del microcontrolador PIC 
16F877A.  
 
 
3.3.3 Direccionamiento de las memorias 
El byte de control es el primer byte que se recibe después de la 
condición START enviada por el microcontrolador. El byte de control 
consiste en un código de Control; para el caso especifico de la 
memoria LC515 es  ‘1010’. Después tenemos el Bit B0 que nos 
permite seleccionar que bloque de la memoria se va a utilizar. La 
memoria tiene una limitación para direccionamiento interno, así que 
esta dividida en dos segmentos de 256Kbits.  
Después tenemos A1 y A0 que nos permiten seleccionar cual 
memoria va a se utilizada. Finalmente tenemos el bit R/W el cual 
seleccionara si va a leer datos o escribir en la memoria. 
  
Imagen 27: Byte de Control 
3.3.4 Escritura de Bytes en la memoria 
Después de la condición START recibida del maestro, el byte de 
control es enviado al bus por el transmisor maestro. Este indica al 
esclavo seleccionado que el byte mas significativo de 
direccionamiento va a ser el siguiente después de haberse 
generado del ACK durante el noveno ciclo de reloj. Este byte va a 
ser guardado en el puntero de direccionamiento de la memoria. El 
siguiente byte que viene es el byte de menos significativo de 
direccionamiento. Después de recibir el ACK, el microcontrolador 
enviara la palabra de datos que desea escribir en la dirección de 
memoria. La memoria otra vez envía un ACK y el maestro genera 
la señal STOP. 
 
Imagen 28: Escritura en las memorias 
 
 4. VISUALIZACIÓN DE RESULTADOS 
 
4.1 Visualización en el LCD 
 
Los LCD (Pantallas de Cristal Liquido) tienen la capacidad de mostrar 
cualquier carácter alfa numérico. Estos dispositivos ya vienen con la 
pantalla y toda la lógica de control pre-programada de fábrica. 
 
En este proyecto estamos utilizando el LCD de 20x2 de la Empresa 
Hantronix, modelo HDM20216L que utiliza el controlador ST7066.  
 
 
 
Imagen 29: LCD 20x2 utilizado en el proyecto 
 
 
Se utiliza un Bus de 4 bits para el bus de datos. Las patas del Enable y 
RS están conectadas al microcontrolador, mientras que la pata R/W 
esta conectado a tierra. No hay necesidad de conectar esta pata al 
microcontrolador debido a que no se van a leer datos del LCD, 
solamente escribir.  
 
 
 
  
 
 
Imagen 30: Ciclos de Escritura en el LCD 
 
 
 
Para poder escribir un dato en el LCD, primero colocamos el dato en el 
bus de Datos (en nuestro caso 4 bits), Una vez presente el dato en el  
bus se procede a ejecutar el diagrama de tiempo requerido para 
escribir un dato en los pines de control. RS se pone en 1 lógico y 
espera 40ns para recién poder poner el E (Enable) en 1 lógico. El 
nuevo estado del pin E deberá permanecer un tiempo de Pw = 230ns 
antes de cambiar de estado, para que la pantalla pueda entender la 
instrucción. 
 
 
  
Imagen 31: Conexión del LCD a la placa Principal 
 
La pantalla nos dará la bienvenida y también nos proporcionara el 
menú de opciones con respecto a que información y/o acciones 
deseamos realizar con la estación meteorológica. 
 
 
 
4.2 MENU Y PANTALLAS DEL LCD 
 
4.2.1 Switches 
El circuito cuenta con 2 switches que nos permiten elegir las 
acciones que deseamos tomar con respecto a la estación. 
Estos botones están conectados a las patas D3 y D2 del puerto D. 
Cuentan con pulsadores y se les colocó un condensador de 10uf 
para evitar el rebote que se produce cuando se presiona el switch. 
 
 
 
  
 
 
 
Imagen 32: Esquemáticos de los pulsadores 
 
 
 
 
 
 
Imagen 33: Los pulsadores en la Placa principal 
 
 
 
 
 4.2.1 Bienvenida  
Muestra el nombre del proyecto, donde se desarrolló y el Autor. 
 
Imagen 34: Pantalla de Bienvenida 
 
4.3.2 Primer menú de elección 
En la segunda pantalla, el sistema nos pregunta si es que vamos a 
trabajar de forma autónoma o si la estación va a estar conectada a 
alguna computadora que disponga de puerto serial. 
 
 
Imagen 35: Primer Menú 
 
 
 
 4.3.3 Menú Autónomo 
En esta pantalla el sistema nos va a preguntar si es que deseamos 
ver la información en tiempo real en el LCD, o si es que deseamos 
ver la información en tiempo real, y que al mismo tiempo guarde esta 
información en las memorias EEPROM del sistema. 
 
 
 
Imagen 36: Sub-menu de la primera opción 
 
 
 
 
Imagen 37: Vista de los datos obtenidos 
 
 
 
 
 4.3.4 Menú Conexión a PC 
En esta pantalla el sistema nos alcanza 2 opciones. La primera nos 
permite trabajar visualizando todas las variables tanto en la PC como 
en el LCD en tiempo real. La segunda opción hace que toda la 
información almacenada en las memorias EEPROM del sistema 
sean descargadas por el software de la Estación Meteorológica. 
 
 
 
 
 
5. Comunicación RS-232 a la PC 
 
5.1 Introducción 
La información transmitida entre equipos de procesamiento de datos y 
periféricos es por lo general de forma serial, paralela o USB. 
La comunicación Paralela generalmente es utilizada entre instrumentos 
de testeo y computadoras, mientras que la comunicación serial y USB 
es utilizadas entre la computadora y periféricos. 
Oficialmente RS-232 está definido como “Interfaz entre equipo terminal 
de datos  y equipos de comunicación de datos, utilizando intercambio 
serial de datos binario”. Definiendo la DTE (Equipo Terminal de datos) 
como la computadora y el DCE (Equipo de comunicación de datos) 
como el modem.  
Además de uso en módems, routers, y en dispositivos de acceso 
remoto, el estándar RS-232 también es muy utilizado para conexiones 
entre equipos de adquisición de datos y computadoras. 
 
 
 
 
 
 
 5.2 Características  
5.2.1 El UART 
Los puertos serial disponen de un chip denominado UART 
(Transmisor/Receptor Universal Asíncrono), el cual se encarga de 
convertir cada byte que se va a transmitir en una cadena de datos de 
“1” y “0”. 
Cuando transmite un dato el UART primero envía un bit de START, 
seguido de los datos, y finalmente de un bit de Parada. Esta 
secuencia es seguida para cada byte. 
 
 
 
 
Imagen 38: Transmisión Asíncrona RS-232 
 
La transmisión serial puede ser Half-dúplex (utilizando 2 cables) o 
Full Duplex (utilizando 3 cables) 
 
5.2.2 Velocidad de transferencia 
La velocidad de transferencia puede llegar hasta 20000 (20Kbps) 
bits por segundo, sin embargo los valores mas utilizados son de 300, 
1200, 2400 y 9600 baudios. 
 
5.2.3 Niveles de voltaje 
A la cadena que se envía también se le puede añadir un bit de 
paridad, de acuerdo a la configuración deseada por el usuario. El bit 
de paridad será “1” si el número de unos y ceros es par, y será “0”si 
es impar.  
Los voltajes de trabajo son de +5 a +15 Vdc para un “1”  y -5 a -15 
para un “0”. Esto es en transmisor. En el receptor los niveles lógicos 
 fueron definidos para dar 2 Vdc como margen de ruido, es así que 
un “1” es de +3 a +15Vdc, y un “0” de -3 a -15Vdc. 
 
Imagen 39: Niveles de Voltaje RS-232 
 
5.2.4 Máxima Distancia 
Dependiendo de la velocidad de transmisión y el tipo de cable que 
se utiliza podemos obtener distintas distancias máximas permisibles 
para la transmisión utilizando el protocolo RS-232, teniendo una 
máxima velocidad distancia 15 metros a 19.2 Kbps. 
En nuestro caso, esta distancia se adecua a nuestras necesidades. 
 
 
5.3 El MAX-232 
Para realizar la comunicación entre la PC y la estación meteorológica 
vamos a utilizar el MAX-232. Este integrado nos permite llevar la señal 
TTL del microcontrolador a los niveles de voltaje requeridos para el 
protocolo RS-232. 
  
Imagen 40: Esquemático de Circuito de Tx y Rx Serial, utilizando el IC MAX232 
 
 
 
 
 
 
  
Imagen 41: Vista del MAX 232 y conector DB9 Hembra 
 
 
 
 5.4 Trama enviada a la PC 
 
En esta comunicación se definen ciertas normas dentro de ambos 
puntos de enlace para que exista un estándar en la información 
enviada, es decir, cada paquete de datos tendrá una longitud de un 
byte, y vendrá acompañado de su respectiva cabecera de 
identificación, también de un byte de longitud, de esta manera tanto la 
PC como el microcontrolador sabrán de que tipo de dato se esta 
enviando para que se le asigne el procesamiento del caso. 
 
Longitud de Cabecera (1byte) Longitud de Datos (1byte) 
 
Cabecera Dato 
A Temperatura 
B Presión Atmosférica 
C % Humedad Relativa 
D Luminosidad 
E Viento1 
F Viento2 
Tabla 6: Estructura de la Trama enviada del Microcontrolador 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
  
 
 
 
 
 
 
 
 
 
 
 
CAPITULO III 
PROGRAMA DE ADQUISICIÓN DE 
DATOS EN LA PC 
 
 
1. Lenguaje de Programación Elegido 
Entre todas la alternativas de software que se puede utilizar para 
instrumentación y control de procesos, se decidió utilizar el Software Visual 
Basic 2008, del paquete Microsoft Visual 2008. 
Visual Basic esta orientado a crear programas para el entorno Windows, 
con ventanas, cajas de diálogo, botones, gráficos, barras de 
desplazamiento, etc. 
Otro motivo por el cual se decidió utilizar Visual Basic es su relativa 
facilidad de crear programas en corto tiempo, especialmente para 
programadores novatos.  
También se opto por esta versión 2008, en lugar de la 6.0, que es la más 
utilizada por el programador peruano, debido a que esta versión no solo 
nos permite desarrollar aplicaciones de programa, sino aplicaciones ASP 
que son aplicaciones en versión WEB.  
Además de ofrecer esas características, el Visual Studio presenta facilidad 
al hacer las cadenas de conexión a bases de datos. En nuestro caso SQL, 
que también es de la familia Microsoft. 
 Con respecto al costo del Visual Studio, podemos descargar gratuitamente 
la versión Express Edition. Esta versión cuenta con todas las 
características del programa que estamos desarrollando. Así dejamos de 
preocuparnos de los costos de licencias, tan elevadas para lenguajes de 
alto nivel.  
Por estas razones y debido a la gran cantidad de información, libros, foros, 
tutoriales y cursos on-line de este lenguaje de alto nivel, es que se decidió 
utilizar Visual Basic 2008. 
 
 
Imagen 42: Lenguaje de Alto Nivel Visual Studio 2008 
 
 
 
2. Ambiente de Trabajo 
 
El ambiente de trabajo en Visual Basic es amigable, con una interfaz 
gráfica sencilla y fácil de comprender.  
En la parte superior tenemos al menú y barra de herramientas. En la barra 
de herramientas encontramos los comandos mas usados para el lenguaje 
de programación que hayamos elegido. En el caso de Visual Basic hay 
funciones como la ventana de propiedades y explorador de objetos.  
 Abajo tenemos el formulario; el área de trabajo donde pondremos todos los 
controles que va requerir nuestro programa. Al lado izquierdo tenemos el 
cuadro de herramientas de donde vamos obtener todos los controles para 
ponerlos en el formulario. En una pestaña oculta al lado del cuadro de 
herramienta se encuentra el Explorador de Servidores, en donde vamos a 
poder visualizar los servidores conectados, y que tipo de bases de datos, 
con sus respectivas tablas, éste posee.  
A la derecha del Formulario tenemos el explorador de soluciones, donde 
podemos administrar la solución actual, o ver proyectos individuales y sus 
archivos asociados.  
Debajo de este cuadro tenemos la ventana k nos muestra las propiedades 
del formulario y objetos que vayamos añadiendo a nuestro programa.  
Finalmente tenemos una lista donde aparecen los errores antes de 
compilar el programa. 
 
Imagen 43: Ambiente de Trabajo Visual Basic 2008 
 
 
 
 
 
 
 3. Módulos del Programa 
 
 
 
Imagen 44: Entorno GUI de la Estación Meteorológica 
 
3.1 Comunicación Serial 
En esta etapa, el programa hará una consulta al sistema de todos los 
puertos COM disponibles en la computadora. Una vez que nosotros 
elijamos el puerto COM donde esta conectada la estación 
Meteorológica, lo seleccionamos y conectamos. Al costado tenemos 
otro botón que nos permite desconectarnos del puerto actual, en caso 
se desee conectar otro puerto, sin necesidad de salir del programa. 
 
3.2 Visualización de Datos 
La cadena de datos que llega al programa es analizado y    separamos 
cada dato indicando que variable representa. 
 
3.3 Fecha y Hora 
También se puede apreciar la fecha y hora. También se cuenta              
con un calendario. 
 
 
 
 
 4. Base de Datos SQL 
 
4.1 Introducción 
SQL es la abreviación de STRUCTURED QUERY LANGUAJE, que es 
un lenguaje estándar de comunicación con bases de datos. Este 
lenguaje está compuesto por comandos, instrucciones, cláusulas, 
procedimientos, operadores y funciones de agregado. Estos elementos 
se combinan en las instrucciones para crear, actualizar y manipular las 
bases de datos. 
4.2 Base de Datos 
Para crear una nueva base de datos, entramos nuevamente al 
Microsoft Visual Studio 2008. A la mano izquierda podremos apreciar el 
Explorador de Servidores. Hacemos clic con el botón derecho en 
Conexiones de datos y seleccionamos crear nueva base de Datos de 
SQL. 
 
 
Imagen 45: Vista del Explorador de Servidores 
 
Luego aparecerá una ventana donde nos pide el nombre del servidor, 
en nuestro caso el servidor va a ser la PC donde estamos trabajando, y 
el nombre de la base de Datos. 
  
Imagen 46: Vista creación de Base de Datos SQL 2005 
 
Una vez ya creada la tabla, volvemos al Explorador de Servidores, 
donde encontraremos ya nuestra base de datos. Hacemos clic en ésta 
y aparecerá una rama más de propiedades de la base de datos. 
Hacemos clic derecho en la propiedad de tabla y seleccionamos 
agregar nueva tabla. 
 
Imagen 47: Vista base de datos, menú de tablas 
 
En vista que vamos a utilizar muchas variables, solamente vamos a 
trabajar con una tabla.  
Luego procedemos a llenar nuestra tabla, indicando el tipo de datos 
que se van a almacenar, en nuestro caso, vamos a trabajar solamente 
con enteros y fecha. 
  
Imagen 48: Vista de tipo de valores de Campos 
 
4.3 Conexión al Programa 
 
Luego hacemos la conexión de la base de datos a nuestro programa, 
especificando el proveedor de Base de Datos, el nombre del servidor y 
el nombre de la tabla. 
 
Imagen 49: Vista agregar nueva conexión a base de datos 
 
Finalmente guardamos nuestra cadena de conexión al archivo de 
configuración de la aplicación que estamos desarrollando. 
  
Imagen 50: Vista elección cadena de conexión 
 
 
 
 
 
 
5. Servidor IIS- 6 
 
5.1 Introducción 
IIS (Internet Information Server) es un grupo de servidores de Internet 
(que incluyen “http”; protocolo de transferencia de Hipertexto, y FTP; 
protocolo de transferencia de archivos) con propiedades de Windows 
NT y Windows 2000 Server.  Microsoft lanzo el IIS para competir en el 
mercado de Servidores de Internet, específicamente para competir 
contra Apache, Sun Microsystems, O’Reilly y otros.  
El IIS incluye una variedad de programas que permiten administrar 
Sitos Webs, motores de búsqueda y soporte para aplicaciones-Web 
que acceden a bases de Datos. Microsoft señala que el IIS esta unido 
firmemente a sus sistemas operativos, logrando así un servidor rápido 
para el acceso a paginas Web. 
 
 
 
 5.2 Características 
Se eligió este servidor debido a que Microsoft lo diseño pensando en 
unir todos sus productos de manera rápida y eficaz. Es así que 
programando en Visual Studio .Net se pueden crear aplicaciones Web 
ASP (Active Server Page), lo que significa que las el contenido de 
estas puede ser modificado por usuarios que ingresen a la página web.  
 
5.3 Entorno de Trabajo 
Entramos Herramientas Administrativas, dentro del Panel de Control de 
Windows. Ahí vemos el icono del IIS y hacemos doble-click izquierdo. 
 
Imagen 51: Vista del Servidor IIS  
 
 
 
 
 
 
 
 
 
  
 
 
 
 
CAPITULO IV 
VERIFICACIÓN DE DATOS OBTENIDOS 
POR LA ESTACIÓN METEOROLÓGICA 
 
 
1. EQUIPOS UTILIZADOS PARA PRUEBAS  DE VARIABLES 
ADQUIRIDAS 
 
1.1 Equipos utilizado para la pruebas de las variables análogas. 
Para las pruebas de medición de la nuestras variables análogas; 
temperatura, humedad relativa ambiental, presión atmosférica y 
luminosidad utilizamos el multímetro marca Fluke, que a su vez nos 
permite obtener la temperatura ambiental.  
 
 
Imagen 52: Multimetro FLUKE Modelo 87V 
 
 
 
 
 1.2 Equipos utilizados para las pruebas de la Velocidad del Viento 
Para la velocidad del viento utilizamos el Osciloscopio de la marca 
TEKTRONIX  y el generador de Funciones BK PRECISION 4011A.  
 
Imagen 53: Osciloscopio TEKTRONIX Modelo 1012B 
 
2. DATOS OBTENIDOS Y ERROR MÁXIMO EN LAS VARIABLES 
El aeropuerto Internacional Jorge Chávez de Lima, cuenta con una 
página de internet que proporciona las variables climatológicas que el 
sistema adquiere. Por eso, se llevó el sistema al aeropuerto y se 
tomaron datos, para después contrastarlos con los que ofrece el 
Aeropuerto. 
 
VARIABLE MEDIDA  
VALOR DEL 
SISTEMA 
VALOR MEDICION 
AEROPUERTO 
∆ERROR 
% 
TEMPERATURA (°C) 23ºC 23ºC 0% 
PRESIÓN 
ATMOSFERICA(Kpa) 99kPa 100KPa 1% 
% HUMEDAD RELATIVA 70% 75% 6.6% 
VEL. VIENTO (m/s) No disponible 10 m/s - 
 
  
Imagen 54: Vista Satelital del Aeropuerto Jorge Chavez 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
  
 
 
 
 
 
 
 
 
 
 
CAPITULO V   
CONCLUSIONES Y 
RECOMENDACIONES 
 
1. CONCLUSIONES 
 
El equipo desarrollado nos permitió obtener todas la variables propuestas 
con un % de error de +/- 2%, el cual es muy bueno. 
Se utilizó una gran parte de las Características Internas y puertos del 
Microcontrolador 16F877A, por lo cual concluimos que este dispositivo es 
una gran herramienta para la adquisición y procesamiento de datos.  
La memoria de Programa del Microcontrolador se llenó al 50%, por lo cual 
aun es factible mejorar el prototipo.  
El Bus I2C nos permite agregar mas dispositivos sin necesidad de estar 
realizando cambios en la placa principal, simplemente añadimos y 
conectamos con cables flat los nuevos diseños a los pines libres del bus.  
Las memorias externas EEPROM  nos permiten almacenar hasta 1MBits, 
con lo cual almacenando las 5 variables cada 10 minutos, podemos 
almacenar data por 6 meses consecutivos sin necesidad de descargar la 
información a la PC. 
El LCD de 20x2 que utilizamos nos permite ver con claridad los datos 
obtenidos. 
 El Software Visual Basic 2008, orientado a objetos nos permite trabajar de 
manera más eficiente, es así que el programa paralelamente siempre va a 
estar recibiendo datos por el puerto serial de la PC, y a su vez procesando 
y almacenando la información en la base de Datos. 
Trabajar con paquetes de Microsoft hace que la unión de aplicaciones 
basadas en estos, sea sencilla y confiable. 
Para el desarrollo de las placas impresa se utilizó el Software E.A.G.L.E v 
4.15 (Student Evaluation Version), el cual es práctico, veloz y útil para 
realizar diseño de placas de 1 a 2 caras de baja y mediana complejidad. 
El costo final del proyecto para el prototipo operativo resultó ser bajo, por lo 
cual se  podría entrar a etapas de pruebas bajo estándares internacionales, 
para obtener el prototipo industrial comercial y luego entrar a la etapa de 
producción.  
El equipo está orientado a instituciones educativas con ánimos de realizar 
investigación climatológica en distintos parajes de la geografía peruana, al 
pequeño y mediano agricultor con deseo de saber que tipo de clima fue el 
que influenció en su cosecha, o para realizar un estudio previo de la 
locación del cultivo antes de la siembra, para el instituto de predicción del 
clima, etc.  
 
 
2. RECOMENDACIONES 
 
Para ampliar el rango de trabajo de la estación, recomendamos desarrollar 
una interfaz RF, de manera que puedan disponerse varias estaciones que 
estén enviando constantemente información a distancia, de distintos puntos 
geográficos, eliminando así la necesidad de estar recogiendo las estaciones 
para descargar la información almacenada.  
Para una integración a las Tecnologías de Información y Comunicaciones 
(TICS) recomendamos desarrollar la aplicación del programa en .ASP, para 
que cualquier servidor pueda utilizarla sin mayor inconveniente. 
Se recomienda el desarrollo de un pluviómetro digital para tener un record 
de las precipitaciones que se presentan en determinados lugares.  
 Recomendamos el uso de baterías solares cuando la estación este 
trabajando en modo autónomo por varios días y/o meses. 
A Microsoft se le ha criticado por la susceptibilidad del IIS ante virus, tales 
como el “Code Red” y el “Nimda”, por lo que se recomienda disponer 
políticas de Firewalls tanto del sistema operativo como de algún otro anti-
virus. 
Para que el software desarrollado funcione correctamente tenemos mínimos 
requerimientos de hardware: Pentium IV 3.0 GHz , 1 Giga de memoria RAM, 
conexión a internet, y puerto serial. 
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 APENDICES 
 
A. COSTOS DEL SISTEMA 
 
Para el costo final, se toma en cuenta la moneda nacional, el nuevo sol peruano (S./) y un tipo de 
cambio de 3.00S./  por 1.0$ dólar  norte-americano. 
 
ITEM Precio Unitario (S./) Cantidad Total (S./) 
 
Resistencias (1/4W) 0,1 40 4  
Condensadores  0,3 20 6  
Conector DB9 3,5 1 3,5  
C.I 4052 2 1 2  
C.I MAX 232 7 1 7  
Memoria 24LC515 28 2 56  
Sensor MPX-4115A 50 1 50  
OPAMP LM 358 2 2 4  
PIC 16F877A 25 1 25  
Par Sensores Ultrasonido 60 1 60  
Sensor HTM-1735 90 1 90  
Sensor LM-35 7 1 7  
Regulador 7805 3 2 6  
Bornera 1,5 5 7,5  
Placa de Fibra (30cmx30cm) 20 1 20  
Socket 40 patas 3 1 3  
Socket 16 patas 2,5 1 2,5  
Socket 4 patas 1,5 2 3  
LCD 20x2 100 1 100  
Espadin dorado 2,5 3 7,5  
Conectores Molex(Fila de 10) 0,7 3 2,1  
LED 0,15 1 0,15  
Switch (ON/OFF) 1 1 1  
LDR 0,5 1 0,5  
Cristal 20 MHz 3,5 1 3,5  
Horas Hombre de Investigación 15 300 4500  
  
Costo Final 4971,25 (S./) 
 
 
 
 
 
 
 
 
 
 
 
 
 
 B. Esquemáticos, PCB y Fotos del Hardware del Equipo 
 
 
Imagen 55:Esquemático de la Placa Final 
 
 
  
Imagen 56: PCB de la Placa Final 
  
Imagen 57: Esquemático de placa de Adquisición de Velocidad del Viento 
  
Imagen 58: PCB final de placa de Adquisición de Velocidad del Viento 
 
 
 
 
 
  
Imagen 59: Vista Final de la Placa y el LCD 
 
 
 
 
 
 
 
 C. CÓDIGO FUENTE DEL PROGRAMA ESTACIÓN 
METEOROLÓGICA 
 
 
 
 
Public Class Form1 
    Dim cadenita As String 
    Dim dato1 As Integer, dato2 As Integer, dato3 As Integer, 
dato4 As Integer, dato5 As Integer, dato6 As Integer, dato7 As 
Integer, dato8 As Integer 
    Dim cadenita2 As Integer, dato9 As Integer, dato10 As 
Integer, dato11 As Integer, dato12 As Integer 
    Dim result As New System.Text.StringBuilder 
    Dim procesa1 As Single, procesa2 As Single, procesa3 As 
Single, procesa4 As Single 
 
    Dim WithEvents serialPort As New IO.Ports.SerialPort 
 
    End Sub 
    Public Sub updateTextBox() 
        With texto1 
            cadenita = serialPort.ReadLine 
            texto1.Text = cadenita 
            dato1 = (InStr(cadenita, "a") - InStr(cadenita, "A") 
- 1) 
            dato2 = Val(Mid(cadenita, InStr(cadenita, "A") + 
1,dato1)) 
            text2.Text = dato2 
            dato3 = (InStr(cadenita, "b") - InStr(cadenita, "a") 
- 1) 
            dato4 = Val(Mid(cadenita, InStr(cadenita, "a") + 
1,dato3)) 
            text3.Text = dato4 
            dato5 = (InStr(cadenita, "c") - InStr(cadenita, "b") 
- 1) 
            dato6 = Val(Mid(cadenita, InStr(cadenita, "b") + 
1,dato5)) 
            text4.Text = dato6 
 
            dato7 = (InStr(cadenita, "d") - InStr(cadenita, "c") 
- 1) 
            dato8 = Val(Mid(cadenita, InStr(cadenita, "c") + 
1,dato7)) 
            text5.Text = dato8 
 
            dato9 = (InStr(cadenita, "e") - InStr(cadenita, "d") 
- 1) 
            dato10 = Val(Mid(cadenita, InStr(cadenita,"d") + 
1,dato9)) 
            text6.Text = dato10 
 
            dato11 = (InStr(cadenita, "f") - InStr(cadenita, 
"e") - 1) 
            dato12 = Val(Mid(cadenita, InStr(cadenita,"e") 
+1,dato11)) 
            text7.Text = dato12 
 
 
            
         End With 
    End Sub 
 
    Private Sub Form1_Load(ByVal sender As System.Object, ByVal 
e As System.EventArgs) Handles MyBase.Load 
        For i As Integer = 0 To 
My.Computer.Ports.SerialPortNames.Count - 1 
            
cbbCOMports.Items.Add(My.Computer.Ports.SerialPortNames(i)) 
        Next 
        btnDisconnect.Enabled = False 
    End Sub 
 
    Private Sub btnEnd_Click(ByVal sender As System.Object, 
ByVal e As System.EventArgs) Handles btnEnd.Click 
        End 
    End Sub 
 
 
    Private Sub btnConnect_Click(ByVal sender As System.Object, 
ByVal e As System.EventArgs) Handles btnConnect.Click 
        If serialPort.IsOpen Then 
            serialPort.Close() 
        End If 
        Try 
            With serialPort 
                .PortName = cbbCOMports.Text 
                .BaudRate = 2400 
                .Parity = IO.Ports.Parity.None 
                .DataBits = 8 
                .StopBits = IO.Ports.StopBits.One 
 
            End With 
 
            serialPort.Open() 
            lblMessage.Text = cbbCOMports.Text & " Conectado" 
            btnConnect.Enabled = False 
            btnDisconnect.Enabled = True 
 
 
        End Try 
 
    End Sub 
 
    Private Sub btnDisconnect_Click(ByVal sender As 
System.Object, ByVal e As System.EventArgs) Handles 
btnDisconnect.Click 
        Try 
            serialPort.Close() 
            lblMessage.Text = serialPort.PortName & " 
Desconectado" 
            btnConnect.Enabled = True 
            btnDisconnect.Enabled = False 
 
        Catch ex As Exception 
            MsgBox(ex.ToString) 
        End Try 
    End Sub 
 
     
     Private Sub Timer2_Tick(ByVal sender As System.Object, ByVal 
e As System.EventArgs) Handles Timer2.Tick 
        Label7.Text = Format(Now, "hh:mm:ss") 
        result.AppendLine("""Now""…") 
        Select Case dato8 
            Case 1 To 100 
                estado.Text = "Es de noche" 
            Case 101 To 145 
                estado.Text = "Es un dia muy nublado" 
            Case 146 To 200 
                estado.Text = "Es un dia nublado" 
            Case 201 To 220 
                estado.Text = "Es un dia soleado" 
            Case 221 To 255 
                estado.Text = "Es un dia muy soleado" 
            Case Else 
                estado.Text = "error en el RTD" 
 
        End Select 
 
    End Sub 
 
 
 
     
    Private Sub Timer1_Tick(ByVal sender As System.Object, ByVal 
e As System.EventArgs) Handles Timer1.Tick 
        procesa1 = (50 * dato2) / 255 
        procesa2 = (0.75 * dato4) - 41.15 
        procesa3 = (0.426 * dato6) + 10.65 
        TextBox1.Text = procesa1 
        TextBox2.Text = procesa2 
        TextBox3.Text = procesa3 
 
    End Sub 
 
 
End Class 
 
 
 
 
 
 
 
 
 
D. CODIGO FUENTE DEL PROGRAMA DEL 
MICROCONTRALADOR (PICBASIC) 
 
 
 
                      00008 ; Define statements. 
                      00009 #define         CODE_SIZE                
8 
                      00010 #define         LCD_DREG                 
PORTB 
                      00011 #define         LCD_DBIT                 
4 
                       00012 #define         LCD_RSREG                
PORTD 
                      00013 #define         LCD_RSBIT                
0  
                      00014 #define         LCD_EREG                 
PORTD 
                      00015 #define         LCD_EBIT                 
1 
                      00016 #define         LCD_BITS                 
4 
                      00017 #define         OSC              20 
                      00018 #define         ADC_BITS                        
8        
                      00019 #define         ADC_CLOCK                       
3        
                      00020 #define         ADC_SAMPLEUS                    
400      
                      00021  
  00000020            00022 RAM_START                       EQU     
00020h 
  000001EF            00023 RAM_END                         EQU     
001EFh 
  00000004            00024 RAM_BANKS                       EQU     
00004h 
  00000020            00025 BANK0_START                     EQU     
00020h 
  0000007F            00026 BANK0_END                       EQU     
0007Fh 
  000000A0            00027 BANK1_START                     EQU     
000A0h 
  000000EF            00028 BANK1_END                       EQU     
000EFh 
  00000110            00029 BANK2_START                     EQU     
00110h 
  0000016F            00030 BANK2_END                       EQU     
0016Fh 
  00000190            00031 BANK3_START                     EQU     
00190h 
  000001EF            00032 BANK3_END                       EQU     
001EFh 
  00002100            00033 EEPROM_START                    EQU     
02100h 
  000021FF            00034 EEPROM_END                      EQU     
021FFh 
                      00035  
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LOC  OBJECT CODE     LINE SOURCE TEXT 
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  00000020            00036 R0                              EQU     
RAM_START + 000h 
  00000022            00037 R1                              EQU     
RAM_START + 002h 
  00000024            00038 R2                              EQU     
RAM_START + 004h 
  00000026            00039 R3                              EQU     
RAM_START + 006h 
  00000028            00040 R4                              EQU     
RAM_START + 008h 
  0000002A            00041 R5                              EQU     
RAM_START + 00Ah 
  0000002C            00042 R6                              EQU     
RAM_START + 00Ch 
  0000002E            00043 R7                              EQU     
RAM_START + 00Eh 
  00000030            00044 R8                              EQU     
RAM_START + 010h 
  00000032            00045 T1                              EQU     
RAM_START + 012h 
  00000034            00046 T2                              EQU     
RAM_START + 014h 
  00000036            00047 FLAGS                           EQU     
RAM_START + 016h 
  00000037            00048 GOP                             EQU     
RAM_START + 017h 
  00000038            00049 RM1                             EQU     
RAM_START + 018h 
  00000039            00050 RM2                             EQU     
RAM_START + 019h 
  0000003A            00051 RR1                             EQU     
RAM_START + 01Ah 
  0000003B            00052 RR2                             EQU     
RAM_START + 01Bh 
  0000003C            00053 _auxiliar                       EQU     
RAM_START + 01Ch 
  0000003E            00054 _b1                             EQU     
RAM_START + 01Eh 
  00000040            00055 _b2                             EQU     
RAM_START + 020h 
  00000042            00056 _b3                             EQU     
RAM_START + 022h 
  00000044            00057 _b4                             EQU     
RAM_START + 024h 
  00000046            00058 _b6                             EQU     
RAM_START + 026h 
  00000048            00059 _c1                             EQU     
RAM_START + 028h 
  0000004A            00060 _c2                             EQU     
RAM_START + 02Ah 
  0000004C            00061 _c3                             EQU     
RAM_START + 02Ch 
  0000004E            00062 _c4                             EQU     
RAM_START + 02Eh 
   00000050            00063 _c5                             EQU     
RAM_START + 030h 
  00000052            00064 _dirmemo                        EQU     
RAM_START + 032h 
  00000054            00065 _incremento                     EQU     
RAM_START + 034h 
  00000056            00066 _incrementoaux                  EQU     
RAM_START + 036h 
  00000058            00067 _p1                             EQU     
RAM_START + 038h 
  0000005A            00068 _p2                             EQU     
RAM_START + 03Ah 
  0000005C            00069 _p3                             EQU     
RAM_START + 03Ch 
  0000005E            00070 _p4                             EQU     
RAM_START + 03Eh 
  00000060            00071 _adval0                         EQU     
RAM_START + 040h 
  00000061            00072 _adval1                         EQU     
RAM_START + 041h 
  00000062            00073 _adval2                         EQU     
RAM_START + 042h 
  00000063            00074 _adval3                         EQU     
RAM_START + 043h 
  00000064            00075 _b5                             EQU     
RAM_START + 044h 
  00000065            00076 _dato0                          EQU     
RAM_START + 045h 
  00000066            00077 _dato1                          EQU     
RAM_START + 046h 
  00000067            00078 _dato2                          EQU     
RAM_START + 047h 
  00000068            00079 _dato3                          EQU     
RAM_START + 048h 
  00000069            00080 _dato4                          EQU     
RAM_START + 049h 
  0000006A            00081 _dirhard                        EQU     
RAM_START + 04Ah 
  0000006B            00082 _emer                           EQU     
RAM_START + 04Bh 
  00000110            00083 _w0                             EQU     
RAM_START + 0F0h 
  00000190            00084 _w1                             EQU     
RAM_START + 00170h 
  00000006            00085 _PORTL                          EQU      
PORTB 
  00000007            00086 _PORTH                          EQU      
PORTC 
  00000086            00087 _TRISL                          EQU      
TRISB 
  00000087            00088 _TRISH                          EQU      
TRISC 
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                      00089 #define _SCL                    
_PORTC_3 
                      00090 #define _SDA                    
_PORTC_4 
                      00091 #define _PORTC_3                 
PORTC, 003h 
                      00092 #define _PORTC_4                 
PORTC, 004h 
                      00093 #define _PORTC_0                 
PORTC, 000h 
                      00094 #define _PORTC_1                 
PORTC, 001h 
                      00095 #define _PORTC_2                 
PORTC, 002h 
                      00096 #define _PORTC_5                 
PORTC, 005h 
                      00097 #define _PORTC_6                 
PORTC, 006h 
                      00098 #define _PORTD_2                 
PORTD, 002h 
                      00099 #define _PORTD_3                 
PORTD, 003h 
                      00100  
                      00101 ; Constants. 
  00000000            00102 _T2400                          EQU     
00000h 
  00000001            00103 _T1200                          EQU     
00001h 
  00000002            00104 _T9600                          EQU     
00002h 
  00000003            00105 _T300                           EQU     
00003h 
  00000004            00106 _N2400                          EQU     
00004h 
  00000005            00107 _N1200                          EQU     
00005h 
  00000006            00108 _N9600                          EQU     
00006h 
  00000007            00109 _N300                           EQU     
00007h 
  00000008            00110 _OT2400                         EQU     
00008h 
  00000009            00111 _OT1200                         EQU     
00009h 
  0000000A            00112 _OT9600                         EQU     
0000Ah 
  0000000B            00113 _OT300                          EQU     
0000Bh 
  0000000C            00114 _ON2400                         EQU     
0000Ch 
  0000000D            00115 _ON1200                         EQU     
0000Dh 
  0000000E            00116 _ON9600                         EQU     
0000Eh 
   0000000F            00117 _ON300                          EQU     
0000Fh 
  00000000            00118 _MSBPRE                         EQU     
00000h 
  00000001            00119 _LSBPRE                         EQU     
00001h 
  00000002            00120 _MSBPOST                        EQU     
00002h 
  00000003            00121 _LSBPOST                        EQU     
00003h 
  00000000            00122 _LSBFIRST                       EQU     
00000h 
  00000001            00123 _MSBFIRST                       EQU     
00001h 
  00000000            00124 _CLS                            EQU     
00000h 
  00000001            00125 _HOME                           EQU     
00001h 
  00000007            00126 _BELL                           EQU     
00007h 
  00000008            00127 _BKSP                           EQU     
00008h 
  00000009            00128 _TAB                            EQU     
00009h 
  0000000D            00129 _CR                             EQU     
0000Dh 
  00000012            00130 _UnitOn                         EQU     
00012h 
  0000001A            00131 _UnitOff                        EQU     
0001Ah 
  0000001C            00132 _UnitsOff                       EQU     
0001Ch 
  00000014            00133 _LightsOn                       EQU     
00014h 
  00000010            00134 _LightsOff                      EQU     
00010h 
  0000001E            00135 _Dim                            EQU     
0001Eh 
  00000016            00136 _Bright                         EQU     
00016h 
                      00137         INCLUDE "DOMINGO2.MAC" 
                      00001  
                      00405         LIST 
                      00138         INCLUDE 
"C:\ARCHIV~1\MECANI~1\MCS\PBP\PBP\PBPPIC14.LIB" 
                      00001 
;***************************************************************
*** 
 MPASM  5.20                      DOMINGO2.ASM   10-2-2008  
15:11:28         PAGE  4 
 
 
LOC  OBJECT CODE     LINE SOURCE TEXT 
  VALUE 
 
                      00002 ;*  PBPPIC14.LIB                                                  
* 
                      00003 ;*                                                                
* 
                      00004 ;*  By        : Leonard Zerman, Jeff 
Schmoyer                     * 
                      00005 ;*  Notice    : Copyright (c) 2002 
microEngineering Labs, Inc.    * 
                      00006 ;*              All Rights Reserved                               
* 
                      00007 ;*  Date      : 08/01/02                                          
* 
                      00008 ;*  Version   : 2.42                                              
* 
                      00009 ;*  Notes     :                                        
* 
                      00010 
;***************************************************************
*** 
                      00070   LIST 
                      00071 ; Oscillator is 20MHz 
                      01099   LIST 
0000                  01100     ORG 0                       ; 
Reset vector at 0 
                      01109   LIST 
0000   01B6           01110         clrf    FLAGS           ; 
Clear all flags on reset 
                      01114   LIST 
0001   2988           01115         goto    INIT            ; 
Finish initialization 
                      01400   LIST 
0002   00A4           01401 BUTTON  movwf   R2              ; 
Save workspace 
0003   083A           01402         movf    RR1, W          ; 
Point to port 
0004   0084           01403         movwf   FSR 
0005   0838           01404         movf    RM1, W          ; 
Get bit mask 
0006   2105           01405         call    INPUTT          ; 
Set pin to input 
0007   1384           01406         bcf     FSR, 7          ; 
Point back to port 
0008   0500           01407         andwf   INDF, W         ; 
Get pin state 
0009   1C2C           01408         btfss   R6, 0           ; 
Compare to pressed state 
000A   0638           01409         xorwf   RM1, W          ; 
Flip state 
000B   1903           01410         btfsc   STATUS, Z       ; 
Pressed? 
000C   2820           01411         goto    buttonup        ; No 
- Workspace set to zero 
000D   0824           01412         movf    R2, W           ; 
Get workspace value 
 000E   1D03           01413         btfss   STATUS, Z       ; 
Zero? 
000F   2818           01414         goto    buttonrepeat    ; No 
0010   082A           01415         movf    R5, W           ; 
Debounce? 
0011   3EFF           01416         addlw   -1 
0012   1C03           01417         btfss   STATUS, C 
0013   2821           01418         goto    buttondown      ; No 
- Workspace set to no auto-repeat (255) 
0014   300A           01419         movlw   BUTTON_PAUSE    ; 
Get debounce time 
0015   2119           01420         call    PAUSE           ; 
Wait to debounce 
0016   082A           01421         movf    R5, W           ; 
Set workspace to delay value 
0017   2821           01422         goto    buttondown 
                      01423  
0018   0A24           01424 buttonrepeat incf R2, W         ; 
Check for 255 
0019   30FF           01425         movlw   -1              ; 
Preset for 255 exit 
001A   1903           01426         btfsc   STATUS, Z 
001B   2820           01427         goto    buttonup        ; 
255 - don't repeat 
001C   0B24           01428         decfsz  R2, W           ; 
Count down workspace 
001D   2820           01429         goto    buttonup        ; 
Nothing to do but exit 
001E   082B           01430         movf    R5 + 1, W       ; 
Set workspace to rate value 
001F   2821           01431         goto    buttondown      ; 
Exit 
                      01432  
0020   09AD           01433 buttonup comf   R6 + 1, F       ; 
Reverse target state for not down 
0021   0CAD           01434 buttondown rrf  R6 + 1, F       ; 
Set Carry to target state 
0022   2983           01435         goto    DONE 
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                      02343   LIST 
0023   16B6           02344 I2CREADS bsf    I2CSTOPFLAG     ; 
Indicate Stop after this byte 
0024   1EB6           02345         btfss   I2CSTOPFLAG     ; 
Skip next always 
0025   12B6           02346 I2CREAD bcf     I2CSTOPFLAG     ; 
Don't Stop 
0026   19B6           02347         btfsc   I2CREADFLAG     ; 
Already reading? 
0027   282C           02348         goto    i2creadip       ; 
Yes 
0028   15B6           02349         bsf     I2CREADFLAG     ; 
Indicate read 
0029   2065           02350         call    i2cstart        ; 
Send Start condition and command 
002A   1803           02351         btfsc   STATUS, C       ; 
Acknowledged? 
002B   2853           02352         goto    i2cstop         ; No 
                      02353  
002C   3008           02354 i2creadip movlw 8               ; 8 
bits to a byte 
002D   00A3           02355         movwf   R1 + 1          ; 
Bit counter 
002E   2079           02356 i2creadloop call i2cgetbit      ; 
Get a bit 
002F   0DA2           02357         rlf     R1, F           ; 
Put bit away 
0030   0BA3           02358         decfsz  R1 + 1, F       ; Do 
next, if any 
0031   282E           02359         goto    i2creadloop 
0032   1EB6           02360         btfss   I2CSTOPFLAG     ; 
Send stop? 
0033   205E           02361         call    i2cdal          ; 
No, send acknowledge 
0034   2083           02362         call    i2cckh          ; 
Toggle clock in any case 
0035   207F           02363         call    i2cckl 
0036   1AB6           02364         btfsc   I2CSTOPFLAG     ; 
Send stop? 
0037   2053           02365         call    i2cstop         ; 
Yes, send Stop condition 
0038   2058           02366         call    i2cdah          ; 
Make sure data ends up as input 
0039   0822           02367         movf    R1, W           ; 
Get result to W 
003A   1003           02368         bcf     STATUS, C       ; 
Set Carry for OK return 
003B   2983           02369         goto    DONE 
                      02437   LIST 
003C   16B6           02438 I2CWRITES bsf   I2CSTOPFLAG     ; 
Indicate Stop after this byte 
003D   1EB6           02439         btfss   I2CSTOPFLAG     ; 
Skip next always 
 003E   12B6           02440 I2CWRITE bcf    I2CSTOPFLAG     ; 
Don't Stop 
003F   1936           02441         btfsc   I2CFIRSTFLAG    ; 
Check for first I2C char (command) 
0040   2846           02442         goto    i2cwrite2       ; No 
0041   39FE           02443         andlw   0feh            ; 
Make sure r/w bit clear 
0042   00B7           02444         movwf   GOP             ; 
Save command 
0043   1536           02445         bsf     I2CFIRSTFLAG    ; 
Indicate not first anymore 
0044   1003           02446         bcf     STATUS, C       ; 
Set Carry for OK return 
0045   2983           02447         goto    DONE            ; 
That's it for now 
                      02448  
0046   1A36           02449 i2cwrite2 btfsc I2CWRITEFLAG    ; 
Already writing? 
0047   284E           02450         goto    i2cwriteip      ; 
Yes 
0048   00A6           02451         movwf   R3              ; 
Save char 
0049   1636           02452         bsf     I2CWRITEFLAG    ; 
Indicate write 
004A   2065           02453         call    i2cstart        ; 
Send Start condition and command 
004B   1803           02454         btfsc   STATUS, C       ; 
Acknowledged? 
004C   2853           02455         goto    i2cstop         ; No 
004D   0826           02456         movf    R3, W           ; 
Get char back 
004E   206C           02457 i2cwriteip call i2cwritec       ; 
Write character 
004F   1803           02458         btfsc   STATUS, C       ; 
Acknowledged? 
0050   2853           02459         goto    i2cstop         ; No 
0051   1EB6           02460         btfss   I2CSTOPFLAG     ; 
Send stop bit? 
0052   2983           02461         goto    DONE            ; No 
                      02462  
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0053   205E           02463 i2cstop call    i2cdal          ; 
10/8 Start data low 
0054   2083           02464         call    i2cckh          ; 
13/12 Set clock high (input) 
0055   1136           02465         bcf     I2CFIRSTFLAG    ; 1 
Reset first char flag 
0056   1236           02466         bcf     I2CWRITEFLAG    ; 1 
No longer writing 
0057   11B6           02467         bcf     I2CREADFLAG     ; 1 
No longer reading either 
                      02468 ;       goto    i2cdah          ; 
Set data high (input) (fall through) 
                      02469  
0058   083A           02470 i2cdah  movf    RR1, W          ; 1 
(9/8) Get pointer to data pin 
0059   0084           02471         movwf   FSR             ; 1 
005A   0838           02472         movf    RM1, W          ; 1 
005B                  02473 i2chigh 
                      02474       ifndef I2C_INTERNAL 
005B   1784           02475         bsf     FSR, 7          ; 1 
Point to TRIS 
                      02476       endif 
005C   0480           02477         iorwf   INDF, F         ; 1 
Set high (input) 
005D   2864           02478         goto    i2chl           ; 2 
                      02479  
005E   083A           02480 i2cdal  movf    RR1, W          ; 1 
(8/6) Get pointer to data pin 
005F   0084           02481         movwf   FSR             ; 1 
0060   0938           02482         comf    RM1, W          ; 1 
0061   0580           02483 i2clow  andwf   INDF, F         ; 1 
Set low 
                      02484       ifndef I2C_INTERNAL 
0062   1784           02485         bsf     FSR, 7          ; 1 
Point to TRIS 
0063   0580           02486         andwf   INDF, F         ; 1 
Set to output 
                      02487       endif 
0064                  02488 i2chl 
                      02489       ifndef I2C_SLOW 
0064   0008           02490         return                  ; 2 
                      02491       else 
                      02492         if (OSC > 12) 
                      02493         goto    $ + 1           ; 2 
                      02494         endif 
                      02495         if (OSC > 16) 
                      02496         goto    $ + 1           ; 2 
                      02497         endif 
                      02498         goto    DONE            ; 8 
                      02499       endif 
                      02500  
0065   2058           02501 i2cstart call   i2cdah          ; 
11/10 Make sure bus is idle 
 0066   2083           02502         call    i2cckh          ; 
13/12 
                      02503       ifdef I2C_SLOW 
                      02504         call    DONERET         ; 4 
                      02505       endif 
0067   205E           02506         call    i2cdal          ; 
10/8 Send Start condition 
0068   207F           02507         call    i2cckl          ; 
12/10 
0069   0837           02508         movf    GOP, W          ; 1 
Get command 
006A   19B6           02509         btfsc   I2CREADFLAG     ; 1 
/ 2 Read? 
006B   3801           02510         iorlw   1               ; 1 
/ 0 Yes, put in read bit 
                      02511  
006C   00A2           02512 i2cwritec movwf R1              ; 1 
Save data 
006D   3008           02513         movlw   8               ; 1 
8 bits to send 
006E   00A3           02514         movwf   R1 + 1          ; 1 
Bit counter 
006F   0DA2           02515 i2cwriteloop rlf R1, F          ; 1 
Get a bit to send 
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0070   1803           02516         btfsc   STATUS, C       ; 1 
/ 2 Skip if no bit 
0071   2058           02517         call    i2cdah          ; 
11/10 / 0 Set bit high (input) 
0072   1C03           02518         btfss   STATUS, C       ; 1 
/ 2 Skip if bit 
0073   205E           02519         call    i2cdal          ; 
10/8 / 0 Set bit low 
0074   2083           02520         call    i2cckh          ; 
13/12 Set clock high (input) 
0075   207F           02521         call    i2cckl          ; 
12/10 Set clock low 
0076   0BA3           02522         decfsz  R1 + 1, F       ; 1 
/ 2 Do next bit, if any 
0077   286F           02523         goto    i2cwriteloop    ; 2 
0078   2058           02524         call    i2cdah          ; 
11/10 Make sure data high (input) 
                      02525 ;       goto    i2cgetbit       ; 
Get acknowledge (fall through) 
                      02526  
0079   2083           02527 i2cgetbit call  i2cckh          ; 
13/12 (28/25) Set clock high 
007A   083A           02528         movf    RR1, W          ; 1 
Point to data pin 
007B   0084           02529         movwf   FSR             ; 1 
007C   0838           02530         movf    RM1, W          ; 1 
007D   0500           02531         andwf   INDF, W         ; 1 
Isolate pin 
007E   3EFF           02532         addlw   -1              ; 1 
Move bit to carry 
                      02533       ifdef I2C_INTERNAL 
                      02534         call    i2cckl          ; 
Set clock low 
                      02535         goto    i2cdah          ; 
Reset data high 
                      02536       endif 
                      02537 ;       goto    i2cckl          ; 
Set clock low (fall through) 
                      02538  
007F   083B           02539 i2cckl  movf    RR2, W          ; 1 
(10/8) Get pointer to clock pin 
0080   0084           02540         movwf   FSR             ; 1 
0081   0939           02541         comf    RM2, W          ; 1 
0082   2861           02542         goto    i2clow          ; 
7/5 Finish it up 
                      02543  
0083   083B           02544 i2cckh  movf    RR2, W          ; 1 
(11/10) Get pointer to clock pin 
0084   0084           02545         movwf   FSR             ; 1 
0085   0839           02546 i2chold movf    RM2, W          ; 1 
                      02547       ifdef I2C_SCLOUT 
                      02548         iorwf   INDF, F         ; 1 
Set high 
                       02549         bsf     FSR, 7          ; 1 
Point to TRIS 
                      02550         comf    RM2, W          ; 1 
Get inverted mask 
                      02551         andwf   INDF, F         ; 1 
Set to output 
                      02552         goto    i2chl 
                      02553       else 
                      02554         ifndef I2C_HOLD 
0086   285B           02555         goto    i2chigh         ; 
8/7 Finish it up 
                      02556         else 
                      02557         bsf     FSR, 7          ; 1 
Point to TRIS 
                      02558         iorwf   INDF, F         ; 1 
Set high (input) 
                      02559         bcf     FSR, 7          ; 1 
Point to PORT 
                      02560         andwf   INDF, W         ; 1 
Isolate pin 
                      02561         btfsc   STATUS, Z       ; 1 
/ 2 Check for still low 
                      02562         goto    i2chold         ; 2 
/ 0 Still low 
                      02563         goto    i2chl           ; 2 
                      02564         endif 
                      02565       endif 
                      02729   LIST 
0087   0804           02730 LCDOUTJ  movf    FSR, W          ; 
Jumpman entry 
                      02736   LIST 
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0088   00A7           02737 LCDOUT  movwf   R3 + 1          ; 
Save char 
                      02738  
0089   1088           02739         bcf     LCD_EREG, LCD_EBIT      
; Set E low 
008A   1008           02740         bcf     LCD_RSREG, LCD_RSBIT    
; Set command register select 
008B   1008           02741         bcf     LCD_RWREG, LCD_RWBIT    
; Set RW low (write) 
                      02742  
008C   1683           02743         bsf     STATUS, RP0     ; 
Point to trises 
008D   1088           02744         bcf     LCD_EREG, LCD_EBIT      
; Set E to output 
008E   1008           02745         bcf     LCD_RSREG, LCD_RSBIT    
; Set RS to output 
008F   1008           02746         bcf     LCD_RWREG, LCD_RWBIT    
; Set RW to output 
                      02747     if (LCD_BITS == 8) 
                      02748         clrf    LCD_DREG        ; 
Set port to all output 
                      02749     else 
                      02750       if (LCD_DBIT == 0) 
                      02751         movlw   0f0h 
                      02752       else 
0090   300F           02753         movlw   0fh 
                      02754       endif 
0091   0586           02755         andwf   LCD_DREG, F     ; 
Set proper half of port to output 
                      02756     endif 
0092   1283           02757         bcf     STATUS, RP0     ; 
Point back to ports 
                      02758  
0093   0827           02759         movf    R3 + 1, W       ; 
Get back char 
                      02760  
0094   18B6           02761         btfsc   LCDINITFLAG     ; 
Has lcd been inititalized? 
0095   28B4           02762         goto    lcdout1         ; 
Yes 
                      02763  
0096   303A           02764         movlw   high 15000      ; 
Wait at least 15ms 
0097   00A1           02765         movwf   R0 + 1 
0098   3098           02766         movlw   low 15000 
0099   2127           02767         call    PAUSEUSL 
                      02768  
009A   3033           02769         movlw   33h             ; 
Init lcd 
009B   00A6           02770         movwf   R3              ; 
Save char 
009C   20C8           02771         call    lcdloop         ; 
Send init 
                      02772  
 009D   3013           02773         movlw   high 5000       ; 
Wait at least 5ms 
009E   00A1           02774         movwf   R0 + 1 
009F   3088           02775         movlw   low 5000 
00A0   2127           02776         call    PAUSEUSL 
                      02777  
00A1   20C8           02778         call    lcdloop         ; 
Send init again 
                      02779  
00A2   3064           02780         movlw   100             ; 
Wait at least 100us 
00A3   2126           02781         call    PAUSEUS 
                      02782  
00A4   20C8           02783         call    lcdloop         ; 
Send init one more time 
                      02784  
00A5   3064           02785         movlw   100             ; 
Wait at least 100us 
00A6   2126           02786         call    PAUSEUS 
                      02787  
                      02788     if (LCD_BITS != 8) 
00A7   3022           02789         movlw   22h             ; 
Set 4-bit mode 
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00A8   00A6           02790         movwf   R3              ; 
Save character 
00A9   20C8           02791         call    lcdloop         ; 
Set interface to 4-bit mode 
                      02792     endif 
                      02793  
                      02794     if (LCD_BITS == 8) 
                      02795       if (LCD_LINES == 1) 
                      02796         movlw   30h             ; 8-
bit mode, 1 line, 5x7 font 
                      02797       else 
                      02798         movlw   38h             ; 8-
bit mode, 2+ lines, 5x7 font 
                      02799       endif 
                      02800     else 
                      02801       if (LCD_LINES == 1) 
                      02802         movlw   20h             ; 4-
bit mode, 1 line, 5x7 font 
                      02803       else 
00AA   3028           02804         movlw   28h             ; 4-
bit mode, 2+ lines, 5x7 font 
                      02805       endif 
                      02806     endif 
00AB   20B3           02807         call    lcdoutcom       ; 
Send function set 
                      02808  
00AC   300C           02809         movlw   0ch             ; 
Display on, no cursor, no blink 
00AD   20B3           02810         call    lcdoutcom 
                      02811  
00AE   3006           02812         movlw   06h             ; 
Lcd entry mode set, increment, no shift 
00AF   20B3           02813         call    lcdoutcom 
                      02814  
00B0   14B6           02815         bsf     LCDINITFLAG     ; 
Set to initialized 
                      02816  
00B1   0827           02817         movf    R3 + 1, W       ; 
Get saved char back 
00B2   28B4           02818         goto    lcdout1 
                      02819  
00B3   1436           02820 lcdoutcom bsf   LCDCDFLAG       ; 
Set command 
                      02821  
00B4   00A6           02822 lcdout1 movwf   R3              ; 
Save char 
00B5   1C36           02823         btfss   LCDCDFLAG       ; 
Command this time? 
00B6   28C2           02824         goto    lcdchkcd        ; No 
                      02825  
00B7   1008           02826         bcf     LCD_RSREG, LCD_RSBIT    
; Set command register select 
00B8   3C03           02827         sublw   3 
 00B9   1C03           02828         btfss   STATUS, C       ; 
Long or short delay? 
00BA   28C7           02829         goto    lcdsend         ; 
Short delay 
                      02830  
00BB   20C7           02831         call    lcdsend         ; 
Long delay 
00BC   3007           02832         movlw   high LCD_COMMANDUS      
; Wait for command to complete 
00BD   00A1           02833         movwf   R0 + 1 
00BE   30D0           02834         movlw   low LCD_COMMANDUS 
00BF   2127           02835         call    PAUSEUSL 
00C0   1403           02836         bsf     STATUS, C       ; 
Set no timeout for Serout2mod 
00C1   0008           02837         return 
                      02838  
00C2   1436           02839 lcdchkcd bsf    LCDCDFLAG       ; 
Indicate first nibble (or command next time) 
00C3   3CFE           02840         sublw   0feh            ; 
Command next time? (char still in W) 
00C4   1903           02841         btfsc   STATUS, Z 
00C5   2983           02842         goto    DONE            ; 
Yes - nothing to do this time (C set) 
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                      02843  
00C6   1408           02844         bsf     LCD_RSREG, LCD_RSBIT    
; Set data register select 
                      02845  
00C7                  02846 lcdsend 
                      02847     if (LCD_BITS == 8) 
                      02848 lcdloop bsf     LCD_EREG, LCD_EBIT      
; Enabled 
                      02849         movf    R3, W           ; 
Get char back 
                      02850         movwf   LCD_DREG        ; 
Write char to the port 
                      02851       if (OSC > 16) 
                      02852         nop                     ; 
Minimum 1us enable time 
                      02853       endif 
                      02854       if (OSC > 20) 
                      02855         goto    $ + 1 
                      02856       endif 
                      02857         bcf     LCDCDFLAG       ; 
Indicate data next time 
                      02858         bcf     LCD_EREG, LCD_EBIT      
; Not enabled 
                      02859     else 
                      02860  
                      02861       if (LCD_DBIT == 0) 
                      02862         swapf   R3, F           ; 
Swap top and bottom nibbles 
                      02863       endif 
                      02864  
00C7   1C36           02865         btfss   LCDCDFLAG       ; 
First time through only 
00C8   1036           02866 lcdloop bcf     LCDCDFLAG       ; 
Indicate second nibble (and data next time) 
                      02867  
00C9   1488           02868         bsf     LCD_EREG, LCD_EBIT      
; Enabled 
                      02869  
                      02870       if (LCD_DBIT == 0) 
                      02871         movlw   0f0h            ; 
Clear lcd data port 
                      02872       else 
00CA   300F           02873         movlw   0fh             ; 
Clear lcd data port 
                      02874       endif 
00CB   0586           02875         andwf   LCD_DREG, F 
                      02876  
00CC   0826           02877         movf    R3, W           ; 
Isolate proper nibble of char 
                      02878       if (LCD_DBIT == 0) 
                      02879         andlw   0fh 
                      02880       else 
00CD   39F0           02881         andlw   0f0h 
                      02882       endif 
 00CE   0486           02883         iorwf   LCD_DREG, F     ; 
Write char to port 
                      02884  
                      02885       if (OSC > 20) 
                      02886         nop                     ; 
Minimum 1us enable time 
                      02887       endif 
                      02888  
00CF   1088           02889         bcf     LCD_EREG, LCD_EBIT      
; Not enabled - that's four 
00D0   0EA6           02890         swapf   R3, F           ; 
Get to other nibble 
                      02891  
                      02892       if (OSC > 20) 
                      02893         nop                     ; 
Minimum 1us enable time 
                      02894       endif 
                      02895  
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00D1   1836           02896         btfsc   LCDCDFLAG       ; 
Need to send 4 more? 
00D2   28C8           02897         goto    lcdloop         ; 
Send lower 4 to lcd 
                      02898     endif 
                      02899  
00D3   3032           02900         movlw   LCD_DATAUS      ; 
Wait for data operation to complete 
00D4   2126           02901         call    PAUSEUS 
00D5   1403           02902         bsf     STATUS, C       ; 
Set no timeout for Serout2mod 
00D6   0008           02903         return 
                      04904   LIST 
00D7   13B7           04905 SEROUT2DEC bcf  GOP, 7          ; 
Blanking off 
00D8   0829           04906         movf    R4 + 1, W       ; 0 
digits? 
00D9   1903           04907         btfsc   STATUS, Z 
00DA   17B7           04908         bsf     GOP, 7          ; 
Yes, blanking on 
00DB   3005           04909         movlw   5               ; 5 
digits max to do 
00DC   00A8           04910         movwf   R4 
00DD   3027           04911         movlw   high 10000      ; 
Find 10,000s 
00DE   00A3           04912         movwf   R1 + 1 
00DF   3010           04913         movlw   low 10000 
00E0   20ED           04914         call    serout2ddig     ; Do 
the work 
                      04915       ifdef SEROUT2TO_USED 
                      04916         btfss   STATUS, C       ; 
Timed out? 
                      04917         return                  ; 
Yes 
                      04918       endif 
00E1   3003           04919         movlw   high 1000       ; 
Find 1,000s 
00E2   00A3           04920         movwf   R1 + 1 
00E3   30E8           04921         movlw   low 1000 
00E4   20ED           04922         call    serout2ddig     ; Do 
the work 
                      04923       ifdef SEROUT2TO_USED 
                      04924         btfss   STATUS, C       ; 
Timed out? 
                      04925         return                  ; 
Yes 
                      04926       endif 
00E5   01A3           04927         clrf    R1 + 1          ; 
Find 100s 
00E6   3064           04928         movlw   100 
00E7   20ED           04929         call    serout2ddig     ; Do 
the work 
                      04930       ifdef SEROUT2TO_USED 
                       04931         btfss   STATUS, C       ; 
Timed out? 
                      04932         return                  ; 
Yes 
                      04933       endif 
00E8   01A3           04934         clrf    R1 + 1          ; 
Find 10s 
00E9   300A           04935         movlw   10 
00EA   20ED           04936         call    serout2ddig     ; Do 
the work 
                      04937       ifdef SEROUT2TO_USED 
                      04938         btfss   STATUS, C       ; 
Timed out? 
                      04939         return                  ; 
Yes 
                      04940       endif 
00EB   0824           04941         movf    R2, W           ; 
Get the 1s 
00EC   28F4           04942         goto    SEROUT2SEND     ; 
Send the 1s and exit 
                      04943  
00ED   00A2           04944 serout2ddig movwf R1            ; 
Save last piece 
00EE   0825           04945         movf    R2 + 1, W       ; 
Move remainder to dividend 
00EF   00A1           04946         movwf   R0 + 1 
00F0   0824           04947         movf    R2, W 
00F1   00A0           04948         movwf   R0 
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00F2   214C           04949         call    DIV             ; Do 
the math 
00F3   0820           04950         movf    R0, W           ; 
Get the result 
                      04951 ;       goto    SEROUT2SEND     ; 
Fall through 
                      04958   LIST 
00F4   00A0           04959 SEROUT2SEND movwf R0            ; 
Save char for a moment 
00F5   03A8           04960         decf    R4, F           ; 
Bump down count while we're here 
00F6   1903           04961         btfsc   STATUS, Z       ; If 
last digit don't blank 
00F7   13B7           04962         bcf     GOP, 7 
00F8   0829           04963         movf    R4 + 1, W       ; 
Get number of digits to send 
00F9   1903           04964         btfsc   STATUS, Z       ; If 
zero digits... 
00FA   28FE           04965         goto    serout2send1    ; 
...Skip count compare 
00FB   0228           04966         subwf   R4, W           ; 
Send if within count 
00FC   1803           04967         btfsc   STATUS, C 
00FD   0008           04968         return 
00FE   0820           04969 serout2send1 movf R0, W         ; 
Get char back 
00FF   1D03           04970         btfss   STATUS, Z       ; If 
zero, goto blank check 
0100   13B7           04971         bcf     GOP, 7          ; 
Not zero so clear blank 
0101   1BB7           04972         btfsc   GOP, 7          ; If 
blanking on, don't send 
0102   0008           04973         return 
0103   3E30           04974         addlw   '0'             ; 
Add ASCII offset 
0104   297E           04975         goto    JUMPMAN         ; 
Send it 
                      05597   LIST 
0105   1784           05598 INPUTT  bsf     FSR, 7          ; 
Point to register bank 1 
0106   0480           05599         iorwf   INDF, F         ; 
Set bit to input 
0107   2983           05600         goto    DONE            ; 
Done 
                      05724   LIST 
0108                  05725 ADCIN 
                      05726       ifndef ADCON1 
                      05727         andlw   03h             ; 
Mask channel 
                      05728         movwf   R0              ; 
Store channel for rotate 
                      05729         bcf     STATUS, C       ; 
Clear carry for rotate 
                       05730         rlf     R0, F           ; 
Move channel into proper position 
                      05731         rlf     R0, F 
                      05732         movf    ANSEL, W        ; 
Set clock source 
                      05733         andlw   8fh             ; 
Remove current source 
                      05734         iorlw   ((ADC_CLOCK) & 7) << 
4  ; Add in our clock source 
                      05735         movwf   ANSEL 
                      05736         movf    ADCON0, W       ; 
Get current value 
                      05737         andlw   0f3h            ; 
Remove channel bits 
                      05738         iorwf   R0, W           ; 
Put in channel 
                      05739         iorlw   1               ; 
Turn on ADC 
                      05740       else 
0108   00A0           05741         movwf   R0              ; 
Store channel for rotate 
0109   0DA0           05742         rlf     R0, F           ; 
Move channel into proper position 
010A   0DA0           05743         rlf     R0, F 
010B   0D20           05744         rlf     R0, W 
010C   3938           05745         andlw   038h            ; 
Mask channel 
                      05746           ifdef CHS3 
                      05747         btfsc   R0, 5           ; 
Check for channel > 7 
                      05748         iorlw   2               ; 
Set CHS3 
                      05749           endif 
010D   38C1           05750         iorlw   (((ADC_CLOCK) & 3) 
<< 6) | 1    ; Set up clock source and turn on ADC 
                      05751       endif 
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010E   009F           05752         movwf   ADCON0          ; 
Set up to start sampling 
                      05753       if ((ADC_SAMPLEUS) != 0) 
010F   3001           05754         movlw   (ADC_SAMPLEUS) >> 8     
; Get sample time 
0110   00A1           05755         movwf   R0 + 1 
0111   3090           05756         movlw   low (ADC_SAMPLEUS) 
0112   2127           05757         call    PAUSEUSL        ; 
Wait sample time 
                      05758       endif 
0113   151F           05759         bsf     ADCON0, GO_DONE ; 
Start conversion 
0114   191F           05760 adcinloop btfsc ADCON0, GO_DONE ; 
Wait for conversion to complete 
0115   2914           05761         goto    adcinloop 
                      05762       if ((ADC_BITS) <= 8) 
0116   01A1           05763         clrf    R0 + 1 
                      05764           ifdef ADRES 
                      05765         movf    ADRES, W        ; 
Get 8-bit result 
                      05766           else 
0117   081E           05767         movf    ADRESH, W       ; 
Get 8-bit result 
                      05768           endif 
                      05769       else 
                      05770         movf    ADRESH, W       ; 
Get 16-bit result 
                      05771         movwf   R0 + 1 
                      05772         bsf     STATUS, RP0     ; 
Point to bank 1 (DONE will reset it) 
                      05773         movf    ADRESL, W 
                      05774       endif 
0118   2983           05775         goto    DONE 
                      06060   LIST 
0119   01A3           06061 PAUSE   clrf    R1 + 1 
011A   00A2           06062 PAUSEL  movwf   R1 
011B   30FF           06063 pauseloop movlw -1              ; 1 
(9) 
011C   07A2           06064         addwf   R1, F           ; 1 
011D   1C03           06065         btfss   STATUS, C       ; 1 
/ 2 
011E   07A3           06066         addwf   R1 + 1, F       ; 1 
/ 0 
011F   1C03           06067         btfss   STATUS, C       ; 2 
0120   2983           06068         goto    DONE 
0121   3003           06069         movlw   (PAUSE_DELAY) >> 8      
; 1 
0122   00A1           06070         movwf   R0 + 1          ; 1 
0123   30E6           06071         movlw   low (PAUSE_DELAY)       
; 1 
0124   2127           06072         call    PAUSEUSL        ; -2 
(PAUSEUSL gives you 2 less than you ask for) 
0125   291B           06073         goto    pauseloop       ; 2 
                      06287   LIST 
 0126   01A1           06288 PAUSEUS clrf    R0 + 1          ; 1 
0127   3EFC           06289 PAUSEUSL addlw  -4              ; 1 
Subtract overhead 
0128   00A0           06290         movwf   R0              ; 1 
0129   09A1           06291         comf    R0 + 1, F       ; 1 
012A   1C03           06292         btfss   STATUS, C       ; 1 
/ 2 
012B   2932           06293         goto    pauseush        ; 2 
/ 0 
012C   30FF           06294 pauseusloop0 movlw -1           ; 1 
012D   0000           06295 pauseusloop nop                 ; 1 
012E   07A0           06296         addwf   R0, F           ; 1 
012F   1803           06297         btfsc   STATUS, C       ; 1 
/ 2 
0130   292D           06298         goto    pauseusloop     ; 2 
/ 0 
0131   07A0           06299         addwf   R0, F           ; 1 
Do an extra countdown 
                      06300 pauseush CLRWDT?NOP             ; 1 
Keep Watchdog clear 
                          M     ifndef NO_CLRWDT 
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0132   0064               M         clrwdt 
                          M     else 
                          M         nop 
                          M     endif 
0133   0FA1           06301         incfsz  R0 + 1, F       ; 1 
/ 2 
0134   292C           06302         goto    pauseusloop0    ; 2 
/ 0 
0135   0008           06303         return                  ; 2 
+ 3 (call + setup) 
                      06796   LIST 
0136   00A2           06797 CMPGE   movwf   R1 
0137   3003           06798         movlw   3               ; 
Mask for = > 
0138   293C           06799         goto    CMP 
                      06862   LIST 
0139   00A2           06863 CMPLE   movwf   R1 
013A   3006           06864         movlw   6               ; 
Mask for < = 
013B   293C           06865         goto    CMP 
                      06947   LIST 
013C   00A8           06948 CMP     movwf   R4              ; 
Save compare state 
013D   0823           06949         movf    R1+1, W         ; 
Flags = MSB(R0) - MSB(R1) 
013E   0221           06950         subwf   R0+1, W 
013F   1D03           06951         btfss   STATUS, Z       ; If 
unequal then done 
0140   2943           06952         goto    cmpnoteq 
0141   0822           06953         movf    R1, W           ; 
Flags = LSB(R0) - LSB(R1) 
0142   0220           06954         subwf   R0, W 
0143   3004           06955 cmpnoteq movlw  4               ; W 
= 4 if R0 < R1 
0144   1803           06956         btfsc   STATUS, C 
0145   3001           06957         movlw   1               ; W 
= 1 if R0 > R1 
0146   1903           06958         btfsc   STATUS, Z 
0147   3002           06959         movlw   2               ; W 
= 2 if R0 == R1 
0148   0528           06960         andwf   R4, W           ; 
Mask for compare state 
0149   1D03           06961         btfss   STATUS, Z 
014A   30FF           06962         movlw   -1 
014B   2983           06963         goto    DONE 
                      07180   LIST 
014C   01A5           07181 DIV     clrf    R2 + 1 
014D   01A4           07182         clrf    R2 
                      07183  
014E   3010           07184 DIV32DIV movlw   16 
014F   00A6           07185         movwf   R3 
                      07186  
0150   0D21           07187 divloop rlf     R0 + 1, W 
0151   0DA4           07188         rlf     R2, F 
 0152   0DA5           07189         rlf     R2 + 1, F 
0153   0822           07190         movf    R1, W 
0154   02A4           07191         subwf   R2, F 
0155   0823           07192         movf    R1 + 1, W 
0156   1C03           07193         btfss   STATUS, C 
0157   0F23           07194         incfsz  R1 + 1, W 
0158   02A5           07195         subwf   R2 + 1, F 
                      07196  
0159   1803           07197         btfsc   STATUS, C 
015A   2962           07198         goto    divok 
015B   0822           07199         movf    R1, W 
015C   07A4           07200         addwf   R2, F 
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015D   0823           07201         movf    R1 + 1, W 
015E   1803           07202         btfsc   STATUS, C 
015F   0F23           07203         incfsz  R1 + 1, W 
0160   07A5           07204         addwf   R2 + 1, F 
                      07205  
0161   1003           07206         bcf     STATUS, C 
                      07207  
0162   0DA0           07208 divok   rlf     R0, F 
0163   0DA1           07209         rlf     R0 + 1, F 
                      07210  
0164   0BA6           07211         decfsz  R3, F 
0165   2950           07212         goto    divloop 
0166   0820           07213         movf    R0, W           ; 
Get low byte to W 
0167   2983           07214         goto    DONE 
                      07231   LIST 
0168   3010           07232 MUL     movlw   16              ; 
For 16 shifts 
0169   00A8           07233         movwf   R4 
                      07234  
016A   01A1           07235         clrf    R0 + 1 
016B   01A0           07236         clrf    R0 
                      07237  
016C   0CA7           07238 mulloop rrf     R3 + 1, F 
016D   0CA6           07239         rrf     R3, F 
016E   1C03           07240         btfss   STATUS, C 
016F   2976           07241         goto    mull1           ; 
Skip add 
0170   0822           07242         movf    R1, W           ; 
16-bit add with carry out 
0171   07A0           07243         addwf   R0, F 
0172   0823           07244         movf    R1 + 1, W 
0173   1803           07245         btfsc   STATUS, C 
0174   0F23           07246         incfsz  R1 + 1, W 
0175   07A1           07247         addwf   R0 + 1, F 
0176   0CA1           07248 mull1   rrf     R0 + 1, F 
0177   0CA0           07249         rrf     R0, F 
0178   0CA5           07250         rrf     R2 + 1, F 
0179   0CA4           07251         rrf     R2, F 
017A   0BA8           07252         decfsz  R4, F 
017B   296C           07253         goto    mulloop 
017C   0824           07254         movf    R2, W           ; 
Get low byte to W 
017D   2983           07255         goto    DONE 
                      07306   LIST 
017E   0084           07307 JUMPMAN movwf   FSR 
017F   0831           07308         movf    R8 + 1, W 
0180   008A           07309         movwf   PCLATH 
0181   0830           07310         movf    R8, W 
0182   0082           07311         movwf   PCL 
                      07325   LIST 
0183   1383           07326 DONE    bcf     STATUS, IRP     ; 1 
Set FSR to bank 0/1 
 0184   1303           07327         bcf     STATUS, RP1     ; 1 
Show direct bank 0 
0185   1283           07328         bcf     STATUS, RP0     ; 1 
                      07329         CLRWDT?NOP              ; 1 
Hit Watchdog timer 
                          M     ifndef NO_CLRWDT 
0186   0064               M         clrwdt 
                          M     else 
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                          M         nop 
                          M     endif 
0187   0008           07330 DONERET return                  ; 2 
Done 
                      07354   LIST 
0188                  07355 INIT 
                      07393   LIST 
0188                  07394 main 
                      00139  
                      00140         MOVE?CB 00Fh, TRISA 
                          M         CHK?RP  TRISA 
                          M     if (((TRISA) & 180h) == 0) 
                          M       if (PREV_BANK == 1) 
                          M         bcf     STATUS, RP0 
                          M       endif 
                          M       if (PREV_BANK == 2) 
                          M         bcf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 3) 
                          M         bcf     STATUS, RP0 
                          M         bcf     STATUS, RP1 
                          M       endif 
                          M PREV_BANK = 0 
                          M     endif 
                          M  
                          M     if (((TRISA) & 180h) == 80h) 
                          M       if (PREV_BANK == 0) 
0188   1683               M         bsf     STATUS, RP0 
                          M       endif 
                          M       if (PREV_BANK == 2) 
                          M         bsf     STATUS, RP0 
                          M         bcf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 3) 
                          M         bcf     STATUS, RP1 
                          M       endif 
  00000001                M PREV_BANK = 1 
                          M     endif 
                          M  
                          M     if (((TRISA) & 180h) == 100h) 
                          M       if (PREV_BANK == 0) 
                          M         bsf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 1) 
                          M         bcf     STATUS, RP0 
                          M         bsf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 3) 
                          M         bcf     STATUS, RP0 
                          M       endif 
                          M PREV_BANK = 2 
                          M     endif 
                          M  
                          M     if (((TRISA) & 180h) == 180h) 
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                          M       if (PREV_BANK == 0) 
                          M         bsf     STATUS, RP0 
                          M         bsf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 1) 
                          M         bsf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 2) 
                          M         bsf     STATUS, RP0 
                          M       endif 
                          M PREV_BANK = 3 
                          M     endif 
                          M     if (low (00Fh) == 0) 
                          M         clrf    TRISA 
                          M     else 
0189   300F               M         movlw   low (00Fh) 
018A   0085               M         movwf   TRISA 
                          M     endif 
                      00141         MOVE?CB 000h, TRISB 
                          M         CHK?RP  TRISB 
                          M     if (((TRISB) & 180h) == 0) 
                          M       if (PREV_BANK == 1) 
                          M         bcf     STATUS, RP0 
                          M       endif 
                          M       if (PREV_BANK == 2) 
                          M         bcf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 3) 
                          M         bcf     STATUS, RP0 
                          M         bcf     STATUS, RP1 
                          M       endif 
                          M PREV_BANK = 0 
                          M     endif 
                          M  
                          M     if (((TRISB) & 180h) == 80h) 
                          M       if (PREV_BANK == 0) 
                          M         bsf     STATUS, RP0 
                          M       endif 
                          M       if (PREV_BANK == 2) 
                          M         bsf     STATUS, RP0 
                          M         bcf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 3) 
                          M         bcf     STATUS, RP1 
                          M       endif 
  00000001                M PREV_BANK = 1 
                          M     endif 
                          M  
                          M     if (((TRISB) & 180h) == 100h) 
                          M       if (PREV_BANK == 0) 
                          M         bsf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 1) 
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                          M         bcf     STATUS, RP0 
                          M         bsf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 3) 
                          M         bcf     STATUS, RP0 
                          M       endif 
                          M PREV_BANK = 2 
                          M     endif 
                          M  
                          M     if (((TRISB) & 180h) == 180h) 
                          M       if (PREV_BANK == 0) 
                          M         bsf     STATUS, RP0 
                          M         bsf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 1) 
                          M         bsf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 2) 
                          M         bsf     STATUS, RP0 
                          M       endif 
                          M PREV_BANK = 3 
                          M     endif 
                          M     if (low (000h) == 0) 
018B   0186               M         clrf    TRISB 
                          M     else 
                          M         movlw   low (000h) 
                          M         movwf   TRISB 
                          M     endif 
                      00142         MOVE?CB 098h, TRISC 
                          M         CHK?RP  TRISC 
                          M     if (((TRISC) & 180h) == 0) 
                          M       if (PREV_BANK == 1) 
                          M         bcf     STATUS, RP0 
                          M       endif 
                          M       if (PREV_BANK == 2) 
                          M         bcf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 3) 
                          M         bcf     STATUS, RP0 
                          M         bcf     STATUS, RP1 
                          M       endif 
                          M PREV_BANK = 0 
                          M     endif 
                          M  
                          M     if (((TRISC) & 180h) == 80h) 
                          M       if (PREV_BANK == 0) 
                          M         bsf     STATUS, RP0 
                          M       endif 
                          M       if (PREV_BANK == 2) 
                          M         bsf     STATUS, RP0 
                          M         bcf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 3) 
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                          M         bcf     STATUS, RP1 
                          M       endif 
  00000001                M PREV_BANK = 1 
                          M     endif 
                          M  
                          M     if (((TRISC) & 180h) == 100h) 
                          M       if (PREV_BANK == 0) 
                          M         bsf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 1) 
                          M         bcf     STATUS, RP0 
                          M         bsf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 3) 
                          M         bcf     STATUS, RP0 
                          M       endif 
                          M PREV_BANK = 2 
                          M     endif 
                          M  
                          M     if (((TRISC) & 180h) == 180h) 
                          M       if (PREV_BANK == 0) 
                          M         bsf     STATUS, RP0 
                          M         bsf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 1) 
                          M         bsf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 2) 
                          M         bsf     STATUS, RP0 
                          M       endif 
                          M PREV_BANK = 3 
                          M     endif 
                          M     if (low (098h) == 0) 
                          M         clrf    TRISC 
                          M     else 
018C   3098               M         movlw   low (098h) 
018D   0087               M         movwf   TRISC 
                          M     endif 
                      00143         MOVE?CB 00Ch, TRISD 
                          M         CHK?RP  TRISD 
                          M     if (((TRISD) & 180h) == 0) 
                          M       if (PREV_BANK == 1) 
                          M         bcf     STATUS, RP0 
                          M       endif 
                          M       if (PREV_BANK == 2) 
                          M         bcf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 3) 
                          M         bcf     STATUS, RP0 
                          M         bcf     STATUS, RP1 
                          M       endif 
                          M PREV_BANK = 0 
                          M     endif 
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                          M  
                          M     if (((TRISD) & 180h) == 80h) 
                          M       if (PREV_BANK == 0) 
                          M         bsf     STATUS, RP0 
                          M       endif 
                          M       if (PREV_BANK == 2) 
                          M         bsf     STATUS, RP0 
                          M         bcf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 3) 
                          M         bcf     STATUS, RP1 
                          M       endif 
  00000001                M PREV_BANK = 1 
                          M     endif 
                          M  
                          M     if (((TRISD) & 180h) == 100h) 
                          M       if (PREV_BANK == 0) 
                          M         bsf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 1) 
                          M         bcf     STATUS, RP0 
                          M         bsf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 3) 
                          M         bcf     STATUS, RP0 
                          M       endif 
                          M PREV_BANK = 2 
                          M     endif 
                          M  
                          M     if (((TRISD) & 180h) == 180h) 
                          M       if (PREV_BANK == 0) 
                          M         bsf     STATUS, RP0 
                          M         bsf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 1) 
                          M         bsf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 2) 
                          M         bsf     STATUS, RP0 
                          M       endif 
                          M PREV_BANK = 3 
                          M     endif 
                          M     if (low (00Ch) == 0) 
                          M         clrf    TRISD 
                          M     else 
018E   300C               M         movlw   low (00Ch) 
018F   0088               M         movwf   TRISD 
                          M     endif 
                      00144         MOVE?CB 000h, TRISE 
                          M         CHK?RP  TRISE 
                          M     if (((TRISE) & 180h) == 0) 
                          M       if (PREV_BANK == 1) 
                          M         bcf     STATUS, RP0 
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                          M       endif 
                          M       if (PREV_BANK == 2) 
                          M         bcf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 3) 
                          M         bcf     STATUS, RP0 
                          M         bcf     STATUS, RP1 
                          M       endif 
                          M PREV_BANK = 0 
                          M     endif 
                          M  
                          M     if (((TRISE) & 180h) == 80h) 
                          M       if (PREV_BANK == 0) 
                          M         bsf     STATUS, RP0 
                          M       endif 
                          M       if (PREV_BANK == 2) 
                          M         bsf     STATUS, RP0 
                          M         bcf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 3) 
                          M         bcf     STATUS, RP1 
                          M       endif 
  00000001                M PREV_BANK = 1 
                          M     endif 
                          M  
                          M     if (((TRISE) & 180h) == 100h) 
                          M       if (PREV_BANK == 0) 
                          M         bsf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 1) 
                          M         bcf     STATUS, RP0 
                          M         bsf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 3) 
                          M         bcf     STATUS, RP0 
                          M       endif 
                          M PREV_BANK = 2 
                          M     endif 
                          M  
                          M     if (((TRISE) & 180h) == 180h) 
                          M       if (PREV_BANK == 0) 
                          M         bsf     STATUS, RP0 
                          M         bsf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 1) 
                          M         bsf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 2) 
                          M         bsf     STATUS, RP0 
                          M       endif 
                          M PREV_BANK = 3 
                          M     endif 
                          M     if (low (000h) == 0) 
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0190   0189               M         clrf    TRISE 
                          M     else 
                          M         movlw   low (000h) 
                          M         movwf   TRISE 
                          M     endif 
                      00145         MOVE?CB 000h, PORTD 
                          M         CHK?RP  PORTD 
                          M     if (((PORTD) & 180h) == 0) 
                          M       if (PREV_BANK == 1) 
0191   1283               M         bcf     STATUS, RP0 
                          M       endif 
                          M       if (PREV_BANK == 2) 
                          M         bcf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 3) 
                          M         bcf     STATUS, RP0 
                          M         bcf     STATUS, RP1 
                          M       endif 
  00000000                M PREV_BANK = 0 
                          M     endif 
                          M  
                          M     if (((PORTD) & 180h) == 80h) 
                          M       if (PREV_BANK == 0) 
                          M         bsf     STATUS, RP0 
                          M       endif 
                          M       if (PREV_BANK == 2) 
                          M         bsf     STATUS, RP0 
                          M         bcf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 3) 
                          M         bcf     STATUS, RP1 
                          M       endif 
                          M PREV_BANK = 1 
                          M     endif 
                          M  
                          M     if (((PORTD) & 180h) == 100h) 
                          M       if (PREV_BANK == 0) 
                          M         bsf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 1) 
                          M         bcf     STATUS, RP0 
                          M         bsf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 3) 
                          M         bcf     STATUS, RP0 
                          M       endif 
                          M PREV_BANK = 2 
                          M     endif 
                          M  
                          M     if (((PORTD) & 180h) == 180h) 
                          M       if (PREV_BANK == 0) 
                          M         bsf     STATUS, RP0 
                          M         bsf     STATUS, RP1 
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                          M       endif 
                          M       if (PREV_BANK == 1) 
                          M         bsf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 2) 
                          M         bsf     STATUS, RP0 
                          M       endif 
                          M PREV_BANK = 3 
                          M     endif 
                          M     if (low (000h) == 0) 
0192   0188               M         clrf    PORTD 
                          M     else 
                          M         movlw   low (000h) 
                          M         movwf   PORTD 
                          M     endif 
                      00146         MOVE?CB 000h, PORTE 
                          M         CHK?RP  PORTE 
                          M     if (((PORTE) & 180h) == 0) 
                          M       if (PREV_BANK == 1) 
                          M         bcf     STATUS, RP0 
                          M       endif 
                          M       if (PREV_BANK == 2) 
                          M         bcf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 3) 
                          M         bcf     STATUS, RP0 
                          M         bcf     STATUS, RP1 
                          M       endif 
  00000000                M PREV_BANK = 0 
                          M     endif 
                          M  
                          M     if (((PORTE) & 180h) == 80h) 
                          M       if (PREV_BANK == 0) 
                          M         bsf     STATUS, RP0 
                          M       endif 
                          M       if (PREV_BANK == 2) 
                          M         bsf     STATUS, RP0 
                          M         bcf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 3) 
                          M         bcf     STATUS, RP1 
                          M       endif 
                          M PREV_BANK = 1 
                          M     endif 
                          M  
                          M     if (((PORTE) & 180h) == 100h) 
                          M       if (PREV_BANK == 0) 
                          M         bsf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 1) 
                          M         bcf     STATUS, RP0 
                          M         bsf     STATUS, RP1 
                          M       endif 
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                          M       if (PREV_BANK == 3) 
                          M         bcf     STATUS, RP0 
                          M       endif 
                          M PREV_BANK = 2 
                          M     endif 
                          M  
                          M     if (((PORTE) & 180h) == 180h) 
                          M       if (PREV_BANK == 0) 
                          M         bsf     STATUS, RP0 
                          M         bsf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 1) 
                          M         bsf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 2) 
                          M         bsf     STATUS, RP0 
                          M       endif 
                          M PREV_BANK = 3 
                          M     endif 
                          M     if (low (000h) == 0) 
0193   0189               M         clrf    PORTE 
                          M     else 
                          M         movlw   low (000h) 
                          M         movwf   PORTE 
                          M     endif 
                      00147         MOVE?CB 000h, PORTB 
                          M         CHK?RP  PORTB 
                          M     if (((PORTB) & 180h) == 0) 
                          M       if (PREV_BANK == 1) 
                          M         bcf     STATUS, RP0 
                          M       endif 
                          M       if (PREV_BANK == 2) 
                          M         bcf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 3) 
                          M         bcf     STATUS, RP0 
                          M         bcf     STATUS, RP1 
                          M       endif 
  00000000                M PREV_BANK = 0 
                          M     endif 
                          M  
                          M     if (((PORTB) & 180h) == 80h) 
                          M       if (PREV_BANK == 0) 
                          M         bsf     STATUS, RP0 
                          M       endif 
                          M       if (PREV_BANK == 2) 
                          M         bsf     STATUS, RP0 
                          M         bcf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 3) 
                          M         bcf     STATUS, RP1 
                          M       endif 
                          M PREV_BANK = 1 
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                          M     endif 
                          M  
                          M     if (((PORTB) & 180h) == 100h) 
                          M       if (PREV_BANK == 0) 
                          M         bsf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 1) 
                          M         bcf     STATUS, RP0 
                          M         bsf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 3) 
                          M         bcf     STATUS, RP0 
                          M       endif 
                          M PREV_BANK = 2 
                          M     endif 
                          M  
                          M     if (((PORTB) & 180h) == 180h) 
                          M       if (PREV_BANK == 0) 
                          M         bsf     STATUS, RP0 
                          M         bsf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 1) 
                          M         bsf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 2) 
                          M         bsf     STATUS, RP0 
                          M       endif 
                          M PREV_BANK = 3 
                          M     endif 
                          M     if (low (000h) == 0) 
0194   0186               M         clrf    PORTB 
                          M     else 
                          M         movlw   low (000h) 
                          M         movwf   PORTB 
                          M     endif 
                      00148         MOVE?CT 000h, _PORTC_0 
                          M         CHK?RP  PORTC 
                          M     if (((PORTC) & 180h) == 0) 
                          M       if (PREV_BANK == 1) 
                          M         bcf     STATUS, RP0 
                          M       endif 
                          M       if (PREV_BANK == 2) 
                          M         bcf     STATUS, RP1 
                          M       endif 
                          M       if (PREV_BANK == 3) 
                          M         bcf     STATUS, RP0 
                          M         bcf     STATUS, RP1 
                          M       endif 
  00000000                M PREV_BANK = 0 
                          M     endif 
                          M  
                          M     if (((PORTC) & 180h) == 80h) 
                          M       if (PREV_BANK == 0) 
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Imagen 60: Planos en AUTOCAD del Prototipo de la Estación Meteorológica 
  
 
 
 
 
 
 
 
 
 
 
 
 
Imagen 61: Vista Lateral derecha de la caja acrílica de la Estación Meteorológica 
desarrollada en 3DMAX  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
  
 
 
 
 
 
 
 
 
 
 
 
 
Imagen 62: Vista Lateral izquierda de la caja acrílica de la Estación Meteorológica 
desarrollada en 3DMAX  
 
 
