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Obsah práce je zameraný na návrh redakčného systému na základe všeobecných požiadaviek 
kladených na systémy so správou obsahu, o ktorých zároveň pojednáva prvá kapitola. V tejto 
sú taktiež popísané možnosti ich vyhotovenia a výhody, ktoré prinášajú. Systém je realizovaný 
prostredníctvom technológie ASP.NET, ktorá je súčasťou masívnej platformy .NET 
Frameworku, zastrešujúcej aj mnohé iné technológie využité pri realizácii projektu.
Technológie využité pri vývoji aplikácie sú obsahom druhej kapitoly. Správa obsahu 
navrhovanej aplikácie by nebola možná bez funkčnej databázy, ktorou sa zaoberá tretia 
kapitola. Pre vyvíjanú aplikáciu bol zvolený relačný databázový model, fungujúci na 
klient−server komunikácii pomocou SQL dotazov. Štvrtá kapitola je venovaná samotnej tvorbe 
aplikácie predstavovanej jednoduchým rozhraním pre synchronizáciu účasti na udalostiach 
prihlásených používateľov. Obsahuje návrh databázy a popis jednotlivých častí aplikácie. 
Posledná kapitola je zameraná na bezpečnostnú stránku projektu s popisom možných hrozieb a
ich či už existujúcich, alebo vlastných riešení. Vizuálna stránka celej aplikácie a jej súčastí je 
zaznamenaná v prílohách.
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ABSTRACT
This bachelor thesis contains a proposal of a content management system, created according to 
the standards usually required of systems working with content management, these standards 
are the object of the opening chapter. In this chapter, options of the realization and their 
advantages are also discussed. The system is realized through ASP.NET, which is a part of a 
bigger .NET Framework, a platform, which also comprises of some additional technologies, 
which were used in the project. The technologies used during the application development are 
discussed in the second chapter. The content management in the proposed application would 
not be possible without a functional database, which the third chapter describes. A relational 
database model based on a client-server communication using SQL inquiries was selected for 
the developed application. The fourth chapter is dedicated to the application creation itself, 
which is made of a simple interface for the synchronization of clients’ replies to the events of 
logged users. This chapter also contains a database proposal and a description of the individual 
application content. The final chapter is dedicated to the security of the project along with the 
potential risks description and their existing or proposed solutions. The appendices shows the 
visual part of application and it’s components.
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1ÚVOD
V modernej rýchlej dobe človek potrebuje ostávať v kontakte, aby nevypadol z každodenného 
diania, ktoré sa ho týka. Práve preto sa internet, ako sprostredkovateľ stal bežnou súčasťou 
života. Tento problém môže výborne vyriešiť webová aplikácia synchronizéra, 
predstavujúceho v podstate CMS systém s jeho typickou vlastnosťou tvorby obsahu 
používateľmi. Títo pridávajú, upravujú, a pozývajú svoje kontakty na sebou zakladané udalosti 
a tiež odpovedajú na pozvánky ostatných a môžu si takto urobiť jasný prehľad o súčasnom 
dianí vo svojom okolí.
Užívateľský vstup prináša riziká, a preto je ho potrebné zabezpečiť, napríklad ochranou 
prihlasovacích údajov. Rovnako je potrebné zabezpečiť aj prihlasovacie údaje proti odcudzeniu 
a následnému zneužitiu.
Cieľom bakalárskej práce je teda po zvážení predošlých požiadaviek redakčný synchronizačný 
systém, využívajúci technológiu ASP.NET, ponúkajúcu široký výber preddefinovaných funkcií 
a funkčných blokov. Využíva ďalšie koncepty odvodené zo svojich vlastností, ako napríklad 
ADO.NET, nástroj pre prácu s databázou, alebo LINQ, pre prácu s objektmi. Koncept 
ASP.NET definuje predovšetkým jeho code − behind model, oddeľujúci funkcionalitu stránok 
od ich dizajnu prezentovaného niektorým zo statických programovacích jazykov. 
Výsledkom práce by mala byť zabezpečená aplikácia umožňujúca registrovaným 
účastníkom prehľadnú synchronizáciu a plánovanie udalostí, spĺňajúcu základné predpoklady a 
požiadavky redakčných systémov s využitím dostupných technológií.   
21 ÚVOD DO REDAKČNÝCH SYSTÉMOV 
Redakčný systém, inak nazývaný aj publikačný systém (Content Management System – CMS, 
viď nasledujúci text) je aplikácia slúžiaca na jednoduchú a praktickú prácu s obsahom 
webových stránok. Využíva sa ako nástroj pre publikovanie, upravovanie, kontrolu a 
zobrazovanie požadovaných dát v systéme. Spomenutými dátami môžu byť rôzne dokumenty, 
videá, obrázky, diskusné príspevky, ich následné komentáre používateľov portálu, atď. Všetky 
záznamy s ktorými pracujeme sú zaznamenávané do databázy, s ktorou systém neustále 
pracuje. Spomenutá databáza a jej princípy budú ďalej rozobrané v samostatnej kapitole 3.
Podstatnou vlastnosťou redakčných systémov je oddelenie logickej časti týkajúcej sa 
spracovania dát a časti slúžiacej na komunikáciu s užívateľom. Ide o tvorbu obsahu, ktorý je 
oddelený od dizajnu a funkcionality stránky. Prakticky to znamená, že obsahová zmena si 
nevynúti zmenu dizajnu alebo opravu ostatných informácií. Práve táto vlastnosť prináša 
obrovskú výhodu či už majiteľom alebo správcom webu, ktorí pri zmene obsahu alebo jeho 
spravovaní nepotrebujú ovládať programovacie alebo skriptovacie jazyky.
1.1 Typy CMS
Rozlišujeme dva základné systémy s ohľadom na to akú funkciu plnia. Prvým je Podnikový 
CMS (Enterprise CMS). Tieto výkonné softvérové balíčky sú väčšinou komplexné riešenia 
sprostredkujúce efektívnu správu obsahu vo využití na podnikovej alebo korporačnej úrovni. 
Sú navrhnuté tak, aby napomohli spoločnosti stať sa produktívnejšou a cenovo efektívnejšou, 
pri zvýšení presnosti a funkcionality, pričom je znížené riziko ľudských chýb a čas spätnej 
väzby pre zákazníkov. Môžu zahrňovať korporačné funkcie riešiace prepravu, doručenie, 
faktúrovanie, záležitosti týkajúce sa ľudských a zamestnaneckých zdrojov, vzťahy zákazníkov 
a správu dokumentov a transakčné systémy. Podnikový CMS prináša správu dát na užívateľskú 
úroveň, prostredníctvom čoho do systému môže prispievať mnoho používateľov. Tým sa stáva 
silne integrovaným. Podľa požiadaviek podniku sú funkcie na mieru nastavené a zároveň 
finančne výhodné. 
Druhým typom sú takzvané Web CMS. Ide o portály využívané predovšetkým na webe,
ako napríklad v rámci internetových obchodov, katalógov, diskusných portálov a pod. Môžu 
obsahovať mnoho rôznych funkcií, alebo mať jednu špecifickú od ktorej sa odvíjajú a ktorú 
podporujú ostatné. Umožňujú užívateľom aktualizovať časti súčasnej stránky alebo vzájomnú 
spoluprácu v rámci komunity. Vývojári môžu rozširovať funkcie systému bez obavy z toho, že 
3by vybočili zo štandardov. Zvyčajne sú v ponuke možnosti ako správa projektu, kontrola nad 
vstupnými a výstupnými dátami, kalendár, email, diskusné fóra atď.
1.2 Všeobecné požiadavky pre CMS
Pri vytváraní systémov so správou obsahu sú požiadavky zväčša nastavené individuálne podľa 
výslednej funkcie, ktorú majú plniť. Všeobecne sa však dôraz kladie predovšetkým na to, aby 
komunikácia používateľa s daným systémom prebiehala s čo najrýchlejšou odozvou, systém 
bol vhodne zabezpečený, spoľahlivý a prehľadný, či už z užívateľského alebo developerského 
hľadiska. 
Prístupnosť – Keďže ide o sieťovú aplikáciu, je potrebný centrálny server, na ktorom 
bude spustený systém. Je potrebné, aby poskytoval http prístup a dokázal spracovávať 
rozsiahlu databázu. Vďaka prístupu cez webový prehliadač je systém nezávislý na operačnom 
systéme používateľa. Ak sa do systému bude prihlasovať veľké množstvo používateľov, je 
potrebné zabezpečiť odpovedajúcu rýchlosť pripojenia.
Bezpečnosť – Keď sa používatelia prihlasujú do systému, sú im na základe 
identifikátorov, prípadne rolí, pridelené práva a systém im na základe toho dovolí vykonávať 
len obmedzené úkony spadajúce pod ich kompetencie. Tiež im nedovolí meniť alebo mazať 
cudzie príspevky, zabezpečuje zobrazovanie informácií na základe oprávnení používateľa a 
pod. Spoľahlivo zabezpečený systém by mal byť chránený voči odchytávaniu a modifikáciám 
informácií počas klient−server komunikácie a taktiež proti útokom na databázu s chúlostivými 
údajmi.
Spoľahlivosť – Je bežné, že databáza obsahuje veľké množstvo dát, čo je spôsobené 
narastajúcim množstvom článkov, kategórií, registrovaných požívateľov, príloh, atď. Je 
potrebné, aby sa zabránilo strate takéhoto množstva údajov, preto by mala mať databáza
možnosť zálohovania.
Prehľadnosť – Z hľadiska používateľa je samozrejme obrovským plusom, ak je mu 
sprostredkovaná čo najprehľadnejšia komunikácia s webovou stránkou alebo aplikáciou 
umiestnenou na serveri. Pomocou vhodne navrhnutého používateľského rozhrania toho môže 
byť dosiahnuté vhodnou kategorizáciou obsahu a prehľadným vizuálnym rozvrhnutím. Je 
výhodou, ak je systém prehľadný aj z developerského hľadiska, pomocou vhodne zvoleného 
členenia kódu a dostupných technológií. 
41.3 Výhody využívania CMS
Cena – Napriek tomu, že jednorázová investícia do webstránky s CMS systémom je väčšia 
ako investícia do tzv. statickej HTML stránky, je pravdepodobné, že sa financie čoskoro vrátia. 
Závisí však najmä od frekvencie a rozsahu aktualizácie. Pri cenách, ktoré webdizajnové firmy 
pýtajú za aktualizáciu statických stránok, je určite výhodnou variantou práve CMS systém, ak 
je web aktualizovaný aspoň jedenkrát za dva mesiace.
Jednoduchosť – Pri tvorbe stránky s aktualizovaným obsahom je redakčný systém 
jednoduchším nástrojom na aktualizáciu ako programovanie kódu vzhľadom na to, že stačia 
minimálne znalosti programovania.
Rýchlosť – Pomocou dobrého CMS systému sa stránky aktualizujú nielen jednoducho, ale 
aj rýchlo. Pri naozaj dobrom CMS systéme je rýchlosť aktualizácie stránky priamo úmerná 
rýchlosti písania.
Aktuálnosť informácií – Aktuálna webstránka je oveľa zaujímavejšia ako stránka 
s informáciami, ktoré už z polovice nemusia byť platné.
Optimalizácia pre vyhľadávače – Pri dobrom CMS systéme sú všetky stránky pomocou 
neho vytvorené automaticky optimalizované pre vyhľadávače. To znamená, že ich 
vyhľadávače, ako napríklad Zoznam.sk, alebo Google.com zobrazí na vyšších pozíciách. Takto 
si k webu užívateľ alebo potenciálny klient nájde kratšiu cestu.
Prístupnosť – Väčšina CMS systémov obsahuje funkciu prostredníctvom ktorej určí kto 
má prístup a práva na menenie obsahu webu.
Komplexnosť – Vďaka CMS systému je stránka oveľa komplexnejšia. Ak sa zvažuje 
investícia do komplexnejšej web stránky, investícia do CMS systému je priam nevyhnutná.
1.4 Moduly v CMS Systémoch
Ako už bolo spomenuté, veľkou výhodou redakčných systémov sú práve moduly („pluginy“), 
prostredníctvom ktorých je možné neustále rozširovať ich funkcie a možnosti. Jednotlivé 
moduly spolupracujú medzi sebou, pracujú s dostupnou databázou, alebo fungujú ako 
samostatné jednotky. Moduly ako také sú samostatné jednotky, ktoré môžu byť 
naprogramované nezávisle od systému (najčastejšie programované v jazykoch C#, Python, 
Delphi, C++, Java a mnoho ďalších). Vstupné informácie z databázy alebo systému sú 
spracované programom modulu, z ktorého výstup znova spracuje a zobrazí systém.
51.5 Možnosti vyhotovenia CMS
V súčasnej dobe existuje niekoľko možností pre vývoj požadovaného CMS systému. Tie 
najjednoduchšie sú naprogramované pomocou JavaScriptu (napr. TiddliWiki). S rastúcimi 
požiadavkami na komplexnosť systému sú však využívané flexibilnejšie technológie. Prvou 
možnosťou sú open source riešenia, ktorých výhodou je ich nezávislosť od platformy, na ktorej 
fungujú a tiež ich bezplatnosť. Medzi najrozšírenejšie patrí kombinácia využitia skriptovacieho 
jazyka PHP s podporou relačnej databázy MySQL a webového serveru Apache. Ich nevýhodou 
je však náročnejšie kódovanie vzhľadom na štruktúru samotného kódu . 
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V nasledujúcej kapitole budú popísané základné, a pre splnenie zadania nevyhnutné,
technológie využité pri tvorbe CMS systému, ktorý bude v tomto prípade predstavovať 
aplikácia synchronizéru. Nasledovné technológie taktiež zodpovedajú požiadavkám 
a vlastnostiam CMS systémov spomenutých v predchádzajúcej kapitole (1.2). Kostrou celého 
projektu je platforma navrhnutá firmou Microsoft, .NET Framework. Webová aplikácia je
navrhovaná v C#, jednom z niekoľkých možných jazykov s ktorými je platforma schopná 
spolupracovať. Využívaný je prvok ASP.NET, obsahujúci množstvo použiteľných funkcií a 
knižníc.
2.1 .NET Framework
Počiatkom 90. rokov boli väčšinou vytvárané samostatné aplikácie s veľmi malou schopnosťou 
vzájomnej komunikácie [4]. Tento nedostatok bol odstránený v polovici 90. rokov, kedy firma 
Microsoft uviedla technológiu COM (Component Object Model). Obrovskou výhodou je 
jazyková neutralita v binárnej forme. Pre každý komponent bolo definované rozhranie, ktoré 
sprostredkováva komunikáciu medzi klientom a príslušným komponentom. 
.NET Framework tvorí kostru hneď pre niekoľko technológií. Jeho jadro je založené na 
princípoch objektovo orientovaného programovania a všetky základné služby sprístupňuje 
širokej škále programovacích jazykov. .NET Framework automaticky podporuje triedy, 
metódy, vlastnosti, konštruktory, udalosti, polymorfizmus atď. Vo výslednom efekte to 
znamená, že nie je podstatné v ktorom programovacom jazyku komponenty vytvárame, 
prípadne aké komponenty používame. .NET Framework tiež rieši niektoré problémy súvisiace 
s bezpečnosťou. Ďalším problémom, který .NET Framework rieši je nasadzovanie a inštalácia
aplikácií (označovaný ako DLL Hell). 
.NET Framework zastrešuje značné množstvo rôznych komponentov. V nasledujúcom 
texte sú popísané niekoľko najvýznamnejších a tiež je naznačená hierarchia platformy (Obr. 1):
.NET programovacie jazyky – Technológia je schopná využívať jazyky ako Visual 
Basic, C#, Jscript .NET (verzia JavaScriptu na strane serveru), J#, a C++.
CLR (Common Language Runtime) – Je enginom prezentujúcim všetky .NET programy 
a vykonávajúcim automatické služby pre aplikácie, ako napríklad kontrolu bezpečnosti, správu 
pamäte alebo optimalizácie. 
7Knižnica tried .NET Frameworku – Poskytuje veľké množstvo existujúcich funkcií, 
ktoré sú k dispozícii pre vývojárov aplikácií. Tieto technológie sú organizované v sadách ako 
napríklad ADO.NET (technológia pre vytváranie databázových aplikácií) a Windows Forms
(technológia pre vytváranie desktopových užívateľských rozhraní).
ASP.NET – Tvorí engine hosťujúci aplikácie vytvorené v .NET a podporuje takmer všetky 
funkcie z .NET knižníc. Taktiež zahŕňa sadu služieb špecifických pre web, ako napríklad 
zabezpečenú autentifikáciu a ukladanie dát.
Visual Studio – Je jedným z možných vývojárskych nástrojov obsahujúci veľké množstvo 
produktívnych a debugujúcich funkcií. 
Obr. 1: Hierarchia  platformy .NET
2.2 HTML a HTML Forms
HTML je hypertextovým značkovacím jazykom, na ktorom je dodnes postavená komunikácia 
medzi klientom a serverom. Obsahuje dokument, ktorý spracúva text, ten tvorí formátovaný 
obsah zobrazovaný používateľovi. Sám o sebe je HTML statickým jazykom, kde jednotlivé 
funkcie, procedúry sú spracovávané inými skriptovacími jazykmi a technológiami, či už na 
strane klienta alebo serveru, na ktoré sa odkazuje. Jeho štruktúru v základe tvorí hlavička, ktorá 
je elementom zoskupujúcim základné informácie pre prácu s obsahom tela, kde je 
zhromaždený obsah zobrazovaný v prehliadači. HTML dokument má dva typy obsahu, tými sú 
text a elementy (alebo tagy), ktoré určujú prehliadaču ako ho text formátovať.
8HTML 2.0 uviedlo nový štýl programovania webu, nazývaný HTML forms. HTML 2.0 je 
rozšíreným HTML, ktorý už neobsahuje iba formátovacie tagy, ale aj tagy pre grafické 
WIDGETS, alebo ovládacie prvky. Týmito prvkami sú napríklad frekventovane využívané text 
boxy, rolovacie zoznamy, tlačidlá a iné. Všetky dáta zo vstupných ovládacích prvkov sú 
pomocou jedného spoločného reťazca posielané na webový server, kde sú prijaté a spracované 
príslušnou aplikáciou. Spomenuté ovládacie prvky sú dodnes základnou stavebnou jednotkou 
využívanou pri vývoji dynamických ASP.NET stránok. Zmenu prináša typ aplikácie bežiacej 
na strane serveru. V minulosti mohla byť pri práci s formulármi informácia zaslaná e-mailom 
pre nastavenie účtu, alebo na server, kde bola spracovaná podľa CGI (Common Gateway 
Interface) štandardu. V súčasnosti sa naskytuje možnosť práce s oveľa spoľahlivejšou 
a elegantnejšou platformou ASP.NET, viac informácií v [1].
2.3 ASP.NET
ASP.NET je systém štruktúry webových aplikácií vyvinutý a na trh uvedený spoločnosťou 
Microsoft, umožňujúci programátorom prácu na webových stránkach, aplikáciách a službách. 
Prvý krát bol vydaný v Januári 2002 ako verzia 1.0 .NET Framework a je nástupcom ASP –
Active Server Pages tiež od Microsoftu. ASP.NET je postavený na Common Language 
Runtime (CLR), umožňujúcom programátorom písať ASP.NET kód, využívajúc všetky jazyky 
podporované ASP.NET. Je rozšírený o SOAP (Simple Object Access Protocol) umožňujúcemu 
ASP.NET komponentom spracovávať SOAP správy. Tieto môžu byť zaslané (napríklad 
databáza ID užívateľov) stránke s povolenou webovou službou spolu s parametrami, ktoré je
potrebné vyhľadať. Stránka potom vráti dokument XML, čiže štandardný strojový formát 
s vyžadovanými dátami. Architektúra SOAP protokolu pozostáva z niekoľkých vrstiev 
špecifikácií pre formát správy, vzorov pre výmenu správ, základných väzieb transportného 
protokolu, modelov spracovávania správ a rozšíriteľnosti protokolov.
2.3.1 Vývoj ASP.NET 
Po vydaní Internetových informačných služieb (IIS) sady internetovo založených služieb pre 
serveri vydaných Microsoftom, začal vyvíjať možnosti pre nový model webových aplikácií, 
ktorý by vyriešil vtedajšie výhrady k ASP, špeciálne týkajúcich sa oddelenia prezentácie 
od obsahu a schopnosti písať „čistý“ kód.  Mark Anders a Scott Guthrie dostali za úlohu 
determinovať ako by mal model vyzerať a v priebehu dvoch mesiacov navrhli prototyp. 
Prototyp bol pomenovaný XSP a bol vyhotovený používaním Javy, avšak čoskoro bolo 
rozhodnuté vybudovať novú platformu postavenú na Common Language Runtime (CLR), 
9ponúkajúcom prostredie pre objektovo-orientované programovacie prostredie, detekciu a
vyraďovanie nepoužívaných, alebo nedosiahnuteľných dátových štruktúr a mnoho ďalších 
možností, ktoré predošlý Komponentový objektový model od Microsoftu nepodporoval. 
S prechodom na CLR, bolo XSP reimplementované v C# a premenované na ASP+, 
od tohto bodu bola nová platforma videná ako úspech pre Aktívne serverové stránky (ASP) a 
cieľom bolo umožniť jednoduchý prechod vývojárov ASP.
ASP+ bolo prvý krát verejnosti prezentované 2.5. 2000. Onedlho firma Fujitsu 
demonštrovala ASP+ použité v spojení s jazykom COBOL a bola ohlásená podpora 
niekoľkých ďalších jazykov, vrátane nových Visual Basic .NET a C# od spoločnosti Micrsoft a 
tiež podpora Python a Pearl od Active State. V druhej polovici roku 2000 bolo rozhodnuté 
premenovať ASP+ na ASP.NET. Po štyroch rokoch vývoja a niekoľkých beta verziách bol 5.1. 
2002 vydaný ASP.NET 1.0 ako verzia 1.0 .NET Framework a bol Microsoftom vyhlásený ako 
časť ich platformy pre webové služby [5].
2.3.2 Verzie ASP.NET
Aktuálnym vydaním ASP.NET je v súčastnosti jeho piate pokračovanie ASP.NET 4.0. 
Obrovskou výhodou je snaha Microsoftu udržať funkcionalitu a funkcie ako také v nadväznosti 
pri jeho nových vydaniach. Každé ďalšie vydanie teda prináša rozšírenia už existujúcich 
funkcií a tiež plnú kompatibilitu s predošlými verziami, ktorými sú nasledovné:
ASP.NET 1.0 – Prvé vydanie, ktoré je jadrom ASP.NET platformy, prinášajúcim široké 
portfólio špecifických funkcií.
ASP.NET 1.1 – Druhé vydanie prináša vylepšenia v prevedení a tiež opravy vyskytujúcich 
sa bugov. Neprináša žiadne nové funkcie.
ASP.NET 2.0 – Tretie vydanie zahŕňa veľké množstvo nových funkcií, zväčša 
odvíjajúcich sa od tých existujúcich. Hlavným cieľom bolo priniesť vývojárom nové 
vylepšenia, ktoré zjednodušujú písanie kódu, alebo ho nahradzujú novými nástrojmi. Nové 
funkcie prinášajú vstavanú podporu pre webovú navigáciu, funkcie pre štandardizovanie web 
dizajnu a tiež jednoduchší spôsob pre získavanie dát z databázy.
ASP.NET 3.5 – Štvrtá verzia si ponecháva engine predošlej verzie, avšak prináša niekoľko 
dramatických zmien. Jedným z najvýznamnejších vylepšení je sada ASP.NET AJAX, ktorá 
predstavuje nástroj pre tvorbu vysoko spoľahlivých webových stránok zahŕňajúci mnohé 
efekty, s ktorými sa dnes stretávame pri desktopových aplikáciách (ako napríklad drag and 
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drop alebo auto−dokončovanie). Ďalším významným vylepšením je podpora pre LINQ, ktorý 
je sadou jazykových vylepšení, umožňujúcich vyhľadávanie dát v pamäti na princípe 
dotazovania do databázy [1].
2.3.3 CHARAKTERISTIKA ASP.NET
Nasledujúca kapitola pojednáva o špecifických charakteristikách webových a užívateľských 
prvkov.
Stránky – .NET stránky sú hlavným stavebným blokom pre vývoj aplikácií. Tieto sú 
obsiahnuté v súboroch s .aspx rozšírením, tvoriaci takzvaný „je to na webe“ programovací 
žargón. Spomenuté súbory štandardne obsahujú statické (X)HTML značkovanie, tak ako aj 
značkovanie definujúce webové ovládacie prvky a užívateľské ovládacie prvky zo strany 
serveru, kde programátori ukladajú všetok potrebný obsah pre webovú stránku. Navyše, 
dynamický kód, ktorý beží na serveri, môže byť uložený na stránke do bloku, ktorý je podobný 
ďalším webovým vývojovým technológiám ako napríklad PHP, JSP a ASP. Táto možnosť je 
však z veľkej časti odmietaná z dôvodu dátových väzieb, ktoré spôsobujú viac volaní 
pri zobrazovaní stránky.
Code-behind model – Jedná sa o model programovania aplikácií, kde je dynamický kód 
programu umiestnený v oddelenom súbore, alebo špeciálne navrhnutom skriptovacom tagu. 
Práve táto vlastnosť je zautomatizovaná vo vývojovom prostredí Microsoft Visual Studio, 
s ktorým pracujem v tejto práci, alebo v iných IDE prostrediach. Výsadou tohoto spôsobu 
programovania je teda práve to, že sa programátorovi stačí zaoberať iba písaním kódu 
pre jednotlivé udalosti vykonané používateľmi ako napríklad načítavanie stránky, akcia 
spojená s kliknutím na jednotlivé ovládacie prvky systému a pod. Takýto spôsob výrazne
zjednoduší prácu programátorov oproti pracnému programovaniu skriptu odkazujúceho sa 
na jeho časti v rámci jedného dokumentu, ktoré zďaleka nie je tak prehľadné. 
Užívateľské ovládacie prvky – ASP.NET podporuje vytváranie znovu využiteľných 
komponentov prostredníctvom užívateľských ovládacích prvkov. Programátori majú umožnené 
pridávať vlastné parametre, metódy a iné. Užívatelia tiež môžu vytvárať užívateľské ovládacie 
prvky pre ASP.NET aplikácie. Tieto môžu byť kompilované do DLL súborov.
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2.4 Programovací jazyk C#
C# je „nový“ programovací jazyk od Microsoftu. C# je odvodený z C++, ale podobá sa 
na Javu, a taktiež má niečo z Delphi. Snáď hlavným podnetom pre jeho vznik bol príchod 
.NET platformy a vytvorenie konkurencie Javy.
Jazyk C# bol navrhnutý štvorčlenným tímom, ktorého hlavným predstaviteľom sa stal 
Anders Hejlsberg, tvorca programovacích jazykov, ako napr. Turbo Pascal a Delphi. Úlohou 
tohto tímu bolo vytvoriť a uviesť do reálnej praxe nový univerzálny programovací jazyk 
pre prostredie OS MS Windows, ktorý by bol prenositeľný medzi všetkými existujúcimi 
platformami. Aktuálny princíp fungovania programov vytvorených v jazyku C# je založený 
na tom, že výsledný kód danej aplikácie je preložený do tzv. medzijazyka (Intermediate 
Language – IL), ktorý je nezávislý na výslednej platforme určenej pre jeho používanie do 
úvahy treba brať skutočnosť, že OS MS Windows pracuje aj na iných procesoroch než sú tie, 
ktoré vychádzajú z koncepcie Intelu). Medzijazyk v skutočnosti nie je možné priamo vykonať 
a preto sa pred samotným použitím musí preložit do strojového kódu cieľového procesora
prostredníctvom prekladaca JIT (Just In Time). Prekladač generuje riadiaci kód, ktorý využíva 
služby tzv. spoločného runtime systému (Common Language RunTime – skrátene len CLR). 
Výsledkom celého procesu sa teda stane program vytvorený v jazyku C# a preložený
do medzijazyka, ktorý je možné použiť v rámci najnovších verzií OS MS Windows nezávisle 
na type použitého procesora. Obr. 2 znázorňuje spomínaný proces kompilácie a exekúciu C# 
kódu [1].
12
Obr. 2: Priebeh kompilácie C# jazyka
2.4.1 Charakteristické rysy jazyka C#
 Medzi najvýraznejšie vlastnosti jazyka C# patria nasledujúce charakteristiky:
 Jazyk C# je čisto objektovo orientovaný.
 Obsahuje natívnu podporu komponentového programovania.
 Podobne ako Java obsahuje len jednoduchú dedičnosť s možnosťou násobnej 
implementácie rozhrania.
 Vedľa členských dát a metód pridáva vlastnosti a udalosti.
 Správa pamäte je automatická. O korektné uvoľňovanie zdrojov aplikácie sa stará tzv. 
garbage collector.
 Podporuje spracovanie chýb pomocou výnimiek.
 Zaisťuje typovú bezpečnosť a podporuje riadenie verzií.
 Podporuje atribútové programovanie.
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Zaisťuje spätnú kompatibilitu s aktuálnym kódom na binárnej aj zdrojovej úrovni. 
Väčšina uvedených vlastností vychádza priamo z funkcionality vývojového rámca .NET. 
Jazyk C# je tiež integrovaný do vývojového prostredia Visual Studio.NET.
Prekladače jazyka C# sú tzv. case sensitive, rozlišujú teda veľké a malé písmená. Podobne 
ako v iných programovacích jazykoch aj v jazyku C# bolo zavedených niekoľko konvencií. 
Mená balíkov, tried, rozhraní a väčšiny ďalších položiek začínajú veľkým písmenom. Malým 
písmenom začínajú privátne a chránené (protected) atribúty, lokálne premenné a parametre.. 
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3 DATABÁZY
Termín databáza pochádza z oblasti počítačového priemyslu. Jedna z možných definícií 
databázy je, že databáza je kolekcia záznamov informácií, ktoré sú systematickým spôsobom 
uskladnené v počítači, a z ktorých je možno na základe požiadavky vyberať potrebné dáta [3]. 
Počítačový program, ktorý manažuje databázu a dotazy sa nazýva Program správy databázy 
(Database Management Systém – DBMS ) Spôsob uloženia dát v databáze je popísaný 
popisom známym ako schéma. Existuje viac rôznych spôsobov modelovania štruktúry 
databázy. Tieto spôsoby sa nazývajú databázové modely a v dnešnej dobe je najpoužívanejší 
relačný databázový model, ktorý dáta uskladňuje vo vzájomne súvisiacich tabuľkách.
3.1 Databázové modely
Na modelovanie databázových štruktúr sa používajú rôzne spôsoby. Väčšina databázových 
systémov je postavená na jednom dátovom modely, aj keď čím ďalej, tým viac, je do nových 
systémov implementovaná podpora viacerých modelov. Pojem dátový model neoznačuje len 
spôsob štruktúry dát, ale tiež definuje súbor operácií, ktoré môžu byť s dátami vykonávané. 
Poznáme šesť základných dátových modelov: plochý, hierarchický, sieťový, relačný, 
dimenzionálny a objektovo orientovaný. Vo svojej práci sa budem sústrediť na relačný 
databázový model, pretože systém MS SQL pracuje práve na jeho princípe.
Relačný model je v dnešnej dobe najrozšírenejším spôsobom uloženia dát v databáze. Dáta 
sú uložené v tzv. tabuľkách, ktoré sú podobné tabuľkám používaným v plochom modele. 
Vzťahy medzi tabuľkami nie sú explicitne definované, ale používajú sa tzv. kľúče. Kľúč je 
skupina jedného alebo viac stĺpcov tabuľky, ktorých hodnoty odpovedajú stĺpcom v iných 
tabuľkách. Primárny kľúč sa používa na zaručenie unikátnosti hodnôt v určitom stĺpci jednej 
tabuľky, aby boli jednotlivé záznamy od seba ľahko rozoznateľné (napríklad pri vyhľadávaní). 
Cudzí („foreign“) kľúč slúži na vyjadrenie vzťahov medzi viacerými tabuľkami. Istým 
spôsobom zaisťuje integritu dát, na čo kladie relačný model veľký dôraz. Ako základné 
rozhranie pre relačnú databázu slúži jazyk SQL. 
3.2 Spojenie typu klient-server
Mnoho databázových systémov pracuje na princípe typu klient-server. Klienta predstavuje 
aplikácia, ktorá sa pripája na server a posiela doňho dotazy. Tie môžu byť rôzneho typu, 
závisia od služieb, ktoré server poskytuje (e-mail, web, ftp prípadne dáta v prípade databáz). Je 
samozrejmé, že server podporuje pripojenie viacerých klientov využívajúcich jeho služby. 
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Klient aj server majú rôzne úlohy. Medzi úlohy serveru patrí zálohovanie dát,
poskytovanie zabezpečenia proti nežiadúcemu prístupu k dátam, včasný prístup k službám a 
údržba skladovacieho priestoru. Medzi úlohy klienta patrí poskytovanie užívateľského 
rozhrania, využívanie obmedzených zdrojov serveru rozumným ekonomickým spôsobom a
zabezpečenie cieľov samotnej aplikácie.
3.3 Microsoft SQL Server 2008 Express
MS SQL Server 2008 Express je relačný systém správy databázy vyvinutý spoločnosťou 
Microsoft. Využíva dotazovací jazyk T-SQL, čo je rozšírený jazyk SQL. Samotný systém je 
typu klient-server a skladá sa z viacerých klientských a serverových programov. Distribúcia 
Express je odľahčenou verziou SQL serveru a je voľne distribuovateľná. Napriek tomu 
poskytuje všetky základné nástroje a možnosti aké sú aj v komerčnej verzii a je plne 




Pre tvorbu redakčného systému je databáza nevyhnutnou podmienkou, ktorá zaisťuje správu 
obsahu. Pozostáva z vhodne zvolených tabuliek, uchovávajúcich parametre a záznamy 
jednotlivých objektov pridávaných používateľmi. Vytvorenie databázy a následne tabuliek 
prebiehalo vo vývojovom prostredí Microsoft Visual Studio 2010, ktorého licencia je po  
objednaní študentom bez poplatku sprístupnená na stránkach Microsoftu. Spomenuté tabuľky 
boli realizované pomocou jedného zo špeciálnych nástrojov vývojového prostredia Server 
Exploreru. Nástroj je prehľadný a hierarchicky členený.
4.1.1 Logický databázový model
Na modeli zobrazenom v prílohe (príloha B), sú naznačené tabuľky a ich prepojenia medzi 
sebou. Každá entita obsahuje položky spracovávané SQL databázou, ktoré majú medzi sebou 
definované vzájomné vzťahy. Hodnota „1“ znamená práve jednu špecifickú jednotku, ku ktorej 
sa môže vzťahovať, ako je patrné z modelu „0..*“, čiže neobmedzené množstvo ďalších 
jednotiek, alebo znovu práve jedna položka a naopak. To znamená, že napríklad vo vzťahu 
udalosti (Event) a pozvánky (EventsUsers) pri požiadavke klienta smerom na server budú 
z databázy zaslané všetky aktuálne pozvánky vo vzťahu k danej udalosti. Jednoducho 
povedané, jedna udalosť môže mať 0 až n pozvaných užívateľov, pokiaľ každá pozvánka má 
logicky vždy prideleného len jednu unikátnu udalosť, na ktorú sa vzťahuje. Štruktúra LDM 
návrhu v prílohe A.
Popis entít LDM návrhu
Jednotlivé entity sú prezentované tabuľkami s príslušnými atribútmi:
Tabuľka users:
id − primárny kľúč/jednoznačný identifikátor používateľa
meno − meno používateľa
priezvisko − priezvisko používateľa
mail − e-mailová adresa používateľa a tiež login pri prihlasovaní sa do databázy
heslo − heslo používateľa prevedené už pri registrácii do zabezpečenej podoby 
pomocou hashovacej funkcie a takto uložené do databázy 
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Tabuľka Events:
id − primárny kľúč/jednoznačný identifikátor udalosti
autor − obsahuje meno a priezvisko autora generované na základe SQL dotazu
názov − názov udalosti
lokácia − miesto konania udalosti
čas − čas uskutočnenia udalosti v prednastavenej forme
čas_vytvorenia − zaznamenaný čas vytvorenia udalosti
info − popis udalosti
Tabuľka Contacts:
idUser − primárny kľúč ku vzťahu k používateľovi, ktorého kontakty budú 
zobrazené
idContact − primárny kľúč vo vzťahu ku kontaktom viazaným k používateľovi
Tabuľka EventsUsers:
id_event − primárny kľúč vo vzťahu k udalosti, na ktorú bol používateľ pozvaný
id_user − primárny kľúč vo vzťahu k používateľovi pozvanému na danú udalosť
stav − rozpoznáva či bol užívateľ pozvaný, prípadne jeho odpoveď na pozvánku 
(účasť, neúčasť, nerozhodný stav)
4.2 Štruktúra obsiahnutých súborov
Všetky súbory, ktoré aplikácia využíva k svojmu chodu sú prehľadne zobrazené v ďalšom 
z nástrojov Visual Studia  v tzv. Solution Explorery. Developer má pomocou neho možnosť 
pridávania a odoberania nových položiek, ako napríklad webových formulárov, tried, 
užívateľských kontrol a mnoho ďalších. Tieto môžu byť podľa potreby členené do jednotlivých 
zložiek pre lepší prehľad. Štruktúra adresárov je z pohľadu adresárov odlišná pri vývoji 
aplikácie založenej ako webová stránka, (v prípade vývoju Synchronizéra, viď obr. 3), alebo 
ako projekt, ktorý využíva hlbšie členenie.
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Obr. 3: Štruktúra súborov využitých pri vývoji aplikácie
Web forms – Predstavujú súbory s koncovkou .aspx, v ktorých sa nachádza HTML kód 
prispôsobený pre spoluprácu prácu s ASP.NET prvkami a aspx.cs, ktorý obsahuje dynamický 
funkčný kód bežiaci na strane serveru. Na tento kód odkazujú špeciálne elementy .aspx súboru.
Triedy – V projekte sú navrhnuté štyri triedy, s využitím ktorých sa minimalizuje 
množstvo znovu využiteľného kódu. Obsahujú jednotlivé metódy, pomocou ktorých môžme 
podľa potreby pristupovať na vytvárané objekty, čím je kód nielen zminimalizovaný, ale aj 
omnoho prehľadnejší a vývoj aplikácie značne jednoduchší.
Požívateľské ovládacie prvky – Nachádzajú sa v aplikácií Synchronizéru predstavované 
súborom EventRow.ascx, značne zjednodušujúcim tvorbu aplikácie. Obrovskou výhodou, ktorú 
prvok prináša, je jeho využitie v GUI, grafickom používateľskom prostredí Visual Studia pri 
dizajnovaní ovládacích prvkov. Spomenutý súbor je ovládacím prvkom a frekventovane 
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využívaným aplikáciou. Zobrazuje základné informácie jednotlivej udalosti s možnosťou 
náhľadu, prípadne úpravy. 
Global.asax – Predstavuje voliteľný súbor využívaný pre ovládanie aplikácií a udalostí, 
alebo objektov súvisiacich so spojením, bežiacich pod ASP.NET platformou. Súbor využitý 
v projekte po spustení aplikácie využíva knižnicu RouteTable, pomocou ktorej ukladá URL 
adresy jednotlivých stránok.
MasterPage.master – Súbor tvorí tzv. šablónu, prostredníctvom ktorej je možné vytvárať
konzistentné rozloženie, vzhľad a správanie stránok v aplikácií. Tieto prvky sa pri prehliadaní 
stránok nemenia, a preto sa tu umiestňujú prvky, ktoré by mali byť neustále viditeľné. Mení sa 
len obsah časti, kde je definovaný serverový ovládací prvok ContentPlaceHolder, v ktorom sú 
zobrazované vlastné stránky (Web Content Form).
Kaskádové štýly – Pre zjednodušené dizajnovanie rozloženia stránky slúži súbor style.css.
Je písaný v HTML jazyku a pozostáva z jednotlivých „divov“ – elementov, ktoré delia 
zobrazenú stránku na jednotlivé celky. Tieto sú pomocou súboru formátované.
Web.config – Ide o súbor využívaný pre nastavenie relácií a spojenia s databázou.
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5 POPIS JEDNOTLIVÝCH ČASTÍ APLIKÁCIE
V tejto kapitole sú popísané funkcie jednotlivých častí aplikácie Synchronizéru a zároveň je 
priblížený princíp ich tvorby. Aplikácia sa skladá z niekoľkých základných celkov, ktorými sú 
úvodná obrazovka s možnosťou registrácie alebo prihlásenia, ďalej samotná aplikácia 
pozostávajúca z tvorby vlastných udalostí, ich správy a tiež sledovanie a odpovedanie na 
pozvánky iných užívateľov. Ukážky samotnej aplikácie sú vyobrazené v pripojených prílohách 
(prílohy A.1 − A.5).
5.1 Registrácia
Aby mohol používateľ využívať možnosti aplikácie, musí byť korektne prihlásený. Tomu 
samozrejme predchádza registrácia do systému, ktorá prebieha vyplnením príslušného 
formulára potrebnými údajmi, ktoré predstavujú meno, priezvisko, e-mail a heslo s jeho 
potvrdením.
Formulár je ošetrený validátormi, ktoré zabezpečujú kontrolu správnosti vyplnenia 
jednotlivých polí a v prípade nedostatkov sú súbežne zobrazované pri príslušnom poli 
formuláru (viď Obr. 4). Po kliknutí na tlačítko registrácie systém taktiež validuje, či už 
v databáze neexistuje záznam s rovnakým e-mailom, ktorý plní úlohu loginu do aplikácie. 
Ďalším využitím e-mailu je e-mailová notifikácia pozvánky na udalosť a tiež vyhľadávanie 
kontaktov uložených v databáze.
Obr. 4: Validácia zadávaných údajov
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Po správnom vyplnení potrebných údajov prebieha registrácia používateľa (uloženie do 
databázy). Vstupom je objekt používateľa, na ktorého základe sa vytvorí a vykoná SQL dotaz 
vloženia nového riadku do tabuľky používateľov. V prípade neúspešného vloženia funkcia 
vracia hodnotu „false“. 
Ďalšou funkciou webového formulára registrácie je automatické dopĺňanie veľkých písmen 
mena a priezviska s využitím pomocnej triedy Helpers a jej funkcie Helpers.Capitalize.
V prípade úspechu je pomocou funkcie redirect používateľ presmerovaný na domovskú 
stránku.
5.2 Prihlasovacie okno
Formulár prihlasovacieho okna je súčasne aj defaultnou stránkou aplikácie, prípade je na ňu 
používateľ presmerovaný po uplynutí time−outu 20 minút nastavených v konfiguračnom 
súbore.
Po odkliknutí prihlasovacieho tlačítka systém zvaliduje správne vyplnenie prihlasovacích 
údajov. Následne sa volá funkcia databázovej vrstvy, GetUserByEmail (výpis kódu 1
znázorňuje priebeh funkcie s využitím objektu databázy, dotazu a príslušných príkazov). Ak sa 
používateľ nenašiel, alebo kontrola hesla vráti false (po negácii true), tak vznikla chyba alebo 
boli nesprávne zadané údaje a stránka nie je validná. Inak sa vytvorí relácia s objektom daného 
používateľa a presmeruje sa na domovskú stránku.
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Výpis kódu 1: App_code/DBLayer.cs − vybranie objektu používateľa z databázy
5.2.1 Domovská stránka
Ak je používateľ prihlásený, naplní sa jeho objekt. V inom prípade je presmerovaný na 
prihlásenie. Následne sa chronologicky zobrazia všetky udalosti týkajúce sa daného 
používateľa. Pre každú udalosť sa vytvorí EventRow objekt a pridá sa do príslušného panelu, 
súčasne sa nastavia vlastnosti objektu udalosti, ktorý sa vykreslí v paneli, viď Obr. 5.
Ak je pozvaných viac ako nula používateľov, aplikácia zistí koľkí z nich pozvánku prijali  
− použitie LINQ dotazu k objektu, ktorý má na starosti filtráciu na základe stavu pozvánky.
Obr. 5: Zobrazenie udalosti
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5.3 Moje udalosti
Menu Moje udalosti pozostáva z dvoch častí. Prvou je formulár pre vytváranie nových udalostí 
a druhou znovu využitý objekt udalosti. Tento umožňuje náhľad do detailov zobrazených 
udalostí, ktoré boli daným používateľom vytvorené a tiež úpravu danej udalosti.
5.3.1 Tvorba novej udalosti
Ak ide o prvé načítanie stránky (nejde o PostBack), nastavia sa hodnoty časových 
komponentov na aktuálny čas. Pri tvorbe udalosti je nutné vyplniť jej názov a lokáciu, pole 
informácie o udalosti je voliteľné. Pri voľbe času uskutočnenia je aktívna funkcia, ktorá pri 
zmene predvolenej hodnoty prepočíta a upraví počet dní pre daný mesiac alebo rok.
Popri tvorbe novej udalosti je stále aktívny panel, ktorý drží objekty typu EventRow a získa 
udalosti, ktorých vlastníkom je aktuálny používateľ. Ak nemá doposiaľ vytvorené žiadne 
udalosti, pridá sa do panelu label s textom informujúcim o danej skutočnosti. Inak sa vykoná 
iterácia nad používateľovými udalosťami a vytvoria a pridajú sa objekty EventRow do panelu.
5.3.2 Úprava udalostí a správa kontaktov
Úprava udalosti prináša ďalšie možnosti, ktoré predstavuje úprava informácii stávajúcej 
udalosti a prehľadné pozývanie používateľov aplikácie ich výberom zo zoznamu e-mailových 
kontaktov. Kontakty si jednotliví používatelia môžu pridávať prostredníctvom vyhľadávača, 
kde zadajú e-mailovú adresu, na základe ktorej budú nájdené v databáze. Autor udalosti má 
tiež možnosť jej vymazania. 
Posledným komponentom v ponuke Moje udalosti je zobrazenie pozvaných kontaktov, 
zoskupených do skupín podľa ich evidovanej účasti. 
5.3.3 E-mailová notifikácia
Pri každom pozvaní na udalosť je systémom generovaná e-mailová správa pre používateľa, viď 
obr. 6. Toto prebieha prostredníctvom triedy STMP klienta, ktorý sa prostredníctvom 
poskytnutých prihlasovacích údajov prihlási na pre tento účel vytvorený Gmailový účet.
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Obr.6: Správa STMP klienta
5.3.4 Nadchádzajúce udalosti
Okno nadchádzajúcich udalostí pozostáva z dvoch vyobrazení, kde jedno chronologicky 
mapuje od najnovšej nadchádzajúcej udalosti všetky ostatné, týkajúce sa daného používateľa, 
zatiaľ čo druhé indikuje už prebehnuté udalosti.
Po zvolení nadchádzajúcich udalostí aplikácia opäť využíva výhod objektového 
programovania a využíva už spomenutý užívateľský ovládací prvok prostredníctvom 
EventRow a jeho vlastností. 
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6 ZABEZPEČENIE SYSTÉMU
Bezpečnosť internetových aplikácií je významným prvkom každej z nich. V dnešnej dobe 
rozlišujeme mnoho možných pokusov o napadnutie. Spomenuté útoky predstavujú 
predovšetkým metódy ako SQL injection, alebo odchytávanie komunikácie pri prenose medzi 
serverom a klientom. Hrozí nebezpečenstvo zobrazenia a modifikácie dát nepovolaných 
užívateľov.
6.1 Útok SQL injection
SQL injection predstavuje útok, pomocou ktorého je možné upravovať SQL dotazy s využitím 
zasielaných dát z formulárov. Útočník je pri slabom zabezpečení schopný získať identitu aj bez 
hesla s ktorou je spojená, alebo priamo napadnúť databázu a tu modifikovať zaznamenané 
údaje.
Možné varianty SQL injection a vlastné riešenie
SQL injection počíta hneď niekoľko spôsobov napadnutia. Ťaží predovšetkým 
z nezabezpečených dotazov posielaných databáze:
set ok = execute("SELECT * FROM Users
WHERE user = ' "&  form(“user”)  &  " '  
AND pwd = ' "  & form(“pwd”) &  “ '”  );
if not ok.EOF 
login success 
else  fail
Do takto napísaného dotazu je možné voľne vkladať reťazce nepriaznivého kódu 
spôsobujúce rôzne hrozby:
or 1=1 --
(ignorácia zvyšku riadku, jednoduchý login na mnohé stránky)
'  ;  DROP TABLE  Users   --
(mazanie používateľských tabuliek, na podobnom princípe je tiež možné pridávanie 
používateľov alebo resetovanie hesiel)
′ ; exec cmdshell net user badguy bad pwd/ ADD -- ′
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(ak sa kontext SQL servera spustí ako „sa“, útočník získa účet na databázovom servery)
Viac detailov ohľadom útokov v [6]. 
6.2 Vlastné riešenie
Aby bolo zamedzené podobným pokusom o útoky, je potrebné využívať parametrizované, 
predpripravené SQL dotazy a commandy, obsahujúce vlastné ochranné algoritmy a slúžiace na 
exekuovanie dotazov, viď výpis kódu 2. 
Výpis kódu 2: App_code/DBLayer.cs − parametrizované ukladanie údajov pomocou SQL
6.3 Hashovacia funkcia
Pri pokusoch hackerov o odchytávanie prenosov medzi klientom a serverom je veľmi účinným 
zabezpečovacím prostriedkom práve zabezpečenie pomocou takzvanej „hashovacej“ funkcie. 
Hacker pokúšajúci sa zachytiť takto zabezpečené heslo v prípade úspechu má v rukách nič 
nevypovedajúci reťazec znakov namiesto konkrétneho hesla. Spomínaná hashovacia funkcia je 
špeciálnou formou enkrypcie, často využívanou pre heslá, ktorá využíva jednocestný 
algoritmus. Tento algoritmus je prezentovaný unikátnym vstupom s premenlivou dĺžkou 
(message), ktorého výsledkom je unikátny výstup s fixnou dĺžkou, nazývaný hash, alebo
„message digest“.
Na zabezpečenie hesiel hashovaním je k dispozícii rada existujúcich funkcií. Medzi 
najrozšírenejšie patria SHA−1 (Secure Hash Algorithm 1) a MD5 (Message Digest algorithm 
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5). Funkcia SHA je síce pomalšia ako MD5, na druhej strane je silnejšie zabezpečená, 
konkrétne 160 bitovým slovom, kým MD5 je zabezpečené iba 125 bitovým slovom.
6.3.1 Hashovacia funkcia MD5
Pre zabezbečenie hesla v aplikácii Synchronizéru bola zvolená práve funkcia MD5, s využitím 
väčšej rýchlosti ako pri volbe SHA−1, ktorej lepšie zabezpečenie bude vynahradené pridaním 
takzvaného time stampu (časového razítka), viď kapitola.6.2.3.
MD5 je jednosmerná hashovacia funkcia, ktorú vyvinul Ronald Rivest z MIT 
(Massachusetts Institute of Technology) v roku 1991. Algoritmus hashovacej funkcie MD5 bol 
vyvinutý, aby nahradil staršiu funkciu MD4. Postupne bolo v tejto funkcii nájdených niekoľko 
vád, ale funkcia je stále používaná. V roku 2004 boli nájdené ďalšie závažnejšie bezpečnostné 
chyby, aj napriek všetkému je táto hashovacia funkcia stále veľmi používaná a plnohodnotne
se vyrovná funkcii SHA-1.
Pri hashovaní je generovaná, na základe vstupných dát, Hash Value, ktorá je väčšinou 
kratšia, než vstupný text, a je tvorená takým spôsobom, že je veľmi nepravdepodobné aby 
niektorý ďalší text generoval rovnakú Hash Value. Pokiaľ by aj napriek tomu mali dva rôzne 
vstupné reťazce rovnakú Hash Value, jednalo by sa o kolíziu. Ak teda pomocou tejto funkcie 
vytvoríte hash pre dva podobné reťazce, musí byť otisk úplne odlišný.
6.3.2 Možné útoky na prelomenie hash − funkcie
Prekonanie kódu – MD5 je teda hashovacia funkcia, ktorá sa väčšinou používa pre 
ukladanie hesiel v databáze. Pokiaľ by sa v praxi získalo heslo, zakódované jednou funkciou 
MD5 a pokiaľ nie je zložené z rôznych alfanumerických znakov, ale iba z malých písmen a 
číslic a je patrné, že nie je dlhé, nie je pre hackera taký problém heslo prelomiť.
Brute-Force Attack – Môže byť využitý napríklad program Cain&Abel (alebo iného 
z mnohých existujúcich) a prelomenie takéhoto hesla o dĺžke 5 znakov je potom otázka času 
niekoľkých minút. Princíp spočíva v definovaní dĺžky hľadaného hesla a následného testovania 
možných kombinácií pri použití znakov „abcdefghijklmnopqrstuvwxyz1234567890”. 
Podobný program nie je zložité naprogramovať. Stačí vytvárať reťazce  požadovanej 
dĺžky, ktoré budú zložené z predom zadaných znakov. Jediné, co je potrebné, je knižnica pre 
kódovanie MD5. Program je potom napríklad v jazyku C otázkou niekoľkých riadkov a 
kvalitného algoritmu. Pri heslách obsahujúcich vyšší počet znakov, veľké a malé písmená, 
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alebo špeciálne znaky je však útok neškodný pre zložitosť výpočtu algoritmu a z toho 
vyplývajúcej potrebnej doby.
Dictionary attack – Je riešením nedostatoku predošlého spôsobu. Jedná sa o druh útoku, 
pri ktorom využívate určitý predom vytvorený zoznam hesiel. Tento zoznam postupne 
prechádza a každé slovo zakóduje pomocou MD5. Pre útok môže byť znovu použitý program 
Cain&Abel.
6.3.3 Zabezpečenie Synchronizátoru
Na základe poznatkov z predošlej kapitoly bola vhodne zvolená forma zabezpečenia 
v súvislosti s ochranou používateľských kônt. Spočíva v zakódovaní hesla jednoduchou 
hashovacou funkciou už pri registrácii používateľa a využívaní kombinácie hashu a časového 
razítka pri ďalšej práci aplikácie s jeho heslom. 
Heslo vyplnené používateľom pri registrácii je automaticky hashnuté pri odoslaní 
formulára serveru. Pri všetkej nasledovnej práci s používateľovým heslom už bude nakladané 
ako s reťazcom kódu, ktorý je takto uložený aj v databáze. Z vyššie uvedených dôvodov je 
však takéto zabezpečenie nedostatočné, preto je zvolená jeho kombinácia s pridaným časovým 
razítkom. Obr. znázorňuje hashe dvoch takmer identických hesiel, s jedným zmeneným 
písmenom.
Obr. 7: Reťazec hashnutého hesla
Aby mohlo hashovanie hesla vôbec prebiehať, je potrebný príslušný skript MD5 
hashovacej funkcie, volaným v hlavičke HTML kódu a vykonaným prehliadačom, viď výpis 
kódu ..
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Výpis kódu 3: Prihlasenie.aspx − spojenie hesla a časového razítka na strane klienta
Časovým razítkom je vlastne čas získaný špecifickou funkciou, ktorá tento zaznamená 
v skrytom poli (hidden field). Plní funkciu výzvy, ktorú prevezme server spolu s obsahom pola 
txtHeslo, v ktorom sa nachádza hash už hashnutého hesla spoločne s časovým razítkom. Na 
základe loginu, tvoreného e-mailom používateľa server vyhľadá z databázy hľadaný účet, 
ktorého uložený hash hesla pospája dohromady s poskytnutou výzvou, všetko znova hashne 
a porovná, viď výpis kódu 3. Ak sa reťazce rovnajú, používateľ je autentifikovaný. 
Výpis kódu 4:App_code/User.cs − kontrola hesla na strane serveru
Ochrana proti možným útokom prostredníctvom časového razítka spočíva v jedinečnosti 
hashu pri každom prihlásení používateľa. Ak by sa útočníkovi prenášaný hash podarilo 
nejakým spôsobom zachytiť, pri pokuse o prihlásenie s jeho využitím by už však neuspel. Hash 
by sa vzťahoval na čas aktuálny k prihláseniu okradnutého používateľa. Takáto ochrana 
zabezpečuje dynamickú a spoľahlivú ochranu. 
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ZÁVER
Výsledkom práce je návrh a realizácia aplikácie synchronizéru. Systém umožňuje jeho používateľom 
sledovanie nadchádzajúcich udalostí a ich detailov a tiež tvorbu a spravovanie vlastných udalostí. 
Jednotlivé udalosti poskytujú možnosť ich editácie, mazania a pozývania jednotlivých používateľov. Tieto 
sú sprostredkované iba autorom daných udalostí na základe overenia autorizácie.  Prostredníctvom 
jednoduchého systému pridávania kontaktov je tiež autorovi na základe e-mailových adries sprístupnené 
pozývanie používateľov v rámci komunity. Systém obsahuje funkciu e-mailovej notifikácie 
nadchádzajúcich udalostí týkajúcich sa toho − ktorého používateľa prostredníctvom SMTP protokolu.
Systém je navrhnutý tak, aby bolo jeho ovládanie čo najjednoduchšie a najprehľadnejšie. To 
zabezpečuje vhodné členenie stránky prostredníctvom využitia jednotlivých ikonových sád, podľa 
moderných trendov vývoja používateľských aplikácií. Prehľadnosť zobrazenia je tiež dosiahnutá využitím 
master pages súborov a ich place holderov predstavujúcich prednastavenú kostru stránky. Ide vlastne 
o správu implementácie na jednom mieste.
Často využívaným prvkom redakčných systémov zaručujúcim bezpečnosť a prideľovanie práv 
jednotlivých používateľov je využitie používateľských rolí. Tieto sú v systéme nahradené autorizáciou 
užívateľov vo vzťahu k udalostiam ich vytvorenými. To znamená že možnosť editácie a pozývania na 
udalosti má vždy len ich autor.
Aplikácia je vhodne zabezpečená proti nežiadúcim úpravám databázového skriptu a tiež proti 
odchyteniu hesla počas registrácie alebo prihlasovania používateľa s využitím skriptu MD5 hashovacej 
funkcie a tiež časového razítka použitého pre jedinečnosť hesla zasielaného na server.
Možným vylepšením systému by bolo predovšetkým, aj zo zadania vyplývajúceho systému modulov, 
predstavujúcich jednotlivé .dll súbory. Systém modulov by vyžadoval zavedenie používateľských rolí 
s prislúchajúcimi právami, ako napríklad rola administrátora, autora alebo bežného používateľa. 
Jednotlivé moduly by mohli predstavovať napríklad možnosť online chatu s používateľmi aplikácie, 
systém pre správu súborov, alebo fotiek týkajúcich sa jednotlivých udalostí a podobne. 
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ADO ActiveX Data Object
AJAX Asynchronous JavaScript and XML
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HTML HyperText Markup Language
GUI Graphical User Interface
IDE integrated development environment
IL Intermediate Language 
IIS Internet Information Services
JIT Just In Time 
LINQ Language Integrated Query
MD5 Message Digest algorithm 
MIT Massachusetts Institute of Technology 
MySQL relational database management system
PHP Hypertex Preprocessor
SHA−1 Secure Hash Algorithm 1
SOAP Simple Object Access Protocol
SQL Structured Query Language
STMP Simple Mail Transfer Protocol
33
T-SQL Transact-SQL
URL Uniform Resource Locator
XML Extensible Markup Language
(X)HTML eXtensible HyperText Markup Language
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PRÍLOHY
A.1 ÚVODNÁ OBRAZOVKA S PRILASOVACÍM FORMULÁROM
A.2 ZVALIDOVANÝ REGISTRAČNÝ FORMULÁR
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A.3 DOMOV (DEFAULTNÁ STRÁNKA)
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A.4 OBRAZOVKA: MOJA UDALOSŤ
A.4.1 MOJE UDALOSTI \\ UPRAVIŤ UDALOSŤ
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A.4.2 DOMOV \\ MOJE UDALOSTI \\ DETAIL UDALOSTI
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A.5 DOMOV \\ NADCHÁDZAJÚCE UDALOSTI
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B LOGICKÝ DATABÁZOVÝ MODEL
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C DVD
/aplikácia – Webová aplikácia Synchronizéru udalostí
/dokumenty – Text práce vo formáte PDF
