DISILLUSIONMENT WITH ENTERPRISE JAVABEANS

EJB
2 is the standard Java framework for writing component-based, distributed business applications. It is a framework for building business logic components, known as enterprise Java beans (or EJBs, for short), and handles some of the most time-consuming aspects of writing enterprise applications. EJB provides services such as transaction management, authorization, persistence, and application assembly. In this section, we look at what worked and what didn't and how that led to the development of the next generation of the enterprise Java framework.
SEPARATION OF CONCERNS WITH THE EJB FRAMEWORK
Before the availability of EJB, Java developers were responsible for writing the transaction management, authorization, and persistence code themselves. In addition to being error-prone and time-consuming to write, this code was often intertwined with the business logic. In comparison, by using the EJB framework, making application components transactional, secure, and persistent requires only the declarative specifi cation of these characteristics using separate metadata in XML confi guration fi les, known as deployment descriptors.
As fi gure 1 shows, the EJB framework, which is also known as the EJB container, reads the deployment descriptor and implements the required behavior, often by intercepting calls to a component and executing extra code that handles the crosscutting concern. For example, EJB applications typically use declarative transactions, eliminating the need to write transaction management code entangled with each component's business logic. The EJB framework intercepts calls to an EJB and begins, commits, and rolls back transactions.
Similarly, the EJB framework simplifi es the development of secure applications by making it possible to secure components declaratively. An EJB's deployment descriptor specifi es which users can access a component or a component method. The EJB framework intercepts calls to the EJB and verifi es that the caller is authorized to access the component.
EJB also supports persistent components, called entity beans. The deployment descriptor for an entity bean describes how its attributes map to the database schema. The deployment descriptor maps simple values to columns and maps relationships to foreign keys and join tables. The EJB framework uses this mapping to generate SQL statements to query and update the database.
EJB partially succeeded in separating crosscutting concerns from the business logic. Responsibility for handling those concerns moved from the business logic components to the EJB framework. As it turned out, however, the fi rst two versions of the framework-EJB 1.0 and EJB 2.0-did this in a fundamentally fl awed way.
EJB ISSUES
The major fl aw of the early specifi cations of EJB, which pervade the enterprise Java community today, is that they place severe demands on classes implementing these components. EJB 1.0 and 2.0 components must implement interfaces defi ned by the EJB framework and must The fi rst problem is that the separation of concerns is an illusion. Even though concerns such as security, transaction management, and persistence are separate from the code and confi gured in a deployment description, you cannot ignore them when developing business logic. For example, a persistent EJB component cannot be easily tested without the database. When testing the component's business logic, you are forced to think about database schema design. EJB prevents you from working on one concern at a time.
The tight coupling of the business logic to the framework also causes annoyingly long edit-compile-debug cycles. Deploying EJB components in the EJB container is a time-consuming operation that often interrupts your train of thought. Quite often the time to redeploy a component crosses the 10-second threshold, at which point you might be tempted to do something else, like surf the Web or IM a friend. The impact on productivity is particularly frustrating when doing test-driven development, where it is desirable to run the tests every minute or two. Test-driven development and unit testing are common best practices for Java development made diffi cult by the infrastructure required when developing EJB components.
This fl aw with the EJB specifi cation is made even worse because business logic is not portable between framework versions. Despite being a standard, EJB has rapidly evolved in incompatible ways in its brief history. There were signifi cant and incompatible changes between EJB 1.0 and EJB 2.0, and between EJB 2.0 and EJB 3.0. To take full advantage of the new and improved features of each release of the specifi cation, you must rewrite your components. This can be quite challenging if you are responsible for maintaining an EJB application with a lifetime of more than a couple of years.
These problems motivated the enterprise Java community to fi nd better ways of untangling crosscutting concerns. Much of the innovation came from the developers of open source Java frameworks such as Spring and Hibernate that supported a radically different programming model based on POJOs.
PROGRAMMING WITH POJOs
Today, the consensus in the enterprise Java community is to build business logic components using POJOs. This approach is simpler yet more powerful than the oldstyle EJB approach. A POJO is a Java object that does not implement any special interfaces such as those defi ned by the EJB framework or call any framework APIs. The name was coined by Martin Fowler and others 3 to give regular Java objects an exciting-sounding name and encourage developers to use them. This simple idea has some surprisingly important benefi ts, including signifi cantly better separation of concerns.
How Noninvasive Frameworks Handle
Transactions, Security, and Persistence (Java Data Objects), 6 which provide persistence; and Acegi security, 7 which is an extension to Spring that provides authentication and authorization for POJOs. In addition, the latest version of the EJB specifi cation-EJB 3.0-is POJO-based. As with EJB 2.0, using these frameworks involves writing metadata that describes how your components should behave. Unlike EJB 2.0, however, these frameworks provide transaction management, security, persistence, and application assembly without requiring the application classes that need those services to implement framework interfaces or call framework APIs. They impose only what are, in practice, at most minimal constraints on the application classes. These frameworks are typically called directly only by the small number of application components that create, fi nd, and delete persistent objects.
As fi gure 2 shows, your application consists of POJOs that are independent of the frameworks that make them transactional, secure, or persistent.
The transaction management and security frameworks intercept calls to the POJO components, check that the caller is authorized, and manage transactions. The persistence framework is responsible for storing the state of persistence components in the database.
Another important difference between these frameworks and EJB 2.0 is that the XML metadata is typically more user-friendly and more concise. In addition, some frameworks allow you to write metadata in the form of Java 5 annotations instead of XML. An annotation is a Java language construct that provides declarative information about a program element. Annotations are growing in popularity primarily because they are even more succinct than XML by virtue of being embedded within the source code next to the class, fi eld, or method they describe. They also avoid the problem of fragile linkages between the source code and the XML metadata.
Annotations can be, however, a double-edged sword. Because annotations are part of the source code, your application can end up being tightly coupled to the framework. Later, I will show examples of the metadata supported by these frameworks.
BENEFITS OF POJOs AND NONINVASIVE FRAMEWORKS
The concept of POJOs is extremely simple, but using them can dramatically improve development. POJOs and noninvasive frameworks have the following benefi ts:
• Improved separation of concerns. Now that we have looked at the basic POJO programming concepts, it's time to look at some of the details. The rest of this article shows how the noninvasive frameworks handle three important concerns: transaction management, persistence, and application assembly.
TRANSACTION MANAGEMENT WITH POJOs
Transaction management is an important crosscutting concern in enterprise applications. Transactions are essential for ensuring the integrity of data stored in enterprise information systems. The classic example is transferring money from one bank account to another. The credit and debit must be executed atomically within a transaction to prevent money from disappearing.
Each business logic component could manage transactions programmatically by calling transaction management APIs to begin, commit, or roll back a transaction. It is generally far better, however, to separate transaction management concerns from the business logic by using declarative transaction management. This approach is less error-prone, simplifi es the code considerably, and makes it easier to maintain.
A POJO application can use either the Spring framework or EJB 3.0 for transaction management. When using one of these frameworks, you confi gure the transactional behavior by writing metadata in the form of either XML or Java 5 annotations. The framework will then automatically execute the method within a transaction.
Consider the money transfer example. You could implement this behavior using code that looks something like this: make this method transactional using the Spring framework, and listing 2 shows how to do the same thing using EJB 3.0.
The Spring version uses XML metadata to specify that each method defi ned by MoneyTransferService executes within a transaction. The <aop:advisor> element tells Spring how to intercept method calls and handle crosscutting concerns. This element has a pointcut attribute, which specifi es when the transaction management logic should run, and an advice-ref attribute, which specifi es what to do at those points. The advice-ref attribute references "txAdvice", which is defi ned by the <tx:advice> element. This element confi gures transaction management, and in this example the "*" wildcard specifi es that all methods should be transactional.
Under the covers, the Spring framework implements transaction management using a general-purpose AOP (aspect-oriented programming) mechanism. 8 AOP enables the modular implementation of crosscutting concerns, which impact many parts of the application, without scattering the code related to that concern through other modules. In this particular case, the XML metadata specifi es when to manage transactions, but Spring applications typically use AOP to handle a variety of other crosscutting concerns, including security, logging, and caching. The EJB 3.0 example uses the @Local and @Stateless annotations to make MoneyTransferService transactional. By default, each of the methods defi ned by MoneyTransferService will be transactional. An EJB 3.0 application can use additional annotations to specify the transactional attributes of individual methods.
I'm glossing over the details but the key thing to notice is that although the two sets of metadata in the two examples are very different, they have one common feature: There are no calls to any transaction management APIs. It's not shown in this example, but you can even write metadata that specifi es which exceptions should cause the transaction to be rolled back. Transactions are handled entirely by the framework, which reads and processes the metadata.
PERSISTING POJOs
Database access is another key crosscutting concern since enterprise Java applications must almost always access a database. For example, the money transfer service must read and update the account database table. The business logic could access the database by simply executing SQL statements. This approach can be time-consuming and error-prone, however. It can also be diffi cult to write SQL that is portable across databases. Because of these drawbacks, a better approach for many applications is to separate persistence from the business logic by using transparently persistent objects.
When using persistent objects, the developer writes metadata that specifi es how the object model maps to the database. They describe how classes map to tables, simple values map to columns, and relationships between objects map to either foreign keys or join tables. The persistence framework (a.k.a. object/relational mapping framework) uses the mapping metadata to generate the SQL statements to load and store the persistent objects.
When used appropriately, this approach can significantly reduce the amount of database access code that needs to be written. The application manipulates objects, and all database accesses are done behind the scenes by the persistence framework. The persistence framework tracks the changes made by the application to the objects and automatically writes any modifi ed objects back to the database.
For example, a bank account could be represented by the following class: 
FOCUS
This class has a balance and account ID fi eld; and various methods include debit(), which debits the account, credit(), which credits the account, and getBalance(), which returns the current balance.
One way to persist an account class is to map the class to an ACCOUNT table and to map each fi eld to a column of that table. In fi gure 4, listing 1 shows how this is done using EJB 3.0, and listing 2 shows how to persist the class using Hibernate 3.
The EJB 3.0 example uses annotations to defi ne how the class and its fi elds map to the ACCOUNT table and how Hibernate 3 uses XML. Both of these frameworks use this metadata to generate SQL to load, store, and delete instances of this class. The Account class is unaware that it is persistent.
The only parts of the application that are aware of the persistence frameworks are those components that call the persistence framework to create, fi nd, and delete persistent objects. Fortunately, these components typically make up only a small part of the application. Moreover, they are encapsulated using interfaces. For example, the banking example has an AccountDAO that defi nes methods for creating and fi nding accounts. Here is its interface: 
ASSEMBLING AN APPLICATION
Application assembly is another crosscutting concern. Real-world applications are almost always composed of multiple interdependent components. At runtime, a component must be able to obtain references to other components. For example, in a banking application a component that needs to transfer money between accounts would need to have a reference to MoneyTransferService, mentioned earlier. One common approach is to use the Service Locator pattern, 9 which is typically provided by the infrastructure framework. For example, enterprise Java applications can use JNDI (Java Naming and Directory Interface), 10 which enables a component to look up an interface to another component by name. The Service Locator pattern promotes loose coupling between components, but it has the drawback of making each and every component responsible for looking up its own dependencies. This also couples each component to the infrastructure framework. For many applications, a better approach is to use dependency injection, 11 which separates the lookup of dependencies from the application components. With this approach, the dependencies of a component are specifi ed declaratively using metadata. When instantiating a component, the framework looks up the component's dependencies (recursively instantiating them if necessary) and passes them to the component as either constructor parameters or setter method parameters. This eliminates any dependency lookup code from the application components. The Spring framework uses XML metadata to specify how to inject the dependencies into a component. Similarly, when using EJB 3.0, you annotate an EJB's fi elds or setters to specify the dependency to be passed in. For The @EJB annotation tells the EJB container to initialize the transferService fi eld with a reference to MoneyTransferService.
Using dependency injection has two main benefi ts. It simplifi es the application components by eliminating the lookup logic. A component simply uses the dependencies that are passed to it without knowing how they were obtained. Also, because the components no longer call the Service Locator, dependency injection helps decouple components from the infrastructure framework. Dependency injection is a key enabling mechanism for the POJO programming model.
SUMMARY
The enterprise Java community has developed a variety of frameworks for separating the business logic from crosscutting concerns such as transaction management, security, persistence, and application assembly. Early attempts were only partially successful. The EJB 2.0 standard was excessively complex and failed to provide true separation of concerns. Today, however, enterprise Java component technologies have improved dramatically. The EJB 2.0 standard has been replaced by simpler, yet more powerful frameworks that support the POJO programming model. POJOs are objects that do not implement special APIs or call infrastructure frameworks. Crosscutting concerns are handled by noninvasive frameworks such as Spring, Hibernate, and EJB 3.0. These frameworks provide services without requiring the POJOs to implement particular interfaces or call the framework. For example, a POJO can be transactional without calling transaction management APIs, and a POJO can be persistent without calling the persistence framework APIs.
Using POJOs with noninvasive frameworks has many important benefi ts. Development is easier because you can focus on one concern at a time. Development is faster because you can test components without the infrastructure framework or the database. Using POJOs also enables your application to take advantage of new and improved enterprise Java frameworks. You can really improve your application by untangling crosscutting concerns. Q
