As systems get complex, requirements elicitation and analysis are becoming increasingly difficult and important in software development. Even though various analysis methods have been proposed, including scenario-based analysis, goal-based analysis, combining goal with scenario and use case-driven analysis -each method has its own strengths and weaknesses and do not support requirements elicitation and analysis efficiently. This paper proposes a multi-view approach to analyze the requirements of complex software systems. The multi-view approach comprises four views, which incorporate many factors that are part of existing methods. This paper discusses the need for these four views, the activities that are part of each view and how they are carried out. As a proof of concept, we apply the multi-view approach to an automatic teller machine system development.
Introduction
Requirements engineering is a discipline addressing the customer need and new product development (Yang and Tang, 2003) . Among the tasks that are part of requirements engineering, the most important activity is requirements analysis -a process in which the purpose and functionalities of a system are elicited and modeled (Leite and Freeman, 1991) . The more complex software systems grow, the more important requirements analysis becomes. However, requirements analysis is a difficult process because different stakeholders have different requirements and they may express these in quite different ways (Gupta, 1995) . This makes developers misunderstand the system requirements and cause a great deal of confusion. Until now, there have been several requirements analysis methods such as goal-based analysis, scenario-based analysis, coupling goal with scenario, use case driven analysis etc. Each method has its own strengths and weaknesses. If one uses only one of these approaches, it is probably difficult to understand the requirements of the system completely and correctly. This may cause a failure during system development. Additionally, these methods do not support the requirements elicitation process well. For successful software development, we need the requirements analysis method to be able to elicit and analyze the requirements of complex software system from all perspectives. Hence, we propose a multi-view approach that facilitates the gathering, organization, analysis, and understanding of the various dimensions of requirements of a large complex system. This paper consists of several sections. Following the introduction, section 2 briefly describes the existing methods for requirements analysis and their strengths and weaknesses. The proposed multi-view approach is discussed in section 3. Section 4 discusses how the approach has been applied in developing an ATM (Automatic Teller Machine) system. Section 5 provides summary and conclusion.
Related works
Several requirements analysis methods have been discussed in the literature with sophisticated tools supporting the requirements analysis processes. The popular methods used widely are goal-based analysis (GBA) (Antó n, 1996; Dardenne et al., 1993) , scenario-based analysis (SBA) (Sutcliffe, 1998; Plihon et al., 1998) , coupling goal with scenario (Coupling) (Rolland et al., 1998) , and use case driven analysis (UCA) (Bittner and Spence, 2002; Regnell et al., 1995) .
In Use-Case driven analysis, requirements are represented using the basic unit called "use case". A use case represents the functional requirements and provides useful notations such as ! Generalization @ , ! Include @ , and ! Extend @ , which are valuable for developers in designing and implementing systems. It helps developers understand easily how the system is structured and how it functions. However, these notations are biased towards presenting more of the developer oriented requirements than user oriented requirements. Another limitation is that UCA cannot effectively support the requirements elicitation process. In the case of scenario-based analysis, requirements are analyzed as scenarios familiar to users. Scenarios are generated by interactions between agents in a particular context. SBA does not provide mechanisms to capture the relationships between scenarios, so the overall requirements of a system can't be identified at a high level (Weidenhaupt et al., 1998) . In GBA and the Coupling approach, requirements are represented and analyzed as goals, which are high-level abstractions of system objectives. Goal represents the whole system requirements and is very abstract. The relationships between goals are expressed using the "AND", "OR", and "Conflict" relations. These relations are identified typically during the refinement of goals. As goals are high-level abstract requirements, this method helps us understand the whole system requirements, but it is very difficult to identify an initial goal. Goal evolution is so heuristic driven that this method does not guarantee the consistency of the set of goals. The Coupling approach uses a set of systematic activities that refine goals and generate scenarios. But, this method also has problems in that it is difficult to identify an initial goal and there is no way to validate scenarios. This method uses a top down approach, so it has the potential to miss specific requirements. Thus, both of the goal-based methods give us no rationale for the identification of an initial goal because the concept of a goal corresponds to a very high level requirement (Anton, 1996; Yu and Mylopoulos, 1998) .
As indicated above, each method has its own strengths and weaknesses. Depending on the domain, typically just one of these requirements analysis methods is used by developers to analyze system requirements. It is clear that if one uses only a single requirements analysis method, the results of the analysis may be incomplete or erroneous because the requirements of complex software systems are too complicated to be analyzed thoroughly by any one approach. Hence, there is a great need for a hybrid method that combines the strengths of some of the above mentioned approaches and creates an integrated methodology that can adequately support the elicitation and analysis of software requirements of large complex systems.
Multi-view approach for complex software requirements
Software requirements are growing to be more complex. New requirements analysis methods are needed for both users and developers to satisfactorily evaluate in complex software requirements. As indicated earlier, several views are needed in order to elicit and analyze requirements more completely because a single view forces us to look at the requirements only from a particular perspective. In developing an integrated approach, several questions need to be answered such as: What kinds of views do we need? How are they integrated? What activities should be part of each view? Davis (1990) suggests that the analysis process must always include three important structuring principles, namely, abstraction, and projection. Partitioning is concerned with identifying the structural ("part-of") relationships between entities so that one entity can be described in terms of its parts. Abstraction is concerned with identifying generalities among entities. Projection is concerned with identifying different ways of looking at a problem.
We propose a multi-view approach based on these three structuring principles (Davis, 1990) . Our approach consists of the following four views: structure view, abstraction view, function view, and quality view (Figure 1 ). In our approach, the partitioning principle is represented by the structure view, which is expressed as a business description, discussed in Sutcliffe (1998) . A business description shows systems' boundary and structural relationship between entities in a particular context. The abstraction principle is captured by the abstraction view. The abstraction view is created using both the top down view used in Plihon et al. (1998) and the bottom up view. Bottom up view enables us to identify an initial goal. The top down view validates this initial goal and refines it into sub-goals and scenarios. The projection principle is incorporated into the function view and quality view. The function view captures the interactions between various components, as discussed in Sutcliffe (1998) . The quality view is used to map the functional requirements into quality attributes.
How does this multi-view approach solve the problems in analyzing complicated software requirements? If this approach is used, can the weaknesses of each method mentioned in section 2 be complemented? As mentioned earlier, the use case driven analysis can support neither the elicitation nor the representation of user aspects of system requirements. This weakness can be resolved by augmenting the elicitation process with the scenario interaction captured by the Function view. Also, the scenario-based analysis cannot provide relationships between scenarios, so the overall system requirement can't be identified. The weakness of the scenario-based analysis is solved by the top down and bottom up approach utilized in the abstraction view. Similarly, the goal-based analysis and the coupling of goal and scenario approach suffers from being able to identify initial goals. The problem is also solved by the bottom up approach used in the abstraction view. All of the analysis methods discussed in section 2 cannot support the quality (non functional) requirements. These quality requirements are considered in mapping functional requirements into quality attributes in quality view. It is generally accepted that it is so difficult to capture quality attributes in the analysis phase. These are usually used in evaluating software architecture (Liu and Yu, 2001; Clements et al., 2002) . However, even a little understanding of the quality requirements during analysis phase gives us guidance for the selection of requirements. Table I summarizes the limitations of each method and the candidate solutions for these problems.
All the activities in each view are well integrated to create our multi-view approach for complicated software requirements analysis. The activities that are part of this integrated approach are: Business description, Interaction, Bottom up, Top down, and Mapping functional requirements into quality attributes. Figure 2 depicts the overall process that characterizes this hybrid approach and the activities that are part of the four views. When analyzing requirements, one must set the system's boundary. Business knowledge is acquired by using business description. Scenarios are generated within that boundary through interaction. The scenarios generated are abstracted and an initial goal is generated through the bottom up approach.
The proposed approach provides a systematic way to identify system goals. An initial goal and its relationship with scenarios are identified through the bottom up process. To validate scenarios and goals and to refine the relationships between scenarios generated during the bottom up process, a complementary top down process is utilized to validate the initial goal and to generate complementary scenarios. Finally scenarios and goals analyzed in the previous phase are mapped to the software quality model through linking the functional requirements to quality attributes. Each step in the overall process (shown in Figure 2 ) is further described in the following sections.
Business description
When capturing requirements, the boundary of the system or business must be defined in the business description. In general, a business description generates a "business description model", which shows the business knowledge of the system that is being developed. The business description model is represented using six entities, based on (Sutcliffe, 1998) . These entities are: (1) Activity (processes that achieve a goal).
(2) Object (the subject matter of transactions and therefore undergoes changes). A schematic representation of the business description model is shown in Figure 3 . The entities in the business description model capture the activity-based structural relation between requirements. For example, objects are changed by an activity. An agent is responsible for the activity. Events also initiate an activity. A candidate goal achieves an activity. A structure object provides the context for activity. These descriptions help us understand the business knowledge and define the system's boundary.
Interaction
After understanding the business knowledge through business description, scenarios are generated corresponding to interactions between agents, which are part of the entity set in the business description model. Interaction shows the flow of information and the execution of procedures. In generating scenarios, several entities provide the background. Figure 4 shows how scenarios are generated through agent interaction and various state changes. At the end of this process, two sets of scenarios are generated. One is a set of normal scenarios. The other is a set of optional scenarios, which are not mandatory but alternative. The entire set of scenarios are based on the interactions between various agents and are represented as follows: S = {s/s is a scenario generated by interactions between system and other agents}
Bottom up
Bottom up is one of the abstraction methods. It creates relations between scenario-oriented requirements and an initial goal from the sets of scenario generated based on the interactions. Bottom up has two detailed activities. One is called "classification" and the other is called "upward abstraction". Classification involves identifying scenarios that are similar in nature. It is accomplished by determining the semantic similarity between various scenarios, as discussed in Antó n (1997). Figure 5 depicts a tree-based taxonomy that is used in determining the semantic similarity between various scenarios. Scenarios with same semantic similarity are classified into same relation. For example, scenario 1 -"ATM provides the specifications of transaction and cards" -is classified into the same relation with scenario 2 -"ATM provides cash" based on the semantic similarity "provide". Upward abstraction causes the assertion of complex software requirements. Scenarios are gradually classified upward to generate high-level requirements (i.e. goal) using the classification scheme. Thus, an initial goal is identified and the process is continued to generate additional higher-level goals. For example, in case of the ATM system, after classification, scenario 1 and scenario 2 are abstracted to create the following sub-goal, "ATM provides objects" with "provide-ensure". At last, a final goal -"Provide ATM service to users" is abstracted out from all the scenarios.
Top down
Top down is the activity that refines sub-goals and scenarios and validates the relationship between them in detail. This is accomplished by authoring scenarios from the initial goal by using Requirements Chunk (Plihon et al., 1998) . Figure 6 depicts this top down activity.
As shown in Figure 6 , as each individual goal including an initial goal and sub-goals is considered, a scenario is authored for it. Once a scenario has been authored, it is explored to verify goals. When a scenario drives a sub-goal, the refinement relationship and the AND/OR and BEFORE/AFTER relationships among goals are created (it will be further discussed in ATM example). In this manner, many scenarios are authored from top down. The set of scenarios created using top down can be represented as follows: S 0 = {s/s is a scenario generated in interaction}
So far in our approach, two sets of scenarios have been created. One set was created during the classification and abstraction activity in the interaction phase, and the other set was generated in the top down phase for validating the relationships between goals (or sub-goals). Thus, a complete set of scenario-based requirements is produced by examining the relationships among scenarios and goals in the entire set of scenarios generated (set CS shown below). S: a set of scenarios in Interaction (called as interaction scenarios) S 0 : a set of scenarios in Top down (called as validation scenarios) CS: a set of complete scenario CS =S < S 0 3.5 Mapping functional requirements into quality attributes The last phase in the overall multi-view process is mapping functional requirements to quality attributes. All the preceding phases in the overall process focus primarily on activities to generate requirements based on scenarios. The relationship between scenarios is established through the refinement of goals. All the requirements generated are functional requirements. The notion of capturing semi non-functional requirements is advocated in this paper. It is useful to consider quality characteristics in requirements. It provides more choices for the developer and customer in designing and implementing complex systems (Liu and Yu, 2001; Yang, 2001) . Furthermore it can save development cost, if software qualities are captured up front in the analysis phase prior to the implementation phase (Clements et al., 2002) .
Case study
To evaluate our approach, we applied it to some real-world systems such as automatic teller machine (ATM), meeting reservation system (MRS) and electronic bid system (EBS). One of these case studies -auto teller machine (ATM) -is discussed below to illustrate the feasibility of our approach.
Business description for ATM
In business description, system's boundary is determined and several entities are used to explain the system as part of the business description model. The business description model for ATM is illustrated in Figure 7 .
Agents such as "Users" and "ATM" achieve the goal by using activities such as "Key in the personal information", "Update the account", "Provide cash", and "Input the amount". The objects such as "card", "Bankbook", and "Mobile phone" are manipulated by the activities in accomplishing the various goals. The rest of the entities such as "event", "candidate goal", and "structure object" are also shown in Figure 7 .
Interaction for ATM
The scenarios are generated based on the interactions between agents including the system. The interactions for ATM are illustrated in Figure 8 . Only the scenarios generated for the ATM are selected because these will be further developed. A solid line shows normal scenarios, which are mandatory. The dotted line means the scenarios are optional or exceptional. After considering all the interactions, the scenario-based requirements are extracted and are listed. The list of requirements contains two categories. One is the set of normal requirements, and the other is the set of exceptional requirements. Table II shows the normal scenarios for an ATM  and Table III shows the exceptional scenarios in the ATM system.
Overall, 11 normal scenarios and five exceptional scenarios have been generated. The requirements for the ATM system are extracted from these 16 scenarios (The exceptional scenarios are just referred to in elicitation and analysis and are considered in the design because they are optional).
Bottom up for ATM
For identifying the initial goal, first, the scenario-based requirements should be classified using the classification tree (Antón, 1997). For example, Sc9, "Return the receipt and card", means that ATM provides the receipt and card to the user and therefore generally falls under the ! provide @ type. However, by consulting the classification tree (Antón, 1997), a more specific classification can be identified, and thus Sc9 is determined to be of the Check the validation of password 5
Require the amount of cash 6
Check the balance in account 7
Confirm the withdraw service 8
Update the account 9
Return the receipt and the card 10
Check if user gets the receipts and the card 11
Provide the cash Table IV . Sc1 can be classified as the ! KEEP-MAINTAIN @ relation. It is abstracted as a sub-goal "interaction with users". Sc2, Sc3, Sc4, and Sc6 can be classified into the ! KNOW-MAINTAIN @ relation. They are abstracted out as the sub-goal "check validation". Sc5, Sc7, Sc8, and Sc10 can be classified into the ! MAKE-ACHIEVE @ relation. They are abstracted out as the sub-goal "transaction". Similarly, Sc9 and Sc11 can be classified into the ! ENSURE-MAINTAIN @ relation. They are abstracted to generate the sub-goal "provide the objects". The sub-goals with ! MAINTAIN @ provides in general the constraints or the system's attributes, whereas sub-goal with ! ACHIEVE @ provides the functionalities of the system. A classification tree is generated based on Table IV , which is shown below in Figure 9 .
Classification and abstractions are represented as a relationship tree, which is used to derive the initial goal of the system more easily. In some instances, identifying the initial goal may be difficult because it is too abstract and ambiguous to be extracted from the relationship tree (Anton, 1996; Plihon et al., 1998) . Figure 9 shows that the initial system goal is "Provide ATM service to users".
Top down for ATM
The top down phase refines the scenarios and goals generated during the interaction and bottom up phases, and redefines the relationships between them. The top down phase starts with the initial system goal and successively refines the goals and sub-goals based on the scenarios achieving them and by using requirements chunks (Plihon et al., 1998) . For the ATM example, the goal and scenario refinement is depicted in Figure 10 .
We start with the initial goal "Provide ATM service to users" which was identified in the previous section. The following three scenarios are generated to achieve the initial goal: "Receive the card information", "Return the receipt and card", and "Withdraw cash" from the initial goal. These scenarios, then, are refined to generate sub-goals. These sub-goals generate scenarios, which achieve them. This process continues until the scenarios and sub-goals cannot be refined any further. The lowest level in this refinement hierarchy is called the leaf level and the scenarios and goals contained in the leaf level are gathered and added to the list for validation. In the ATM example, the scenarios generated for validation using the above process are shown in Table V : S 0 = {sca, scb, scc, scd, sce, scf, scg, sch}
In our approach, the scenarios drive the whole process of identifying requirements. Two sets of scenarios are generated, one set during the interaction phase (represented as S) and another set during the top down phase (represented as S 0 ). These two sets focus on different aspects of the system and the aggregation of these two sets of scenarios completely represents the expected behavior of the system. Thus, the union of these two sets (S < S 0 ) can be used as the basis for articulating the requirements for the system. For the ATM example, the complete set of scenarios that have been generated are shown in Table VI. 4.5 Mapping functional requirements to quality attributes for ATM Mapping functional requirements into quality attributes provides a way to assess the quality attributes of the system that is being designed. This is accomplished by mapping the scenario-oriented requirements to the software quality model (ISO, 2001 ). The quality attributes included in the software quality model are functionality, reliability, usability, efficiency, maintainability, and portability (ISO, 2001; Beilan et al., 1998) . Table VII shows how each scenario is mapped into these quality attributes for the ATM example. It is mandatory that all the stakeholders participate in this activity.
The functional requirements mapping activity consists of the following steps: (1) check the quality attribute involved in each scenario; (2) calculate the sum of scenarios with each attribute; (3) calculate the ratio of attribute; and (4) calculate the attention value.
In the ATM example for instance, scenario 2 (Sc2) is "Check the validation of card". It should satisfy functionality, reliability, and maintainability attributes from the software quality model. So, on the row that corresponds to Sc2 add a "1" (Boolean type) for the functionality, reliability, and maintainability attributes, as shown in Table VII . The other scenarios are also processed in the same manner. Then, add the counts of all the attributes. As shown in Table VII , the count of scenarios with functionality attribute is 11, Reliability is 10, Usability is 5, Efficiency is 1, Maintainability is 10, and Portability is 0. The total count of attributes involved in all the scenarios is 37 (11+10+5+1+10+0). The proportion of the functionality attribute compared to the total count of attributes for all the scenarios is 30 percent (11/37). Similarly, Reliability is 27 percent (10/ 37), Usability is 14 percent (5/37), Efficiency is 3 percent (1/37), Maintainability is 27 percent (10/37), and Portability is 0 percent (0/37). Then, calculate the attention value of scenarios by multiplying marked attributes by attribute count and ratio. It is calculated using the following formula: Check the validation of password 5
Provide the cash 12(e) Alarm Figure 10 Refined goal and scenario tree S corresponds to a scenario, and AV is the attention value
In the case of scenario 1, attention value 6.08 ¼ (0 * 11 * 30 percent)+(1 * 10 * 27 percent)+ (1 * 5 * 14 percent)+(0 * 1 * 3 percent)+ (1 * 10 * 27 percent)+(0 * 0 * 0 percent). In Table VII , functionality is the main attribute in ATM because 11 scenarios have functionality. Scenario 9 and scenario 10 with attention value 9.35 are the most important requirements with regard to the quality aspect. The attention value (AV) represents the relative value of the scenario, not an absolute one. It implies that the scenarios with higher value should be developed with more caution. Thus, the AV number guides developers in designing the system appropriately and coming up with an architecture that improves the quality of the system.
Requirements description for ATM
Once all the scenarios have been analyzed, they are formally described leading to actual requirements of the system. Several fields are used to describe the requirements. They are "Number", "Name", "Class", "Related goal(s)", "Initial goal", "Priority", and "Relationship". The "Number" filed corresponds to the scenario number. The "Name" field represents the content of the scenario. The "Class" field is the classification for the scenario. "Related goal(s)" field is the goal abstracted from the scenario(s). "Initial goal" field is a goal that the scenario should achieve eventually. "AV" field depicts the priority value calculated using the formula discussed earlier. The "Relationship" field shows all the other scenarios that are related to the current scenario. For ATM example, Table VIII shows a sample description for scenario 3.
Conclusion
Requirements analysis has grown to be extremely important in software development. There is a great need for sophisticated methods and supporting tools in order to successfully carry out requirements engineering activities. There are several useful methods available such as goal-based analysis, scenario-based analysis, use case-driven analysis, and coupling goal with scenario. But they all have their own weaknesses, and if one uses only one of these methods, it is not possible to adequately represent the overall system requirements.
We have presented a multi-view approach to correctly represent and analyze system requirements. This approach supports the elicitation process and alleviates some of the weaknesses of existing methods. The multi-view approach has four views, namely, the abstraction view, function view, structure view, and quality view. All the views have one or more activities executed in concert to improve the elicitation and analysis process.
The structure view shows the structure of entities in the system domain. The functional view supports requirements elicitation through scenarios based on the interaction between agents and the system. The abstraction view generates the relationships between scenarios represented as goals and sub-goals and each scenario is classified using a taxonomy. Mapping functional requirements into quality attributes in the quality view helps us identify important scenarios. This provides developers with guidelines for selecting alternative requirements. Our future work includes applying our approach to other domains and studying the usefulness of attention value and different ways of computing it. Empirical validation of our approach and comparing it to other traditional methods is currently underway.
