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ABSTRAKT
Tato práce se zabývá teoretickými základními principy osvětlování a jejich regulace. Na
základě teoretických poznatků bylo úkolem navrhnout osvětlovací systém šitý přímo na
míru. Dále jsou zde popsány komunikační protokoly používané v osvětlovací technice
(DMX a ArtNet).
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ABSTRACT
This paper deals with the theoretical basic principles of lighting and regulation. On the
basis of theoretical knowledge, there was task to design a lighting system tailored to
your needs. Additionally, there is description of communication protocols used in lighting
technology ( DMX, ArtNet).
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ÚVOD
Regulace osvětlení je problematika známá už od prvopočátku elektroniky. Ze začátku
se v divadlech a atriích používaly reflektory se stínítky, kdy se pro změnu intenzity
světla muselo vyměnit stínítko nebo změnit úhel nebo poloha stínítka, čehož později
využívaly regulace řízené elektromotorem. Regulace poháněné motorem však měly
velkou nevýhodu v tom, že bylo potřeba poměrně velkých budících proudů.
U moderních osvětlovacích systémů se však využívá světel, která jsou regulo-
vatelná „přímo“, to znamená, že nehrozí při regulaci napětí a proudu světelného
zdroje, že dojde k poškození žárovky. Toho je dosaženo speciálními žárovkami nebo
pomocí LED diod, které jsou v dnešní době na vzestupu.
Cíl Projektu
Cílem projektu je sestavit funkční osvětlovací sytém, který by bylo možné reálně vy-
užít na diskotékách nebo v divadlech. Zvláštní důraz je kladen na nízkou cenu, která
by mohla umožnit sestavení „diskotékového“ systému na místech, kde si nemohou
dovolit drahou konvenční techniku.
Vznik projektu
Projekt vznikl na našem táboře, kde jsme pořádali „zmítačky“ (diskotéky), při kte-
rých na dokreslení atmosféry scházelo právě řiditelné osvětlení.
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1 LED
LED (Light-Emitting Diode) je polovodičová součástka vyzařující světlo. Díky ne-
dávnému nárůstu účinnosti a tím pádem i nízké spotřebě, se LED staly středem
pozornosti v osvětlovací technice. Odvětví, které o LED mají největší zájem, jsou
pravděpodobně zobrazovací technika, automobilový průmysl a pouliční osvětlení.
Oproti konvenčnímu osvětlení se LED liší výrazně větší životností, která může být
kolem až 100000 hodin, což je zhruba 11 let.
1.1 Základní princip
LED funguje na principu elektroluminiscence polovodičových materiálů. U všech
diod dochází k přechodu elektronu mezi valenčními vrstvami. Při přechodu elektronu
z vyšší valenční vrstvy do nižší dochází k uvolnění energie. Vyzářená energie je tak
velká jak velký je energetický rozdíl valenčních vrstev. Tento jev se vyskytuje obecně
u všech diod. Při zvolení správných materiálů dojde k uvolnění UV záření nebo
viditelného světla. Vlnová délka záření je nepřímo úměrná vyzářené energii, která
odpovídá zakázanému pásu.
[9]
Obr. 1.1: Ilustrace emitování fotonu[23]
Charakteristika LED diody je podobná normální diodě používané k usměrňování,
má však posunuté spínací napětí. Velikost úbytku napětí na LED je dán z velké míry
materiálem. Pro výrobu LED se používají dva hlavní matriály: InGaN (modrá, bílá,
zelená, UV barva), AlGaInP a AlInGaP (červená, žlutá, oranžová barva). Pro první
skupinu barev je úbytek cca 3,3V zatímco pro druhou je to cca 2V.
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Obr. 1.2: Ukázkové charakteristiky LED[4]
Pokud se o LED zajímáme jako o zdroj světla zjistíme, že závislost svítivosti na
proudu je téměř lineární.
Obr. 1.3: Závislost svítivosti a efektivity na proudu[14]
1.2 Základní zapojení LED
LED se dají zapojit třemi různými způsoby.
1. Sériově
2. Paralelně
3. Sérioparalelně
1.2.1 Sériové zapojení
Sériové zapojení LED se vyznačuje malým množstvím součástek potřebným pro
funkčnost zapojení. Hlavní nevýhodou tohoto zapojení je nutnost většího napájecího
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napětí, které budí zapojení, ale je potřeba zmínit i že při shoření jedné LED dojde
k přerušení celého obvodu.. Výpočet předřadného odporu vychází ze základního,
vzorce Ohmova zákona:
𝑅 = 𝑈𝑉 𝐶𝐶 − 2𝑈𝐷
𝐼𝐷
(1.1)
Obr. 1.4: Sériové zapojení LED
1.2.2 Paralelní zapojení
Paralelní zapojení je výhodné ve chvíli, když potřebujeme používat pouze zdroj
nízkého napětí avšak za cenu zvýšení počtu součástek. Výpočet předřadných odporu
se počítá podle stejného vzorce 1.1.
Obr. 1.5: Paralelní zapojení LED
1.2.3 Sérioparalelní
Sérioparalení zapojení je vhodné v případě většího počtu LED, při kterém by se
proud potřebný pro napájení paralelního zapojení mohl vyšplhat do desítek ampér.
Pro vedení tak velkého proudu bychom potřebovali silné vodiče, což by zvýšilo cenu
zapojení. Pokud však zvýšíme napájecí napětí a zapojíme LED vhodným způsobem
jsme schopní přenášet stejné výkony pomocí výrazně slabších vodičů.
Předřadné odpory se opět počítají pomocí vzorce [eq:vypPredradOdporuLED].
Obr. 1.6: Sérioparalelní zapojení
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2 REGULACE VÝKONU
Odvětví regulace výkonu je velice rozsáhlé a dá se rozdělit do dvou hlavních částí.
Regulace stejnosměrného proudu nebo regulace střídavého proudu. V obou dvou od-
větvích se v dnešní době převážně používá spínání zátěže nebo nějakého podobného
principu. Dále se zaměříme pouze na stejnosměrnou regulaci výkonu, protože LED
diody nevydrží větší závěrné napětí než několik voltů. To znamená, že se nedají
napájet střídavým proudem.
2.1 Proudová regulace
Proudová regulace je jedna z možností jak změnit výkon na zátěži. Často se používá
v laboratorních zdrojích, či v mikroprocesorové technice na ochranu portů proti
zkratu.
2.1.1 Teorie regulace proudu
Pokud si napíšeme vzorec pro výpočet výkonu:
𝑃 = 𝑈𝐼 [W;V,A] (2.1)
není úplně jasné jak jsme pomocí proudu schopní regulovat výkon, protože nám v
něm figuruje i napětí, ale poté co si uvědomíme, že za napětí můžeme dosadit Ohmův
zákon, je jasné, že výkon na zátěž je dán odporem a kvadrátem protékajícího proudu.
𝑃 = 𝐼2𝑅 [W;A,Ω] (2.2)
2.1.2 Základní zapojení zdroje proudu
Nelinearita tranzistoru se uvádí jako nevýhoda této součástky avšak v případě prou-
dového zdroje využijeme nelinearitu ke stabilizaci proudu protékajícího zátěží.
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Obr. 2.1: Základní zapojení proudového zdroje
Zapojení na obrázku 2.1A) je uspořádáno přesně tak, aby se tranzistor T1 při-
víral a nebo naopak otevíral v závislosti na tom jakou připojíme zátěž, a tím zajistí
konstantní proud. Při výpočtu se zaměříme hlavně na spodní část obvodu. Po vyjá-
dření smyčky dostaneme:
0 = 𝑈𝐷1 + 𝑈𝐷2 − 𝑈𝑅𝐸 − 𝑈𝐵𝐸 (2.3)
Pokud zanedbáme rozdíl kolektorového proudu a emitorového proudu 𝐼𝐸 ≈ 𝐼𝐶
a místo jedné z diod použijeme stejný tranzistor jako T1 v zapojení jako dioda,
můžeme předchozí vztah zjednodušit do podoby:
0 = 𝑈𝐷2 − 𝑈𝑅𝐸 (2.4)
Napětí 𝑈𝐷𝐼 a 𝑈𝐵𝐸 již ve vzorci nefigurují, protože jsou přibližně stejná, a tudíž
je můžeme odečíst. Po rozepsání dostaneme výsledný vztah:
𝐼𝑍 =
𝑈𝐷2
𝑅2
[A;V,Ω] (2.5)
Na obrázku 2.1 B) je obdobné zapojení jako referenční napětí, ale používá PNP
tranzistor. Tím je dosaženo možnosti nastavení konstantního proudu. Po obdobných
úvahách jako u předchozího zapojení dojdeme ke vzorci:
𝐼𝑍 = 𝐼𝐶 =
𝑈𝑐𝑡𝑟𝑙 + 𝑈𝐸𝐵𝑇3 − 𝑈𝐵𝐸𝑇2
𝑅𝐸1
(︁
1 + 1
𝛽2
)︁ ∼= 𝑈𝑐𝑡𝑟𝑙
𝑅𝐸1
(︁
1 + 1
𝛽2
)︁ ≈ 𝑈𝑐𝑡𝑟𝑙
𝑅𝐸1
[A;V,Ω] (2.6)
Po dosazení do vzorce pro výkon dostaneme:
𝑃 = 𝑅
(︂
𝑈𝑐𝑟𝑡𝑙
𝑅𝐸1
)︂
[W,Ω,V,Ω] (2.7)
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2.2 PWM
Pulsně šířková modulace, neboli PWM (Pulse Width Modulation), je diskrétní mo-
dulace požívaná pro přenos analogového signálu pomocí digitální techniky. Přenos
signálu je proveden pomocí změny střídy. Hodnoty signálu mohou nabývat pouze
hodnot 1, 0 (plné napětí, žádné napětí). Skutečná přenášená hodnota je však za-
kódovaná ve střídě (duty). Střída je poměr mezi dobou trvání hodnoty 1 a 0, to
znamená, že při střídě 50% dostaneme signál jako na obrázku 2.2 nahoře, anebo při
střídě 75% jako na spodní časti obrázku 2.2.
Obr. 2.2: Příklad PWM signálů
Střední hodnotu napětí signálu můžeme vypočítat podle vzorce:
𝑈𝑃𝑊𝑀 = 𝑈𝑀𝐴𝑋
𝐷𝑢𝑡𝑦
100 [V;V,−] (2.8)
Umax je hodnota napětí, které nabývá logická úroveň 1. Pokud tento vzorec
dosadíme do vzorce 2.1, dostaneme:
𝑃 =
(︁
𝑈𝑀𝐴𝑋
𝐷𝑢𝑡𝑦
100
)︁2
𝑅
[W;V,%,Ω] (2.9)
Základní zapojení PWM je velice jednoduché, protože pro generování PWM exis-
tuje velké množství specializovaných obvodů. U spousty mikrokontroleru je PWM
driver zabudovaný přímo na čipu čímž se velice zjednoduší ovládání. Další výhodou
při použití procesoru je možnost vytvoření vlastního PWM, které využívá pouze
vnitřního časovace a překlápí piny procesoru.
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Obr. 2.3: Základní zapojení PWM
2.3 Zhodnocení obou metod regulace
Podíváme-li se na závislost svítivosti LED na proudu zjistíme, že je tato charakte-
ristika téměř lineární. To znamená, že je nejvhodnější řídit LED pomocí proudu.
Avšak vezmeme-li v úvahu zapojení řídícího mechanizmu, složitost proudové regu-
lace je několikanásobně složitější, než použití PWM.
Nevýhodou PWM je nelineárnost výstupního svícení. Tato vlastnost se však dá
programově potlačit aplikováním inverzní funkce na vstupní data PWM převodníku
za cenu snížení rozlišení PWM.
Další důvod proč volit PWM oproti proudové regulaci je neznáme množství zapo-
jených LED v sérioparalelním zapojení, a tím neschopnost definování proudu, který
je nutný pro napájení diod.
Z předešlých důvodů vyplývá, že bude vhodné použít PWM regulaci.
2.3.1 Výběr součástky pro PWM řízení
Požadavky na součástku jsou následující:
• Velké množství PWM kanálů, ne však více než 16, aby nebylo zapojení neú-
nosně velké
• I2C nebo SPI sběrnice pro komunikaci s MCU
• Nastavitelná adresa pro možnost budoucího rozšíření celého systému
• Možnost regulace alespoň s 256 kroky
• Nízká cena
Následující požadavky splňuje čip od firmy NXP s názvem PCA9635[12].Tato sou-
částka byla zvolena i přesto, že není tou nejlevnější na trhu, zejména z důvodu
dobrých zkušeností z předešlých projektů.
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3 KOMUNIKAČNÍ PROTOKOLY
Nyní je třeba vybrat protokol spojující výkonový modul s okolním světem. Protokol
by měl mít možnost rozšiřitelnosti a měl by být standardizovaný.
3.1 RS485
RS485 je v průmyslu hojně používaná sběrnice, protože na rozdíl od RS232 podpo-
ruje komunikaci na velké vzdálenosti, a oproti RS422 podporuje multi host přístup.
3.1.1 Fyzická vrstva
Fyzická vrstva RS458 je založená na přenosu dat pomocí kroucené dvojlinky, kdy
každý vodič nese opačný potenciál a hodnota páru se rozpozná diferenciálně. Nepou-
žívá se přenos hodnot proti zemi, protože by bylo potřeba velmi přesně sjednotit zem,
což je při větších vzdálenostech nemožné. Druhý důvod proč se používá kroucená
dvojlinka je zvýšení přenosové rychlosti a snížení náchylností na elektromagnetické
rušení.
Pokud položíme do magnetického pole vodič zjistíme, že se nám na něm naindu-
koval nějaký šum, a tím nám degradoval přenášené informace. Pokud však vložíme
dva vodiče, které jsou velmi blízko u sebe, zjistíme, že po odečtení rozdílu na začátku
a na konci, jsou hodnoty skoro stejné.[17]
Obr. 3.1: Ovlivění vodiče elektromagnetickým polem[17]
Pokud se zapojí sběrnice v klasické dvouvodičové topologii a použije se dife-
renciální kódovaní, lze přenášet data až na vzdálenosti cca 1,2km při rychlostech
100kbps. V případě, že se data přenáší na kratší vzdálenosti, může se přenosová
rychlost zvýšit až na 10Mbps při cca 15m vedení.
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Na konec vedení se dávají terminační odpory 120Ω, které mají zamezit odrazům
na konci vedení. Omezení počtu zařízení na sběrnici je 32 přijímačů, jak je ukázáno
na obr. 3.2. V případě, že by byl připojen větší počet zařízení není zaručeno, zda
bude vysílač schopný výkonově zvládnout ovládání sběrnice.
Obr. 3.2: RS485 Topologie[16]
3.1.2 Výměna dat po sběrnici
Data na RS485 mají stejný formát jako na RS232. Díky tomu se dá jednoduše udělat
převodník z RS232 na RS485.
Pro identifikaci startu se používá start bit, který uvede sběrnici po určitý čas na
logickou úroveň 0. Tím se se synchronizuje hodinový signál zařízení na sběrnici. Poté
následuje 5-9 datových bitů nesoucích užitečná data. To, že je dostupná možnost
volby počtu bitů neznamená, že lze poslat za sebou 5b a 9b paket, šířka dat je pevně
daná pro sběrnici jako takovou, a není možné měnit nastavení za chodu. Po datech
následuje volitelná položka a to je parita, která může být lichá, nebo sudá. Přenos
se ukončuje jedním až dvěma stop bity
Obr. 3.3: Reprezentace dat na sběrnici[22]
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3.1.3 Limitace RS485
Na jedné RS485 sběrnici nesmí být více jak 32 zařízení, protože pokud bychom chtěli
dosáhnout většího počtu zařízení, museli bychom použít repeater, který může ovšem
v některých případech způsobit nechtěné zpoždění dat na druhé částí sběrnice.
3.2 DMX
DMX byl navržen v roce 1986 institutem USITT jako základ řízení stmívačů a
dalších světelných efektů v divadlech pomocí digitálního rozhraní. Díky jeho jedno-
duchosti a relativně velké rozšiřitelnosti se používá ještě dnes.
3.2.1 Fyzická vrstva
Fyzická vrstva DMX je stejná jako u RS485, avšak používá se zde většinou jen
komunikace z řídící jednotky k cílovému zařízení. Zpětný komunikační kanál není v
DMX standardu specifikován. To znamená, že každý výrobce si může aplikovat svůj
zpětnovazební protokol.
DMX specifikuje i typ konektorů, který by se měl použít na připojování zařízení
na sběrnici.
1. Pěti pinový XLR
2. Tří pinový XLR
Pokud bereme v úvahu směr zapojení od DMX masteru, používá se na zařízeních
samec jako vstupní konektor a samice jako výstupní.
Obr. 3.4: Tří pinový XLR konektor[5]
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3.2.2 Linková vrstva (výměna dat po sběrnici)
Stejně jako u RS485 je vlastní přenos informace asynchronní s jedním start bitem,
osmi datovými bity bez parity a dvěma stop bity. Bitová rychlost je specifikovaná
na 250 kBd/s. Bity se přenáší od nejméně významného, až po nejvíce významný.
3.2.3 Paket a jeho interpretace
Samotný DMX paket se skládá ze startovního bajtu a z 512 datových bytů neboli
kanálů. Každý kanál přenáší osmibitovou hodnotu, která nese informaci o jasu,
natočení světla, nebo tvaru stínítka.
Startovní bajt by měl být 0, pokud se vysílané hodnoty týkají stmívačů, a jiný
třeba pro ovládání vývojky mlhy. V praxi se však skoro vždy posílá start bajt s
hodnotou 0 i když jsou ovládaná zařízení naprosto jiného typu než stmívač. Také
stmívače, které by měly přijatou hodnotu ignorovat, pokud je start kód různý od
nuly, se takto většinou nechovají.
Každé zařízení na sběrnici má svojí adresu (kanál), která odpovídá n-tému bajtu
v paketu. Od tohoto bajtu poté interpretuje bajty (kanály), které danému zařízení
náleží. Více stejných zařízení dokonce může používat stejnou adresu a tím se zajistí
jejich synchronní chování. To má za následek ušetření počtu kanálů.
Celé pakety by se měli posílat v časových rozestupech od 0 - 1s. Po překročení
mezi-paketového intervalu 1s by měla zařízení vyhodnotit, že došlo k přerušení da-
tového vodiče a podle toho jednat. Záleží na výrobci, jak se bude zařízení chovat, ale
ve většině případů dojde k setrvání aktuální hodnoty, nebo ke ztmavení (vypnutí).
Další důvod proč by se měl posílat jeden paket za druhým i přesto, že nedošlo
ke změně dat, je oprava chyb při přenosu. Můžeme si všimnout, že součástí dat
není žádná parita a to znamená, že zařízení nemá žádné informace o tom, jestli jsou
přijatá data v pořádku. Opakované posílání poté zajistí to, že budou data přijata v
pořádku.
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Obr. 3.5: Časování DMX[7]
Tab. 3.1: Tabulka časování DMX
Zkratka Popis Min Max Typ Jednotky
Break Stop Bit 88 88 1000000 µ𝑠
MAB Synchronizační mezera 8 µ𝑠
Bit Length Délka bitu 4 µ𝑠
Frame Length Délka rámce 44 µ𝑠
MTBF Mezera mezi rámci 0 Nd 1000000 µ𝑠
MTBF Idle Mezera mezi pakety 0 Nd 1000000 µ𝑠
3.2.4 Limitace DMX
Protože je DMX protokol fungující nad RS485 je zřejmé, že bude mít i stejné limitace
co se týče fyzické vrstvy.
Logická vrstva má však také svoje limity, a to 512 kanálů na jednom DMX
segmentu. Pokud vezmeme v úvahu RGB světlo, které pro každou barvu použije 2
kanály zjistíme, že se dá umístit na takovou sběrnici pouze 85 zařízení. Při použití
složitějších zařízení, která používají více kanálů, se číslo bude rapidně snižovat.
3.3 Fast Ethernet
Ethernet je v dnešní době nejrozšířenější síťovou technologií požívanou pro komuni-
kaci jak mezi počítači, tak i mezi jednoúčelovými zařízeními. Díky velkému rozšíření
se ethernetové moduly staly cenově dostupné i pro menší zařízení s jedno-čipy.[3, 6]
Existují čtyři základní druhy Ethernetu:
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1. Ethernet (10MBit/s)
2. Fast Ethernet (100MBit/s)
3. Gigabit Ethernet(1GBit/s)
4. 10-Gigabit Ethernet(10GBit/s)
Dále se budeme zabývat pouze Fast Ethernetem
3.3.1 ISO/OSI Model
Referenční ISO/OSI model vypracovala ISO jako snahu o standardizaci principu
komunikace na počítačové síti. Tento model se však dá použít prakticky na všechny
komunikace (třeba i mezi-firemní).[20]
Vrstvy ISO/OSI modelu
ISO/OSI model obsahuje 7 vrstev. Každá vrstva vykonává skupinu jasně definova-
ných funkcí pro zabezpečení správné komunikace. K tomu aby horní vrstvy mohly
pracovat, využívají funkce spodní vrstvy a zároveň poskytují svoji funkcionalitu
vyšším vrstvám.
Obr. 3.6: ISO/OSI model [15]
Celou situaci pro lepší pochopení nejdříve popíšeme na příkladu mezi-firemní
komunikace. Představme si, že manager jedné společnosti potřebuje poslat dopis
manažerovi z jiné společnosti. K tomu, aby mohl dopis poslat, potřebuje jej nejdříve
napsat (7 nejvyšší vrstva). Poté dá dopis asistentce (6 vrstva), aby ho zkontrolovala,
využije spodní vrstvy k tomu, aby zkontrolovala zprávu. Asistentka zase využije
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sekretářky (5 vrstvy) k tomu, aby dopis zabalila a napsala na něj adresu. Sekretářka
opět využije spodní vrstvy a pošle řidiče (4 vrstva) s dopisem na poštu. Na poště
(3 vrstva) dojde k setřídění a zabalení pro přepravu mezi poštami (2 vrstva). No a
konečně přijde na řadu poslední nejnižší vrstva, která nevyužívá služeb žádné jiné
vrstvy, ale přenáší informace mezi oblastmi (poštami, počítači).
Můžeme si všimnout, že žádná vrstva nemá ponětí o tom co dělají ostatní vrstvy,
kromě té co je pod ní. To znamená, že každá vrstva komunikuje za použití „podří-
zené“ vrstvy, ale komunikuje pouze s vrstvou na stejné úrovni.[21, 20, 15]
Vlastnosti vrstvy 1. (Fyzická vrstva)
Zaručuje fyzické spojení s okolním světem. Definuje jestli je signál přenášen kabelem,
vzduchem, opticky nebo jakýmkoliv jiným způsobem. Definuje kódování použité na
přenosové lince a provádí konverzi digitálních dat na definovaný signál.
Vlastnosti vrstvy 2. (Linková vrstva)
Zaručuje úspěšný přenos dat na point to point spojení (přímé spojení zařízení).
Adresuje zařízení v případě nutnosti většího množství na sběrnici. Provádí CRC
kontroly a opravy přijatých dat.
Vlastnosti vrstvy 3. (Síťová vrstva)
Zaručuje směrování mezi více body na sítí (průchod více zařízeními za sebou). Při-
dává síťovou adresu identifikující zařízení na celé sítí, tato adresa by měla být iden-
tická pro celou síť. Vyhledává cesty pro přes několik bodů na síti.
Vlastnosti vrstvy 4. (Transportní vrstva)
Zaručuje spolehlivost přenosu dat mezi vzdálenými body, pokud je to potřeba. Zajiš-
ťuje paketování (rozdělování) většího objemu dat. Při selhání přenosu jednotlivých
paketů zaručuje opětovné poslání dat.
Vlastnosti vrstvy 5. (Relační vrstva)
Úkolem této vrstvy je navázat a spravovat relaci se vzdálenou stanicí. Zajišťuje
práva, hesla, autentizaci.
Vlastnosti vrstvy 6. (Prezentační vrstva)
Tato vrstva má za úkol převádět data do podoby používané danou architekturou
zařízení. Dále převádí abecedy, přizpůsobuje pořadí bytů pro rychlejší zpracování.
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Vlastnosti vrstvy 7. (Aplikační vrstva)
Sedmá nejvyšší vrstva poskytuje přímo definované funkce pro aplikace. To znamená,
že slouží jako přímé komunikační rozhraní mezi aplikací a sítí.
3.3.2 Důležité vrstvy Ethernetu
Nyní se podíváme na nejnižší tři vrstvy Ethernetu, které jsou stěžejní pro rozhodnutí,
který protokol nám vyhovuje lépe.
Fyzická vrstva Ethernetu
Fyzická vrstva Ethernetu je tvořená kroucenou dvoulinkou (twist-pair), kde je jeden
pár použit pro odesílání a druhý pár je použit pro příjem dat. Kabel používaný pro
spojení dvou zařízení se nazývá UTP a může se vyskytovat v několika kategoriích,
nejběžnější v dnešní době je UTP Cat 5, který umožňuje spojení až na vzdálenost
100m.
V průběhu vývoje Ethernetu se používalo několik kódování pro přenos dat. U
Ethenetu (10Mb) se používalo kódování Manchester, které v sobě zároveň s přeno-
sem neslo i časovou synchronizaci. Na neštěstí toto kódování nemohl převzít Faste
Ethernet (100Mb), protože způsobuje zdvojnásobení kmitočtového spektra signálu.
Proto se pro Fast Ethernet musel vymyslet nový systém, který snížil spektrum sig-
nálu. Použilo se takzvané MLT-3, které využívá ne dvě diskrétní hodnoty signálu,
ale tři které zaručují snížení spektra na polovinu.
Vyjádření dat pomocí MLT-3 převzalo některé vlastnosti z NRZI (Non-Return-
to-Zero, Invert-on-one), které přenáší hodnoty pouze změnou signálu. Při spojení
s tří-úrovňovým signálem dostaneme něco podobného obr. 3.7. Přenášením změny
signálu však ztrácíme časovou synchronizaci, která musí být nějakým způsobem
nahrazena.
Obr. 3.7: Ukázka kódování pro stejný byt [18]
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Protože byl zvýšen přenos počtu bitů na jeden baud, bylo možné uvažovat o
enkódování přenášených dat a tím získat „neužitečné“ hodnoty, které se následně
použily pro synchronizaci, začátek a konec paketu. Zvolené enkódování je 4b/5b a
výsledná nosná frekvence by měla být kolem 135MHz, což je přijatelná hodnota pro
UTP Cat5.
Konektor používaný pro připojení UTP se nazývá RJ45 zapojuje se způsobem
jak je uvedeno na obrázku ....
Obr. 3.8: Zapojení RJ45 standart A i B [8]
Na obr. 3.8 si můžeme všimnout dvou druhů zapojení RJ45. Tyto dva druhy
existují z toho důvodu, že je třeba zajistit, aby se pro křížil přejímací a odesílací
pár na zařízeních. Avšak ve většině případů je třeba připojit počítač ke směrovači
který má vnitřně prohozené vysílací páry, a v tom případě se použije přímý kabel s
oběma konci zakončenými typem B. Ovšem pokud spojujeme dvě zařízení fungující
na stejné vrstvě (dvě PC), musíme použít křížený kabel, kde je na jedné straně
kabelu použito pořadí A a na druhém pořadí B.
Dnes už však není třeba se zase až tak zabývat zapojením kabelů, protože mo-
derní zařízení mají schopnost automatické detekce, která zajistí případné překřížení
páru přímo uvnitř zařízení.
Linková vrstva Ethernetu
Samotná linková vrstva je u Ethernetu výrazně svázaná s fyzickou vrstvou a po-
máhá ji s hodinovou synchronizací. To znamená, že tomu odpovídá i tvar dat, které
přechází z linkové vrstvy do fyzické. Těmto datům se říká Ethernetový rámec a ob-
sahuje proměnnou délku dat + hlavičku. Datový rozsah rámce je 46 - 1500 bytů což
je s hlavičkou a synchronizačními byty 72 -1526 bytů.
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Obr. 3.9: Ethernetový rámec [11]
V hlavičce rámce jsou dvě velice důležité věci, a to jsou MAC adresy, které by
měly být alespoň na lokální síti identické. Tyto adresy se využívají pro směrování
mezi zařízeními přímo spojenými přes přepínač či hub. V embedded zařízeních bývá
občas problematické zajistit, aby se MAC adresa zařízení měnila s každým vyro-
beným prvkem. Tomu, aby byla adresa hard-kódovaná do programu zařízení, se dá
zabránit přidáním speciální EEPROM, která už od výrobce obsahuje identickou
MAC.
Když podrobně rozebereme obrázek 3.9 zjistíme, že obsahuje preambuli. Tato
část se zabývá časovou synchronizací hodin. Dále nesledují fyzické adresy a typ pa-
ketu. Právě typ paketu určuje velikost přenášených dat. Po typu se přenáší samotná
data. Jako poslední část ethernetového rámce je FCS, což je kontrolní součet určený
pro detekci chyby v přenosu.
Síťová vrstva
U síťové vrstvy mluvíme o paketu, který obsahuje hlavičku a datovou část. Hlavička
v sobě nese spoustu informací o tom, jak se má s daným paketem zacházet na
směrovačích, a dále nese informaci o adrese cílového zařízení. Této adresy se využívá
při hledání fyzické adresy zařízení, aby bylo možné komunikovat přímo s následujícím
zařízením a nezatěžovala se zbytečně lokální síť.
3.3.3 ArtNet
ArtNet je protokol pro odesílání světelných dat přes počítačovou síť (Ethernet). Pro
samotný transport používá UDP protokol, který je takzvaně unreliable (nespoleh-
livý).Tento protokol vyvinul Wayne Howell a je volně implementovatelný.
ArtNet jako takový využívá dvou předchozích protokolů, a to DMX a Ethernetu.
Tím že využívá oba dva protokoly získává výhody obou, a tím je velká přenosová
rychlost a zároveň jednoduchá implementovatelnost DMX do jednoduchých zaří-
zení. Nejdůležitější výhodou ArtNet je, ale zvýšení počtu DMX zařízení, které jsme
schopní připojit k jednomu řídícímu prvku.
V dnešní době se už používá třetí verze ArtNetu, která umožňuje, při správném
adresování, vytvořit síť obsahující 400 separátních DMX spojení. Tento limit je
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překročen v případě využití 1Gb Ethernetu, kde je možné vytvořit více než 4000
nezávislých DMX spojení.
ArtNet Topologie
Topologie sítě využívající ArtNet může vypadat podobně jako na obrázku 3.10. Kde
máme jeden řídící počítač a přes switch připojené ArtNet Node (ArtNet Uzly) které
převádí ArtNet data na DMX a k těmto uzlům jsou připojena přímo DMX světla.
Obr. 3.10: ArtNet základní topologie
ArtNet Adresování
V ArtNet sítích se používají dva pojmy, které se týkají adresování. První se nazývá
Univer (vesmír). Tato adresa se používá k rozpoznání samotného DMX spojení, ze
kterého má ArtNet Node brát data a převádět je na samotnou DMX síť. Počet
univerzů v síti je omezen pouze bitovou velikostí daného čísla v protokolu, a to je
32767. Toto číslo je však v praxi nedosažitelné, protože tak velké množství provozu
není schopná pojmout ethernetová síť. Zajímavou vlastností Univers adresy je i to,
že na té samé adrese může poslouchat více zařízení. Tím se může velice zjednodušit
návrh topologie pro složitější systémy.
Druhou adresou v ArtNet sítích je IP adresa, která se používá pro samotný
přenos ArtNet dat na Ethernet síti. Obecně je doporučené používat adresní pro-
stor 2.xxx.xxx.xxx v případě staticky přidělovaných adres a nebo 10.xxx.xxx.xxx v
případě dynamicky přidělovaných adres a pokud potřebujeme být v rámci ArtNet
sítě propojení do Internetu. V první revizi protokolu se používala pro posílání dat
Broadcast adresa, která měla tu nevýhodu že zatěžovala výrazně Ethernet síť a tím
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snižovala propustnost i samotného QrtNetu. V novějších verzích se však začala pou-
žívat multicast adresa, pomocí které se právě povedlo zvýšit možný počet Univerzu
na 4000 a více.[1]
Ukázka Základního Paketu
Tab. 3.2: Formát ArtNet paketu[19]
offset (bytes) 0 1 2 3
0 ’A’ ’r’ ’t’ ’-’
4 ’N’ ’e’ ’t’ ’\0’
8 Opcode ArtDMX (0x5000) Protocol Version (14)
12 Sequence Physical Universe
16 Length (2 až 512) Data Data
20 Data .......
Na začátku každého ArtNet paketu je umístěn řetězec, který identifikuje ArtNet
paket. Poté následuje Opcode výrobce, který vyrobil zařízení přejímající a vysílací
zařízení. Opcode je registrované číslo, ale není nutné se registrovat, dá se použít
„veřejný opcode“. Sequence obsahuje číslo identifikující pořadí paketů v případě
špatného pořadí doručení se starší data zahazují. Physical obsahuje vstupní port
ze kterého byla data vyslána. Není vhodné jej nějak využívat. Length obsahu hod-
notu určující délku užitečných dat v paketu. Data přenášená tímto typem ArtNet
zprávy je surová forma vysílaná po DMX[1].
3.4 Zhodnocení
V předešlém textu jsme si popsali vlastnosti protokolu, které jsou pro nás nějakým
způsobem zajímavé. DMX se hodí pro koncové rozvody, ale na druhou stranu potře-
bují převodníky USB RS485, které jsou problematické z pohledu instalace driveru a
nemožnosti použití některých převodníků na více operačních systémech.
Ethernet je vhodný pro backbone rozvody, které zajistí větší datovou propustnost
a zároveň zajistí i kompatibilitu s větším množstvím operačních systémů. V případě
nutnosti je zde možnost i použití telefonu k ovládání osvětlení.
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4 HARDWAROVÝ NÁVRH
Po zvážení předešlých informací jsem došel k závěru, že bude nejvhodnější rozdělit
problém na čtyři části:
1. Komunikační část - Komunikační protokol, změna úrovní a signálu
2. Výkonová část - Spínací prvky, PWM driver
3. Řídící část - Procesor a podpůrné obvody
4. Zdroj
4.1 Komunikační Část
DMX se běžně používá v osvětlovací technice jako komunikační protokol pro ří-
zení koncových zařízení. Z tohoto důvodu jsem se rozhodl použít jej také, aby byla
zaručena kompatibilita s již existujícími systémy a také protože je to jednoduchý
protokol a je levně implementovatelný.
Jak už jsme jsme si řekli dříve, DMX pracuje se sběrnicí RS485, ale pouze v
simplexním režimu, což nám nedává možnost posílat zpět informace o stavu zaří-
zení, případně možnost přeprogramovaní zařízení vzdáleně. Hlavně kvůli možnosti
přeprogramování chybného programu v již nainstalovaném zařízení, jsem se rozhodl
rozčeřit DMX standart i zpětný pár, který umožní duplexní komunikaci aniž by
narušil funkčnost DMX.
RS485 je z pohledu procesoru USART na jiných napěťových úrovních, proto
použijeme napěťový převodník.
Obr. 4.1: Schéma návrhu komunikační části
4.2 Výkonová část
Pro řízení zátěže u které s určitosti víme, že nebude mít induktivní charakter, je
vhodné použít PWD regulaci. Ovšem v případě LED osvětlení by bylo dobré pou-
21
žít proudovou regulaci, ale to v našem případě nejde, protože předem nevíme jaké
množství LED bude v paralelním zapojení.
Jako PWM driver jsem se rozhodl použít PWM driver PCA9635, protože má
velké množství nezávisle nastavitelných PWM kanálů, a také z důvodu předchozích
zkušeností.
Výkonovým prvkem je tranzistor BUK78150-55A, který má dostatečně nízké
spínací napětí, a protože používáme tranzistory v saturaci, zajímá nás jako další
parametr pouze proudové zatížení tranzistoru, které je opět dostatečně velké.
Obr. 4.2: Návrh výkonové části
4.3 Řídící část
Teď když už máme vybraný způsob komunikace mezi řídící jednotkou (PC, ...) a
našim systémem a víme že náš PWM driver používá k řízení I2C, můžeme vybrat
mikrokontrolér, který bude tvořit srdce (mozek) celého zapojení.
Pokud vezmu v úvahu i mé předchozí zkušenosti s některými architekturami.
AVR jádro mi přišlo jako nejlepší volba, problémem však zůstává jaký typ proce-
soru. Protože jsem si nebyl jistý jak velký bude ovládací program, zvolil sem AVR
Mega664, který má dostatečnou rezervu velikosti flash paměti a zároveň má hard-
warovou podporou obou dvou typů sběrnic (I2C, UART).
Díky taktovací frekvenci DMX je potřeba použít i velkou frekvenci Procesoru
aby nám zbyl i nějaký čas na výpočty. Při použití frekvence 1 MHz by při každém
přijatém bytu na DMX zbylo pouze 40 instrukcí na zpracování všech informaci mezi
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přijímanými znaky, proto je k procesoru přidán externí krystal 20 MHz, který je
mimo-jiné přesnější než interní oscilátor.
Důležitou částí pro nastavení adresy zařízení je série jumperů. Každý jumper
odpovídá jednomu bitu adresy a A1 je třetí nejmenší váhový bit.
Tab. 4.1: Mapování adresových jumperů na adresu
Adresa 7b 6b 5b 4b 3b 2b 1b 0b
Jumpery A6 A5 A4 A3 A2 A1 - -
Podrobné zapojení je v přílohách na straně 49.
4.4 Zdroj
Protože víme jaká napájecí napětí jsou potřeba pro procesor a drivery, můžeme
navrhnout zdroj, který bude vyhovovat naším požadavkům. Aby se snížil proud
tekoucí kabeláži zvýšíme napětí výkonových členů.
Požadované hodnoty napětí dodávané zdrojem jsou tedy.
• 5 V - napájení řídící elektroniky
• 30 V - napájení výkonových členů
Maximální odběr na výkonových členech je 250 mA takže při 16 PWM kanálech je
odběr výkonové části 4A. Na jednotlivých kanálech však není zabudované omezení
proudu, proto je možné využít možnosti, v případě potřeby zatížit jeden kanál více
zatím co jiný méně. Je nutné však dodržet celkový odběr výkonových členů 4A.
Aby se snížila cena zdroje je na modulu použit pouze zdroj, který snižuje napětí
z 40-33V nikoliv z ~230V.
Obr. 4.3: Blokový návrh zdroje
Zapojení funguje jak je ukázáno na blokovém schématu zdroje 4.3. Nejdříve se
vstupní napětí (40 - 33V) stabilizuje na 30V pomocí lineárního stabilizátoru (levnější
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varianta než spínaný zdroj) toto napětí se použije jako napájení výkonových členů
a zároveň jako napájení druhé části zdroje. Druhá část zdroje sníží napětí na 5V
pomocí spínaného zdroje. V tomto případě nebylo možné použít lineární stabilizátor,
protože se předchozí verze přehřívala i s velikým chladičem.
Celé schéma zdroje najdete v přílohách A.
4.5 Parametry výsledného zařízení
Tab. 4.2: Naměřené a maximální parametry
Proudový odběr v klidovém stavu 29,7 mA
Maximální odběr v součtu kanálů 5 A
Doporučený odběr na kanál 250 mA
Maximální odběr a kanál 5 A
Napájecí napětí 40-33 V
Doporučené napájecí napětí 35 V
Frekvence PWM 106,95 kHz
V přílohách jsou přiloženy snímky z osciloskopu. Obr. C.1 a C.2
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5 SOFTWAROVÝ NÁVRH
5.1 Boot Loader
Booltloader je program, který umožňuje zařízením přeprogramovaní bez nutnosti
použití programátoru. Funguje tak že přesměruje start programu do své oblasti a
poté zkontroluje bodovací podmínku (časovač, pin, ...). Pokud podmínka vyhovuje je
propsaná paměť hlavního programu, pokud podmínka nevyhovuje spustí se hlavního
program.
V našem případě je bootloader napsaný tak aby hledal na RS485 sběrnici spe-
ciální paket. Pokud tento paket nedetekuje do určité doby (6s), spustí se hlavní
program.
5.1.1 Bootovací protokol
Protokol je navržený pro režim master-slave. To znamená že na to, aby začalo zaří-
zení komunikovat musí být dotázáno masterem (master řídí celý provoz na sběrnici).
Všechny typy paketů mají stejnou hlavičku podle které se určuje obsah a zbývající
délka paketu.
Tab. 5.1: Hlavička Bootovacího protokolu
Address Seq. Number Packet Type
1B 4b 4b
• Address je jedno bytová hodnota uchovávající adresu zařízení.
• Seq. Number je 4 bitová hodnota uchovávající sekvenční číslo paket.
• Packet Type je 4 bitová hodnota určující typ paket.
Protokol obsahuje přesně 6 typů paketu. Typy paketu nejsou standardně číslovány
od nuly, jak jsme zvyklí z programovaní. Nula není použitá, protože je větší možnost
0 jakožto chybového stavu.
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Tab. 5.2: Typy paketů
Packet Type Popis paketu Odesílatel
1 Vstup do boot režimu Master
2 Odpověď na žádost o vstup do boot režimu Slave
3 Obsahuje programovací data Master
4 Oznamuje úspěšné přijetí paketu Master/Slave
5 Žádost o znovu zaslaní paketu Master/Slave
6 Žádost o ukončení Boot režimu Master
Každý paket má na svém konci CRC, které jej chrání před špatnou interpre-
tací.5.1.1
• Pakety 1, 4, 6 obsahují jako další informaci pouze CRC.
• Paket 2 obsahuje 2 bytovou hodnotu udávající velikost stránky ve flash paměti
a zároveň udávající velikost dat posílaných v datovém paketu. Hodnota je
odesílaná jako Byg-Endian .
• Paket 3 je datovým paketem. Velikost těchto dat je dána hodnotou zasílanou
v paketu 2. Data jsou uvažována jako řetězec jednoznakových hodnot, a tím
pádem nejsou nijak přeskupována před odesláním do zařízení.
• Paket 5 je žádost o znovu zaslání paketu a proto obsahuje jeden byte určený
pro hodnotu sekvenčního čísla. Protože je sekvenční číslo pouze 4 bitové je
doplněné do velikosti 1 bytu nulami.
Podrobný diagram paketů je v příloze D.1.
CRC Výpočet
CRC výpočet slouží k detekci chyby na sběrnici. Počítá se na obouch stranách ko-
munikace pro každou přenášenou zprávu. Pokud by se na přijímací straně spočítané
CRC neshoduje s CRC ve zprávě je potřeba odeslat paket 5 (CRC error) se spočí-
taným sekvenčním číslem, které mělo být přijato.
Do výpočtu CRC se zahrnují všechny byty kromě CRC bytu.
Samotný výpočet je stejně jako v případě Intel HEX CRC[10]. Sečtou se všechny
byty paketu a poté se vypočtená hodnota neguje a přičte se k ní jednička. Protože
je CRC jedno bytová je nutné výsledek oříznout na jeden byte, nebo ořezávat mezi
výsledky už v průběhu výpočtu.
(∼ (0𝑥E1 + 0𝑥11)) + 1 = 0𝑥0E (5.1)
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Paket flow
5.1.2 Bootloader na ATMega
Bootloader je možné rozdělit do několika základních kroků, které se musí udělat,
aby se paměť procesoru přeprogramovala, a také aby se spustil hlavní program ve
správném režimu s pamětí ve výchozí podobě. Pokud by nebyla paměť ve výchozí
podobě po proběhnutí bootloader programu, bylo by nutné veškerou paměť expli-
citně uvést do základního stavu hlavním programem ,což by znamenalo že by na to
musel programátor hlavního programu stále myslet. Proto po sobě musí bootloader
vždy „uklidit“.
Save Register Values
Init HW
Move interrupts
Process DMX Boot Protocol
bootMode?
Move interrupts back
Restore registers
Jump to zero
Obr. 5.1: Vývojový diagram bootloaderu
Z vývojového diagramu Obr. 5.1 vidíme, že se nejdříve uloží původní hodnota
registrů se kterými se pracuje, poté se provede inicializace a přesunou se interprety z
paměti hlavního programu do paměti bootloaderu. Když už je všechno inicializované,
začne se v cyklu kontrolovat proměnná bootMode, která je nastavená do té doby
dokud je třeba setrvat v bootovacím režimu.
Process DMX Boot Protokol část je zodpovědná právě za čekání na BootInit
paketu a za případné vypršení časového limitu, po kterém se nastavuje na false
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proměnná bootMode. Pokud je přijat BootInit paket je tato část také zodpovědná
za vyhodnocování celého protokolu a samotné programování programové paměti.
Pokud je přijat ukončovací paket je zase přepsána proměnná bootMode na hodnotu
false.
V případě, že dojde k ukončení bootovací smyčky, se přesunou zpět přerušení a
obnoví se hodnoty používaných registrů na původní hodnoty. Poslední akce Bootlo-
aderu je skok na nulovou adresu programu, čímž se spustí hlavní program.
Zpracování Bootovacího protokolu
Při zpracovávání bootovacího protokolu je potřeba, aby si program udržoval infor-
mace o tom, v jakém stavu se právě nachází. Proto je uvnitř implementován stavový
stroj Obr. 5.2, který řeší veškeré přechody stavů a interakci s Masterem.
ReceivingStartBoot
SendingStartBootResponse
DataTransfer
SendDataEndACK
Obr. 5.2: Hlavní stavový diagram bootloaderu
Stavový stroj má čtyři základní stavy ve kterých se může vyskytovat.
1. ReceivingStartBoot - Stav ve kterém se čeká na přijetí požadavku o vstup
do bootovacího režimu. Pokud není požadavek o vstup do bootovacího režimu
přijat do určité doby je stavový stroj ukončen s ukončovacím návratovou hod-
notou.
2. SendingStartBootRespose - Stav ve kterém se odesílá odpověď na požadavek
o vstup do bootovacího režimu s velikostí stránky falsh paměti procesoru.
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3. DataTransfare - Stav ve kterém se přijímají data z Masteru.
4. SendDataEndACK - Stav ve kterém se odesílá potvrzení o přijetí ukončovacího
paketu.
Stav DataTransfare obsahuje podstavy, kterými je celý stavový stroj rozšířen. Záro-
veň tento stav zajišťuje vlastní funkci bootloaderu (přijímá data a programuje je do
paměti programu).
DataTransfer
ReceivingDataResendingLastPacket
SendingDataACK
SendError
Obr. 5.3: Podstavy DataTransfare stavu
1. ReceivingData - Stav ve kterém se přijímají a vyhodnocují pakety odeslané
masterem. Správně přijatá bootovací data jsou naprogramována do paměti
a přejde se do stavu SendingDadaACK. V případě že jsou data poškozená,
přejde se do stavu SendError. Pokud je přijata žádost o znovu zaslání paketu
přejde se do stavu ResendingLastPacket. Okamžitě jakmile je přijata žádost o
ukončení bootovacího režimu je DataTransfare stav ukončen 5.2.
2. SendError - Stav který pouze odešle žádost o znovu zaslání paketu a poté se
okamžitě přejde do stavu ReceivingData.
3. SendingDataACK - Stav odešle oznámení o úspěšném přijetí a poté přejde do
stavu ReceivingData.
4. ResendingLastPacket - Stav který znovu odesílá předchozí paket. Stavový stroj
si na pozadí uchovává typ a sekvenční číslo naposledy odeslaného paketu a je
potom schopen odeslat jej znovu v případě chyby na sběrnici.
5.2 PC Flasher
Flasher na PC je navržený tak, aby bylo možné jednoduše připojit další komunikační
protokoly a parsery vstupních dat, k již existujícímu řešení. Jednoduché rozšiřitel-
nosti je dosaženo za pomocí Qt knihovny[13] a její části pro dynamické linkování
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knihoven (*.DLL - windows, *.so - linux). Další důležitou vlastností falsheru je jeho
multiplatformita které je opět dosaženo právě díky Qt knihovně.
Systém lze rozdělit do tří základních prvků:
1. UI program - zprostředkovává UI a načítání pluginů (dynamických knihoven).
2. Flasher plugin - stará se o flashovaní zařízení ke kterému je určen.
3. Reader plugin - přidává formáty souborů, které je program schopen přečíst.
5.2.1 UI program
Tato část programu je zodpovědná za načítání pluginů a jejích porovnání s verzemi
Qt a verzemi interfacu použitých v daném pluginu. Pokud je vše v pořádku zjistí
jaké typy interface (typy plagnu) jsou v daném pluginu přítomny a publikuje je.
Každý plugin může obsahovat více Faslehu a readerů.
Obr. 5.4: Grafický návrh UI (aktualizovat obr)
Samotné UI je navrženo velice jednoduše a intuitivně. Základní okno obsahuje
pouze možnost zadat soubor a prostor kde si mohou ostatní pluginy zaregistrovat
tab se svým vlastním nastavením. Tento tab si zde vsak může zaregistrovat pouze
flasher plugin.
K rozšíření výčtu známých typů souborů a přípon si může reader plugin zaregis-
trovat příponu ke svým typům souborů které zná.
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Interfaces
Jak už bylo dříve zmíněno existují dvě rozhraní, které může plugin implementovat.
Jedno rozhraní slouží pluginům, které budou programovat zařízení a jeden slouží
pluginům, které čtou data ze souboru.
FlasherPlugin
getPluginWidget() = 0 ; QWidget
ﬂash(QByteArray data) = 0 : void
putSettings(QSettings *settings) = 0 : void
signals:
showMessageBox(QString title, QString text, qint32 type) = 0 : void
printProgressInfo(QString info) = 0 : void
progressInPercentage(qint32 progress) = 0 : void
done(bool success) = 0 : void
ReaderPlugin
readData(QString ﬁleName) = 0 : void
getSuﬃxesGroups() = 0 : QList<SuﬃxesStructure>
putSettings(QSettings *settings) = 0 : void
signals:
showMessageBox(QString title, QString text, qint32 type) = 0 : void
printProgressInfo(QString info) = 0 : void
progressInPercentage(qint32 progress) = 0 : void
done(QByteArray data) = 0 : void
Obr. 5.5: Flasher interfaces
Existuje jedno další rozhraní, ze kterého tyto dvě rozhraní dědí. Toto rozhraní
se nazývá BaseInterface a existuje jen jako čistě virtuální třída, která se stará pouze
o zjednodušení práce s rozhraními. BaseInterface obsahuje všechno co mají Reader-
Plugin a FlashePlurin rozhraní společné.
Vysvětlení funkcí rozhraní:
• getPluginWidget() = 0; QWidegt - Funkce která má za úkol sestavit widget
(tab), který bude sloužit jako prostor pro konfiguraci programovacího pluginu.
Mimo jiné tento widget slouží také k identifikaci do kterého pluginu se mají
předat data k programovaní.
• flash(QByteArray data) = 0 : void - Funkce, která spouští programování za-
řízení. Tato funkce musí být neblokující a v případě další doby programování
by měla vytvořit další vlákno, které by obsloužilo požadavek programování.
Nutnost neblokujícího chování této funkce je zapříčiněna odezvou grafického
rozhraní, které by přestalo odpovídat kdyby jakákoliv funkce běžící v GUI
threadu byla blokující. Proměnná data slouží k předání všech dat k programo-
vání.
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• putSetting(QSettings *settings) = 0 : void - Funkce, která vloží objekt starající
se o nastavení do pluginu.
• readData(QString fileName) = 0 : void - Funkce je podobná funkci flash, slouží
k tomu, aby reader začal načítat a parsovat data. Opět je v tomto případě
nutné vytvořit další vlákno za situace, že je čtení časově náročné.
• getSuffixesGroups() = 0 : QList<SiffixesStructure> - Funkce, která vrací list
(spojitý seznam) struktur, které obsahují jméno skupiny souborů a list přípon
těchto souborů. Jméno skupiny může být jakýkoliv řetězec a každá přípona
musí odpovídat wildcard syntaxi.
Vysvětlení signálů rozhraní:
• showMessageBoc(QString title, QString text, qint32 type) = 0 : void - Signál,
při jehož vyvolání se vytvoří message box s předaným titulkem a předaným
textem. Proměnná type určuje typ message boxu (0 - warning message box, 1
- information message box, 2 - critical message box)
• printProgressInfo(QString info) = 0 : void - Signál, při jehož vyvolání se do
stavového řádku aplikace vypíše zpráva předaná v info.
• progressInPercentage(qint32 progress) = 0 : void - Signál při jehož vyvolání se
nastaví předaná hodnota jako procento postupu v progress baru zobrazeném
při programování. Tato funkce by měla být volána s rozumnou periodicitou,
aby bylo vidět, že program něco dělá, ale aby nebyl „přehlcen“ těmito signály.
• done(bool success) = 0 : void - Flash plugin tímto signálem informuje hlavní
program o tom, že ukončil svoji činnost a success značí jestli programování
proběhlo úspěšně.
• done(QByteArray data) = 0 : void - Reader plugin tímto signálem informuje
hlavní program o ukončení čtení dat a jako parametr předává právě přečtená
data.
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Vnitřní funkcionalita UI programu
Init objects
Find all plugins
Publish all compatible plugins
Process UI events
exit condition != true
Obr. 5.6: Diagram funkce UI programu
Po startu programu proběhnou konstruktory hlavní třídy programu. V rámci to-
hoto konstruktoru se načte grafika okna, z platformě závislých míst se načte uložená
konfigurace (windows - registry, linux - /home/..), načtou se pluginy ze složky ./plu-
gins/*.dll (linux - *.so), publikují se všechny kompatibilní pluginy a začne se v cyklu
čekat na eventy z grafického rozhraní.
Existují dva základní eventy na které reaguje UI program. Jsou jimi stisknutí
tlačítka Open a také tlačítka Program Chip (kapitola: 5.4). Obě tato tlačítka mají
svůj ekvivalent v menu a reaguje se na menu tlačítka identicky (každé menu tlačítko
má svoji zkratku).
Při kliknutí na tlačítko Open dojde k vyvolání eventu, který vytvoří dialogové
okno k vybrání souboru, který bude načten načten jako datový soubor. Zároveň se
podle přípony detekuje plugin, u kterého se musí zavolat funkce readData().
Při kliknutí na tlačítko Program Chip dojde k detekování flashnovacího pluginu
podle aktivního tabu a zavolá se funkce readData. V případě, že z reader pluginu
přijde signál done(QByteArray data) je zkontrolováno jestli proměnná data obsahuje
programovací data. V případě, že tomu tak je, bude spuštěn detekovaný flasher plu-
gin. Po přijetí signálu done(bool success) je zkontrolováno jestli bylo programování
úspěšné nebo ne.
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5.2.2 HexReader plugin
HexReader plugin implementuje reader interface a slouží k parsování HEX Intel
formátovaných dat. Tento formát je generován například Atmel Studiem.
V případě tohoto pluginu nedochází ani k vytváření dalšího vlákna a implemen-
tace je velice jednoduchá.
Open ﬁle
Read line
Calcultace CRC
Parse record type
Parse data based
on record type
End of ﬁle != true
Sort entries by address
Obr. 5.7: Diagram funkce HexReade pluginu
Při zavolání funkce readData(QString fileName) je otevřen soubor s názvem pře-
daným v proměnné fileName. Protože HEX soubory jsou většinou relativně malé není
vyvářeno speciální vlákno pro parsování a je rovnou spuštěn parsovaci algoritmus.
Parsování je uskutečněno po řádcích, vzhledem k HEX Intel formátu je to asi
nejlepší možnost, na každém řádku je spočítaný CRC součet který se porovná s
posledními dvěma znaky na řádku a poté je zjištěn typ záznamu (řádku). Podle
typu záznamu se nakonec přečtou data nebo se nějakým způsobem upraví adresa.
Po úspěšném přečtení souboru se všechna přečtená data seřadí podle adresy a je
vyvolán signál done(QByteArray data).
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5.2.3 DmxFlasher plugin
DmxFlashe plugin je protějšek ATMega bootloaderu a jako takový je masterem při
bootovací komunikaci (kapiola: 5.1.1).
FmxFlasher plugin dědí a implementuje flasher interface. Při zavolání funkce
flash() dojde k vytvoření nového threadu protože falshovaní může být časově nároč-
nější v případě, že se objeví chyba na sběrnici atd.
UnableSendData NoRespond
EndBoot
StartBoot
DataTransfer
Write error Read error
Receive start
boot respond
with page size
Write error Read error
Write error Read error
Obr. 5.8: Hlavní stavový diagram
DmxFlasher potřebuje mít možnost nastavení využitého sériového portu a také
možnost nastavení adresy zařízení. Proto si u UI programu registruje jeden widget,
který slouží právě k nastavení těchto dvou parametrů. Důležitou vlastností nasta-
vování sériového portu je periodické znovu načtení seznamu seriálových portů, aby
nebylo nutné při připojení nového zařízení (USB -> Serial convertor) restartovat
program.
Vlastní výkonovou část opět tvoří stavový stroj, jako tomu bylo v případě AT-
Mega bootloaderu (kapitola: 5.1.2). Tento stavový stroj je však o něco složitější a
počítá i s rozpojením sběrnice, případně s možností nějakého poškození portu.
Stavový diagram obsahuje pět základních stavů.
1. StartBoot - Odešle start boot paket a čeká na odpověď.
2. DataTransfare - Přenáší programovací data.
3. EndBoot - Ukončuje přenos dat a spouští hlavní program v programovaném
zařízení.
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4. UnableSendData - Stav do kterého je schopný přejít každý stav který odesílá
data. Do tohoto stavu se přechází ve chvíli kdy dojde k vypršení zápisu dat
na sběrnici (výpadek kabelu ...).
5. NoRespond - Stav do kterého je schopen přejít každý stav, který přijímá data.
Opět je přechod do tohoto stavu zapříčiněn vypršením časovače (časovač pro
čtení).
Stavy StartBoot, DataTransfare, EndBoot mají podstavy, které jsou zodpovědné za
kontrolování správného doručení zpráv a jejich znovu vyžádání v případě chyby na
sběrnici.
StartBoot
SendStartBoot
ReceiveBootEnterRespondSendError
Obr. 5.9: StartBoot vnitřní stavový diagram
StartBoot obsahuje tři vnitřní stavy:
1. SendStartBoot - Odešle paket s požadavkem o vstup do bootovacího režimu.
2. ReceiveBootEnterRespond - Čeká na paket potvrzující vstup do bootovacího
režimu. Pokud dojde k úspěšnému přijetí odpovědi, předá se velikost stránky
flash pamětí dále.
3. SendError - V tom to stavu dojde k odeslání chybového paketu s požadavkem
o znovu poslání potřebného paketu. Do toho stavu se přejde kdykoliv je přijat
paket s chybou nebo se špatným typem zprávy.
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DataTransfer
SendBootData ReceiveRespondACKERROR
ResendBootData SendError
All data sended
Obr. 5.10: DataTransfer vnitřní stavový diagram
DataTransfare obsahuje čtyři vnitřní stavy:
1. SendBootData - Odesílá pakety s daty které mají velikost přijatou v StartBoot
stavu. Jakmile se odešlou veškerá data, je DataTransfare ukončen.
2. ReceiveRespondACKERROR - Přijímá odpovědi na datové pakety pokud je
přijat error rozhodne se jestli se má poslat errorový paket nebo jestli se mají
znovu poslat data..
3. ResendBootData - Znovu odešle bootovací data.
4. SendError - Odešle dotaz aby se znovu poslala předchozí zpráva.
Edning
SendBootEnd
ReceiveBootEndACKERROR SendError
Obr. 5.11: EndBoot vnitřní stavový diagram
EndBoot stav obsahuje tři podstavy.
1. SendBootEnd - Odešle paket s žádostí o ukončení bootovacího režimu.
2. ReceiveBootEndACKERROR - Čeká na odpověď požadavku o ukončení boo-
tovacého režimu. V případě že je přijat error paket je znovu odeslán požadavek
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o ukončení bootovacího režimu. Pokud je přijatá zpráva poškozená přejde se
do stavu SendError.
3. SendError - Odešle paket s errorovou zprávou.
5.3 ATMega hlavní program
Hlavní program na ATMega se dá rozdělit do několika základních částí podle funk-
cionality.
1. DMX driver - Odpovídá za naplnění datových bufferů daty přijatých na sběr-
nice.
2. I2C driver - Stará se o odesílání dat na I2C sběrnici.
3. PCA9635 driver - Operuje nad I2C driverem. Stará se o zjednodušení práce s
PCA9635.
4. Hlavní program - Spojuje všechny dílčí části.
5.3.1 DMX driver
DMX driver je samostatná jednotka, která využívá přerušení k vyhodnocování veš-
kerých svých operací.
IDLE
BREAK
DATA
Start byte is zero
All channels readed
Start byte is not zeroReset detected
Obr. 5.12: DMX stavový diagram
DMX protokol využívá RS485 sběrnice, která je logicky stejná jako UART, jenom
se využívají jiné úrovně napětí, díky tomu DMX driver může využívat UART HW
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driver zabudovaný v procesoru. Při přijetí znaku je generované HW přerušení a v
tomto přerušení je implementovaný malý stavový stroj, který vyhodnocuje dění na
DMX sběrnici.
V případě, že nastane chyba na sběrnici je tato chyba vyhodnocena jako BREAK
a je vy-restartován počítač kanálu. Pokud je další byte (Start byte kapitola 3.2.3)
přijat nulový je vše v pořádku a data proudící po sběrnici budou interpretována
jako DMX kanály, pokud ovšem startovací byte je nenulový přejde stavový stroj do
stavu IDLE a všechna další data budou ignorována až na BREAK.
5.3.2 I2C driver
I2C driver není nic jiného než jednoduché API, které zprostředkovává přístup k
registrům používaných HW I2C.
I2CDriver
i2c_init(void) : void
i2c_stop(void) : void
i2c_start(unsigned char address) : unsigne dchar
i2c_rep_start(unsigned char addr) : unsignedchar
i2c_start_wait(unsigned char addr) : void
i2c_write(unsigned char data) : unsigned char
i2c_readAck(void) : unsigned char
i2c_readNak(void) : unsigned char
i2c_read(unsigned char ack) : unsigned char
Obr. 5.13: I2C driver funkce
Funkce svým názvem odpovídají pojmům z dokumentace I2C proto si myslím že
není třeba je dále popisovat.
5.3.3 PCA9635 driver
PCA9635 drive je navržený stejným způsobem jako I2C jen s tím rozdílem, že je
využito I2C diveru na pozadí k nastavování registrů PCA9635.
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PCA9635Driver
PCA9635_Init(char address) : void
PCA9635_SendAll(char *pca_buﬀer) : void
PCA9635_PWMRegisters(char *pca_buﬀer) : void
PCA9635_MODEn(char data) : void
PCA9635_PWMn(char data) : void
PCA9635_GRPPWM(char data) : void
PCA9635_GRPFREQ(char data) : void
PCA9635_LEDOUTn(char data) : void
PCA9635_SUBADRn(char data) : void
PCA9635_ALLCALLADR(char data) : void
Obr. 5.14: PCA9635 driver funkce
Pomocí toho API lze přenastavit všechny registry v PCA9635. Obecně MODEn
funkce nastavují módy v jakých bude PCA operovat (spotřeba, natavení vystupních
portů, atd.). Funkce SUBADRn a ALLCALLADR nastavují na jaké adresy bude
zařízení reagovat (více zařízení může reagovat na jednu adresu). Funkce GRP* na-
stavují PWM frekvence, na kterých se budou přepínat PWM výstupy. PWMn a
PWMRegisters nastavují duty cycle jednotlivých PWM kanálů. Init funkce nasta-
vuje PCA9635 knihovnu a předává jí na jaké adrese má kontaktovat dané zařízení.
5.3.4 Hlavní program
Na následujícím diagramu je názorně ukázaná činnost hlavního programu. Nejdříve
se inicializují všechny knihovny poté se povolí přerušení pro DMX knihovnu a začne
se provádět nekonečná smyčka, která obstarává celkovou funkčnost programu. V ne-
konečné smyčce se neustále čtou data z DMX bufferu a posílají se pomocí PCA9635
driveru do fyzické součástky, která za nás udělá zbytek. Protože je celá deska vý-
konovým členem, není zde nutné šetřit energií a není přecházeno do sleep režimu
procesoru.
40
Init hardware (I2C, UART, PCA9635)
Enable interrupt
Read DMX buﬀer
Set PCA9635 LED buﬀers
Forever
Obr. 5.15: Diagram funkce hlavního programu
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5.4 Řídící program na PC
Požadavky na řídící program na PC jsou veliké, protože je potřeba, aby byl dosta-
tečně všestranný, a aby bylo možné jej jednoduše ovládat. Pokud vezmeme v úvahu
tyto požadavky zjistíme, že vývoj samotného řídícího programu je veliký jako samo-
statný bakalářský nebo diplomový projekt. Z tohoto důvodu jsem se rozhodl podívat
po již existujícím řešení, které by se dalo použít.
Zvolil jsem program s názvem QLC+[2], který je šířený pod licencí Apache Li-
cense V2.0, umožňující i komerční využití open source programů. Celý program je
navržen velice modulárně s jednoduchým grafickým prostředím. Právě díky jedno-
duchému a intuitivnímu grafickému prostředí je možné se s QLC+ naučit pracovat
v řádu 1-2 hodin. I přes to, že QLC+ započalo svoji existenci už v roce 2004, je
neustále zdokonalováno.
Do QLC+ jsem vytvořil fixture, které odpovídá mému zařízení. Díky tomuto
fixture je jednoduší vytvářet vlastní schémata svícení.
Obr. 5.16: Uživatelský interface QLC+
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6 ZÁVĚR
Předmětem bakalářské práce bylo vytvořit zařízení pro regulace LED říditelné za
pomocí PC. Během řešení jsem se musel seznámit s možnostmi regulace výkonu a
komunikacemi mezi zařízeními.
V první kapitole jsem popsal principy LED diody a její vlastnosti z pohledu
zapojení. V druhé kapitole jsem popsal několik druhů regulace výkonu, ze kterých
jsem poté vybral PWM regulaci, protože nevíme v jakém zapojení a jaké LED
budou zapojeny k navrženému zařízení. Ve třetí kapitole jsem popsal různé druhy
komunikace používané v osvětlovací technice, ze kterých jsem následně vybral DMX,
protože je velice jednoduše implementovatelné a má dostatečnou kapacitu pro řízení
velkého množství propojených modulů. Ve čtvrté kapitole je popsán samotný návrh
zařízení, kde byl kladen důraz na možnost amatérské výroby a levné ceny. Zařízení
bylo úspěšně realizováno a oživeno.
Další částí práce bylo navržení a napsání programů pro ovládání modulu. Aby
bylo možné přeprogramovat zařízení i v případě, že nemá uživatel přístup k pro-
gramátoru, vytvořil jsem i bootloader na mikrokontrolér a jeho protějšek na PC.
Veškeré programy jsou multiplatformní, případně stačí změnit HAL vrstvu, která
zajišťuje přístup k fyzickému zařízení. Jako ovládací program na PC byl zvolen
QLC+, který je také multiplatformní. Do QLC+ jsem vytvořil Fixture, knihovnu
zachycující vytvořené zařízení. Dále jsem pomocí QLC+ vytvořil malý prezentační
projekt.
V současné době je vše hotové, ale do budoucna by se dal návrh rozšířit o modul
Ethernet->DMX, který by zjednodušil připojování zařízení a vyřešil by nutnost
driverů pro PC.
43
LITERATURA
[1] Avenue, C.: Art-Net 3. 2011.
URL http://www.artisticlicence.com/WebSiteMaster/UserGuides/art-net.pdf
3.3.3, 3.3.3
[2] Callegari, M.: qlcplus.sourceforge.net.
URL http://qlcplus.sourceforge.net/index.shtml 5.4
[3] CISCO: Ethernet Technologies.
URL http://docwiki.cisco.com/wiki/Ethernet_Technologies 3.3
[4] Diviš, J.: diody.
URL http://www.spsemoh.cz/vyuka/zel/diody.htm (document), 1.2
[5] Elektronic, G.: DMX Conector.
URL http://www.gls-elektronic.wz.cz/XLRdmx.png (document), 3.4
[6] František Zezulka, O. H.: Průmyslový Ethernet II: Referenční model ISO/OSI.
2007.
URL http://www.odbornecasopisy.cz/index.php?id_document=34209 3.3
[7] FreeStyler: DMX Timing. 2013.
URL http://www.freestylersupport.com/wiki/dmx_basics:dmx_timing (docu-
ment), 3.5
[8] Girolimon, G.: Ethernet CAT 5 UTP Cabling. 2001.
URL http://www.yazzy.org/docs/cat5.html (document), 3.8
[9] Ing. Robert Krejčí, Doc. Ing. Eduard Hulicius, C.: Polovodičové lasery a
LED-ky. microdesignum, 2007.
URL http://www.microdesignum.cz/clanky/Polovodicove-lasery-a-LED-ky.
html 1.1
[10] keil: GENERAL: INTEL HEX FILE FORMAT.
URL http://www.keil.com/support/docs/1584/ 5.1.1
[11] Mikulec, M.: Směrování v síti – formát rámce datové vrstvy, 5.díl.
http://owebu.bloger.cz/, 2009.
URL http://owebu.bloger.cz/PC-site/Smerovani-v-siti-format-ramce-datove-vrstvy-5-dil
(document), 3.9
[12] NXP: PCA9685 16-channel, 12-bit PWM. 2010.
URL http://www.nxp.com/documents/data_sheet/PCA9635.pdf 2.3.1
44
[13] Project, Q.: Qt.
URL http://qt-project.org/ 5.2
[14] Ryu, H.-Y.: Analysis on the Luminous Efficiency of Phosphor-Conversion
White Light-Emitting Diode. Journal of the Optical Society of Korea, 2013: s.
22–26.
URL http://www.opticsinfobase.org/josk/abstract.cfm?URI=josk-17-1-22
(document), 1.3
[15] Site.borec.cz: Síťové modely a architektury. 2005.
URL http://site.borec.cz/02Architekturaisoosi.htm (document), 3.6, 3.3.1
[16] Texas Instruments: SN65176b, SN75176b differential bus transceivers. 2003.
(document), 3.2
[17] Tišnovský, P.: Sběrnice RS-422, RS-423 a RS-485. 2008.
URL http://www.root.cz/clanky/sbernice-rs-422-rs-423-a-rs-485/ (docu-
ment), 3.1.1, 3.1
[18] University, I. E.: Introduction to Fast Ethernet. Dizertační práce.
URL http://www.industrialethernetu.com/courses/103_3.htm (document),
3.7
[19] Wikipedia: Art-Net. 2013.
URL http://en.wikipedia.org/wiki/Art-Net (document), 3.2
[20] Wikipedia: OSI model. 2013.
URL http://en.wikipedia.org/wiki/OSI_model 3.3.1, 3.3.1
[21] Wikipedia: Referenční model ISO/OSI. 2013.
URL http://cs.wikipedia.org/wiki/Referenční_model_ISO/OSI 3.3.1
[22] Wikipedia: RS-485. 2013.
URL http://en.wikipedia.org/wiki/RS-485 (document), 3.3
[23] Wikipedia: Spontánní emise. 2013.
URL http://cs.wikipedia.org/wiki/Spontánní_emise (document), 1.1
45
SEZNAM SYMBOLŮ, VELIČIN A ZKRATEK
ISO Mezinárodní organizace pro normalizaci, z anglického International
Organization for Standardization)
RGB Červená, zelená, modrá, z anglického: Red, green, blue
MAC Fyzická adresa počítače, z anglického Media Access Control
FCS Kontrolní součet v komunikačních protokolech, z anglického Frame Check
Sequence
EEPROM Přeprogramovatelná paměť z anglického Electrically Erasable
Programmable Read-Only Memory
UTP Kabel používaný v sítích, z anglického Unshielded Twisted Pair
NRZI Kodování bitů na fyzickém médiu, z anglického Non-Return-to-Zero,
Inverted
MLT-3 Kodování bitů na fyzickém médiu, z anglického Multi-Level Transmit
CRC Kontrolní součet, z anglického Cyclic Redundancy Check
USITT United States Institute for Theatre Technology
LED Dioda emitující světlo, z anglického Light-Emitting Diode
PWM Pulzně šířková modulace, z anglického Pulse-width modulation
MCU Řídící jednotka, z anglického Machine Control Unit
I2C Dvouvodičová sběrnice, z anglického Inter-Integrated Circuit
SPI Sériová komunikační sběrnice, z anglického Serial Peripheral Interface
Byg-Endian Byty více bytové hodnoty jsou přeskupené v opačném pořadí než by
je četl člověk
CRC Cyklická redundantní kontrola, z anglického Cyclic redundancy check
UI Grafická část programu, z anglického User Interface
HW Zkratka pro hardware
HAL Fyzická absatraktní vrstva, z anglického Hardware Abstract Layer
46
SEZNAM PŘÍLOH
A Schéma výkonového modulu 48
B DPS 51
C Snímky PWM kanálu 55
D Boot protokol 57
47
A SCHÉMA VÝKONOVÉHO MODULU
48
49
50
B DPS
Obr. B.1: DPS spodní strana
51
Obr. B.2: DPS horní strana
52
Obr. B.3: Umístění součástek spodní strana
53
Obr. B.4: Umístění součástek horní strana
54
C SNÍMKY PWM KANÁLU
Obr. C.1: Časový průběh střídy 50%
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Obr. C.2: Časový průběh střídy 10%
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D BOOT PROTOKOL
xxx
1 B
Header
Address
xxxxxxxx
4 b
Seq. Number
xxxx
4 b
Packet Type
xxxx
Page size
Boot Mode Entered
2 B
1 B
CRC
xxxxxxxx
0x01
0x02
1 B
CRC
xxxxxxxx
0x04
1 B
CRC
xxxxxxxx
Boot Data
Boot data transfer packet
(Page size) B
0x03
1 B
CRC
xxxxxxxx
0x05
1 B
CRC
xxxxxxxx
0x06
1 B
CRC
xxxxxxxx
Request for enter
Boot Mode
ACK
End Boot 
Mode0000xxxx
Failed packet
Seq. Number
1 B
Request for resend
packet
Obr. D.1: Zprávy Boot protokolu
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