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Cette initiation a` MATLAB a pour objectif de se familiariser a` un outil tre`s utilise´ par la commu-
naute´ scientifique dans les laboratoires et dans l’industrie. Il a e´galement pour objectif d’initier
(pour ceux qui n’y ont jamais touche´) a` la programmation et a` l’algorithmique, ce qui est indis-
pensable a` tout bon inge´nieur aujourd’hui. En effet, beaucoup de notions introduites ici ne sont
pas propres a` MATLAB mais a` tout langage structure´ comme le C/C++, le Java, etc.
Pourquoi MATLAB ? Le succe`s actuel de MAT-
LAB vient de sa simplicite´ de prise en main et
d’utilisation. De plus, il existe des boıˆtes a` ou-
tils (toolbox) optionnelles mais tre`s utiles dans
certains domaines comme l’optimisation, le trai-
tement du signal et de l’image, l’apprentissage
(re´seaux de neurones. . .), l’automatique (Simulink),
etc. Ce logiciel est de plus tre`s utilise´ tant dans
le monde industriel que dans le monde universi-
taire.
Il existe un certain nombre de concurrents a` MATLAB comme Octave ou SciLab. Octave interpre`te
tre`s bien des instructions MATLAB si celles-ci ne font pas appel a` des toolboxes propres a` MAT-
LAB. SciLab, de´veloppe´ a` l’initiative de l’INRIA (Institut National de Recherche en Informatique
et en Automatique), a pour avantage d’eˆtre libre, c’est-a`-dire non seulement gratuit mais dont le
code source est accessible et re´utilisable avec certains restrictions (licence CeCILL). Il est cepen-
dant encore aujourd’hui moins avance´ et surtout moins ge´ne´raliste que MATLAB.
La premie`re partie (page 3) pre´sente les principales instructions MATLAB utilise´es presque tous les
jours. La seconde partie (page 14) introduit les principales notions de programmation a` connaıˆtre
sous MATLAB. On trouvera a` la fin de ce tapuscrit (page 23) les principales fonctions MATLAB.
Vous trouverez ici et la` sur le net ou dans les bibliothe`ques bon nombre de documents sur MAT-
LAB. Vous avez toute initiative pour rechercher par vous meˆme les informations dont vous avez
besoin. Vous y trouverez a` la fin un index qui regroupe l’ensemble des commandes les plus cou-
rantes.
Enfin, il est indispensable de savoir que ce document est disponible aussi bien d’Oulan-Bator que
du sie`ge de l’ONU a` New-York, par internet 1. Vous trouverez toutes les sources ne´cessaires a` ce
projet. Toutes vos critiques et retours sont les bienvenus.
Bon travail !
1. Lien : http://personnel.isae.fr/emmanuel-zenou/supaero/1ere-annee-l3/article/initiation-matlab.html
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1 Ge´ne´ralite´s
Vous trouverez dans ce document
— une liste classe´e des principales instructions ou commandes que vous trouverez sous
MATLAB, annexe A page 23,
— et un index en dernie`re page.
Le symbole←↩ signifie qu’il faille appuyer sur la touche entre´e (ou return).
1.1 L’environnement MATLAB
Pour lancer MATLAB, sous UNIX, ouvrir une feneˆtre de commande et taper matlab&, le ’&’
permettant de garder la main dans la feneˆtre de commande. Sous Windows R© c© ou Mac, double-
cliquer sur l’icoˆne correspondant.
Un environnement s’affiche a` l’e´cran sous vos yeux emerveille´s. Il est compose´ en ge´ne´ral des
cinq feneˆtres suivantes :
— Current directory, qui vous indique le re´pertoire courant,
— Command History, qui regroupe dans une pile les commandes passe´es,
— Workspace, tre`s utile, qui vous donne les variables en me´moire, leur type et leur taille,
— Launch Pad, ou` vous avez acce`s en autre aux boıˆtes a` outils pre´sentes,
— et enfin Command Window, la feneˆtre de commande.
I Cre´er un re´pertoire InitiationMatLab et se mettre dans ce re´pertoire.
L’aide sous MATLAB est en ge´ne´ral tre`s bien faite. Pour y acce´der, cliquer sur l’icone repre´sentant
un point d’interrogation bleu. Sur la gauche, cinq onglets sont accessibles :
— Contents, ou` sont range´es les fonctions par the`me et boıˆte a` outils,
— Index, qui permet de rechercher une fonction a` partir du nom,
— Search, qui permet de chercher une fonction a` partir de mots-cle´s,
— Demos, a` de´couvrir par vous-meˆme,
— et enfin Favorite, qui permet de stocker les pages utiles sans avoir a` les rechercher a` chaque
fois.
Il est possible e´galement d’utiliser les commandes doc ou help pour afficher l’aide d’une com-
mande.
1.2 Premiers pas
Dans un premier temps, tapez simplement
a=7←↩
puis dans un deuxie`me temps
b=3;←↩
(avec le point-virgule)
I Question 1 Que constatez-vous ? Quel est l’inte´reˆt du point-virgule ?
Remarque : Si vous oubliez le point-virgule, ou si l’exe´cution d’un programme est trop long, il
arrive parfois que MATLAB se bloque dans son exe´cution (on voit alors ”busy” en bas a` gauche
de la feneˆtre). Pour arreˆter l’exe´cution, se´lectionner la feneˆtre de commande et faire Control C.
I Question 2 Effectuer les diffe´rentes ope´rations : a+b, a*b, a/b.
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Remarque : il est possible d’utiliser des commandes UNIX telles que ls, cd, pwd, etc. dans
la feneˆtre de commandes MATLAB.
1.3 Typage
Il existe deux techniques pour afficher les variables en me´moire : soit dans l’onglet Workspace,
soit par les commandes who et whos.
I Question 3 Taper who et whos. Quelle diffe´rence y a-t-il entre ces deux instructions ?
Dans la feneˆtre Workspace, on voit apparaıˆtre un certain nombre d’informations lie´es a` chacune
des variables. L’une de ces information est le typage de la donne´e. Dans la plupart des langages
de programmation, les variables doivent eˆtre pre´alablement de´finies, a` partir d’une commande lie´e
a` son type. Sous MATLAB, il n’est pas ne´cessaire de de´clarer la variable en amont, et le logiciel
adapte le typage ne´cessaire, ce qui peut s’ave´rer dangereux (Voir section 1.15)
Le typage permet d’associer a` toute variable un type de variable, c’est-a`-dire un protocole de co-
dage de la variable en langage machine. Il est associe´ e´galement un espace me´moire ne´cessaire
a` coder cette variable. Par exemple, si une variable est de type logical, elle ne comprend que
deux valeurs possibles : 1 (TRUE) et 0 (FALSE). En the´orie, seul 1 bit est ne´cessaire pour coder
cette variable.
Il en existe plusieurs dans les diffe´rents langages de programmation. Sous MATLAB, les types les
plus courants sont double (pour double pre´cision -64 bits), logical (binaire), char (caracte`re -8
bits), uint8 (entier non signe´ - 8 bits), mais il en existe plein d’autres (voir l’aide).
1.4 Macros
Il est en ge´ne´ral bien plus commode d’e´crire l’ensemble des fonctions successivement utilise´es
dans un fichier, afin de garder une trace des ope´rations successives. Dans la feneˆtre principale,
ouvrir File -> New -> Script ou bien cliquer sur le rectangle blanc. Une feneˆtre s’ouvre
(que l’on peut inte´grer a` l’espace de travail principal en faisant Desktop -> Dock Untitled1
ou en utilisant les fle`ches noires) dans laquelle il est possible d’inscrire autant d’instructions que
ne´cessaire.
La plupart du temps il est pre´fe´rable de commencer une macro par une remise a` ze´ro comple`te.
E´crire dans le fichier :
clear all, close all, clc.
I Question 4 Que signifient ces commandes ?
Pour sauvegarder la macro, le plus rapide est d’appuyer simultane´ment sur les touches Ctrl +
S ([pomme] + S sous Mac, Ctrl + x puis Ctrl + S sous UNIX), ou de cliquer sur la
disquette. Sauvegarder votre macro sous le nom ’Essai1.m’ dans un re´pertoire aproprie´.
I Question 5 E´crire dans votre macro les commandes suivantes (nous verrons la signification
plus loin) :
clear all, close all, clc;
N=100;
p=.8;
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A = rand(1,N);
prob = sum(A<p)/N
erreur = (p-prob)/p
Afin de lancer l’exe´cution d’une macro, la me´thode la plus rapide consiste a` cliquer sur l’icoˆne
repre´sentant une feuille blanche avec une fle`che bleue oriente´e vers le bas ; une deuxie`me me´thode
consiste a` e´crire le nom de la macro dans la feneˆtre de commande.
I Question 6 Exe´cuter cette macro pour plusieurs valeurs de N et p.
Cette macro montre a` quel point l’e´criture sous MATLAB peut eˆtre synthe´tique. . .
I Question 7 Que signifient les calculs interme´diaires A<p et sum(A<p) ?
1.5 Affichage d’une donne´e
En tapant simplement dans la feneˆtre de commande a=9, il s’affiche sur deux lignes le re´sultat de
cette ope´ration. Pour lire de nouveau la valeur de a, il suffit de taper a et de valider.
Il est possible d’afficher des donne´es proprement avec la commande disp :
disp(a) ←↩
Afin de mettre en forme l’affichage, il est possible d’e´crire :
disp([’la valeur de a est ’ num2str(a)]) ←↩
I Question 8 Quelle est l’utilite´ de la fonction num2str ?
Remarque : Il est possible d’afficher une apostrophe ’ en la doublant dans la chaıˆne de caracte`res :
disp(’L’’e´le´phant d’’Ukraine est d’’enfer !’)←↩
1.6 Vecteurs
Pour cre´er un vecteur, taper
V1 = [1 2 3 4 5 6] ←↩
Le vecteur s’affiche dans la feneˆtre de commande.
Taper ensuite :
V2 = V1’ ←↩
I Question 9 Quelle est la fonction de l’ope´rateur ’ ?
Dans une feneˆtre de commande, taper successivement :
V3 = 1:11 ←↩
V4 = 1:2:11 ←↩
V5 = 1:.1:3 ←↩
I Question 10 Que constatez-vous ?
I Question 11 En de´duire la construction d’un vecteur X de−pi a` 2pi, de pas 0.01 radian. Quelle
est la longueur de ce vecteur ?
Pour obtenir la valeur de la composante i, il suffit de taper
V5(i) ←↩
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I Question 12 Quelle est la troisie`me composante du vecteur V5 ?
En tapant V1(end),
I Question 13 Quelle est l’utilite´ de la variable end ?
Une autre fac¸on d’obtenir ce re´sultat est de connaıˆtre la taille (longueur) du vecteur.
I Question 14 Quelle commande permet-elle d’obtenir la longueur du vecteur ?
I Question 15 Donner deux formulations diffe´rentes pour obtenir le dernier e´le´ment d’un vec-
teur.
Les donne´es dans MATLAB sont toujours repre´sente´es sous forme de vecteur ou de matrice. Une
des fonctions essentielles est la de´termination du minimum et du maximum des e´le´ments d’un
vecteur. Dans une feneˆtre de commande, taper successivement :
V = rand(6,1) ←↩
a = min(V) ←↩
[a,b] = min(V) ←↩
La fonction rand permet de tirer au hasard une valeur entre 0 et 1 (voir plus loin).
I Question 16 Quels sont les arguments de sortie des fonctions min et max ?
1.7 Matrices
Les premie`res versions de MATLAB il y a une vingtaine d’anne´es e´taient des bibliothe`ques d’inver-
sion de matrices (l’acronyme MATLAB signifiant ”Matrix Laboratory”). Le type fondamental des
variables de MATLAB est le type matrice. Une matrice est un tableau a` deux dimensions d’expres-
sions de meˆme type.
Soit M la matrice de nombres ale´atoires suivante : M = rand(4,6) ←↩
I Question 17 Quelle est la taille de la matrice M ? Afficher proprement (i.e. avec une belle
phrase pleine de mots poe´tiques) les informations relatives a` cette variable.
I Question 18 Utiliser les fonctions min et max sur M : que constatez-vous ? Comment obtenir
les valeur min et max sur tous les e´le´ments de la matrice ?
On constate que les termes d’une meˆme ligne sont se´pare´s dans la de´claration par des virgules ou
par des espaces. Les lignes sont se´pare´es entre elles par des points-virgules. Raisonnons sur des
matrices plus simples.
Tapez successivement les commandes suivantes :
A = [1 2 3 4; 5 6 7 8; 9 10 11 12; 13 14 15 16] ←↩
B = A(2,2) ←↩
C = A(:,2) ←↩
D = A(1:3,2:3) ←↩
E = A’ ←↩
I Question 19 Interpre´ter dans ce cas les ope´rateurs : et ’
La facilite´ ope´ratoire de MATLAB peut eˆtre une facilite´ apparente. . .
6 UF Mathe´matiques Applique´es
Introduction a` MATLAB Emmanuel Zenou
I Question 20 En tapant D(4,5)=2 : que constatez-vous ?
Ceci est un avantage et un inconve´nient. En effet, cela permet une souplesse et une simplicite´
d’e´criture et de programmation, mais rend difficile la recherche de certaines erreurs lors de l’exe´cution
du programme.
I Question 21 De´terminer les matrices F et G forme´es respectivement des deux dernie`res lignes
et des deux colonnes centrales de A.
Les ope´rations matricielles classiques (multiplication, puissance, division) sont directement acces-
sibles par leur symbole normal. Dans la feneˆtre de commande, taper
F*G ←↩
puis
F.*G’ ←↩
I Question 22 Que constatez-vous ? Quelle diffe´rence y’a-t-il entre les ope´rateurs * et .* ?
De meˆme,
Aˆ2 ←↩
puis
A.ˆ2 ←↩
I Question 23 En de´duire l’utilite´ d’un point avant un ope´rateur quelconque.
En posant
A = [-1.9, -0.2, 3.4; 5.6, 7, 2.4; -0.5 -2.2 3.3 ]
I Question 24 Quelle est l’utilite´ des quatre fonctions round, floor, ceil et fix ?
Il est facile, sous MATLAB, de rechercher les valeurs propres (eigenvalues) et vecteurs propres
(eigenvectors) d’une matrice carre´e avec la commande eig.
I Question 25 Quelles sont les valeurs propres et vecteurs propres de ceil(A) ?
Il existe plusieurs instructions permettant de construire des matrices particulie`res.
I Question 26 Que signifient les instructions suivantes : eye, zeros, ones, diag, triu,
tril, magic, toeplitz ?
Il existe e´galement plusieurs instructions relatives a` des fonctions d’analyse line´aire.
I Question 27 Que signifient les instructions suivantes : det, rank, inv, size, norm,
eig ?
I Question 28 De´terminer les vecteurs propres et valeurs propres de la matrice suivante :
M =
 −1 0 35 7 2
0 −2 3

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1.8 Fonctions
Les fonctions sous MATLAB sont des fonctions discre`tes avec pour abscisse un vecteur de valeurs
espace´es re´gulie`rement. De´terminer un vecteur d’abscisse X (voir question 11) entre 0 et 2pi par
pas de 0.1 et e´valuer sin(X) :
y = sin(X)
sum(y)
I Question 29 Que constatez-vous ? Pourquoi ? Que se passe-t-il avec un pas de 1e-3 ?
Il est donc important de constater que les fonctions sont construites a` partir de variables discre´tise´es,
c’est-a`-dire d’une succession de valeurs se´pare´es par un intervalle donne´ appele´ pas de discre´tisation.
On constate de plus que la taille des nouvelles variables construites se sont adapte´es a` la taille
initiale de X.
I Question 30 A` l’aide des sum et abs, de´terminer la moyenne approche´e de la valeur absolue
d’une sinusoı¨de. Ve´rifiez avec un calcul the´orique.
A` l’aide du vecteur X pre´ce´demment construit (pas de 0.01), taper et exe´cuter la macro vecteurx.m
suivante :
k = 2;
ksin2x = k*sin(2*X);
ksin2xpositif = ksin2x > 0;
disp([’Taille du vecteur ksin2x : ’ num2str(length(ksin2x)) ...
’ et du vecteur ksin2xpositif : ’ num2str(length(ksin2xpositif))])
I Question 31 Quelle est l’utilite´ des trois points ... en fin de ligne ?
1.9 Figures
La repre´sentation de fonctions se fait essentiellement sous MATLAB par la commande plot.
Avant cela`, la commande figure : permet d’ouvrir une nouvelle feneˆtre. Dans la macro pre´ce´dente,
taper
figure; plot(X,ksin2x);
puis
figure, plot(X,ksin2x,X,ksin2xpositif);
I Question 32 Quelles sont les options de cette fonction plot ?
I Question 33 Repre´senter la fonction ksin2x en rouge avec des petits cercles et ksin2xpositif
en bleu avec des pointille´s.
I Question 34 Utiliser les commandes legend et title pour agre´menter la figure.
Pour sauvegarder une figure, dans la feneˆtre aller dans File -> Export (ou parfois File ->
Save as) pour enregistrer dans le format de´sire´.
I Question 35 Sauvegarder la figure en JPG et en BMP.
Si l’on de´sire re´activer la figure i, il faut l’appeler en tapant figure(i).
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I Question 36 Activer la premie`re figure et dessiner la fonction ksin3x = k*sin(3*X).
Que s’est-il passe´ sur la premie`re courbe ?
Pour re´soudre le proble`me, il faut utiliser la commande hold.
I Question 37 Superposer les courbes des fonctions ksin2x et ksin3x.
Une autre possibilite´ consiste a` utiliser la commande subplot.
I Question 38 Repre´senter les courbes des fonctions ksin2x et ksin3x a` l’aide de la fonction
subplot.
Nous allons maintenant essayer de visualiser une figure 3D, repre´sentant par une surface les varia-
tions d’une fonction de deux variables. Prenons comme objet d’e´tude la fonction de deux variables
suivante (appele´e Gaussienne) :
z =
1
σ
√
2pi
e−
(x−1)2+y2
2σ2
sur le pave´ [−5, 5]×[−5, 5]. Le principe est, comme dans plot, de repre´senter graphiquement des
points de´finis par 3 tableaux de points, le premier pour les abscisses, le second pour les ordonne´es
et le troisie`me pour les coˆtes. A partir du maillage des abscisses et des ordonne´es de´fini par
x = -5:0.2:5; y = -5:0.2:5; ←↩
il faut cre´er un tableau bidimensionnels xx et yy qui affecteront a` chacun des points de la grille
respectivement son abscisse et son ordonne´e. La fonction meshgrid re´alise ce travail :
[xx,yy] = meshgrid(x,y)
Il reste a` calculer la coˆte correspondante en utilisant la vectorisation de la fonction exp et des
ope´rations arithme´tiques sans oublier le ”.”
z = 1/(sigma*sqrt(2*pi))*exp(-((xx-1).ˆ2+yy.ˆ2)/(2*sigmaˆ2));
On prendra σ = 1. On peut maintenant obtenir un trace´ 3D par l’instruction surf (ou surfc) :
figure; surf(xx,yy,z);
ou un trace´ de lignes de niveaux par l’instruction contour3 :
figure; contour3(z,30)
Sauvegarder ces belles figures, que vous pourrez afficher fie`rement sur la porte de votre chambre.
Constatez qu’il est possible de les faire tourner pour une meilleure visualisation (voir figure 1).
I Question 39 Repre´senter la fonction
z = sin(x2 + y2), x ∈ [−pi, pi], y ∈ [−pi, pi]
1.10 Initialisation de variables
MATLAB est un outil tre`s souple qui permet d’anticiper les aspirations de son utilisateur. Ainsi,
en tapant
V6(5) = 7 ←↩
On constate que le vecteur s’est initialise´ tout seul. . .
D’une manie`re ge´ne´rale, il n’est pas ne´cessaire, sous MATLAB, de de´clarer ses variables. MAT-
LAB utilise l’allocation dynamique de me´moire qui permet de modifier la taille des variables en
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FIGURE 1 – Gaussienne 2D de diffe´rents points de vue.
permanence. Cette facilite´ ne permet pas de de´tecter des erreurs de programmation dans la gestion
des matrices. Il est conseille´ au programmeur d’e´tablir des controˆles pour e´viter d’eˆtre induit en
erreur par l’allocation dynamique de me´moire.
Il est ainsi possible d’initialiser une variable avec la commande
V6 = [] ←↩
Ou bien en lui donnant la valeur 0
V6 = zeros(1,5) ←↩
Ou une matrice 3× 5 :
M1 = zeros(3,5) ←↩
D’autres inititalisations sont possibles : taper
M2 = ones(3,5) ←↩
M3 = ones(5) ←↩
Ou bien :
M4 = eye(3,5) ←↩
I Question 40 Que fait la fonction eye ?
1.11 Variables ale´atoires
Il existe diffe´rentes techniques pour initialiser ale´atoirement un vecteur. Par exemple, taper
randperm(7) ←↩
I Question 41 Dans une macro loto.m, e´crire un mini-programme (2 lignes suffisent !) qui
permet de tirer 6 nume´ros au hasard sur 49.
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Les commandes rand et randn permettent de tirer ale´atoirement des nombres en fonction d’une
densite´ de probabilite´ donne´e. Ainsi, taper dans la feneˆtre de commande :
rand(5) ←↩
puis
randn(5) ←↩
I Question 42 Quelle diffe´rence existe-t-il entre ces deux fonctions ? Rechercher sur le net des
informations relatives aux diffe´rentes lois de probabilite´ (notamment la loi uniforme et la loi nor-
male ou gaussienne).
Afin de visualiser ces distributions, taper dans une macro tirage.m :
N1 = 100; N2 = 10000;
% Tirages :
X1 = rand(N1,1);
X2 = rand(N2,1);
Y1 = randn(N1,1);
Y2 = randn(N2,1);
% Affichages :
figure, hist(X1,200);
figure, hist(X2,200);
figure, hist(Y1,200);
figure, hist(Y2,200);
I Question 43 Interpre´ter ce que vous observez.
La fonction randn permet de faire un tirage pour une loi normale centre´e (µ = 0) normalise´e
(σ2 = 1)
I Question 44 Trouver la relation qui permet de faire un tirage pour µ et σ quelconques en
fonction de G(0, 1). En de´duire comment faire un tirage selon une loi gaussienne quelconque.
Nous allons superposer diffe´rentes gaussiennes G(µ, σ2) :
I Question 45 Effectuer les N tirages (N=1e4) selon les 3 lois suivantes :
1. T1 = G(0, 1),
2. T2 = G(0, 3)
3. et T1 = G(−2, 3).
I Question 46 Afficher dans une meˆme feneˆtre les histogrammes repre´sentatifs (Fig. 2) en construi-
sant la matrice T=[T3 T2 T1] et la commande hist.
Dans une seconde macro tirage2.m, taper et exe´cuter les commandes suivantes :
tic; N = 100000; A = randn(N,1); AA = (A<-1); NN = sum(AA); P = NN
/ N; toc; disp([’P = ’ num2str(P)])
I Question 47 Que signifie cette suite d’instructions ?
I Question 48 Que signifient les commandes tic et toc ?
11 UF Mathe´matiques Applique´es
Introduction a` MATLAB Emmanuel Zenou
FIGURE 2 – Lois gaussiennes
1.12 Ope´rateurs logiques
Lorsque qu’une comparaison est faite, le re´sultat est de type logical array (voir variable
AA). Il est ensuite possible de de´finir des ope´rations logiques sur ce type de donne´es. Taper :
M1 = floor(10*rand(5)); MM1 = M1 > 3;
M2 = floor(10*rand(5)); MM2 = M2 > 7;
N1 = ∼MM1;
N2 = MM1 & MM2
N3 = MM1 | MM2
I Question 49 Quelles sont les fonctions de ces ope´rateurs ?
1.13 Polynoˆmes
Les polynoˆmes sont ge´re´s, sous MATLAB, par des vecteurs de coefficients dans l’ordre de´croissant.
Aussi le polynoˆme
x5 + 2x4 − x2 − x+ 1
est-il repre´sente´ sous MATLAB par le vecteur p = [1, 2, 0,−1,−1, 1]. Prenons la variable x :
x = -5:0.01:5;
puis taper
polyval(p,x)
polyder(p)
I Question 50 Quelle est l’utilite´ des fonctions polyval et polyder ?
Taper les deux instructions suivantes :
polyval(polyder(p),x)
polyder(polyval(p,x))
I Question 51 Commenter les re´sultats obtenus.
I Question 52 Repre´senter le polynoˆme ci-dessus.
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1.14 Entre´es - Sorties
En ge´ne´ral, il n’est pas ne´cessaire de sauvegarder des donne´es et/ou l’espace complet de travail :
l’algorithme stocke´ dans une macro suffit. Cependant, dans certains cas (comme lorsqu’un algo-
rithme est tre`s long a` tourner -parfois jusqu’a` plusieurs jours !-), il est utile de sauvegarder tous
ces e´le´ments.
Pour sauvegarder une ou plusieurs variables il faut taper
save [NomFichier] var1 var2 [...] varn
ou pour sauvegarder l’espace de travail au complet, cliquer sur File -> Save Workspace
As...
Pour re´cupe´rer ces donne´es, il suffit de taper
load [NomFichier]
Il est possible e´galement de sauvegarder des informations dans un fichier sous forme de texte
formate´. Pour cela, la premie`re chose a` faire est d’utiliser la fonction fopen pour ouvrir un
fichier :
f = fopen(’[NomFichier]’,’w’) en e´criture,
f = fopen(’[NomFichier]’,’r’) en lecture.
Ensuite, utiliser la fonction fprintf pour e´crire dans un fichier (avec le format de´sire´), et la
fonction fscanf pour lire un fichier ASCII. Se reporter a` l’aide MATLAB pour les options. Pour
fermer le fichier, il suffit d’utiliser fclose.
1.15 Attention, danger !
MATLAB est un langage facile a` prendre en main, et surtout tre`s souple. Probablement TROP
souple. En effet, si l’on tape :
a = [ 1 2; 3 4]
Puis
a(3,4) = 2
De meˆme, si on tape :
x = -pi:pi:2*pi;
y = sin(x);
figure, plot(x,y);
I Question 53 Que constatez-vous ?
Ainsi MATLAB anticipe les besoins du programmeur, ce qui peut s’ave´rer extreˆmement dange-
reux dans des contextes de´licats. L’ope´rateur perd un peu la main sur les variables qu’il manipule,
notamment (ici) la taille des matrices, l’interpolation de points, etc.
Il faut rester vigilent !
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2 Programmation
2.1 Instructions classiques
Nous voyons dans cette section quelques instructions tre`s classiques en programmation : l’instruc-
tion de test if, les boucles for et while. On va re´e´crire le programme pre´ce´dent a` l’aide de ces
instructions.
E´crire dans une macro le programme suivant :
tic; cpt = 0; N = 100000;
for (n=1:N)
a = randn;
if (a < -1)
cpt = cpt + 1;
end;
end;
P = cpt / N;
toc;
disp([’P = ’ num2str(P)]);
I Question 54 Comparer le temps d’exe´cution avec pre´ce´demment. Conclure.
Remarque : ne jamais afficher des donne´es dans des boucles, cela ralentit conside´rablement
l’exe´cution du programme. Pour vous en convaincre, enlever le; de la ligne a = randn et
relancer la macro. . .
Attention : pour valider une e´galite´, il faut doubler le signe =. Pour illustrer ceci, taper dans une
feneˆtre de commande :
a = 2; b = 5;
b == a
b = a
b == a
I Question 55 Re´e´crire le programme pre´ce´dent avec l’instruction while.
Conclusion : En Matlab, il importe de rendre matricielles, dans la mesure du possible, toutes
les ope´rations a` effectuer, et de re´duire au strict minimum les boucles de calcul en utilisant
les surcharges de type. A cette condition, les programmes Matlab sont comparables en temps
d’exe´cution, pour des proble`mes de taille raisonnable, a` des programmes e´crits en langage plus
performants (C ou C++) et sont beaucoup, beaucoup plus faciles a` de´velopper et a` tester.
2.2 Fonctions
Lorsqu’on fait appel a` un meˆme algorithme plusieurs fois en ne changeant que les variables
d’entre´e/sortie, il est possible de cre´er des fonctions.
Ouvrir un nouveau fichier et e´crire
function P = proba(LoiProba,Val,NbIter)
Puis enregistrer. Par de´faut, il vous propose proba.m. Valider et garder ce nom : le nom du
fichier et le nom de la fonction doivent toujours eˆtre identique. Conse´quemment, vous aurez
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toujours un seul fichier .m par fonction.
Attention : les noms de fonctions ne doivent comporter ni espace ni lettres accentue´es, ni certains
caracte`res spe´ciaux (-,*, etc. ).
Ce nouveau fichier n’est plus une macro mais une fonction. Il est important d’avoir le meˆme nom
pour cette fonction que pour le fichier correspondant. E´crire ensuite :
% Cette fonction retourne une probabilite´ empirique P en fonction
d’une loi de probabilite´, d’une valeur et du nombre d’ite´rations
% si LoiProba = 1, alors la loi de probabilite´ est une loi uniforme
% sinon, la loi de probabilite´ est une loi normale
Pu = sum(rand(NbIter,1) < Val) / NbIter;
Pn = sum(randn(NbIter,1) < Val) / NbIter;
if (LoiProba == 1)
P = Pu;
else
P = Pn;
end
Puis taper dans la feneˆtre de commande :
MaProba = proba(0,-1,10000)
I Question 56 taper Pu ou Pn dans la feneˆtre de commande : que constatez-vous ?
Les variables Pu et Pn sont des variables locales, c’est-a`-dire qu’elles n’existent que lors de
l’appel de fonction. Si une variable de meˆme nom existe de´ja` en me´moire, en tant que variable
globale, il n’y aura pas d’interfe´rence entre ces deux donne´es. De la meˆme fac¸on, les variables
locales sont inaccessibles a` partir de l’espace principal. Ceci est valable pour le nom des variables
d’entre´e/sortie. Ceci est une grande diffe´rence avec les macros, ou` les variables restent dans l’es-
pace principal.
Il est cependant possible de de´clarer dans une fonction des variables globales, avec l’instruction
global, ce qui peut eˆtre tre`s utile pour e´viter de passer en parame`tre toutes les variables de votre
code.
Enfin, bien entendu, il est possible d’optimiser le code :
P = (LoiProba == 1)(sum(rand(NbIter,1) < Val))
+ (LoiProba ∼= 1)(sum(randn(NbIter,1) < Val));
Mais est-ce bien utile ? Un code doit avant tout eˆtre clair et lisible par un autre individu bien
moins intelligent et brillant que vous. . . Voire par vous-meˆme apre`s un certain temps, et les 10.000
neurones que vous perdez chaque jour n’expliquent pas toujours tout !
I Question 57 Taper help proba dans la feneˆtre de commande : que constatez-vous ?
I Question 58 Taper lookfor proba dans la feneˆtre de commande : que constatez-vous ?
2.3 Structure de donne´es
Si l’on de´sire sortir plusieurs donne´es d’une fonction, le formalisme est le suivant :
function [s1,s2,...,sn] = NomFonction(e1,e2,...,ep)
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I Question 59 E´crire une fonction qui prend en entre´e une valeur val et un nombre d’ite´rations
NbIter, et qui de´livre les deux probabilite´s empiriques relatives aux deux lois uniforme et nor-
male :
function [Puniv,Pnorm] = probas(Val,NbIter)
Faire tourner votre fonction. Si vous l’appelez simplement par MaProba = probas(-1,10000),
que constatez-vous ?
Le principal inconve´nient d’une telle e´criture est la rigidite´ de manipulation : si, en cours de pro-
grammation, on de´sire faire sortir une autre variable non pre´vue initialement mais utile dans la
fonction, il faut non seulement changer la fonction elle-meˆme, mais e´galement tous les appels a`
cette fonction.
Il est ainsi pratique d’attacher au meˆme nom de variable une se´rie de variables auxiliaires inho-
moge`nes qui en sont des attributs. On cre´e alors une structure de donne´es dont les composantes
sont les champs. Ces structures sont tre`s utilise´es en C/C++ ou dans des bases de donne´es. Prenons
un exemple simple. Taper dans le feneˆtre de commande :
P.Univ = proba(1,0.7,10000) ←↩
P.Norm = proba(0,0.7,10000) ←↩
I Question 60 Que constatez-vous ? Quelle est la structure de P ?
Il est ainsi possible de donner a` toute variable des champs de manie`re dynamique.
I Question 61 Re´e´crire la fonction probas.m avec une seule sortie P.
2.4 Parame`tres dynamiques
Il est parfois ne´cessaire de passer en parame`tre de fonction non plus des variables mais d’autres
fonctions. Prenons un exemple simple de calcul inte´gral (nume´rique par approximation) d’une
fonction f , a` l’aide de la fonction MATLAB quad.
I Question 62 Cre´er une fonction MATLAB (appele´e par exemple mafct) permettant de construire
un vecteur z en fonction de x de la forme z = e−x2 .
Ensuite, pour calculer la surface dans l’intervalle [−1, 1], il suffit de taper :
somme = quad(@mafct,-1,1)
le caracte`re ’@’ permet de faire passer l’adresse de la fonction, et non pas sa valeur.
I Question 63 Calculer la moyenne de la fonction ecos(x).
Dans le cas d’une fonction monovariable, il n’y a pas d’ambiguı¨te´ sur la variable d’inte´gration.
Avec une fonction de plusieurs variables, il faut alors pre´ciser la variable d’inte´gration et fixer la
valeur des autres variables. Par exemple :
x = 3;
somme = quad(@(y)mafct(x,y),-1,1)
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FIGURE 3 – Fonctions exponentielles.
I Question 64 Calculer l’inte´grale suivante pour diffe´rentes valeurs de x :∫ 1
−1
e(x−y)
2
dy, x = {−1, 0, 1}
2.5 Re´currence
Les fonctions sont tre`s utiles de`s que l’on veux introduire de la re´currence dans le programme.
Prenons le cas de la suite de Fibonacci, re´gie par la re´currence suivante :
fn = fn−1 + fn−2
Elle se construit avec le programme suivant :
function f = fibonacci(n)
f = zeros(n,1);
f(1) = 1;
f(2) = 2;
for k = 3:n
f(k) = f(k-1) + f(k-2);
end
I Question 65 Etablir une courbe montrant le temps de calcul de la suite de Fibonacci sous
MATLAB en fonction de la profondeur : t = f(n).
2.6 Re´cursivite´
Une manie`re e´le´gante et synthe´tique (mais souvent peu lisible. . .) d’e´crire un programme de
re´currence est d’introduire une re´cursivite´, c’est-a`-dire lorsque qu’une fonction fait appel a` elle-
meˆme. Ainsi pour la suite de Fibonacci :
function f = fibo rec(n)
if n <= 1
f=1;
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else
f=fibo rec(n-1)+fibo rec(n-2);
end
I Question 66 Comparer le temps d’exe´cution avec pre´ce´demment.
2.7 De´boguer un programme
Lorsqu’un programme est un peu long ou complexe, il est possible de suivre son e´volution ”pas
a` pas” pour comprendre son fonctionnement ou corriger des erreurs (i.e. qu’il ne donne pas les
re´sultats attendus a priori). On utilise pour cela le mode debug.
E´crire les deux programmes suivants :
function premiers=NombresPremiers(max)
% Cette fonction permet de trouver tous les nombres
% premiers jusqu’a` la valeur ’max’
% Exemple d’utilisation :
% >> NombresPremiers(50)
premiers=[2];
s=size(premiers);
for n=3:max
reste=99;
i=1;
while (reste˜=0)&(i<=s(1))&(premiers(i)<=n/2)
reste=rem(n,premiers(i));
i=i+1;
end
if reste˜=0
[premiers,s] = empile(premiers,n);
end
end
avec
function [pile_out,taille]=empile(pile_in,x)
% Cette fonction empile un e´le´me´nt dans une pile
pile_out = [pile_in ; x] ;
taille = size(pile_out) ;
Il faut maintenant ajouter un point d’arreˆt (breakpoint, comme disait Shakespeare quand il pro-
grammait en MATLAB) sur une ligne du programme soit en appuyant sur l’icoˆne repre´sentant une
page blanche avec un point rouge sur le cote´ gauche, soit dans le menu Debug -> Set/Clear
breakpoint de l’environnement. Lorsque le programme est lance´, il s’arreˆte sur la ligne en
question.
I Question 67 Taper help NombresPremiers. Que se passe-t-il ?
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Ensuite, plusieurs solutions (dans l’ordre des icoˆnes consacre´es) :
— soit on continu le programme pas a` pas (step),
— soit on continu dans la function appele´e (step in),
— soit on ressort dans la function appele´e (step out),
— soit on continu l’exe´cution du programme jusqu’au prochain point d’arreˆt (Continue).
I Question 68 utiliser ces fonctionnalite´s pour comprendre pas a` pas le programme
NombresPremiers.
I Question 69 utiliser ces fonctionnalite´s pour comprendre pas a` pas le programme
fibo rec.
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3 Applications
Dans cette partie, nous allons aborder les notions importantes de discre´tisation et d’interpolation,
au travers d’une e´tude hautement scientifique : le langage de la baleine de Mongolie.
3.1 Le signal acoustique
De tre`s grands chercheurs renome´s et reconnus par leurs pairs 2 des plus grandes universite´s mon-
diales se sont penche´s sur le chant de la baleine de Mongolie lors de de´bats pendant une pe´riode
e´lectorale. Ces gens tre`s intelligents ont mode´lise´ ces chants puis en ont de´duit un algorithme sto-
chastique, de´crit dans Chant.m 3, qui vous permet de simuler diffe´rents noms d’oiseaux e´change´s
entre les ce´tace´s.
3.2 Enregistrement du signal acoustique
Sur le terrain, le signal est enregistre´ e´lectroniquement avec une pe´riode d’e´chantillonnage Te. Le
signal e´chantillonne´ est donc une mesure partielle du son re´el. L’e´chelle de temps est la ms : tous
les vecteurs temps sont indice´s par un temps en ms. Ceci est illustre´ figure 4.
FIGURE 4 – Signal initial, feneˆtre temporelle et e´chantillonnage.
Ainsi est enregistre´e, e´lectroniquement, la valeur de s(t) toutes les Te ms. Nous allons simuler
ceci, en ne prenant qu’une valeur de s(t) sur 50 de manie`re re´gulie`re. Nous allons faire cette e´tude
sur une feneˆtre temporelle de taille T = 300ms.
I Question 70 En e´tudiant la fonction Chant.m, cre´er un petit programme (macro)
1. qui lance une simulation, avec un pas minimal de 1ms, 50 phases minimales et un index
des fre´quences maxi de 30 ;
2. qui extrait une feneˆtre temporelle au hasard de taille T = 300,
2. accessoirement, mais pour certains d’entre eux seulement, par leur pe`re aussi.
3. On rappelle que les fichiers sont disponibles ici : http://personnel.isae.fr/emmanuel-zenou/supaero/1ere-annee-
l3/article/initiation-matlab.html
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3. qui extrait une valeur sur 50 du signal initial, simulant ainsi un e´chantillonnage du signal,
4. et qui affiche l’ensemble des donne´es avec plein de titres et de le´gendes.
Deux niveaux de nume´risation du signal sont mises en œuvre :
1. En enregistrant, pour chaque e´chantillon, la valeur du signal,
2. et en enregistrant, toujours pour chaque e´chantillon, la valeur du signal et de sa de´rive´e.
Nous allons voir ici deux me´thodes de reconstitution du signal temporel a` partir des e´chantillons
enregistre´s : la premie`re me´thode consiste a` faire une interpolation entre les e´chantillons sur une
feneˆtre entie`re ; la seconde me´thode consiste a` utiliser une feneˆtre glissante. Chaque me´thode
se de´cline selon deux approches : la premie`re approche consiste a` n’utiliser que la valeur des
e´chantillons (premier ordre) ; la seconde approche consiste a` utiliser la valeur des e´chantillons et
leur de´rive´e (deuxie`me ordre).
3.3 Interpolation par feneˆtre
3.3.1 Premier ordre
Supposons, dans la feneˆtre que vous venez de se´lectionner, l’ensemble des N e´chantillons enre-
gistre´s. Pour reconstituer le signal avec la premie`re me´thode de nume´risation, il suffit de trouver
un polynoˆme de degre´ n = N − 1 passant par ces N points.
I Question 71 Poser le syste`me d’e´quation correspondant sous forme matricielle, puis proposer
une me´thode de re´solution simple par calcul matriciel.
I Question 72 Imple´menter une fonction permettant de re´pondre au proble`me. La mettre en
œuvre sur la feneˆtre T .
I Question 73 Proposer un outil permettant de mesurer la diffe´rence entre le signal re´el et le
signal approxime´ (en %).
3.3.2 Deuxie`me ordre
Ensuite, avec la seconde me´thode de nume´risation, il est possible de tenir compte de la de´rive´e de
chaque e´chantillon. Le polynoˆme minimum pour obtenir un tel signal est de degre´ n = 2×N −1.
I Question 74 Poser le syste`me d’e´quation correspondant sous forme matricielle, puis proposer
une me´thode de re´solution simple par calcul matriciel. On pourra mettre ce syste`me sous la forme
suivante :
(a2×N−1 a2×N−2 . . . a2 a1 a0)×
(
X
)
=
 Y. . .
dY

I Question 75 Imple´menter une fonction permettant de re´pondre au proble`me. La mettre en
œuvre sur la feneˆtre T .
I Question 76 Comparer le re´sultat avec pre´ce´demment. Commenter.
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FIGURE 5 – Interpolation.
3.4 Feneˆtre glissante
Les fonctions B-splines sont tre`s utilise´es dans tous les proble`mes d’interpolation et d’approxima-
tion aussi bien dans le plan que dans l’espace. Elles sont pre´sentes a` l’heure actuelle dans tous les
syste`mes de Conception ou de Dessin Assiste´ par Ordinateur.
Supposons deux e´chantillons aux instants t et t + Te du signal : s(t) et s(t + Te). Il est possible
de relier ces deux points, en fonction de la strate´gie de nume´risation choisie, avec une fonction
— line´aire pour respecter les valeurs du signal en chaque extre´mite´,
— de degre´ 3 pour respecter les valeurs et les de´rive´es.
I Question 77 Poser les e´quations permettant de relier line´airement deux e´chantillons conse´cutifs
et proposer une me´thode de re´solution simple par calcul matriciel.
I Question 78 Poser les e´quations permettant de relier, en tenant compte de la de´rive´e de chacun
d’entre eux, deux e´chantillons conse´cutifs et proposer une me´thode de re´solution simple par calcul
matriciel.
I Question 79 Imple´menter et mettre en œuvre ces me´thodes sur la feneˆtre T .
I Question 80 Comparer le re´sultat avec pre´ce´demment.
I Question 81 Comparer les diffe´rentes me´thodes sur le signal complet. Conclure.
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A Annexe A - Principales instructions MATLAB
Les tableaux suivants re´sument les principales instructions MATLAB.
A.1 Ge´ne´ralite´s
Nom Description Exemple(s)
help de´crit une instruction help eig
who liste les variables en me´moire
whos liste et de´crit les variables en me´moire
what donne l’ensemble des fichier matlab
dans le re´pertoire
clear efface une variable clear M
disp affiche une chaıˆne de caracte`res disp(’tralalale`re.’);
clear all efface toutes les variables clear all
clc efface l’espace de commandes
[Ctrl]+C arreˆte une routine
exit arreˆte MATLAB
quit idem
! exe´cute une commande de l’OS !ls -la sous Linux/UNIX
!cmd sous Windows
% permet de commenter le reste de la % Oh! La belle
ligne % instruction!
; n’affiche pas le re´sultat x=3;
... permet de continuer l’instruction. . . x=atan(pi ̂ ...
a` la ligne 3)+2;
date affiche la date (codifie´e) now
datestr(now)
home revient au re´pertoire ’home’ de
MATLAB
A.2 Valeurs spe´ciales
Nom Description Exemple(s)
ans retourne la dernie`re valeur calcule´e cos(ans)
pi retourne pi cos(pi)
exp(1) retourne e (exponentielle) exp(pi)>pi ̂ (exp(1))
i,j de´signe le nombre imaginaire (
√−1) 1+i
inf de´signe l’infini (∞) 1/inf
NaN de´signe un nombre inde´fini (Not a
Number)
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A.3 Matrices particulie`res
Nom Description Exemple(s)
zeros renvoie une matrice nulle zeros(2)
ones renvoie une matrice de 1 ones(2,3)
eye retourne la matrice carre´e identite´ eye(2)
compan retourne la matrice compagnon campan([1 0 -7 6])
hilb retourne la matrice de Hilbert
magic retourne une matrice correspondante
au carre´ magique
pascal affiche la matrice correspondante au pascal(5)
triangle de Pascal
vander Retourne la matrice de vandermonde
A.4 Ope´rateurs matriciels
Nom Description Exemple(s)
size taille d’une matrice size(M)
[NbL,NbC] = size(M)
size(M,2)
length retourne la taille d’un vecteur length(V)
end renvoie le dernier e´le´ment d’un vecteur V(end)
e´quivalent a` V(length(V))
+ additionne deux matrices M1+M2
- soustrait deux matrices M1-M2
* multiplie deux matrices M1*M2
/ divise A par B (B inversible) M1/M2̂ met a` la puissance M ̂ 2
.[op] e´xe´cute l’ope´ration terme a` terme M1. ̂ 3
M1./M2
’ conjugue et transpose M1’
.’ transpose M1.’
>,>=,<,<=,== compare terme a` terme M3=M1<=M2
∼ Non logique M2=∼M1
∼= Non-e´gal M2∼=M1
M3=(M1∼=M2)
& ET logique M1&M2
| OU logique M1|M2
xor OU exclusif C=xor(A,B)
find donne les indices des termes non nuls find(M1&M2)
rot90  tourne  une matrice rot90(eye(2));
eig(A) retourne les valeurs propres et les [valp,vecp]=eig(A);
vecteurs propres d’une matrice
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A.5 Programmation
Nom Description Exemple(s)
if si. . . if (det(M)∼=0)
then alors. . . N=inv(M);
else sinon. . . else disp(’Matrice M non
inversible’);
elseif sinon si. . . elseif (det(M)>1)
for pour. . . for i=1:n
while tant que. . . while(i<=n)
break sort de la boucle ou d’un branchement
conditionnel
if (det(M) ==0) break;
pause attend que l’ope´rateur appuie sur une
touche pour continuer
error permet d’afficher un message d’erreur error(’La matrice n’est
pas inversible’);
A.6 Figures
Nom Description Exemple(s)
plot(x) affiche des composantes du vecteur x plot(rand(100,1));
plot(x,y) affiche les points (xi, yi)
subplot permet d’afficher plusieurs figures dans
une feneˆtre
loglog affiche en e´chelle logarithmique
semilogx affiche en e´chelle log. pour l’axe x
semilogy affiche en e´chelle log. pour l’axe y
polar affiche en coordonne´es polaires
figure ouvre une nouvelle feneˆtre figure;
figure(n) se´lectionne la figure non figure(2);
title affiche un titre title(’Courbes de
Be´zier’);
legend affiche la legend legend(’f(x)’,’g(x)’);
xlabel e´tiquette l’axe x xlabel(’temps’);
xlabel(’temps {\it t})’
ylabel e´tiquette l’axe y ylabel(’Energie’);
ylabel(’{\it e} ̂ {-\alpha
t}’);
axis permet de de´finir l’e´chelle des axes
grid dessine une grille
hold maintient des courbes sur une figure
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A.7 Fonctions trigonome´triques
Nom Description Exemple(s)
sin sinus sin(pi/2)
asin arcsin asin(1)
sinh sinus hyperbolique
asinh arcsinus hyperbolique
cos cosinus cos(pi)
acos arccosinus acos(-1)
cosh cosinus hyperbolique
acosh arccosinus hyperbolique
tan tangente tan(pi/4)
atan arctangente atan(1)
atan2(y,x) arctangente sur [0..2pi] atan2(sqrt(3)/2,-1/2)
tanh tangente hyperbolique
atanh arctangente hyperbolique
A.8 Polynoˆmes
Nom Description Exemple(s)
[an . . . a1a0] Polynoˆme anxn + . . .+ a1x+ a0
roots calcule les racines d’un polynoˆme roots([1 -1 -1])
polyval e´value un polynoˆme polyval(P,x);
polyder de´rive un polynoˆme polyder(P);
polyder e´value la de´rive´e un polynoˆme polyder(P,x);
poly renvoie le polynoˆme caracte´ristique
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A.9 Instructions diverses
Nom Description Exemple(s)
rand renvoie un nombre avec une rand
probabilite´ uniforme rand(3,5)
randn renvoie un nombre au hasard avec une x=randn(2,5);
probabilite´ de loi normale y=moy+sqrt(var)*randn;
mean calcule la moyenne le long des mean(rand(100,1))
colonnes
var calcule la variance le long des var(rand(100,1))
colonnes
std calcule l’e´cart-type (deviation) std(rand(100,1))
standart le long des colonnes
abs calcule le module abs(-6)
abs(1+i)
median retourne la valeur me´diane
min retourne le minimum par colonne
max retourne le maximum par colonne
sum somme les e´le´ments d’une colonne
angle calcule la phase angle(1+i)
real renvoie la partie re´elle
imag renvoie la partie imaginaire
conj renvoie le conjugue´
round renvoie l’entier le plus proche
floor renvoie l’entier infe´rieur
ceil renvoie l’entier supe´rieur
sign renvoie la partie entie`re du nombre
exp renvoie l’exponentielle exp(3)
log renvoie le logarithme
log10 renvoie le logarithme de´cimal
num2str Convertit un nombre en chaine de disp([’Nhasard = ’ ...
caracte`res num2str(rand)]);
quad permet de calculer une inte´grale
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