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Sanasto ja Lyhenteet
.NET Microsoftin kehittämä ohjelmistokomponenttikirjasto.
C# Microsoftin kehittämä ohjelmointikieli .NET-ympäristöön.
C++ Ohjelmointikieli, jota käytetään mm. DirecX:n ohjelmoimiseen.
DDS DirectDrawSurface on erityisesti DirectX-käyttöön suunniteltu kuvien
tallennusmuoto (.dds-pääte),  joka voi sisältää itse kuvan lisäksi paljon  
muutakin peleille tarpeellista tietoa.
DirectX Erityisesti  peleihin  tarkoitettu,  Microsoftin  kehittämä  kokelma  
ohjelmointirajapintoja.
NFC Near Field Communication on lähitunnistustekniikka, jonka avulla voidaan
jakaa tietoa kahden lähekkäin olevan laitteen välillä.
SDK Software Development Kit on kokoelma sovelluskehitykseen tarkoitettuja
työkaluja.
Sprite Pelissä  käytettävä  yksittäinen  kaksiulotteinen  kuva,  esimerkiksi
pelihahmo.
Spritesheet Kuvatiedosto,  jossa  olevat  spritet  muodostavat  peräkkäin  esitettyinä
animaation.
 
Visual Basic Microsoftin kehittämä ohjelmointikieli.
Visual StudioMicrosoftin kehittämä, suosittu ohjelmointiympäristö.
WP8 Windows Phone 8 -käyttöjärjestelmä.
Xbox Microsoftin  omistama  pelikonsolimerkki,  jonka  mallit  
julkaisujärjestyksessä ovat: Xbox, Xbox 360 ja Xbox One.
XNA Microsoftin kehittämä oliopohjainen peliohjelmointikirjasto.
 
11 Johdanto
Vuonna  2012  Microsoft  julkaisi  mobiilikäyttöjärjestelmänsä  uusimman  version,
Windows Phone 8:n, joka toi mukanaan monia uusia ominaisuuksia sitä edeltäneisiin
7- ja 7.5-versioihin nähden. Ohjelmoijan näkökulmasta ehkä suurin näistä uudistuksista
oli täysi tuki C- ja C++-ohjelmointikielille.
Tässä insinöörityössä tutustutaan eri tapoihin ohjelmoida pelejä Windows Phone 8:lle
ja  vertaillaan  niitä  teoriassa ja  käytännössä.  Erityisesti  huomiota  saavat  Microsoftin
oma XNA-kirjasto, jota käytetään C#-kielellä sekä C++-ohjelmointi käyttäen Microsoftin
DirectX-rajapintaa. 
Ensimmäiseksi  esitellään  Windows  Phone  8  -käyttöjärjestelmää  pelialustana  ja
tutustutaan sen historiaan ja sille jo julkaistuihin peleihin. Seuraavaksi työssä esitellään
teoriassa  eri  peliohjelmointikeinoja,  joista  tarkemmin  tutkitaan  XNA-  ja  DirectX-
toteutuksia,  joihin  tutustutaan  lopuksi  myös  käytännössä,  kun  ohjelmoidaan  sama
pienimuotoinen  peli  molempia  menetelmiä  käyttäen.  Viimeisessä  luvussa  vedetään
yhteen teoriassa ja käytännössä opitut asiat sekä pohditaan käytettyjen menetelmien
hyviä ja huonoja puolia eri tilanteissa.
2 Windows Phone 8 -käyttöjärjestelmä
Microsoft julkaisi kesäkuussa 2012 kehitysnimellä Apollo kulkeneen Windows Phone 8
-mobiilikäyttöjärjestelmän, joka sisälsi monia merkittäviä uudistuksia edeltäneisiin WP7-
ja  WP7.5 -versioihin  nähden,  eivätkä  näitä  vanhoja  versioita  käyttävät  laitteet  tulisi
Windows Phone 8 -versiota tukemaan.
 
22.1 WP8:n uudet ominaisuudet
WP8  mahdollisti  Windows  Phone  -käyttöjärjestelmän  käytön  entistä
monipuolisemmassa laitevalikoimassa tuoden mukanaan tuen moniydinprosessoreille
aina kahdeksaan ytimeen saakka,  kahdelle  uudelle  näyttöresoluutiolle  (1280x768 ja
1280x720), MicroSD-korteille sekä NFC-tekniikalle. [1.] WP8:n Windows NT-pohjainen
arkkitehtuuri  sisältää  monia  samoja  komponentteja  Windows  8:n  kanssa  ja
mahdollistaa  sovellusten  helpon  kehittämisen  yhtäaikaisesti  molemmilla  alustoille.
Tästä huolimatta kaikki Windows Phone 7:lle suunnatut sovellukset toimivat edelleen
WP8:lla ja on myös mahdollista kehittää sovelluksia, jotka toimivat sekä WP7:lla että
WP8:lla.
Kehittäjän näkökulmasta Windows Phone 8:n tärkein uudistus on täysi tuki C- ja C++-
ohjelmointikielille.  Sovelluskehittäjille  tämä  tarkoittaa  esimerkiksi  sovellusten  paljon
helpompaa kääntämistä eri alustojen välillä.
2.2 Kehittäminen Windows Phonelle
Alun  perin  Microsoft  tarjosi  kaksi  tapaa  kehittää  sovelluksia  Windows  Phonelle.
Sovellukset  oli  kirjoitettava joko käyttäen Silverlightia  tai  XNA Game Studio  4.0:aa,
jotka  molemmat  käyttävät  .NET-kehystä.  [2,  s.  7.]  XNA  Game  Studiolla  tehtiin
pääsääntöisesti pelejä, kun taas Silverlightilla muita sovelluksia.
Windows Phone 8:n  tuoman C++-tuen myötä  Windows Phonen ohjelmointirajapinta
voidaan jakaa kuvan 1 mukaisesti kolmeen toisiaan täydentävään osaan:
• .NET, jonka avulla pääsee käsiksi Windows Phonen omaan toiminnallisuuteen,
kuten tekstiviesteihin ja aloitusnäytön Live-tiiliin.
 
3• Windows  Phone  Runtime,  joka  on  keskitason  ohjelmointirajapinta,  jolla
päästään käyttämään esimerkiksi äänikomentoja.
• Natiivi koodi, jolla voidaan käyttää matalan tason ohjelmointirajapintoja kuten
DirectX:ää. [3.]
Kuva 1: Windows Phonen ohjelmointirajapinta [3.]  
Windows Phone  8  -sovellukset  voidaan  jakaa  kahteen päätyyppiin:  hallittua  koodia
(engl.  Managed  Code)  sisältäviin  hallittuihin  sovelluksiin  ja  pelkkää  C/C++-koodia
sisältäviin  Direct3D-sovelluksiin.  Hallittuihin  sovelluksiin  kuuluu  oleellisena  osana
XAML-kielellä määritelty käyttöliittymä, jollaista ei Direct3D-sovellukseen voida luoda.
Tämän lisäksi  jotkut  Windows Phonen ominaisuudet,  kuten puhelimen aloitusnäytön
Live-tiilet  sekä  ilmoitukset  ovat  käytettävissä  vain  hallituissa  sovelluksissa.  Vaikka
XAML:n  avulla  onkin  mahdollista  luoda  sovelluksen  koko  käyttöliittymä,  voidaan
hallitussa  sovelluksessa  käyttää  lisäksi  myös  Direct3D:ää,  johon  Visual  Studiota
käytettäessä on tarjolla kaksi valmista vaihtoehtoa:
 
4• 'XAML with Direct3D' -projektimalli, jossa Direct3D-grafiikka esitetään XAML-
käyttöliittymään vapaasti sijoitettavassa DrawingSurface-komponentissa.
• 'Direct3D  with  XAML'  -projektimalli,  joka  käyttää   koko  näytön  peittävää
DrawingSurfaceBackgroundGrid-komponenttia Direct3D-grafiikan esittämiseen.
Vaihtoehdoista  jälkimmäistä  suositellaan  erityisesti  silloin,  kun  pohjimmiltaan  vain
natiivia  koodia sisältävään peliin  halutaan tuoda vain hallituissa sovelluksissa olevia
ominaisuuksia.  Lisäksi  'Direct3D  with  XAML'  -sovellusten  ruudunpäivitysnopeus  on
hieman  parempi  kuin  'XAML  with  Direct3D'  -sovellusten.  Pelkkään  suorituskykyyn
tähdättäessä paras vaihtoehto on kuitenkin puhdas Direct3D-sovellus. [4.]
2.3 WP8 pelialustana
Windows Phonen suurimpana heikkoutena kilpaileviin mobiilikäyttöjärjestelmiin nähden
on yleisesti pidetty sen suppeaa sovellusvalikoimaa. Windows Phone 8:n mukanaan
tuoma  C++-tuki  toi  kuitenkin  asiaan  helpotusta,  mahdollistaen  Android-  ja  iOS-
sovellusten  aiempaa  huomattavasti  helpomman  kääntämisen  Windows  Phonelle.
Uudemmat  mobiilipelit,  kuten Rovion  Angry Birds  Star  Wars II  ja  Angry Birds  Go!,
ovatkin julkaistu WP8:lle samanaikaisesti muiden alustojen kanssa.
Vallitsevat  pelitrendit  näkyvät  myös  Windows Phone 8:lla;  hittipelit  2048,  Hill  Climb
Racing  ja  Flappy  Bird  löytyvät  kaikki  WP8:n  ladatuimpien  ilmaispelien  joukosta.
Suosituimpia maksullisia pelejä ovat niin ikään muiltakin mobiilialustoilta löytyvät Fruit
Ninja,  Cut  The  Rope  ja  Angry  Birds.  [5.]  Microsoft  on  itse  pyrkinyt  erottumaan
kilpailevista  mobiilialustoista  tuomalla  Windows  Phonelle  yksinoikeudella  Xbox-
konsoleilta tuttujen sarjojen mobiiliversioita,  kuten Halo: Spartan Assault,  sekä Xbox
Live  -pelipalvelua  hyödyntäviä  ilmaispelejä,  joista  esimerkkinä  reaaliaikaisesti  muita
pelaajia vastaan pelattava sanapeli Wordament.
 
53 Pelikehitys Windows Phone 8:lle
3.1 XNA (for Windows Phone)
Microsoft julkisti XNA:n alun perin vuoden 2004 Game Developers Conferencessa San
Josessa ja sen ensimmäinen versio julkaistiin maaliskuussa 2006. Uusin versio, XNA
Game Studio 4.0, ilmestyi syyskuussa 2010 tuoden mukanaan tuen Windows Phonelle.
Version viimeisin päivitys, XNA Game Studio 4.0 Refresh, on syyskuulta 2011 ja se on
myös jäämässä XNA:n viimeiseksi versioksi, eikä siis sisällä suoraa tukea uusimmille
Windows-käyttöjärjestelmille, kuten Windows Phone 8:lle.
XNA  on  kokoelma  .NET-perustaisia  ilmaisia  kehitystyökaluja,  joita  voi  käyttää
Windowsilla.  XNA:lla  voi  ohjelmoida  pelejä  Windows,  Xbox  ja  Windows  Phone
alustoille. XNA:n kehittämisen loputtua viimeisiksi suoraan tuetuiksi alustoiksi jäivät siis
Windows 7, Xbox 360 ja Windows Phone 7. Koska XNA on rakennettu .NET-pohjalle,
 
Kuva 2: Pelit 2048, Cut The Rope ja Wordament
6on  se  teoriassa  ohjelmoitavissa  kaikilla  .NET-ohjelmointikielillä,  mutta  virallinen  tuki
löytyy ainoastaan C#:lle ja Visual Basicille. [6.]
3.1.1 XNA Game Studio 4.0
XNA  Game  Studio  4.0  on  ilmainen,  XNA-ohjelmistokehyksen  sisältävä
ohjelmointiympäristö, joka mahdollistaa Visual Studion käyttämisen pelien tekemiseen
Windows Phonelle,  Xbox 360:lle  ja  Windowsille.  [7.]  XNA Game Studio 4.0 on osa
Windows Phone SDK:ta, joka sisältää myös Windows Phone -emulaattorin.
3.1.2 Game-luokka
XNA Game Studio luo peliprojektiisi automaattisesti Game-luokan, joka on XNA-pelin
pääluokka  ja  sisältää  valmiiksi  luotuna  joitakin  jäsenmuuttujia  sekä metodeja,  jotka
muodostavat  kuvassa  3  esitetyn  pelisilmukan  (engl.  Game  Loop).  Valmiina  olevat
jäsenmuuttujat  ovat  GraphicsDeviceManager,  joka  hallitsee  näytönohjainta  ja  sen
asetuksia, sekä SpriteBatch, jota käytetään 2D-grafiikan piirtämiseen. Valmiiksi luodut
metodit ovat konstruktorin lisäksi seuraavat:
 Initialize()
 LoadContent()
 UnloadContent()
 Update(GameTime gameTime)
 Draw(GameTime gametime). [2, s. 12-14.]
 
7Game-luokan konstruktorissa luodaan uusi ilmentymä GraphicsDeviceManagerista ja
asetetaan hakemisto, josta pelin käyttämä sisältö ladataan. Konstruktori asettaa myös
pelille  oletusruudunpäivitysnopeuden,  joka  Windows  Phonella  on  kolmekymmentä
ruutua sekunnissa. [2, s. 14.]
        // Konstruktori
        public Game1()
        {
            // GraphicsDeviceManager:n luominen
            graphics = new GraphicsDeviceManager(this);
            // Sisältöhakemiston asettaminen
            Content.RootDirectory = "Content";
            // Ruudunpäivitysnopeuden asettaminen.
            TargetElapsedTime = TimeSpan.FromTicks(333333);
            // Säästetään akkua näppäinlukon ollessa päällä
            InactiveSleepTime = TimeSpan.FromSeconds(1);
        }
Koodiesimerkki 1: Game-luokan konstruktori
Kerran kutsuttavassa Initialize-metodissa alustetaan kaikki  pelin  käyttämä muu kuin
graafinen sisältö. LoadContent-metodia kutsutaan niin ikään kerran ja siinä ladataan
kaikki käyttöön otettava sisältö, esimerkiksi tekstuurit ja äänet. Oletuksena SpriteBatch-
muuttujan  ilmentymä  luodaan  LoadContent-metodissa.  UnloadContent()  on  peliä
suljettaessa  kerran  kutsuttava  metodi,  jota  voidaan  käyttää  ladatun  sisällön
vapauttamiseen. [2, s. 14-15.]
 
Kuva 3: XNA:n pelisilmukka [8.]
8        // LoadContent
        protected override void LoadContent()
        {
            // SpriteBatch:n luominen
            spriteBatch = new SpriteBatch(GraphicsDevice);
            // Tässä ladataan pelin sisältö.
        }
Koodiesimerkki 2: LoadContent-metodi
Update-metodia  kutsutaan  jokaisen  kuvaruudun  piirron  yhteydessä,  eli
ruudunpäivitysnopeuden  ollessa  kolmekymmentä  ruutua  sekunnissa,  pyritään  myös
Update-metodia  kutsumaan  kolmekymmentä  kertaa  sekunnissa.  Update-metodissa
tehdään kaikki pelin tarvitsemat laskutoimitukset, kuten törmäystarkistukset, objektien
liikuttamiset  sekä  äänten  ja  syötteiden  käsittely.  Metodin  parametrina  oleva
GameTime-objekti  sisältää  tiedon  kokonaisajasta,  joka  on  kulunut  pelin
käynnistämisestä,  sekä  ajasta,  joka  on  kulunut  edellisestä  Update-metodin
kutsumisesta. Näillä tiedoilla  GameTime varmistaa pelin  logiikan olevan riippumaton
sen  hetkisestä  ruudunpäivitysnopeudesta.  Pelin  objektit  siis  liikkuvat  aina  yhtä
nopeasti,  vaikka  todellinen  ruudunpäivitysnopeus  olisikin  jotain  muuta  kuin  haluttu
kolmekymmentä. [2, s. 15.]
        // Update
        protected override void Update(GameTime gameTime)
        {
            // Pelistä poistuminen back-näppäimellä
            if (GamePad.GetState(PlayerIndex.One).Buttons.Back == 
ButtonState.Pressed)
                this.Exit();
            // Tähän tulee pelin logiikka.
            base.Update(gameTime);
        }
Koodiesimerkki 3: Update-metodi
Pelin objektien piirtäminen tehdään Draw-metodissa, jota Windows Phonella pyritään
kutsumaan  kolmekymmentä  kertaa  sekunnissa.  Todellisuudessa  kutsumistiheys  on
riippuvainen  piirrettävästä  määrästä.  Metodin  alussa  piirtoalue  tyhjennetään,  eli
täytetään halutulla värillä, minkä jälkeen siihen lisätään piirrettävät objektit.  [2, s. 16.]
 
9        // Draw
        protected override void Draw(GameTime gameTime)
        {
            // Taustavärin asettaminen vaaleansiniseksi
            GraphicsDevice.Clear(Color.CornflowerBlue);
            // Tässä tehtäisiin varsinainen piirtäminen
            base.Draw(gameTime);
        }
Koodiesimerkki 4: Draw-metodi
3.1.3 2D-grafiikka
Kaikki XNA-projektin käyttämä grafiikka, ääni ja muu media ladataan käyttäen erityistä
sisältökanavaa (engl.  Content Pipeline),  joka muuttaa käytettävät eri tiedostomuodot
projektin  kääntämisen  aikana  sopivaan  formaattiin.  Tämä  kaikki  tehdään
automaattisesti,  eikä  ohjelmoijan  tarvitse  siis  itse  huolehtia  eri  muodoissa  olevista
mediatiedostoista. [9, s. 22-23.]
Projektissa  käytettävät  kuvat  esitellään  koodissa  yleensä  Texture2D-objekteina
GraphicsDeviceManagerin  ja  SpriteBatchin  esittelemisen  jälkeen.  Varsinainen  kuva
ladataan  Texture2D-muuttujaan  käyttäen  Game-luokan  Content-ominaisuutta,  jonka
kautta päästään käsiksi  kaikkiin  sisältökanavan kautta ladattuihin  objekteihin.  Kaikki
resurssien lataaminen tulisi tehdä Game-luokan LoadContent-metodissa. [9, s. 25.]
Texture2D image;
// Kuvan lataaminen Texture2D-muuttujaan.
image = Content.Load<Texture2D>(”star_image”);
Koodiesimerkki 5: Kuvan käyttöönottaminen XNA:ssa
Kun kuva on ladattu muuttujaan, on se valmiina käytettäväksi. Kuvat piirretään Draw-
metodissa  Clear-kutsun  jälkeen.  Varsinainen  piirtäminen  tehdään  SpriteBatch.Draw
-metodilla,  jota  ei  kuitenkaan  voida  käyttää  yksinään,  vaan  ensin  on  kutsuttava
SpriteBatchin  Begin-metodia,  joka  valmistaa  näytönohjaimen  vastaanottamaan
piirrettävän  kuvan.  Draw-metodin  tyypillinen  kutsu  sisältää  kolme  parametria;
piirrettävän Texture2D-objektin, kuvan haluttu sijainti sekä väri, jonka ollessa muu kuin
valkoinen, sävyttyy piirrettävä kuva kyseisellä värillä. Kuvan sijainti ilmoitetaan kuvan 4
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esittämässä  kaksiulotteisessa  koordinaatistossa  Vector2-tietueena.  Piirtäminen
lopetetaan SpriteBatchin End-metodilla. [9, s. 27]
spriteBatch.Draw(image, Vector2.Zero, Color.White);
Koodiesimerkki 6: Yksinkertainen Draw-metodin kutsu
Jos  puhelinta  käännetään,  kääntyy  myös  XNA-sovelluksen  näkymä.  Joskus  on
kuitenkin  tarpeellista  lukita  sovelluksen  näkymä  tiettyyn  asentoon,  tämä  tehdään
asettamalla  pelin  konstruktorissa haluttu graphics.SupportedOrientations-ominaisuus.
[9, s. 379.]
Käyttämällä Draw-metodin ylikuormitettua versiota, voidaan piirrettävää kuvaa helposti
muokata.  Kuvan  kääntäminen,  skaalaaminen  ja  kiertäminen  voidaan  kaikki  tehdä
Draw-metodille  annettavien  parametrien  avulla.  [9,  s.  32.]  Jos  Texture2D-objektiin
ladattu  kuva  on  spritesheet,  pystytään  samaa  metodia  käyttämään  animointiin,
antamalla parametrina piirrettävän spriten sijainti spritesheetissa. [9, s. 40.]
3.1.4 3D-grafiikka
Kuten 3D-grafiikan näyttämisessä yleensäkin, myös XNA:ssa on otettava käyttöön 3D-
kamera.  XNA:n kamera koostuu näkymä- (engl. View Matrice) ja suuntausmatriiseista
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(engl. Projection Matrice). Näkymämatriisi sisältää tiedon siitä, missä kamera on, mihin
suuntaan se osoittaa ja missä asennossa se on. Suuntausmatriisi puolestaan kertoo,
kuinka  pitkälle  ja  missä  kulmassa  kamera  näkee.  Näkymämatriisi  luodaan  Matrix-
luokan  CreateLookAt-metodilla,  suuntausmatriisi  saman  luokan
CreatePerspectiveFieldofView-metodilla. Molemmat metodit palauttavat Matrix-objektin
ja niiden parametrit on esitelty taulukossa 1. [9, s. 173-174.]
Metodi Parametri Tyyppi Kuvaus
Matrix.CreateLookAt cameraPosition Vector3 Kameran  sijainti
koordinaatistossa
Matrix.CreateLookAt cameraTarget Vector3 Piste, johon kamera
osoittaa
Matrix.CreateLookAt cameraUpVector Vector3 Vektori,  joka  kertoo
mikä  kameran
sivuista  osoittaa
ylös
Matrix.CreatePersp
ectiveFieldOfView
fieldOfView float Kameran  näkymän
kulma radiaaneissa
Matrix.CreatePersp
ectiveFieldOfView
aspectRatio float Kameran
kuvasuhde
Matrix.CreatePersp
ectiveFieldOfView
nearPlanetDistance float Kuinka  lähellä
kameraa  objekti  voi
olla  kunnes  se  ei
enää näy
Matrix.CreatePersp
ectiveFieldOfView
farPlanetDistance float Kuinka  kaukana
kamasta  objekti  voi
olla  kunnes  se  ei
enää näy
Taulukko 1: Kameran luomiseen tarvittavat metodit ja niiden parametrit [9, s. 174]
3D-mallit  tuodaan  XNA-projektiin  samaan tapaan  sisältökanavaa  käyttäen  kuin  2D-
kuvatkin. Tuettuja tiedostotyyppejä ovat .X ja .FBX. [9, s. 202.] 3D-malli tallennetaan
Model-objektiin  ja  se  piirretään  käymällä  läpi  sen  sisältämät  ModelMesh-objektit  ja
asettamalla niihin liittyvät BasicEffect-objektit. [9, s. 208.]
3.1.5 Syötteiden käsittely
Windows Phone -pelin kannalta oleellisimmat syötteet ovat puhelimen kosketusnäyttö
ja  kiihtyvyysanturi  sekä tarvittaessa  virtuaalinen  näppäimistö.  XNA Game Studio  ei
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suoraan  tue  kiihtyvyysanturia,  mutta  peliprojektiin  voidaan  lisätä  viittaus
Microsoft.Devices.Sensors -nimiavaruuteen, josta Accelerometer-luokka löytyy.  [2,  s.
63.] Kiihtyvyysanturin käytöstä kerrotaan tarkemmin luvussa 2.2.4.
Kosketusnäytön  käsittely  hoidetaan  staattisella  TouchPanel-luokalla,  jonka  avulla
saadaan  myös  selville  käytetyn  laitteen  tukemien  yhtäaikaisten  kosketusten määrä.
Kaikki  kosketukset  saadaan  selville  luokan  GetState-metodilla,  joka  palauttaa
TouchCollection-kokoelman sisältäen oikean määrän TouchLocation-objekteja. [2,  s.
63-64.]
Windows Phone tukee joukkoa erilaisia kosketuseleitä, jotka kaikki löytyvät myös XNA
Game Studiosta. Tuetut kosketuseleet ovat
 Tap: näytön napauttaminen
 DoubleTap: kaksi peräkkäistä napautusta
 Hold: sormen pitäminen ruudulla 
 FreeDrag: sormen liikuttaminen ruudulla mihin tahansa suuntaan
 HorizontalDrag: sormen liikuttaminen vaakatasossa
 VerticalDrag: sormen liikuttaminen pystysuorassa
 DragComplete: FreeDrag:n, HorizontalDrag:n tai VerticalDrag:n lopettaminen
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 Flick:  sormen  liikuttaminen  ruudulla  ja  sen  nostaminen  ilman  liikkeen
lopettamista
 Pinch: kahden sormen liikuttaminen näytöllä
 PinchComplete: Pinchin lopettaminen. [2, s. 65.]
Kosketuseleet  saadaan käyttöön TouchPanel-luokan EnabledGestures-muuttujalla  ja
niiden lukeminen onnistuu saman luokan ReadGesture-metodilla. [2, s. 66.]
Puhelinta  käännettäessä  kääntyvät  automaattisesti  myös  kosketusnäytöltä  saatavat
syötteet, mutta kiihtyvyysanturin syötteet on sen sijaan käännettävä koodissa. [9,  s.
379.]
3.1.6 Äänet
XNA sisältää  useita  tapoja  äänien  ja  musiikin  toistamiseen.  Yksinkertaisten  äänien
toistaminen onnistuu SoundEffect-luokalla, jolla ääni voidaan sekä ladata että toistaa.
Ääni  toistetaan  Play-metodilla,  jolle  voidaan  antaa  parametrina  haluttu
äänenvoimakkuus,  sävelkorkeus sekä jakautuminen vasemman ja oikean kaiuttimen
välillä.  SoundEffect-luokan ongelma on, ettei ääntä voida muokata enää sen toiston
aloittamisen  jälkeen.  Ongelman  ratkaisee  SoundEffectInstance-luokka,  joka  tarjoaa
mahdollisuuden  äänen  keskeyttämisellä,  pysäyttämiselle  ja  palauttamiselle  sekä
sisältää  State-ominaisuuden,  jolla  äänen  tila  voidaan  selvittää.   3D-ääniä  varten
tarvitaan  edellä  mainittujen  lisäksi  AudioEmitter-  sekä  AudioListener-luokkien
ilmentymät. [2, s. 70-72.]
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3.1.7 XNA:n tulevaisuus
Alkuvuodesta  2013 Microsoft  ilmoitti  sisäisessä  sähköpostissaan,  ettei  se  aio  enää
jatkaa XNA:n kehittämistä ja onkin mahdollista, että Microsoft aikoo korvata sen jollakin
uudella  teknologialla.  XNA ei siis sisällä  tukea Windows 8:n ja Windows Phone 8:n
uusille  ominaisuuksille,  mutta kaikki  XNA:lla  kehitetyt  pelit  toimivat  myös kyseisissä
ympäristöissä ja sillä voi edelleen tuetusti kehittää pelejä vanhoille alustoille. [10.]
Pelien  kehittäminen  XNA:lla  ei  kuitenkaan  ole  heti  loppumassa,  sillä  on  edelleen
mahdollista tehdä peli XNA:lla ja sitten kääntää se uusia Windows- ja Windows Phone
-versioita  tukevaksi.  Tässä  kohtaa  apuun  tulee  MonoGame-niminen  vapaan
lähdekoodin sovellus,  jonka avulla  XNA:lla  tehdyt  pelit  voi  kääntää muille  alustoille.
Aiemmin tätä on käytetty tuomaan menestyneet XNA:lla tehdyt pelit, kuten Bastion ja
Fez, muille kuin Windows-alustoille, mutta nyt MonoGamea voidaan hyödyntää myös
XNA-pelien  tuomiseen  Windows  8:lle  sekä  Windows  Phone  8:lle.  [11.]
Kymmenentuhannen  XNA-kehittäjän  helpotukseksi  MonoGame  on  luvannut  jatkaa
XNA:n tukemista ja  mahdollistaa  kehittäjille  myös  täysin  samojen työkalujen  käytön
kuin  tähänkin  mennessä.  Myös  Microsoft  on  ilmaissut  tukensa  MonoGamelle
julkaisemalla  sitä  käyttävän  pelin,  Skulls  of  the  Shogunin,  tammikuussa 2013  sekä
kutsumalla  MonoGamen  edustajan  puhumaan  Microsoftin  vuosittaiseen  //Build-
tapahtumaan. [12.]
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3.2 DirectX
Microsoftin  kehittämä DirectX on kokoelma ohjelmointirajapintoja,  jotka on erityisesti
suunniteltu  pelien  kehittämiseen  Microsoftin  alustoille.  DirectX:n  sisältämiä
komponenttja  ovat  mm.  3D-grafiikasta  vastaava  Direct3D,  äänestä  vastaava
DirectSound sekä ohjainlaitteista vastuussa oleva DirectInput. [13.]
DirectX:n  ensimmäinen  versio  julkaistiin  30.  syyskuuta  1995  Windows  3.1:lle
kolmihenkisen ryhmän kehittämänä. Aluksi uusia versioita julkaistiin tiuhaan tahtiin ja
vuonna 2002 oltiin  päästy jo DirectX:n versioon 9.0.  Tämän jälkeen julkaisutahti  on
hidastunut; versio 10 ilmestyi vuonna 2006 ja sitä seurannut, viimeisin versio, DirectX
11 lokakuussa 2009. [13.] Maaliskuussa 2014 pidetyssä Game Developers Conference
-tapahtumassa  Microsoft  julkisti  DirectX  12:n,  jota  hyödyntäviä  pelejä  on  tarkoitus
saada markkinoille loppuvuodesta 2015. [14.]
 
Kuva 5: MonoGamella kehitetty Skulls of the Shogun
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3.2.1 DirectX Windows Phone 8:lla
WP8:n myötä Windows Phonelle  on voitu kehittää sovelluksia,  jotka käyttävät  C++-
kieltä ja DirectX-rajapintaa, mikä on mahdollistanut lähes saman koodin käyttämisen
Windows  8-  ja  Windows  Phone  8  -peleissä,  mutta  myös  eroavaisuuksia  löytyy.
Huomattavimpana  erona  WP8  ei  tue  Direct2D-  eikä  WIC  (Windows  Imaging
Component)  -kirjastoja.  Puhelimella  käytettäessä  Direct3D  käyttää  automaattisesti
tiettyä  grafiikkatasoa,  eikä  laitteen  kykenevyyden  dynaamiselle  määrityksellä  ole
tarvetta, toisin kuin pöytätietokoneella. [15.]
DirectX  12  tulee  olemaan DirectX:n  ensimmäinen  versio,  joka  julkaistaan  Windows
Phonelle samanaikaisesti muiden alustojen kanssa. Sen sisältämät uudet kirjastot ja
ohjelmointirajapinnat  tulevat  hyödyntämään  paremmin  WP8-puhelinten  moniytimisiä
prosessoreja  sekä  grafiikkaprosessoria  (GPU),  minkä  on  luvattu  myös  parantavan
puhelimen akun kestoa pelaamisen aikana. [16.]
3.2.2 Windows Phone Direct3D App -projektimalli
Direct3D-sovelluksen  kehittäminen  on  helpointa  aloittaa  käyttäen  Windows  Phone
SDK:n sisältämää Windows Phone Direct3D App (Native Only)  -projektimallia  (engl.
Project  Template),  joka  luo  valmiiksi  tarvittavat  kooditiedostot  kuvan  6  mukaiseen,
pyörivän kuution sisältävään, toimivaan Direct3D-sovellukseen.
Luoduista  kooditiedostoista  keskeisimmät  ovat  projektin  kanssa samannimiset  .cpp-
ja .h-tiedostot, jotka sisältävät sovelluksen luomiseen liittyvän koodin ja liittävät kaiken
yhteen.  Sovelluksen  elinkaaren  ja  syötteiden  käsittelyn  kannalta  tärkeät
tapahtumankäsittelijät  ovat  esiteltyinä  näissä  tiedostoissa,  kuten  myös  seuraavat
sovelluksen elinkaareen liittyvät metodit:
• Initialize(), ensimmäinen sovelluksen elinkaaren aikana kutsuttava metodi
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• SetWindow(),  jossa määritellään sovellusikkunan (engl.  Application  Window)
toiminta
• Load(), jossa ladataan tarvittavat ulkoiset resurssit
• Uninitialize(),  sovelluksen  sulkemisen  yhteydessä  kutsuttava  metodi,  jossa
vapautetaan ladattu sisältö
• Run(), sovelluksen käynnissä pitävä, pelisilmukan sisältävä metodi.
Yllä mainittujen lisäksi .cpp-tiedosto sisältää sovelluksen käynnistävän main-funktion.
[17.]
 
Kuva  6:  Kuvankaappaus  valmiiksi
luodusta Direct3D-sovelluksesta
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Muita  valmiiksi  luotuja  kooditiedostoja  ovat  Direct3DBase.h  ja  Direct3DBase.cpp,
joiden  määrittämä  apuluokka  sisältää  DirectX:n  käyttöönottoon  liittyvän  koodin,
pyörivän  kuution  piirtävät  CubeRenderer.h  ja  CubeRenderer.cpp,  jotka  normaalisti
halutaan korvata omilla tiedostoilla, DirectXHelper.h, jonka sisältämät ThrowIfFailed- ja
ReadDataAsync-metodit  ovat  usein  hyödyllisiä  sekä  ajankäytöstä  huolehtiva
BasicTimer.h.  Näiden  lisäksi  projektimalli  sisältää  CubeRenderer-luokan  käyttämät
varjostimet  (engl.  Shader)  SimpleVertexShader.hlsl-  ja  SimplePixelShader.hlsl-
tiedostoissa  sekä  esikäännettyjä  header-tiedostoja  varten  luodut  pch.cpp-  ja  pch.h-
tiedostot. Sovelluksen tiedot sisältävä WMAppManifest.xml-tiedosto on niin ikään luotu
valmiiksi.  [17.]  Projektista  löytyy  myös  Assets-kansio,  johon  kaikki  sovelluksen
käyttämä  muu kuin  koodisisältö,  kuten  kuva-  ja  äänitiedostot  sijoitetaan.  Kansiosta
löytyy  valmiiksi  puhelimen  eri  valikoissa  käytettävät  oletussovellusikonit  (engl.
Application Icon). [18.]
3.2.3 2D-grafiikka
Koska Direct2D-kirjasto ei  ole tuettu Windows Phonella,  on 2D-grafiikan piirtäminen
teoriassa tehtävä Direct3D:llä, mikä ei ole yhtä yksinkertaista kuin esimerkiksi XNA:ta
käytettäessä. Apuun tulee kuitenkin avoimen lähdekoodin DirectX Toolkit (DirectXTK),
joka on kokoelma DirectX:n käyttämistä helpottavia apuluokkia.
Kuvien  lataamiseen  ja  piirtämiseen  DirectXTK  tarjoaa  DDSTextureLoader-  ja
SpriteBatch-luokat,  joista  ensimmäinen  on  nimensä  mukaisesti  DDS-muotoisten
tiedostojen  lataamista  varten.  SpriteBatch-luokka  sen  sijaan  tuo  XNA:sta  tutun
SpriteBatch:n toiminnalisuuden 2D-kuvien piirtämiseen DirectX-ympäristössä. [19.] Itse
koodissa  kuvat  ladataan  ID3D11ShaderResourceView-muuttujiin  käyttäen
CreateDDSTextureFromFile-metodia. 
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std::unique_ptr m_spriteBatch;
ID3D11ShaderResourceView* m_2DTexture;
// SpriteBatch:n luominen
m_spriteBatch = std::unique_ptr(new SpriteBatch(m_d3dContext.Get()));
// Kuvan lataaminen
DX::ThrowIfFailed(
CreateDDSTextureFromFile(m_d3dDevice.Get(),
L"Texture.dds",
NULL,
&m_2DTexture,
NULL)
);
Koodiesimerkki 7: SpriteBatchn ja kuvan käyttöönotto DirectX Toolkit:llä
Kuvan  piirtäminen  on  SpriteBatch-luokkaa  käytettäessä  hyvin  samantapaista  kuin
luvussa 2.1.3 esitelty XNA:n vastaava.      
m_spriteBatch->Begin();
m_spriteBatch->Draw(m_2DTexture, XMFLOAT2(100, 100));
m_spriteBatch->End();
Koodiesimerkki 8: Kuvan piirtäminen DirectXTK:n SpriteBatch:llä
Draw-metodilla on useita ylikuormitettuja versioita, joista löytyvät parametrit kuvan
• sijainnille ruudulla (XMFLOAT2-, XMVECTOR- tai RECT-tyyppisenä)
• piirrettävälle osalle, vain osaa kuvasta piirrettäessä
• sävytysvärille
• rotaatiolle (radiaaneissa)
• alkupisteelle, jonka suhteen sijainti, skaalaus ja rotaatio määritetään
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• kääntämiselle vaaka- tai pystysuunnassa
• sijainnille suhteessa muihin kuviin syvyyssuunnassa. [20.]
3.2.4 3D-grafiikka
Direct3D ei tarjoa suoraan apua 3D-mallien  lataamiseen tai  piirtämiseen,  joten ellei
kehittäjä  halua  itse  kirjoittaa  3D-malleille  omaa  lataajaa  ja  piirtäjää,  voidaan  ottaa
käyttöön  edellisessä  kappaleessa  mainittu  DirectX  Toolkit.  DirectXTK:n  sisältämä
Model on luokkahierarkia 3D-mallien piirtämiseen sekä niiden lataamiseen .CMO- ja
.SDKMESH-tiedostoista.  Model  noudattaa  XNA:n  kaltaista  'Model,  ModelMesh,
ModelMeshPart' -mallia; Model koostuu yhdestä tai useammasta ModelMesh:stä, joka
taas koostuu yhdestä tai useammasta ModelMestPart:sta. [21.]
3D-mallit  ladataan  Model::CreateFromCMO-  ja  Model::CreateFromSDKMESH-
metodeilla  vastaavista  tiedostoista.  Mallien  piirtämiseen  on  tarjolla  erittäin
helppokäyttöinen Model::Draw-metodi, jota kertaalleen kutsumalla saadaan koko malli
piirrettyä.  Jos  on  tarvetta  yksityiskohtaisemmalle  piirtämiselle,  löytyy  myös
ModelMesh:ltä sekä ModelMeshPart:lta omat Draw-metodinsa. [21.]
3.2.5 Syötteiden käsittely
Kosketusnäytöltä saatavaa informaatiota käsitellään tapahtumankäsittelijöiden avulla.
Visual  Studion  Direct3D-projektimallista  löytyvät  valmiiksi  esiteltyinä
OnPointerPressed-,  OnPointerReleased-  ja  OnPointerMoved-tapahtumankäsittelijät,
jättäen kehittäjän tehtäväksi  päättää,  kuinka näistä saatavaa informaatiota  halutaan
käyttää.  Tapahtumankäsittelijöistä  OnPointerPressed():iä  kutsutaan  kosketuksen
alkaessa, OnPointerMoved():ia, jos kosketettava kohta muuttuu kosketuksen aikana ja
OnPointerReleased():ia kosketuksen loppuessa. Kaikki kolme funktiota ottavat toisena
parametrinaan PointerEventArgs-luokkaa olevan argumentin, joka sisältää tapahtuman
tiedot,  eli  kosketuksen  koordinaatit.  [18.]  Kosketuseleiden  tunnistamiseen  voidaan
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käyttää  GestureRecognizer-luokan  ilmentymää,  joka  käyttää  edellä  mainituilta
tapahtumankäsittelijöiltä saatavaa tietoa ja tekee niistä omia tapahtumiaan. [22.]
Kiihtyvyysanturin  käsittelyyn  käytetään  samaa
Windows::Devices::Sensors::Accelerometer-luokkaa  kuin  XNA:ssa.  Tämän  lisäksi
tarvitaan samasta nimiavaruudesta löytyvän AcceleroMeterReading-luokan ilmentymä,
johon  kiihtyvyysanturilta  saatava  lukema  tallennetaan.  Accelerometer  alustetaan
luokan  staattisella  GetDefault()-funktiolla,  joka  palauttaa  osoittimena  käytettävän
laitteen  kiihtyvyysanturiin.  Alustamisen  jälkeen  voidaan  kutsua  Accelerometer:n
GetCurrentsReading()-metodia,  jolla  anturin  lukema  saadaan  selville.  Eri  akselien
kiihtyvyystiedot  löytyvät  AcceleroMeterReading:sta  double-tyyppisinä  AccelerationX-,
AccelerationY- ja AccelerationY-ominaisuuksina. Jotta kiihtyvyysanturia tai puhelimen
muita sensoreita voitaisiin  käyttää,  on sovellukselle  annettava lupa niiden  käyttöön.
Tämä  tehdään  lisäämällä  WMAppManifest.xml-tiedostoon  ID_CAP_SENSORS-
ominaisuus. [18.]
Gyroskoopin  käyttö  on lähes identtistä  kiihtyvyysanturin  käytön  kanssa;  Gyrometer-
luokka  löytyy  samasta  nimiavaruudesta  Accelerometerin  kanssa  ja  sen  lukemat
tallennetaan  vastaavasti  GyrometerReading-luokan  ilmentymään.  Gyroskoopin
alustuksessa  ja  lukemisessa  käytettävät  metodit  ovat  nekin  saman  nimisiä  kuin
kiihtyvyysanturin vastaavat. [18.]
Hallituissa  sovelluksissa  puhelimen  peruutusnäppäimen  (engl.  Back  Button)
painaminen palauttaa sovelluksen sen edelliselle sivulle ja sivujen loputtua sammuttaa
sovelluksen.  Direct3D-sovellukset  eivät  kuitenkaan  koostu  hallittujen  sovellusten
tapaan  sivuista  ja  jos  peruutusnäppäimen  painamisen  halutaan  sovelluksen
sulkemisen  sijaan  esimerkiksi  avaavan  pelin  taukovalikon,  on  se  tehtävä
BackPressed()-tapahtuman avulla. [23.]
Toisin  kuin  XNA,  DirectX  ei  automaattisesti  käännä  sovellusta  puhelimen  asennon
mukaiseksi. Oletuksena pystyasentoa käyttävään sovellukseen on siis itse kirjoitettava
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metodi,  joka  tunnistaa  puhelimen  asennon  ja  kääntää  sen  tarvittaessa  oikeaksi
käyttäen apunaan muutosmatriisia. [24.]
3.2.6 Äänet
Äänen  toistamiseen  ja  käsittelyyn  C++-sovelluksissa  voidaan  käyttää  kolmea  eri
ohjelmointirajapintaa:  XAudio2:ta,  WASAPI:a  (Windows  Audio  Session  API)  ja
Microsoft Media Foundationia, jonka avulla tosin voidaan samanaikaisesti toistaa vain
yhtä äänitiedostoa,  eikä se siis  yksinään sovellu  kovin hyvin peleissä käytettäväksi.
[24.]  XAudio2 on matalan tason ohjelmointirajapinta,  joka korvasi aiemmin käytössä
olleet  DirectSound-  ja  XAudio  -rajapinnat.  Se  on  erityisesti  tarkoitettu  tehokkaiden
peliäänimoottoreiden  kehittämiseen.  WASAPIiin  verrattuna  XAudio2:n  käyttäminen
vaatii vähemmän koodia. [25.]
XAudio2  otetaan  käyttöön  luomalla  masterointiääni  (engl.  Mastering  Voice)  sekä
ilmentymä XAudio2-moottorista koodiesimerkin 9 mukaisesti. [26.]
// XAudio2-moottorin luominen
IXAudio2* pXAudio2 = NULL;
HRESULT hr;
if (FAILED(hr = XAudio2Create(&pXAudio2, 0, 
XAUDIO2_DEFAULT_PROCESSOR)))
return hr;
// Masterointiäänen luominen
IXAudio2MasteringVoice* pMasterVoice = NULL;
if (FAILED(hr = pXAudio2->CreateMasteringVoice(&pMasterVoice)))
return hr;
Koodiesimerkki 9: XAudio2:n käyttöönotto
XAudio2:n tukee RIFF-rakenteisia (Resource Interchange File Format) tiedostoja, joihin
kuuluu  käytetyimpänä  .wav-tiedostot.  Jotta  äänitiedosto  voidaan  toistaa,  on  sen
sisältämät audiotiedot ladattava WAVEFORMATEX- ja XAUDIO2_BUFFER -tietueisiin.
Lähdeääni  (engl.  Source  Voice)  luodaan  kutsumalla  IXAudio2::CreateSourceVoice-
metodia  käyttäen  aiemmin  luotua  WAVEFORMATEX-tietuetta  parametrina.
XAUDIO2_BUFFER syötetään lähdeäänelle SubmitSoucreBuffer-funktiolla. Lähdeääni
toistetaan käyttämällä Start-funktiota. [27.] XAudio2 käytettäessä on hyvä varmistaa,
ettei  sovellus  jatka  äänen  käsittelyä  sovelluksen  ollessa  käynnissä  taustalla,  mikä
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onnistuu  kutsumalla  IXAudio2::StopEngine:ä  sovelluksesta  poistuttaessa  ja
IXAudio2::StartEngineä sovellukseen palatessa. [28.]
3.3 Middleware
Windows Phone 8:n C++-tuen myötä useat jo muilla aluistoilla käytössä olleet pelien
kehittämiseen tarkoitetut middleware-projektit  tuotiin myös Windows Phonelle.  Nämä
sisältävät  sekä  avoimen  lähdekoodin  että  kaupallisia  teknologioita.  Middleware-tuki
mahdollistaa  projekteilla  jo  aiemmin  luotujen  pelien  entistä  helpomman  tuomisen
Windows Phone 8:lle  sekä projektien sisältämien pelinkehitystyökalujen käyttämisen
uusissa WP8-peleissä.  Lisäksi  joillakin middlewareilla  on mahdollista kehittää pelejä
yhtäaikaisesti usealle eri alustalle. Windows Phone 8:n merkittävimpiä middlewareja on
esitelty taulukossa 2.
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Taulukko 2: Middleware Windows Phone 8:lla
GameSalad
Graafinen kehitysympäristö, sopii myös
ohjelmointia osaamattomille 
Kehitysympäristö  ilmainen,
osa  ominaisuuksista
maksullisia
Ogre
3D-grafiikkamoottori Avoin lähdekoodi
Havok
Fysiikkakirjasto,  animointiympäristö,
tekoäly, 3D-pelimoottori
Maksullinen
Unity
Pelinkehitysekosysteemi Ilmainen Windows Phone 8:lle,
osa  ominaisuuksista
maksullisia
Marmalade
Pelimoottori, SDK Maksullinen, ilmainen kokeilu
Cocos2D-x
Sprite-pohjainen pelimoottori Avoin lähdekoodi
4 Oman pelin kehittäminen WP8:lle XNA:lla
4.1 Kehitettävän pelin esittely
Osana insinöörityötä  kehitettävä  pienimuotoinen  peli  noudattaa samaa kaavaa  kuin
klassinen Pacman-peli, jossa pelihahmo pyrkii keräämään kaksiulotteiseen sokkeloon
sijoitetut  objektit  törmäämättä  samassa  sokkelossa  liikkuviin  vihollishahmoihin.
Kehitettävän pelin näkymää on pyritty havainnollistamaan kuvassa 7.
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Pelin hahmot voivat liikkua ainoastaan pysty- ja vaakasuorissa linjoissa. Pelihahmoa
ohjataan puhelimen kosketusnäytöltä; näytön painaminen saa pelihahmon vaihtamaan
suuntaansa kosketuspisteen suuntaan.  Peli  päättyy  joko pelihahmon kerättyä  kaikki
sokkeloon  sijoitetut  tähtiobjektit,  jolloin  pelajaa  voittaa,  tai  pelihahmon  törmättyä
vihollishahmoon, jolloin pelaaja häviää. Pelissä on pelkistetty päävalikko, joka saadaan
auki  painamalla  puhelimen peruutusnäppäintä.  Peli  tulee sisältämään yksinkertaisia,
itse tehtyjä spriteanimaatioita sekä muutamia valmiita ääniefektejä.
4.2 Grafiikka ja äänet
Kaikki  pelin  sisältämä  grafiikka  piirretään  Game-luokan  Draw-metodissa.  Ennen
varsinaista  piirtämistä  näytölle  asetetaan  vaaleansininen  taustaväri
GraphicsDevice.Clear(Color.CornflowerBlue)-kutsulla  ja  valmistellaan  näytönohjain
spriteBatch.Begin-metodilla.  Piirtäminen  tehdään  ehtolauseen  sisällä;  ensin
tarkistetaan,  onko pelin  valikko  auki,  jolloin  ainoastaan  valikossa  näkyvät  elementit
piirretään. Jos valikko ei ollut auki, piirretään näytölle kaikki peliin liittyvät objektit, eli
 
Kuva 7: Piirros kehitettävästä pelistä
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sokkelon muodostavat tiilet, kerättävät tähdet, vihollinen sekä itse pelihahmo. Sokkelon
piirtämistä varten selvitetään laitteen näytön koko graphics.GraphicsDevice.Viewportin
Height-  ja  Width-ominaisuuksilla,  jotta  tiiliä  piirrettäisin  juuri  näytölle  sopiva  määrä.
Tähtiä piirrettäessä tarkistetaan, onko kyseinen tähti jo kerätty, jolloin tähteä ei enää
tarvitse piirtää. Piirtäminen lopetetaan ehtolauseen jälkeen tulevilla spriteBatch.End()-
ja base.Draw(gameTime)-kutsuilla.
Pelilhahmolla  on  kuvan  8  mukaisesta  spritesheetistä  muodostuva  yksinkertainen
kävelyanimaatio.  Animointiin  käytetään  samaa  Draw-metodia  kuin  muuhunkin
piirtämiseen, koodiesimerkin 10 mukaisin parametrein.
         spriteBatch.Draw(playerTexture, player.getPosition(),
                    new Rectangle(0,playerFrame*50,96,50), 
                    Color.White, 0, Vector2.Zero,
                    1, SpriteEffects.None, 0);
Koodiesimerkki 10: Pelihahmon animointi
Parametreista huomion arvoinen on Rectangle-objekti, joka määrittää piirrettävän osan
koko spritesheetistä. Rectanglea luodessa kaksi jälkimmäistä lukua (96 ja 50) kertovat
yhden  spriten  koon  pikseleinä  ja  kaksi  ensimmäistä  halutun  spriten  vasemman
yläkulman  sijainnin.  Koska  kyseisessä  spritesheetissä  kaikki  spritet  ovat  samassa
sarakkeessa,  on  sijainti  x-akselilla  vakio  (0)  ja  vain  sijainti  y-akselilla  muuttuu
(playerFrame*50). Piirrettävästä spritestä pidetään tieto playerFrameksi nimetyssä int-
muuttujassa, jota päivitetään Game-luokan Update-metodin lopussa koodiesimerkin 11
mukaisesti.
 
Kuva  8:  Pelihahmon
spritesheet,  kuvaa  käännetty
90 astetta
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            if (frameInc)
            {
                playerFrame++;
                if (playerFrame == 4)
                {
                    playerFrame = 3;
                    frameInc = false;
                }
            }
            else
            {
                playerFrame--;
                if (playerFrame == -1)
                {
                    playerFrame = 0;
                    frameInc = true;
                }
            }
Koodiesimerkki 11: Pelihahmon animaation päivittäminen
FrameInc-niminen boolean-muuttuja kertoo, halutaanko playerFramen arvoa kasvattaa
vai laskea, mikä on tarpeen koska piirrettävän spriten halutaan kiertävän ensimmäisen
ja viimeisen spriten väliä edestakaisin, eikä esimerkiksi vaihtuvan viimeisestä spritestä
suoraan takaisin ensimmäiseen.
Kaikki  pelin  käyttämät  kuvat  ja  äänet  on  ladattu  Game-luokan  LoadContent():ssa.
Tässä projektissa äänien käyttö on tehty todella  yksinkertaisesti;  äänien lataamisen
jälkeen  ainoa  niihin  liittyvä  toimipide  on  käytettävän  äänen  toistaminen  Play():lla
halutussa kohdassa Update-metodia, esimerkiksi pelaajan kerättyä tähtiobjektin.
4.3 Syötteiden käsittely
Kosketusnäytöltä  saatavia  syötteitä  varten  luodaan  ilmentymä  TouchCollection-
tietueesta  kutsumalla  TouchPanel-luokan  GetState-metodia,  minkä  jälkeen
kosketussyöte käsitellään pelin tilan mukaisesti; jos pelin valikko on auki, käynnistää
kosketus pelin, jos taas peli on jo käynnissä, päivitetään pelihahmoa kosketuspisteen
mukaisesti. Molemmissa tapauksissa kosketus käsitellään sen tilan ollessa Released,
eli  vasta kun kosketus päättyy.  Koska pelin valikko sisältää vain pelin käynnistävän
painikkeen, voidaan pelaajan olettaa aina haluavan painaa kyseistä painiketta, jolloin
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kosketuspisteen  sijaintia  ei  tarvitse  tarkistaa,  eikä  peliin  tarvitse  tallentaa  tietoa
painikkeen  sijainnista.  Pelihahmoa  päivitettäessä  verrataan  pelihahmon  sijaintia  ja
kosketuspistettä.  Jos  pisteiden  ero  pystysuunnassa  on  tarpeeksi  iso,  vaihdetaan
pelihahmon suunta kohti kosketuksen X-koordinaattia ja pisteiden eron ollessa pieni,
kohti  kosketuksen  Y-koordinaattia.  Ahtaassa  sokkelossa  ja  lähellä  reunoja,  tämä
saattaisi  aiheuttaa  ongelmia.  Tällöin  hahmon  liikuttamiseen  voitaisiin  yhden
kosketuspisteen  sijasta  ottaa  mukaan  myös  kosketuksen  suunta  sormea  näytöllä
liikutettaessa.
                foreach (TouchLocation tl in touchCollection)
                {
                    if (tl.State == TouchLocationState.Released)
                    {
                        player.Update(tl.Position);
                    }
                }
Koodiesimerkki 12: Kosketuksen käsittely pelihahmon liikuttamiseksi
Peruutusnäppäimen  toiminnallisuus  saadaan  lisäämällä  Update-metodissa  valmiina
olevan  ehtolauseen  sisään  toinen  if-rakenne,  jossa  koodiesimerkin  13  mukaisesti
tarkistetaan, onko pelin valikko auki, ja tehdään haluttu toiminto.
            if (GamePad.GetState(PlayerIndex.One).Buttons.Back == 
                ButtonState.Pressed)
            {
                if (inMenu)
                    this.Exit();
                else
                {
                    inMenu = true;
                    isPaused = true;
                }
            }
Koodiesimerkki 13: Peruutusnäppäimen toiminnallisuus
4.4 Pelilogiikka
Game-luokan Update-metodissa tehdään syötteiden käsittelyn lisäksi objektien väliset
törmäystarkistukset  sekä  liikutetaan  pelihahmoja.  Törmäystarkistuksia  tehdään
pelihahmon ja tähtiobjektien välillä, pelihahmon ja vihollishahmon välillä, pelihahmon ja
sokkelon  seinien  välillä  sekä  vihollishahmon  ja  seinien  välillä.  Pelihahmon  ja
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tähtiobjektien törmäyksen tapahtuessa tarkistetaan lisäksi, ovatko kaikki tähtiobjektit jo
kerätty  ja  peli  näin  ollen  voitettu.  Tämä  tehdään  Game-luokkaan  kirjotetetulla,
koodiesimerkin 14 mukaisella,  boolean-arvon palauttavalla checkWin-metodilla, jossa
käydään  kaikki  tähtiobjektit  for-silmukassa  läpi.  Mikäli  yksikin  tähtiobjekti  on
keräämättä,  palauttaa  metodi  arvonaan  falsen.   Pelin  päätyttyä  valikko  aukeaa  ja
kutsutaan  pelihahmoille  kirjoitettuja  reset-metodeja,  joilla  hahmot  palautetaan
alkuasetelmiinsa ja peli on mahdollistaa aloittaa uudelleen alusta.
        private bool checkWin()
        {
            for (int i = 0; i < stars.Length; i++)
            {
                if (stars[i].isVisible())
                {
                    return false;
                }
            }
            return true;
        }
Koodiesimerkki 14: Pelin voittamisen tarkistaminen
Törmäystarkistukset  on  helppo  tehdä  XNA:sta  valmiiksi  löytyvällä  BoundingBox-
tietueella, joka edustaa akselien suuntaisen suorakulmaisen särmiön viemää tilaa pelin
avaruudessa.  Mahdolliset  BoundingBox:ien  väliset  törmäykset  saadaan  selville
boolean-arvon palauttavalla Intersects-metodilla.
5 Oman pelin kehittäminen WP8:lle DirectX:llä
DirectX:ää käyttävä peli on sama kuin XNA:lla edellisessä luvussa kehitetty. Itse peli on
esitelty tarkemmin luvussa 3.1. Pelin pohjana käytetään Windows Phone Direct3D App
(Native Only) -projektimallia, jonka CubeRenderer-luokat korvataan uusilla Renderer.h
ja Renderer.cpp luokilla, jotka tulevat sisältämään suurimman osan peliin tarvittavasta
koodista,  ollen  verrattavissa  XNA-projektin  Game-luokkaan.  2D-grafiikan  piirtämisen
helpottamiseksi  projektissa  otetaan  käyttöön  DirectX  Toolkit,  mikä  tehdään  Visual
Studiota käyttäneille tutulla tavalla; DirectXTK lisätään Visual Studion ratkaisuun (engl.
Solution) ja peliprojektin ominaisuuksiin lisätään tarvittavat viitteet DirectX Toolkitiin.
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5.1 Grafiikka
Pelin käyttämät kuvat ladataan DirectX Toolkitin DDSTextureLoaderin avulla Renderer-
luokan  CreateDeviceResources-metodissa.  DDS-muotoon  kuvat  saadaan  helposti
Visual  Studion  omalla  kuvankäsittelyohjelmalla,  jolla  kuvat  kyseiseen  muotoon  voi
tallentaa. Kuvien piirtäminen hoidetaan saman luokan Render-metodissa, DirectXTK:n
SpriteBatch-luokkaa  käyttäen.  Tästä  esimerkkinä  on  kuvan  9  mukaisen  valikon
piirtäminen koodiesimerkissä 15. Kuvien piirtämisessä ainoa merkittävä ero XNA:han
verrattuna on pelihahmon animoinnissa; Draw-metodille parametrina annettava RECT-
tietue  määritellään  ilmoittavalla  suorakulmion  vasemman  yläkulman  ja  oikean
alakulman koordinaatit,  kun XNA:ssa käytetty Rectangle sisälsi  tiedon suorakulmion
koosta  ja  vasemmasta  yläkulmasta.  Näytön  koko  saadaan  selville  Direct3DBase-
luokassa määritellyn m_windowBounds-muuttujan Width- ja Height-ominaisuuksilla.
 
Kuva 9: Pelin taukovalikko
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// Valikko
if (inMenu)
{
m_spriteBatch->Draw(m_menuTexture, 
XMFLOAT2(m_windowBounds.Width / 2.0f - 0.5f * 179,
m_windowBounds.Height / 2.0f - 83));
// Voitto
if (isWon)
m_spriteBatch->Draw(m_winTexture, 
XMFLOAT2(m_windowBounds.Height / 4.0f - 0.5f * 83,
m_windowBounds.Width / 2.0f - 179));
// Tauko
else if (isPaused)
m_spriteBatch->Draw(m_pauseTexture, 
XMFLOAT2(m_windowBounds.Height / 4.0f - 0.5f * 83,
m_windowBounds.Width / 2.0f - 179));
}
Koodiesimerkki 15: Valikon piirtäminen DirectXTK:n SpriteBatch-luokalla
5.2 Syötteiden käsittely
Kosketussyötteiden  käsittelyyn  käytettävät  tapahtumankäsittelijät  löytyvät  projektista
valmiiksi  luotuina.  Näistä  pelissä  käytetään  OnPointerReleased-tapahtumaa
(koodiesimerkki  16),  jota  kutsutaan  kosketuksen  päättyessä.  Peruutusnäppäimen
käsittelyyn  tarvittava  OnBackButtonPressed-tapahtuma  on  sen  sijaan  itse  lisättävä
projektiin. Koska tapahtumankäsittelijät ja pelin toiminnalisuus sijaitsevat eri luokissa,
lisätään  Renderer-luokkaan  sopivat  metodit  syötteiden  välittämiseksi  pelille.
Kosketussyötteen välittävä processTouch-metodi on nähtävillä koodiesimerkissä 17.
void InssiDirectXPeli::OnPointerReleased(CoreWindow^ sender, 
PointerEventArgs^ args)
{
m_renderer->processTouch(args->CurrentPoint->Position.X,
args->CurrentPoint->Position.Y);
}
Koodiesimerkki 16: OnPointerReleased
void Renderer::processTouch(float x, float y)
{
if (inMenu)
inMenu = false;
else
m_player->Update(XMFLOAT2(x, y));
}
Koodiesimerkki 17: Kosketussyötteen välittävä processTouch
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Koska  peruutusnäppäimen  toiminto  on  riippuvainen  pelin  sen  hetkisestä  tilasta,
tarvitaan  myös  getState-metodi,  jolla  OnBackButtonPressed-tapahtuma  saa  tiedon
pelin  tilasta.  Jotta  peruutusnäppäimelle  saataisin  muita  toimintoja  kuin  sovelluksen
sulkeminen,  on  tapahtuma  merkittävä  käsitellyksi,  jolloin  se  ei  enää  yritä  sulkea
sovellusta.  Tämän toteuttaminen  on nähtävillä  koodiesimerkissä  18.  Tapahtuma on
lisäksi  liitettävä  peruutusnäppäimeen  valmiiksi  luodussa  OnActivated-metodissa
koodiesimerkin 19 mukaisesti.
void InssiDirectXPeli::OnBackButtonPressed(Object^ sender, 
BackPressedEventArgs^ args)
{
// Peli käynnissä
if (m_renderer->getState())
{
args->Handled = true;
m_renderer->setState(true); // Avaa valikko
}
// Valikko auki
else 
{
 //args->Handled jää falseksi ja sovellus sulkeutuu
}
}
Koodiesimerkki 18: OnBackButtonPressed
HardwareButtons::BackPressed += ref new EventHandler<BackPressedEventArgs^>
(this, &InssiDirectXPeli::OnBackButtonPressed);
Koodiesimerkki 19: Tapahtumankäsittelijän liittäminen peruutusnäppäimeen
5.3 Törmäystarkistukset
DirectX  ei  tarjoa  ohjelmoijalle  valmista  törmäystarkastusta  jättäen  sen  itse
toteutettavaksi. Kehitettävän pelin törmäystarkistukset hoitavat metodit kirjoitetaan peli-
ja  vihollishahmon  luokkiin.  Pelin  tarpeisiin  riittävänä  törmäystarkistuksena  voidaan
käyttää menetelmää, jossa pelin objektit  ajatellaan suorakulmioina,  joiden leikatessa
törmäys  tapahtuu.  Koodiesimerkissä  20  on  esitetty  pelihahmon  ja  vihollishahmon
välisen  törmäyksen  tarkistus,  jossa  törmäys  tapahtuu,  mikäli  yksikin  pelihahmon
määrittämän suorakulmion kulma on vihollishahmon määrittämän suorakulmion sisällä.
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bool Player::collisionWithEnemy(Enemy* enemy)
{
float enemy_top = enemy->getPosition().y;
float enemy_bottom = enemy->getPosition().y + enemy->getSize().y;
float enemy_left = enemy->getPosition().x;
float enemy_right = enemy->getPosition().x + enemy->getSize().x;
// Yläreuna
if (m_position.y >= enemy_top && m_position.y <= enemy_bottom)
{
// Vasen yläkulma
if (m_position.x >= enemy_left 
&& m_position.x <= enemy_right)
return true;
// Oikea yläkulma
if (m_position.x + m_size.x >= enemy_left 
&& m_position.x + m_size.x <= enemy_right)
return true;
}
// Alareuna
if (m_position.y + m_size.y >=enemy_top 
&& m_position.y + m_size.y <= enemy_bottom)
{
// Vasen alakulma
if (m_position.x >= enemy_left
&& m_position.x <= enemy_right)
return true;
// Oikea alakulma
if (m_position.x + m_size.x >= enemy_left 
&& m_position.x + m_size.x <= enemy_right)
return true;
}
return false;
}
Koodiesimerkki 20: Törmäystarkistus pelihahmon ja vihollishahmon välillä
6 Yhteenveto
Tämän insinöörityön tavoitteena oli esitellä Windows Phone 8 -käyttöjärjestelmää sekä
eri  tapoja  ohjelmoida  pelejä  kyseiselle  alustalle.  Työn  painopiste  oli  erityisesti
Microsoftin  omissa  XNA-  ja  DirectX-ohjelmointirajapinnoissa,  jotka  molemmat  on
työssä esitelty kattavasti teoriassa. Molempia menetelmiä testattiin myös käytännössä,
kun ohjelmoitiin pieni peli niitä käyttäen.
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C#-ohjelmointikieltä  käyttävän  XNA:n  todettiin  olleen  vielä  Windows  Phone  8:aa
edeltäneellä  WP7-käyttöjärjestelmällä  lähestulkoon  ainoa  oikea  tapa  pelien
kehittämiseen,  mutta  vuoden  2013  alussa  Microsoft  yllättäen  ilmoitti  lopettaneensa
XNA:n kehittämisen, ja vaikka XNA:ta käyttävät pelit  toimivat myös Windows Phone
8:lla, ei sille enää löydy suoraa tukea. XNA:lla kehittäminen ei ole kuitenkaan täysin
poistumassa,  sillä  ulkopuoliset  projektit,  kuten  MonoGame,  mahdollistavat  XNA:lla
kehitettyjen pelien tuomisen muille alustoille, mukaan luettuna Windows Phone 8.
DirectX:n ja sillä ohjelmoimiseen käytettävän C++-kielen taival Windows Phonella on
ollut varsin päinvastainen kuin XNA:lla; tuki C++-ohjelmointikielelle tuli vasta WP8:ssa,
joka näin ollen oli myös ensimmäinen mobiilikäyttöjärjestelmä, josta DirectX-tuki löytyi.
Ohjelmoiminen  käyttäen DirectX:n  sisältämiä  matalantason ohjelmointirajapintoja  voi
osoittautua  huomattavasti  työläämmäksi  kuin  saman  asian  tekeminen  XNA:lla.
DirectX:n  käyttämisen  helpottamiseksi  on  kuitenkin  olemassa  apukeinoja,  kuten
DirectX  Toolkit,  joka  tekee  esimerkiksi  2D-grafiikan  piirtämisestä  DirectX:llä  hyvin
samankaltaista, kuin se on XNA:lla. DirectX:n tulevaisuus Windows Phonella näyttää
varsin  hyvältä,  sillä  tuleva  DirectX  12  saadaan  heti  käytettäväksi  myös  Windows
Phonella ja  se tulee sisältämään erityisesti Windows Phonea silmällä pitäen kehitettyjä
ohjelmointikirjastoja.
Tehdessä valintaa DirectX:n ja XNA:n välillä on otettava huomioon kehitettävän pelin
vaatimukset,  sekä  ohjelmoijan  aiempi  kokemus  kyseisistä  tekniikoista.  Siinä  missä
XNA:n vahvuus on kevyemmissä peleissä,  on DirectX suunnattu Windows Phonella
erityisesti  vaativampien  3D-pelien  kehittämiseen,  mistä  kertoo  jo  Direct2D-kirjaston
tuen  puuttuminen.  Ilman  erityisvaatimuksia  saman  pelin  kehittäminen  onnistuu
kuitenkin molemmilla tavoilla ja jos ohjelmoijalla on jo kokemusta toisesta tekniikasta,
ei  toisen  tavan  opettelemiselle  välttämättä  ole  tarvetta,  etenkin  jos  DirectX  on
ennestään tuttu, voi XNA:n opetteleminen olla turhaa DirectX:ää selvästi huonommista
tulevaisuuden  näkymistä  johtuen.  Jos  aiempaa kokemusta  kyseisistä  tekniikoista  ei
löydy,  voi  valintaa  tehdessä  merkittäväksi  tekijäksi  muodostua  käytettävä
ohjelmointikieli,  vaikka  C++:aa  osaavalla  ohjelmoijalle  C#:n  opetteleminen  ei  pitäisi
muodostua ongelmaksi, saattaa esimerkiksi kokeneelle Visual Basic -ohjelmoijalle XNA
olla DirectX:ää miellyttävämpi vaihtoehto.
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Koska XNA on alunperin suunnattu nimenomaan aloittelijoille ja harrastajille,  on sitä
helppo  suositella  uusille  pelikehittäjille.  XNA:ta  käytettäessä ohjelmoija  voi  keskittyä
täysillä  itse  pelin  toteuttamiseen,  kun  peliä  pyörittävä  logiikka,  mediatiedostojen
saaminen pelin käyttöön ja muut taustatoimet ovat valmiiksi luotuina. XNA:ta pidetään
muutenkin helppona ohjelmoitavana; lisäksi se on hyvin dokumentoitu ja internetistä
löytyy  paljon  apua  XNA-kehittäjille  ohjeiden  ja  esimerkkien  muodossa.  XNA:n
helppoutta  ja  automaattisuutta  voidaan  pitää  myös  sen  heikkoutena;  jos  kehittäjä
haluaa itse tehdä pelinsä käyttämät peli-,  ääni- ja muut moottorit,  ei XNA ole häntä
varten.  Kuten  tässä  insinöörityössä  on  aiemminkin  mainittu,  ei  XNA  ole  Windows
Phone 8:lla enää suoraan tuettu, minkä takia pelkällä XNA:lla ei voida käyttää WP8:n
uusia  ominaisuuksia.  Jos  XNA-pelin  kääntämiseksi  Windows  Phone  8:lle  otetaan
käyttöön ulkopuolinen projekti on peli helposti tuotavissa myös muille alustoille.
XNA:han verrattuna DirectX:n sisältämät matalan tason komponentit voivat osoittautua
huomattavasti  monimutkaisemmiksi  ohjelmoida.  Uudelle  DirectX-kehittäjälle  onkin
helppo suositella DirectX Toolkit:iä, joka tuo DirectX:ään XNA:n helppokäyttöisyyden.
DirectXTK  yhdistettynä  Windows  Phone  SDK:n  valmiisiin  projektimalleihin
helpottavatkin huomattavasti pelinkehittämisen aloittamista DirectX:llä.  Matalan tason
rajapinnat  mahdollistavat  vapaamman  ohjelmoimisen,  kuin  mitä  XNA:lla,  ja  omien
pelimoottorien  tekemistä  suunnittelevalle  DirectX onkin  hyvä  valinta.  Vaikka DirectX
onkin rajapintana jo varsin vanha, on sen käyttö Windows Phone 8:lla vielä verrattain
uutta,  mistä  johtuen  Microsoftin  oman  dokumentaation  lisäksi  WP8-kohtaista
materiaalia  DirectX:stä  ei  ole  kovin  paljoa  saatavilla.  DirectX:llä  Windows  Phone  8
-pelinsä kehittävän on helppo tuoda pelinsä myös Windows 8 -käyttöjärjestelmälle.
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