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SAŽETAK 
Život bez tehnologije u današnje je vrijeme nezamisliv, a njen razvoj doveo je do promjena u 
svakoj sferi ljudskog života, uključujući i obrazovanje. Učenje programskih jezika i usvajanje 
osnovnih koncepata programiranja smatra se potrebom kako bi učenici ostali kompetentni. Uz 
uspješno implementiranje novih ciljeva i zadaća propisanih novim obrazovnim kurikulumima, 
za efikasno usvajanje koncepata programiranja nužno je izabrati prikladan pristup učenju te 
dovoljno jednostavan, a istovremeno izazovan programski jezik sukladan dobi učenika. 
Ključni faktori uspješnog obrazovnog sustava su učitelji, stoga se u ovom radu ispituje se 
imaju li budući učitelji pozitivan stav o usvajanju osnovnih koncepata programiranja u prvom 
odgojno-obrazovnom te postoje li razlike u stavovima o mogućnosti usvajanja osnovnih 
koncepata programiranja među studentima s obzirom na studijski modul za koji su se 
opredijelili. 
Ključne riječi: osnovni koncepti programiranja, učenici mlađe školske dobi, programiranje, 
stavovi budućih učitelja 
 
SUMMARY 
Life without technology is unthinkable nowadays, and its development has led to changes in 
every sphere of human life, including education. Learning programming languages and 
acquiring basic programming concepts is considered a necessity for students to remain 
competent. With the successful implementation of the new goals and objectives laid down in 
the new educational curricula, for the effective adoption of programming concepts, it is 
necessary to choose a suitable approach for learning and a simple, yet challenging, 
programming language appropriate to the age of the students. 
The key factors of a successful education system are teachers, so this paper examines whether 
prospective teachers have a positive attitude towards adopting basic programming concepts in 
the first educational setting, and whether there are differences in attitudes about adopting 
basic programming concepts among students with regard to the study module for which they 
have chosen. 
Key words: basic programming concepts, students of younger age, programming, attitudes of 
future teachers 
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1. UVOD 
 
U današnje vrijeme djeca su od malena izložena računalima i tehnologiji. Neprestanim 
razvojem tehnologije raste potreba za digitalnim opismenjavanjem učenika mlađe školske 
dobi. Predmet brojnih rasprava i dalje je pitanje trebaju li djeca od najranije dobi uopće biti 
izložena tehnologiji, a kamoli usvajati osnovne koncepte programiranja, iako su istraživanja 
pokazala da djeca već s četiri navršene godine mogu razumijeti osnovne koncepte 
programiranja i da pravilno strukturirano vođenje kroz proces učenja programiranja kod djece 
razvija brojne kognitivne vještine (Flannery i suradnici, 2013). Važno je obratiti pozornost na 
moguće probleme s kojima bi se učitelji i sami učenici mogli susresti pri učenju 
programiranja. Istraživanja ukazuju na nespremnost učitelja za promjene u kurikulumu i 
podučavanje učenika programiranju kako u osnovnim (Bučková i suradnici, 2018), tako i u 
srednjim školama (Mühling i suradnici, 2010). Veliki je izazov odabrati prikladan programski 
jezik ili okruženje za početnike u učenju programiranja jer pri tome treba voditi računa i o 
očekivanjima koje djeca imaju vezana uz rad na računalu (Microsoft, 2015, Bers, 2018). 
Važno je izabrati dovoljno jednostavan programski jezik kako bi se učenicima koncepti 
približili na njima shvatljiv način, a oni ostali visoko motivirani za učenje (Gomes i Mendes, 
2014).  
U prvom dijelu rada objašnjena je osnovna terminologija i koncepti programiranja. 
Uspoređeno je stanje i pozicija nastave Informatike i programiranja u kurikulumima 
europskih država s kurikulumom Republike Hrvatske. Uz to, predstavljeni su programski 
jezici koji se danas smatraju prikladnima za početno učenje programiranja. Rad donosi i 
pregled dosadašnjih istraživanja vezanih uz mogućnost usvajanja osnovnih koncepata 
programiranja u formalnom i neformalnom obrazovanju.  
S obzirom na to da su učitelji ti koji djecu vode kroz nastavni proces, velik naglasak u 
ovom radu stavljen je na istraživanje kojem je cilj bio ispitati stavove budućih učitelja o 
mogućnostima usvajanja osnovnih koncepata programiranja u prvom odgojno-obrazovnom 
ciklusu. Na kraju, ovim se istraživanjem htjelo ispitati postoje li razlike među stavovima o 
mogućnosti usvajanja osnovnih koncepata programiranja studenata Fakulteta za odgojne i 
obrazovne znanosti koji pohađaju učiteljski smjer s obzirom na studijski modul.  
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2. OSNOVNI POJMOVI I DEFINICIJE 
 
 Mirković (2008:18) definira računalo (eng. izraz: computer) kao: „elektronički 
digitalni uređaj namijenjen automatskoj obradi podataka u skladu s unaprijed definiranim 
uputama“. Svako računalo sastoji se od dva bitna dijela: sklopovlja (eng. izraz: hardware) i 
programske podrške (eng. izraz: software) (Mirković, 2008). Sklopovlje podrazumijeva 
materijalne, vidljive i opipljive dijelove računala, a programska podrška obuhvaća skupove 
naredbi za upravljanje uređaja i određivanje operacija koje treba izvršiti s podacima 
(Dovedan, 1995). Osnovni dijelovi računala bez kojih ono ne bi moglo funkcionirati su 
aritmetičko-logička jedinica koja obavlja aritmetičko-logičke operacije, upravljačka jedinica 
koja upravlja radom računala, memorija koja služi za pohranu programa i podataka te ulazno-
izlazni uređaji (Mirković, 2008). 
„Računalni program je niz instrukcija koje računalo izvršava, a redoslijed naredbi 
definiran je zadaćom koja se želi postići“ (Miler i Odobašić, 2010:108). Program se sastoji od 
naredbi koje su, prema Maleš i suradnici (2018:44) strukture koje direktno imaju neku 
posljedicu, „izvršavanje neke radnje nad podatcima ili drugu promjenu stanja sustava“.  
Različiti autori na razne načine definiraju programiranje. Miler i Odobašić (2010:108) 
programiranje definiraju kao „proces u kojem kompleksne zadatke rastavljamo na manje 
dijelove koje je moguće izraziti jednostavnim operacijama.“ Dovedan (1995) navodi da je 
programiranje postupak specificiranja skupa naredbi u nekom programskom jeziku da bi se 
izvršila određena aktivnost ili riješio određeni problem. Olabe i suradnici (2011) 
programiranje definiraju kao postupak izgradnje sustava i ispravljanje pogrešaka, 
pronalaženje prepreka i problema te njihovo rješavanje. 
Računalni programski jezici, navode Budin i suradnici (2017) omogućuju 
komunikaciju ljudi s računalima, a sastoje se od skupa naredbi kojima ljudi određuju koje 
operacije računalo mora izvršiti. Prema Dovedan (1995) programske jezike možemo podijeliti 
na četiri generacije: strojni jezici, simbolički (asemblerski) jezici, jezici za programiranje 
visoke razine i jezici četvrte generacije. Slaviček (2017) programske jezike dijeli u pet 
generacija: strojni, simbolički, proceduralni, problemski orijentirani i prirodni. Strojni jezik 
(eng. izraz: machine language) jedini je jezik koji računalo razumije, sastoji se od numeričkih 
kodova za operacije koje računalo može odmah izvršiti, a kodovi su prikazani u binarnom 
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obliku kao nizovi nula i jedinica (Hemmendinger, 2019). Zbog složenosti pisanja, čitanja i 
ispravljanja takvih programa, ubrzo se pojavljuju prvi programerski alati nazvani asembleri 
(Šribar i Motik, 2018). Simbolički (asemblerski) jezik (eng. izraz: assembly language) koristi 
kratke mnemoničke kodove koji programerima omogućuju uvođenje naziva za blokove 
memorije koji sadrže podatke i na taj se način binarni oblici zamjenjuju simbolima 
(Hemmendinger, 2019). Budin (1999) ističe da viši programski jezici trebaju biti oblikovani 
na način da se programi bez poteškoća mogu prevesti u strojni jezik kako bi ih računalo 
moglo izvršiti. Viši programski jezici su razumljiviji i olakšavaju posao programeru jer nije 
potrebno poznavanje same građe računala (Hemmendinger, 2019). Programi napisani u višim 
jezicima se brže pišu i lakše čitaju, a velika je i vjerojatnost da će ispravno raditi (Downey, 
2014). Takvi programi mogu se prenositi i izvršavati na različitim vrstama računala uz 
minimalne izmjene (Downey, 2014). Kako bi se program mogao izvršavati potrebno ga je 
prevesti u bajt kod koji računalo razumije (McGrath, 2015). Postoje dvije vrste programa koji 
prevode više programske jezike u niže: interpreteri i kompajleri (Downey, 2014). Downey 
(2014) objašnjava kompajler kao program koji čita i prevodi cijeli program odjednom prije 
izvršavanja naredbi. Slaviček (2017:10) definira interpreter kao program koji čita program 
napisan višim programskim jezikom, „prevodi liniju po liniju i izvodi naredbe koje su 
navedene u toj liniji.“  
Jakupović i Šuman (2014) navode da se svaki programski jezik sastoji od dvije 
osnovne komponente: sintakse (forme) i semantike (značenja). Sintaksa programskog jezika 
određuje kakva forma instrukcije treba biti, a semantika je značenje onoga što se opisalo 
programskim jezikom (Jakupović i Šuman, 2014). Prilikom pisanja programa česte su 
pogrješke koje se nazivaju bagovi  (eng. izraz: bug), a proces njihovog otkrivanja zove se 
debugiranje (eng. izraz: debugging) (Downey, 2014). Isti autor navodi tri vrste pogrješaka u 
programima: sintaksne pogrješke, pogrješke prilikom izvršavanja i semantičke pogrješke. 
Sintaksne pogrješke, navode Jakupović i Šuman (2014), najčešće nastaju tijekom pisanja 
računalnog programa, a računalo samo otkriva i ispravlja. Ako u programu postoji semantička 
pogrješka, on će se uspješno izvršiti u smislu da računalo neće javiti poruku o pogrješci, ali 
program neće raditi ono za što je napisan (Downey, 2014). Za otkrivanje semantičkih 
pogrješaka postoji poseban alat koji omogućava korisniku kontolu koraka prilikom pokretanja 
računalnog programa (Jakupović i Šuman, 2014).  
2.1. Paradigme programiranja 
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 Prema Jakupović i Šuman (2014) postoje četiri osnovna pristupa u programiranju: 
proceduralno (strukturirano) programiranje, objektno orijentalno programiranje, funkcionalno 
programiranje i logičko programiranje. Proceduralno programiranje zasniva se na principu 
podijeli pa vladaj: program se promatra kao niz manjih procedura, a svaka je procedura 
konstruirana tako da obavlja jedan zadatak (Šribar i Motik, 2018). Proceduru je moguće 
pozvati za različite ulazne podatke i iskoristiti je na više mjesta (Šribar i Motik, 2018). Kod 
proceduralnog programiranja rješenje problema opisuje se navođenjem koraka koje računalo 
treba izvršiti (Jakupović i Šuman, 2014). Strukturirano programiranje dodatak je 
proceduralnom modelu; ono definira niz osnovnih konstrukcija poput petlji, grananja i poziva 
procedura koji programiranje čine jednostavnijim, a kod čitljivijim (Šribar i Motik, 2018). 
Kod strukturiranog programiranja koristi se dogovoreni skup struktura: sekvencija, bezuvjetni 
skok, selekcija i ponavljanje (Zekić-Sušac, 2012).  
Osnovna ideja objektno orijentiranog programiranja je rastaviti glavni program na 
manje zatvorene cjeline čija su rješenja predstavljena objektima (Jakupović i Šuman, 2014). 
Prema Downey (2014), svaka definicija objekta odgovara nekom objektu iz stvarnog svijeta, a 
funkcije koje rade s objektima odgovaraju načinima na koje stvarni objekti stupaju u 
interakciju. Objekti objedinjuju podatke i operacije nad tim podacima, a svaki objekt ima 
stanje i metodu (Šribar i Motik, 2018). Računalo mijenja stanje objekta i poziva njegove 
metode te na taj način rješava glavni problem (Jakupović i Šuman, 2014). Isti autori kao 
glavnu poteškoću ovog pristupa navode uočavanje objekata koji su potrebni za rješavanje 
problema. Četiri su osnovna svojstva koja neki programski jezik čine objektno orijentiranim: 
enkapsulacija, skrivanje podataka, nasljeđivanje i polimorfizam (Šribar i Motik, 2018).  
Funkcionalno programiranje pripada u skupinu deklarativnog programiranja u kojem 
se računalu govori što treba napraviti i za rješavanje problema izrađuju se funkcije, a logičko 
programiranje temelji se na matematičkoj logici (Jakupović i Šuman, 2014).  
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3. OSNOVNI KONCEPTI PROGRAMIRANJA  
 
 Riječ algoritam, ističe Budin (1999) susreće se sve više u svakodnevnim prilikama, što 
ne čudi s obzirom na to da se obavljanje različitih poslova uglavnom svodi na izvođenje 
pojedinih radnji zadanim redoslijedom.  
Algoritam je temeljni pojam u računalstvu, a on se (Manger, 2014:2) definira kao 
„konačan niz naredbi, od kojih svaka ima jasno značenje i izvršava se u konačnom vremenu.” 
Jakupović i Šuman (2014) ističu da se algoritam može opisati tekstualno, grafički, 
pseudokodom, kombinacijom grafičkog opisa i pseudokoda te programskim jezikom.  
Koraci algoritma u tekstualnom opisu prikazuju se rečenicama govorenoga jezika, a 
prednost takvog opisa je u tome što ga razumije širi krug ljudi (Jakupović i Šuman, 2014). Isti 
autori objašnjavaju grafički opis algoritma (dijagram tijeka) kao skup unaprijed definiranih 
grafičkih simbola koji predstavljaju određeni algoritamski korak, a strjelice koje ih povezuju 
predstavljaju algoritamski korak koji se sljedeći treba izvršiti. Pseudokod, navode Jakupović i 
Šuman (2014) predstavlja formalizirani tekstualni opis algoritma kojim se postiže veća 
preciznost koja nedostaje govornom jeziku. Programskim se jezikom najpreciznije opisuje 
algoritam i on postaje računalni program koji izvodi računalo (Jakupović i Šuman, 2014). 
Osnovne algoritamske strukture prema Jakupović i Šuman (2014) su: linijska (slijed, 
sekvencija), razgranata (grananje, selekcija), struktura bezuvjetnog skoka i ciklička 
(ponavljanje, iteracija).  
Najvažniji dio programiranja je kontrola tijeka programa koja omogućava odluku 
programera na koji način da se program ponaša u zadanim okolnostima, a jedan od osnovnih 
elemenata kontrole tijeka su petlje (Hruška, 2018). Programske petlje su strukture koje 
omogućuju višestruko ponavljanje određenog dijela programskog koda (Hercigonja, 2018).  
Manger (2014) objašnjava da se pri izradi računalnog programa mora obratiti 
pozornost na dvije stvari: na algoritme i na strukture podataka. Struktura podataka je 
„skupina varijabli u nekom programu zajedno s vezama između tih varijabli. Stvorena je s 
namjerom da omogući pohranjivanje određenih podataka te efikasno izvršavanje određenih 
operacija s tim podatcima (upisivanje, promjena, čitanje, traženje po nekom kriteriju... )” 
(Magner, 2014:2). 
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Miler i Odobašić (2010) ističu da računalni program upravlja vrijednostima, a svakoj se 
vrijednosti može odrediti tip. Razlikujemo jednostavni i složeni tip podataka, a Lovrenčić i 
Konecki (2017) objašnjavaju da tip podataka definira vrijednost koju podatak može poprimiti, 
operacije koje se nad njime mogu izvršavati i veličinu prostora koju podatak zauzima u 
memoriji. Kako bi se lakše upravljalo vrijednostima tj. nekoj vrijednosti dodijelilo pamtljiv 
naziv koriste se varijable. Varijabla predstavlja dio memorije u koji pohranjujemo podatke, a 
vrijednosti se mogu proizvoljno mnogo puta mijenjati (Lovrenčić i Konecki, 2017). Maleš i 
suradnici (2018:56) definiraju funkciju kao „blok naredbi organiziranih u cjelinu“, a prema 
potrebi moguće je pozivati ju, prosljeđivati joj parametre i dobivati neki rezultat koji se zatim 
vraća na mjesto na kojem je funkcija pozvana.   
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4. NASTAVA INFORMATIKE U EUROPSKIM ZEMLJAMA 
 
 Računala i digitalna tehnologija nisu nepoznanica u obrazovanju, s obzirom na to da 
su osamdesetih godina prošlog stoljeća polako uvedena u škole diljem svijeta (Passey, 2017). 
Naglim razvojem tehnologije porasla je i potreba za stalnih usavršavanjem i usvajanjem novih 
vještina, stoga je vrlo važno naučiti programirati kako bi pojedinac opstao u digitalnom 
svijetu (Rees i suradnici, 2016, prema Rushkoff, 2010). Učenje programiranja i razvoj 
računalnog razmišljanja vještine su koje pridonose procesu učenja kod djece i pomažu im da 
se suoče sa stvarnim životnim situacijama (Rees i suradnici, 2016, prema Martin, 2016). 
Passey (2017) ističe šest glavnih razloga zbog kojih bi se škole i učitelji trebali fokusirati na 
nastavu programiranja unutar obveznog obrazovanja: promjene u ekonomiji, razvoj 
organizacijskih vještina, širenje zajednice koja sve više koristi tehnologiju kao sredstvo 
komunikacije, cjeloživotno učenje, učenje novih vještina i kompetencija koje zahtijeva razvoj 
tehnologije te interes učenika. Većina zemalja prepoznala je važnost digitalnog 
opismenjavanja od najranije dobi te u svoje kurikulume implementirala (ili planira) sadržaje 
za razvoj digitalnih kompetencija, no i dalje smo svjedoci brojnih izazova i prepreka uspješne 
integracije tih sadržaja u obvezno školovanje ( Bocconi i suradnici, 2016).  
Informatics Europe je neprofitna organizacija sa sjedištem u Zurichu i broji preko 120 
sveučilišnih i istraživačkih institucija s područja cijele Europe i susjednih zemalja, a glavna 
misija organizacije je poticati istraživanja, obrazovanje i prijenos znanja u informatici (About 
Informatics Europe, n.d.). Navedena je organizacija u suradnji s Association for Computing 
Machinery (ACM) formirala odbor za Europsko računalno obrazovanje (eng. izraz: Committee 
on European Computing Education – CECE) koji je donio izvješće o stanju osnovnog 
obrazovanja u informatici, digitalnoj pismenosti i obuci učitelja u tim disciplinama u Europi 
(CECE, 2017.) Izvješće ukazuje na nedostatak obavezne ili barem izborne nastave iz 
informatike u školama diljem Europe. Ne uzimajući u obzir je li informatika kao predmet 
uvedena kao izborni ili obvezni, izvješće pokazuje da se u samo 6 (od ukupno 53 država ili 
pokrajina koje su sudjelovale u istraživanju) učenici imaju priliku upoznati s elementima 
informatike u primarnom obrazovanju, u jednom od prva četiri razreda ili kroz sva četiri 
razreda. Čak 50 % država Europe informatiku kao nastavni predmet uvodi u nižim razredima 
sekundarnog obrazovanja, a 38 % informatiku uvodi tek na višoj razini sekundarnog 
obrazovanja odnosno, u srednjim školama (CECE, 2017). Gander i suradnici (2013) 
naglašavaju da europske zemlje edukativno i ekonomski štete učenicima osnovnih i srednjih 
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škola tako što im ne nude osnovno informatičko obrazovanje. Isti autori navode da 
informatičko obrazovanje, zajedno s digitalnom pismenošću (eng. izraz: digital litecy) mora 
postati obavezan dio cjelokupnog obrazovanja. CECE (2017) analizom dostupnih kurikuluma 
nastavnog predmeta Informatika utvrđuje da je u 90 % zemalja/pokrajina koje su sudjelovale 
u njihovoj analizi informatika priznata kao zasebna disciplina na nacionalnoj razini, dok 
preostalih 10 % zemalja kurikulume informatike definiraju na razini pojedine škole.  
 
4.1. Programiranje u nastavi informatike u europskim zemljama 
 
Balanskat i Engelhardt (2015) kao glavni razlog za integraciju programiranja u školske 
kurikulume navode osposobljavanje učenika za važne vještine u današnjem digitalnom 
društvu kao što su vještine rješavanja problema i logičko razmišljanje. Autorice su u suradnji 
s Ministarstvima obrazovanja 20 europskih zemalja ( Austrija, Belgija (Flandrija), Belgija 
(Valonija), Bugarska, Češka, Danska, Estonija, Finska, Francuska, Mađarska, Irska, Litva, 
Malta, Nizozemska, Norveška, Poljska, Portugal, Slovačka, Španjolska i Ujedinjeno 
Kraljevstvo (Engleska)) i Izraelom provele istraživanje o integraciji programiranja u školskim 
kurikulumima. Istraživanje je pokazalo da je u 16 država, među kojima su Austrija, Bugarska, 
Češka, Danska, Estonija, Engleska, Francuska, Irska, Izrael, Litva, Mađarska, Malta, Poljska, 
Portugal, Slovačka i Španjolska, programiranje dio kurikuluma na nacionalnoj, regionalnoj i 
lokalnoj razini. Većina zemalja integracijom programiranja u kurikulum nastoji kod učenika 
razvijati logičko razmišljanje (15 zemalja) i vještine rješavanja problema (14 zemalja). Više 
od polovice zemalja, njih 11, usredotočeno je na razvoj vještina programiranja, dok je za 
samo 8 zemalja ključan cilj poticanje zapošljavanja u tom sektoru (Balanskat i Engelhardt, 
2015). Programiranje je, navode Balanskat i Engelhardt, u primarnom obrazovanju integrirano 
u kurikulume šest zemalja, a samo je u Slovačkoj i Engleskoj informatika obvezan predmet u 
prvom odgojno-obrazovnom ciklusu. Cilj novog engleskog kurikuluma, koji je na snazi od 
2014. godine, je osigurati učenicima digitalnu pismenost, a učenici već u nižim razredima 
osnovne škole uče pojam algoritma i osnovne algoritamske strukture poput sekvencije, 
selekcije i ponavljanja, te kako kreirati jednostavniji program i otkriti pogrješke u njemu 
(Department for Education, 2013). 
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U Estoniji, Izraelu i Slovačkoj programiranje je uvedeno na svim razinama 
obrazovanja, a jedino je u Slovačkoj ono integrirano kao obvezan predmet kroz sve razine 
obrazovanja (Balanskat i Engelhardt, 2015).  
Bocconi i suradnici (2016) ističu kako je Finska jedna od prvih europskih država koja 
je, od jeseni 2016. godine, kao obveznu aktivnost kroz sve nastavne predmete od 1. razreda 
osnovne škole uvela programiranje i algoritamsko razmišljanje. Formalno podučavanje 
programiranja i algoritamskog razmišljanja dio je nastavnog predmeta matematike i to od 1. 
do 9. razreda osnovne škole u Finskoj. Učenici prvih i drugih razreda uče princip davanja 
naredbi korak po korak, dok u trećem razredu koriste vizualne programske alate (Bocconi i 
suradnici, 2016). 
Slično Finskoj, i Švedska je novim nacionalnim kurikulumom, koji je od kolovoza 
2018. obvezan za sve škole, programiranje integrirala u nastavne predmete poput matematike, 
tehnologije i društvene znanosti za učenike od 1. do 9. razreda osnovne škole. (Balanskat i 
suradnici, 2018). Učenici u prva tri razreda osnovne škole uče kako izgraditi, opisati i slijediti 
upute korak-po-korak (Balanskat i suradnici, 2018) te samostalno kreirati i koristiti algoritme 
u vizualnom programskom okruženju (Bocconi i suradnici, 2018).  
U novom nacionalnom kurikulumu Norveške, koji će na snagu stupiti 2020. godine, 
naglasak je stavljen na razumijevanje, kritičko razmišljanje, relevantnost i koncept dubokog 
učenja (Balanskat i suradnici, 2018). Kurikulum obuhvaća promjene u svim nastavnim 
predmetima, a iste autorice ističu kako je glavni cilj promjena pomoći djeci u pronalaženju 
rješenja za izazove današnjice. Pri definiranju kurikuluma, norveška radna skupina je po 
uzoru na engleski kurikulum predložila programiranje kao izborni predmet u višim razredima 
osnovne škole, no s obzirom na to da još traju javne rasprave, položaj programiranja u 
kurikulumu još nije ustanovljen (Balanskat i suradnici, 2018; Bocconi i suradnici, 2018).  
Radna skupina Informatics and School talijanskog konzorcija za informatiku 
(Consorzio Interuniversitario Nazionale per l’Informatica - Italian Inter-universities 
Consortium for Informatics (CINI)) 2017. godine donijela je prijedlog novog nacionalnog 
kurikuluma informatike za sve razine obveznog školovanja u Italiji, a prijedlog je u ožujku 
2018. godine predan talijanskom Ministarstvu obrazovanja (Forlizzi i suradnici, 2018). Glavni 
cilj predloženog kurikuluma je dati svim učenicima priliku za razvoj osnovnih kompetencija u 
informatici, a na kraju obveznog školovanja učenici bi trebali razumijeti i primjenjivati 
osnovne koncepte i principe tog područja, analizirati probleme i rješenja predstavljati u obliku 
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algoritma u nekom programskom jeziku te koristiti digitalne tehnologije na odgovoran, 
savjesan i kreativan način (CINI, 2017). Kurikulum je organiziran u pet ključnih područja: 
algoritmi, programiranje, podaci i informacije, digitalna kreativnost i digitalna svijest, a za 
prvi odgojno obrazovni ciklus (od 1. do 5. razreda) predviđeno je da se učenici upoznaju s 
pojmom algoritma kroz svakodnevne životne situacije, te s rješavanjem problema 
rastavljajući ih na manje dijelove (CINI, 2017). Isti autori navode kako se u području 
Programiranje, za učenike nižih razreda osnovne škole predviđa pisanje jednostavnijih 
strukturnih programa u vizualnom programskom okruženju te korištenje jednostrukog 
grananja i petlji u jednostavnijim zadacima. 
Također, programiranje je dio i novog nacionalnog kurikuluma za osnovne škole u 
Turskoj, kojim se predlaže programiranje pomoću blokova, tekstualno programiranje i 
robotika (Bocconi i suradnici, 2016). Razmatrajući prijedlog uvođenja nastave programiranja 
već od prvog razreda osnovne škole portugalsko Ministarstvo obrazovanja je 2015./2016. 
godine provelo pilot projekt Uvod u programiranje u prvom ciklusu obrazovanja za sve 
osnovne škole (Bocconi i suradnici, 2016). Projektom se fokusirao na dvije glavne teme: 
računalno razmišljanje i programski jezici, a u projektu je sudjelovalo 27 000 učenika 3. i 4. 
razreda osnovne škole i oko 670 učitelja (Bocconi i suradnici, 2016). Iako su portugalske 
učionice opremljene pametnim pločama, projektorima, računalima i imaju pristup internetu, 
učenici uče programirati tek u 7. i 8. razredu koristeći programska okruženja Scratch i Kodu 
(Passey, 2017).  
Nacionalnim okvirnim kurikulumom Malte ističe se važnost uvođenja računalstva koje 
će obuhvaćati područja digitalne pismenosti kao i programiranje od najranije dobi. Ovim se 
dokumentom izričito podržava razvoj vještina rješavanja problema od vrtićke dobi do 11 
godine (Bocconi i suradnici, 2016).  
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5. PROGRAMIRANJE I INFORMATIKA U REPUBLICI HRVATSKOJ 
 
Sukladno potrebama za stjecanje dodatnih kompetencija i vještina kod učenika te 
promjenama u kurikulumima država diljem svijeta, vlada Republike Hrvatske odlučila se za 
donošenje promjena u osnovnoškolskom obrazovanju. U nastavku poglavlja opisano je kako 
su tekle promjene i objašnjeni su temeljni dokumenti hrvatskog obrazovnog sustava. 
U Nacionalnom okvirnom kurikulumu (NOK) (MZOS, 2011), navedeno je kako se 
nastava informatike u Republici Hrvatskoj održava kao izborni predmet od prvog do osmog 
razreda osnovne škole. Isti dokument sadrži sedam odgojno-obrazovnih područja: jezično-
komunikacijsko, matematičko, prirodoslovno, tehničko i informatičko, društveno-
humanističko, umjetničko te tjelesno i zdravstveno područje (MZOS, 2011). Tehničko i 
informatičko područje učenicima omogućuje stjecanje temeljnih znanja o tehnici i 
informacijsko komunikacijskoj tehnologiji kako bi razvili svijest o njezinim mogućnostima, 
ograničenjima, prednostima i nedostacima (MZOS, 2011). Kao jedan od važnijih odgojno-
obrazovnih ciljeva Tehničkog i informatičkog područja ističe se razvijanje algoritamskog 
načina razmišljanja te stjecanje vještina i sposobnosti primjene računala pri rješavanju 
problema (MZOS, 2011). Područje sadrži nekoliko tema, a programiranje se nalazi u okviru 
Informacijska i komunikacijska tehnologija u temi Rješavanje problema pomoću računala 
(MZOS, 2011). U ishodima učenja navedeno je da će učenici u prvom ciklusu obrazovanja 
„utvrditi da uporabom prikladnih programskih jezika mogu i sami stvarati male programe, 
upotrebljavati interaktivna programska okruženja za grafičko sklapanje jednostavnih 
programa čiji se učinak odmah vidi na zaslonu monitora, jednostavnim naredbama za 
pravocrtno kretanje i okretanje likova na zaslonu monitora crtati jednostavne geometrijske 
oblike tragovima koje likovi ostavljaju na svojemu putu, prepoznati da nizovi naredbi čine 
program koji se može pohraniti u datoteku i kasnije opet pokrenuti i preoblikovati“ (MZOS, 
2011:165-166). 
U sklopu Cjelovite kurikularne reforme obrazovanja 2016. godine donesen je 
prijedlog Nacionalnog kurikuluma za osnovnoškolski odgoj i obrazovanje (MZOS, 2016a). 
Odgojno-obrazovna područja kurikuluma ne razlikuju se od onih navedenih u NOK-u, a 
Informatika se uvodi kao izborni predmet u prvom odgojno-obrazovnom ciklusu s godišnjim 
fondom od 70 nastavnih sati (MZOS, 2016a). U opisu tehničkog i informatičkog područja 
kurikuluma stoji da „informatičko područje obuhvaća osnovne računalne koncepte, digitalnu 
pismenost, svrsishodno, etičko i društveno odgovorno korištenje informacijskim i 
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komunikacijskim tehnologijama, rješavanje problema i programiranje“ (MZOS, 2016b:4). 
Navedeno se područje kurikuluma sastoji od pet domena, a u domeni Rješavanje problema i 
programiranje poseban se naglasak stavlja na usvajanje znanja i vještina potrebnih za 
razvijanje algoritamskog načina razmišljanja (MZOS, 2016b). U okviru Cjelovite kurikularne 
reforme obrazovanja donijeti su i prijedlozi predmetnih kurikuluma. Prema Nacionalnom 
kurikulumu nastavnog predmeta Informatika (MZOS, 2016c) neophodno je poznavati 
osnovne koncepte kao što su programiranje i algoritmi kako bi korisnici postali i stvaratelji 
informacijsko-komunikacijske tehnologije (MZOS, 2016c).  
Nakon stručne i javne rasprave te međunarodne recenzije kurikuluma informatike, 
Odlukom o donošenju kurikuluma za nastavni predmet Informatike za osnovne škole i 
gimnazije u Republici Hrvatskoj (MZOS, 2018) odlučeno je da će se nastava informatike od 
školske godine 2018./2019. provoditi kao obvezan predmet u 5. i 6. razredu, u 7. i 8. razredu 
kao izborni, a od školske godine 2020./2021. kao izborni predmet u prva četiri razreda 
osnovne škole.  
5.1. Programiranje u prvom odgojno-obrazovnom ciklusu 
 
 U prva četiri razreda osnovne škole, prema Nacionalnom kurikulumu nastavnog 
predmeta Informatika (MZOS, 2016c) predviđa se 70 sati izborne nastave informatike 
godišnje. Nakon prve godine učenja, učenici bi, u domeni Računalno razmišljanje i 
programiranje, trebali rješavati jednostavan logički zadatak i pratiti i prikazivati slijed koraka 
potrebnih za rješavanje jednostavnih problema (MZOS, 2016c). Tijekom druge godine učenja 
predviđeno je da učenici analiziraju niz uputa koje izvršava jednostavan zadatak te po potrebi 
ispravljaju pogrješan redoslijed. Također, učenici bi trebali  sami stvarati niz uputa u kojima 
će upotrebljavati ponavljanje određenih radnji. U preporukama za ostvarivanje navedenih 
ishoda stoji da ih učenici mogu savladati s uporabom računala (primjenom grafičkih programa 
s naznakom programiranja) ili bez uporabe računala (MZOS, 2016c). Budin i suradnici (2017) 
naglašavaju kako računalna oprema više nije ograničavajući faktor za provedbu nastave 
informatike jer se ona danas može obaviti i na skromnoj opremi zbog razvoja programskih 
radnih okruženja. Poseban se naglasak stavlja na poticanje logičkog mišljenja, kreativnosti, 
upornosti, preciznosti u opisivanju rješenja te različitih načina dolaženja do rješenja (MZOS, 
2016c). Nakon treće godine učenja, učenici će samostalno stvarati program koristeći vizualno 
okruženje u kojemu se koristi slijedom koraka, ponavljanjem i odlukom te će slagati podatke 
na koristan način. Za četvrtu godinu učenja predviđeno je da učenici nadograde znanje iz 
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prethodnog razreda i pri stvaranju programa koriste i ulazne vrijednosti te rješavaju složenije 
logičke zadatke s ili bez uporabe računala (MZOS, 2016c). U istom dokumentu preporučuje 
se odvojiti dovoljno vremena kako bi učenici argumentirali svoje rješenje i u usporedbi 
različitih rješenja, uvažili tuđe.  
5.2. Programiranje u drugom odgojno-obrazovnom ciklusu 
 
 S obzirom na razlike hrvatskog obrazovnog sustava u odnosu na obrazovne sustave 
drugih država te drugačiju raspodjelu odgojno-obrazovnih razdoblja, u nastavku poglavlja 
objašnjeni su okvirni ciljevi i zadaće koje učenici trebaju savladati, a isti su u ostalim 
državama predviđeni u ranijem ili kasnijem ciklusu obrazovanja.  
U petom se razredu učenici po prvi put upoznaju s pojmom algoritma kojeg bi trebali 
savladati opisujući primjere organizacije nekih aktivnosti iz svakodnevnog života te uočavati i 
razlikovati strukture slijeda, grananja i ponavljanja (MZOS, 2016c). Nadalje, učenici bi pri 
izradi algoritma za rješavanje jednostavnijih problema trebali provjeravati njegovu ispravnost 
te otkrivati i popravljati dobiveno rješenje ako ono nije u skladu s očekivanim (MZOS, 
2016c). U istom je dokumentu predviđeno i korištenje programskih alata za stvaranje 
programa u kojima bi učenici trebali prepoznati osnovne sastavnice izrade programa i koristiti 
se ulaznim i izlaznim vrijednostima te ponavljanjem, a posebnu je pozornost potrebno obratiti 
na pravilno razumijevanje naredbe pridruživanja i pojma varijable. Tijekom šeste godine 
učenja, učenici bi trebali pratiti, stvarati i preuređivati programe koji sadrže strukture grananja 
i uvjetnog ponavljanja, a rješenja problema prikazivati dijagramom, naredbama programskog 
jezika ili riječima govornog jezika (pseudokodom) (MZOS, 2016c). Kurikulum predviđa i 
različite oblike grupnog rada u kojima bi učenici trebali prepoznati dijelove koda koji 
predstavljaju rješenje već poznatog problema i implementirati ih u rješenje složenijeg 
problema. Tijekom sedme godine učenja nastavnog predmeta Informatika, u domeni 
Računalno razmišljanje i programiranje povećan je opseg gradiva pa tako učenici uče 
prepoznati različite tipove podataka te koristiti funkcije za rad sa složenim tipom podataka, 
primjenjivati sekvencijalni algoritam, uređivati modularne programe koji sadrže potprograme 
i koristiti simulaciju za rješavanje nekog ne nužno računalnog problema (MZOS, 2016c). U 
osmoj godini učenja naglasak je stavljen na rješavanje problema u programskom jeziku ili 
okruženju pa je predviđeno da učenici stvaraju programe i potrebnu dokumentaciju za 
rješavanje problema, prepoznaju i opisuju algoritam sortiranja i istražuju mogućnosti primjene 
rekurzije (MZOS, 2016c).  
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6. PROGRAMSKI JEZICI NAMIJENJENI UČENJU PROGRAMIRANJA 
 
 U skladu s motivirajućim čimbenicima za učenje programiranja, Kelleher i Pausch 
(2005) podijelili su programske jezike u dvije skupine: programski jezici namijenjeni učenju 
programiranja, strukturama programa i rješavanju problema te programski jezici namijenjeni 
programiranju kao izboru karijere. De Raadt i suradnici (2002) naglašavaju da je za učenje 
programiranja važno odabrati prikladan programski jezik koji će kod učenika unaprijediti i 
razvijati vještine programiranja za daljnje školovanje ili budući posao. Isti autori 
istraživanjem su pokazali da su glavni kriteriji za odabir programskog jezika industrijska 
vrijednost jezika i njegove pedagoške prednosti. Grandell i suradnici (2006) ističu da su jezici 
koji se koriste u industriji (primjerice Java, Visual Basic, C, C++) neprikladni za razvoj 
algoritamskog razmišljanja i pisanje strukturiranih programa. Početni programski jezik bi 
prema Krpan i suradnici (2014), trebao imati „jednostavnu sintaksu, brzu povratnu 
informaciju i strukturirani način pisanja.“ Papert je tvrdio da početni programski jezik mora 
imati „niski pod“ (eng. izraz: low floor), „visoki strop“ (eng. izraz: high ceiling) i „široke 
zidove“ (eng. izraz: wide walls) što bi značilo da mora biti dovoljno jednostavan da bi ga 
početnici savladali, dovoljno složen za rješavanje kompliciranijih problema i podupirati 
različite vrste projekata kako bi se uključilo što više ljudi različitih interesa (Resnick i 
suradnici, 2009).  
Mannila i de Raadt (2010) predstavili su poželjne karakteristike početnog jezika za 
učenje programiranja te ističu da bi idealan jezik trebao: biti primjeren za poučavanje, biti 
pojednostavljene sintakse i prirodne semantike, promovirati pisanje ispravnih programa, 
omogućiti rješavanje problema u koracima, imati otvoren kod i interaktivno sučelje te biti 
primjenjiv i izvan obrazovanja. Boljat (2014) ističe velike razlike među paradigmama 
programiranja te navodi da je prijelaz s jedne na drugu zahtjevan i da se teško složiti je li za 
početnike primjerenija proceduralna ili objektivna paradigma. Isti autor naglašava kako 
funkcionalna i logička paradigma nisu prikladne za početnike jer se uglavnom koriste u 
područjima poput umjetne inteligencije. Istraživanje koje su proveli De Raadt i suradnici 
(2002) pokazuje da je najzastupljeniji pristup u poučavanju početnog programiranja objektno 
orijentirani pristup. 
Powers i suradnici (2006) razmatrali su značajke narativnih alata poput Alice, alata za 
vizualno programiranje koji podržavaju izradu programa pomoću povuci i ispusti sučelja 
(eng. izraz: drag and drop interface), alate za izradu vizualnih programa koji se baziraju na 
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dijagramima tijeka, alate za posebne izlazne realizacije poput Lego MindStorms, koji 
osiguravaju ne tekstualnu povratnu informaciju i slojevite jezične alate poput RoboLab koji 
omogućuju postepeno učenje sintakse. Autori su zaključili da navedeni alati povećavaju 
motivaciju učenika za učenje programiranja jer učenicima omogućuju grafički prikaz 
programa i pružaju im konkretno iskustvo, sprječavaju pogrješke u sintaksi i omogućuju 
učenicima da se koncentriraju na rješavanje problema.  
6.1. Logo 
 
 Programski jezik Logo stvoren je 1967. godine od strane Massachusetts Institute of 
Technology (MIT) Artificial Intelligence Laboratory, grupe koju je predvodio Wallace 
Feurzeig (Glavan, 2000). U radu i razvoju sudjelovao je i matematičar Seymour Papert kojeg 
se danas naziva ocem programskog jezika Logo (Logo foundation, n.d.). Glavan (2000) 
navodi da je Logo izrađen kao alat za manipulaciju jezikom i jedan je od prvih programskih 
jezika namijenjen djeci, a njegove su glavne karakteristike modularnost, proširivost, 
interaktivnost i prilagodljivost. Interaktivnost jezika najbolje se uočava kod javljanja 
pogrješaka gdje su korisniku pružene opisne povratne informacije koje pomažu u procesu 
učenja i ispravljanja pogrješaka, dok modularnost i proširivost podrazumijevaju građenje 
složenih zadataka pomoću jednostavnih naredbi (Logo foundation, n.d.). Većina programskih 
jezika zahtjeva strogu definiciju tipova podataka koje korisnik želi koristiti pri pisanju 
programa, dok Logo radi s riječima i listama pa nije potrebno navoditi o kojem je tipu 
podataka riječ (Logo foundation, n.d.).  
Ideja poučavanja zasniva se na konstruktivizmu, teoriji učenja koja zagovara učenje 
kao proces u kojem učenici stvaraju nova znanja u interakciji s ljudima i stvarima koje ih 
okružuju (Logo foundation, n.d.). Papert je 1967. proveo istraživanje među učenicima sedmog 
razreda koji su koristili Logo u nastavi matematike cijelu školsku godinu. U to vrijeme Logo 
nije imao grafiku, ali se svejedno pokazao kao prikladan programski jezik za podučavanje 
početnika (Papert, 1980). Nadalje, isti je autor htio provjeriti je li Logo prikladan i za mlađe 
učenike i djecu predškolskog uzrasta te zaključio da su programski sadržaji kao takvi 
apstraktni za djecu te dobi. Rješenje problema bila je programska domena kornjače (eng. 
izraz: turtle) kao alat koji će vizualno olakšati učenje programiranja svim dobnim skupinama 
(Papert, 1980). Danas je programski jezik Logo najpoznatiji po korištenju kornjačine grafike 
(eng. izraz: turtle graphics), a kornjača se može kretati i rotirati u svim smjerovima po ekranu 
pomoću naredbi forward, back, left i right (Logo foundation, n.d.).  
16 
 
Glavna ideja Loga, navodi Wang (2008) bila je pokazati djeci kako kroz crtanje pisati 
program dajući imaginarnom robotu (kornjači) naredbe za kretanje, početak i prestanak 
crtanja, umjesto kreiranja programa kao rješenja nekog apstraktnog problema. Logo 
omogućuje učenicima da se usredotoče na mali skup uputa s jasnom sintaksom, a s obzirom 
da programski jezik ne sadrži povuci i ispusti (eng. izraz: drag and drop) pristup već učenici 
sami upisuju naredbe, posebnu pozornost pridaju ispravnosti sintakse i ispravljanju pogrješaka 
(Serafini, 2011). Papert je u svojoj knjizi Mindstorms predstavio ideju mathlanda, okruženja u 
kojem učenici matematiku uče na prirodan način, bez formalnih instrukcija, a geometrija 
kornjače (eng. izraz: turtle geometry) dio je te ideje koja omogućuje učenicima prijenos 
spoznaje o vlastitom kretanju u programe koji uzrokuju pomicanje kornjače (Logo 
foundation, n.d., Papert, 1980). Kniewald (2004) ističe kako su u svijetu, zadaci u Logu 
sastavni dio udžbenika iz geometrije, a Logo se koristi kao sredstvo za usvajanje 
geometrijskih pojmova.  
Glavan (2010) najvećom prednošću programskog jezika Logo smatra rekurziju i 
rekurzivno programiranje. Serafini (2011) smatra da je Logo i dalje jedan od najadekvatnijih 
programskih jezika za početnike, pogotovo za prvo odgojno obrazovno razdoblje. Isti je autor 
proveo istraživanje u osnovnoj školi, a cilj je bio upoznati učenike s osnovnim konceptima 
programiranja u programskom jeziku Logo. Istraživanje je pokazalo da je učenicima bilo 
potrebno svega 30 minuta kako bi se navikli na autonomno učenje, da su se brzo navikli na 
sintaksu programskog jezika i da nije bilo razlike u uspješnosti između djevojčica i dječaka 
(Serafini, 2011). Nadalje, autor navodi da su učenici bili veoma posvećeni rješavanju 
problema i stalno su pokušavali popraviti svoje rješenje. Programski jezik Logo uspješan je 
obrazovni alat za učenje programiranja, razvoj logičkog razmišljanja te rješavanja problema, a 
kao njegov glavni nedostatak Wang (2008) ističe njegovu neprimjenjivost za razvoj 
komercijalnih aplikacija. Kniewald (2004) navodi kako je programski jezik Logo fleksibilan i 
omogućuje rješavanje raznovrsnih zadataka te ga zbog toga Ministarstvo znanosti i 
obrazovanja Republike Hrvatske preporučuje kao prvi programski jezik s kojim se djeca 
susreću. 
6.2. Scratch 
 
Lifelong Kindergarden grupa koju je predvodio Mitchel Resnick, 2003. godine stvorila 
je programski jezik Scratch, okruženje koje podržava stvaranje interaktivnih igara, priča, 
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animacija, glazbe i umjetničkih projekata (Kaučič i Asič, 2011). Scratch je besplatan vizualni 
jezik otvorenog koda temeljen na zbirci grafičkih programskih blokova koje korisnici zajedno 
slažu i tako stvaraju programe (Resnick i suradnici, 2009). Namijenjen je djeci od osam i više 
godina, a danas se koristi na svim razinama obrazovanja kako bi se početnici upoznali s 
osnovnim konceptima programiranja (Kaučič i Asič, 2011). Resnick i suradnici promatrajući 
način na koji se djeca igraju s Lego kockicama, zaključili su da djeci kroz igru i gradnju 
naviru nove ideje te su proces koji podsjeća na slaganje kockica odlučili uklopiti u 
programiranje u Scratchu. Programski jezik Scratch dizajniran je prema potrebama mladih; 
korisnici stvaraju gotove programe koje mogu odmah podijeliti, a alat podržava širok raspon 
aktivnosti koje privlače mlade bez obzira na dob, spol i kulturu (Kaučič i Asič, 2011). 
Meerbaum-Salant i suradnici (2011) naglašavaju da je Scratch namijenjen poticanju 
kreativnosti, povećanju motivacije i smanjenju tjeskobe koja obično prati početni proces 
učenja programiranja. Blokovi s naredbama napravljeni su u obliku slagalice i slažu se samo 
na sintaktički ispravan način, čime su izbjegnute pogrješke u sintaksi (Resnick i suradnici, 
2009). Matias i suradnici (2016) objašnjavaju da povlačenje i ispuštanje vizualnih blokova u 
programu definira ponašanje grafičkih objekata na zaslonu koji se nazivaju likovi (eng. izraz: 
sprites). Korisničko sučelje programskog jezika Scratch podijeljeno je u nekoliko dijelova: s 
lijeve strane nalazi se paleta blokova (eng. izraz: blocks palette), u sredini područje skripti 
(eng.izraz: scripts area), a s desne strane nalaze se pozornica (eng. izraz: stage) i popis likova 
(eng. izraz: sprite list). Blokovi naredbi su zbog jednostavnosti korištenja podijeljeni u osam 
skupina kao što su pokret, izgled, zvuk i kontrola, a razlikuju se i po boji čime je korisniku 
olakšan postupak povezivanja i pronalaska blokova (Maloney i suradnici, 2010).  
Kao glavnu prednost Scratch-a, isti autori navode mogućnost istraživanja blokova 
naredbi: od korisnika se ne zahtjeva kreiranje cjelovitog programa prije pokretanja projekta 
što omogućuje korisnicima da ostanu angažirani u skupljanju i testiranju manjih dijelova koda 
koje kasnije uklapaju u veće jedinice. Maloney i suradnici (2008) objašnjavaju da Scrath 
sadrži oko 90 naredbi koje uključuju naredbe za kretanje, naredbe za pozicioniranje likova 
pomoću koordinata Kartezijevog sustava, naredbe za manipulaciju slike, animaciju likova i 
reprodukciju zvuka. Nadalje, isti autori navode da Scratch sadrži i brojne kontrolne strukture, 
uključujući i uvjetne: ako, ako-onda (eng izraz: if, if-else), petlje ponovi, zauvijek, ponovi dok 
(eng.izraz: repeat, forever, repeat-until) i okidače događaja. Za razliku od većine tekstualnih 
programskih jezika u kojima su varijable nevidljive, apstraktne i teško razumljive, u Scratchu 
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su varijable pretvorene u konkretne objekte koje korisnik može vidjeti i njima manipulirati 
olakšavajući tako njihovo razumijevanje (Maloney i suradnici, 2010).  
Važna odlika programskog jezika Scratch je postojeća velika zajednica korisnika koja 
omogućuje razmjenu ideja i međusobnu suradnju među korisnicima diljem svijeta. Posebna 
pozornost stavljena je na zaštitu korisnika, autorskih prava i prijavu neprimjerenog sadržaja. 
6.3. Python 
 
Python je programski jezik interaktivnog sučelja kojeg je kreirao Guido van Rossum, 
1991. godine s osnovnom idejom o kreiranju programskog jezika za učenje programiranja 
(Sanner, 1999; Brođanac i suradnici, 2010). Budin i suradnici (2017) ističu kako je 
posljednjih godina zbog svoje jednostavnosti programski jezik Python postao najprikladniji i 
najrašireniji jezik za početno učenje programiranja u višim razredima osnovne škole. Iako se 
najčešće koristi kao skriptni jezik, Python podržava mnoge programske paradigme uključujući 
objektno-orijentirano programiranje, funkcionalno programiranje i proceduralno 
programiranje (Nosrati, 2011). Maleš i suradnici (2018) kao glavne prednosti Pythona ističu 
čitku sintaksu i preglednost koje smatraju važnim karakteristikama jer se početnici u 
programiranju mogu posvetiti logičkim strukturama i algoritmima umjesto čitanju teksta. Isti 
autori naglašavaju da se, pri pisanju programa u Pythonu, važno usredotočiti na uvlačenje 
koda i na ispravno korištenje razmaka, a programski jezik zahtjeva i minimalnu upotrebu 
posebnih znakova i interpunkcije. Takva jasna pravila oblikovanja kod učenika razvijaju 
sistematičnost i preciznost (Budin i suradnici, 2017). Nadalje, programski jezik Python 
omogućuje podjelu problema na manje dijelove i njihovo povezivanje u cjelovito rješenje te 
brz i jednostavan prijelaz iz faze pisanja u fazu ispitivanja programa (Budin i suradnici, 
2017). 
Pisanje programa u interpreterskom sučelju Pythona omogućuje učenicima koji 
nemaju predznanje o programiranju da odmah vide rezultate izvođenja napisanih naredbi 
(Brođanac i suradnici, 2010). Osim toga, rad u interpreterskom sučelju omogućuje 
korisnicima pozivanje naredbe help koja služi kao podsjetnik o značenju neke ključne riječi, 
atributa ili funkcije (Maleš i suradnici, 2018). 
Brođanac i suradnici (2010) ističu da su naredbe za definiranje tijeka programa u 
Pythonu vrlo slične kao i u ostalim programskim jezicima te kako u ovom programskog 
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jeziku nije potrebno deklarirati varijable, što olakšava učenje s obzirom na to da je pojam 
varijable i tipa podataka apstraktan početnicima za razumijevanje.  
Osim široke primjene u obrazovanju, Pythonu popularnost raste i u industriji (Krpan i 
suradnici, 2014). Zbog brzine izvršavanja programa i kompatibilnosti, Python je danas jedan 
od triju službenih programskih jezika u Google-u, a i brojne druge platforme poput Youtube-a 
i Instagrama velikim su dijelom napisane u Pythonu (Budin i suradnici, 2017, Maleš i 
suradnici, 2018). Za testiranje hardwarea Python koriste velike svjetske tvrtke poput 
International Business Machines (IBM) i Intela, a Pixar ga koristi u produkciji filmskih 
animacija (Nosratti, 2011).  
Uz osnovne funkcije, u Pythonu postoji modul turtle koji sadrži funkcije za izradu 
crteža. Kao i u programskom jeziku Logo, kornjača djeluje kao robot koji se kreće u svim 
smjerovima po zaslonu računala, može ostavljati ili ne ostavljati trag spuštajući ili podižući 
olovku te bojati pozadinu i likove omeđene zatvorenom crtom (Budin i suradnici, 2017). 
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7. PREGLED PRETHODNIH ISTRAŽIVANJA 
 
 Pregledom prethodnih istraživanja vezanih uz usvajanje osnovnih koncepata 
programiranja ukazuje se na pozitivne učinke koje ima učenje programiranja, bilo to u 
formalnom ili neformalnom obrazovanju, kao i zadovoljstvo učenika istim. 
Maloney i suradnici (2008) proveli su istraživanje kojemu je bio cilj provjeriti koje 
koncepte programiranja djeca mogu otkriti i usvojiti bez intervencije iskusnih mentora i 
instrukcija. Istraživanje je provedeno u računalnom klubu kao izvanškolska aktivnost, a 
sudionici su bili djeca od 8 do 18 godina. Tijekom 18 mjeseci koliko je trajalo istraživanje, 
autori su prikupili i analizirali 536 projekata napravljenih u programskom jeziku Scratch. 
Rezultati istraživanja pokazali su da su sudionici najviše koristili naredbe za demonstriranje 
koncepata korisničke interakcije (korištenje tipkovnice ili unos mišem), petlje, uvjete, 
komunikaciju i sinkronizaciju (Maloney i suradnici, 2008). Nadalje, autori navode da su teže 
uočljivi koncepti poput varijabli, Booleove logike i slučajnih brojeva bili manje zastupljeni u 
učeničkim projektima, ali se zastupljenost tih koncepata povećavala što su više sudionici 
radili u programu.  
U svoje istraživanje, koje je provedeno u ljeto 2008, Rodger i suradnici (2009) 
uključili su učitelje osnovnih i srednjih škola i njihove učenike. Istraživanje je provedeno u 
sklopu ljetnog kampa, a učitelji su pomoću virtualnog okruženja Alice 3D učenicima 
predstavili primjere koji im pomažu u svladavanju gradiva iz matematike, biologije, 
geografije, povijesti i umjetnosti (Rodger i suradnici, 2008). Istim je istraživanjem pokazano 
da su učenici osnovnih škola, nakon dvotjednog upoznavanja i kreiranja svjetova u alatu 
Alice, savladali i primjenjivali koncepte programiranja kao što su metode, parametri, funkcije, 
petlje, grananja i liste.  
Botički i suradnici (2018) su proveli istraživanje na uzorku od 23 učenika prvog 
razreda osnovne škole u dobi od 7 i 8 godina, fokusirajući se na koncepte kao što su nizovi, 
algoritam, objekt i njegova svojstva, rješavanje problemskih zadataka i petlje. Navedene su 
koncepte autori integrirali u nastavne predmete hrvatskog jezika, prirode i matematike. Za 
potrebe istraživanja stvoren je poseban alat koji je učenicima omogućavao brzu povratnu 
informaciju o ispravnosti njihovog rješenja u obliku animacije ili vizualizacije (Botički i 
suradnici, 2018). Istraživanje je pokazalo da su učenici koji su savladali čitanje i imaju 
razvijenije matematičke vještine uspješniji u savladavanju koncepata poput algoritama, 
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objekata i njihovih svojstva te rješavanju problemskih zadataka, dok su se petlje pokazale kao 
presložen koncept za djecu te dobi (Botički i suradnici, 2018). Istraživači naglašavaju da su 
sudionici bili entuzijastični, iako su u prosjeku imali više neuspješnih nego uspješnih 
pokušaja rješavanja problema.  
Kaila i suradnici (2018) dizajnirali su tečaj programiranja za 39 budućih učitelja kojim 
su nastojali u sedam različitih lekcija učitelje naučiti programiranju, računalnom razmišljanju 
te metodama i alatima koji se koriste u podučavanju programiranja. Istraživanje je trajalo 11 
tjedana; prvih sedam tjedana budući učitelji su učili programirati u programskom jeziku 
Python, sljedeća tri tjedna  imali su priliku primijeniti naučeno u školi s učenicima od 4. do 6. 
razreda, a zadnji je tjedan ostavljen za iznošenje dojmova i povratnih informacija (Kaila i 
suradnici, 2018). Tečaj je bio podijeljen na dva dijela: u prvom dijelu su budući su učitelji 
upoznati s osnovama računalnog razmišljanja i algoritmom, varijablama, uvjetovanim 
grananjem, procedurama i funkcijama te ponavljanjima, a u drugom dijelu tečaja morali su 
naučeno primijeniti na poučavanje nastave programiranja integrirano u nastavni predmet 
matematike (Kaila i suradnici, 2018). Istraživanje je pokazalo da su sudionici uspješno 
savladali navedene koncepte te da su pozitivno reagirali na tečaj i ocijenili ga korisnim, 
posebno dio kad su imali priliku raditi s učenicima osnovne škole (Kaila i suradnici, 2018). 
U sklopu redovne nastave, među 60 učenika u dobi od 8 do 11 godina, Wilson i 
suradnici (2012) proveli su istraživanje kojemu je bio cilj utvrditi koje koncepte 
programiranja djeca mogu usvojiti izrađujući igru labirinta u programskom jeziku Scratch. 
Projekt je trajao osam tjedana, a učenici su kroz jednosatne lekcije pod vodstvom istraživača i 
učitelja bili upoznati s programskim jezikom te su im dana objašnjenja na koji način kreirati 
jednostavnu igru labirinta s jednom pozadinom i jednim likom (Wilson i suradnici, 2012). 
Radeći u parovima, učenici su kreirali ukupno 29 igara, a rezultati istraživanja pokazuju da su 
učenici u svojim igrama najviše koristili pravilan slijed naredbi, strukturu grananja, varijable, 
koordinaciju, sinkronizaciju, ponavljanje i niti (Wilson i suradnici, 2012). Autori naglašavaju 
da su sve, osim jedne igre, bile funkcionalne te smatraju da bi djeca u dužem vremenskom 
periodu savladala složenije koncepte programiranja i izradila kompleksnije igre.  
Zaharija i suradnici (2013) za potrebe svoje eksperimentalne studije osmislili su 
poseban pristup poučavanja osnovnih koncepata programiranja primjeren dobi sudionika. U 
istraživanju je sudjelovalo 30 učenika prvog razreda osnovne škole, a kroz četiri faze 
istraživanja, učenici su upoznati s konceptom robota i kako ga navigirati (Zaharija i suradnici, 
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2013). Autori navode da je učenicima predstavljeno vizualno okruženje NetLogo kako bi 
odmah mogli vidjeti izvršenje svojih narebi, i LEGO Mindstorms robot kako bi se stavili u 
njegovu ulogu i bolje razumijeli njegovo kretanje. Rezultati istraživanja pokazuju da su djeca 
pozitivno reagirala na proces učenja te su bila zadovoljna naučenim. Analizom programa koje 
su djeca izradila za navigaciju robota kroz labirint, otkriveno je da su sva rješenja, osim 
jednog bila točna, a istraživači naglašavaju da su u većini točnih rješenja djeca koristila 
minimalan broj naredbi kako bi robot došao do cilja, što smatraju iznenađujućim s obzirom da 
djeci nije predstavljen koncept „najkraćeg puta“ (Zaharija i suradnici, 2013).  
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8. METODOLOGIJA ISTRAŽIVANJA 
 
 Cilj ovog istraživanja bio je ispitati stavove budućih učitelja o usvajanju osnovnih 
koncepata programiranja u nižim razredima osnovne škole te provjeriti postoje li razlike u 
stavovima budućih učitelja o usvajanju osnovnih koncepata programiranja s obzirom na 
studijski modul. U skladu s tim postavljene su pretpostavke: 
1. Budući učitelji imaju pozitivan stav o mogućnostima usvajanja osnovnih koncepata 
programiranja u prvom odgojno-obrazovnom razdoblju. 
2. Postoje razlike u stavovima budućih učitelja s obzirom na studijski modul. 
Istraživanje je provedeno na Fakultetu za odgojne i obrazovne znanosti u Osijeku, a u 
istraživanju je sudjelovalo ukupno 267 studenata svih godina učiteljskog studija od kojih su 
248 ispitanika ženskog spola, a 19 muškog spola. Kao što je vidljivo iz tablice 1, u trenutku 
provedbe istraživanja najviše je studenata pohađalo četvrtu godinu (N=58; 21,72 %), a 
najmanje petu godinu (N=50; 18,73 %). 
Tablica 1. Distribucija budućih učitelja prema godini studija. 
GODINA STUDIJA 
BUDUĆI UČITELJI 
N % 
1. godina 52 19,48 
2. godina 51 19,10 
3. godina 56 20,97 
4. godina 58 21,72 
5. godina 50 18,73 
 
Što se tiče dobi, najviše ispitanika nalazi se u dobnoj skupini od 22 ili 23 godine 
(35,96 % od ukupnog broja ispitanih studenata). Nadalje, s obzirom na smjer studiranja 
najviše ispitanika pohađa razvojni smjer (44,95 %) a najmanje smjer informatika (22,47 %) 
(vidi tablicu 2.).  
Tablica 2. Distribucija budućih studenata prema studijskom modulu. 
STUDIJSKI MODUL 
BUDUĆI UČITELJI 
N % 
A – razvojni smjer 120 44,94 
B – smjer informatika 60 22,47 
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C – smjer strani jezik 87 32,58 
 
Prikupljanje podataka odvijalo se tijekom mjeseca prosinca 2018. godine. Svi 
ispitanici upoznati su sa svrhom istraživanja te su u istom sudjelovali dobrovoljno i 
anonimno.  
Za prikupljanje podataka kreiran je upitnik u kojem su pitanja bila podijeljena u 
blokove. Prvi blok pitanja odnosi se na prikupljanje sociodemografskih podataka o 
ispitanicima, a sastoji se od jednog dihotomnog pitanja (pitanje o spolu) i tri pitanja 
višestrukog izbora (pitanje o godini studija, dobi ispitanika te studijskom modulu kojeg 
ispitanik pohađa). Drugi blok pitanja sadrži izjave koje ispituju stav studenata prema 
usvajanju osnovnih koncepata programiranja, a treći blok izjava odnosi se na prednosti i 
nedostatke usvajanja osnovnih koncepata programiranja. U oba ova bloka s izjavama 
korištena je Likertova skala procjene na kojoj su ispitanici označavali stupanj slaganja s 
određenom izjavom na skali od 1 do 5 (1 – u potpunosti se ne slažem, 2 – djelomično se ne 
slažem, 3 – niti se slažem niti se ne slažem, 4 – djelomično se slažem, 5 – u potpunosti se 
slažem).  
U četvrtom bloku pitanja procijenjuje se koliko je na skali od 1 do 5 (1 - uopće nije 
bitno, 2 - nije bitno, 3 - niti bitno, niti nebitno, 4 - bitno, 5 - jako je bitno) bitno da učenici 
mlađe školske dobi usvoje određene koncepte programiranja kao što su program, 
programiranje, naredba, varijabla, argument, funkcija, procedura, petlja, rekurzija, 
nasljeđivanje i logički uvjet. Sljedećim blokom pitanja ispituje se mišljenje budućih učitelja o 
razredu u kojem bi se učenici mlađe školske dobi trebali upoznati sa značenjem koncepata 
kao što su program, programiranje, naredba, varijabla, argument, funkcija, procedura, petlja, 
rekurzija i podatak. Posljednjim blokom pitanja htjelo se saznati koji programski jezik ili 
okruženje budući učitelji smatraju najprikladnijim za podučavanje učenika mlađe školske 
dobi osnovnim konceptima programiranja. Ispitanici su na skali od 1 do 5 (1 – uopće nije 
prikladan, 2 – nije prikladan, 3 – niti prikladan, niti neprikladan, 4 – prikladan, 5 – u 
potpunosti prikladan) procijenjivali između pet ponuđenih programskih jezika ili okruženja 
(Logo, Scratch, Pascal, C++ i Python). 
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9. REZULTATI I RASPRAVA 
 
 Drugi blok pitanja u upitniku odnosi se na stavove budućih učitelja o mogućnostima 
usvajanja osnovnih koncepata programiranja kod učenika mlađe školske dobi.  
Rezultati istraživanja pokazuju kako se najviše ispitanih studenata u potpunosti slaže s 
tvrdnjom Usvajanje osnovnih koncepata programiranja u ranijoj dobi olakšava učenje 
programiranja tijekom kasnijeg školovanja (N=118; 44,19 %). Nadalje, s navedenom 
tvrdnjom djelomično slaganje je iskazalo 86 studenata (32,21 %), dok se 41 student (15,36 %) 
niti slaže niti ne slaže s tvrdnjom. Tek 14 studenata (5,24 %) iskazalo je djelomično 
neslaganje s tvrdnjom, a njih 8 (3,00 %) se u potpunosti ne slaže s tvrdnjom da učenje 
osnovnih koncepata programiranja u ranijoj dobi olakšava učenje programiranja tijekom 
kasnijeg školovanja.  
Promatrajući prikupljene podatke prema studijskim modulima većina ispitanika B 
modula (N=40; 66,67 %) i većina ispitanika C modula (N=45, 51,72 %) u potpunosti se slažu 
s prethodnom tvrdnjom, dok najviše ispitanika A modula (N=43, 35,83 %) iskazuje 
djelomično slaganje s tvrdnjom. S obzirom na godinu studija, većina ispitanika četvrte (N=30; 
51,72 %) i polovica ispitanika pete godine (N=25; 50,00 %) u potpunosti se slažu da 
usvajanje osnovnih koncepata programiranja u ranijoj dobi olakšava učenje programiranja 
tijekom kasnijeg školovanja, dok je 38,46 % ispitanika prve, 45,10 % ispitanika druge i 35,71 
% ispitanika treće godine iskazalo potpuno slaganje s tvrdnjom. 
Suprotno tome, studenti su s izjavom Učenici bi se u što ranijoj dobi trebali upoznati s 
osnovnim konceptima programiranja iskazali najmanji stupanj slaganja, odnosno 34,08 % od 
ukupnog broja ispitanih studenata navelo je kako se s navedenom izjavom niti slaže niti ne 
slaže. Sa slike 1. vidljivo je da se tek 56 ispitanika (20,97 %) u potpunosti slaže s navedenom 
izjavom. 
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Slika 1. Slaganje se tvrdnjom Učenici bi se u što ranijoj dobi trebali upoznati s osnovnim konceptima 
programiranja 
Promatrajući stupanj slaganja s prethodno navedenom izjavom prema studijskom 
modulu, vidljivo je da je najviše ispitanika A modula (N=41; 34,17 %) i najviše ispitanika C 
modula (N=36; 41,38 %) iskazalo da se niti slažu niti ne slažu s izjavom, dok se najviše 
ispitanika B modula (N=24; 40,00 %) u potpunosti slaže s izjavom (vidi sliku 2.). 
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Slika 2. Frekvencije odgovora ispitanika na izjavu Učenici bi se u što ranijoj dobi trebali upoznati s 
osnovnim konceptima programiranja prema studijskim modulima. 
S obzirom na godinu studija, najviše ispitanika četvrte godine iskazalo je potpuno 
slaganje s istom tvrdnjom (N=18; 31,03%), dok je najviše ispitanika prve (N=18, 34,61 %), 
druge (N=29; 56,86 %) i pete godine studija (N=19; 38,00 %) iskazalo da se niti slažu niti ne 
slažu da bi se učenici trebali u što ranijoj dobi upoznati s osnovnim konceptima 
programiranja. Četvrtina ispitanika treće godine studija (N=14; 25,00%) odgovorila je da se s 
danom izjavom djelomično ne slažu. 
Iako se istraživači slažu da je kinestetički aspekt učenja za mlade učenike vrlo važan, 
jer oni uče dodirom, gledanjem, slušanjem i mirisom (Futschek i Moschitz, 2011, prema 
Hayes, 2010) i kako mala djeca najbolje uče dok aktivno manipuliraju i transformiraju stvarni 
materijal (Wyeth i Wyeth, 2001, prema Beaty, 1984), čak 34,08 % od ukupnog broja 
ispitanika se djelomično slaže da je za učenje osnovnih koncepata programiranja nužno 
koristiti računalo. Potpuno slaganje s navedenom izjavom iskazalo je 30,34 % ispitanika, dok 
je samo njih 5,99 % iskazalo potpuno neslaganje. 
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Jednak je broj ispitanika (N=74; 27,72 %) koji su iskazali najmanji stupanj slaganja, tj. 
niti se slažu niti ne slažu s izjavom da bi učenje naredbi programskog jezika u nižim 
razredima trebalo biti svedeno na minimum, i onih ispitanika (N=74; 27,72 %) koji se s 
navedenom izjavom djelomično slažu. 
Nadalje, jednak je i broj ispitanika B modula (N=16; 26,67 %) koji se s istom izjavom 
u potpunosti ne slažu, i onih (N=16; 26,67 %) koji se djelomično slažu da bi učenje naredbi 
programskog jezika trebalo biti svedeno na minimum. Frekvencije odgovora ispitanika koji 
pohađaju modul A i modul C prikazane su na Slici 3. 
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Slika 3. Frenvencije odgovora na izjavu Učenje naredbi programskog jezika u nižim razredima trebalo bi biti 
svedeno na minimum prema studijskim modulima. 
S izjavom Učenici mlađe školske dobi su učinkoviti u usvajanju osnovnih koncepata 
programiranja djelomično slaganje iskazalo je 96 ispitanika (35,96 %), a potpuno slaganje 
iskazalo je tek 40 ispitanika (14,98 %). 19 ispitanika (7,12 %) se u potpunosti ne slaže s 
navedenom izjavom.  
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S istom izjavom djelomično slaganje iskazalo je najviše ispitanika B (N=24, 40,00 %) 
i C modula (N=33; 37,93 %), a podjednak je broj ispitanika A modula koji se s izjavom niti 
slažu niti ne slažu (N=39; 32,50 %) i onih koji se s izjavom djelomično slažu (N=39; 32,50 
%). 
Drugi blok izjava odnosio se na ispitivanje prednosti i nedostataka usvajanja osnovnih 
koncepata programiranja u nižim razredima osnovne škole. Najveći broj ispitanika (N=113; 
42,32 %) u potpunosti se slaže da usvajanje osnovnih koncepata programiranja u nižim 
razredima osnovne škole potiče razvoj logičkog mišljenja. Nešto manji broj ispitanika, točnije 
njih 94 (35,21 %) djelomično se slaže da usvajanje osnovnih koncepata programiranja u 
nižim razredima osnovne škole potiče razvoj algoritamskog načina razmišljanja, a 79 
ispitanika (29,59 %) iskazalo je djelomično slaganje da ono potiče timski rad i lakšu suradnju 
s drugim učenicima. 34,46 % ispitanika se djelomično slaže, a 29,21 % ispitanika u 
potpunosti slaže s tvrdnjom da usvajanje osnovnih koncepata programiranja iziskuje 
dugotrajan rad na računalu koji može prouzročiti probleme s vidom i kralježnicom. Najveći 
broj ispitanih studenata (N=87; 32,58 %) iskazao je najmanji stupanj slaganja s izjavom da 
učenje osnovnih koncepata programiranja u nižim razredima osnovne škole učenicima 
pomaže da usvoje i koncept odlučivanja. Detaljniji podaci o procjenama studenata dostupni su 
u tablici 3.  
Tablica 3. Prikaz slaganja studenata s izjavama o prednostima i nedostacima učenja osnovnih koncepata 
programiranja u nižim razredima osnovne škole. 
IZJAVA 
Učenje osnovnih koncepata programiranja u 
nižim razredima osnovne škole... 
STUPANJ 
SLAGANJA 
FREKVENCIJA 
(N) 
RELATIVNA 
FREKVENCIJA (%) 
...kod učenika razvija upornost i 
inovativnost. 
1 8 3,00 % 
2 21 7,87 % 
3 75 28,09 % 
4 88 32,96 % 
5 75 28,09 % 
...potiče razvoj algoritamskog načina 
razmišljanja. 
1 10 3,75 % 
2 15 5,62 % 
3 58 21,72 % 
4 94 35,21 % 
5 90 33,71 % 
...omogućuje učenicima usvajanje nekih 
bitnih koncepata iz drugih nastavnih 
predmeta. 
1 11 4,12 % 
2 27 10,11 % 
3 82 30,71 % 
4 87 32,58 % 
5 60 22,47 % 
...omogućuje učenicima da kreativnije 
pristupe rješavanju problema. 
1 11 4,12 % 
2 26 9,74 % 
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3 54 20,22 % 
4 101 37,83 % 
5 75 28,09 % 
...potiče timski rad i lakšu suradnju s drugim 
učenicima. 
1 15 5,62 % 
2 37 13,86 % 
3 65 24,34 % 
4 79 29,59 % 
5 71 26,59 % 
...potiče razvoj logičkog mišljenja. 
1 7 2,62 % 
2 9 3,37 % 
3 39 14,61 % 
4 99 37,08 % 
5 113 42,32 % 
...iziskuje dugotrajan rad na računalu koji 
može prouzročiti probleme s vidom i 
kralježnicom. 
1 15 5,62 % 
2 27 10,11 % 
3 55 20,60 % 
4 92 34,46 % 
5 78 29,21 % 
...kod učenika razvija vještine modeliranja i 
apstrahiranja. 
1 12 4,49 % 
2 11 4,12 % 
3 92 34,46 % 
4 95 35,58 % 
5 57 21,35 % 
...učenicima pomaže da usvoje i koncept 
odlučivanja. 
1 13 4,87 % 
2 17 6,37 % 
3 87 32,58 % 
4 85 31,84 % 
5 65 24,34 % 
 
Budući učitelji procijenili su koliko je bitno da učenici mlađe školske dobi usvoje 
pojedine koncepte programiranja. Njih 53,56 % odgovorilo je kako je bitno da učenici usvoje 
što je to program (34,83 % smatra da je bitno, a 18,73 % da je jako bitno), dok 5,24 % 
ispitanika smatra da uopće nije bitno da učenici usvoje navedeni pojam. Također, nešto više 
od polovice ispitanih studenata (50,93 %) smatra da je bitno da učenici usvoje i pojam 
programiranje (38,20 % smatra da je bitno, 12,73 % da je jako bitno). Nadalje, 53,19 % 
ispitanika procijenilo je kako je bitno da učenici usvoje pojam naredba (35,96 % smatra da je 
bitno i 17,23 % da je jako bitno). Iz tablice 4. vidljivo je da je kod ostalih ponuđenih 
koncepata postotak znatno niži, tj. ispitanici preostale koncepte uglavnom smatraju niti 
bitnima, niti nebitnima, dok najviše ispitanika (47,19 %) smatra da nije bitno (24,34 % uopće 
nije bitno i 22,85 % nije bitno) da djeca mlađe školske dobi usvoje pojam rekurzija. 
Tablica 4. Procjene ispitanika o važnosti usvajanja značenja određenih pojmova kod učenika mlađe 
školske dobi 
KONCEPT uopće nije bitno nije bitno niti bitno, niti nebitno bitno jako je bitno N % N % N % N % N % 
program 14 5,24 33 12,36 77 28,84 93 34,83 50 18,73 
programiranje 19 7,12 35 13,11 77 28,84 102 38,20 34 12,73 
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naredba 16 5,99 27 10,11 82 30,71 96 35,96 46 17,23 
varijabla 44 16,48 45 16,85 105 39,33 61 22,85 12 4,49 
argument 39 14,61 35 13,11 93 34,83 76 28,46 24 8,99 
funkcija 38 14,23 42 15,73 105 39,33 58 21,72 24 8,99 
procedura 45 16,85 42 15,73 95 35,58 65 24,34 20 7,49 
petlja 58 21,72 51 19,10 91 34,08 55 20,60 12 4,49 
rekurzija 65 24,34 61 22,85 107 40,07 29 10,86 5 1,87 
nasljeđivanje 45 16,85 44 16,48 93 34,83 69 25,84 16 5,99 
logički uvjet 49 18,35 44 16,48 96 35,96 55 20,60 23 8,61 
 
S obzirom na studijski modul najviše ispitanika B modula smatra da je bitno da 
učenici mlađe školske dobi usvoje što je to program (N=25; 41,67 %), programiranje (N=31; 
51,67 %), naredba (N=23; 38,33 %), argument i petlja (N=22; 36,66 %), dok je najviše 
ispitanika A modula odgovorilo da smatraju da je bitno usvojiti samo pojam naredba (N=43; 
35,83 %). Najviše ispitanika C modula bitnim smatra usvojiti pojmove program, 
programiranje i naredba (N=30, 34,48 %). 
Nadalje, ispitanici su odgovarali na pitanje u kojem razredu smatraju da bi se učenici 
mlađe školske dobi trebali upoznati sa značenjem ukupno deset ponuđenih pojmova. Kao što 
je vidljivo iz tablice 5., za čak devet pojmova sudionici smatraju da bi se trebali učiti tek u 4. 
razredu, dok za jedan smatraju da učenici ni u jednom razredu ne bi trebali biti upoznati s 
njim. Najveći broj ispitanika smatra da bi se učenici u 4. razredu trebali upoznati s pojmovima 
kao što su program (N=90; 33,71 %), programiranje (N=100; 37,45 %), naredba (N=90; 
33,71 %), varijabla (N=116; 43,45 %), argument (N=109; 40,82 %), funkcija (N=126; 47,19 
%), procedura (N=130; 48,69 %), petlja (N=122; 45,69 %) i podatak (N=100; 37,45 %). Čak 
47,94 % ispitanika smatra da se učenici ne bi trebali upoznati s pojmom rekurzija u prvom 
odgojno-obrazovnom ciklusu.  
Tablica 5. Mišljenja ispitanika o razredu u kojem bi se učenici trebali upoznati s određenim pojmovima 
POJAM 1. razred 2. razred 3. razred 4. razred ni u jednom razredu N (%) N (%) N (%) N (%) N (%) 
program 62 (23,22 %)  46 (17,23 %) 54 (20,22 %) 90 (33,71 %) 15 (5,62 %) 
programiranje 32 (11,99 %) 41 (15,36 %) 56 (20,97 %) 100 (37,45 %) 38 (14,23 %) 
naredba 36 (13,48 %) 49 (18,35 %) 56 (20,97 %) 90 (33,71 %) 36 (13,48 %) 
varijabla 9 (3,37 %) 22 (8,24 %) 49 (18,35 %) 116 (43,45 %) 71 (26,59 %) 
argument 9 (3,37 %) 19 (7,12 %) 59 (22,10 %) 109 (40,82 %) 71 (26,59 %) 
funkcija 4 (1,50 %) 14 (5,24 %) 55 (20,60 %) 126 (47,19 %) 68 (25.47 %) 
procedura 4 (1,50 %) 15 (5,62 %) 44 (16,48 %) 130 (48,69 %) 74 (27,72 %) 
petlja 3 (1,12 %) 9 (3,37 %) 37 (13,86 %) 122 (45,69 %) 96 (35,96 %) 
rekurzija 3 (1,12 %) 5 (1,87 %) 20 (7,49 %) 111 (41,57 %) 128 (47,94 %) 
podatak 33 (12,36%) 39 (14,61 %) 35 (13,11 %) 100 (37,45 %) 60 (22,47 %) 
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Promatrajući dobivene rezultate prema studijskom modulu kojeg ispitanici pohađaju, 
vidljive su razlike u mišljenjima. Dok je najviše studenata C modula odgovorilo da smatra da 
bi se svi pojmovi (program (N=29; 33.33 %), programiranje (N=33; 37,93 %), naredba 
(N=31; 35,63 %), varijabla (N=39; 44,83 %), argument (N=37; 42,53 %), funkcija (N=46; 
52,87 %), procedura (N=47; 54,02 %), petlja (N=40; 45,98 %), podatak (N=35; 40,23%)), 
osim rekurzije (44,82 % ispitanika smatra da se ovaj pojam ne bi trebao učiti ni u jednom 
razredu), trebali učiti u 4. razredu, najviše studenata A modula smatra da se niti s pojmovima 
petlja (47,50 %) i varijabla (40,00 % od ukupnog broja ispitanika modula A) učenici ne bi 
trebali upoznati ni u jednom razredu. S druge strane, najveći broj (N=26; 43,33 %) od 
ukupnog broja ispitanika koji pohađaju B modul smatra da bi učenici već u 1. razredu trebali 
znati što je to program, u 2. razredu što je to programiranje (N=18; 30,00 %), a u 3. razredu 
što je to naredba (N=18; 30,00 %). Za preostale pojmove ispitanici B modula slažu se da bi se 
trebali učiti u 4. razredu (varijabla (N=29; 48,33 %), argument (N=23; 38,33 %), funkcija 
(N=28; 46,67 %), procedura i rekurzija (N=30; 50,00 %), petlja (N=32; 53,33 %), podatak 
(N=18; 30,00 %)). 
 
Slika 3. Procjene ispitanika o prikladnosti programskog jezika ili okruženja 
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Što se tiče programskog jezika ili okuženja, više od polovice ispitanika (59,92 %) 
najprikladnijim smatraju Logo (37,45 % ispitanika smatra da je prikladan i 22,47% smatra da 
je u potpunosti prikladan). Kao što je vidljivo iz slike 3., najviše ispitanika iskazalo je da 
Scratch (N=89; 33,33 %) Pascal (N=106; 39,70 %) i Python (N=90; 33,71 %) smatraju niti 
prikladnim niti neprikladnim, dok je programski jezik C++ od najvećeg broja ispitanika 
ocijenjen da uopće nije prikladan (N=86; 32,21%).  
Zanimljivo je promatrati procjene ispitanika o prikladnosti programskog jezika Logo 
prema godini studija. Dok polovica ispitanika četvrte (N=29, 50,00 %) i većina ispitanika pete 
godine (N=33, 66,00%) navedeni programski jezik smatra u potpunosti prikladnim, tek 18 
ispitanika prve (34,62 %), 9 ispitanika druge (17,65 %) i 7 ispitanika treće godine (12,50 %) 
Logo procjenjuje u potpunosti prikladnim. Razlike u procjenama moguća su posljedica 
uvođenja obveznog kolegija Programski jezik Logo tek na četvrtoj godini studija, kada se 
studenti po prvi put pobliže upoznaju s radom u programu. 
Drugom hipotezom pokušalo se odgovoriti na pitanje postoji li statistički značajna 
razlika u stavovima studenata različitih modula prema mogućnostima usvajanja osnovnih 
koncepata programiranja u prvom odgojno obrazovnom razdoblju. 
Studenti su, među ostalima, odgovarali na skali Likertovog tipa i na izjavu Učenici bi 
se u što ranijoj dobi trebali upoznati s osnovnim konceptima programiranja koja je u sklopu 
ovog istraživanja korištena kao odraz njihovog stava prema mogućnostima usvajanja 
osnovnih koncepata programiranja u prvom odgojno obrazovnom razdobju. 
Za ispitivanje navedenog korišten je hi-kvadrat test (χ2). Rezultati hi-hvadrat testa 
(χ2=31,24; df=8; p<0,05) pokazuju kako postoji statistički značajna razlika u stavovima 
studentima različitih modula. S obzirom na frekvencije koje su dobivene, može se iščitati da 
najpozitivnije stavove imaju studenti modula informatike - frekvencija odgovora u potpunosti 
se slažem najviša je kod njih (N=24). Također frekvencija odgovora u potpunosti se ne slažem 
najmanja je u toj grupi ispitanika – niti jedan sudionik tog modula nije dao odgovor u 
potpunosti se ne slažem. 
Prikaz frekvencija i relativnih frekvencija odgovora ispitanika različitih modula na 
izjavu Učenici bi se u što ranijoj dobi trebali upoznati s osnovnim konceptima programiranja 
vidljiva je u tablici 6. 
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Tablica 6. Frekvencije i relativne frekvencije odgovora ispitanika na izjavu Učenici bi se u što ranijoj dobi 
trebali upoznati s osnovnim konceptima programiranja prema studijskim modulima 
STUDIJSKI 
MODUL 
u potpunosti se 
ne slažem 
djelomično se 
ne slažem 
niti se slažem, 
niti se ne slažem 
djelomično se 
slažem 
u potpunosti se 
slažem 
N % N % N % N % N % 
A modul 22 18,33  20 16,67  41 34,17 19 15,83 18 15,00 
B modul 0 0,00 7 11,67 14 23,33 15 25,00 24 40,00 
C modul 9 10,34 11 12,64 36 41,38 17 19,54 14 16,09 
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10. ZAKLJUČAK 
 
Glavni cilj ovog istraživanja bio je ispitati imaju li budući učitelji pozitivan stav prema 
mogućnostima usvajanja osnovnih koncepata programiranja u prvom odgojno obrazovnom 
razdoblju te postoje li razlike u stavovima o mogućnosti usvajanja osnovnih koncepata 
programiranja među studijskim modulima. U istraživanju je sudjelovalo 267 studenata 
Fakulteta za odgojne i obrazovne znanosti u Osijeku. Rezultati istraživanja pokazuju da se 
najveći broj ispitanika (N=118; 44,19 %) u potpunosti slaže da usvajanje osnovnih koncepata 
programiranja u ranijoj dobi olakšava učenje programiranja tijekom kasnijeg školovanja, ali 
najmanji stupanj slaganja najveći broj ispitanika (N=91; 34,08 %) iskazuje na izjavu Učenici 
bi se u što ranijoj dobi trebali upoznati s osnovnim konceptima programiranja. 
Zanimljive su, naime, razlike u mišljenjima studenata s obzirom na studijski modul. 
Dok se najveći broj studenata modula informatike (N=24; 40,00 %) u potpunosti slaže da bi 
se učenici u što ranijoj dobi trebali upoznati s osnovnim konceptima programiranja, najviše 
studenata A modula (N=41; 34,17 %) i C modula (N=36; 41,39 %) iskazala je neutralan stav 
prema ovoj tvrdnji, tj. niti se slažu niti se ne slažu s njom. Sukladno navedenim stavovima, 
studenti A i C modula smatraju da bi se svi koncepti programiranja trebali učiti u 4. razredu 
osnovne škole, a velik broj ispitanika koji pohađaju B modul smatraju da bi se s nekim 
pojmovima učenici trebali sresti u prethodnim razredima (s pojmom program u 1. razredu 
(43,33 % ispitanika), s pojmom programiranje u 2. razredu (30,00 % ispitanika) i s pojmom 
naredba u 3. razredu (30,00 % ispitanika)).  
Neovisno o studijskom modulu, najviše ispitanika (42,32 %) smatra kako učenje 
programiranja potiče razvoj logičkog mišljenja. Iako su istraživanja pokazala kako za učenje 
osnovnih koncepata programiranja nije potrebno koristiti računalo, veliki broj ispitanika 
(63,67 %) smatra kako učenje programiranja ipak zahtjeva dugotrajan rad na računalu koji 
može rezultirati negativnim posljedicama poput problema s vidom i kralježnicom.  
Kao najprikladniji programski jezik za učenje osnovnih koncepata programiranja ispitanici su 
ocijenili Logo. Ukupno 59,92 % ispitanika smatra da je prikladan ili u potpunosti prikladan.  
Razlike u mišljenjima među studentima različitih studijskih modula moguća su posljedica 
nedovoljno razvijene svijesti o programiranju, koje je danas implementirano u sva područja 
života, od informatike i matematike do umjetnosti i znanosti. Ipak, pred svim budućim 
učiteljima je velika odgovornost da pripreme djecu za život i buduća zanimanja, a u tu svrhu 
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potrebno je stalno istraživati nova sredstva kojima će kod svojih učenika razvijati potrebne 
vještine i sposobnosti.  
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