Abstract. In this manuscript, we present several challenging and interesting open problems in graph drawing. The goal of the listing in this paper is to stimulate future research in graph drawing.
Introduction
This paper is devoted to exploring some interesting and challenging open problems in graph drawing. We have specifically chosen topics motivated from research themes of current interest in graph drawing, including proximity drawings, 2D and 3D straight-line drawings, 2D and 3D orthogonal representations, and graph drawing checkers. Our choice of open problems and themes should not be seen as exhaustive, however, as graph drawing is a rich area of research with many open problems and research themes. For example, there are interesting open problems related to the routing of multiple curves in the plane, dynamic graph drawing, drawing of hypergraphs and Venn diagrams, applied graph drawing, and label placement in graph drawings, which we do not specifically address in this paper.
In any survey of open problems, there is naturally going to be a certain emphasis that reflects the perspective of the authors, and this paper is no exception. Nevertheless, we have striven to include open problems motivated by topics we believe are of general interest. That is, we feel that the solution to any of the open problems we include in this paper would be of wide interest in the graph drawing community.
points: In a proximity graph, two points are connected by an edge if and only if they are deemed close by some proximity measure. Examples of proximity graphs include well-known geometric graphs such as minimum spanning trees, Gabriel graphs, minimum weight triangulations, rectangle of influence graphs, visibility graphs, and Delaunay diagrams [82] .
Proximity graphs can be regarded as straight-line drawings that satisfy some additional geometric constraints. Thus the problem of analyzing the combinatorial properties of a given type of proximity graph naturally raises the question of the characterization of those graphs admitting the given type of drawing. This, in turn, leads to the investigation of the design of efficient algorithms for computing such a drawing when one exists. These questions are far from being resolved in general, and only partial answers have appeared in the literature [35, 37, 59, 65, 67, 72, 73, 75] .
Realizability of minimum spanning trees in 3D space
Among the most challenging questions in this family of graph drawing problems it has to be mentioned one related with drawing trees as minimum spanning trees in 3D. A minimum spanning tree of a set P of points is a connected, straight-line drawing that has P as vertex set and minimizes the total edge length. A tree T can be drawn as a minimum spanning tree if there exists a set P of points such that the minimum spanning tree of P is isomorphic to T .
The problem of testing whether a tree can be drawn as a Euclidean minimum spanning tree in the plane is essentially solved. Monma and Suri [80] proved that each tree with maximum vertex degree at most five can be drawn as a minimum spanning tree of some set of vertices by providing a linear time (real RAM) algorithm. In the same paper it is shown that no tree having at least one vertex with degree greater than six can be drawn as a minimum spanning tree. As for trees having maximum degree equal to six, Eades and Whitesides [41] showed that it is NP-hard [47] to decide whether such trees can be drawn as minimum spanning trees. The 3-dimensional counterpart of the problem is however not yet solved. In [71] it is shown that no trees having at least one vertex with degree greater than twelve can be drawn as a Euclidean minimum spanning tree in 3D while all trees with vertex degree at most nine are drawable. 
Drawing minimum weight triangulations
A minimum weight drawing of a planar triangulated graph G is a straight-line drawing Γ of G with the additional property that Γ is a minimum weight triangulation of the points representing the vertices. If a graph admits a minimum weight drawing it is called minimum weight drawable, else it is called minimum weight forbidden.
Little is known about the problem of constructing a minimum weight drawing of a planar triangulation. Moreover, it is still not known whether computing a minimum weight triangulation of a set of points in the plane is NP-hard. Several papers have been published on this last problem, either providing partial solutions, or giving efficient approximation heuristics. A limited list of references includes the work by Meijer and Rappaport [83] , Lingas [70] , Keil [63] , Dickerson et al. [33] , Kirkpatrick [64] , Aichholzer et al. [2] , Cheng and Xu [14] , Dickerson and Montague [34] , and Levcopoulos and Krznaric [68, 69] .
In [65] Lenhart and Liotta show that all maximal outerplanar triangulations are minimum weight drawable and a linear time (real RAM) drawing algorithm for computing a minimum weight drawing of these graphs was given. In [67] Lenhart and Liotta examine the endoskeleton-or skeleton, for short-of a triangulation: that is, the subgraph induced by the internal vertices of the triangulation. They construct skeletons that cannot appear in any minimum weight drawable triangulation; skeletons that do appear in minimum weight drawable triangulations; and skeletons that guarantee minimum weight drawability.
Besides the natural (and ambitious) goal of characterizing those planar graphs that are minimum weight drawable, we recall here two open problems whose solution would represent an interesting contribution to the investigation of the combinatorial structure of minimum weight triangulations.
In [67] it is shown that any forest can be the skeleton of a minimum weight drawable triangulation. On the other hand, Wang, Chin, and Yang [97] also focus on the minimum weight drawability of triangulations with acyclic skeletons and show examples of triangulations of this type that do not admit a minimum weight drawing. These two results naturally lead to the following problem.
Problem 2:
Characterize the class of triangulations with acyclic skeleton that admit a minimum weight drawing. [67] also show that there exist an infinite class of minimum weight drawable triangulations that cannot be realized as Delaunay triangulations (that is, for any triangulation T of the class it does not exist a set P of points such that the Delaunay triangulation of P is isomorphic to T ). It is worth remarking that the study of the geometric differences between the minimum-weight and Delaunay triangulations of a given set of points in order to compute good approximations of the former has a long tradition (see, e.g., [64, 68, 77] ), yet little is known about the combinatorial difference between Delaunay triangulations and minimum-weight triangulations. 
Lenhart and Liotta

Gabriel drawability
Let P be a set of n distinct points in the plane. The Gabriel graph of P is a geometric graph whose vertices are the points of P such that there exists an edge (u, v) if and only if the disk whose antipodal points are u and v does not contain any points of P except u and v (the disk is assumed to be a closed set). Gabriel graphs have been first studied in the context of pattern recognition and computational morphology, where one is given a set of points on the plane and is asked to display the underlying shape of the set by constructing a graph whose vertices are the points and whose edges are segments connecting pairs of points. For references on this topics see, e.g., the survey by Toussaint [59] .
More recently, the problem of computing straight-line drawings that have the additional property of being Gabriel graphs of their vertices has been considered. In [7] , the problem of characterizing Gabriel-drawable trees has been addressed and an algorithm to compute Gabriel drawings of trees in the plane is given. Lubiw and Sleumer [75] proved that maximal outerplanar graphs admit both relative neighborhood drawings and Gabriel drawings. This result has been extended in [66] 
Straight-line Drawability in 2D and 3D
A classical area of investigation deals with crossing-free straight-line drawings of planar graphs in two and three dimensions. Given a graph G, the vertices in a drawing of G are constrained to be located at integer grid points and the optimization goal is that of computing drawings whose area/volume is small. The area/volume of a drawing Γ is measured as the number of grid points contained in a bounding box of Γ , i.e., the smallest axis-aligned box enclosing Γ .
Compact straight-line drawings in 2D-space
A rich body of literature has been published on computing straight-line drawings of graphs, such that the vertices are the intersection points of an integer 2D grid and the overall area of the drawing is kept small. Typically, papers that deal with this subject focus on lower bounds on the area required by straightline drawings of specific classes of graphs and on the design of algorithms that possibly match these lower bounds. Schnyder [86, 87] and de Fraysseix, Pach, and Pollack [20] independently showed that every n-vertex triangulated planar graph has a crossing-free straight-line O(n) × O(n) grid drawing, and that this is worst case optimal. This seminal contribution was followed by related work by Kant [60, 61] , Chrobak and Kant [17] , Schnyder and Trotter [88] , Felsner [45] , and Chrobak, Goodrich, and Tamassia [15] . Results on classes of drawings of trees include the results by Garg, Goodrich and Tamassia [50] , by Chan [10] , and by Garg and Rusu [52] . Summarizing tables and more references can be found in the book by Di Battista, Eades, Tamassia, and Tollis [22] .
The following problem is motived by the observation that trees admit straightline grid drawings with linear or almost-linear area, while triangulations may require a grid of quadratic size.
Problem 5: Find nontrivial classes of graphs with n vertices richer than trees that admit straight-line planar drawings on an integer 2D grid of size o(n 2 ).
Some evidence that Problem 5 might be solvable for families of graphs other than trees was given in a recent paper by Biedl [5] , where she shows that all outerplanar graphs admit an O(n log n) area drawing; however, the algorithm presented in [5] does not compute straight-line drawings. Additional problems in this area include the following well-known problem, which has been popularized by Xin He:
Problem 6: Given an n-vertex plane triangular graph G, what is the smallest area straight-line planar drawing of G such that vertices are drawn at integer grid points?
This problem was first posed by Rosenstiehl and Tarjan [84] . A well-known upper bound is (n − 1) × (n − 1) (many such algorithms achieve this), which was recently improved by Zhang and He [100] 
is a value derived from the cycle structure of G. A known lower bound for this problem is 2n/3 × 2n/3 (the nested triangles example). Specifically, the nested triangles example requires 2n/3 × 2n/3 area to draw if a combinatorial embedding and outer face are given [20, 76] . Because of this input restriction, the following problem is also of interest.
Problem 7: What is the smallest area grid drawing for the nested triangles graph (where a combinatorial embedding and outer face are not given)?
Many planar graph drawing algorithms incrementally construct a drawing based on inserting vertices according to a particular ordering, such as an stnumbering or canonical ordering of the graph's vertices [61] . Such drawings place vertices in a numbering-upward fashion, so that listing the vertices according to the ordering lists the vertices by nondecreasing y-coordinates.
This problem also comes up in mesh generation, where the already-placed vertices can be assumed to form a simple polygon and the graph can be assumed to have all interior faces triangles; do these assumptions simplify the problem?
A related problem is the following.
Problem 10: (Drawing with fixed vertex positions) Suppose you are given as input an unlabeled planar graph with n vertices, and a set of n points in the plane. You wish to assign vertices to points to create a planar straight line drawing. What is the computational complexity of this problem?
Concerning the problem above, Bose [6] conjectured it to be NP-complete and solved some special cases in polynomial time. Kaufmann and Wiese [62] show NP-completeness of a related problem in which some bends are allowed.
In general, a set S of points is called a universal set for a family of a graphs F if every graph in F can be drawn crossing-free using the points from S for vertex locations.
Problem 11: Does there exist a small universal point set for planar graphs? That is, given n, is there a set of O(n) points in the plane, so that every planar graph of n vertices can be drawn with straight-lines and no crossings on this point set? If not, what is the smallest f (n) such that there exists a set of f (n) points such that every n-vertex graph can be drawn using these points?
There are several algorithms that show f (n) ≤ n 2 . Chrobak and Karloff [18] show that f (n) ≥ 1.098n, for sufficiently large n. Likewise, the following biuniversal set question is also of interest.
Problem 12:
Given two planar graphs each on n vertices, can one always find a set of n points, so that each of the two graphs can be embedded with straightlines and no crossings on this set?
Universal Sets in 3D
While the problem of computing small-sized crossing-free straight-line drawings in the plane has a long tradition, its 3D counterpart has become the subject of much attention only in recent years. Chrobak, Goodrich, and Tamassia [15] gave an algorithm for constructing 3D convex drawings of triconnected planar graphs with O(n) volume and non-integer coordinates. Cohen, Eades, Lin and Ruskey [19] showed that every graph admits a straight-line crossing-free 3D drawing on an integer grid of O(n 3 ) volume, and proved that this is asymptotically optimum. Calamoneri and Sterbini [8] showed that all 2-, 3-, and 4-colorable graphs can be drawn in a 3D grid of O(n 2 ) volume with O(n) aspect ratio and proved a lower bound of Ω(n 1.5 ) on the volume of such graphs. For r-colorable graphs, Pach, Thiele and Tóth [81] showed a bound of θ(n 2 ) on the volume. Garg, Tamassia, and Vocca [55] showed that all 4-colorable graphs (and hence all planar graphs) can be drawn in O(n 1.5 ) volume and with O(1) aspect ratio but using a grid model where the coordinates of the vertices may not be integer.
In a recent paper, Felsner, Liotta, and Wismath [46] approached the drawing problem with the following point of view: Instead of "squeezing" a drawing onto a small portion of a grid of unbounded dimensions, it is assumed that a grid of specified dimensions (involving a function of n) is given and we consider what the graphs are whose drawings fit that restricted grid. For example, it is well-known that there are families of graphs that require Ω(n 2 ) area to be drawn in the plane, the canonical example being a sequence of n/3 nested triangles (see [20, 16, 87] ), as mentioned above. Such graphs can be drawn on the surface of a three dimensional triangular prism of linear volume and using integer coordinates. Thus a natural question is whether there exist specific restrictions of the 3D integer grid of linear volume that can support straight-line crossing-free drawings of meaningful families of graphs. The following open problem is mentioned in the paper by Felsner, Liotta, and Wismath [46] .
Problem 13: Does there exist a 3D universal grid set of linear volume that supports all planar graphs?
Recent partial results on Problem 13 are as follows. In [46] it is shown that all outerplanar graphs can be drawn in a restricted integer 3D grid of linear volume, called prism. A prism is a subset of the integer 3D grid consisting of three parallel lines through the points (0, 1, 0), (0, 0, 0), and (0, 0, 1). In the same paper it is also shown that a prism does not support all planar graphs and that even adding a fourth parallel line does not suffice in general. Dujmovic, Morin, and Wood [38] present O(n log 2 n) volume drawings of graphs with bounded tree-width and O(n) volume for graphs with bounded path-width. Wood [99] shows that also graphs with bounded queue number have 3D straight-line grid drawings of O(n) volume. A recent result by Dujmovic and Wood [40, 39] shows that linear volume can also be achieved for graphs with bounded tree-width; they show 3D straight-line grid drawings of volume c × n for these graphs, where c is a constant whose value exponentially depends on the tree-width. Di Giacomo, Liotta, and Wismath [31, 28] show 4 × n and 32 × n volume for two subclasses of series-parallel graphs. Work-in-progress about linear-volume 3D drawings of graphs includes [29, 32] .
Orthogonal Representations
An orthogonal drawing of a graph maps its vertices to points on an integer grid and its edges to a sequence of alternating axis-parallel segments. The study of the orthogonal drawing convention has a very long tradition in the graph drawing literature, because of the several applications of this convention in a variety of fields. For an introduction on orthogonal drawings and their several applications, see [22] . It is immediate to see that in order for an orthogonal drawing to exist, the degree of the vertices must not exceed four in the plane and six in three dimensions.
Minimizing the number of bends in a 2D orthogonal representation
The topology-shape-metrics approach [22] for constructing a planar orthogonal drawing of a planar graph in 2D consists of three main steps, called planarization, orthogonalization, and compaction. The planarization step determines an embedding, i.e., the face cycles, for the graph in the plane. The orthogonalization step determines an orthogonal representation of the input graph, i.e., a labeling for each edge (u, v) of the graph that defines the shape of (u, v) in the final drawing. For example, (u, v) could be labeled RLLLR, which would say "starting from u first turn right, then turn left three times, then right." Finally, the compaction step computes the drawing, giving coordinates to vertices and bends while preserving the shape of the edges determined in the orthogonalization step. For each step of the approach, different optimization problems (for example minimizing the number of bends, minimizing the area, minimizing the maximum edge length) have been studied, and papers providing optimal algorithms and effective heuristics have been presented. A bend-minimum planar orthogonal drawing of a plane graph G is one which has the minimum number of bends along the edges among all possible planar orthogonal drawings of G. The problem of computing bend-minimum planar orthogonal drawings is among the most famous in the graph drawing literature and has been studied both in the fixed embedding setting and in the variable embedding setting.
In the fixed embedding setting, the input is a planar graph G together with a planar embedding (i.e., a circular ordering of the edges incident on each vertex of G); the output is a planar orthogonal drawing of G that has the minimum number of bends among all drawings which maintain the given embedding of G. A well-known seminal paper by Tamassia [93] shows that such drawing of G can be computed in O(n 2 log n) time by mapping the problem to computing a flow of minimum cost on a suitable network. The time complexity bound is further improved by Garg and Tamassia [53] who present an O(n 1.75 log n) time algorithm. One of the most famous and long standing open problems in graph drawing is the following.
Problem 14: Let G be a 4-planar graph (i.e., a planar graph whose maximum vertex degree is at most four) with a given planar embedding Φ. Is there an algorithm that computes a bend-minimum orthogonal representation of G preserving Φ and has time complexity o(n 1.75 log n)?
Notice that the choice of a planar embedding of G can deeply affect the resulting number of bends in the orthogonal representation. For example, the algorithm in [93] can give rise to orthogonal representations of the same graph that, depending on the choice of its planar embedding, differ in the number of bends by even a linear factor [26] . Thus, there is natural interest in algorithms that work in a variable embedding setting, i.e., algorithms that are allowed to change the planar embedding of the input graph in order to minimize the bends.
The variable embedding version of the bend-minimization problem is unfortunately harder than the fixed embedding one. Namely, Garg and Tamassia [54] have proved that computing a bend-minimum planar orthogonal drawing in the variable embedding setting is NP-hard. Di Battista, Liotta, and Vargiu [26] proved that the problem can be solved in O(n 3 ) time if the input graph is a series-parallel graph and that it can be solved in O(n 5 log n) time if the input is a 3-planar graph (i.e., a graph that has vertex degree at most three). Garg and Liotta [51] further reduced this time complexity, but at the expenses of a few extra bends in the computed representation. Namely, they present an O(n 2 )-time algorithm that receives as input a 3-planar graph G with n vertices and computes an orthogonal representation of G with at most 3 bends more than the minimum number of bends.
The natural counterpart of Problem 14 in the variable embedding setting is therefore the following. 5 log n) time?
Problem 15: Let G be a planar graph whose vertices have degree at most three. Is there an algorithm to compute a planar bend-minimum orthogonal drawing of G in o(n
Compact Orthogonal Layouts
As in other drawing problems, there is considerable interest in the exact area bounds for various orthogonal drawing problems.
Problem 16: What are exact bounds for the area of binary tree layouts in each
of the following scenarios:
straight-line drawings on the grid 2. rectangular drawings on the grid (H-layouts) 3. straight-line upwards drawings on the grid 4. rectangular upwards drawings on the grid (T-layouts)
Problem 17: Does every binary tree have a drawing with straight-line edges in O(n) area such that all nodes are placed on grid points?
In the rectangular case, the straight-line edges are either horizontal or vertical. In the upwards case, the edges are y-monotone or go in directions west, east, and north (south is excluded). Known results are O(n log log n) area for straight-line drawings, O(n log log n) for straight-line upwards drawings [50, 89] , O(n log log n) for rectangular drawings [11] , and O(n log n) for upwards rectangular (from hv drawings).
Problem 18: What are exact bounds for the area of upwards (strictly upwards) layouts of binary trees. Specifically, what is the complexity of determining, given a binary tree T and a bound K, whether there a rectangular upwards (strictly upwards, hv) layout with area at most K? Are these problems NP-hard?
Known results: NP-hardness is known for "H"-tree layouts (all 4 directions) [4] and improved to binary trees by Gregori [57] , for upwards drawings of ternary trees by Edler [42] , and for rectilinear layouts by Garg and Tamassia [54] .
Orthogonal representations in 3D space
An essential prerequisite of the topology-shape-metrics approach to drawing graphs in 2D is a characterization of 2D orthogonal representation, i.e., a characterization of those graphs with edges labeled by orthogonal directions that can be drawn without crossings, while respecting the desired shapes for the edges. This problem has been studied in several papers, including [93, 95] , and has also been generalized to non-orthogonal polygons and graphs in [96, 27, 49] . However, while the literature on 3D orthogonal drawings is quite rich, the extension of the topology-shape-metrics approach to 3D has so far remained an elusive target. A major difficulty is that in 3D, there is no counterpart to the 2D characterization of orthogonal representations.
A direction label is a label in the set {E, W , N , S, U , D}, where each label specifies a direction East, W est, N orth, South, U p, or Down, respectively. Let G be a graph such that each edge (u, v) of G is associated with two opposite orientations called darts of (u, v). A 3D shape graph is a labeling σ of the darts of G such that:
-Each dart is associated with exactly one direction label.
-For each edge e of G the two opposite darts of e have labels which specify opposite directions. -Each vertex does not have two entering darts with the same label.
Shape graph γ is said to be a 3D orthogonal representation if there exists an orthogonal drawing Γ of G so that Γ is simple (i.e., no two edges of Γ share any points except common endpoints) and satisfies the direction constraints on its edges as specified by σ.
Problem 19: Characterize those shape graphs that are 3D orthogonal representations.
Only very preliminary results toward finding such characterization have so far been discovered. Di Battista, Liotta, Lubiw, and Whitesides [25] solve the problem for paths (with the additional constraint the one endpoint must be drawn at the origin and the other in a given octant) and for shape cycles [24] . As for structurally more complex graphs, Di Giacomo, Liotta, and Patrignani [30] show that the characterization for shape cycles does not extend to general graphs, even for apparently simple structures such as theta graphs (a theta graph consists of three cycles). In the same paper, the authors present a sufficient condition under which a shape theta graph is a 3D orthogonal representation. A consequence of the work in [30] is the following question, whose answer may be an important intermediate step toward the ambitious goal of solving Problem 19.
Problem 20:
Characterize those shape theta graphs that are 3D orthogonal representations.
The intrinsic structural complexity of the implementation of geometric algorithms makes the problem of formally proving the correctness of the code unfeasible in most of the cases. This has been motivating the research on checkers. A checker is an algorithm that receives as input a geometric structure and a predicate stating a property that should hold for the structure. The task of the checker is to verify whether the structure satisfies or not the given property. Here, the expectation is that it is often easier to evaluate the quality of the output than the correctness of the software that produces it. Different papers (see, e.g., [21, 79] ) have agreed on the basic features that a "good" checker should have:
Correctness: The checker should be correct beyond any reasonable doubt. Otherwise, one would incur in the problem of checking the checker. Simplicity: The implementation should be straightforward. Efficiency: The expectation is to have a checker that is more efficient than the algorithm that produces the geometric structure. Robustness: The checker should be able to handle degenerate configurations of the input and should not be affected by errors in the flow of control due to round-off approximations.
Checking is especially relevant in the graph drawing context. Indeed, graph drawing algorithms are among the most sophisticated of the entire computational geometry field, and their goal is to construct complex geometric structures with specific properties. Also, because of their immediate impact on application areas, graph drawing algorithms are usually implemented right after they have been devised. Of course, the checking problem becomes crucial when the drawing algorithm deals with very large data sets, when a simple complete visual inspection of the drawing is difficult or unfeasible.
Devising graph drawing checkers involves answering only apparently innocent questions like: "is this drawing planar?" or "is this drawing upward?" or "are the faces convex polygons?".
The problem of checking the planarity of a subdivision has been independently studied by Mehlhorn et al. [79] and by Devillers et al. [21] . In these papers linear time algorithms are given to check the planarity of a subdivision composed by convex faces. The inputs are the subdivision plus its topological embedding in terms of the ordered adjacency lists of the edges. Unfortunately, extending the above techniques to checking the planarity of a subdivision whose faces are not constrained to be convex, relies on the usage of algorithms for testing the simplicity of a polygon. The only general linear time algorithm known for this problem is the well-known and fairly complex algorithm by Chazelle [12] . Hence, devising a checker based on such algorithm would not satisfy the simplicity requirement. The algorithm in [12] tests the simplicity of a polygon by means of an intermediate triangulation step. Alternative algorithms that can triangulate in linear time special classes of polygons have been devised. See e.g. [43, 48, 98] . Other almost optimal algorithms can be found in [13, 58, 94] . An example of checker of the type described by Problem 21 can be found in a paper by Di Battista and Liotta [23] who check the upward planarity of straight-line oriented drawings whose faces may not be convex polygons. They introduce regular upward planar embeddings and show that such embeddings coincide with those having a "unique" including planar st-digraph. The concept of regularity is exploited to investigate the relationships between topology and geometry of upward planar drawings. In particular, it is shown that an upward drawing of a regular planar upward embedding satisfies strong constraints on the left-to-right ordering of the edges. Based upon the above results and under the assumption of regularity, a simple and robust linear time checker is presented that tests whether a given drawing Γ is upward planar without using any polygon triangulation routine.
Besides planarity, several other checking problems remain open in graph drawing. Indeed, all graph drawing algorithms guarantee certain geometric properties for the drawings they produce. Such properties are usually called "graphic standards" or "drawing conventions". Some of them appear to be easy to check, while others like checking proximity drawings seem to be more challenging. For example, consider the following problem. 
Visualizing Graph Properties
There are also several interesting open problems that are related to the visualization of various graph properties or additional information associated with a graph.
Layered Graphs
Some graphs are labeled so as to partition the set of vertices into layers. Drawing algorithm that deal with this additional information usually seek to assign the vertices of each layer to a shared y-coordinate that is greater than that of the previous layer. Algorithms for drawing layered graphs usually are based on an approach that is commonly referred to as the Sugiyama algorithm [90] [91] [92] (even though the number of such algorithms is now quite large [22] ). When such graphs attempt to minimize crossings, they invariably do so iteratively, processing layers two at a time. 
Clustered Graph Drawing
Say C = (G, T ) is a clustered graph with underlying graph G and cluster tree T . A horizon of C is a graph H = (V H, EH) whose This is something like testing layered graph planarity, so maybe it is possible in linear time.
Crossing minimization and related problems
The crossing number of a graph G is the minimum number of edge crossings in any drawing of G, and the pairwise crossing number is the minimum number of pairs of edges that cross at least once.
Problem 28: Is the crossing number equal to the pairwise crossing number?
The odd crossing number is the minimum number of pairs of edges that cross an odd number of times. Aronov et al. [3] showed an Ω( √ n) bound, and asked whether a linear sized crossing family always exists. No nontrivial upper bound seems to be known. In addition, the following is of interest: [9] . Can this be further improved?
Geometric Thickness
The geometric thickness of a graph is the minimum number of subgraphs into which the graph can be partitioned, in such a way that all subgraphs have planar straight line drawings with the same vertex positions in each drawing. Useful references for the problems that follow are [36, 78] . 
Alternative graph representations
There are many additional research themes in graph drawing that consider alternative representations the the one that assigns vertices to points and edges to curves joining those points. This problem is related to the following.
Problem 38: (Conway's thrackle problem) Can a graph with more than n edges be drawn in such a way that each pair of edges has a single point of intersection (including the shared endpoint of coincident edges as an intersection)?
This is known to be true for straight line drawings, but is open for curved edges 2 . Finally, there is a class of problems for finding small representations of dense graphs. For example, given a simple polygon P , the visibility graph G for P is the graph having vertex set the same as P and such that there is an edge (v, w) in G if and only if the line segment joining v and w never crosses the boundary of P . The following problem 3 is now classic [1, 44, 56] . 
