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Ra´d bych na tomto mı´steˇ podeˇkoval vsˇem, kterˇı´ mi s pracı´ pomohli, protozˇe bez nich by
tato pra´ce nevznikla.
Abstrakt
Tato pra´ce je urcˇena ke hrˇe fotbal robotu˚, kde stejneˇ jako v klasicke´m fotbale, tak i v tomto
by se meˇl umeˇt robot vyhnout prˇeka´zˇka´m. Tato pra´ce pomocı´ metody regrese napla´nuje
cestu robotovi tak, aby dojel u´speˇsˇneˇ ke sve´mu cı´li a vyhnul se prˇeka´zˇka´m, ktere´ mu stojı´
v cesteˇ. V pra´ci je popsa´no co je to metoda regrese a jak se pocˇı´ta´. Da´le popisuje sadu
experimentu˚ pro oveˇrˇenı´ funkcˇnosti metody a jejı´ implementaci pro roboty.
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Abstract
This work is intended for robot soccer football. In both classic and this the robot should
be able to avoid obstacles. This work will plan robot´s path so that it succesfully reaches
it´s destination and avoids obstacles using regresion method. This work describes what
it is and how regression is calculated. It also describes a set of experiments to verify the
functionality of the method and its implementation for robots.
Keywords: regression, polynom, robot, simulator
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51 U´vod
V dnesˇnı´ dobeˇ se robotechnika sta´le vı´ce rozvı´jı´ a zdokonaluje. Meˇ toto te´ma vzˇdy velice
zajı´malo a to je taky jeden z du˚vodu˚, procˇ jsem si vybral pra´ci na te´ma hleda´nı´ cesty
pro pohyb robota dany´mi body s vyuzˇitı´m metody regrese. Jak uzˇ z na´zvu pra´ce vyply´va´,
bude se jednat o pra´ci s roboty a jejich pohyby, respektive jejich cestou k cı´li. Tato pra´ce
je urcˇena k vy´voji hry fotbal robotu˚.
1.1 Fotbal robotu˚
Jedna´ se o napodobeninu klasicke´ho fotbalu, kde hlavnı´ rozdı´l je v tom, zˇe mı´sto hra´cˇu˚
ho hrajı´ roboti. Tato hra se deˇlı´ jesˇteˇ do ru˚zny´ch kategoriı´, ktere´ se lisˇı´ v pouzˇı´vany´ch
robotech.
Obra´zek 1: Uka´zka rea´lny´ch robotu˚
Pro testova´nı´ strategiı´, taktik (jsou popsa´ny v sekci ”Zaimplementova´nı´ do simu-
la´toru”) a simulaci hry byl vytvorˇen simula´tor za´pasu˚, se ktery´m je spjata tato pra´ce.
Spolecˇneˇ s kolegy se snazˇı´me prˇispeˇt svy´m dı´lem k jeho vylepsˇenı´ dosavadnı´ verze.
V tomto simula´toru ma´ hracı´ pole rozmeˇry 220x180 a pohybuje se na neˇm peˇt robotu˚
z obou ty´mu˚.
61.2 Procˇ pla´novat cestu
Prˇi hrˇe docha´zı´ k mnoha situacı´m, kdy v cesteˇ jednoho robota stojı´ naprˇı´klad jiny´ robot
a to vede ke sra´zˇce obou. Teˇchto sitacı´ jsou azˇ tisı´ce beheˇm dası´tek vterˇin. Prˇedstava
zˇe prˇi rea´lne´m fotble robotu˚ beˇhem pa´r desı´tek vterˇin dojde k takove´mu mnozˇstvı´ kolizı´
je neprˇı´pustna´. Nejen, zˇe by se roboti rychle znicˇili, ale v turnajı´ch porˇa´dany´ch asociacı´
FIRA jsou dokonce tyto nehody souzeny jako faul. Dalsˇı´m du˚vodem procˇ se veˇnovat
pla´nova´nı´ cesty je, zˇe prˇi cesteˇ se robot doka´zˇe k mı´cˇi dostat rychleji a tı´m zmeˇnit cely´
pru˚beˇh hry. Metod pro rˇesˇenı´ tohoto proble´mu˚ je cela´ rˇada a tato pra´ce popisuje rˇesˇenı´
pomocı´ metody regrese, neboli vytvorˇenı´ cesty robota prolozˇenı´m polynomu libovolne´ho
stupneˇ.
Pra´ce je rozdeˇlena na trˇi kapitoly, kde v prvnı´ je vysveˇtleˇno, co to vlastneˇ je metoda
regrese, procˇ je zrovna tato metoda vhodna´ pro rˇesˇenı´ vy´sˇe uvedene´ho proble´mu a jak
se s nı´ da´ pocˇı´tat a pracovat. Ve druhe´ cˇa´sti je postupna´ implementace te´to metody
v samostatne´m projektu v jazyce C#, kde je vysveˇtlen a na´sledneˇ hned otestova´n kazˇdy´
du˚lezˇity´ krok implementace. V poslednı´ trˇetı´ kapitole je prˇenesenı´ ko´du˚ do samotne´ho
simula´toru za´pasu˚, kde se navı´c k tomu rˇesˇı´ jesˇteˇ detekce kolizı´.
72 Metoda regrese
2.1 U´vod do regrese
V simula´toru hry trva´ jeden krok neˇkolik milisekund. V kazˇde´m takove´m kroku jsou
k dispozici informace o pozicı´ch vsˇech robotu˚ a mı´cˇku. Pro zjednodusˇenı´ je hracı´ pole
rozdeˇleno na gridove´ sourˇadnice 6x4, ale rea´lne´ sourˇadnice jsou 220x180. Nejdrˇı´ve se pro-
vedou strategie, ktere´ pracujı´ s gridovy´mi sourˇadnicemi. Ty zjistı´ kde se roboti nacha´zı´
a podle toho vyberou nejlepsˇı´ pravidlo podle ktere´ho rˇeknou robotu˚m kam se majı´ po-
hnout (pouze do ktere´ho gridu). Da´le na´sleduje provedenı´ taktik, kde se analyzuje kazˇdy´
robot zvla´sˇt. V u´vahu se bere, zda je robot v kolizi, jestli je u mı´cˇku ap. Po provedenı´
taktik prˇicha´zı´ na rˇadu tato pra´ce, kde jsou zna´my aktua´lnı´ pozice vsˇechn robotu˚ a je-
jich cı´le, kam se majı´ pohnout. Pokud robot zjistı´, zˇe mu stojı´ v cesteˇ ke sve´mu cı´li jiny´
robot (jak uzˇ ze sve´ho ty´mu, nebo od protivnı´ka), tak ho objede. K tomuto u´cˇelu byla
pouzˇita metoda regrese, ktera´ rˇı´ka´, zˇe libovolnou funkci lze v omezene´m rozsahu hodnot
nahradit polynomem. V tomto prˇı´padeˇ, kdyzˇ je k dispozici pozice robota ktery´ ma´ neˇkam
jet, je zna´ma pozice jeho prˇeka´zˇky, ktera´ mu stojı´ v cesteˇ i jeho cı´l, tak se vytvorˇı´ takovy´
polynom a napla´nuje se cesta pro robota tak, aby se vyhnul kolizi.
2.2 Popis regrese
Aby byl vytvorˇen pozˇdovany´ polynom, nemusı´ se vytva´rˇet nejdrˇı´ve funkce. Pomocı´ me-
tody nejmensˇı´ch cˇtvercu˚, jejı´zˇ vy´pocˇet je vysveˇtlen nı´zˇe, lze vypocˇı´tat polynom prˇı´mo.
Dle definice metoda regrese prˇedstavuje prolozˇenı´ (aproximaci) zadany´ch hodnot poly-
nomem. Koeficienty hledane´ho polynomu jsou metodou nejmensˇı´ch cˇtvercu˚ vypocˇteny
tak, aby soucˇet druhy´ch mocnin odchylek pu˚vodnı´ch hodnot od zı´skane´ho polynomu byl
minima´lnı´. Pokud polynom ma´ stupenˇ roven jedne´, jedna´ se o nejjednodusˇsˇı´ polynom
a tedy prˇı´mku. Pro uka´zku, jak vypada´ tedy metoda regrese v grafu byl pouzˇit polynom
prvnı´ho stupneˇ.
8Obra´zek 2: Uka´zka linea´rnı´ regrese
Na uka´zce lze videˇt, zˇe prokla´da´nı´m polynomem prvnı´ho stupneˇ nenı´ prˇesne´ a tak
je pro tyto potrˇeby nepouzˇitelny´. S rostoucı´m stupneˇm polynomu stoupa´ flexibilita a za´ro-
venˇ prokla´da´nı´ bodu˚ je mnohem prˇesneˇjsˇı´. Pokud bychom ale chteˇli pouzˇı´t tuto metodu
pro predikcˇnı´ schopnost, tak bychom moc neuspeˇli. Polynom vysoke´ho stupneˇ je sice
velice prˇesny´, ale predikovat podle neˇj nelze. Na na´sledujı´cı´m obra´zku cˇ. 3, lze videˇt
prˇesnost polynomu sedme´ho stupneˇ
Obra´zek 3: Uka´zka polynomia´lni regrese
9Podle uka´zky je videˇt, zˇe polynom je velice prˇesny´, avsˇak predikovat podle neˇj nelze.
To ovsˇem v tomto prˇı´padeˇ ani nenı´ cı´lem a tak se toto nemusı´ rˇesˇit. Pro potrˇeby, kde jsou
zna´my trˇi body, je cı´lem vytvorˇit takovy´ polynom, ktery´ by byl vhodny´ a mohli bychom
poslat robota po neˇm. K tomuto u´cˇelu je vysoky´ stupenˇ polynomu zbytecˇny´. Jeho vy´pocˇet
by byl prˇı´lisˇ slozˇity´, cely´ beˇh hry by nadmeˇrneˇ zpomaloval. Pro vytvorˇenı´ polynomu ze trˇı´
bodu˚ stacˇı´ polynom druhe´ho stupneˇ. To znamena´ zˇe dane´ body prolozˇı´me parabolou,
neˇkdy se tomuto postupu taky rˇı´ka´ kvadraticka´ regrese. Takovy´to polynom je jednoduchy´
na vy´pocˇet, to znamena´, zˇe nebude nadmeˇrneˇ zpomalovat beˇh hry a je dostatecˇneˇ prˇesny´.
Na obra´zku cˇ. 9 lze videˇt, jak je polynom druhe´ho stupneˇ vytvorˇeny´ trˇemi body prˇesny´.
2.3 Vy´pocˇet polynomia´lnı´ regrese
Vy´pocˇet polynomia´lnı´ (neˇkdy taky polynomicke´) regrese je pro neˇkoho slozˇity´, pro neˇ-
koho me´neˇ. K vy´pocˇtu polynomu libovolne´ho stupneˇ je hlavnı´ zna´t Gauss - Jorda´novu
eliminacˇnı´ meˇtodu, nebo jinou metodu, pro vy´pocˇet matic. To proto, zˇe polynom libo-
volne´ho stupneˇ se da´ prˇepsat do maticove´ho tvaru a pomocı´ pra´veˇ Gauss - Jorda´novy
eliminacˇnı´ metody lze vypocˇı´tat koeficienty pozˇadovane´ho polynomu.
2.3.1 Vy´pocˇet obecneˇ
Prˇedpoklad polynomia´lnı´ regrese je, zˇe prˇedem dane´ body
(x1, y1), (x2, y2), (x3, y3), ..., (xn, yn) (1)
lze prolozˇit polynomem k-te´ho stupneˇ
y = a0 + a1x+ a2x
2 + a3x
3 + ...+ akx
k, k < n (2)
a takovy´to polynom lze vyja´drˇit v na´sledujı´cı´ rovnici.
Ax ≈ b (3)
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Kde A je matice tvorˇena´ ze sum x-ovy´ch sourˇadnic bodu˚, x je na´sˇ nezna´my´ vektor
koeficientu˚ polynomu a b je vektor tvorˇeny´ ze sum x-ovy´ch a y-ovy´ch sourˇadnic bodu˚.
Tuto rovnici lze prˇepsat na´sledovneˇ:


n
∑
xi · · ·
∑
x
k
i
∑
xi
∑
x
2
i
· · ·
∑
x
k+1
i
...
...
. . .
...
∑
x
k
i
∑
x
k+1
i
· · ·
∑
x
2k
i




a0
a1
...
ak


=


∑
yi
∑
yixi
...
∑
yix
k
i


(4)
Prostrˇednı´ vektor tvorˇeny´ cˇleny a0, a1 · · · ak jsou pra´veˇ potrˇebne´ koeficienty rovnice
cˇ. 2. Tato rovnice se pote´ rˇesˇı´ pomocı´ Gauss - Jorda´novy eliminacˇnı´ metody, kde je cı´lem
zı´skat jednotkovou matici a vy´sledky, ktere´ vyjdou v poslednı´m prave´m prˇidane´m sloupci
budou pra´veˇ ony koeficienty.


1 0 · · · 0 a0
0 1 · · · 0 a1
...
...
. . .
...
...
0 0 · · · 1 ak


(5)
Pro dalsˇı´ postup pra´ce je potrˇeba samotne´mu vy´pocˇtu dobrˇe porozumeˇt, proto jesteˇ
samotny´ vy´pocˇet bude uka´za´n na konkre´tnı´m cˇı´selne´m prˇı´kladu. Jesˇteˇ prˇed samotny´m
vy´pocˇtem je nutno upozornit, zˇe tvar vsˇech sum v matici v rovnici cˇ. 4 je pouze zkratka
pro
∑
xi =
n∑
i=0
xi (6)
2.3.2 Cˇı´selny´ prˇı´klad vy´pocˇtu
Prˇi pocˇı´ta´nı´ konkre´tnı´ho prˇı´kladu je pouzˇit cˇtvrty´ stupenˇ polynomu a osm bodu˚, ze kte-
ry´ch bude polynom tvorˇen. Cˇtvrty´ stupenˇ polynomu a veˇtsˇı´ mnozˇstvı´ bodu˚ byly zvoleny
zcela za´meˇrneˇ a to proto, zˇe na takove´m prˇı´kladu bude dobrˇe videˇt cely´ vy´pocˇet a ve vy´-
sledne´m grafu polynomu pu˚jde dobrˇe videˇt jeho flexibilita.
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Jako vstupnı´ data bude tato mnozˇinu bodu˚:
{(−1,−1), (0, 3), (1, 2.5), (2, 5), (3, 4), (5, 2), (7, 5), (9, 4)} (7)
Podle rovnice cˇ. 4 lze videˇt, zˇe cela´ matice je tvorˇena´ ze sum x-ovy´ch sourˇadnic. Proto
tuto mnozˇinu pro prˇehlednost a dalsˇı´ vy´pocˇty je vy´hodne´ prˇepsat do tabulky. Pozdeˇji
i prˇi samotne´ implementaci budou body rozdeˇlene´ do dvou polı´, kde budou zvla´sˇt x-ove´
sourˇadnice a zvla´sˇt y-ove´ sourˇadnice.
X -1 0 1 2 3 5 7 9
Y -1 3 2.5 5 4 2 5 4
Tabulka 1: Body tvorˇı´cı´ polynom
Jelikozˇ sumy v matici se opakujı´, je vhodne´ si je vypsat zvla´sˇt a nepocˇı´tat je pokazˇde´
znovu. Proto prˇed samotny´m naplneˇnı´m matice je vytvorˇena jesˇteˇ na´sledujı´cı´ tabulka.
∑
x
0
i
∑
x
1
i
∑
x
2
i
∑
x
3
i
∑
x
4
i
∑
x
5
i
∑
x
6
i
∑
x
7
i
∑
x
8
i
8 26 170 1232 9686 79256 665510 5686952 49208966
Tabulka 2: Sumy x-ovy´ch sourˇadnic bodu˚
Nynı´ uzˇ nenı´ obtı´zˇne´ si matici cˇ. 4 prˇepsat do na´sledujı´cı´ podoby.


8 26 170 1232 9686 24.5
26 170 1232 9686 79256 106.5
170 1232 9686 79256 665510 676.5
1232 9686 79256 665510 5686952 5032.5
9686 79256 665510 5686952 49208966 39904.5


(8)
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Poslednı´ sˇesty´ sloupec je pra´veˇ vektor b z rovnice cˇ. 3. Nynı´ se na tuto matici provede
Gauss - Jorda´nova eliminacˇnı´ metoda, kde cı´lem je zı´skat na levo od prˇidane´ho sloupce
matici jednotkovou. 

1 0 0 0 0 2.68559
0 1 0 0 0 2.30146
0 0 1 0 0 −1.23263
0 0 0 1 0 0.216892
0 0 0 0 1 −0.0118197


(9)
Vy´sledky, ktere´ vysˇly v poslednı´m, prˇidane´m sloupci, jsou pra´veˇ pocˇı´tane´ koeficienty
pozˇadovane´ho polynomu k-te´ho stupneˇ. Pro tento cˇı´selny´ prˇı´klad tedy bude mı´t polynom
cˇtvrte´ho stupneˇ na´sledujı´cı´ tvar
y = −0.012x
4
+ 0.217x
3
− 1.233x
2
+ 2.301x+ 2.686 (10)
K dokoncˇenı´ tohoto prˇı´kladu uzˇ chybı´ pouze graf, na ktere´m lze videˇt, jak je polynom
flexibilnı´.
Obra´zek 4: Graf cˇı´selne´ho vy´pocˇtu
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Je videˇt, zˇe vy´pocˇet polynomu libovolne´ho stupneˇ nenı´ slozˇity´, ale pokud se jedna´
o polynom neˇjake´ho vysˇsˇı´ho stupneˇ, jeho vy´pocˇet by uzˇ zabral hodneˇ cˇasu a pro hru
fotbal robotu˚ by se nedal pouzˇı´t. Prˇedstava, zˇe v kazˇde´m kroku, ktery´ trva´ pa´r mili-
sekund by se meˇl pocˇı´tat pro kazˇde´ho robota na hrˇisˇti polynom neˇjake´ho vysˇsˇı´ho stupneˇ
nezˇ druhe´ho je zbytecˇna´. Proto da´le v te´to pra´ci budou jizˇ vsˇechny uka´zky a samotne´
implementace prova´deˇny pouze na polynomu druhe´ho stupneˇ tvorˇene´ho trˇemi body.
14
3 Implementace v oddeˇlene´m projektu
Pote´ co je vysveˇtleno vsˇe potrˇebne´ o vytva´rˇenı´ polynomu z dany´ch bodu˚, prˇicha´zı´ na rˇadu
tuto metodu naimplementovat a rˇa´dneˇ otestovat. V te´to cˇa´sti kapitoly je vysveˇtlen po-
stupny´ vy´voj programu po cˇa´stech a testova´nı´m spra´vnosti kazˇde´ te´to cˇa´sti. Jako prvnı´
bude vysveˇtlena implementace Gauss - Jordnovy eliminace, bez ktere´ vy´pocˇet nelze pro-
ve´st. Testova´nı´ tohoto vy´pocˇtu bude provedeno na vytvorˇene´ konkre´tnı´ matici. Pote´
se bude pozornost veˇnovat cˇa´sti programu, ktera´ ma´ za u´kol dle vzorce cˇ. 4 matici napl-
nit. Tedy uzˇ nebude matice vytvorˇena´ staticky, ale vytvorˇı´ se sama na za´kladeˇ sourˇadnic
zna´my´ch bodu˚. Po spojenı´ teˇchto dvou cˇa´stı´ bude vy´sledkem rovnice pozˇadovane´ho po-
lynomu. Tato rovnice da´le bude pouzˇita pro implementaci metody, ktera´ bude slouzˇit
k zı´ska´nı´ seznamu bodu˚ tvorˇı´cı´ch tento polynom pro cele´ hracı´ pole. V te´to cˇa´sti kapi-
toly bude uvedeno neˇkolik testu˚, kde na obra´zcı´ch pu˚jde videˇt, jak se vytvorˇil polynom
z prˇedem dany´ch bodu˚. Cela´ tato cˇa´st je implementova´na jako konzolova´ aplikace a tedy
vykreslova´nı´ polynomu bude do konzole. V za´veˇru te´to kapitoly bude jesˇteˇ vysveˇtleno,
jaky´m zpu˚sobem se zjistı´ bod, ktery´ se dosadı´ do vy´pocˇtu polynomu, aby se cesta robota
napla´novala spra´vneˇ a vyhnul se tak kolizi s jiny´m robotem.
3.1 Gauss - Jorda´nova eliminace
V teoreticke´m i cˇı´selne´m prˇı´kladu bylo videˇt, zˇe vy´pocˇet se prova´dı´ pomocı´ Gauss -
Jorda´novy eliminace, proto je to prvnı´ veˇc, ktera´ by se meˇla naimplementovat. Ve vy´pisu
cˇ. 1 uvedene´m nı´zˇe je uka´zka, jak vypada´ ko´d vy´pocˇtu Gauss - Jorda´novy eliminacˇnı´
metody.
for ( i = 0; i < n; ++i){
max = i;
for ( j = i + 1; j < n; ++j)
if (a[ j , i ] > a[max, i ])
max = j;
// prehozeni radku
for ( j = 0; j < n + 1; ++j){
t = a[max, j ];
a[max, j ] = a[ i , j ];
a[ i , j ] = t ;}
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// odecteni radku
for ( j = n; j >= i; −−j)
for (k = i + 1; k < n; ++k)
a[k, j ] −= a[k, i ] / a[ i , i ] * a[ i , j ];
}
for ( i = n − 1; i >= 0; −−i){
// vydeleni radku tak,aby na diagonale bylo cislo 1
a[ i ][ n] = a[ i ][ n] / a[ i ][ i ];
a[ i ][ i ] = 1;
// odecteni radku
for ( j = i − 1; j >= 0; −−j){
a[ j ][ n] −= a[j ][ i ] * a[ i ][ n ];
a[ j ][ i ] = 0;
}
}
Vy´pis 1: Implementace Gauss - Jorda´novy eliminace
Kde ”n”je promeˇnna´ typu int a prˇedstavuje pocˇet rˇa´dku˚ a sloupcu˚ a ”a”je dvouroz-
meˇrne´ pole typu double a prˇedstavuje vytvorˇenou matici. Vy´sˇe uvedena´ implementace
z prˇedem dane´ matice vytvorˇı´ matici jednotkovou a v poslednı´m prave´m sloupci jsou
potrˇebne´ vy´sledky. Pro otestova´nı´ spra´vnosti byla vytvorˇena stejna´ matice jako v rovnici
cˇ. 9. Na na´sledujı´cı´m obra´zku lze srovnat vy´sledky cˇı´selne´ho vy´pocˇtu a implementace.
Obra´zek 5: Srovna´nı´ implementace Gaussovy eliminace a cˇı´selne´ho vy´pocˇtu
Na obra´zku cˇ. 5 je na leve´ straneˇ vy´pis z konzole zaokrouhleny´ na trˇi desetina´ mı´sta
a na prave´ cˇı´selny´ prˇı´klad z prˇedesˇle´ kapitoly. Je videˇt, zˇe vy´sledky jsou stejne´ a tedy
implementace pro dalsˇı´ vyuzˇitı´ je spra´vna´.
3.2 Naplneˇnı´ matice
Nynı´ kdyzˇ je spra´vneˇ naimplemetova´n vy´pocˇet matice je nutno tuto matici naplnit spra´v-
ny´mi hodnotami. Pro tuto potrˇebu byla naimplementova´na metoda createMatrix(), ktera´
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se zavola´ prˇed vy´pocˇtem gaussovy eliminace. K te´to metodeˇ jesˇteˇ navı´c byla napsa´na po-
mocna´ metoda mocninaAnaN(int,int) ktera´ vra´tı´ libovolnou mocninu libovolne´ho cˇı´sla.
Samotna´ implementace pote´ vypada´ na´sledovneˇ.
double sum = 0, sumy = 0;
int moc1 = 0, moc2 = −1, pocetBodu = bodX.Count();
// vypocet sum a naplneni do matice
for ( int i = 0; i < n; i++){
moc2++;
moc1 = moc2;
for ( int j = 0; j < n; j++){
for ( int k = 0; k < pocetBodu; k++){
sum = sum + mocninaAnaN(bodX[k], moc1);
}
a[ i , j ] = sum;
sum = 0;
moc1++;
}
}
// vypocet posledniho sloupce a jeho pridani do matice
for ( int j = 0; j < n; j++){
for ( int k = 0; k < pocetBodu; k++){
sum = sum + (mocninaAnaN(bodX[k], j) * bodY[k]);
}
a[ j , n] = sum;
sum = 0;
}
Vy´pis 2: Implementace metody pro naplneˇnı´ matice
Prˇi implementaci a tvorˇenı´ matice neza´lezˇı´ na porˇadı´ bodu˚ a proto vsˇechny x-ove´
sourˇadnice vsˇech bodu˚ jsou ulozˇeny do pole ”BodX”a jejich y-ove´ sourˇadnice do pole
”BodY”. Pro oveˇrˇenı´ spra´vnosti naplneˇnı´ matice byl opeˇt pouzˇit cˇı´selny´ vy´pocˇet z vy´sˇe
uvedene´ rovnice cˇ. 8.
Obra´zek 6: Srovna´nı´ implementace naplneˇnı´ matice s cˇı´selny´m prˇı´kladem
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Na obra´zku je videˇt, zˇe maticovy´ vy´pis z konzole a pod nı´ matice cˇı´selne´ho vy´pocˇtu
jsou totozˇne´. Nynı´ kdyzˇ se provede jizˇ naimplementova´na Guss - Jorda´nova eliminace
na tuto matici, tak vy´sledkem budou koeficienty onoho hledne´ho polynomu.
3.3 Spojenı´ podcˇa´stı´ a vytvorˇenı´ seznamu
Pro testovacı´ u´cˇely v samostatne´m projektu byly zvoleny rozmeˇry plochy pro vykreslenı´
polynomu na ose x od 0 do 30 a na ose y od 0 do 20. Pozdeˇji v simula´toru fotbalu budou
rozmeˇry jine´. Dalsˇı´ cˇa´stı´ je metoda, ktera´ bude vracet seznam bodu˚ tvorˇı´cı´ch polynom.
K tomu byla vytvorˇena pomocna´ trˇı´da Bod, ktera´ ma´ dva atributy a teˇmy jsou pra´veˇ
sourˇadnice x a y. Pozdeˇji tato trˇı´da bude jesˇteˇ vyuzˇı´vana´ prˇi instanciova´nı´ konkre´tnı´ch
robotu˚ a mı´cˇku. Implementace metody, pomocı´ ktere´ lze zı´skat list bodu˚ vypada´ takto.
public List<Bod> polynom(){
List<Bod> pol = new List<Bod>();
Bod p;
for ( int i = 0; i < 30; i++){
p = new Bod(i,vypocet(i));
pol.Add(p);
}
return pol;
}
Vy´pis 3: Metoda pro zı´ska´nı´ mnozˇiny bodu˚ na´lezˇı´cı´ polynomu
Lze si povsˇimnout zˇe uprostrˇed cyklu for se vola´ metoda ”vypocet”jejı´m parametrem
je sourˇadnice x. Tato metoda nedeˇla´ nic jine´ho, nezˇ zˇe podle jizˇ vypocˇı´tane´ho polynomu
k dane´ x-ove´ sourˇadnici vypocˇı´ta´ prˇı´slusˇnou y-ovou sourˇadnici. K tomu opeˇt vyuzˇı´va´
funkci ”mocninaAnaN”. Na na´sledujı´cı´ uka´zce lze videˇt implementaci te´to metody.
public double vypocet(int x){
double y = 0;
for( int i = n − 1; i >= 0; i−−) {
y += (a[ i , n] * mocninaAnaN(x, i));
}
return y;
}
Vy´pis 4: Metoda pro vy´pocˇet sourˇadnice Y k dane´ sourˇadnici X
Metoda ”polynom”, jenzˇ je v uka´zce cˇ. 3, bude velmi uzˇitecˇna´ nejen pro samostatny´
projekt, kde kazˇdy´ bod v listu jednodusˇe bude vykreslen do konzole a lze si tı´m vizua´lneˇ
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oveˇrˇit spra´vnost, ale taky do prˇipravene´ho simula´toru, kde podle x-ove´ sourˇadnice robota
se zjistı´ jeho na´sledujı´cı´ bod, kam se ma´ pohnout.
3.4 Testova´nı´
Nynı´, kdyzˇ uzˇ lze dany´mi body prolozˇit polynom libovolne´ho stupneˇ, prˇicha´zı´ na rˇadu
dalsˇı´ fa´ze. Tou je sada testu˚, jimizˇ se zjistı´, zda jsou vy´pocˇty opravdu spra´vne´. Otestova´nı´
kazˇde´ cˇa´sti je provedeno vzˇdy na jejı´m konci, nynı´ tedy tyto cˇa´sti jsou spojeny a oveˇrˇena
jejich spra´vnost. Vsˇechny testy nynı´ budou vykreslova´ny z konzole, kde znak ”.”oznacˇuje
kazˇdy´ bod hracı´ho pole a znakem ”*”jsou vykresleny body, jenzˇ tvorˇı´ polynom. Do ob-
ra´zku˚ jsou jesˇteˇ dodatecˇneˇ zapsa´ny pı´smem body a ocˇı´slovane´ osy pro lepsˇı´ orientaci.
Prvnı´m testem je pokus o vykreslenı´ polynomu prvnı´ho stupneˇ (prˇı´mky) dany´mi body.
Vstupnı´mi daty jsou na´sledujı´cı´ body.
A[3, 10], B[13, 10], C[23, 10] (11)
Lze videˇt, zˇe y-ove´ sourˇadnice vsˇech trˇı´ bodu˚ jsou stejne´ a tedy prˇı´mka by meˇla by´t
rovnobeˇzˇna´ s osou x a osu y protı´nat v bodeˇ 10.
Obra´zek 7: Test polynomu prvnı´ho stupneˇ
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Vytvorˇenı´ polynomu prvnı´ho stupneˇ tvorˇeny´ trˇemi body funguje spra´vneˇ, ale vy´sˇe
uvedena´ implementace by meˇla umeˇt vytvorˇit polynom libovolne´ho stupneˇ tvorˇeny´
z libovolne´ho mnozˇstvı´ bodu˚. Proto na´sledujı´cı´ test bude proveden na polynomu cˇtvrte´ho
stupneˇ a bude tvorˇen cˇtverˇicı´ na´sledujı´cı´ch bodu˚.
A[5, 7], B[13, 10], C[20, 3], D[25, 15] (12)
Podle teorie je polynom tohoto stupneˇ peˇkneˇ ”flexibilnı´”a meˇl by procha´zet dany´mi body.
Ve vy´sledku tohoto testu je mozˇno se o tom prˇesveˇdcˇit.
Obra´zek 8: Test polynomu cˇtvrte´ho stupneˇ
Nynı´ bylo oveˇrˇeno, zˇe je implementace spra´vna´ a tvorˇı´ polynom jaky´ byl ocˇeka´va´n.
Polynom cˇtvrte´ho stupneˇ opravdu procha´zı´ vsˇemy cˇtyrˇmi zadany´mi body. Jenzˇe pro fot-
bal robotu˚ je toto zbytecˇne´, protozˇe jeden tik hry trva´ pa´r milisekund a za tu dobu se robot
pohne jen o malou cˇa´st. Proto bude stacˇit tvorˇit jenom polynom druhe´ho stupneˇ, pomocı´
ktere´ho prˇeka´zˇku bude objı´zˇdeˇt. Ten bude tvorˇen trˇemi body. Jeden bod bude prˇedsta-
vovat robot, ktery´ se ma´ neˇkam pohnout, druhy´ bod bude vypocˇı´tany´ (vy´pocˇet bude
vysveˇtlen v dalsˇı´ cˇa´sti) podle pozice prˇeka´zˇky a trˇetı´ bod bude mı´sto, kam se ma´ v pla´nu
pohnout. Cı´lem dalsˇı´ho testu bude zjisˇteˇnı´, zda opravdu bude polynom druhe´ho stupneˇ
(parabola) stacˇit k tomu, aby robot doka´zal objet prˇeka´zˇku a zda bude dostatecˇneˇ prˇesny´.
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K tomuto pokusu byly pouzˇity na´sledujı´cı´ trˇi body
A[2, 3], B[12, 10], C[23, 6] (13)
Vy´pis z konzole ma´ pote´ na´sledujı´cı´ podobu.
Obra´zek 9: Test polynomu druhe´ho stupneˇ
Vy´sledek je uspokojivy´ a teoreticka´ u´vaha o tom, zˇe by meˇl stacˇit polynom druhe´ho
stupneˇ se potvrdila.
3.5 Zjisteˇnı´ bodu dotyku
V simula´toru hry jsou zna´my prˇedem pozice vsˇech robotu˚ a mı´cˇku. Pokud ale robot zjistı´,
zˇe mu v cesteˇ stojı´ prˇeka´zˇka, musı´ se jeho cesta napla´novat tak, aby se zabra´nilo kolizi.
K tomu sice slouzˇı´ pra´veˇ regresnı´ metoda, ale aby moha by´t pouzˇita je potrˇeba zjistit,
ktery´m bodem bude prˇeka´zˇku objı´zˇdeˇt a ten do vy´pocˇtu posle´ze dodat. K tomuto vy´pocˇtu
je pouzˇita analyticka´ geometrie, kde se kolem prˇeka´zˇky vypocˇı´ta´ kruzˇnice o vhodne´m
polomeˇru a k te´to kruzˇnici se pote´ vedou dveˇ tecˇny strˇedem robota. Tı´m vzniknou body
dotyku, ze ktery´ch se musı´ vybrat ten spra´vny´. Na obra´zku cˇ. 10 je uka´za´no, jak se takove´
tecˇny sestrojı´ a jak se pote´ vybere vhodny´ bod dotyku.
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Obra´zek 10: Vy´beˇr bodu dotyku
Na obra´zku robot R1 se strˇedem S1 chce jet k mı´cˇi, jenzˇ tvorˇı´ kruzˇnice m, ale v cesteˇ
mu stojı´ robot R2 se strˇedem S2. Rˇesˇenı´m, jak zı´skat idea´lnı´ bod, ktery´ by mohl by´t dosazen
do vy´pocˇtu polynomu je na´sledujı´cı´. Kolem robota R2 se vytvorˇı´ kruzˇnice k o takove´m
polomeˇru r, aby se robot R1 s robotem R2 nesrazili. Pote´ z bodu S1 jsou vedeny tecˇky k te´to
kruzˇnici k. Tı´m vzniknou dva body dotyku T1 a T2. Jeden z teˇchto bodu˚ bude dosazen
do vy´pocˇtu polynomu. K tomu aby bylo jiste´, ktery´ z teˇchto dvou bodu˚ vybrat, se pocˇı´ta´
vzda´lenost bodu od prˇı´mky. Nejdrˇı´ve se vypocˇı´ta´ vzda´lenost v1 od prˇı´mky t1 ke strˇedu
kruzˇnice m, pote´ se vypocˇita´ vzda´lenost v2 od prˇı´mky t2 ke strˇedu kruzˇnice m. Na´sledneˇ
se tyto dveˇ vzda´lenosti porovnaji a pokud je v1 < v2, bod ktery´ je prˇida´n do vy´pocˇtu bude
T1. V opacˇne´m prˇı´padeˇ bude prˇida´n bod T2. Na obra´zku cˇ. 10 si lze jesˇteˇ povsˇimnout,
zˇe pro zjisˇteˇnı´ bodu dotyku byla pouzˇita zvla´sˇtnı´ prˇı´mka p, jenzˇ se nazy´va´ pola´ra.
Pola´ra p bodu S1[x1, y1] vzhledem ke kruzˇnici k se strˇedem S2[m, n] a polomeˇrem
r obsahuje body dotyku tecˇen kruzˇnice k, procha´zejı´cı´ bodem S1. Tato prˇı´mka je da´na
rovnicı´
(x−m)(x1 −m) + (y − n)(y1 − n) = r
2 (14)
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Z te´to rovnice se vyja´drˇı´ x a dosadı´ se do rovnice kruzˇnice. V ko´du toto vyja´drˇenı´ a na´-
sledne´ dosazenı´ vypada´ takto.
// vytvoreni rovnice polary a vyjadreni x
x1 = bodX[0] − bodX[1];
// vyjadreni polary ve tvaru x= v0y+ v1
v0 = (bodY[1] − bodY[0]) / x1;
v1 = (bodX[0] * bodX[1] − bodX[1] * bodX[1] + bodY[0] * bodY[1] − bodY[1] * bodY[1] + r * r ) / x1;
// vytvoreni kvadraticke rovnice po dosazeni polary do kruznice
m = v1 − bodX[1];
a1 = v0 * v0 + 1;
b1 = (2 * v0 * m) − (2 * bodY[1]);
c1 = m * m + bodY[1] * bodY[1] − r * r ;
Vy´pis 5: Vyja´drˇenı´ pola´ry a dosazenı´ do kruzˇnice
Promeˇnne´ a1, b1, a c1 jsou koeficienty kvadraticke´ rovnice, pro kterou je v projektu
naimplementova´na metoda ”diskriminant”. Z te´to kvadraticke´ rovnice jsou vypocˇı´ta´ny
y-ove´ sourˇadnice obou bodu˚ dotyku˚. K nim jsou potom pomocı´ jizˇ vyja´drˇene´ pola´ry
dopocˇı´ta´ny sourˇadnice x-ove´ a tı´m tedy zı´ska´ny oba body dotyku T1 a T2. Z teˇchto bodu˚
se pote´ vytvorˇı´ dveˇ tecˇny t1 a a t2 procha´zejı´cı´ bodem S1. Nynı´ se vypocˇı´ta´ vzda´lenost v1
strˇedu kruzˇnice m od tecˇny t1 a vzda´lenost v2 strˇedu kruzˇnice m a tecˇny t2. Implementace
te´to cˇa´sti v projektu pote´ vypada´ takto.
// vytvoreni rovnice tecen t ve tvaru a1x + b1y + c1 =
b1 = poleX[0] − bodX[0];
a1 = poleY[0] − bodY[0];
c1 = (−1 * a1 * bodX[0]) − (b1 * bodY[0]);
v0 = (a1 * bodX[2] + b1 * bodY[2] + c1) / (Math.Sqrt((a1 * a1) + (b1 * b1))) ;
b1 = poleX[1] − bodX[0];
a1 = poleY[1] − bodY[0];
c1 = (−1 * a1 * bodX[0]) − (b1 * bodY[0]);
v1 = (a1 * bodX[2] + b1 * bodY[2] + c1) / (Math.Sqrt((a1 * a1) + (b1 * b1))) ;
Vy´pis 6: Vy´pocˇet vzda´lenostı´ bodu˚
Tyto vzda´lenosti v1 a v2 se porovnajı´ a vy´sledny´ bod dotyku se prˇida´ do vy´pocˇtu
polynomu. Nutno dodat, zˇe pokud vzda´lenosti v1 a v2 jsou si rovny, vybere se na´hodneˇ
jeden bod a prˇi jeho vybı´ra´nı´ se jesˇteˇ musı´ zjistit, zda nelezˇı´ mimo hracı´ pole. Prˇi testova´nı´
vy´sˇe uvedene´ teorie a ko´du˚ byly zvoleny na´sledujı´ parametry.
A[3, 10], b[15, 10], c[27, 10], r = 5 (15)
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Bod A prˇedstavuje robota ktery´ prˇeka´zˇku ma´ objet, B je robot, jenzˇ tvorˇı´ prˇeka´zˇku a bod
C je cı´l robota A. Vsˇechny trˇi body majı´ stejne´ y-ove´ sourˇadnice a tedy doted’ by pro-
lozˇenı´ polynomem vznikla prˇı´mka. Po pouzˇitı´ te´to metody se najde bod dotyku a prolozˇı´
se polynom tı´mto bodem. Vy´sledek tohoto testu a take´ cele´ kapitoly je na´sledujı´cı´.
Obra´zek 11: Objetı´ prˇeka´zˇky
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4 Zaimplementova´nı´ do simula´toru
V prˇedcha´zejı´cı´ kapitole bylo naimplementova´no prolozˇenı´ polynomu a objetı´ prˇeka´zˇky.
Nynı´ prˇicha´zı´ na rˇadu tento ko´d zane´st do simula´toru a prˇizpu˚sobit ho robotu˚m. V neˇm
jsou dva typy sourˇadnicove´ho syste´mu. Pro vy´beˇr strategiı´ a rychlou orientaci ve hrˇe
je hracı´ pole rozdeˇleno do gridovy´ch sourˇadnic 6x4. Z takove´hoto sourˇadnicove´ho sys-
te´mu by se ko´d prova´deˇt nemohl a proto bude vyuzˇı´vat informace robotu˚ o rea´lny´ch
sourˇadnicı´ch. Hracı´ pole v tomto sourˇadnicove´m syste´mu ma´ rozmeˇry 220x180, tedy
mnohem prˇesneˇjsˇı´. Prˇed zaimplementova´nı´m do simula´toru bylo potrˇeba se s nı´m sezna´-
mit a zjistit, kde vy´pocˇet regrese bude vlastneˇ probı´hat a odkud vu˚bec bra´t informace
o rozlozˇenı´ vsˇech robotu˚ a mı´cˇku. Simula´tor je rozdeˇlen do neˇkolika cˇa´stı´, jenzˇ se prova´deˇjı´
postupneˇ za sebou. Nejdrˇı´ve se prova´deˇjı´ strategie, ktere´ pracujı´ v gridovy´ch sourˇadni-
cı´ch. Ty zjistı´, kde se robot nacha´zı´ a ”rˇeknou”, do ktere´ho gridu se majı´ v prˇı´sˇtı´m kroku
roboti pohnout. Pote´ se prova´dı´ taktiky. Ty rˇesˇı´ uda´losti ve hrˇe jako jsou prˇihra´vka, u´tok,
obrana a podobneˇ. V poslednı´ rˇadeˇ se prova´dı´ fyzika´lnı´ engine, ktery´ pohybuje s roboty
v simula´toru.
Obra´zek 12: Umı´steˇnı´ implementace v simula´toru
V te´to kapitole kromeˇ zaimplementova´nı´ jizˇ vytvorˇeny´ch trˇı´d pro objı´zˇdeˇnı´ prˇeka´zˇky
bude jesˇteˇ rˇesˇena detekce te´to prˇeka´zˇky. Cela´ pra´ce se bude prova´deˇt azˇ prˇed provede-
nı´m fyzika´lnı´ho enginu a vsˇechny potrˇebne´ informace budou cˇerpa´ny z instance trˇı´dy
Storage. Ta v simula´toru prˇedstavuje u´lozˇisˇteˇ informacı´ o vsˇech objektech v hracı´m poli.
V tomto u´lozˇisˇti jsou roboti rozdeˇleni do dvou listu˚ instancı´ trˇı´dy Robot. V instanci sto-
rage je pozice kazˇde´ho robota urcˇena vectorem2D position, ktery´ ma´ dva parametry X a Y.
Da´le v te´to instanci je pozice, kam se ma´ robot pohnout, da´na opeˇt vectorem2D a nazy´va´
se PositionMove.
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4.1 Implementace pro jednoho robota
Tato cˇa´st podkapitoly ma´ za cı´l pro jednoho konkre´tnı´ho robota zaimplementovat metodu
pro objı´zˇdeˇnı´ prˇeka´zˇky. Do simula´toru byly prˇeneseny ko´dy z trˇetı´ kapitoly a bylo na nich
provedeno neˇkolik maly´ch zmeˇn. Prvnı´ zmeˇnou byla zmeˇna velikosti hracı´ plochy, ktera´
na ose x je od -110 do +110 a na ose y od -90 do +90, celkoveˇ tedy teˇch 220x180. Dalsˇı´ u´pra-
vou, jezˇ byla provedena, byl polomeˇr prˇi zjisˇtova´nı´ bodu dotyku, ktery´ se ma´ na´sledneˇ
dosadit do vy´pocˇtu.
Obra´zek 13: Zjisˇteˇnı´ polomeˇru
Dle obra´zku lze videˇt, zˇe polomeˇr je volen tak, aby roboti do sebe nenarazili. Velikost
strany jednoho robota je rovna 10. Tedy Pythagorovou veˇtou se spocˇı´ta´ velikost u´hlo-
prˇı´cˇky, ktera´ je v tomto prˇı´padeˇ 14,142. Aby robot meˇl rezervu prˇi objı´zˇdeˇnı´, tak velikost
polomeˇru je o trochu veˇtsˇı´. V na´sledujı´cı´ uka´zce je u´ryvek ko´du, jak vypada´ implementace
v simula´toru pro jednoho robota.
// instanciova´nı´ robotu
robot = new Bod(storage.MyRobots[0].Position.X, storage.MyRobots[0].Position.Y);
prekazka = new Bod(storage.OppRobots[0].Position.X, storage.OppRobots[0].Position.Y);
cil = new Bod(storage.Ball.Position.X, storage.Ball .Position.Y);
// vypocet polynomu
PolynomialRegresion regrese = new PolynomialRegresion(robo, prekazka, cil);
List<Bod> body = regrese.polynom();
// nastaveni nasledujici pozice robota
if ( cil .x > robo.x)
storage.MyRobots[0].PositionMove = new Vector2D(body[Convert.ToInt32(robo.x + 1) + 110].x,
body[Convert.ToInt32(robo.x + 1) + 110].y);
else
storage.MyRobots[0].PositionMove = new Vector2D(body[Convert.ToInt32(robo.x − 1) + 110].x,
body[Convert.ToInt32(robo.x − 1) + 110].y);
Vy´pis 7: Implementace pro jednoho robota
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Z pocˇa´tku se vytvorˇı´ trˇi instance trˇı´dy Bod, ktere´ prˇedstavujı´ trˇi objekty v hracı´m
poli. Pote´ se vytvorˇı´ instance trˇı´dy PolynomialRegresion, ktera´ obsahuje vesˇkere´ vy´pocˇty
pro vytvorˇenı´ polynomu ze zadany´ch bodu˚, ktere´ jsou prˇeda´ny v konstruktoru. Na´sledneˇ
na to se prˇes metodu ”polynom”naplnı´ seznam bodu˚, ktere´ polynom tvorˇı´. Podmı´nka
je zde proto, aby se zjistilo, zda bra´t z listu bod prˇedchozı´, cˇi na´sledujı´cı´. To za´lezˇı´,
zda mı´cˇek je na prave´ straneˇ robota cˇi naopak. V na´sledujı´cı´ uka´zce je proveden test te´to
implementace a simula´tor v tomto prˇı´padeˇ je upraven tak, zˇe vy´pocˇet strategiı´ a taktik
se vu˚bec neprova´dı´ a pouze se testuje na jednom robotovi, ktery´ ma´ prˇı´mo urcˇenou
prˇeka´zˇku a cı´l, zda jı´ doka´zˇe objet. Vy´sledek se skla´da´ z posloupnosti za sebou jdoucı´h
peˇti obra´zku˚, ktere´ simulujı´ pohyb robota prˇi objı´zˇdeˇnı´ prˇeka´zˇky.
Obra´zek 14: Objetı´ prˇeka´zˇky
Lze videˇt, zˇe robot opravdu ve sve´ cesteˇ za mı´cˇem prˇeka´zˇku doka´zˇe objet.
4.2 Nalezenı´ prˇeka´zˇky
Dosud byla prˇeka´zˇka robotu vzˇdy prˇirˇazena a on s nı´ pak pracoval. Prˇi beˇhu hry ale musı´
detekce prˇeka´zˇek probı´hat automaticky a proto byla naimplementova´na pomocna´ metoda
IsObstacle, ktera´ ma´ za u´kol zjistit, zda v cesteˇ robota za cı´lem stojı´ prˇeka´zˇka cˇi nikoli. Tato
metoda ma´ trˇi vstupnı´ parametry jimizˇ jsou instance trˇı´dy Bod a vracı´ pouze hodnoty
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typu boolean. Na na´sledujı´cı´h obra´zcı´ch je uka´za´no co vsˇechno musı´ splnˇovat robot,
aby se stal prˇeka´zˇkou jine´mu robotovi v cesteˇ. Prvnı´ podmı´nkou je vzda´lenost objektu˚
na hracı´m poli.
Obra´zek 15: Zjisˇteˇnı´ prˇeka´zˇky, podmı´nka prvnı´
Aby robot R2 mohl by´t prˇeka´zˇkou musı´ vzda´lenost v2 by´t mensˇı´ nezˇ vzda´lenost v1.
Tzn., zˇe prˇeka´zˇka musı´ by´t blı´zˇe nezˇ cı´l. Ovsˇem to samo o sobeˇ nestacˇı´, protozˇe robot
R2 by se mohl nacha´zet blı´zko za robotem R1 a podmı´nka by byla vyhodnocena jako
pravdiva´, i kdyzˇ by tomu tak nebylo. Proto dodatek k te´to podmı´nce je, zˇe obeˇ x-ove´ sou-
rˇadnice prˇeka´zˇky a cı´le musı´ by´t veˇtsˇı´ nezˇ sourˇadnice x robota nebo obeˇ mensˇı´(za´lezˇı´ zda
cı´l je nalevo od robota nebo napravo). Pro zjisˇteˇnı´ vzda´lenosti dvou bodu˚ byla naimple-
mentova´na pomocna´ metoda distanceTwoPoints, ktera´ podle vzorce vzda´lenost vypocˇte
a vra´tı´. Dalsˇı´ podmı´nkou, ktera´ je nutna´ k tomu, aby byla nalezena prˇeka´zˇka, je vzda´le-
nost bodu od prˇı´mky. Protozˇe robot nenı´ v simula´toru pouze bod, ale prˇedstavuje objekt
ve tvaru cˇtverce, musı´ se zajistit, aby do sebe roboti nenarazili, i kdyzˇ by nelezˇeli na stejne´
prˇı´mce.
Obra´zek 16: Zjisˇteˇnı´ prˇeka´zˇky, podmı´nka druha´
Rˇesˇenı´m te´to podmı´nky je prolozˇit robotem R1 a jeho cı´lem M prˇı´mku. Pote´ se zjisˇtuje,
jestli vzda´lenost v robota R2 od prˇı´mky je mensˇı´ nezˇ mozˇna´ prˇı´pustna´. Pokud platı´ prvnı´
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i druha´ podmı´nka, robot R2 je bra´n za prˇeka´zˇku. V simula´toru je tato metoda pro zjisˇteˇnı´
prˇeka´zˇky implementova´na takto.
b = cil .x − robo.x;
a = ( cil .y − robo.y) * (−1);
c = −1 * (a * robo.x + b * robo.y) ;
v = (a * prekazka.x + b * prekazka.y + c) / (Math.Sqrt((a * a) + (b * b)) ) ;
if (v < 0) v *= −1;
if (v < 15 && distanceTwoPoints(robo, prekazka) < distanceTwoPoints(robo, cil)
&& ((prekazka.x > robo.x && cil.x > robo.x) || (prekazka.x < robo.x && cil.x < robo.x))){
return true;
}
else return false;
Vy´pis 8: Metoda pro zjisˇteˇnı´ prˇeka´zˇky
Otestova´nı´ te´to metody bylo provedeno opeˇt na jednom robotovi a ten u´speˇsˇneˇ vyhodnotil
v cesteˇ prˇeka´zˇku. Tu na´sledneˇ objel a dojel k mı´cˇi, vy´sledek byl totozˇny´ jako na oba´zku
cˇ. 14.
4.3 Zaimplementova´nı´ pro vsˇechny roboty
Za´veˇrem te´to pra´ce je zaimplementova´nı´ vsˇech dosud vytvorˇeny´ch metod a vy´pocˇtu˚
pro vsˇechny roboty na hracı´m poli. Pu˚vodneˇ prˇi implementaci te´to cˇa´sti vznikali pro-
ble´my, kdy robot zacˇal objı´zˇdeˇt prˇeka´zˇku, ale prˇed tı´m narazil do jine´. Bylo to zpu˚sobene´
tı´m, zˇe i kdyzˇ metoda pro zjisˇteˇnı´ prˇeka´zˇky je uzˇ naimplementova´na, nerˇesˇı´ proble´m
co se stane, pokud v cesteˇ stojı´ prˇeka´zˇek vı´ce. K tomuto u´cˇelu byla vytvorˇena pomocna´
trˇı´da RobotDistance, jejı´zˇ konstruktor ma´ dva parametry. Prvnı´m je instance trˇı´dy Bod,
ta prˇedstavuje samotnou prˇeka´zˇku a druha´, typu double, je pro uchova´nı´ vzda´lenosti
robota od te´to prˇeka´zˇky. V ko´du se potom pro kazˇde´ho robota otestujı´ vsˇichni ostatnı´
roboti. At uzˇ ze stejne´ho ty´mu, nebo protivnı´kova a pokud mu v jeho cesteˇ za cı´lem
tento robot prˇeka´zˇı´, prˇida´ se do listu prˇeka´zˇek, ktery´ je typu pra´veˇ RobotDistance. Jesˇteˇ
prˇed prˇida´nı´m do seznamu prˇeka´zˇek se spocˇı´ta´ vzda´lenost robota od prˇeka´zˇky pomocı´
jizˇ naimplementovane´ metody distanceTwoPoints. Pote´ se tento list setrˇı´dı´ podle vzda´le-
nostı´. Tı´m se zajistı´, zˇe nezacˇne objı´zˇdeˇt trˇeba azˇ trˇetı´ prˇeka´zˇku v cesteˇ, ale hned prvnı´,
ktera´ je nejblı´zˇe. Jelikozˇ jeden tik hernı´ho cˇasu trva´ pouhy´ch 80ms a v kazˇde´m se prova´dı´
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vy´pocˇet polynomu (pokud dojde k nalezenı´ prˇeka´zˇky), je zbytecˇne´ uvazˇovat prˇeka´zˇek
vı´ce najednou a hledat nejlepsˇı´ cestu k cı´li mezi nima. Musel by k tomu by´t pouzˇit vysˇsˇı´
stupenˇ polynomu, tı´m by dosˇlo ke znacˇne´mu zpomalenı´ hry, protozˇe s kazˇdy´m zvy´sˇe-
ny´m stupneˇm, docha´zı´ ke znacˇneˇ slozˇiteˇjsˇı´m vy´pocˇtu˚m. Robot se na hrˇisˇti za 80ms pohne
pouze o maly´ kousek a stacˇı´ tedy, kdyzˇ pokazˇde´ najde nejblizˇsˇı´ prˇeka´zˇku a te´ se na´sledneˇ
vyhne. K tomuto stacˇı´ druhy´ stupenˇ polynomu, jehozˇ vy´pocˇet je rychly´ a hru zbytecˇneˇ
nezpomaluje. Nı´zˇe uvedeny´ vy´tazˇek z ko´du ukazuje nalezenı´ nejblizˇsˇı´ prˇeka´zˇky.
List<RobotDistance> lis = new List<RobotDistance>();
for ( int j = 0; j < 5; j++){
robot = new Bod(MyRobots[j].Position.X, MyRobots[j].Position.Y);
cil = new Bod(MyRobots[j].PositionMove.X, MyRobots[j].PositionMove.Y);
for ( int i = 0; i < 5; i++){
prekazka = new Bod(OppRobots[i].Position.X, OppRobots[i].Position.Y);
prekazka2 = new Bod(MyRobots[i].Position.X, MyRobots[i].Position.Y);
if (IsObstacle(robo, prekazka, cil ) ){
lis .Add(new RobotDistance(new Bod(prekazka.x, prekazka.y), distanceTwoPoints(
robot, prekazka)));
}
if (IsObstacle(robo, prekazka2, cil ) && i != j ){
lis .Add(new RobotDistance(new Bod(prekazka2.x, prekazka2.y),
distanceTwoPoints(robot, prekazka2)));
}
}
var sort = from s in lis orderby s.vzdalenost select s;
Vy´pis 9: Zjisˇteˇnı´ nejblizˇsˇı´ prˇeka´zˇky
Dle uka´zky lze videˇt, zˇe prˇi prˇida´va´nı´ do listu se nerozlisˇuje, jestli se prˇida´va´ robot
ze stejne´ho ty´mu, nebo z protivnı´kova. To proto, zˇe neza´lezˇı´ na tom kdo je tou prˇeka´zˇkou,
ale na tom, zˇe prˇeka´zˇka je a ta se musı´ objet. Po provedenı´ tohoto ko´du se veme prvnı´
objekt z listu a dosadı´ se do vy´pocˇtu polynomu pro napla´nova´nı´ cesty. Pro tento postup
je pouzˇit prˇiblizˇneˇ stejny´ ko´d, jako je uka´zan ve vy´pise cˇ. 7. Po kompletnı´m zaimplemen-
tova´nı´ pro vsˇechny roboty nelze porovna´vat novou verzi simula´toru se zaimplentovanou
cˇa´stı´ pro pla´novanı´ cesty s pu˚vodnı´ verzi z hlediska vysledku˚, nebo efektivity, protozˇe
uzˇ prˇi prvnı´m objetı´ prˇeka´zˇky se robot dostane do jine´ho gridu nezˇ v pu˚vodnı´ verzi
a strategie pro tuto situaci vyhodnotı´ jiny´ vy´voj hry. Ovsˇem porovna´vat tyto dveˇ veˇrze
lze z hlediska kolizı´. Prˇi testech byl meˇrˇen pocˇet kolizı´ na neˇkolika ru˚zny´ch strategiı´ch
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s touto implementacı´ a na´sledovneˇ bez nı´. V na´sledujı´cı´ tabulce jsou uka´za´ny vy´sledky
testu˚.
S1xS2 S4xS5 S8xS5 S1xS6 S1xS4 S6xS5 S4xS2 S3xS5 celkem
s regresı´ 2200 350 150 1000 1600 50 150 2800 8300
bez regrese 4500 1000 550 6400 3300 200 400 7900 24250
Tabulka 3: Pocˇet kolizı´ v jednotlivy´ch za´pasech
Testy byly prova´deˇny s osmi na´hodneˇ voleny´mi strategiemi S1-S8 a kazˇda´ testovacı´
hra byla dlouha´ 20 vterˇin. V tabulce lze videˇt, zˇe pocˇet kolizı´ s implementacı´ regresnı´
metody je vzˇdy mensˇı´.
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5 Za´veˇr
Cı´lem te´to pra´ce bylo napla´novat cestu robota tak, aby se doka´zal vyhnout prˇeka´zˇka´m
a dojel u´speˇsˇneˇ ke sve´mu cı´li. Tento u´kol se podarˇilo splnit, protozˇe pru˚meˇrny´ pocˇet
kolizı´ opravdu klesl a ve veˇtsˇineˇ prˇı´padech robot prˇeka´zˇku v cesteˇ doka´zˇe objet. Oproti
pu˚vodnı´ verzi simula´toru, klesl pocˇet kolizı´ v pru˚meˇru 3x. Prˇi rea´lne´ hrˇe toto znamena´
velke´ plus nejen z ekonomicke´ho hlediska, kdy se na´m nebudou neusta´ly´m nara´zˇenı´m
do sebe nicˇit roboti, ale take´ prˇi souteˇzˇı´ch, kdy vra´zˇenı´ do jine´ho robota je hodnoceno jako
faul. V simula´toru hry se ale sta´le vyskytujı´ situace, kdy ke kolizı´m docha´zı´. Tento proble´m
je z velke´ cˇa´stı´ zpu˚soben tı´m, zˇe v simula´toru prˇi hleda´nı´ kolizı´ se povazˇuje cˇtverec(robot)
za kruh a tı´m docha´zı´ velmi cˇasto ke kolizı´m, i kdyzˇ k nı´m ve skutecˇnosti nedosˇlo.
Naprˇı´klad pokud jedou dva roboti blı´zko vedle sebe. Dalsˇı´ situace, prˇi ktere´ docha´zı´ sta´le
ke kolizı´m nasta´va´, pokud majı´ dva body (ktere´ se dosazujı´ do vy´pocˇtu polynomu) stejnou
x-ovou sourˇadnici. Polynom se pote´ vytva´rˇı´ jinak, nezˇ by se ocˇeka´valo. Tento proble´m
by se mohl da´le rˇesˇit za´meˇnou os prˇed vy´pocˇtem polynomu. Tı´m by se docı´lilo stejne´ho
vy´sledku, jako kdyzˇ se x-ove´ sourˇadnice lisˇı´. Bylo by vhodne´ pro dalsˇı´ vy´voj tohoto
simula´toru se tomuto proble´mu a kolizı´m dvou cˇtvercu˚ veˇnovat. Kolize a pla´nova´nı´ cesty
ale nejsou jediny´m proble´mem v simula´toru. Dalsˇı´ vy´voj by se meˇl take´ veˇnovat naprˇı´klad
chova´nı´ u´tocˇnı´ka, jenzˇ nynı´ slepeˇ na´sleduje pouze pozici mı´cˇe a nerˇesˇı´ souperˇovu bra´nu,
nebo by se hodilo veˇtsˇı´ zapojenı´ branka´rˇe do hry a pomoct tak svy´m robotu˚ v mnoha
situacı´ch.
Ondrˇej Gronych
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7 Prˇı´lohy
I. Prˇı´loha na CD/DVD
Obsah CD/DVD
Adresa´rˇ Popis
Robot soccer Aplikace simula´toru
Text Text bakala´rˇske´ pra´ce
