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Povzetek
Članek opisuje samostojen razvoj skupine aplikacij, ki so nastale v zadnjih 14 letih. Razvoj je bil postopen, od manj zahtevnih aplikacij, do večjih in bolj zahtevnih. Prispevek opisuje nekaj pomembnejših izkušenj in opredeli prednosti in pasti pri samostojnem razvoju konkretnih poslovnih aplikacij. Opisuje tudi principe načrtovanja, razvoja in komunikacije s strankami. Dotakne se tudi novejših teoretičnih osnov in napotkov za samostojno vodenje projektov.
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YEARS OF EXPERIENCE IN SELF-DEVELOPMENT OF BUSINESS APPLICATIONS 
Abstract
This paper describes self-development of business applications that have emerged over the past 14 years. The development was gradual, from less demanding applications, to larger and more complex ones. Some important experience gained over years is presented. Paper identifies pros and cons of independent commercial application development. It also outlines the principles of planning, development and communication with customers. Some recent theoretical bases and guidance for individual project management is also covered.
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1.	UVOD 
Pogosto študenti računalništva ob študiju programirajo različne aplikacije, bodisi zaradi svojega zanimanja in zadovoljstva, bodisi zaradi dodatnega zaslužka ali pa zaradi potreb nekega družinskega ali drugega manjšega podjetja. Nekaj takih rešitev ostane dalj časa v uporabi, redke pa se lahko razvijejo tudi v kakšne večje aplikacije, ki so zrele za prodajo različnim poslovnim subjektom. Večinoma gre za aplikacije, ki jih je razvila ena sama oseba. Od načina programiranja te osebe je odvisno če se kasneje lahko pridruži še kakšen programer ali ne, saj je za to potrebna dobro dokumentirana in dobro strukturirana programska koda, s potrebno tehnično specifikacijo. V praksi obstaja kar nekaj primerov, kjer je kasneje nastalo podjetje z nekaj 10 zaposlenimi, nekaj pa je tudi takih, ki so ostali sami, programi pa še vedno uspešno delujejo. Tak primer in pridobljene izkušnje opisuje pričujoči članek, ki navaja nekaj konkretnih primerov aplikacij, ki že več let uspešno delujejo v produkcijskem okolju in so bile razvite samostojno. Prispevek opisuje nekaj pomembnejših izkušenj in opredeli prednosti in pasti pri samostojnem razvoju konkretnih poslovnih aplikacij. Dotakne se tudi novejših teoretični osnov in napotkov za samostojno vodenje projektov, kot so strukturiran razvoj programov za boljšo osebno produktivnost PSP (Personal Software Process) [1] in obvladovanje osebne produktivnosti GTD (ang. Getting Things Done) [2].
2.	KRATKA PREDSTAVITEV RAZVOJA APLIKACIJ S PRIDOBLJENIMI IZKUŠNJAMI
Vsak programer mora nekje začeti in si preko uspehov, neuspehov in odzivov uporabnikov pridobiti izkušnje, ki kasneje oblikujejo dobrega razvijalca. Če ne začneš že na začetku pri nekem podjetju, kjer dobiš najprej enostavne naloge in se potem postopno učiš zahtevnejših opravil, moraš te izkušnje dobiti na osnovi lastnih projektov. Seveda na začetku ne moreš dobiti konkretnega naročnika, saj nimaš izkušenj in referenc. V mojem primeru sem imel srečo, da sem preko poznanstev dobil naročilo za McDonald’s restavracijo, kjer so za nizko ceno potrebovali program za planiranje delavcev in obračun plač. Razvoj za prvo različico je trajal pol leta, vzdrževanje in dopolnitve pa sem intenzivneje opravljal še naslednjih 6 let. Ker so se odpirale še nove restavracije, sem tudi razširil obseg strank. Tukaj sem se naučil več reči:
	Za podrobno specifikacijo zahtev naročnika je potrebno več komunikacije s konkretnimi uporabniki v podjetju in ne samo z vodstvom podjetja
	Ko neka stvar zadovoljivo deluje je ni smiselno spreminjati zgolj zaradi novejših programskih orodij. Tako ta program deluje še danes in praktično ne potrebuje vzdrževanja
	Če aplikacijo razvijaš sam, si težko privoščiš vzdrževanje večje distance do naročnika v smislu strogega poslovnega odnosa, saj vedno ne moreš dovolj hitro upoštevati vseh zahtev naročnika in takrat pride prav tudi, če lahko stranki zaupaš kakšen oseben problem ali situacijo, zaradi katere nisi mogel vsega postoriti
	Pri zahtevah naročnika, pri katerih veš, da še ne znaš tehnično rešiti problema, ni smiselno reči: »to se pa ne da«, temveč: »to moram pa še malo premisliti in ne bo še takoj narejeno«, saj se tako učiš novih stvari
Tako sem imel dobro referenco in izhodišče za nove stranke. Naslednja stranka je bila Cankarjev Dom, saj je hostesna služba potrebovala aplikacijo za planiranje dogodkov (hostese, scenski, tonski ter snemalni delavci ...). Problem je bil podoben planiranju delavcev v McDonald’s-u, zato sem lahko program prilagodil v zelo kratkem času. Tukaj sem spet dobil nekaj izkušenj:
	Če je le mogoče uporabi že razvite module s potrebnimi prilagoditvami, saj je kasneje vzdrževanje bolj enostavno, ker se stavri enako obnašajo pri različnih programskih rešitvah
	Pomembna je izbira takega programskega jezika oz. okolja, ki zagotavlja posodobitve v skladu z razvojem strojne opreme in operacijskega sistema
	Nove stranke najlažje dobiš preko priporočil zadovoljnih strank in ne preko različnih oblik oglaševanja
Sedaj sem imel še več referenc in sem si upal v razvoj tudi večjih aplikacij. Tako sem spet preko poznanstev in priporočil prišel do nekega računovodskega servisa, ki je potreboval celotno programsko rešitev za svoje delo in tudi za svoje stranke. To podjetje mi pomaga pri tolmačenju davčne zakonodaje. Tako sodelovanje in pomoč sta seveda nujna pri samostojnem razvoju. Neko drugo podjetje pa skrbi za posodablanje in uvajanje novih strank, ki se ukvarjajo pretežno s trgovino in proizvodnjo različnih storitev, blaga in izdelkov. Teh podjetij je že preko 80. Istočasno so me našli tudi v Univerzitetnem Kliničnem Centru v Ljubljani, kjer so na Nevrološki Kliniki potrebovali pomoč pri razvoju aplikacije za sprejem pacientov, naročanje, pisanje izvidov, komunikacijo z zunanjimi napravami za merjenje vzorcev krvi idr. Imel sem že nekaj izkušenj, tukaj pa sem spet dobil nove:
	Vsaka aplikacija potrebuje neko bazo podatkov na kateri sloni uporabniški vmesnik.  Zato je dobro zasnovana baza vredna več, kot dober uporabniški vmesnik
	Veliko lažje je spreminjati uporabniški vmesnik, kot pa strukturo podatkovne baze v kateri je že nekaj podatkov
	Za hitre preračune in strukturirane preglede podatkov je potrebno uporabljati podatkovne strukture v spominu, ki temeljijo na dobro premišljenih in preizkušenih algoritmih [6]. Pogosto pride prav tudi zgoščevalna tabela
Ker sem imel precej dela z razvojem in vzdrževanjem razvitih aplikacij, hkrati pa sem študiral na Fakulteti za računalništvo in informatiko, sem poskušal stvari povezovati in tako sem za temo za diplomsko nalogo in doktorsko disertacijo uporabil probleme, ki so jih imeli na kliniki za nuklearno medicino. Pa tudi kasneje sem skušal s pridom uporabiti pridobljeno znanje na fakulteti. Tako sem na primer za opis bilance stanja razvil svoj programski jezik, ki omogoča uporabniku razumljiv in zgoščen opis pravil gradnje bilance.
Ker je bila splošna struktura aplikacij enotna in dobro organizirana, sem lahko hitro razvil še sorodne aplikacije, kot so:
	Obračun smetarin in parkirišč s saldakonti za javno podjetje Okolje Piran (10.000 računov mesečno že zadnjih 10 let)
	Sistem za iskanje in administracijo kompenzacijskih verig med podjetji
	Aplikacijo za rubežnike za planiranje rubežev in obračun stroškov
	...
Spet nove izkušnje:
	Podatkovne baze v okviru malih in srednjih podjetij sploh niso velike, če so pravilno zasnovane in normalizirane
	Prijazen, pregleden in uporabniku intuitivno razumljiv uporabniški vmesnik je ključnega pomena za uspeh aplikacije
	Preden spreminjamo program glede na zahteve ene stranke, se moramo posvetovati še z drugimi strankami in rešitev parametrizirati in posplošiti do največje možne mere, saj se po navadi kasneje pojavi kakšen soroden problem, ki ga lahko rešimo v okviru prejšnje rešitve
	Pri načinu obračunavanja omenjenih storitev je edino smiselen mesečni pavšal, tudi če kupnine sploh ni, saj tako iztržimo vsaj 10x večjo ceno v primerjavi s samo kupnino
	Če vzdržuješ več strank, le te same »skrbijo« za novosti in razvoj aplikacije preko svojih zahtev in pripomb. Večino individualnih dodelav kasneje začnejo uporabljati tudi druge stranke
	Vse novosti morajo biti rešene znotraj obstoječe aplikacije, saj je vzdrževanje več različnih izvedenk dolgoročno nemogoče
3.	NAČRTOVANJE IN RAZVOJ
Če želimo da programsko rešitev lahko vzdržujemo, nadgrajujmo in razširjamo z novimi moduli, se kot najpomembnejše izkaže dobro načrtovanje podatkovne baze. Dobro je izkoristiti vse možnosti, ki jih podatkovna baza ponuja. To so predvsem integritetne omejitve podatkov, mandatornost podatkov, domene, prožilci in bazni programi. Če izkoristimo te možnosti, si prihranimo veliko dodatnih mehanizmov v aplikaciji in s tem tudi možnih napak. Konceptualni model [3] baze mora omogočati enostavno dodajanje in povezovanje novih entitet brez da bi morali preurediti obstoječo strukturo baze. Enostaven primer napačnega načrtovanja, je denimo uporaba ključev, ki predstavljajo ključ entitete, hkrati pa predstavljajo tudi neko smiselno oznako, ki jo uporablja uporabnik. Tak primer je recimo zaporedna številka dokumenta, ki ni več enolična, ko podjetje odpre novo prodajno lokacijo in tam dokumente številči neodvisno. V praksi se izkaže, da moramo pri načrtovanju fizičnega modela podatkovne baze stremeti k tretji normalni obliki [4]. Strogo gledano, baza ponavadi ni v tretji normalni obliki, saj pri določenih entitetah obidemo ta pravila zaradi lažje implementacije in brez večje škode za strukturo podatkov. Taka struktura omogoča tudi prostorsko manj zahtevne baze. Pri prenosu podatkov neke stranke, ki je uporabljala konkurenčen program, se je baza skrčila na petino prvotne velikosti, vsebinsko pa ni bilo razlik.
Naslenja pomembna odločitev je izbira programskega orodja. Tukaj gre za izbiro programskega jezika, za katerega pa mora obstajati dovolj kvalitetno programsko orodje, ki omogoča hitro, enostavno in prilagodljivo realizacijo vnosnih obrazcev, različnih izpisov, različne možnosti vrtilnih tabel [4], enostavno izvajanje posodobitev na daljavo oz. preko interneta, mora pa imeti tudi vmesnik za dostop do izbranega tipa podatkovne baze. V praksi je »prijaznost« vnosnih obrazcev velikega pomena, saj je na primer za nekega računovodjo izredno pomembno, kolikokrat mora pri vnosu knjižbe pritisniti tipko »Enter« ali »Tab«, pomembno pa je tudi, da je število potrebnih tipk za vsak vnos enako, saj to postane rutina in običajno računovodja sploh ne gleda ekrana. V praksi se je zgodilo, da je neko podjetje zamenjalo program, ki je bil za faktor 10 dražji od našega, za našo rešitev, ker so v prvem programu za izpis saldakontne kartice potrebovali 7 klikov z miško, v našem pa samo 2. Seveda se to sliši absurdno, a vendar moramo na take malenkosti biti še posebej pozorni. Ravno zaradi takih malenkosti moramo tudi paziti, kakšne komponente drugih ponudnikov uporabljamo, saj se z avtomatsko posodobitvijo lahko kakšna malenkost spremeni in tako ne zagotavljamo več enake uporabniške izkušnje. 
Izbira programskega okolja je, poleg narave naloge, zahtev naročnika in primernosti razvojnega okolja, odvisna tudi od razvijalcev samih. V primeru samostojnega razvoja (en programer) je običajno izbira orodij odvisna predvsem od predhodnega znanja in izkušenj tega programerja, saj ni mogoče, da bi en človek dovolj dobro poznal več kot tri različna okolja. Dovolj dobro pomeni, da je sposoben razviti program do končne verzije, ki je uporabna za produkcijsko okolje in je pri tem prepričan, da ga kakšne posebnosti razvojnega okolja ne morejo presenetiti, ko je produkt že pri stranki.
Po izkušnjah v praksi, ko je razvijalec že prepričan, da zelo dobro pozna razvojno okolje, še vedno pride do novih spoznanj, ki se običajno pojavijo ob novih zahtevah naročnikov. Dobro je tudi vedeti, kakšen odzivni čas naročnik še lahko tolerira in če smo sposobni zagotoviti ta odzivni čas. Tipičen primer potrebne hitre odzivnosti so popravki vezani na davčno zakonodajo Republike Slovenije [5]. Pri nas je praksa, da se zakoni spreminjajo in popravljajo ob vsaki izvolitvi nove vlade, finančnih krizah, evropskih direktivah ali pa ob prenovi informacijskih sistemov davčnih organov. So pa tudi področja, kjer je časovna enota za odzivnost merjena v mesecih. Tak primer so programi za načrtovanje cest v nizkogradnji, kjer samih predpisov za načrtovanje posameznih elementov cestišča nimamo in se tako tudi ne morejo zakonsko spreminjati. Toleranco daljših odzivnih časov najdemo tudi pri različnih raziskovalnih projektih (npr. medicina), kjer je značilen extremni tip vodenja projektov [7].
Komunikacija s strankami
Samostojni razvoj aplikacij ni mogoč brez izdatnega sodelovanja strank, saj se en sam človek ne more zadovoljivo spoznati na programiranje, načrtovanje baze, zakonodajo, potrebe konkretnih uporabnikov, tehnološke trende, nove standarde, strojno opremo itd. Vse to pa lahko spozna preko konkretnih uporabnikov. Pri samostojnem razvoju je nekako pravilo, da razvijalec najprej razvije neko manjšo aplikacijo za manjšo stranko, kasneje pa lahko sodeluje z vedno večjimi sistemi. Za lažjo predstavo naj povem, da je prvo aplikacijo uporabljal en uporabnik, sedaj pa imam že tri stranke, kjer sočasno aplikacijo uporablja do 25 uporabnikov. Sestanki oz. obiski pri strankah imajo več funkcij, kjer lahko hkrati opraviš več potrebnih faz razvoja, in sicer:
-	Izoblikovanje zahtev in potreb stranke
-	Sprotno testiranje nastajajoče rešitve pri stranki, ki najbolje pozna svoje potrebe
-	Sprotno uvajanje uporabnikov in prilagajanje rešitve glede na njihov odziv
-	Hkrati pa spoznaš naravo dela v določeni panogi, kar se s pridom uporabi pri novih projektih
4.	METODE IN PRINCIPI SAMOORGANIZACIJE V TEORIJI
Ko sem začel razvijati aplikacije nisem iskal po literaturi teoretičnih osnov za vodenje takih projektov, saj niti slutil nisem, kako se bo vse supaj odvijalo, pa tudi to vrstne teorije pred 15 leti ni bilo kaj dosti. Danes poznamo več priporočil, struktur in metod za učinkovito smoorganizacijo in načinov vodenja takih projektov. Tukaj gre omeniti predvsem avtorja David Allen-a, ki je v svoji knjigi [2] med drugim predlagal metodo GTD (angl. Getting things done), ki povzema pravila in napotke za učinkovito opravljanje nalog. Ko sem pregledal to metodo, sem ugotovil, da se večina napotkov ujema z mojimi izkušnjami, za katere pa sem potreboval več let, da sem jih izoblikoval. 
Metoda GTD (povzeto po [8])
Kaj je zaželjeno stanje
-	koncentracija, fokusiranje,
-	če ne reagiramo ali če pretirano reagiramo na kaj, nas to po nepotrebnem kontrolira
-	kako se spraviti v produktivno mentalno stanje?
-	glavni vzrok za stres: neprimerno upravljanje z obveznostmi, ki jih sprejmemo
-	vsaka nedokončana obveznost nas obremenjuje zavedno ali nezavedno - odprte zanke
-	lahko so to velike ali male obveznosti, službene ali privatne
Princip: učinkovito ravnanje z notranjimi zadolžitvami
1.	če je v glavi, v glavi ni jasno, zato vse kar moramo narediti, moramo zajeti v nek zanesljiv zunanji sistem
2.	za vsako obveznost moramo jasno ugotoviti, kaj moramo narediti (če sploh kaj), da bi jo lahko izpolnili
3.	ko ugotovimo, katere akcije so potrebne, si jih moramo zabeležiti in jih redno pregledovati.
Metoda PSP
Cilj metode PSP (angl. Personal Software Process) je zagotoviti inženirjem in programerjem metodo za izboljšanje in bolj discipliniran način razvoja programske opreme. PSP metoda pomaga inženirjem, da:
-	Izboljšajo svojo oceno in načrtovalske spretnosti.
-	Prevzemajo obveznosti, ki jih lahko izpolnijo.
-	Upravljajo s kakovostjo njihovih projektov.
-	Zmanjšajo število napak pri njihovem delu.
Metoda PSP pomaga razvijalcem zmanjšati število napak in zagotoviti kakovost proizvodov v skladu z načrtom. Več o tej metodi najdemo v literaturi [1, 9].
Kar se tiče tipa vodenja projektov, je moj način najbližji ekstremnemu vodenju, kot ga poimenuje knjiga avtorja Robert K. Wysocki [7]. Ekstremno vodenje pomeni vodenje brez podrobnega načrta pred začetkom izvajanja in vključuje veliko poskušanja in ugibanja med samim izvajanjem. Zato je tudi težko določiti roke izdelave, sem pa tu ponovno pridobil neko izkušnjo, ki se sliši malo absurdno, pa vendar praviloma velja v praksi: časovne potrebe, ki jih informatik/programer predhodno pavšalno oceni, je potrebno pomnožiti kar s konstanto π. 
5.	ZAKLJUČEK IN SKLEPI
Opisani način razvoja ima nekaj prednosti, pa tudi nekaj pasti in nevarnosti. Pri samostojnem razvoju lahko veliko sprotnih popravkov, ki se tičejo zakonodaje ali dodatnih želja, opravimo veliko hitreje, kot v primuru večjih razvojnih skupin. Marsi katera izboljšava je nastala v večernih urah ob gledanju televizije in stranka je imela nameščeno posodobitev že zjutraj pri sebi. Tako odpade potreba po komunikaciji znotraj hierarhije podjetja, ko mora vodja projekta prenesti naročilo do vodje razvojne skupine, ki vodi dotični modul, v okviru delovnega časa seveda. Več je tudi usklajevanja na nivoju skupnih delov programske kode, kar podaljša odzivni čas. Po drugi strani pa se samostojnemu razvijalcu kaj rado pripeti da ga upočasnijo ali za določen čas ustavijo dogodki, kot so bolezen, dopust, študijske obveznosti, poroka in ostalo, kar ima pač prednost pred programiranjem. Seveda bi lahko rekli tudi, da je od strank neodgovorno, da zaupajo enemu razvijalcu, saj lahko v trenutku ostanejo brez njega. Pri razvoju aplikacij in sodelovanju s strankami sem spoznal dosti komercialnih rešitev in ugotovil, da tudi tam določene pomembne dele pokriva ena sama oseba, ki ni zamenljiva čez noč. Glede na to, da se ukvarjam z rešitvami, ki niso edinstvene, so tudi moje aplikacije zamenljive. Prednost so tudi veliko manjši stroški razvoja. Nevarnost pa je, da se s časom aplikacije razvijejo do velikosti in števila strank, ki jih ni več mogoče obvladovati, tako da poleg obeh omenjenih podjetij, sestavljam tudi manjšo ekipo, ki jo bom lahko vpeljal v nadaljne projekte. 
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