Abstract The dominance test is a bounding operation in branch-and-bound algorithms, where each subproblem is examined whether it can be terminated or not by comparing, implicitly or explicitly, with another subproblem. For a single machine scheduling problem with release dates to minimize total flow time, Chu [5] proposed a branch-and-bound algorithm with a dominance test based on already known and new dominance properties and reported that the dominance test works successfully to solve problem instances exactly with up to 100 jobs. On the other hand, a naive combination of these dominance properties may delete all of the optimal solutions. The purpose of this paper is to point out such a pitfall and then propose a way to avoid it. Furthermore, new dominance properties based on the property developed by Chu [5] are proposed. Computational experiments are performed to see how often the branch-and-bound algorithm with a naive dominance test fails and to show an effectiveness of our branch-and-bound algorithm.
Introduction
Branch-and-bound algorithm is a fundamental exact solution approach to combinatorial optimization problems including scheduling problems. It is an enumerative algorithm in which a given problem is repeatedly decomposed into several subproblems. Each subproblem is tested by computing a lower bound to the optimal solution value of the subproblem (if the given problem is a minimization one). If the lower bound is greater than or equal to the best solution value obtained until the test, which will be called an incumbent value, then the subproblem can be concluded not to provide a better solution and it is terminated. The dominance test is known as another test for subproblems. While the bounding test compares a lower bound of a subproblem with an incumbent value, the dominance test compares a subproblem with an another subproblem. More precisely, when we know that an optimal solution value of a subproblem is not better than that of an another subproblem, the subproblem can be terminated. Besides these tests, several techniques for reducing the search space have been proposed. See, e.g., [3] for the techniques developed for scheduling problems.
In this paper, we consider dominance tests for a single machine scheduling problem with release dates to minimize total flow time. Dominance properties for this problem were proposed in [4, 5, 6] and were used in branch-and-bound algorithms. In particular, Chu [5] combined some already known and new dominance properties and reported that the dominance test works successfully to solve problem instances with up to 100 jobs. This paper concerns with a combination of dominance properties.
We first point out that, by a naive combination of dominance properties, we may fail to obtain an optimal solution even if each of them alone is correct. Next, we show that slight modification of the dominance properties is enough for branch-and-bound algorithms to work correctly. We further propose some new dominance properties. Computational experiments are performed to see (i) how often the naive dominance test fails, (ii) which combination of the dominance properties works effectively, and (iii) how large problem instances our branch-and-bound algorithm can solve. The remainder of the paper is organized as follows. In Section 2, we describe the scheduling problem and give some notations which are used throughout the paper. Dominance properties are discussed in Section 3. Section 4 devotes to our computational experiments. Finally, concluding remarks are described in Section 5.
Single Machine Scheduling Problem with Release Dates 2.1. Problem definition
Let N = {1, 2, . . . , n} denote the set of jobs to be processed on a single machine. Each job i is given a processing time p i and a release date r i . No preemption is allowed, and each job is available at r i . For a given schedule (permutation) S of N , we denote by C i (S) the earliest completion time of job i. F i (S) = C i (S) − r i is called a flow time of job i. Hence, it is equivalent to a minimization of the total flow time F (S) = n i=1 F i (S) and that of the total completion time C(S) = n i=1 C i (S). In this paper, we are concerned with a problem of finding a schedule S which minimizes C(S). The problem is strongly NP-hard [10] .
Notations
Notations used in this paper are basically based on [5] . A partial schedule K is a permutation of jobs in a subset of N . For a partial schedule K, we define the following notations.
J(K) : the set of jobs in K, Φ(K) : the earliest completion time of the last job of K, ΣK : a schedule minimizing the total completion time among those starting with K. Note that, in the case that two or more such schedules exist, we can take any of these throughout this paper. For a partial schedule K and a job i ∈ N \ J(K), (K, i) denotes a partial schedule starting with K followed by i. Accordingly, (K, L) denotes a partial schedule K followed by another partial schedule L where J(K) ∩ J(L) = ∅, and so on. For a time ∆ and a job i, we define R i (∆) = max{∆, r i } and E i (∆) = R i (∆) + p i . Hence E i (∆) is the earliest completion time stating with the time ∆.
cannot be placed between the jobs in K without delaying them. F-active partial schedules are defined similarly. It is clear that inactive partial schedules are strictly dominated. Also, partial schedules which are not F-active are strictly dominated (see [5] ).
Theorems 3.1-3.5 below are sufficient conditions that the partial schedule (K, i) is dominated.
Theorem 3.1 ([4]) Given a partial schedule K and
i, j / ∈ J(K), i = j, if E i (Φ(K)) ≥ E j (Φ(K)) and E i (Φ(K)) − E j (Φ(K)) ≥ (p i − p j )(|N \ J(K)| − 1), then (K, i) is dominated by (K, j).
Theorem 3.2 ([4]) Given a partial schedule
K and i, j / ∈ J(K), i = j, if E i (Φ(K)) ≤ E j (Φ(K)) and p i − p j ≤ [E i (Φ(K)) − E j (Φ(K))] |N \ J(K)|, then (K, i) is dominated by (K, j). Theorem 3.3 ([5]) Given a partial schedule K of the form K = (K 1 , j, K 2 ) and i / ∈ J(K), if E i (Φ(K 1 )) ≤ E j (Φ(K 1 )) and E i (Φ(K 1 )) − E j (Φ(K 1 )) ≤ (p i − p j )|N \ J(K)|, then (K, i) = (K 1 , j, K 2 , i) is dominated by (K 1 , i, K 2 , j).
Theorem 3.4 ([5]) Given a partial schedule K of the form
K = (K 1 , j, K 2 ) and i / ∈ J(K), if p i ≥ p j and p i − p j ≥ [E i (Φ(K 1 )) − E j (Φ(K 1 ))] (|J(K 2 )| + 2), then (K, i) = (K 1 , j, K 2 , i) is dominated by (K 1 , i, K 2 , j).
Theorem 3.5 ([5]) Given two partial schedules
Chu [5] proposed a branch-and-bound algorithm in which the dominance properties of active partial schedules, F-active partial schedules and Theorems 3.1-3.5 are used. Each of these dominance properties is correct. However, by a naive combination of these properties, we may fail to obtain an optimal solution. For example, consider the problem instance of n = 5 where r i and p i (i = 1, 2, . . . , 5) are given as follows. There are two optimal schedules S 1 = (1, 2, 4, 3, 5) and S 2 = (1, 3, 4, 2, 5) with the minimum total completion time C(S 1 ) = C(S 2 ) = 101. An enumeration tree of active partial schedules is displayed in Figure 1 . In the figure, each node represents a job in a position which is equal to the depth of the tree, defining the depth of the root node is zero. Hence, each node also represents a partial schedule. All the partial schedules appearing in the tree are active, and vice versa. OPT denotes that the corresponding schedule is optimal. Figure 2 shows an enumeration tree of F-active partial schedules. Shaded nodes correspond to active but not F-active partial schedules. For instance, a partial schedule (2, 1) is not F-active since (2, 1, 3) is not F-active as a schedule of {1, 2, 3}. In this tree, the two optimal schedules are not deleted (Recall that the active and the F-active partial schedules are strict dominance properties). Now, let us use Theorems 3.1-3.4 to test whether partial schedules of the form (K, i) are dominated. We suppose the test is performed when (K, i) is generated from K and is proved to be active and F-active. We first apply Theorems 3.1 and 3.2 to the tree in Figure 2 . Then we have a tree in Figure 3 . For each node dominated by some theorem, the name of the theorem is denoted below the node. We note that the set N \ J(K) is ordered to avoid deleting both of the partial schedules (K, i) and (K, j) where (K, i) is dominated by (K, j) and vice versa. In this tree, one of the optimal schedules, S 1 , is deleted Figure 6: Enumeration tree of Figure 4 with dominators indicated but the other optimal schedule S 2 is not. We then apply Theorems 3.1 and 3.2 followed by Theorems 3.3 and 3.4 to the tree in Figure 2 . Then we have a tree in Figure 4 and all of the optimal schedules are deleted. In this example, even a feasible schedule cannot be obtained.
To see why such an incorrect result is produced, one should know dominators by which partial schedules are dominated. Figures 5 and 6 displays Figures 3 and 4 , respectively, with dominators. In these figures, each broken arrow indicates that the dominance property of the theorem shown below the arrow is applied. As Figure 6 shows, (1, 3, 2) and (1, 3, 4, 2) are dominated by (1, 2, 3) and (1, 2, 4, 3), respectively, by Theorem 3.3, both of which are descendants of the already dominated partial schedule (1, 2) . This is the reason why the dominance test fails. Namely, all of the partial schedules which contain optimal schedules may be dominated (by Theorem 3.3 or 3.4) by partial schedules whose ancestors are already dominated (by Theorem 3.1 or 3.2). Such an illegal domination might occur since the dominance test of (K, i), which is compared implicitly with (K, j), can be done without knowing if (K, j) is a descendant of an already dominated partial schedule. Therefore, care has to be taken in using dominance properties not only for the problem considered in this paper. For instance, in [8, 9] , some conditions that the dominance test has to satisfy are assumed in the study of general branch-and-bound algorithms. Of course, the dominance properties considered here does not satisfy the conditions. The another way to avoid an illegal domination of (K, i) is to apply the dominance properties with an explicit comparison. This is realized by restricting a comparison with (K, i) to the one contained in a subproblem pool (a list of unprocessed subproblems). On the other hand, there is an apparent drawback that scanning subproblems in the pool is quite time-consuming in general. In this paper, we modify Theorems 3.3-3.5 into Theorems 3.6-3.8 below, where sufficient conditions that a partial schedule (K, i) is strictly dominated are given. Strict dominance properties ensure that partial schedules which contain an optimal solution cannot be deleted by applying them. Hence, by applying Theorems 3.1 and 3.2 carefully, an optimal solution is always obtained.
Theorem 3.6 (Refinement of Theorem 3.3) Given a partial schedule K of the form
K = (K 1 , j, K 2 ) and i / ∈ J(K), if E i (Φ(K 1 )) ≤ E j (Φ(K 1 )) and E i (Φ(K 1 )) − E j (Φ(K 1 )) < (p i − p j )|N \ J(K)|, then (K, i) = (K 1 , j, K 2 , i) is strictly dominated by (K 1 , i, K 2 , j).
Proof :
Let
. Then, to prove the theorem, it is enough to show that
Theorem 3.7 (Refinement of Theorem 3.4) Given a partial schedule K of the form
. Then, the proof of Theorem 10 in [5] shows that
Theorem 3.8 (Refinement of Theorem 3.5) Given two partial schedules K and K , if
Therefore, K is strictly dominated by K .
Finally, we propose new dominance properties Theorems 3.9 and 3.10 below, each of which compares two partial schedules (
The proof proceeds in the same way as that of Theorem 3.6.
Theorem 3.10 Given a partial schedule K of the form
We note that, in Theorems 3.9 and 3.10, (
Computational Experiments
In this section, we report our computational experiments of the dominance properties discussed in the previous section. In Section 4.1, we describe a branch-and-bound algorithm developed for our experiments. Computational results are reported in Section 4.2, where it is shown how often Theorems 3 and 4 lead to delete optimal solutions and that which combination of the dominance properties is effective in our implementation.
Branch-and-bound algorithm
A branch-and-bound algorithm used in this section is based on the algorithm, named BB C, developed by Chu [5] . In BB C, a lower bound is an optimal solution value of a relaxation problem which is obtained by allowing preemption. The relaxation problem is solved by the SRPT (Smallest Remaining Processing Time) rule [2] . In this rule, at any time, a job is selected among those available with the smallest remaining processing time. In [1] , Ahmadi and Bagchi compared six lower bounds in the literature and proved that the lower bound based on the SRPT rule is the dominant both in quality and in time complexity. Heuristic algorithms used in BB C are those named PRTF and APRTF. In PRTF jobs are ordered according to a function PRTF(i, ∆) = R i (∆) + E i (∆), while APRTF orders jobs according to functions PRTF(i, ∆) and R i (∆). For a detailed description of these algorithms, see [5] . Now, we are ready to state the branch-and-bound algorithm. In the following, L is the subproblem pool.
Branch-and-Bound Algorithm
Step 0. Let S * be a schedule obtained by APRTF and PRTF. Let L := {∅}. Step 1. If L = ∅ then output S * and stop. Otherwise, select K ∈ L in a depth-first fashion and delete it from L.
Step 2. If |J(K)| < n − 1 then let A := N \ J(K) and go to Step 3. Otherwise (i.e.,
and update L (that is, delete subproblems, whose lower bound is greater than or equal to C(S * ), from L). Go to Step 1.
Step 3. If A = ∅ then go to Step 1. Otherwise, select i ∈ A and delete it from A.
Step 4. Compute a lower bound z based on the SRPT rule for (K, i). If z ≥ C(S * ) then go to Step 3. If z < C(S * ) and non-preemptive schedule T is obtained by the rule then let S * := T , update L and go to Step 3.
Step 5. Dominance test is applied to (K, i) in some order of the dominance properties discussed in Section 3. If (K, i) is dominated by the test then go to Step 3.
Step 6. Let L := L ∪ {(K, i)} and go to Step 3.
We note that our branch-and-bound algorithm adopts a depth-first search and the heuristic algorithm is applied only to the root problem (root heuristics strategy), while BB C adopts a best-bound search and the heuristic algorithm is applied to every partial schedule (node heuristics strategy). The depth-first search is used since, in our preliminary experiments, many problem instances cannot be solved by the best-bound search because of a huge number of partial schedules in L. Comparison between the root and the node heuristics strategies will be discussed in the next subsection.
Computational results
The branch-and-bound algorithm is written in C and all problem instances were solved on a Pentium IV 1.6GHz and a 512Mbyte memory. The problem instances were generated as described in [5] and [7] . Each processing time p i is an integer between 1 and 100, and each release date r i is an integer between 0 and 50.5 · n · λ, where λ is taken from {0.2, 0.4, 0.6, 0.8, 1.0, 1.25, 1.50, 1.75, 2.0, 3.0}. The dominance test is described by a sequence of a subset of the dominance properties denoted by A (active partial schedules), F (Factive partial schedules) and 1-10 (Theorems 1-10). For example, (A,F,1,2) is a dominance test which consists of active partial schedules, F-active partial schedules, Theorem 1 and Theorem 2 and uses them in this order. Hence, an enormous number of dominance tests can be designed. In this paper, we consider dominance tests starting with active partial schedules and F-active partial schedules since they are simple but strong enough to dominate many partial schedules as shown in Figures 1 and 2 . We also examine Theorems 1 and 2 before Theorems 3-10 since Theorems 1 and 2 are applied at the stage of branching of K and the number of children generated from K can be reduced by these simple dominance properties (See Figure 3) . 100 problem instances were generated for each pair of n and λ, except for Tables 6 and 5 . In those tables, 50 problem instances were generated for each pair of n and λ.
We first show how often Theorems 3.3 and 3.4 cause to delete all of the optimal solutions. Table 1 compares with two dominance tests (A,F,1,2,6,7) and (A,F,1,2,3,4) used in the branch-and-bound algorithm. Recall that Theorems 6 and 7 are refinement of Theorems 3 and 4, respectively. In the table, "time" denotes the average computing time in seconds, "terminated by LB" the average number of partial schedules which are terminated by the lower bounding computation based on the SRPT rule in Step 4, "generated subproblems" the average number of generated subproblems (i.e., the number of subproblems that are not dominated by the test), "updates" the average number that an incumbent solution is updated, and "failed instances" the number of the problem instances (out of 100) which are failed to be solved to optimality. Also, each column of the dominance test denotes the average number of partial schedules which are terminated by the corresponding dominance property. From the table, we know that many problem instances are failed, especially for those whose λ value is around 0.8. The number of failed problem instances grows as n increases, see Table 2 . Table 2 shows the result when the heuristic algorithm in Step 0 is omitted as well as the result with the heuristic algorithm. These tables indicate that Theorems 3 and 4 are strong dominance properties so that many partial schedules are dominated illegally. On the other hand, the refinement dominance properties Theorems 6 and 7 turn weak (See Table 1 ). It should be noted, however, that there is no apparent difference in statistics between (A,F,1,2,6,7) and (A,F,1,2,3,4) . In particular, (A,F,1,2,3,4) does not always outperform (A,F,1,2,6,7) in terms of the number of generated subproblems and the computing time.
Next, we discuss a design of the dominance test as a combination of the dominance properties A, F and Theorems 1, 2, 6-10. Theorem 5 is dropped since it is not a strict dominance properties. Table 3 compares the tests (A), (A,F), (A,F,1,2) and (A,F,1,2,6,7). We first know that many subproblems are dominated by the test of active partial schedules, and the test by active and F-active partial schedules reduces the computational time considerably. Comparing (A) and (A,F) in terms of the computational time and the number of terminated subproblems, we may observe that small partial schedules are dominated by the test of F-active partial schedules. Theorems 1 and 2 help to reduce the computational time further. Hence, as described already, we shall consider dominance tests starting with (A,F,1,2). If we start with (A,F,1,2) then few subproblems are dominated by Theorems 6 and 7 as shown by Tables 3 and 4 (See also Table 1 ). As a result, the computational time increases by adding these theorems to (A,F,1,2). The same can be observed for Theorems 9 and 10 from Table 4 . Hence, Theorems 6, 7, 9 and 10 are useless when the dominance test starts with (A,F,1,2). However, we observed Theorem 8 successfully reduces the computational time. Recall that Theorem 8 compares two partial schedules K and K such that J(K) = J(K ). In our computational experiments, given a partial schedule K, we first generated K by the heuristic algorithm PRTF for J(K) and compare K and K . If K is not dominated by K , then we next generated K by the heuristic algorithm APRTF for J(K). Though this test based on Theorem 8 can be done efficiently, it is not necessarily the best way to apply it to every partial schedule. To see this, we introduce the Depth Figure 7 (ii) and each computational time (average computational time taken from 100 problem instances) is normalized by dividing it by the smallest computational time. From the figure, d = 0.5 is acceptable though it is not always the best. Table 5 shows a comparison between (A,F,1,2) and (A,F,1,2,8) with d = 0.5. We know that, by adding the test based on Theorem 8, the number of generated subproblems as well as the number of dominated subproblems reduces considerably. Hence, we concluded that the test (A,F,1,2,8) with d = 0.5 is a candidate of the effective dominance test.
Before solving large scale problem instances, the root heuristics (i.e. the heuristic algo- (A,F,1,2,6,7,10) 0.14 86197. (ii) n = 60 (ii) n = 60 between (A,F,1,2) and (A,F,1,2,8) rithm is performed only for the root problem) and the node heuristics (i.e. the heuristic algorithm is performed for subproblems as well as the root problem) are compared here. To this end, we again introduce the Depth Parameter for the node heuristics. For each pair of n and λ, 50 problem instances were generated. The result is shown in Tables  6 and 5 , where "opt. time" is the average time in seconds that an optimal schedule is found and "unsolved" the average number of problem instances (out of 50) that cannot be solved within 1800 seconds. Averages in these tables are taken from the solved problem instances. Since the average computational time of the solved problem instances is far less than 1800 seconds, the problem instances may be classified into easy and quite hard. We have quite hard problem instances even with n = 70 and 80. A difference between "total time" and "opt. time" is the time spent to prove the optimality. Since much time is spent to prove the optimality, lower bounding computations and dominance tests should be improved to deal with large scale problem instances.
Concluding Remarks
In this paper, we considered the dominance test for a single machine scheduling problem with release dates to minimize total flow time, based on the work of Chu [5] . We pointed out that a naive combination of some dominance properties may lead to delete all of the optimal solutions, and showed the way to avoid the pitfall by revising some dominance properties into strict ones. Furthermore, new dominance properties were proposed though they were ineffective in our computational experiments. Chu [5] reported that the proposed branchand-bound algorithm named BB C successfully solved problem instances with up to 100 jobs. Though the computational environment has been improved since then, our proposed branch-and-bound algorithm with the dominance test (A,F,1,2,8 ) with the Depth Parameter d = 0.5 cannot outperform BB C. Moreover, as was pointed out in Section 4.2, the branchand-bound algorithm with incorrect dominance test may run slower than the algorithm with the corresponding correct dominance test. Since detailed description of BB C (especially a design of the dominance test used in BB C) is not provided in [5] , our result may be a true limit of branch-and-bound algorithms using the lower bounding computation based on the SRPT rule and the dominance properties introduced in Section 3.
