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Esta dissertação pretende sistematizar e evidenciar os conhecimentos obtidos no Mestrado em 
Segurança em Sistemas de Informação sobre a gestão eficaz da segurança no contexto da 
anonimização na internet. 
 
A dissertação é suportada por uma análise estruturada de dois tipos de ataques, que são os mais 
relevantes para a compreensão do tema. Os ataques têm a denominação de “Denial of Service” e 
"SQL Injection”, sempre na perspetiva da Segurança em Sistemas de Informação. 
 
Constatou-se que existe inúmera informação sobre cada um dos temas específicos que dão suporte 
à dissertação. No entanto, não se encontram trabalhos publicados que abordem estes temas em 
simultâneo e na perspetiva que é dada nesta dissertação. 
 
Em todos os temas abordados no trabalho houve a preocupação de compilar a informação mais 
atualizada, em geral dispersa por diversas fontes, sistematizá-la  e finalmente adaptar os resultados 
ao âmbito do trabalho, para que represente uma mais-valia para o setor. 
 
O trabalho está construído de forma a que exista um fio condutor, começando pela raiz da questão 
de Anonimização na Internet, e vai evoluindo progressivamente para os outros temas indicados 
anteriormente, introduzindo-os em função da sua contribuição para a demonstração que se quer 
defender. 
 
É dada importância à mitigação e prevenção de forma a garantir um efetivo controlo do risco 
operacional, ajudando a mantê-lo num nível aceitável para a Organização. 
 









The main purpose of this dissertation is to show the contribution of the Master Degree in Security 
of Information Systems related to the effective management of Operational Risk in the context of 
anonymization on the internet. 
 
The demonstration is supported by a structured analysis of two attacks that are the most relevant to 
the understanding of the subject. These attacks are the Denial of Service and the SQL Injection 
Attacks, always from the perspective of the Security of Information Systems. 
 
For all the topics covered, there was a concern of compiling the most updated information, in 
general dispersed by several sources, of systemizing it, of subjecting it to a critical analysis, and 
finally of adapting the results to the scope of this work, so that it may represent an added value for 
the sector. 
 
The work is built in such a way that it follows an unifiying idea in order to help the reader to 
understand the subject, starting from the root question of the Anonymization in the Internet, and 
progressively evolving to other topics listed above, introducing them in relation to their 
contribution to the demonstration that is to be defended. 
 
It is highlighted the importance of mitigation and prevention in guaranteeing an effective risk 
control , helping to keep it under an level acceptable for the Organization and presenting some 
techniques that can be of help in risk management. 
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As razões principais da escolha do tema “Técnicas de Hacking para Anonimização na Internet” 
provêm da sua atualidade. É um tema que na última década teve um impacto enorme no mundo, 
principalmente nas instituições. Essas instituições começam a focar o seu interesse e a interrogar-
se sobre a possibilidade e forma como atacantes informáticos, como os grupos usualmente 
designados de “Anonymous”, “Lulzsec” e “AntiSec”, conseguem perpetuar os seus ataques.  
 
Embora seja abundante a informação disponível sobre estas matérias, esta encontra-se dispersa e 
muitas vezes apresenta-se numa forma que a torna difícil de utilizar. O valor do conhecimento 
sobre estas matérias pode constituir, no estado atual da arte, uma razão para a dificuldade em 
encontrar essa informação de uma forma trabalhada e estruturada. 
 
O tema apresentado nesta dissertação pretende também ser relevante no contexto sociocultural 
actual, em que os valores como a ética têm sofrido um significativo desgaste, resultantes de 
sucessivos escândalos que têm imposto a governos a necessidade de reforçar as medidas 
regulatórias que permitem dissuadir, ou pelo menos minimizar, os seus efeitos sobre a confiança 
dos cidadãos.  
 
O decisor precisa de saber o risco a que a sua organização está exposta e o nível de risco que está 
disposto a aceitar. Só assim pode decidir o nível de controlo que se pretende garantir. Esta é a 
minha motivação, pretendendo fornecer alguns instrumentos que possam auxiliar no julgamento 
sobre a pertinência de novos investimentos em Segurança em Sistemas de Informação. 
 
1.2.  Abrangência  
 
A Segurança em Sistemas de Informação é uma actividade em permanente transformação, na qual 
se integram cada vez mais profissionais, de perfís distintos.  
 
Assim, esta dissertação pretende descrever o enquadramento histórico da anonimização da internet, 
a preocupação de olhar e antecipar o futuro, não impede, antes recomenda, que uma análise do 





caminho percorrido seja efectuada. Também se pretende descrever a sua missão, o seu desígnio, as 
suas áreas de actuação mais importantes e os ataques mais importantes: 
 
 Denial of Service 
 SQL Injection 
 
A escolha destes ataques prende-se com o impacto que estes tiverem e têm no paradigma da 
“anonimização da internet”. Por um lado, a facilidade de execução e “cooperativismo” do ataque 
de denial of service. Por outro lado, o objectivo dos ataques de SQL Injection, a procura de 
obtenção de informação em base de dados vulneráveis e que contêm informação confidencial.  
 
Estes dois ataques são significativamente distintos, no entanto, utilizados em conjunto tornam-se 













2. Estado da arte  
a·no·ni·mi·za·ção  
(anonimizar + -ção)  
Tornar anónimo. 
Acto ou efeito de anonimizar. 
 
2.1. Evolução Histórica   
 
Sempre que é feita alusão aos primórdios da anonimização na internet não se pode deixar de 
mencionar também a definição de Hacker. Esta designação remonta ao início dos anos “80” e tinha 
duas definições possíveis: um talentoso programador que sobressaía no meio, através das suas 
próprias capacidades, ou um talentoso programador que se recriava a descobrir e a atacar 
computadores. À data consideravam-se ambas as definições. Hoje é a segunda definição que 
predomina sobre a primeira.  
 
No entanto, nos finais dos anos 90, a definição de “hacker” tornar-se-ia ainda mais complexa. 
Assim, estes ressurgem numa comunidade denominada “White-Hat Hackers” - Hackers que têm 
conhecimento de como penetrar em computadores e redes e retirar informação, mas que utilizam 
essa capacidade para ajudar e proteger organizações e sites.  
 
Por outro lado, surge uma comunidade denominada “Black-Hat Hackers” – Hackers que utilizam o 
seu conhecimento de penetração em computadores e redes para fins maliciosos, ou seja, utilizam as 
suas capacidades para desactivarem sites ou furtarem bases de dados contendo informações 
pessoais e corporativas importantes, na maioria das vezes com o propósito de as venderem a 
terceiros. Os Black-Hat Hackers são também conhecidos como “crackers” [Wilhelm, 2010].  
 
Este último movimento deu origem, entre outros, ao movimento  “AntiSec” – Anti-Security. O 
AntiSec ficou conhecido como um ciber movimento que teve início nos primeiros anos do novo 
século (XXI). O movimento era constituído por “black-hat hackers” que iniciaram um modelo de 
“divulgação completa” da segurança entre os profissionais de TI, na sua maioria através de ataques 
a “white-hat hackers”. Mais tarde, um novo grupo com o nome “LulzSec” veio reavivar o “moto” 
deste ciber movimento, atacando em 2011 agências governamentais com o objectivo de expôr a 
corrupção existente. 






A anonimização na internet teve o seu crescimento na segunda metade dos anos 2000, com o 
surgimento do movimento hacker de ativismo social “Anonymous”. Este movimento teve origem 
com o popular site “image board - 4CHAN”, frequentado por mais de 22 milhões de utilizadores 
por mês. O 4CHAN fora construído para a simples discussão de “anime” japonês, no entanto, o 
mesmo transformou-se num fórum de discussão dos mais variados assuntos, incluindo partidas 
online e ‘raids’ contra sites ou pessoas individuais. É a partir do 4CHAN que surge a sigla 
“Anonymous”,  que deriva da  não obrigatoriedade de registo de um utilizador específico, ou seja, 
todos eram anónimos. 
 
A partir do 4CHAN, com os vários tópicos de debate, com os raids e com as partidas online, o 
movimento “Anonymous” ganhou uma outra dimensão, sendo que hoje este movimento engloba à 
volta de uma palavra diversos grupos de pessoas que utilizam a internet para realizar “partidas” ou 
que a utilizam como meio de protesto, sem uma liderança clara , estruturada e sem regras de 
adesão. O movimento existe como fluxo colectivo de pessoas que seguem um conjunto solto de 
princípios que derivam das “47 regras da internet” (Ver glossário). [IEEE, 2011]. 
 
Destes colectivos de pessoas, os “Anonymous” assumem várias formas, dependendo de quem 
endossa o nome do colectivo nos diferentes momentos. Por vezes, os mesmos podem ter uma 
vertente de “hacktivismo”, tal como aconteceu com os “The Chanology organizers of 2008”, e uma 
vertente de grupos altamente especializados em corromper sistemas e roubar informação, como o 
“LulzSec hackers of 2011”.  
 
O “Hacktivismo” deriva das palavras “Hacker” + “Activismo” e define o sujeito que utiliza 
ferramentas digitais para ajudar a espalhar mensagens políticas ou sociais. Entre as mais 
conhecidas destacam-se os ataques por DdoS e as desconfigurações em websites. Os grupos como 
o “LulzSec”, dizendo-se saturados das limitações do “hacktivismo” dos “anonymous”, 
distanciaram-se temporariamente  do conceito de “anonymous” e perseguem objectivos mais 
focados, ataques altamente especializados a empresas como a “Sony” e agências governamentais 









 Definição de Hacker 
 
Qual é a diferença entre “White Hat” e “Black Hat” Hackers? Inevitavelmente a questão da ética 
surge quando se aborda esta problemática. Para os que acreditam que a ética é o que separa os dois 
grupos, a resposta é incorrecta (a resposta correcta é “permissão”). Uma definição de White Hat 
Hackers inclui indivíduos que realizam avaliações de segurança dentro de um acordo contratual, ao 
passo que os Black Hats são aqueles indivíduos que conduzem ataques de penetração não 
autorizados em sistemas de informação. No entanto, mesmo os Black Hats demonstram por vezes 
comportamentos éticos em determinadas situações. [Wilhelm, 2010].  
 
 Definição de Black Hat Hackers 
 
Black Hats são aqueles que conduzem ataques não autorizados contra sistemas de informação. 
Contudo, a razão por de trás desta actividade varia entre curiosidade e ganhos financeiros, a 
semelhança é que ambos são realizados sem permissão. Em alguns casos, os Black Hats estão 
localizados em países terceiros, com legislação pouco restritiva em que as suas actividades não 
violam as leis do seu país.  
 
No entanto, as suas acções podem ser consideradas ilegais quando estas violam as leis de qualquer 
país onde o alvo do ataque é feito (dependendo das agências governamentais do país em questão). 
Os Black Hats utilizam múltiplos servidores localizados em todo o mundo através de proxies para 
os seus ataques. A dificuldade reside em processar judicialmente os Black Hats quando o seu 
próprio país não encara como nocivas as suas acções. A possibilidade de fazer dinheiro ilegalmente 
existe. No entanto, a punição associada a estes actos é cada vez maior e desencorajadora para estas 
actividades e, quanto mais tempo passa, mais leis estão a ser criadas para punir crimes associados 
aos Sistemas de Informação. [Wilhelm, 2010].  
 
 Definição de White Hat Hackers 
 
Uma das definições de White Hats diz respeito a indivíduos que realizam avaliações de segurança a 
partir de um contrato assinado. Contudo, esta definição não apresenta em muitos casos 
componentes legais e éticos associados a eles. Quando comparada com a definição de Black Hat, 





esta omissão é flagrantemente óbvia. No entanto, esta é a definição que a maioria das pessoas 
conhece quando se define os White Hats. 
 
Fazendo uma analogia popular, pode dizer-se que nos filmes do Wild West, os White Hat Hackers 
são considerados os bons. Estes trabalham para empresas com o intuito de melhorarem a postura 
de segurança dos clientes no sistema, em níveis de rede interna, ou até mesmo encontrarem 
vulnerabilidades que possam ser utilizadas maliciosamente por um utilizador não autorizado. A 
esperança é que uma vez que essa vulnerabilidade seja descoberta por um White Hat, a empresa 
consiga mitigar o risco da mesma acontecer. 
 
Existe uma discussão constante sobre quem é mais capaz, os Black Hats ou os White Hats. O 
argumento é fundamentado da seguinte forma: os Black Hats têm vantagem porque não seguem 
nenhuma regra. Embora pareça válido, existem alguns problemas que estão a ser ignorados. O 
maior de todos é a  formação. Não é incomum ter-se conhecimento de que a maioria dos White 
Hats são empregados por empresas com orçamentos de formação, ou empresas que incentivam os 
seus empregados a aprenderem técnicas de hacking durante o trabalho.  
 
Estes esforços levam a que os White Hats levem uma grande vantagem sobre os Black Hats. 
Muitas destas formações incluem as últimas técnicas utilizadas por hackers maliciosos que se 
infiltram em redes corporativas. Além disso, os White Hats que são empregados pela maioria das 
organizações têm acesso a recursos que os Black Hats não têm. Isto inclui, arquitecturas complexas 
que utilizam protocolos “state-of-the-art”, equipamentos, novas tecnologias, e até equipas de 
investigação e desenvolvimento. Hoje em dia, um grande número de empresas já entendeu que a 
segurança não é apenas uma firewall ou antivírus, mas um ciclo de vida que envolve políticas de 
segurança, formação, avaliações de risco e infraestrutura. [Wilhelm, 2010].  
 
 Definição de Gray Hat Hackers 
 
Já foi referenciado anteriormente o problema de atribuir rótulos a indivíduos/grupos que trabalham 
em segurança de sistemas de informação. Devido a esta dificuldade um novo rótulo foi criado para 
resolver o problema desta ambiguidade. O termo Gray Hat destina-se a incluir pessoas que 
tipicamente se conduzem a eles próprios dentro da lei, mas é possível alargar esses limites. Isto é, 





indivíduos que realizam “reverse engineering” de código de software proprietário sem nenhuma 
intenção de obterem ganhos financeiros podem ser incluídos nesta categoria. [Wilhelm, 2010].  
 
2.2. Engenharia Social 
 
Através da Engenharia Social é possível descobrir uma maneira do atacante conseguir acesso à 
rede de uma empresa ou de um computador através de um empregado que lhe dá o acesso. Um 
exemplo clássico é o de um telefonema a um utilizador actuando de maneira a fazer-se passar por 
um empregado de helpdesk. Uma vez que o empregado acredite que o atacante é um empregado, o 
atacante questiona o utilizador-empregado sobre um “nome do utilizador” e uma “palavra-chave” 
com o intuito de retificar algo no computador.  
 
O Atacante poderá também perguntar por outros aspectos para obter mais informação, tal como 
dados sobre a rede interna, um site VPN, servidor webmail, aplicações internas e nomes de 
servidores. Quando os atacantes ficam habilitados a conseguir entrar na rede interna utilizando a 
informação de utilizadores-empregados, e os mesmos estão relacionados com os empregados, 
poderão tentar chegar junto do supervisor para conseguirem obter mais informações e cada vez 
mais confidenciais. [ISSAF, 2012] 
 
De acordo com a ISSAF a engenharia social pode ser dividida nos seguintes ataques: 
 
 
 Shoulder Surfing: Visualizar um utilizador autorizado com acesso ao sistema, obter as suas 
credenciais e assim entrar no sistema; 
 Acesso físico às máquinas: Permitindo acesso físico a um sistema, possibilita aos testers de 
penetração a oportunidade de instalar códigos maliciosos, incluindo backdoor access; 
 Mascarar-se de utilizador: Contactar o helpdesk fingindo ser um utilizador, pedindo 
informação de acesso ou privilégios elevados; 
 Mascarar-se como equipa de monotorização: Pedindo acesso ao sistema, fingindo ser auditor 
ou um agente de segurança; 
 Recolhedor de lixo (Dumpster diving): Pesquisar recipientes de lixo com impressões que 
possam conter informação sensível; 





 Descobrir informação sensível [Finding sensitive Information]: Encontrar documentos 
sensíveis deixados sobre as secretárias; 
 Passwords escritas [Password storage]: Procura de passwords escritas perto do computador; 
 Engenharia Social inversa [Reverse social engineering]: Como já referenciado acima, 
fingindo ser alguém numa posição de poder (como um empregado de helpdesk) que pode 




Embora todas estas estratégias sejam válidas, o método para conduzir estes ataques é muito 
variado. A História ensinou-nos que ataques de engenharia social são extremamente eficientes para 
obter acesso não autorizado a informação sensível. Uma das vantagens da engenharia social é que 
os utilizadores geralmente gostam de ajudar e serem úteis e assim acabam por fornecer informação 
sensível apenas porque lhes perguntaram. Existem programas de formação desenhados para 
mitigar os ataques de engenharia social no local de trabalho. No entanto, a engenharia social está a 
tornar-se cada vez mais complexa e eficiente em persuadir vítimas a cooperar. Existem métodos 




O ataque Baiting utiliza suportes informáticos para seduzir vítimas a instalar malware. Um 
exemplo deste tipo de ataque é deixar um CD-ROM/DVD num local público. Os ataques de Baiting 
dependem da natural curiosidade humana pelo desconhecido. O suporte informático utilizado nos 
ataques baiting geralmente inclui malware, especialmente trojan horses, que criam uma “porta dos 
fundos” no computador da vítima. O trojan horse liga-se ao sistema do atacante e assim fornece 
um acesso remoto à rede interna que está ligada. A partir daí, o atacante consegue explorar o 












Os ataques de phishing são frequentemente relacionados com falsos e-mails ou pedidos aos 
utilizadores para se ligarem a site ilegítimos. Esses falsos sites por sua vez estão desenvolvidos de 
forma idêntica a sites de instituições financeiras (a título de exemplo) na esperança de que a vítima 
não se aperceba que é um site falso e insira informação confidencial, como o número de conta, 
nome de utilizador e palavra-chave. 
 
Alguns dos ataques por phishing são feitos através de dispositivo móvel. As vítimas recebem uma 
mensagem de texto no seu telemóvel ou uma chamada. O atacante faz-se passar por uma 
instituição financeira e pede informação de conta ou números pessoais de identificação, 
posteriormente o atacante pode mascarar-se desse utilizador e ligar directamente às próprias 





Pretexting é o método de inventar um cenário para convencer as vítimas a divulgarem informação 
confidencial. O Pretexting é geralmente utilizado contra empresas que mantêm dados de clientes, 
como os bancos, empresas de cartões de crédito, utilitários e indústria de transportes. Os Pretexters 
pedem informação às empresas, geralmente por telefone, fazendo-se passar por clientes. 
 
O Pretexting tira vantagem da fraqueza das técnicas de identificação utilizadas em transacções de 
voz porque a identificação física é possível, no entanto, as empresas apostam em métodos 
alternativos para identificar os seus clientes. Geralmente esses métodos alternativos envolvem 
pedidos de verificação de informação pessoal, como a residência, data de nascimento, nome do 
meio da mãe ou número da conta. Toda esta informação pode ser obtida pelo  “pretexter”, seja 
através de redes sociais ou por dumspter diving (cartas deitadas ao lixo). 
 
Assim, sabendo que uma larga variedade de potenciais grupos de atacantes estão hoje em dia na 
internet, movidos por diferentes motivações e que estes variam de indivíduos que simplesmente 
comprometem sistemas, impulsionados pela paixão da tecnologia e pela mentalidade “hacker”, 





focados em organizações criminais com objectivos de aproveitamento financeiro, e acabando em 
activistas políticos motivados por crenças pessoais ou de grupo. [ISSAF, 2012] 
 
De seguida, fica uma descrição dos dois tipos de ataques mais frequentes: 
 
 DOS – Denial of Service; 
 SQL  Injection; 
 [CWE/SANS, 2011] 
 
  









As aplicações Web são construídas para se manterem operacionais e serem de rápida resposta para 
múltiplos utilizadores. Esta performance pode ter implicações de segurança, ou seja, por vezes é 
perigoso permitir demasiada capacidade de resposta para cada um e para todos os utilizadores.  
 
O funcionamento de uma aplicação web envolve múltiplos servidores, divididos entre a aplicação 
lógica, o armazenamento de base de dados e outras camadas. Num exemplo de ataque, um atacante 
desenvolve um script que inicia vinte ameaças, cada uma memorizada dentro da aplicação web, 
executada repetidamente e exigindo um pedido para os servidores. Este pequeno script corre num 
portátil standard através de ligação à internet por wireless, repetindo o mesmo comando vezes e 
vezes sem conta. Em poucos minutos o script está habilitado a sobrecarregar todo o conjunto de 
servidores dedicados e o hardware associado. [Whalther, 2009]. 
 
Infelizmente, independentemente da rapidez com que a aplicação responda, será sempre possível 
sobrecarregar a aplicação através de uma carga extrema. Esta receita, e a capacidade geral que a 
descreve, é comummente referida como “Denial-of-service attack”. Quando muitos computadores 
são utilizadores em simultâneo para atingir especificamente aplicações ou redes, até o melhor 
hardware disponível pode ser desactivado. Estes ataques de denial-of-service distribuídos já 
desabilitaram gigantes como a Paypal, Amazon e CCN.com. 
 
As restrições automáticas usadas para impedir este tipo de ataque podem frequentemente ser 
violadas por ataques maliciosos com o objectivo de prevenirem a utilização normal por parte de 
outros utilizadores, ou utilizadores legítimos. 
Uma aplicação pode identificar uma área onde o funcionamento é restritivo como resposta a 
repetidas acções incorrectas do utilizador. Na maioria das ocasiões, esta restrição pode ser um 
time-out ou um lockout quando as credenciais dos utilizadores são submetidas incorrectamente.  
 
Para se utilizar esta funcionalidade, simplesmente é introduzida outra credencial de utilizador. 
Caso o propósito seja funcionar para um utilizador e palavra-chave, não é preciso conhecer a 
password real do utilizador para abusar destas restrições. Introduzindo um utilizador conhecido 





com uma qualquer password, pode-se igualmente a restringir o acesso. Repetindo este passo até 
que a restrição bloqueie a conta do utilizador e assim negue efectivamente o acesso até que ele/ela 
contacte o administrador, ou até que espere até o período de time-out expirar. Este abuso poderá 
bloquear contas individuais ou, se o atacante automatizar este processo, poderá reproduzir-se para 
muitos outros utilizadores.  
 
Mesmo no caso em que o bloqueamento é temporário, o atacante pode automatizar o processo para 
permanentemente bloquear um utilizador específico, realizando temporariamente o bloqueamento 
em vários minutos. Poderá até combinar o automatismo de bloqueamento de múltiplos utilizadores 
com o automatismo de ciclo de bloqueamento dos time-outs dos mesmos, essencialmente parando 
todo o acesso à aplicação. Este último cenário consome consideravelmente banda larga e recursos 
dedicados. [Whalther, 2009] 
 
As aplicações web oferecem uma alternativa melhor. Geralmente, um utilizador poderá fazer o 
reset da password, tendo que solicitar uma nova password, enviada por e-mail. Ao ter de ser 
enviado por e-mail uma nova password, isto também pode ser considerado um bloqueamento 
temporário, isto é, faz com que os utilizadores estejam algum tempo sem saberem o porquê da sua 
password não estar a funcionar. 
 
Um famoso exemplo deste ataque é aquele que foi utilizado no Ebay há alguns anos atrás. Nesse 
tempo, o Ebay bloqueava a conta por vários minutos depois da introdução de um número elevado 
de tentativas de password (erradas).  
 
Supostamente, esta prática prevenia os atacantes de tentarem adivinhar a password. No entanto, o 
Ebay é conhecido pelas ferozes guerras de licitação até à ultima hora, onde dois ou mais 
utilizadores licitam para o mesmo item até ao último minuto do leilão. Pior, o Ebay listava todos os 
nomes de utilizadores que licitavam no leilão, para que cada utilizador pudesse ver contra quem 
estava na “guerra” da licitação. Consegue-se então imaginar os tipos de ataques usados. São 
simples e engenhosos utilizadores à procura de evitar guerras de licitação, submetiam a sua 
licitação, faziam logout do Ebay; posteriormente e repetidamente tentavam entrar pelas credenciais 
dos utilizadores dos seus competidores.  
 





Após um número de tentativas de login falhadas, o competidor ficava bloqueado do Ebay por 
vários minutos. Estes vários minutos eram suficientes para que o leilão acabasse e assim o licitador 




É importante perceber, ao pensar como conceber a prevenção destes ataques, existem alguns 
ataques que provavelmente não se pode repelir. Exactamente como as armas de ataque versus as 
defesas na web, existe quem tenha armas nucleares e aqueles que não têm. Os Botnets representam 
um tipo de arma nuclear que teve sucesso contra a maioria das aplicações web.  
 
Os “Bots” são computadores, geralmente computadores pessoais de casa, trabalho ou escola, que 
foram comprometidos por um qualquer software malicioso (Malware). Os seus donos estão 
normalmente inconscientes de que está a correr um software malicioso no seu computador. O 
Malware mantém a ligação ao canal central de comunicações onde um bot-master envia os 
comandos a serem executados. 
 
Quando uma rede de bots (a “botnet”) que consistem em 10 000, 50 000 ou até 100 000 
computadores individuais ou mais, a maioria das defesas tornam-se insuficientes. Por exemplo, o 
método de brute-force usado para descobrir passwords geralmente leva ao limite o número de 
tentativas por ligação, por host, ou por tempo de período. Muitas das defesas vão falhar se 
existirem 10 000 pedidos independentes, originados de 10 000 computadores diferentes. As 
tentativas de bloqueamento, por exemplo de gamas de endereços IP falham porque os botnets 
utilizam computadores de todo o mundo. Muitos balanceadores de IP, switchs, routers, reverse 
proxies, podem ser configurados de maneira a operararem bem sobre uma pesada carga. No 
entanto, vão sucumbir se deparados com um ataque concentrado de botnets. 
 
Referenciar a atenção para os botnets apenas ajuda a consciencializar que a aplicação web não 
poderá sempre repelir todos os tipos de ataque. Além disso, pode-se planear estes ataques 
massivos, que não é possível simular. Além disso, é possível planear como responder a um ataque 
de botnet, mas  não existe maneira de testar esse plano. [Whalther, 2009]. 
  






3.3. Como mitigar um ataque DoS e DDoS 
 
3.3.1. Protecção de rede 
 
É permissível olhar para uma variedade de caminhos para proteger as redes de internet e os seus 
recursos contra a variedade de ameaças que podemos enfrentar. Pode adicionar-se segurança 
através do design da rede, de forma a que realize uma contra-medida inerentemente mais segura e 
resistente ao ataque. É possível também implementar uma variedade de equipamentos nas 
fronteiras e dentro das redes para aumentar o nível de segurança, bem como firewalls e IDS’s 
(Intrusion Detection Systems). [Andress, 2011] 
 
3.3.2. Segurança no design da rede 
 
Um design próprio fornece uma das melhores ferramentas para protecção contra a variedade de 
ameaças na internet a que se está susceptível.  
 
A segmentação da rede de internet pode ser um longo caminho para reduzir o impacto de tais 
ataques. Quando se segmenta uma rede, esta é dividida em múltiplas pequenas redes, cada uma 
actua em si própria como uma subnet. Pode controlar-se o fluxo de tráfego entre subnets, 
permitindo ou não permitindo tráfego com base numa variedade de factores, ou até bloqueando o 
tráfego todo se necessário. Corretamente segmentadas, as redes podem impulsionar o desempenho 
da rede por restringirem certo tráfego às partes da rede que naquele momento precisam de vê-lo, e 
assim ajudarem a localizar problemas técnicos na rede. Adicionalmente, a segmentação da rede 
pode prevenir tráfego não autorizado ou ataques que atinjam as partes da rede a que se queria 
prevenir o acesso, bem como fazer o trabalho de monitorizar o tráfego da rede parecer fácil. 
[Andress, 2011] 
 
Outro factor de desenho que pode ser assistido em nome da segurança da rede é o afunilar do 
tráfego da mesma através de certos pontos onde é exequível inspecionar, filtrar e controlar o 
tráfego, frequentemente referidos como pontos de estrangulamento. Os pontos de estrangulamento 
podem ser os routers que movem o tráfego de uma subnet para outra, as firewalls ou proxies, que 





controlam esse tráfego movendo-o para dentro, para fora das redes, para porções dessas redes, para 
a proxy das aplicações que filtra o tráfego para aplicações particulares, bem como para a WEB ou 
o tráfego de e-mail.  
 
A redundância no design da rede também provou poder ser outro grande factor para ajudar a 
mitigar problemas na rede de internet. Certos problemas técnicos ou ataques podem tornar-se 
inacessíveis em partes da rede, equipamentos da infraestrutura da rede, equipamentos de fronteira 
como as firewalls, ou um número de outros componentes que contribuam para a funcionalidade 
das redes. Um bom design de rede inclui o planeamento de redundância para os equipamentos que 
falham, para as ligações que perdem a ligação, ou durante um ataque, a ponto de ficarem 




Uma firewall é um mecanismo para manter o controlo de todo o tráfego que flui dentro e fora da(s) 
rede(s). A maioria das firewalls que são utilizadas hoje em dia são baseadas no conceito de análise 
dos  pacotes que estão a chegar de toda a rede. Esta análise determina o que deve ser permitido 
entrar ou sair. O tráfego que é permitido ou bloqueado, pode ser baseado numa variedade de 
factores ou largamente depende da complexidade da firewall. Por exemplo, pode permitir-se ou 
não tráfego baseado no protocolo que está a ser utilizado, permitindo tráfego web ou de e-mail, 
mas bloqueando alguns outros tipos de tráfego.  [Higgins, 2008]. 
 
 
Figura 1 – Modelo de uma firewall 
 





3.3.4. Packet filtering 
 
Packtet filtering ou Filtrar pacotes é uma das mais antigas e simples tecnologias da firewall. O 
packet filtering olha para o conteúdo de cada pacote no tráfego individual e faz uma análise ao 
mesmo, baseado na fonte e no endereço IP de destino, o número da porta, e o protocolo que está a 
ser utilizado, ou se o tráfego vai ser permitido. Desde que cada pacote seja examinado 
individualmente e não em conjunto com o resto dos pacotes que podem ter um conteúdo que possa 
comprometer o tráfego, é possível evitar ataques através desde tipo de firewall.  
 
3.3.5. Stateful packet inspection 
 
As Stateful packet inspection firewalls (também conhecidos como stateful firewalls) têm o mesmo 
princípio que as “packet filtering firewalls”, mas estas estão capacitadas para inspecionarem o 
tráfego a nível mais granularizado. Enquanto o packet filtering firewall apenas examina um pacote 
individual fora de contexto, a stateful firewall está habilitada a ver todo o tráfego de uma dada 
ligação, geralmente definida pela fonte ou o endereço de IP de destino, as portas utilizadas e o 
tráfego já existente no “tráfego” da rede. Por exemplo, este tipo de firewall pode identificar e 
monitorizar o tráfego relacionado com uma particular ligação de utilizador a uma página web, e 
saber quando a ligação foi fechada e que o tráfego não possa ser legitimamente presente. [Higgins, 
2008] 
 
3.3.6. Deep Packet Inspection 
As Firewalls do tipo “Deep Packet Inspection” adicionam ainda outra camada de inteligência às 
capacidades de uma firewall. As Deep Packet Inspection firewalls são capazes de analisar o 
conteúdo real do tráfego que está a passar através da rede. As packet filtering firewalls e as 
statefull firewalls apenas olham para a estrutura do tráfego de rede em si mesmo, com o objectivo 
de filtrarem ataques de fora ou conteúdos indesejáveis. As deep packet inspection firewalls podem 
geralmente agregar elementos do tráfego para perceberem o que vai ser entregue à aplicação e a 
que é que se destina. 
 
Embora esta tecnlogia seja uma grande promessa para bloquear um grande número de ataques, a 
questão da privacidade está também presente. Em teoria, alguém no controlo do equipamento de 





“deep packet inspection” consegue ler mensagens de e-mail, ver todas as páginas web tal como são 
acedidas pelo utilizador e facilmente ouvir as conversas de instant messaging. [Andress, 2011] 
 
3.3.7. Servidores de proxy 
 
Os servidores de proxy são em última análise uma variante especializada de uma firewall. Estes 
servidores fornecem recursos de segurança e performance, geralmente para uma aplicação 
particular, como o mail ou web browsing. Os servidores de proxy podem servir como ponto de 
estrangulamento com o objectivo de permitir filtrar o tráfego para ataques ou conteúdo indesejável, 
como malware ou tráfego de websites com conteúdo para adultos. Também permitem fazer o log 
do tráfego que passa pelos mesmos para uma inspecção posterior, servem igualmente para fornecer 




A DMZ, ou demilitarized zone (zona desmilitarizada), é geralmente uma combinação de recursos 
de design da rede e equipamento de protecção, como as firewall. Tal como referenciando 
anteriormente, pode frequentemente aumentar-se o nível de segurança na rede segmentando-a 
adequadamente.  
 
Em relação aos sistemas que necessitam de estar expostos a redes externas, como a internet, os 
servidores de email e de web, é necessário garantir a sua própria segurança e a segurança dos 
equipamentos na rede que se localizam na rectaguarda. Pode frequentemente realizar-se esta tarefa 
colocando uma camada de protecção entre o equipamento, como o servidor de e-mail, a internet e 










Figura 2 - Modelo de DMZ com Firewall interna e externa 
 
3.3.9. Network Intrusion Detection 
 
Um IDS (Intrusion Detection System) monotoriza a rede, ou as aplicações WEB. Podem-se dividir 
em três tipos de IDSs: 
 
 Host-based intrusion detection systems (HIDSs),  
 Application protocol-based intrusion detection systems (APIDSs),  
 Network-based intrusion detection systems (NIDSs). 
 
 Nesta dissertação apenas serão focados as NIDS’s pois existe um relacionamento directo entre 
estas e o tópico de internet que se pretende aqui abordar. 
 
As NIDs são geralmente ligadas à rede num local onde pode ser possível monitorizar o tráfego que 
passa, e precisam de ser colocadas com cuidado para não serem sobrecarregadas. Colocar uma 
NIDS antes de um equipamento de filtragem, como uma firewall, pode ajudar a eliminar algum do 
tráfego obviamente suspeito a fim de diminuir o tráfego que a NIDS necessita de inspecionar. Uma 
NIDs necessita de examinar um largo número de tráfego numa rede típica, pois geralmente apenas 
fazem uma inspecção relativamente superficial de forma a determinar se o tráfego na rede é ou não 
legitimo. Devido a esta situação, uma NIDSs poderá deixar passar alguns tipos de ataques, 
particularmente aqueles que são especialmente criados para passar tais inspecções. Por exemplo, os 
Packet crafint attacks envolvem a criação de pacotes muito especializados de tráfego que realizam 
ataques ou introduzem código malicioso, e são desenhados para evitar a detecção dos IDSes, 
firewalls, e outro tipo de dispositivos. [Andress, 2011]. 
 







A utilização de virtual privates networks (VPNs) pode fornecer uma solução para o envio de 
tráfego sensível através redes inseguras. Uma ligação VPN geralmente é referida como um túnel, e  
é uma ligação encriptada entre dois pontos. 
 
Esta é geralmente criada através da utilização de um cliente de VPN de um lado da ligação e um 
dispositivo chamado de “VPN Concentrator” na outra extremidade. O cliente utiliza uma aplicação 
para se autenticar no “VPN Concentrator”, geralmente sobre a internet, e depois de a ligação estar 
estabilizada, todo o tráfego é alterado do interface normal de rede para o túnel encriptado da VPN.  
As VPNs são também utilizadas para proteger ou anonimizar o tráfego que se está a enviar por 
ligação não confiável. Há empresas que vendem seus serviços ao público que servem exactamente 
esses propósitos, impedindo os conteúdos do tráfego dos seus clientes de serem armazenados nos 
ISPs ou de serem apanhados por outros utilizadores da mesma rede de internet, permitindo também 
esconder a localização geográfica do utilizador e bloquear as localizações orientadas.  [Kanellos, 
2008] 
 
Estes serviços são também populares em relação aos sistemas queenvolvem partilha de dados peer-
to-peer (P2P) . Tal actividade é geralmente limitada pelos ISPs e por organizações como a MPAA 
(Motion Picture Association of America) e a RIAA (Recording Industry Association of America) 
com o fim de processarem aqueles que se envolvem na violação de direitos de autor. As VPNs 
podem permitir o tráfego e esconder os verdadeiros endereços de IP daqueles que se envolvem em 
tais actividades. 
 
3.3.11. Ferramentas de segurança da rede  
 
É possível utilizar-se uma variedade de ferramentas para melhorar a segurança de um utilizador na 
rede. Muitas dessas ferramentas são as mesmas que são utilizadas pelos atacantes para penetrarem 
nas redes, e esta é uma das principais razões porque são uteis. Através da utilização de tais 
ferramentas é possível localizar ameaças de segurança nas redes e assim mitigá-las. 
 





Existe um enorme número de ferramentas de segurança que estão no mercado hoje em dia e muitas 
delas gratuitas. Muitas correm em sistemas operativos Linux, e algumas delas poderão ser um 
pouco mais difíceis de configurar.  
 
Felizmente, podem utilizar-se tais ferramentas sem que necessitem de configuração prévia, na 
medida em que utilizam a configuração “Security Live CD distribuition”, que apresentam todas as 
ferramentas em pré-configuração. [Andress, 2011] 
 
3.3.12. Exemplos de empresas que previnem o DdoS 
 
Grande parte das empresas não dispõem dos meios, do conhecimento ou da inclinação para 
configurarem e instalarem protecção contra DdoS. Porém, existem muitas empresas no ramo que 




 Black Lotus 




 DOS Arrest 
 Prolexic  
 
3.3.13. Exemplo prático de prevenção: 
 
Uma firewall  é desenhada para bloquear ou permitir o tráfego com base numa série de regras que 
foram previamente definidas nas suas configurações. 
Alguns routers têm uma aplicação de firewall embutida mas, nos casos de equipamentos de rede 
que não têm uma firewall embutida, é normalmente utilizada uma ACL (Access Control List) do 
equipamento. Esta controla as ligações que são permitidas através do router da rede. No que 
respeita ao bloqueamento de acesso a um equipamento, uma ACL pode ser apenas efectiva numa 





firewall completa. No entanto, uma firewall completa fornece  protecções adicionais em relação a 
uma ACL, como fornecer uma protecção contra DdoS.  
 
A protecção contra DdoS é utilizada para manter uma rede ligada e a funcionar correctamente no 
caso de a rede estar a ser atacada por DdoS. Um ataque de DdoS ocorre quando um grupo de 
computadores, geralmente computadores zombies pertencentes a pessoas insuspeitas e controlados 
por um Hacker, enviam um grande número de pedidos para um site ou rede específicos com o 
objectivo de bloquearem a rede. A protecção contra DdoS é efectuada por equipamentos de uma 
rede específica que estão configurados para detectarem padrões dentro do tráfego da rede que vem 
da internet, e assim impedirem o tráfego de atingir o destino se o mesmo aparentar fazer parte de 
um ataque DdoS. [Andress, 2011] 
 
Geralmente, a firewall deve estar situada entre a internet e o router de fronteira. Um router de 
fronteira é um equipamento que está situado no limite ou fronteira de uma rede entre a rede da 
empresa e o ISP (Internet Service Provider). Esta situação permite que a firewall proteja não 
apenas a rede interna da internet, mas também o router de fronteira da internet [Andress, 2011]: 
 
Por exemplo, numa rede típica que passamos a mostrar em baixo: 
 
Figura 3 - Modelo de uma rede típica 
 
Nesta imagem, a nuvem acima à esquerda identifica a internet , ligada ao equipamento de firewall 
que proteje a rede interna. Após a firewall está o router que permite que o tráfego da rede interna (à 
direita) passe para a rede pública e vice-versa.. Como a firewall está situada na fronteira da rede, é 





garantido o acesso através da firewall ao endereço público IP da rede da “empresa” a partir do 
exterior. 
 
Quando se liga pela primeira vez a firewall, geralmente ela está configurada para permitir o acesso 
livre através da mesma e é necessário bloquear o acesso à rede daqueles que não tenham esse 
direito. Se se estiver a falar de uma firewall para uma rede típica, a configuração é feita através do 
acesso a um ficheiro, embora os equipamentos mais recentes disponham de um interface web para 
se fazer a configuração. Em ambos os casos, a configuração é lida linha a linha pela aplicação de 
firewall e o seu processamento é feito segundo esta ordem, abrindo e fechando as portas da 
firewall.   
 
Geralmente, a primeira linha que vemos na configuração de uma firewall ou ACL é similar a 
“Extended permit ip any any”. Esta função garante o acesso a todas as redes, incluindo a internet 
pública, a partir da rede interna, não interessando qual a porta TCP que está a ser utilizada. Depois, 
segue-se uma linha como “permit tcp 204.245.12.0 255.255.255.0 any.” Esta instrução permite que 
todos os equipamentos com o IP público acedam a todo o conteúdo da rede pública em qualquer 
porta TCP.  
 
De seguida, apresenta-se um exemplo de configuração, que serve para permitir entradas de e-mail, 
de páginas de http security, e de portas especifícas:  
access-list Firewall line 56 extended permit tcp any 204.245.12. 
17 255.255.255.0 eq www 
access-list Firewall line 64 extended permit tcp any 204.245.12. 
17 255.255.255.0 eq https 
access-list Firewall line 72 extended permit tcp any host 204. 
245.12.18 eq smtp 
access-list Firewall line 74 extended permit tcp any host 204. 
245.12.18 eq pop3 
access-list Firewall line 74 extended permit tcp any host 204. 
245.12.20 eq 1433 
access-list Firewall line 104 extended deny ip any any 
 





Quando um utilizador ou um servidor acede à internet, a firewall consegue identificá-lo como 
proveniente de um endereço IP específico da rede interna. Esta situação acontece porque o router 
utiliza o NAT (Network Address Translation) que permite que os equipamentos da rede privada 
possam utilizar ips privados para acederem à rede pública.  
 
 
Assim, o router fica configurado para bloquear todo o tráfego proveniente da internet de aceder ao 
endereço de IP público. O passo seguinte é permitir aos clientes o acesso ao servidor web, para que 
possam aceder à página web e assim comprar o produto que está a ser oferecido. Para realizar esta 
tarefa, é necessário tomar a decisão sobre qual a topologia de rede que se quer utilizar.  
 
As três tipologias mais comuns são:  
 
a) Servidor web no lado público da rede – Permite realizar uma ligação do servidor ao switch 
da rede entre a firewall e o router e deste modo configurar o servidor com um endereço 
público. 
 
b) Servidor web no lado interno da rede – É possível estabelecer a ligação do servidor web 
ao switch da rede no lado interno da rede e configurar o NAT para permitir aos utilizadores 
que façam a ligação ao endereço de IP público com o router a enviar o tráfego para o 
endereço ip interno do servidor web (a figura 3 representa esta situação). 
 
c) Servidor na zona desmilitarizada – Pode-se criar uma rede DMZ (Demilitarized  Zone) que 
contém o servidor web numa rede separada da nossa rede interna e também separado da rede 
pública, utilizando o NAT para permitir aos utilizadores da rede interna o acesso ao servidor 
dentro da rede DMZ [Andress, 2011]: 






Figura 4 - Modelo de uma rede com DMZ com servidores web e NAT 
 
Independentemente de qual das três redes é utilizada, os utilizadores da internet podem aceder à 
página pública via um endereço público de IP. Após a escolha do tipo de desenho de rede, é 
necessário configurar a firewall para permitir o acesso ao servidor web. São restringidas as portas 
da firewall para permitir o acesso através de portas específicas que são utilizadas pelo servidor 
web, neste caso a porta 80 para o tráfego normal HTTP, e a porta 443 para tráfego HTTPS 
encriptado.  
 
Esta tarefa pode ser feita utilizando uma linha como “permit tcp any host 204.245.12.2 eq www”. 
Esta linha diz à firewall para permitir o tráfego na porta 80 de qualquer endereço de rede pública 
para o endereço 204.245.12.2: 
 
 
Tabela 1 - Rede de IPs pública e privada 
 
Caso não seja bloqueado o tráfego da rede interna, então qualquer utilizador da rede pública poderá 
ter acesso a todas as portas TCP do servidor. Esta situação inclui o servidor web, os “file shares”, a 





base de dados, se a mesma estiver instalada no servidor, e qualquer outro software que estiver a 
correr no servidor.  
 
Os atacantes podem explorar configurações como esta e tentar entrar no servidor, atacando os 
pontos fracos conhecidos daqueles serviços. A fraqueza pode incluir bugs conhecidos no protocolo 
do Windows File Share, ou um “brute force” contra o servidor de base de dados. Uma vez que os 
atacantes tenham invadido o servidor, os mesmos ficam habilitados a instalar qualquer software no 
servidor, retirando as informações de clientes, configurar o servidor web para instalar malware nos 
computadores dos referidos clientes ou até instalar uma aplicação para tornar o servidor num 








































A SQL Injection consiste em explorar vulnerabilidades que existem quando é facultada a um 
atacante a capacidade de configurar as queries “SQL – Structured Query Language (SQL)” que 
uma aplicação envia para a base de dados. Por ser capaz de influenciar a informação que passa 
para a base de dados, o atacante pode aproveitar a sintaxe e as capacidades do SQL em si mesmo, 
bem como o poder e a flexibilidade de usar as funcionalidades da base de dados e do sistema 
operativo que a própria base de dados contém. A SQL Injection não é uma vulnerabilidade 
exclusiva e que afecta apenas aplicações WEB.  
 
Qualquer código aceita entradas vindas de fontes desconhecidas e usa-as para formar instruções 
dinâmicas SQL que podem ser vulneráveis (por exemplo, aplicações “fat clients” numa 
arquitectura cliente/servidor). [Chapela, 2006] 
 
4.1.1. Sequência de um ataque  SQL Injection 
 






Figura 5 – A sequência de um ataque de SQL Injection 
 





4.1.2. Exemplos publicados 
 
É difícil agregar correcta e assertivamente informação sobre o número exacto de organizações que 
são vulneráveis a ataques SQL Injection. As empresas, tal como muitos países, não são obrigadas 
por lei a divulgar publicamente quando estejam perante experiências de violação de segurança. No 
entanto, violações de segurança e ataques são nos dias de hoje um dos tópicos favoritos dos 
‘media’. 
 
Os dados disponíveis, ou seja, os dados que são publicados, ajudam a entender o quão larga é a 
problemática do SQL Injection. Por exemplo, a página “The Common Vulnerabilities and 
Exposures (CVE)” providencia uma lista de informação sobre vulnerabilidades de segurança e 
exposições que visam divulgar nomes comuns para problemas existentes. O objectivo da CVE é 
facilitar a partilha de informação por separação de capacidades em vulnerabilidades (ferramentas, 
repositórios e serviços). [CWE/SANS, 2011] 
 
Outro exemplo útil é o “The Open Web Application Security Project (OWASP)”, em português, 
o “Projecto de segurança para aplicações web”. Este projecto lista os ataques de SQL Injection 
como sendo o segundo ataque predominante em aplicações WEB. O objectivo principal do 
OWASP é educar programadores, designers, arquitectos e organizações sobre as consequências das 
mais conhecidas vulnerabilidades a aplicações WEB.  [OWASP, 2013] 
 
Também existe um outro exemplo que congrega informações sobre sites que possam estar 
comprometidoas, como é o caso do ZONE-H, um site que regista ataques a web sites. Isto é, o site 
mostra um grande número de sites e aplicações web que tiveram sido hackadas por SQL Injection 
e aí  é possível ver, por exemplo, uma vasta lista de sites da Microsoft que foram atacados.[ZONE-
H, 2012] 
 
4.2. Percepção do ataque 
 
A SQL é uma linguagem standard de acesso ao servidor de base de dados usada em sistemas como  
Microsoft SQL Server, Oracle, MySQL, Sybase, Informix, etc. A maioria das aplicações Web 
precisam de interagir com uma base de dados, e a maioria das linguagens de programação para 
aplicações WEB, como ASP,C#, .NET, Java e PHP, providenciam soluções de programação para 





ligação à base de dados e de interacção entre si. As vulnerabilidades de SQL Injection ocorrem 
geralmente quando o programador de aplicações WEB não assegura que os valores recebidos de 
um formulário WEB, cookie, parâmetro de input, etc., são validados antes de passá-los para 
queries SQL que serão executadas no servidor de base de dados. 
 
Se o atacante conseguir controlar o ‘input’ que é enviado através de uma query SQL e manipular a 
informação, a mesma será interpretada como código ao invés de informação, e o atacante será 
capaz de executar códigos no servidor final de base de dados. 
 
Sem uma boa compreensão da base de dados com que se está a interagir e uma consciência dos 
potenciais problemas de segurança em relação ao código que está a ser desenvolvido, os 
programadores de aplicações podem frequentemente produzir aplicações inerentemente inseguras e 
que são vulneráveis a SQL Injection. [Clarke, 2009] 
  
4.3.  Como encontrar vulnerabilidades de SQL Injection 
 
O processo de encontrar manualmente vulnerabilidades de SQL Injection envolve principalmente 3 
tarefas: 
 
 Identificar a entrada de dados; 
 Verificar os dados que são inseridos no servidor; 
 Detectar anomalias na resposta do servidor. 
 
Assim, num ambiente WEB, o browser web é um cliente que actua como front-end em que o 
utilizador envia informação para um servidor remoto no qual irá criar SQL Queries submetendo o 
pedido de informação. O principal objectivo nesta etapa é identificar anomalias no servidor que 
respondam e determinem se está a ser gerado a partir de uma vulnerabilidade SQL Injection. 
 
Todavia, existem muitos cenários e exemplos em que é complicado cobrir todas as possibilidades 
de encontrar estas vulnerabilidades. Por exemplo: Alguém pode ensinar como adicionar dois 
números, mas não é necessário (ou prático) cobrir todas as possibilidades. Enquanto se souber 
como adicionar dois números, é possível aplicar esse conhecimento para qualquer cenário que 





envolva adição. Ora com o SQL Injection passa-se a mesma situação. É necessário entender os 
“comos” e os “porquês” e o restante será simplesmente uma questão de praticar. 
 
Como é raro ter acesso à aplicação do código fonte, é necessário testar por inerência. Possuir 
uma mente analítica é muito importante para perceber e desenvolver um ataque. No entanto, é 
necessário ser cuidadoso em perceber as respostas do servidor para se obter uma ideia de como 
este funciona. 
 
Testar por inerência é mais fácil do que se possa pensar. É realizado à base de envio de pedidos 
para o servidor, assim detectando anomalias na resposta do servidor. Poderá pensar-se que 
encontrar vulnerabilidades de SQL Injection consiste em enviar valores aleatórios para o servidor, 
no entanto, percebendo a lógica e os fundamentos do ataque, tornar-se-á um processo estimulante. 
[Anley, 2007] 
 
4.3.1. Testing by Inference 
 
Existe simplesmente uma regra para identificar vulnerabilidades SQL Injection: Desencadear 
anomalias enviando dados nao convencionais.  
 
Esta regra implica:  
 
 Identificar a informação que entra na aplicação WEB; 
 Ter conhecimento do tipo de pedidos que podem provocar anomalias; 
 Detectar anomalias na resposta do servidor. 
 
Parece simples, no entanto, é necessário primeiramente compreender como é que um browser 
envia pedidos para o servidor web. Diferentes aplicações comportam-se de diferentes formas, 
porém os fundamentos devem ser os mesmos, pois são todos baseados em ambientes WEB. Uma 
vez identificada toda a informação aceite pela aplicação, é imprescindível modificar e analisar a 
resposta que chega do servidor.  
 





Por vezes a resposta poderá incluir um erro SQL vindo directamente da base de dados e assim 
facilitar o ataque. No entanto, noutros casos, será necessário manterem-se focados e detectar 
diferenças subtis. [Litchfield, 2008] 
 
4.3.2. Identificar a informação que entra 
 
Um ambiente WEB é um exemplo de uma arquitectura cliente/servidor. O Browser (actuando 
como cliente) envia um pedido para o servidor e espera pela resposta. O Servidor recebe o pedido, 
gera a resposta, e envia-a de volta para o cliente. Obviamente, deverá existir um entendimento 
entre ambas as partes, de outra forma, o cliente iria pedir algo ao servidor que o servidor não 
saberia como responder. Este entendimento de ambas as partes é conseguido através da utilização 
de um protocolo, neste caso o HTTP. 
 
A primeira tarefa passa por identificar toda a entrada de informação aceite remotamente pela 
aplicação WEB. O HTTP irá definir o número de acções que o cliente pode enviar para o servidor.  
Contudo, é necessário focarmo-nos nas duas instruções mais relevantes que proporcionam a 
descoberta do SQL Injection: os métodos GET e POST. [Litchfield, 2008] 
 
4.3.3. GET Requests 
 
GET é um método HTTP que solicita ao servidor qualquer informação indicada no URL. Este é o 
tipo de método que normalmente é utilizado quando se carrega num link. Geralmente o browser 
cria esse pedido GET, envia-o para o servidor web, e retorna o resultado para o browser.  
 
No entanto, se para o utilizador é transparente, o pedido GET é o que verdadeiramente é enviado 
para o servidor WEB, assemelhando-se a algo do género: 
 
GET /search.aspx?text=lcd%20monitors&cat=1&num=20 HTTP/1.1 
Host:www.teste.com 
User-Agent: Mozilla/5.0 (X11; U; Linux x86_64; en-US; rv:1.8.1.19) 
Gecko/20081216 Ubuntu/8.04 (hardy) Firefox/2.0.0.19 
Accept: text/xml,application/xml,application/xhtml+xml, 
text/html;q=0.9,text/plain;q=0.8,image/png,*/*;q=0.5 











Este tipo de pedido envia parâmetros dentro do próprio URL no seguinte formato: 
?parameter1=value1&parameter2=value2&parameter3=value3...  
 
No exemplo anterior, é possível identificar três parâmetros: text, cat and num. A acção que o 
servidor realiza é determinada pelo objectivo do URL. A aplicação remota recupera os valores dos 
parâmetros e vai utilizá-los com o propósito para que estes foram designados. Para pedidos GET, 
podem manipular-se parâmetros alterando-os simplesmente no browser, ou utilizando uma 
ferramenta de proxy. [Litchfield, 2008] 
 
4.3.4. POST Requests 
 
Os pedidos POST são um método HTTP utilizado para enviar informação para o servidor web.  
Este é um método normalmente utilizado nos “forms” de escrita que são submetidos através do 
submit button. A tarefa é processada pelo browser e não pelo utilizador.  
 
Aqui fica um exemplo do que é enviado para o servidor WEB: 
 
POST /contact/index.asp HTTP/1.1 
Host:www.teste.com 
User-Agent: Mozilla/5.0 (X11; U; Linux x86_64; en-US; rv:1.8.1.19) Gecko/20081216 



















Os valores enviados para o servidor web têm o mesmo formado explicado no método GET, mas 
estão agora colocados no fundo do pedido. Será então possível modificar a informação se o 
browser não permitir que o façamos?  
 
Existem duas alternativas: 
 
 Browser modification extensions 
 Servidores Proxy 
 
Browser modification extensions são plug-ins que correm no browser e permitem que se adicione 
uma funcionalidade. Por exemplo: “The web developer extension” para o Firefox, permite a 
visualização de pastas ocultas, remoção de limitação de tamanho e a conversão de campos dentro 
de input fields, entre outras possibilidades. Este plug-in pode ser útil quando se tenta manipular os 
dados enviados para o servidor. ‘Tamper Data’ é outro interessante plug-in disponível para o 
Firefox em que este é utilizado para visualizar e modificar cabeçalhos e parâmetros POST nos 
pedidos HTTP e HTTPS. Esta ferramenta envia ‘database escape strings” através de campos form 
encontrados na página em HTML. 
 
A segunda solução são os servidores proxy. Um proxy é um software que se coloca entre o 
browser e o servidor:  
 
Figura 6 - Localização de uma proxy 






Um proxy intercepta os pedidos entre o cliente e o servidor e permite modificá-los à sua vontade.  
 
Para se realizar este procedimento é necessário: 
 
 Instalação de um servidor proxy no computador; 
 Configuração do browser para utilizar o servidor proxy instalado. 
[Clarke, 2009] 
  
4.3.5. Outros exemplos de dados injectáveis 
 
Para além dos métodos de GET e POST existem outras vulnerabilidades através de pedidos HTTP.  
Os Cookies são um bom exemplo disso. Estes são enviados para os browsers dos utilizadores que 
automaticamente os envia de volta para o servidor em cada pedido. São geralmente utilizados para 
autenticação, controlo de sessão e para manutenção específica de informação sobre o utilizador. 
Tal como explicado anteriormente, havendo um controlo total sobre o conteúdo enviado para o 
servidor, devem considerar-se os cookies como uma válida entrada de dados e assim susceptivel de 
SQL Injection. 
 
Outra vulnerabilidade são as informações de Host, Referer e User-agent headers. O campo para o 
“Host” no cabeçalho especifica o host e o número da porta do recurso que está a ser pedido. O 
Campo de “Referer” descreve o recurso onde o pedido foi obtido. O campo User-agent determina 
o browser utilizado pelo utilizador.  
 
Para se evitar estes ataques pode modificar-se os cookies e os HTTP headers usando a proxy, tal 
como é feito para prevenir o método POST. [Litchfield, 2008] 
 
4.3.6. Blind SQL Injection 
 
As aplicações WEB acedem à base de dados com vários objectivos, sendo que o principal é aceder 
à informação e apresentá-la ao utilizador que a solicita. Em alguns casos, o atacante está habilitado 
a alterar a declaração em SQL e a conseguir exibir arbitrariamente informação proveniente da base 
de dados.  





No entanto, existem outros casos onde não é possível exibir informação através da base de dados, 
mas isso não significa necessariamente que o código não pode ser vulnerável a SQL Injection, 




Figura 7 - Blind SQL Injection – Password inválida 
 
A figura acima apresenta um defeito de autenticação do sistema Teste INC, ou seja, o atacante 
pode efectuar o login como o primeiro utilizador referente às tabelas “user” e a resposta da base de 
dados é de que a “Password” é inválida, ou seja, está a validar o campo de “username” como 
verdadeiro e assim o campo de username demonstra ser vulnerável a SQL Injection. 
 
Quando se está perante este tipo de casos, poderá ser útil verificar através de uma condição 
“sempre falso” que o valor retornado é diferente, em baixo fica a demonstração. [Litchfield, 2008].  
 
 
Figura 8 - Blind SQL Injection – Username e Password inválida 
 
Depois de um teste se manifestar como sendo “sempre falso” podemos confirmar que o campo de 
“username” é vulnerável a SQL Injection. No entanto, este procedimento não indica nenhuma 
informação da base de dados.  






Apenas se tem conhecimento de duas realidades: 
 
 O procedimento apresenta “Invalid password” quando a condição “Username” é verdadeira; 
 O procedimento apresenta “Invalid username or password” quando a condição “Username” 
é falsa. 
 
Esta situação é designada “blind SQL Injection”. Uma Blind SQL Injection é um tipo de ataque em 
que o atacante manipula a declaração de SQL e a aplicação retorna valores diferentes para as 
condições “verdadeiro” e “falso”, mas em que  o atacante não tem acesso aos resultados da query 
efectuada. A exploração da vulnerabilidade de “blind SQL injection” necessita de ser automática, 
pois é um procedimento demorado e envolve vários pedidos para o servidor WEB. [Alonso, 2007] 
 
4.3.7. Automating SQL Injection Discovery 
 
Até agora foram mencionadas e focadas as técnicas manuais de descoberta de vulnerabilidades de 
SQL Injection em aplicações WEB. No entanto, esta busca de informação é algo que pode ser 
automatizada e é apenas uma maneira de estudar um website e encontrar pedidos GET e POST. O 
principal problema com a exploração automática de vulnerabilidades SQL Injection vem com a 
detecção a partir da resposta do servidor remoto.  
 
Embora seja muito fácil para um ser humano conseguir distinguir um erro de outro tipo de 
anomalia, por vezes é difícil para uma aplicação entender um output a partir do servidor.   
 
Para uma aplicação é fácil detectar a ocorrência de um erro de base de dados quando: 
 
 Uma aplicação web retorna um erro SQL gerado a partir da base de dados; 
 Uma aplicação web retorna um erro HTTP 500; 
 Alguns casos de Blind SQL injection. 
 
No entanto, nestes cenários uma aplicação irá encontrar dificuldade para identificar uma 
vulnerabilidade existente e possivelmente irá passá-la. Por essa razão, é importante compreender a 





limitação da automatização do SQL Injection e a importância do referido anteriormente nos testes 
manuais. 
 
Além disso, existe uma outra variável muito importante, as aplicações são desenvolvidas por 
humanos, e no final do dia os bugs da aplicação também são desenvolvidos por humanos. 
[Clarke, 2009] 
 
De seguida, estão indicadas algumas das ferramentas para a exploração automática da SQL 
Injection: 
 
 HP WebInspect - Analisa cuidadosamente as aplicações web, oferecendo uma ampla 
cobertura, capacidades de “fast scanning”, tem conhecimento de várias vulnerabilidades como o 
SQL Injection e é “user friendly”. [WebInspect, 2014] 
 
 IBM Rational AppScan – Esta ferramenta pretende testar vulnerabilidades em aplicações 
WEB durante o processo de desenvolvimento, ou seja, quando é menos dispendioso de retificar. 
[Rational, 2014]  
 
 HP Scrawlr – Esta ferramenta foi desenvolvida para SQL Injection em parâmetros de URL. 
Pode ser configurada para se usar como proxy para aceder a um site, identificando o tipo de 
servidor de SQL em uso e extraindo os nomes de tabela para garantir que não há nenhum falso 
positivo. [Scrawlr, 2014] 
 
 SQLiX – Desenvolvida em Perl, é uma ferramenta para detectar a SQL Injection. É capaz 
de fazer scanning, detectar vetores SQL Injection e identificar a base de dados no back-
end.[SQLIX, 2014] 
 
 Paros Proxy – Desenvolvido em Java, baseia-se em proxies HTTP / HTTPS, ou seja, 
suporta a edição / visualização de mensagens HTTP. É muito útil para detectar certificados de 
cliente, para verificação de XSS e SQL Injection. [Paros, 2014] 
            





4.3.8. Automated Source Code Review  
 
Utilizar uma ferramenta que faça automaticamente uma análise ao código fonte e que produza um 
relatório é um passo francamente vantajoso. No entanto, é necessário estar consciente que as 
ferramentas automatizadas podem produzir um grande número de falsos positivos (reportar uma 
vulnerabilidade quando ela realmente não existe), ou falsos negativos (reportar que não existem 
vulnerabilidades quando realmente elas existem).  
 
Os falsos positivos levam à desconfiança em relação à ferramenta e conduzem à verificação 
exaustiva dos resultados, ao passo que os falsos negativos levam a situações em que existem 
vulnerabilidades escondidas e a um falso sentimento de segurança na aplicação.  
 
As ferramentas automatizadas incorporam 3 tipos distintos de métodos de análise: 
 String-based pattern matching; 
 Lexical token matching; 
 Data flow analysis. 
 
Estas ferramentas podem ser muito úteis para auxiliarem os consultores de segurança a 
identificarem comportamentos perigosos de programação que incorporem funções security-
sensitive or sinks. As linguagens de programação WEB são ricas, pelo que analisar o código 
arbitrariamente é um trabalho exigente e difícil. Assim, as ferramentas de análise automática de 
código fonte são apenas verificadores de linguagem ou da gramática, não analisam o contexto do 
código ou da aplicação e podem assim não contribuir para a problemática da segurança. 
 
Seguidamente apresentam-se alguns exemplos de ferramentas de análise automática de código 
fonte: 
 




 Security Compass Web Application Analysis Tool (SWAAT) 





 Microsoft Source Code Analyzer for SQL Injection 
 Microsoft Code Analysis Tool . NET (CAT.NET) 
 Commercial Source Code Review Tools 
 Ounce 




4.4. Como mitigar o ataque de SQL Injection 
 
No momento em que é detectada e se confirma que se está perante uma vulnerabilidade de SQL 
Injection, o que poderá ser feito para a explorar? Pode interagir-se com a base de dados mas, no 
entanto, não é possível saber onde está a base de dados final, ou sobre a query que está a ser 
injetada na mesma, ou até sobre as tabelas que estão acessíveis. Utilizar algumas técnicas manuais 
e automáticas ajuda a responder a todas estas questões. 
 
4.4.1. Técnicas Manuais de exploração do SQL Injection 
 
A exploração de vulnerabilidades de SQL Injection pode significar diferentes realidades em 
diferentes situações, dependendo das condições presentes no contexto, bem como dos privilégios 
que o utilizador tem para fazer as queries, do servidor de base de dados, e de se há mais 
interessados em extrair dados, modificá-los ou correr comandos num host remoto. No entanto, a 
este nível, o que realmente marca a diferença é se a aplicação usa no código HTML as saídas de 
consulta por SQL Queries.  
 
 Identificar a base de dados 
 
Para lançar um ataque de SQL Injection com sucesso é importante conhecer com exactidão os 
sistemas de gestão de base de dados (SGBD/DBMS) que a aplicação está a utilizar, pois sem esta 
informação é impossível ajustar os procedimentos para injetar ou extrair os dados que interessam.  
 





A maneira de identificar a base de dados, depende praticamente se se está numa situação de blind 
ou non-blind.  
 
Se a aplicação retorna, pelo menos a um certo nível, os resultados das queries e/ou as mensagens 
de erro do SGBD, está-se perante uma situação de “non-blind”, e a identificação é bastante 
simples, porque é muito fácil gerar outputs que forneçam informação sobre a tecnologia 
subjacente. Por outro lado, se se está numa situação de “blind” e não se consegue que a aplicação 
retorne mensagens do SGBD, é necessário alterar a abordagem e experimentar injectar queries que 
funcionem numa específica tecnologia.  
 
Dependendo de quais as queries que são executadas com sucesso, assim estaremos habilitados a 
obter uma imagem completa do SGBD com que estamos a lidar. [Anley, 2007] 
 
 Non-blind fingerprint 
 
É muito frequente ficar-se com uma ideia do SGBD através da visualização de uma mensagem de 
erro que detalha a informação suficiente. A informação gerada pelo tipo de mensagem criada pelo 
erro SQL será diferente dependendo do sistema de gestão de base de dados (SGBD) que é 
utilizado. Por exemplo, adicionar uma simples frase irá forçar o servidor de base de dados a 
considerar caracteres que sigam como uma string ao invés de código SQL, e esta situação irá 
originar um erro de syntax. [Anley, 2007] 
 
 Banner Grabbing 
 
As mensagens de erros podem permitir que se obtenha uma ideia bastante precisa da tecnologia 
que a aplicação WEB utiliza para armazenar os seus dados. No entanto, não é suficiente e é 
possível ir para além desta situação. Se a aplicação WEB retornar os resultados de queries 
injectadas, descobrir exactamente a tecnologia usada é extremamente simples.  
 
A maioria das tecnologias de base de dados permite pelo menos uma query específica que retorna a 
versão do software, e é tudo quanto é necessário fazer para que a aplicação WEB devolva o 
resultado dessa query. [Anley, 2007] 
 







Tabela 2 - Query de versão para os diferentes tipos de servidores de base de dados 
 
 Blind Fingerprint 
 
Se a aplicação não retornar directamente a informação desejada na resposta, é necessário uma 
abordagem indirecta a fim de se compreender a tecnologia que é utilizada no “back-end”. A 
abordagem indirecta é baseada em diferenças subtis dos dialetos SQL que o SGBD utiliza. A 





Exemplo: SELECT ‘somestring’.  
Esta query é valida para a maior parte dos SGBDs, mas se se quer separar em duas substrings, as 
diferenças começam a aparecer de sistema para sistema.Por exemplo: 
 
 
Tabela 3 - Query de versão para o back-end para os diferentes tipos de servidores de BD 
 
Convém referir que existem ferramentas de SQL Injection que providenciam alguma ajuda em 
termos de identificação de sistemas de base de dados. Um exemplo é o SQLMAP. [Anley, 2007] 






 Extracting Data trough union statements  
 
Neste ponto, deve existir uma ideia clara do sistema de base de dados com que se está a lidar. 
Continua-se o procedimento com as possíveis técnicas de SQL Injection através de UNION 
statements. O UNION é uma das ferramentas mais úteis que um administrador de base de dados 
tem ao ser dispor e permite combinar os resultados de duas ou mais declarações SELECT.  
 
 SELECT column-1,column-2,…,column-N FROM table-1 
UNION 
SELECT column-1,column-2,…,column-N FROM table-2 
 
Este exemplo, quando executado, vai exactamente retornar uma tabela que inclua os resultados 
devolvidos pelas duas declarações SELECT. Por omissão, incluirá somente valores distintos. Se 
for o caso de se querer valores duplicados na tabela resultante, é essencial modificar a síntaxe da 
query para: 
 
SELECT column-1,column-2,…,column-N FROM table-1 
UNION ALL 
SELECT column-1,column-2,…,column-N FROM table-2 
 
O potencial desta operação como ataque SQL é evidente, isto é, se a aplicação retornar todos os 
dados pelo primeiro exemplo de query, injectar o UNION seguido de outra query arbitrária, 
permitirá ler qualquer tabela a que o utilizador da base de dados possa aceder. [Anley, 2007] 
 
 Matching Columns 
 
Para que a declaração UNION funcione , é necessário que sejam satisfeitos alguns requisitos: 
 
a) As duas queries têm de retornar exactamente o mesmo número de colunas; 
b) Os dados que correspondem às colunas provenientes das duas declarações SELECT têm de 
ser do mesmo tipo, ou pelo menos compatíveis. [Clarke, 2009] 
 





 Matching Data types 
 
Uma que vez identificado o exacto número de colunas, é tempo de escolher uma ou mais para 
visualizar os dados pretendidos. No entanto, os tipos de dados correspondentes e provenientes das 
suas colunas devem ser de tipo compatível. Portanto, assumindo que existe o interesse em extrair o 
valor da String (por exemplo, o utilizador da base de dados), é necessário encontrar pelo menos 
uma coluna que tenha uma string com o tipo de dados para armazenar dados. Isto é simples de 
conseguir usando NULLs, dado que é só necessário substituir uma coluna de cada vez, um NULL 
por uma string simples.  
 







Assim que a aplicação não retornar o erro, saber-se-á que a coluna que foi utilizada para guardar o 
valor ‘test’ consegue aguentar a string e assim pode ser utilizada para exibir os dados desejados.  
 
Por exemplo, se uma segunda coluna contém um campo de string, e assumindo que se obtém o 




 Working with strings 
 
Nos exemplos anteriores, em que o parâmetro injectável foi sempre um número, utilizaram-se 
alguns truques algébricos para obter diferentes respostas (error-based or content-based). No 
entanto, muitos dos parâmetros vulneráveis a SQL Injection são strings, e não números. 
Felizmente, pode aplicar-se a mesma abordagem para os parâmetros string.  
 





Assumindo que um website de e-commerce tem uma função que permite que um utilizador possa 
listar todos os produtos que foram produzidos por uma certa marca, essa função é chamada através 
do seguinte endereço: 
http://www.teste.com/search.asp?brand=acme 
 
Este endereço, quando chamado, executa a seguinte query na base de dados: 
SELECT * FROM products WHERE brand = 'acme' 
 
O que acontece se se modificar o parâmetro da marca? Se se substituir um “m” por um “l”, o 
endereço resultante será: 
http://www.teste.com/search.asp?brand=acle 
 
Este endereço irá provavelmente retornar algo muito diferente, talvez um resultado vazio, ou então 
um resultado diferente. 
 
Seja qual for o exacto resultado do 2º endereço, se o parâmetro da marca for injectável, é fácil 
extrair dados através da concatenação de strings. [Anley, 2008] 
 
 Extending the attack 
 
Os exemplos que foram apresentados até ao momento estavam focados em retirar informação que 
apenas pode ter duas possibilidades de valores. Por exemplo, se o utilizador é ou não o 
administrador da base de dados . No entanto, pode facilmente estender-se esta técnica para dados 
arbitrários. Obviamente, porque as declarações condicionais, por definição, podem recuperar 
apenas um bit de informação (como inferir apenas se a condição é verdadeira ou falsa), apenas irá 
precisar de ligações como o número de bits que compõem os dados em que se está interessado.  
 
Como exemplo, é necessário retornar ao utilizador que realiza as queries. Em vez de se limitar a 









A primeira acção a fazer é descobrir o comprimento do nome utilizador, e esta acção é possível 
através da seguinte query: 
Select len (system_user) 
 
Assumindo que o nome do utilizador é “appdbuser”, esta query irá retornar o valor “9”. Para 
extrair o valor utilizando uma declaração condicional, é necessário realizar uma pesquisa binária.  
 




Porque o utilizador é maior que 8 caracteres, este URL não vai gerar um erro. Continuando a 
pesquisa binária com as seguintes queries: 
http://www.teste.com/products.asp?id=12/(case+when+(len(system_user)+>+16)+then+1+else+
0+end) ---> Error 
http://www.teste.com/products.asp?id=12/(case+when+(len(system_user)+>+12)+then+1+else+
0+end) ---> Error 
http://www.teste.com/products.asp?id=12/(case+when+(len(system_user)+>+10)+then+1+else+
0+end) ---> Error 
http://www.teste.com/products.asp?id=12/(case+when+(len(system_user)+>+9)+then+1+else+0
+end) ---> Error 
 
Concluído! Pois a “(len(system_user) > 8)” condição é verdadeira e a (len(system_user) > 9) 
condição é falsa, e assim sabe-se que o utilizador é maior que 9 caracteres. 
 
Agora que já é conhecido o comprimento do nome de utilizador, é necessário extrair os caracteres 
que compõem o nome de utilizador. Para realizar esta tarefa percorrem-se os vários caracteres e 
para cada um deles realiza-se uma pesquisa binária através de valores ASCII. 
 
Exemplo: Em SQL Server é utilizada a seguinte declaração: 
ascii(substring((select system_user),1,1)) 





Esta expressão recupera o valor do system_user, extraindo a substring que começa desde o 
primeiro caracter e este é exatamente um caracter longo e calcula o valor decimal ASCII. Serão 
usados os seguintes URLs: 
http://www.teste.com/products.asp?id=12/(case+when+(ascii(substring(select+system_user),1,1))
+>+64)+then+1+else+0+end) ---> Ok 
http://www.teste.com/products.asp?id=12/(case+when+(ascii(substring(select+system_user),1,1))
+>+128)+then+1+else+0+end) ---> Error 
http://www.teste.com/products.asp?id=12/(case+when+(ascii(substring(select+system_user),1,1))
+>+96)+then+1+else+0+end) ---> Ok 
<etc.> 
 
A pesquisa binária continuará até o caracter “a” (ASCII: 97 ou 0x61) ser encontrado. Neste 
momento, o procedimento deverá repetir-se para o segundo caracter e por aí adiante. Utiliza-se esta 
abordagem para extrair dados arbitrários da base de dados, mas é muito fácil de verificar que esta 
técnica necessita de um largo número de pedidos para conseguir um razoável conjunto de 
informação. 
 
 Várias ferramentas gratuitas conseguem automatizar este processo. Contudo, é importante não 
esquecer que esta abordagem não é recomendada para extrair grandes conjuntos de dados como 
conjuntos inteiros de base de dados. [Clarke, 2009] 
 
 Using errors for SQL Injection 
 
Utilizar um cenário “non-blind SQL Injection” para erros de base de dados é muito útil para ajudar 
o atacante com a informação necessária para elaborar queries arbitrárias. Pode aproveitar-se as 
mensagens de erro para recuperar informação da base de dados, utilizando declarações 
condicionais que permitem extrair um bit de dados de cada vez. No entanto, nalguns casos, através 











 Enumerating the Database schema 
 
É possível aprofundar e descobrir como utilizar estas técnicas para obter largas quantidades de 
dados. Afinal, as bases de dados podem ser enormes, contendo grandes quantidades de terabites de 
dados. Para executar um ataque com sucesso e avaliar o risco que coloca uma vulnerabilidade de 
SQL Injection, é preciso realizar uma “impressão digital”, pois procurar alguns bits de informação 
não é suficiente.  
 
Um atacante hábil e engenhoso está habilitado a encontrar tabelas que estão presentes na base de 
dados e a rapidamente extrair aquelas em que ele está interessado. Para enumerar as 
tabelas/colunas que são apresentadas na base de dados remota, é necessário aceder a tabelas 
específicas que contêm a descrição da estrutura das várias base de dados.  
 
Esta informação é habitualmente chamada de “metadata – data about other data”. Uma óbvia pré-
condição para se ter sucesso é que o utilizador realize queries que sejam autorizadas a aceder à 
metadata, o que por vezes não acontece. Se esta situação falhar, possivelmente terá que elevar o 
acesso para um utilizador com mais privilégios.  
 
De seguida, é apresentado um exemplo de um ataque realizado em SQL Server para extrair alguma 
da “metadata” (dados sobre outros dados) que as bases de dados utilizam para organizar e gerir os 
dados. Neste exemplo serão mostrados queries UNION mas, no entanto, os mesmos conceitos 
podem ser estendidos a todas as outras técnicas de SQL Injection. 
 
Utilizando o seguinte URL: 
http://www.teste.com/products.asp?id=12 
 
A primeira informação que geralmente se extrai é uma lista das bases de dados que estão instaladas 
no servidor remoto. Tal informação está guardada na tabela “master..sysdatabases” e a lista de 
nomes pode ser recuperada através da seguinte query: 
http://www.teste.com/products.asp?id=12+union+select+null,name,null,+from+master..sysdatabas
es [Anley, 2008] 
 
 





O resultado será: 
 
Tabela 4 - Lista de base de dados 
 
A base de dados “master” é uma das mais interessantes na medida em que contém a metadata que 
descreve todas as outras bases. A base de dados e-shop também parece bastante prometedora e será 
provavelmente aquela que contém todos os dados utilizados para a aplicação de e-commerce, 
incluindo os dados de clientes. As outras bases de dados na lista da figura vêm por omissão com o 
SQL Server, e portanto são de menor interesse.  
 
Se esta query retornar um largo número de bases de dados e é preciso identificar qual delas está a 
utilizar a aplicação a testar, então é necessária outra query: 
SELECT DB_NAME() 
 
Com o nome da base de dados, é tempo de enumerar as tabelas que a compõem e que contêm os 
dados que se pretendem procurar. Cada base de dados tem uma tabela chamada sysobjects que 
contém a informação fundamental. Esta tabela também contém informação que não é necessária, e 
assim há que focar em user-defined objects, especificando que apenas se está interessado nas linhas 
onde o tipo é “U”. Assumindo que se quer aprofundar um pouco mais nos conteúdos da base de 
dados e-shop, é necessário injectar esta query: 
SELECT name FROM e–shop..sysobjects WHERE xtype='U' 
 









Os resultados serão algo do género [Anley, 2008]: 
 
Tabela 5 - Lista de tabelas inseridas na BD 
 
Como se pode verificar, existem tabelas interessantes com clientes e transacções que 
provavelmente serão as que contêm os conteúdos mais comprometedores. Para extrair os dados, o 
próximo passo deve ser enumerar as colunas dessas mesmas tabelas. Existe um método para extrair 
o nome de uma determinada tabela: 
 
SELECT name FROM e–shop..syscolumns WHERE id = (SELECT id FROM–shop..sysobjects 




A mesma sequência de ataque pode ser usada para enumerar e recuperar qualquer outra tabela a 
que o utilizador tenha acesso, mas, chegando a este ponto, é melhor contactar o cliente e dizer-lhe 
que tem um grande problema (ou mais do que um).  
 
 





 Escalating Priveliges 
 
Todos os sistemas modernos de Sistemas de Gestão de Bases de Dados providenciam aos seus 
administradores um controlo granular de todas as acções que os utilizadores conseguem realizar.  
 
Permite cuidadosamente gerir e controlar o acesso à informação guardada dando a cada utilizador 
específicos direitos, bem como a capacidade de acesso único a bases de dados específicas e realizar 
apenas algumas acções nas mesmas. Talvez o back-end do Sistema de Gestão de Bases de Dados 
que se está a atacar tenha várias bases de dados, mas o utilizador que realiza as queries tenha 
acesso apenas a uma delas, a qual não contenha a informação mais interessante e necessária.  
 
Ou talvez o utilizador apenas tenha acesso de leitura aos dados, mas o objectivo do teste é verificar 
se os dados podem ser modificados de uma forma não autorizada.  
 
Por outras palavras, o utilizador que realiza as queries pode ser um utilizador regular, cujos 
privilégios são de longe menores comparativamente com os do Administrador da base de dados. 
Através da introdução de limitações aos utilizadores regulares, e da diminuição do potencial dos 
vários ataques estudados , é preciso obter acesso como Administrador. Felizmente, existem vários 
casos onde é possível obter estes privilégios elevados. 
 
Será apresentado seguidamente um exemplo numa base de dados em SQL Server: 
 
Um dos melhores amigos dos atacantes quando o alvo é o Microsoft SQL Server é o comando 
OPENROWSET. O OPENROWSET é usado no SQL Server para realizar uma ligação aos dados 
remotos da fonte da OLE DB (um outro servidor SQL). O DBA pode utilizá-lo, por exemplo, para 
recuperar os dados que residem numa base de dados remota, como alternativa permanente de 
ligação de duas bases de dados 
 
O método de chamar a query OPENROWSET é: 
 
SELECT * FROM OPENROWSET('SQLOLEDB', 'Network=DBMSSOCN; Address=10.0.2.2; 
uid=foo; pwd=password', 'SELECT column1 FROM tableA') 
 





Já ligados ao servidor SQL no endereço 10.0.2.2 como utilizador “foo”, e correndo a query “select 
column1 from tableA”, os resultados serão transferidos de volta e retornados como uma query 
externa. De notar que “foo” é um utilizador da base de dados do endereço 10.0.2.2 e não da base de 
dados onde o comando OPENROWSET é primeiro executado.  
 
Também é necessário salientar que para realizar com sucesso a query como utilizador “foo” é 
necessária a autenticação certa, contendo a palavra-chave correcta. O OPENROWSET tem um 
número de aplicações para ataques SQL Injection, e neste caso utiliza-se fazendo um ataque de 
“brute-force” à password da conta “SA”. Existem importantes premissas a relembrar aqui:    
 
 Para que a ligação seja executada com sucesso, o OPENROWSET tem de fornecer 
credenciais que sejam válidas na base de dados onde a ligação é realizada; 
 O OPENROWSET pode ser utilizado não apenas para ligação remota a uma base de dados, 
mas também para realizar uma ligação local, Em cada caso a query é realizada com os 
privilégios do utilizador específico na chamada OPENROWSET. [Anley, 2008] 
 
4.4.2. Técnicas automáticas de exploração do SQL Injection 
 
Anteriormente foi identificado um número de diferentes ataques e técnicas que se podem utilizar 
quando se está perante uma aplicação WEB vulnerável. No entanto, a maior parte destes ataques 
necessitam de um largo número de pedidos para extrair um conjunto decente de informação da 
base de dados remota.  
 
Dependendo da situação, há que efectuar dezenas de pedidos para retirar uma impressão digital da 
base de dados, e talvez centenas (ou até milhares) para dados que possam interessar ao atacante. A 
elaboração manual de tamanho número de pedidos seria extremamente tedioso, no entanto, várias 
ferramentas conseguem automatizar todo o processo, deixando a aguardar que as tabelas sejam 
publicadas no ecrã ou guardadas no disco rígido.  
 









O SQLMAP é uma ferramenta de linha de comandos automática para SQL Injection, que pode ser 
descarregada em http://sqlmap.sourceforge.net. 
 
O SQLMAP não é apenas uma ferramenta de exploração, consegue também ajudar a encontrar 
pontos de injecção vulneráveis.  
 
Podem escolher-se muitas de várias opções: 
 
o Realizar uma extensiva impressão digital do sistema de gestão de base de dados; 
o Recuperar o utilizador e a base de dados do SGBD; 
o Enumerar utilizadores, password hashes, privilégios, e bases de dados; 
o Despejar toda as tabelas e colunas do SGBD ou tabelas e colunas de utilizadores 
específicos; 
o Correr instruções personalizadas SQL; 
o Ler ficheiros arbitrários; 
o Etc. 
  











O Bobcat é uma ferramenta automatizada de SQL Injection, desenhada para ajudar um consultor a 
tirar vantagem de vulnerabilidades SQL. A ferramenta pode ser descarregada em 
http://www.northern-monkee.co.uk/projects/bobcat/bobcat.html. 
 





O Bobcat tem inúmeras características que ajudam a comprometer a aplicação vulnerável e a 
explorar o SGBD, bem como a listar servidores e esquemas de bases de dados, retirar dados, 
contas por brute-force, elevação de privilégios, e execução de comandos para sistemas operativos. 
O Bobcat pode explorar vulnerabilidades SQL Injection em aplicações WEB, independentemente 
da linguagem, mas está dependente do SQL Server da base de dados. Também requer uma 




O BSQL é uma ferramenta desenvolvida por Ferruh Mavituna e está disponível em 
http://code.google.com/bsqlhacker/. Apesar de ainda estar em versão beta, está extremamente bem 
construída de acordo com o projecto OWASP SQLiBENCH. O BSQL foi divulgado no GPLv2, 
opera apenas em máquinas windows com o .NET Framework instalado e vem como um instalador 
automático.  
 
É baseado na injecção “error-based” e blind injection, e oferece a possibilidade de utilizar uma 
interessante alternativa de abordagem da injecção time-based. 
 
A técnica, que o autor apelidou de “deep blind injection” é descrita em detalhe no paper que pode 
ser acedido em  http://labs.portcullis.co.uk/download/Deep_Blind_SQL_Injection.pdf. 
 
 
O BSQL também pode encontrar vulnerabilidades de SQL Injection e extrair informação nas 
seguintes bases de dados: 
 
o Oracle; 
o SQL Server; 
o MySQL. 
 
 Outras ferramentas 
 
Existem várias outras ferramentas que conseguem também fazer um bom trabalho de 
automatização de SQL Injection. Em baixo ficam alguns exemplos: 






o Automagic SQL Injection (http://scoobygang.org/automagic.zip); 
o SQLiX(http://www.owasp.org/index.php/Category:OWAS_SQLiX_Project); 





4.5. Exploração de SQL Injection em 2º Grau 
 
Todos os exemplos de SQL injection discutidos anteriormente podem ser classificados como SQL 
Injection de 1º grau, pois os eventos envolvidos acontecem com apenas um pedido e resposta 
HTTP: 
 
1) O atacante submete inputs trabalhados num pedido HTTP; 
2) A aplicação processa o input, injetando a SQL Query do atacante; 





No entanto, existe um 2º grau de ataque de SQL Injection, que tem uma sequência de eventos que a 
seguir se enumeram: 
 
1) O Atacante submete inputs trabalhados num pedido HTTP; 
2) A aplicação guarda o input para no futuro utilizá-lo (normalmente na base de dados), e 
responder ao pedido; 
3) O atacante submete um segundo pedido, este diferente do primeiro; 
4) Para lidar com este segundo pedido, a aplicação recupera o input guardado e processa-o, 
causando a injecção do SQL Query do atacante; 





5) Se aplicável, os resultados da query são retornados ao atacante pela resposta da aplicação ao 
segundo pedido. 
 [Chapela, 2006] 
 
As ameaças de SQL Injection são conhecidas e sabe-se como parametrizar queries para incorporar 
em segurança os dados corrompidos nas SQL Queries. 
 
Uma abordagem muito comum para desenvolver SQL Queries  é utilizar queries parametrizadas 
para dados que é mais óbvio estarem corrompidos, tal como os que são recebidos de imediato do 
pedido de HTTP. Assim, no outro ponto, é possível fazer o julgamento de cada caso, ou seja, 
decidir se os dados são seguros para serem utilizados numa query dinâmica. Esta abordagem é 
perigosa e pode levar facilmente a descuidos, surgindo assim vulnerabilidades de 2º grau. O 
conceito de dados corrompidos, em que os dados necessitam de ser tratados de modo seguro à 
chegada, pode levar os itens a serem assumidos como confiáveis quando não o são. [Chapela, 
2006] 
 
A forma mais efizaz de defesa contra as vulnerabilidades de 2º grau passa por utilizar queries 
parametrizadas para o acesso a todas as bases de dados, parametrizando correctamente cada dado 
variável que está incorporado em cada query. Esta abordagem envolve um pequeno trabalho extra 
sobre dados que realmente são confiáveis, mas que irá enviar os erros descritos acima.  
 
Fica a nota que algumas das partes das queries SQL, como os nomes de colunas e tabelas, não 
podem ser parametrizadas, uma vez que elas constituem uma estrutura que é fixada quando a query 
é definida, antes dos dados serem atribuídos aos seus “placeholders”. Se forem incorporados dados 
nessas partes das queries, fica determinado se as funcionalidades podem ser implementadas de uma 
maneira diferente. [Moore, 2008] 
 
4.6. Mitigação de SQL – Ao nível do código 
 
Até ao momento foi focada a forma de encontrar e atacar vulnerabilidades de SQL Injection. Como 
podem então ser prevenidos os ataques de SQL Injection ? Se existir um programador com uma 
aplicação que é vulnerável a SQL Injection, ou um profissional de segurança que precise de dar um 





conselho aos seus clientes, existe um número razoável de acções que podem ser feitas para reduzir 
ou eliminar a ameaça de SQL Injection.  
  
4.6.1. Validating Input 
 
Um dos mais poderosos controlos a utilizar, se for bem feito, é a validação do input que a 
aplicação recebe. 
 
A validação do input é o processo de testar o input recebido pela aplicação contra o standard 
definido na aplicação. Pode ser simplesmente escrever um parâmetro tão complexo que utilize 
expressões regulares ou usar a lógica para validar o input. 
 
Existem dois tipos de abordagens de input validation, a validação “whitelist” (muitas vezes referida 
como inclusão ou validação positiva) e a validação “blacklist” (muitas vezes conhecida como 
exclusão ou validação negativa). De seguida fica uma pequena descrição destas duas abordagens. 
 
 Whitelisting list 
 
A validação whitelist é a prática de aceitar inputs que são conhecidos como sendo adequados. Esta 
situação pode envolver a verificação de que o input cumpre o “tipo esperado”, tamanho, intervalo 
numérico, ou outros formatos normalizados antes de o aceitar para futuro processamento. Por 
exemplo, validando um input que é um número de cartão de crédito poderá envolver a validação de 
que o valor de input contém apenas números, que contém entre treze e dezasseis dígitos e que 
passa correctamente o “bussiness logic check” da fórmula de Luhn (a fórmula de Luhn permite  
calcular a validade do número com base no último “check” do cartão).  
 
Em geral, a validação whitelist é a mais poderosa dos dois tipos de abordagem de validação de 
input. Pode ser, no entanto, difícil de implementar em cenários onde existe um input complexo, ou 
onde o total dos possíveis inputs não pode ser determinado. Exemplos difíceis poderão incluir 
aplicações baseadas em linguagens com um grande número de conjuntos de caracteres (exemplo: 
Conjuntos de caracteres unicode definindo os caracteres chineses e japoneses). 
 





É recomendada a utilização da validação whitelist sempre que possível, e como suplemento utilizar 
outros controlos como o enconding output para assegurar que a informação que é submetida (como 




Blacklisting é a prática de rejeição do input que se sabe ser malicioso. Esta prática é comum 
envolver input rejeitado que contenha conteúdo que é especificamente conhecido como malicioso, 
pela visão de conteúdo para um número de caracteres, strings ou patterns conhecidos como maus.  
 
Esta abordagem é geralmente mais fraca que a validação whitelist porque a lista de potenciais 
caracteres inadequados é extremamente vasta, e como qualquer lista de conteúdo nefasto é 
provável que seja longa, lenta para correr, incompleta e difícil de manter actualizada. Um método 
comum de implementação de uma blacklist é também o uso de expressões regulares, com a lista de 
caracteres ou strings que não são permitidos. Exemplo: '|%|--|;|/\*|\\\*|_|\[|@|xp_ 
 
Em geral, o blacklisting não deve ser utilizado isoladamente, mas sim combinado com o 
whitelisting se possível. No entanto, em cenários em que não é possível utilizar o whitelisting, o 
blacklisting pode ser um controlo útil. Nestes cenários, no entanto, é recomendado o uso do 
blacklisting em conjunção com o output enconding para assegurar que o input passado é verificado 




4.6.2. Output Encoding  
 
Para além da validação do input recebido pela aplicação, é geralmente necessário que seja 
realizado o encode entre os diferentes módulos ou partes da aplicação. No contexto de SQL 
Injection, isto é aplicado como requerimento para encode, ou seja, controlo do conteúdo que é 
enviado para a base de dados para assegurar que é tratado propriadamente. No entanto, esta não é a 
única situação onde o encoding pode ser necessário. 
 





Uma situação geralmente desconsiderada é o encoding de informação que vem da base de dados, 
especialmente nos casos onde os dados consumidos poderão não ser estritamente validados ou 
saneados, ou poderão vir da fonte third-party. Nestes casos, embora não extremamente 
relacionados com o SQL Injection, é aconselhável considerar a implementação e a abordagem de 
enconding similar para prevenir outros problemas de segurança de serem apresentados, como o 
XSS. [Clarke, 2009] 
 
4.6.3. Using stored procedures – Designing 
 
Uma técnica de design que poderá prevenir ou mitigar o impacto do SQL Injection é o design da 
aplicação para utilizar exclusivamente stored procedures para aceder à base de dados. Stored 
procedures são programas guardados na base de dados, onde podem ser escritas em inúmeras 
linguagens diferentes e variantes dependendo da base de dados, como SQL PL/SQL para Oracle, 
Transact-SQL para sql Server, SQL standard para MySQL), Java (Oracle), etc. 
 
Através das Stored Procedures é possível configurar acessos ao nível da base de dados. Esta 
situação é importante, porque significa que encontrado um problema que permita a exploração de 
SQL Injection, o atacante deverá nunca estar habilitado a aceder a informação sensível na base de 
dados. [Anley, 2007] 
 
4.6.4. Sensitive data handling 
 
Uma outra técnica de mitigação do SQL Injection é considerar o armazenamento e o acesso a 
informação sensível na base de dados. Um dos objectivos do atacante é ganhar acesso aos dados 
guardados na base de dados, geralmente porque os dados terão alguma forma de valor monetário. 
Alguns exemplos de tipos de informação que o atacante poderá estar interessado em obter são os 
nomes de utilizadores e palavras-chave, detalhes pessoais, informações financeiras ou detalhes de 
cartões de crédito.  
 
Perante esta situação vale a pena considerar controlos adicionais para esta informação sensível: 
 
 Palavras-chave: Sempre que possível não devem ser guardadas palavra-chaves de 
utilizadores na base de dados. Uma alternativa segura é guardar com um one-way hash 





(utilizando a segurança de algoritmos como o SHA256) para cada palavra-chave dos 
utilizadores, ao invés da própria password.  
 Cartões de crédito ou informações financeiras: Devem guardar-se os detalhes do cartão de 
crédito com uma encriptação de cartões de crédito aprovada (FIPS-Certified). Este é um 
requisito da “Payment Card Industry Data Security Standards” para informações de cartões 
de crédito. No entanto, é necessário ter em consideração que a encriptação dos detalhes 
financeiros poderá estar incluída no design da aplicação, tal como dos detalhes das contas 
bancárias. 
 Arquivo: Quando uma aplicação não está habilitada a manter um vasto histórico de toda a 
informação sensível que lhe é submetida (informação pessoal identificável), deve considerar-
se arquivar ou remover a informação não necessária depois de um período razoável de 
tempo. Quando a aplicação não exige esta informação depois do processo inicial, há que 
arquivar ou remover a informação não necessária imediatamente. Neste caso, removendo a 
informação cuja exposição seria uma violação grave da privacidade, poderá reduzir-se o 
impacto de uma futura violação de segurança. 
[Litwin, 2004] 
 
4.6.5. Outros recursos de mitigação de SQL Injection 
 
Existe um número de recursos para promover a segurança de aplicações, providenciando 
ferramentas, recursos, treinos, e conhecimento para os programadores escreverem essas aplicações. 
Em baixo fica uma lista de recursos que podem ser úteis: 
 
 The Open Web Application Security Project (OWASP – www.owasp.org) é uma comunidade 
aberta para promover a segurança das aplicações web.  
 The 2013 CWE/SANS Top 25 de mais perigosos erros de programação 
(http://cwe.mitre.org/top25/index.html) 
 The SANS Software Security Institute (www.sans-ssi.org) fornece treino e certificação em 
desenvolvimento em segurança, bem como o grande conjunto de informação de referência. 
 Oracle’s Tutorial on Defending Against SQL Injection Attacks (http://st-
curriculum.oracle.com/tutorial/SQLInjection/index.html) – Contém ferramentas e técnicas 
para segurança de bases de dados Oracle. 





 SQLSecurity.com (www.sqlsecurity.com) é um site dedicado à segurança de Microsoft SQL 
Server. 
 Red-Database-Security (www.red-database-security.com) é uma empresa especializada em 
segurança Oracle. Este site tem um conjunto largo de apresentações e papers de segurança 
Oracle. 
 Pete Finnegan Limited (http://petefinnigan.com) também fornece um grande conjunto de 
informação para base de dados Oracle. 
 
4.7. Mitigação de SQL Injection – Ao nível das interfaces/plataformas  
 
Neste capítulo irá ser focada a importância da análise das tecnologias e técnicas de protecção em 
execução, como plug-ins para o servidor web e actualizações para a aplicação de framework. Serão 
seguidas estratégias para a segurança dos dados na base de dados, bem como da própria base de 
dados , para ajudar a reduzir o impacto da exploração de vulnerabilidades SQL Injection. No 
entanto, é importante lembrar que as soluções discutidas não substituem a escrita de código fonte, 
mas são complementares. 
 
Uma base de dados robustecida não elimina o SQL Injection, mas torna-a significativamente mais 
difícil de explorar. Um filtro de segurança pode servir como pacote virtual entre uma deteção de 
vulnerabilidade e uma correcção de código. A segurança ao nível das plataformas é uma 
componente importante para assegurar uma estratégia de segurança para as aplicações existentes e 
novas aplicações.  
 
4.7.1. Web Application Firewalls 
 
Uma das mais conhecidas soluções para segurança de aplicações WEB é a utilização de uma WAF 
(Web Application Firewall). Uma WAF é um aplicação que adiciona recursos a uma aplicação 
WEB.  
 
Especificamente, serão focadas as WAFs que conseguem protecção contra SQL Injection. 
As WAFS são tipicamente módulos embebidos dentro do servidor WEB ou de uma aplicação com 
o mínimo de configuração. Os dois principais benefícios das WAF são: a infraestrutura WEB 
mantém-se inalterada e as comunicações HTTP/HTTPS são asseguradas perfeitamente porque 





correm dentro do servidor WEB. A WAF não consome recursos do servidor WEB e pode proteger 
múltiplas aplicações WEB de variadas tecnologias. [Chris, 2008] 
 
4.7.2. Intercepting Filters 
 
A maioria das WAFs implementam o padrão de filtros de intercepção ou incluem uma ou mais 
implementações na sua própria arquitectura. Os filtros são uma serie de módulos independentes 
que podem ser executados em cadeia para realizarem um processamento antes e depois de um 
pedido de recursos (WEBpage, URL,script,etc.).  
 
Estes não têm dependências explícitas, e permitem adicionar novos filtros sem isso afectar os 
filtros existentes. Esta modularidade faz com que os filtros possam ser usados em muitas 
aplicações. Podem adicionar-se filtros para aplicações quando estão a ser implementadas como 
plug-ins no servidor WEB ou quando activadas dinamicamente com o ficheiro de configuração da 
aplicação. [Clarke, 2009] 
 
Os filtros são ideais para execuções centralizadas, tarefas repetíveis em todos os pedidos e 
respostas em que são acopoladas na lógica da aplicação. Também são bons para funções de 
segurança como a validação de input, logs de pedido/resposta, e para transformação de respostas 
de saída.  
 
A seguir ficam alguns exemplos de filtros para servidores web: 
 
o URLSCAN – Upgrade para IIS Lock Down Tool 
http://www.microsoft.com/downloads/details.aspx?familyid=EE41818F-3363-4E24-9940-
321603531989&displaylang=en 
o WebKnight – Filtro IIS ISAPI – http://www.aqtronix.com 
 
  









Com esta conclusão termina esta dissertação, mas não as razões nem as motivações que a 
despertaram. Há domínios da actividade humana que são, por natureza, complexos. As áreas que 
temos por hábito relacionar com a Informática e os Sistemas de Informação são disso um bom 
exemplo. Como se essa complexidade não bastasse, poucas foram as actividades e profissões que 
sofreram uma tão rápida transformação num tão curto espaço de tempo.  
 
Mas se durante muitos anos encarámos essa complexidade e esse ritmo de mudança como um 
problema, hoje aceitamo-los como sendo a essência da própria actividade. Encaramos o 
incrementar e o reformular da complexidade, já não como um problema a resolver, mas como um 
universo de desafios, de riscos e oportunidades. Uma realidade complexa, natural e inevitável. 
 
Assumo esta “conclusão” não como o encerrar do processo ou o fechar de ciclo mas apenas como 
o “transpor da porta”, sabendo que do outro lado está um caminho complexo, pleno de riscos mas 
também de oportunidades, face às quais continuo a redesenhar e reagrupar de competências que se 
impõe. 
 
Ninguém pode honestamente prever como vai evoluir a temática da “Anonimização na internet”, a 
ética e a qualidade da segurança em sistemas de informação serão os principais enfoques.  
 
Ao longo deste trabalho foi minha preocupação apresentar o “estado da arte” nas diversas matérias 
que considerei relevantes. Essa relevância advém da contribuição para fornecer confiança à 
Segurança dos Sistemas de Informação, nas suas decisões, quanto ao nível de controlo que devem 
estabelecer nas suas organizações, com especial atenção nos métodos de miticar ataques. 
 
Começou-se por verificar a importância da consciência e contexto histórico por parte do 
significado da “Anonimização na Internet”, na qual a sua ativididade se desenvolveu. 
 
Mostrou-se que depois de identificar, é fundamental proceder ao seu tratamento, o que passa pela 
sua valorização, pois os recursos podem ser escassos e uma correcta gestão passa por conseguir 





otimizar a utilização desses recursos. Pela mesma razão de gestão, não é economicamente 
compensador mitigar o risco para além do limite que a Organização está disposta a tolerar. 
 
Identificados os riscos dos principais ataques foi preciso encontrar as soluções para os mitigar. 
Nem sempre as escolhas efetuadas para este efeito passam pelo aceitar, evitar ou transferir. Muitas 
vezes a Organização opta pela mitigação, nesse caso é preciso encontrar as soluções para o fazer. 
Nesta dissertação ficou demonstrado algumas técnicas e ferramentas para esse exercício. 
 
A principal contribuição desta dissertação é a sistematização da informação sobre os temas acima 
abordados, informação essa que apesar de existente e abundante, se encontrava dispersa para os 
objetivos que se pretenderam atingir com este trabalho.  
 
5.2. Trabalho Futuro 
 
Para além do desenvolvimento dos aspectos aqui considerados, cada um dos temas abordados 
poderia dar só por si origem a dissertações de mestrado. Assim, em baixo ficam alguns pontos que 
podem ser desenvolvidos em trabalhos futuros: 
 
 Aprofundamento científico da constituição dos grupos como os “Anonymous” – O 
problema de existirem apenas investigações jornalisticas à existência destes grupos limitou 
em muito o levantamento científico dos grupos que existiram e existem. 
 
 Aprofundamento científico do conceito Engenharia Social dentro da anonimização da 
internet – A Engenharia Social tornou-se na actualidade um tipo de ataque eficaz, sem 
necessidade de níveis de conhecimento técnicos elevados, mas que no entanto, abilita o 
utilizador para obter informação priveligiada.   
 
 Aprofundamento de outros ataques utilizados – Para além dos ataques abordados nesta 
dissertação, haverá concerteza outros ataques, que apesar de menos utilizados, tiveram a sua 
importância na proliferação do conceito de “Anonimização na internet” (Exemplo: XSS - 
Cross-site scripting e Buffer overflow). 
  







4Chan – O popular forum utilizado por 22 milhões de utilizadores por mês. Originalmente 
construído para conversar sobre anime japonês, mas que no entanto, foi alterado para se conversar 
sobre todos os tipos de topicos, incluindo partidas online ou raids contra outros sites. 
 
47 regras da internet – Uma lista de 47 “regras” que tiveram origem numa conversação em 2006 
no IRC (Internet Relay Chat), que os Anonymous intitularam de “Nós não perdoamos, nós não 
esquecemos”. As regras definem uma etiqueta cultural (regras de comportamento) para foruns 
como o 4Chan e acções que se espera das comunidades online. 
 
Anonymous – Um nome que refere grupos de pessoas que utilizam a internet para pregar partidas 
ou como método para protestar. Derivado directamente do forçado anonimato de utilizadores do 
forum 4Chan. Ficaram conhecidos nos últimos 7 anos pelos ciberataques a instituições, empresas e 
agências governamentais. Estes grupos de pessoas não têm uma clara liderança estruturada, nem 
regras de adesã. 
 
AntiSec – Um ciber movimento começado no inicio dos anos 2000s integrando black hackers que 
realizavam um campanha para acabar com o sistema entre profissionais de IT. Posteriormente no 
verão de 2011 este movimento reapareceu com a vaga de ataques a agências governamentais  com 
o sentido de esforço de expôr casos de corrupção. 
 
Black Hat – Alguém que utiliza o seu conhecimento de programação de software para fins 
maliciosos, tanto para atingir websites ou roubar bases de dados contendo informação pessoal, com 
o intuito de vender a informação a terceiros. Os Black Hats também são conhecimentos como 
“crackers”. 
 
DdoS (Distributed Denial of service) – Trata-se de um ataque a um website ou a um outro recurso 
da internet realizado por computadores que através da internet tornam o sitio offline por um 
esmagador envio de trafico de lixo. 
 
FIPS-Certified – Federal Information Processing Standard, trata-se de um certificado de 
segurança utilizado pelo governo dos EUA para acreditar criptografia. 






Fórmula Luhn – O Algoritmo Luhn também conhecido como “modulus 10” ou “mod 10 
é uma formula de validação utilizada para variedades de números de identificação, como número 
de cartões de crédito, IMEI, etc. Foi criado por um cientista da IBM chamado Hans Peter Luhn. 
 
Hacker – No contexto de anonimização, refere-se como alguém com elevadas níveis técnicos para 
atacar e entrar em computadores (para aprofundar o conhecimento ver as definições de “Black 
Hat” e “White Hat”). 
 
Hacktivist – Palavra que deriva das palavras “Hacker” e “activista”, e refere alguém que usa 
ferramentas digitais para ajudar a espalhar uma mensagem política ou social. Entre os mais 
variados métodos eram utilizados os ataques de DdoS e sql injection. 
 
IP (Internet Protocol) Address – É o único número atribuído a cada dispositivo que está ligado a 
uma rede interna ou externa. Cada endereço de IP consiste em 4 conjuntos de números separados 
por periodos. 
 
LulzSec – Um grupo dissidente de hackers que temporariamente rompeu com os  “Anonymous” no 
verão de 2011 para prosseguir uma serie de ataques mais focados em empresas como a Sony e 




SHA-256 - Secure Hash Algorithm. Consiste num conjunto de seis funções Hash que contém 256 
bits. 
 
Social Engineering – É o acto de mentir ou falar para uma pessoa sob o disfarce  de uma falsa 
identidade, sobre falsas pretensões, com o fim de eliminar informações.   
 
SQL Injection – Também conhecido como SQLi e muitas vezes pronunciado como “sequel 
injection”, este termo é referido a um método de conseguir acesso a uma base de dados web 
vulnerável, inserindo comandos especiais na base de dados, em várias ocasiões por web forms 





como utilizadores normais de websites, para que se tenha acesso a informação escondida a 
utilizadores normais. 
  
VPN – Tecnologia de rede que providencia acesso seguro e remoto pela internet através de um 
processo conhecido como “tunneling”. Várias organizações utilizam VPNs para disponibilizar aos 
seus trabalhadores meios para trabalhar a partir de casa com ligações seguras à rede interna das 
mesmas. Hackers ou apoiantes dos “Anonymous”, utilizam as VPNs para esconder o seu 
verdadeiro endereço IP. 
 
White Hat – Alguém que utiliza o seu conhecimento de programação de software para entrar em 
redes de computadores com o intuito de protecção a websites e organizações.  
 
XSS – Cross-site scripting – é um tipo de vulnerabilidade de segurança encontrada em aplicações 
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