Abstract Event-B is a modelling language and a formal methods approach for correct construction of software. This paper presents our work on code generation for Event-B, including the definition of a syntactic translation from Event-B to JML-annotated Java programs, the implementation of the translation as the EventB2Java tool, and two case studies on the use of EventB2Java. The first case study is on implementing an Android application with the aid of the EventB2Java tool, and the second on testing an Event-B specification of the Tokeneer security-critical system. Additionally, we have benchmarked our EventB2Java tool against two other Java code generators for Event-B.
Introduction
The development of safety-critical reactive systems is intrinsically difficult. Event-B is a formal modelling language for reactive systems and a formal software development methodology in which software systems are initially conceived in a very abstract way and then refined [4] into code. This paper reports on our work on code generation for Event-B [2] . The main contributions of this work are (i) the definition of a full-fledged translation from Event-B to JML-annotated [33] Java programs, (ii) the implementation of this translation as the EventB2Java tool, and (iii) two case studies and extensive benchmarking results comparing our tool (EventB2Java) with other code generators for Event-B. The EventB2Java Java code generator largely supports Event-B's syntax. A first key feature of our translation is that it can be applied to both abstract and refinement Event-B models. Hence, EventB2Java tool users can generate code for a very abstract and incomplete Event-B model of a system, check user's intention in Java-whether the system behaves as expected, and then continue developing the Event-B model to correct any issues and add additional functionality as needed. EventB2Java can produce sequential or multi-threaded Java implementations of Event-B models.
A second key feature of the proposed translation is the generation of (JML) formal specifications along with the Java code. This feature enables users to write custom code that replaces the code generated by EventB2Java, and then use existing JML tools [13] to verify that the custom code is correct.
To validate our work on code generation for Event-B, we present two case studies: the first on the development of an Android application with EventB2Java, and the second on testing an Event-B model of the Tokeneer safety-critical system. More concretely, the first case study demonstrates how EventB2Java can be used as part of a software development methodology to generate the core functionality (the Model) of an Android application that is organised following the MVC (Model-View-Controller) software pattern [28] , whilst the second case study demonstrates how EventB2-Java and Java Unit (JUnit) testing [35] can be used to refine (improve) an Event-B model to conform to an existing System Test Specification (STS) document.
To compare our work with the existing state of the art, we benchmarked EventB2Java against two competing tools for nine Event-B models and six comparison criteria. 1 Our work has partially been published elsewhere. A preliminary version of the translation to Java and JML is presented in [44] . The rest of the work presented here is unpublished, including the two case studies and the EventB2Java tool benchmark.
In the following, Sect. 2 introduces Event-B and JML, Sect. 3 presents the translation from Event-B to JMLannotated Java programs, and Sect. 4 presents the implementation of the EventB2Java tool. Section 5 presents a case study on software development with EventB2Java and Sect. 6 a case study on the use of EventB2Java in testing a securitycritical access control system modelled in Event-B. Section 7 presents our tool benchmark. Finally, Sect. 8 presents related work, and Sect. 9 concludes and mentions future work.
Background
In this section we give a broad view of the Event-B formal method, and a brief introduction to JML. The expression formal method refers to a direct technique for constructing dependable systems. The system is dependable when there is evidence that its benefits outweigh its risks. A direct technique is one that focuses dependability on the system satisfying some critical properties, rather than on the functions or tasks it should perform. A formal method provides ways to integrate these properties into the system design and to mathematically prove system compliance with them.
The Event-B method
Event-B is a formal modelling language for reactive systems, introduced by Abrial [2] , which allows the modelling of complete systems (software plus hardware devices). Event-B is based on Action Systems [6] , a formalism describing the behaviour of a system by the (atomic) actions that the system carries out. An Action System describes the state space of a system and the possible actions that can be executed in it. Thus, the purpose of Event-B is to describe a single frame- 1 The EventB2Java tool and the results of the benchmark are available at http://poporo.uma.pt/EventB2Java. work as composed of a system and the way that it reacts to its environment.
Event-B models are composed of contexts and machines. Contexts define constants, uninterpreted sets and their properties expressed as axioms, while machines define variables and their properties, and state transitions expressed as events. The initialisation event computes the initial state of a machine. An event is composed of a guard and an action. The guard (written between keywords where and then) represents conditions that must hold in a state for the event to trigger. The action (written between keywords then and end) computes new values for state variables, thus performing an observable state transition. If the system reaches a state where no event guard holds, it halts and is said to have deadlocked. There is no requirement that the system should halt, and indeed, most Event-B models represent systems that run forever. If halting is desired, the system can be modelled using convergent events that monotonically decrease the value of a natural number expression called the machine variant. Such events can only be triggered in states where the value of the variant is non-negative. Additionally, the system may reach a state where the guards of more than one event hold. In this situation, the system is said to be non-deterministic: Event-B semantics allows any of the events whose guards are satisfied to be triggered.
In Event-B, systems are typically modelled via a sequence of refinements. First, an abstract machine is developed and verified to satisfy whatever correctness and safety properties are desired. Refinement machines are used to add more detail to the abstract machine until the model is sufficiently concrete for hand or automated translation to code. Refinement proof obligations are discharged to ensure that each refinement is a faithful model of the previous machine, so that all machines satisfy the correctness properties of the original. Figure 1 presents a simplified version of an Event-B model for social networking (taken and adapted from [18] ). The initialisation event starting on line 14 gives initial values to the state (machine) variables. Two further events are shown: one that is triggered when any user uploads a new content item (the upload event on line 22) , and the other triggered when a content item is to be hidden from some user page (the hide event on line 34). The upload event uploads a content item c1 to the account of person p1. c1 is a fresh item content so that c1 / ∈ contents. The hide event hides content item c1 from the pages of person p1. The construct:
specifies a non-deterministic event that can be triggered in a state where the guard G(s, c, v, x) holds for some bounded value x, sets s, constants c, and machine variables v. When the event is triggered, a value for x satisfying G(s, c, v, x) is non-deterministically chosen and the event action v := A(s, c, v, x) is executed with x bound to that value. The correctness condition of the event requires that, for any x chosen, the new values of the state variables computed by the action of the event maintain the invariant properties of the machine. The semantics of events thus models a system that is controlled by interactions from the environment (i.e. user actions) that may occur at any time.
The example in Fig. 1 uses the Rodin [3] tool notation, where predicates on different lines are implicitly conjoined and actions on different lines are executed simultaneously. The "\" symbol is used for set difference.
JML
JML [33] is an interface specification language for Java. It is designed for specifying the behaviour of Java classes, and is included directly in Java source files using special comment markers //@ and /*@ */. JML's type system includes all built-in Java types and additional types representing mathematical sets, sequences, functions and relations, which are represented as JML specified Java classes in the org.jmlspecs.models package. Similarly, JML expressions are a superset of Java expressions, with the addition of notations such as ==> for logical implication, \exists for existential quantification, and \forall for universal quantification.
JML class specifications can include invariant clauses (assertions that must be satisfied in every visible state of the class), initially clauses (specifying conditions that the post-state of every class constructor must satisfy), and history constraints (specified with the keyword constraint, that are similar to invariants, with the additional ability to relate pre-and post-states of a method). Concrete JML specifications can be written directly over fields of the Java class.
JML provides pre-post style specifications for Java methods describing software contracts [38] . JML uses keywords requires for method pre-conditions, ensures for normal method post-conditions, and assignable and modifies for frame conditions (lists of locations whose values may change from the pre-state to the poststate of a method). The pre-state is the state on method entry and the post-state is the state on method exit. A normal_behavior method specification states that if the method pre-condition holds in the pre-state of the method, then it will always terminate in a normal state, and the postcondition will hold in this state. In a JML ensures clause, the keyword \old is used to indicate expressions that must be evaluated in the pre-state of the method-all other expressions are evaluated in the post-state. The \old keyword can also be used in history constraints, providing a convenient way to specify (for example) that the post-state value of a field is always equal to the pre-state value, thus making the field a constant. Figure 2 presents a partial translation of the Event-B machine in Fig. 1 to JML. The details of the translation algorithm are presented in Sect. 3-our purpose here is primarily to give an example of a JML specification. Carrier sets CONTENTS and PERSONS are translated as static and final fields of type BSet, along with history constraints that specify that they are immutable (lines 4-11). Variables persons and contents are fields of type BSet, and pages and owner are BRelations (lines [12] [13] [14] [15] [16] [17] . These classes represent sets and relations, and are closely related to the JMLEqualsSet and JMLEqualsToEqualsRelation classes in the org.jmlspecs.models package. The methods of these classes implement Event-B set and relation operations, so the invariant (lines [19] [20] [21] [22] [23] [24] is equivalent to the Event-B invariant on lines 9-12 of Fig. 1 . Declaring the fields spec_public allows them to be used in public specifications. The guard_hide method is the translation of the guard of the hide event. Declaring a method as pure (line 33) has the same effect as assignable \nothing. The specification of the run_hide method uses two specification cases connected by the keyword also (line 41). The first case specifies that the pair (c1, p1) is removed from pages if the guard_hide method returns true. The second specifies that no state changes are allowed if guard_hide returns false. Only pure methods can be invoked within a JML specification.
The translation from Event-B to JML-annotated Java programs
We present our translation from Event-B to Java and JML using three operators (EB2Prog, EB2Java and EB2Jml), which we define via syntactic rewriting rules. The primary operator is EB2Prog, which translates Event-B to JMLannotated Java programs. It uses EB2Java to obtain the Java Fig. 3 The translation of machine M, and the context C that M sees part of the translation and EB2Jml to obtain the JML part. For example, Event-B invariants are translated only as JML specifications, and so the definition of EB2Jml has a rule for invariants, while EB2Java does not. On the other hand, the translation of constants includes a Java part and a JML part, so the EB2Prog rule for constants refers to both of the EB2Java and EB2Jml rules for constants. The translation further employs operators Mod that returns the set of variables that a Java method can assign to, Pred that translates an Event-B predicate or expression, TypeOf that returns the type of a variable or constant, FreeVar that returns the set of variables that occur free in an expression, and Stat1 and Stat2 that are used in translating Event-B machine variants. An Event-B machine is translated as a Java class. In translating a machine, EB2Prog not only considers the information provided by the machine, but also the contexts the machine sees. Figure 3 presents Rule M that translates a machine M that sees context ct x. The translation includes two parts: the translation E of the events and the translation of the machine itself. The machine is translated as a Java class that includes JML class and method specifications. Each event is translated to a separate Java class. The translation of each event includes an object reference to the machine class. The translation of the machine includes the translation of the context the machine sees. Hence, the Java translation of the machine includes the translation of carrier sets, constants and axioms declared within the machine context. It also includes the translation of variables and invariants declared within the machine. The initialisation event is translated to JML as a post-condition B1 of the constructor of the machine class, and as Java code B2 that initialises a machine object.
Refinement machines are translated in the same way as abstract machines since Rodin properly adds abstract machine components to the internal representation of the refining machine. Refining and extending events (defined using refines and extends, respectively) are translated in the same manner as abstract events for the same reasons.
We translate carrier sets and constants as class attributes, and restrict those attributes for verification purposes. Hence, carrier sets are translated as class attributes with the addition of a history constraint that prevents any change in their values. As we have no type information about carrier sets, they are simply translated as sets of integers. As axioms are mainly used to specify properties of constants and carrier sets, they are translated as static invariants. A JML static invariant can only refer to static fields, and so this approach is consistent with our translation of constants and carrier sets as static fields. Translating axioms to static invariants makes it clearer that they should not refer to machine variables, for example.
Machine variables are translated to class attributes. The JML keyword spec_public makes a protected or private attribute or method public to any JML specification.
In Event-B, every event must maintain the machine invariants. In JML, invariants state properties that must hold in every visible system state, specifically after the execution of the class constructor and after a method terminates. This is semantically equivalent to conjoining the invariant to the post-condition of each method and the constructor. Since the initialisation event translates to the post-condition of the class constructor (see below), and the actions of each other event translate as the post-condition of an "atomic" run_evt method (in Fig. 4 ), Event-B invariants are naturally translated as JML invariants. EB2Jml (A(s, c, v) 
Other (non-initialisation) Event-B events can be either ordinary, convergent or anticipated. Convergent events are used for modelling terminating systems. Anticipated events denote some abstract behaviour that is to be made precise in a future refinement. Convergent events must monotonically decrease the machine variant (a given natural number expression), and anticipated events cannot increase the machine variant. Events that are convergent or anticipated are only enabled if the value of the variant is non-negative. An Event-B variant expression "variant E(s, c, v)" is translated by EB2Prog as a method that returns the result of evaluating the translation of E. Fig. 4 ) to impose the conditions associated with variants on the guards and actions of convergent and anticipated events. Translating variant expressions in this manner allows the user to verify that a customised method implementation is consistent with the meaning of the translated event-for example, since the translation of a convergent event refers to the translation of the variant in the post-condition of its JML specification, the user can employ JML machinery to verify that the customised implementation does in fact decrease the variant. The return type of method variant() above is int. This and the use of rule Status1 in Rule Any ensure that the variant is a natural number expression as required by Event-B. Standard (non-initialisation) events are translated as subclasses of the Java Thread class. In Event-B, non-mutually exclusive event guards allow the interleaving of the execution of events whereas mutually exclusive guards force events to run sequentially. We translate the latter case (see Sect. 3.2) without overriding the run() method of Thread, forcing the implementation to run sequentially. We translate the former case by overriding the method run() as explained in the following. The translation of a standard event is defined by Rule Any in Fig. 4 . The class resulting from translating the event includes a reference to the machine class implementation and three methods: a guard_evt method that tests if the guard of the event evt holds, a run_evt method that models the execution of evt, and a run() method that overrides the corresponding Java Thread method. Method run_evt is atomic-it is executed within lock and unlock instructions using a Reentrant lock from the Java concurrent Library. In our testing, using Reentrant locks in this manner yielded lower CPU usage than using Java synchronized methods, as well as faster execution times than using either synchronized methods or an implementation of the Bakery algorithm [32] for locking. Additionally, the Reentrant lock class constructor accepts an optional fairness parameter that we have used to lower the probability that any thread experiences starvation.
Variables bounded by the any construct are translated as parameters of the run_evt and guard_evt methods. The expression GuardValue<Type>.next() in method run() returns a random value of type Type that might satisfy the event guard. The helper operator Mod computes the set of variables assigned to in the actions of the event.
The JML specification of run_evt uses two specification cases. In the first case, the translation of the guard is satisfied (and the current value of the variant is non-negative for convergent and anticipated events), and the post-state of the method must satisfy the translation of the event actions and the translation of the variant restriction. In the second case, the translation of the guard is not satisfied, and the method is not allowed to modify any fields, ensuring that the post-state is the same as the pre-state. This matches the semantics of Event-B: if the guard of an event is not satisfied, the event cannot execute and hence cannot modify the system state. Since the effective pre-condition of a JML method with multiple specification cases (separated by also in JML) is the disjunction of the pre-conditions of each case, the pre-condition of a run_evt method is always true. Hence, even though we translate guards as pre-conditions, no method in the translation result has a pre-condition. Rather, the translation of the guard determines which behaviour the method must exhibit.
An event body consists of potentially many deterministic and non-deterministic assignments. In Event-B, the symbol :| represents non-deterministic assignment. Non-deterministic assignments generalise deterministic assignments (formed with the aid of :=). For example, v := v + w can be expressed as v : | v = v + w, where v is the value of v after the assignment. The first Rule NAsg and the first Rule Asg below translate non-deterministic and deterministic assignments to JML (respectively). They are used within JML method post-conditions. The JML translation of a non-deterministic assignment v : | P is a JML existentially quantified expression. The expression \old(P) ensures that P is evaluated in the method pre-state. This matches the Event-B semantics for assignments, in which the left-hand side is assigned the value of the right-hand side evaluated in the pre-state. The expressions v.equals(v') and v.equals(\old(E)) ensure that the value v of a variable v in the post-state is properly characterised.
The second Rule NAsg and the second Rule Asg below translate non-deterministic and deterministic assignments to Java (respectively). They are used by rule Any to translate the body of an event. PredicateValue<Type>(P) returns a value of type Type that satisfies predicate P. 3
Simultaneous assignments in the body of an event are translated individually and the results are conjoined. Assignments translate to both JML and Java. For example, a pair of simultaneous actions x := y || y := x is translated to the JML post-condition x == \old(y) && y == \old(x) for variables x and y of type integer.
In Java, simultaneous actions are implemented by first calculating the value of each right-hand side of the assignment into a temporary variable. The Java translation of x := y || y := x is:
TypeOf(x) x_temp = x; TypeOf(y) y_temp = y; x = y_temp; y = x_temp; Some Event-B constructs do not translate to Java or JML for various reasons. For example, consider the with construct that is used in the definition of a refinement event as a "witness" of a disappearing abstract (refined) event variable. A witness predicate specifies how the disappearing variable is implemented by the refinement event. A witness plays a similar role for an event as a "gluing invariant" does for a machine. A witness for an abstract event variable x is a predicate P(x) involving x. A deterministic witness for a variable x is an equality predicate x = E, where E is an expression free of x. As Rodin ensures that x does not appear in the refinement event (x is replaced by E), we do not need to translate witnesses to Java or JML.
The helper operators
In the following, we present the helper operators Mod, Pred, and TypeOf used in the translation. The Mod operator collects the variables assigned by Event-B actions. 4 The cases of Mod for assignments are shown below. For the body of
The Pred operator translates predicates, and boolean, relational and arithmetic expressions in the natural way. To simplify the translation process, we implemented (and developed full JML specifications for) classes BSet and BRelation, representing Event-B sets and relations. In particular, these classes provided a convenient mechanism for implementing the operations on these types. Here, we present several of the rules defining Pred for applications of Event-B set and relation operations, largely by translating them to calls of the corresponding methods. In these rules, the s i s are sets and r is a relation.
EB2Jml translates Event-B set comprehension expressions to JML (see Rule Set-Comp) set comprehensions. Operator FreeVar returns the set of variables that occur free in an expression. The rules show the different ways of expressing set comprehension in Event-B and the translation for each. For simplicity, we assume that E contains a single free variable x in the second rule, and that E and P do not contain a variable named e in either rule (i.e. e / ∈ FreeVar(E) ∧ e / ∈ FreeVar(P)). We do not translate set comprehensions to Java code since it is not possible in general -set comprehensions can denote infinite sets.
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The translation of Event-B to sequential Java programs
An event is enabled only if the event guard holds in the current state. This could be the case for several events and so the interleaving semantics of Event-B ensures that one of these events is non-deterministically selected and executed, and thus there can be just one executing at a time. On the other hand, mutually exclusive event guards force machine events to run sequentially. The translation rules for sequential Java implementation are similar to the ones presented previously for multithreaded Java, in which events and machines are translated as standard Java classes rather than threads. 5 For these sequential Java implementations we have further defined a Java framework that enables users to experiment with Event-B models. Class Framework in Fig. 5 presents a typical scheduler implementation of this behaviour, assuming that class M is the translation of the Event-B machine M, the sequence x1, …, xn represents Event-B variables bounded by an any constructs, and the events of machine M are evt1, evt2, . . . , evtn.
Support for Event-B model decomposition
When modelling systems with Event-B, one usually starts with the design of a single closed machine that includes both the system and the surrounding environment. The machine is then refined into a more concrete model of the system. Abstract machines usually include few events, variables and invariants, whereas (advanced) refinements typically contain many of them. The plethora of components in machines at later stages in the refinement chain often makes the discharge of the corresponding proof obligations in Rodin rather intricate. In certain cases an Event-B model may be regarded as being composed of two semi-independent sub-models in the sense that variables and the events affecting them in the integrated model could, in principle, be neatly split between those two sub-models. In this case, it would be very useful to provide a machine decomposition mechanism that allows one to construct two independent machines whose combined behaviour could nevertheless be provably shown to correspond to the integrated model. In [4] , Abrial and Hallerstede propose a technique for machine decomposition based on shared variables in which each decomposed machines simulates the behaviour of other decomposed machines through the use of external events. In [14] Butler proposes a technique for machine decomposition by shared events in which decomposed machines include copies of all of the variables that events in that machine use. The latter technique is implemented in Code Generation [24] . Both machine decomposition techniques produce independent machines that include local copies of shared variables or local events that simulate the effect of other decomposed machines acting on the shared variables. Since the result of decomposing a machine are valid machines, these are correctly translated by our tool.
Support for code customisation
The JML specifications produced by EventB2Java enable users to replace the generated Java code with bespoke implementations. The user can then employ existing JML tools [13] to verify the customised implementation against the JML specification produced by the EventB2Java tool. For example, the code generated by EventB2Java will represent an Event-B function variable using an instance of class BRelation as described earlier in this section. A developer may wish to represent this variable using a Java HashMap instead, as this will make looking up the value of a given domain element more efficient. After producing this customised implementation, the developer can verify it against the generated JML specification, likely making use of the existing JML specification of the HashMap class [22] .
Of course, for this approach to be sound, the translation from Event-B to JML must itself be sound. A soundness proof of this translation is presented in [15] . The soundness proof ensures that any state transition step of the JML semantics of the translation of some Event-B construct into JML can be simulated by a state transition step of the Event-B semantics of that construct. All steps in the proof are modelled in Event-B and implemented in Rodin. The soundness condition just described is stated as a theorem and proved interactively in Rodin.
The implementation of the EventB2Java tool
The EventB2Java tool is a Rodin [3] plug-in that implements the translation described in the previous section. Rodin is an open-source Eclipse IDE for Event-B that provides a set of tools for working with Event-B models: an editor, a proof generator, and several provers. Rodin provides an API for the data model and persistence layer that allows plug-ins to work with Event-B components. The data model is composed of a series of Java interfaces for manipulating these components, and the persistence layer (called the Rodin database) uses XML files to store them. It is intended to abstract the concrete persistence implementation from the data model. EventB2Java uses the Rodin API to collect all components of the machine to be translated, e.g. carrier sets, constants, axioms, variables, invariants and events, as well as all the necessary information (such as the gluing invariant) from the refined machines. All this information is stored in the Rodin database. EventB2Java parses expressions and statements as abstract syntax trees using the AST library provided by Rodin. The Rodin API also provides a library to traverse trees (a tree walker) and to attach information to tree nodes. The bulk of the implementation of EventB2Java is realised through the extension of the walker to generate Java code and JML specifications. Since Event-B includes mathematical types that are not built-in to Java or JML, we implemented them as Java classes (explained later in this section). The implementation allows EventB2Java to support the static part of Event-B's syntax. We also implemented a utility class that constructs and stores variable types in Java from the model in Event-B.
EventB2Java is available at http://poporo.uma.pt/EventB2 Java. This web site includes detailed instructions on how to install and use the tool. The EventB2Java Eclipse plug-in's update site is http://poporo.uma.pt/Projects/EventB2Java
Update, and EventB2Java has been tested on Rodin version 2.8.
Java implementation of Event-B mathematical notations in EventB2Java
The Event-B modelling language is composed of five mathematical languages (see and ID (implementing, respectively, booleans, integers, natural numbers with and without 0, the enumerated type, pairs of elements, sets, relations, and the identity relation). BSet is implemented as a subclass of the standard Java class TreeSet, and BRelation as a set of pairs. We had previously implemented versions of these classes for the work described in [19] . Some of the constructs of the Propositional Language are supported natively in Java. Negation (¬) translates as !, conjunction (∧) as &&, and disjunction (∨) as ||. Other constructs such as ⇒ and ⇔ are implemented as methods of the class BOOL. The Predicate Language introduces constructs for universal and existential quantification. Universally and existentially quantified predicates ∀x ·(P) and ∃x ·(P) are translated as the JML universally and existentially quantified expressions (\forall T x; P) and (\exists T x; P), respectively, where P is the JML translation of P. 6 The Predicate Language also includes a construct e → f that maps an expression e of type E to an expression f of type F. EventB2Java translates this construct as an instance of Pair<E,F>.
The Event-B Equality Language introduces equality predicates E = F for expressions E and F, translated as E.equals(F), if E and F are object references, or E == F, if they are of a primitive type. The Set-Theoretic Language introduces sets and relations in Event-B. Set operations include membership (∈), cartesian product (×), power set (P), inclusion (⊆), union (∪), intersection (∩), and difference (\). These operations are all implemented as methods of the class BSet. Operations on relations in Event-B include domain restriction ( ), range restriction ( ), etc. All these operations are implemented as methods of the class BRelation. Relations also include notations for surjective relations , total surjective relations , functions, etc. EventB2Java translates all these as instances of BRelation with JML invariants that constrain the domain and the range of the relation, e.g. a total function is a relation in which each element in the domain is mapped to a single element in the range.
The Boolean and Arithmetic Languages define the set BOOL, containing elements TRUE and FALSE, Z, containing the integer numbers, N, containing the natural numbers (0 inclusive), and N 1 , containing the natural numbers (0 exclusive). EventB2Java includes implementations of these constructs in Java, namely, classes BOOL, INT, NAT, and NAT1. The Arithmetic Language defines constructs over numbers. Operators such as ≤, ≥, etc. are directly mapped into Java operators <=, >=, etc. The construct a .. b, that defines an interval between a and b, is implemented as an apropriate instance of the class Enumerated.
Case study: development of an Android application with EventB2Java
We have validated the EventB2Java tool via benchmarking (see Sect. 7), and by applying it in the two case studies presented in this section and in Sect. 6. This section describes the development of a Social-Event Planner using EventB2-Java and the Model-View-Controller software pattern [28] . The Social-Event Planner is an Android 7 implementation of a planner for social events in which a user can create a social event and invite a list of people to join it. Section 6 presents the use of EventB2Java in testing a security-critical access control system modelled in Event-B.
In the following, Sect. 5.1 introduces the methodology used to develop the Social-Event Planner, and Sect. 5.2 describes how the Planner is implemented.
The methodology
Typical software applications include an interface (the View) that interacts with the user, a functional core (the Model) that implements the basic functionality of the application, and a linking part (the Controller) that disguises all requests made by the user so that they can be understood by the Model. The Model implements methods to edit data and to access the internal state of the application. It might also include a registry of dependent Views to notify when data changes occur during the rendering of the interface. The Controller implements wrapping code that transforms mouse input and keyboard shortcuts to commands in the Model.
The Social-Event Planner follows the MVC software pattern. The View-Controller components of the planner are developed using Usability Engineering techniques as advocated by Nielsen [40] ; the core functionality is modelled in 7 http://developer.android.com/design/index.html.
Event-B and the EventB2Java tool is used to generate the Model in Java.
The Social-Event Planner is realised through the following steps.
A model of the
Social-Event Planner is refined to the desired level of abstraction via a hierarchy of machine refinements. 2. All proof obligations of the above Event-B model are discharged in Rodin. 3. The Event-B model of the planner is automatically translated into Java using the EventB2Java tool. 4. The View part of the planner is developed using Usability Engineering techniques. Getter and setter methods for machine variables in the Java code generated by EventB2Java enable communication between the Model and the View.
The Event-B model of the Social-Event Planner
The Social-Event Planner is an Event-B adaptation of the Social Network (SN) model presented in [18] . The SocialEvent Planner adds the ability for users in the SN to define social events (e.g. parties, meetings), to share contents among the invited people (e.g. comments, pictures), to invite people in the SN to a social event, to grant permission to invite more users, and for an invitee to reply to an invitation (with yes, no, or maybe). The base SN model (adapted from the B version) consists of an abstract machine and five refinements. The Social-Event Planner adds three more refinement machines that define the functionality described above. After discharging the refinement proof obligations, we used EventB2Java to generate Java code for the last refinement, and then hand-coded the graphical interface and other non-core features in Java. We considered translating the base SN model to Java using EventB2Java and then hand-coding the additional functionality for the Social-Event Planner, but this approach would not ensure that the Social-Event Planner is a refinement of the original SN. Figure 6 presents the create_account and create_social_-event events from the sixth refinement machine (social_-events), which is the first refinement to include features of the Social-Event Planner beyond the Event-B model of the SN. This machine sees contexts that define carrier sets EVENTS (possible social events within the Social Network), PERSON (potential people in the network), and CONTENTS (possible content items). The Event-B variable persons contains the actual people in the network, contents defines the actual contents in the network (e.g. a comment or picture), and owner maps a content item to the person who owns it. This variable is defined as a function, so a content item is owned by one person. Variable pages represents the content items stored in a person's pages. Variables editp and viewp rep- 6 The create_account and create_social_event events from the social_events refinement of the Social-Event Planner Event-B model resent view and edit permissions on content items. Content items in the network are divided into two categories: principal items (such as a photo) and contents related to principal items (such as a comment on a photo). Some principal items are also required, for example a user profile. Variables principal and required store principal and required content items. Variable wallaccess maps users to users, determining who has access to someone else's wall. Finally, sevent is the set of the actual Social-Events in the SN, and eventowner maps an existing Social-Event to its owner. The create_account event defines the behaviour of the network when a new user creates an account. The new user p1 is added to the network with a new principal and required content item c1. Additionally, p1 owns c1, c1 is one of the pages of p1, and p1 has view and edit permissions on c1. Hence, the pair c1 → p1 is added to each of the corresponding variables (lines 9-12 and 15). The create_social_event event in Fig. 6 specifies the behaviour of the network when a known user (pe) creates a Social-Event (se). The event adds the new Social-Event and associates it with its owner.
After discharging all proof obligations for the Event-B model, we translated the final refinement machine to Java using EventB2Java. The EventB2Java tool generates one Java class (not shown here) containing the translation of the carrier sets, constants and variables (with their respective initialisations), and the Event-B invariant. The tool also generates a Java Thread implementation for each machine event, as specified by the rules in Sect. 3. Figure 7 shows the translation of the event create_social_event in Fig. 6 to Java, where m is a reference to the machine class implementation (used to access machine variables via getter and setter methods). Methods guard_create_social_event (lines 10-18) and run_create_social_event (lines 20-46) implement the behaviour of the create_social_event event in Java. The first method checks the event guard, and the second may execute when that guard holds. 8 Whether run_create_social_event executes when guard_create_social_event holds is determined by the run() method of create_social_event in coordination with the respective run() methods of all existing events. The implementation of run() methods obeys the Event-B semantics for the execution of events: the guards of two or more events can be evaluated concurrently, whereas only one event can execute (its critical section) at any given time.
Variables contents_tmp, pages_tmp, …hold temporary values of variables contents, pages, …, respec-tively. EventB2Java uses these temporary values to implement simultaneous assignment in Java.
We generated JML-annotated Java code for the final refinement machine in the Social-Event Planner. Next, we extended this core functionality to implement a usable version of the Social-Event Planner as an Android application. The application uses the Model-View-Controller (MVC) software pattern, with the code generated by EventB2Java as the Model. The Controller (hand-implemented in Java) uses the generated getter and setter methods to communicate with the Model. The View was developed using the Android API. Table 4 in Sect. 7 presents relevant statistics for the Social-Event Planner. 9 
Case study: software testing with EventB2Java
EventB2Java can be used as part of a formal methods strategy for testing the behaviour of a reactive system modelled in Event-B. One models the reactive system in Event-B following an existing System Requirements Specification (SRS) document, and translates the Event-B model to Java via the EventB2Java tool. Based on an existing System Test Specification (STS) document, one manually writes Java Unit (JUnit) [35] tests that exercise the functionality of the generated Java code. If a JUnit test fails, the Event-B model is inspected and evolved to conform to the STS document, and EventB2Java is used again to produce Java code. This testing process is repeated until all of the JUnit tests pass. The soundness of the Event-B model can then be verified by discharging proof obligations using standard Event-B tooling. After making any changes to the model needed for verification, it is translated to Java using EventB2Java, and the test suite run once more to check that the behaviour is still as expected. Note that these steps are complementary in that they address very different questions about the modeltesting with EventB2Java checks whether the model behaves as the user expects, while verification checks whether the model is sound. In particular, a sound model might not have the behaviour that the developer actually intended. This testing strategy can further be combined with the use of the ProB model checker [34] . The difference is that ProB works directly on the Event-B model whilst our strategy incorporates the use of a STS document with software testing conducted in Java. That is, the strategy uncovers inconsistencies in the Event-B model vis a vis the STS (detecting whether the Event-B model captures user's intentions), while ProB determines if any valuation (a program) exists that implements the Event-B model. This section presents a case study in which the strategy above is applied to Tokeneer, a U.S. National Security Agency (NSA) project developed by Praxis, released in 2008. Section 6.1 gives a description of the Tokeneer reactive system and Sect. 6.2 shows how we modelled Tokeneer in Event-B. Finally, Section 6.3 shows the JUnit tests performed, following the STS document.
The Tokeneer system
The Tokeneer system was developed by Praxis High Integrity. Praxis modelled Tokeneer in Z [5, 50] and implemented it in Spark Ada [7] . The Tokeneer system consists of a secure enclave and a set of system components as shown in Fig. 8 . The Tokeneer ID Station (TIS) is responsible for reading a fingerprint and, based on a number of protocols and checks, ensuring that any person trying to access the enclave is indeed permitted to enter the enclave, and giving the corresponding grants as a user or administrator. The TIS communicates with a number of external components to perform its analysis. The physical devices that are interfaced to the TIS are a fingerprint reader, a smart-card reader, a floppy drive, and a door and a visual display. Individuals enter the secured enclave via the door by providing the credentials either to the fingerprint reader or the card reader. The visual display shows messages that help to track the progress of the user entry process into the secured enclave. An Audit Log logs all events and actions performed or monitored by the TIS. The Token is the card that is inserted by the user to enter the enclave. There are different types of certificates that are used for verification of each Token, and certificates are a crucial part of the Tokeneer system.
The TIS is about 10K lines of code. Praxis wrote the software specifications of the TIS in Z following an SRS document written by them, and manually translated the Z specification to Spark Ada. The documents described below were written and used by Praxis for developing the TIS and are publicly available. 10 -The System Requirements Specification (SRS) includes the TIS software requirements. -The Formal Specification of the TIS includes the TIS software requirements written in Z. -The specifications in the above document were later refined and extended in a document called the Formal Design in which operations in Z are extended and more system invariants are considered. -The System Test Specification presents the test cases for the TIS. 
Modelling the Tokeneer ID Station (TIS) in Event-B
We modelled the Tokeneer ID Station (TIS) in Event-B following the Z model of the TIS and the documentation provided by Praxis. We followed the "parachute" software development strategy of Event-B proposed by Abrial [2] . Table 1 lists a few software requirements of the TIS. The table includes some functional (FUN) and environmental (ENV) requirements. We wrote an abstract machine, six machine refinements and an additional AuditLog machine as shown in Table 2 . The abstract machine models certificates. The first and the second refinements include specialised certificates.
The third refinement models fingerprints and the internal status to enter the enclave. The fourth refinement models entry to the enclave and the display used by the TIS. The fifth refinement models enrolments to the enclave using a certificate, and the sixth refinement models some administrative functionality. Machine AuditLog models a log of all events and actions performed or monitored by the TIS. Figure 9 presents an excerpt of the abstract machine of the TIS in Event-B. The abstract machine abstract sees the context ctx_abstract (not shown here). The context includes definitions for carrier sets, constants, and axioms shaping the values of constants. In particular, it defines carrier sets CERTIFICATES (the set of all types of certificates), CER-TIFICATEID (the set of all IDs), and KEYS (the set of asymmetric keys used for signing and validating certificates). The abstract machine models the basic structure of a certificate in Tokeneer. Variables certificates, publicKeys, isValidatedBy, validityPeriods, and certificateID define the properties of each certificate as specified by the functional requirement FUN-1. The refinement machine in Fig. 10 includes the notion of specialised certificates, ID and Attribute. ID Certificates are Fig. 9 Part of the Event-B abstract machine for Tokeneer: modelling certificates used during enrolment. These certificates contain information about the user being identified, including his or her asymmetric key. Attribute Certificates contain the attributes of each certificate. The refinement machine ref1_certificate_L1 sees the context ctx_ref1 (not shown here) that defines a carrier set USER (the set of all possible users of the TIS). Variable user is the set of the current users of TIS. Variables idCert and attCert define the set of ID and Attribute Certificates, respectively. The union of both sets is the set of all current certificates in the TIS (see invariant invr4 on line 12) and each certificate can be either an ID certificate or an Attribute certificate, not both (see invariant invr5 on line 13). Variable subject relates an ID Certificate with the user of the entity being identified and subjectPubKey describes the public key associated with each user. Variable baseCer- 
Writing the tests
Software Testing [9] can be used to validate software requirements that are expressed in a formal language. A common way of testing is the formulation of expected results. Hence, testing is achieved by comparing the results from executing the system against the expected ones. The System Test Specification of the TIS includes 32 test cases organised in eight categories as shown in Table 3 . We wrote Java code for these 32 test cases in two steps. We first used the EventB2Java tool to translate the Event-B model of the TIS to Java. We generated a sequential version of the model in Java since the tests are run sequentially. We then gave initial values for Java constants that respect the axioms on those constants defined in the Event-B model. Figure 11 presents an excerpt of the Java translation of the addIdCertificate event using the EventB2Java tool, where m is a reference to the machine class implementation. The Java code includes methods guard_addIdCertificate (the translation of the event guard) and run_addIdCertif-icate (the translation of the event body). The JML specifications generated by EventB2Java are omitted since the specifications are not used in generating tests or customising code in this example.
Engineers at Praxis implemented the 32 test cases in Ada. Praxis made all the tests and input data available (see the System Test Specification document). We wrote Java code for the 32 test cases following the two steps described at the beginning of this section. We ran the 32 JUnit tests using Figure 12 shows part of the JUnit implementation of test Enrolment2. Variable machine (a reference to the machine in the Java implementation) gives access to all the variables and events of the model. Method set_test_ Enrolment2 is used to initialise variables. When executed, this test will fail if any guard_evt method returns false, or if any run_evt method does not set the proper screen and display messages. The final result of this test matches the expected result: the messages on the screen were correct, no certificate was created, and the enrolment could not be performed.
During the first round of testing, the Java code did not pass all 32 JUnit tests. We inspected the Event-B model and discovered that the model was creating a specialised Authorisation Certificate for a user in the wrong event. As this error did not invalidate the model, it could not be detected via model verification in Event-B. We corrected the Event-B model, discharged all the proof obligations again, and used the EventB2Java tool to regenerate the Java code. We repeated this process until the code passed all 32 JUnit tests. Our Event-B model of the TIS, the Java code generated by the EventB2Java tool, and the 32 JUnit tests that we wrote are publicly available. 11 There are several benefits that can be obtained by applying our strategy for testing. The user gains confidence in the correctness and appropriateness of the modelled system by discharging all the Event-B proof obligations in Rodin. The JUnit tests provide an additional layer of confidence by checking that the behaviour of the Event-B model in Java is what the user actually intended. The Java code generated by the EventB2Java tool is an actual initial implementation of the Event-B model that can be used as is, or further refined and customised as needed.
The EventB2Java tool benchmark
Benchmarks are well known for providing a standard context, together with a set of performance criteria, under which the performance of technologies and tools can be rigorously examined. Hence, benchmarks can provide impartial means for comparing different tools and techniques, and can be used for examining and validating research contributions. A successful tool benchmark demonstrates the viability of the tool. We are interested in benchmarking our EventB2Java tool against other tools that generate Java implementations from Event-B models. In particular, we have compared EventB2-Java with Code Generation [24, 25] by Edmunds and Butler, and EB2J [37] by Méry and Singh. Although Code Generation can generate Ada code in addition to Java, we were interested in examining and analysing its ability to generate Java code only. Likewise, EB2J is able to generate C, C++ and C # code, but we did not consider this in our benchmarking.
Our benchmark defines a set of six performance criteria as follows. (i) "Generation Process"-does the user need to adapt the Event-B model before using the tool to generate Java code. It might be (a) "Automatic", if the user does not need to edit or extend the Event-B model, (b) "Assisted", if the user does need to do so, or (c) "Automatic/Assisted", if the user needs to do so in some cases and does not in other. (ii) "Executable"-does the generated code compile and run as is. (iii) "Support for Code Customisation"-does the tool provide support for customising the generated code and verifying whether the customised code is correct. (iv) "Support for Event-B's Syntax"-does the tool (a) "Fully", (b) "Largely", or (c) "Scarcely" support the current syntax of Event-B. (v) "Execution Time"-how long does it take for the generated code to execute and to give a result (if the execu-11 See: http://poporo.uma.pt/Tokeneer.html. tion terminates). Finally, (vi) "Effective Lines of Code"-the actual number of lines of Java code generated by the tool. In addition to defining a set of performance criteria, a benchmark must provide a fair context for comparing tools. We selected the nine Event-B models shown in Table 4 for our benchmark. We developed two of the systemsthe Social-Event Planner [43] and the MIO model [17] . The Social-Event Planner was presented in Sect. 5. MIO is an Event-B model of a massive transportation system that includes articulated buses following the main corridor routes of a city. The Heating Controller [26] and the State Machine [47] models were developed by one of our tool competitors. The Heating Controller is an Event-B model of a heating controller that provides an interface to adjust and display a target temperature, and to sense and display the current temperature, among other functionalities. State Machine is an Event-B model of state machines. The rest of the examples in Table 4 are sequential program developments written by Abrial [1] . Linear and Binary Search are the Event-B models of the respective searching algorithms. Minimum Element is an Event-B model for finding the minimum element of an array of integers. Reversing and Sorting Array are Event-B models for reversing and sorting an array, respectively. Square Number is an Event-B model for calculating the square root of a number. Table 4 presents some statistics about the Event-B models used in the benchmark. "LOC" stands for Lines of Code in Event-B, and "# Machines" and "# Events" for the number of machines and events, respectively, of the Event-B model. EventB2Java successfully generated JML-annotated Java code for all the models in Table 4 -we were able to run the Java code as generated in each case. 12 The Eclipse projects also include test files that can be used to run the Java code. These test files are generated automatically by Event- B2Java, except in cases where the Event-B models make use of axioms. In those cases, we wrote and added the test files manually. For example, Binary Search defines a constant v to be the searched-for value, and a function f to be the array containing the values, so that v ∈ ran( f ). For the EventB2-Java generated code to work, one needs to manually assign a value to v that is in the array f . In writing a file to test the Java code of the of Binary Search algorithm, one must consider those conditions on v and f . Table 5 shows how the tools considered in our benchmark compare on the criteria of Generation Process (Gen. Proc.), Executable Code (Exec. Code), Support for Code Customisation (Code Custom.) and Support for Event-B's Syntax (EB Support). Regarding "Generation Process", EB2J and Code Generation are (always) "Assisted" (Ast.) since tool users (always) need to modify (extend) the Event-B model for the tools to be able to generate code. EventB2Java is "Automatic/Assisted" (Aut/Ast.). More precisely, it is "Automatic" in all cases except when the Event-B model makes use of axioms. As EventB2Java does not yet generate Java code for axioms (which constrain the values of constants), the user must choose values for those constants. EventB2Java does generate JML specifications for axioms, so the user can employ JML machinery [13] to confirm that the values chosen are valid with respect to the original Event-B model.
The Code Generation tool is "Assisted" as it always requires the user to employ the Event Model Decomposition Rodin plug-in [4] to decompose Event-B models into sub-models. For example, if the Event-B machine models the system and the environment components of a reactive system, then the plug-in can generate each part separately. In addition to decomposing the model, users of Code Generation have to explicitly specify the execution order for events in the Java implementation. If the Event-B model includes axioms and constants, tool users need to conjecture values for the constants in Event-B and use the Rodin platform to discharge related proof obligations.
Regarding the comparison criterion "Support for Event-B's Syntax", EventB2Java largely supports Event-B's syntax, in part using libraries supporting Event-B syntax in Java as described in Sect. 4.1. None of the three tools in our benchmark can translate non-deterministic assignments to Java (although EventB2Java does generate JML specifications for them). EB2J and Code Generation require the user to write a final Event-B refinement that does not include non-deterministic assignments. The EB2J tool "Scarcely" provides support for Event-B's syntax and so users are required to furnish an additional Event-B refinement that only uses the syntax supported by the tool. For instance, EB2J is unable to translate the invariant inv pages ∈ contents ↔ ↔ persons that states that pages is a total surjective relation that maps contents to persons. For EB2J to support the syntax of that invariant, the user has to write an Event-B model refinement that includes the definition of a total surjective relation, e.g. through the three invariants shown below.
invA owner ∈ contents ↔ persons invB dom(owner) = contents invC ran(owner) = persons Table 5 indicates whether the code generated by each tool in the benchmark is executable as generated. However, there were cases in which the code generated by EB2J was incorrect. For example, for the Minimum Element model, the tool was unable to infer the type of the constant n, which is defined as natural number greater than 0 and represents the number of elements in the array to be searched. EB2J issued the message "/* No translatable type found for [n] */". EB2J was also unable to infer the types of constants n, f , and variable g in the Reversing Array example. f is the array to be reversed, defined as a function mapping from 1 .. n to the set of integers, and g is the reversed array. Finally, EB2J did not translate parallel assignments properly for the Reversing, Sorting Array, and the Square Number models. For example,
. However, this translation is incorrect since assignments in Event-B are to be executed simultaneously.
EventB2Java is the only tool in the benchmark that provides support for "Code Customisation". The JML specifications generated by EventB2Java enable users to replace (parts of) the code generated by EventB2Java with bespoke implementations. Thus, the user may customise the generated implementation and then use JML machinery [13] to verify the customised implementation against the JML specification generated by the EventB2Java tool. As previously mentioned, we have proven the soundness of the translation from Event-B to JML as performed by EventB2Java [15] . Table 6 shows the Effective Lines of Code (eLOC) generated by each tool for the examples in our benchmark. eLOC is a measure of all logical lines in the Java code, and does not include blank spaces, comments, specifications, or single curly brackets. We used the ELocEngine software 13 to calculate eLOCs. As shown in the table, the Code Generation tool was able to generate Java code for only three of the ten Event-B models considered in the benchmark. We were unable to decompose the remaining seven models (marked as "N/A") since they included many variables, which made it too challenging. The EB2J tool was able to generate code for four out of the ten Event-B models. However, the generated code contained minor errors in Java that we were able to fix. The errors concerned inferring the types of some variables and translating parallel assignments as explained above. For the remaining six models, EB2J issued only one error message. The Binary Search model uses universal quantification, which is not supported by the tool. EventB2Java was able to generate Java code for all models, and this code compiled and ran in each case. In particular, the universally quantified assertion mentioned above appeared in an axiom, which EventB2Java translates to JML but not Java. In Table 6 , the number inside parentheses for EventB2Java gives the number of lines of JML specifications generated for each model.
Finally, the Event-B models for Binary and Linear Search, Minimum Element, and Reversing and Sorting Arrays include events whose guards are mutually exclusive. Hence, we used EventB2Java and EB2J to generate (sequential) Java implementations for each of these models, and because the generated implementations always complete execution, compared the times the generated implementations took to complete for various inputs. In each case, we ran the implementations 10 times and took the average. Table 7 shows how the times compare for the Sorting, Reverse Array and 13 See: http://sourceforge.net/projects/elocengine/.
Minimum Array models. For the Sorting Array model, the code generated by EventB2Java outperformed that generated by EB2J. For the Minimum Array model, EB2J outperformed EventB2Java, though times are close. For the Reverse Array model, EB2J outperformed EventB2Java as well, although EventB2Java approaches EB2J as the input size gets larger. The experiment shows that both tools generate runnable implementations for the considered Event-B models. For EventB2Java, the Java classes that implement the Event-B mathematical constructs exhibit good performance, especially when dealing with large inputs. This is due to the implementation using the TreeSet Java class. EB2J did outperform EventB2Java in some cases. We believe that this is largely due to the implementation of method apply (applying a relation to a set of elements) of class BRelation. In EventB2Java, the method apply iterates over each element of the relation, so searching for an element is O(n) and searching for k elements is O(k * n). EB2J uses arrays to store relations, so applying a relation to a set is linear in k.
All times reported in Table 7 were collected by running the Java code generated by EventB2Java and EB2J on a Mac OS X laptop with an Intel Core i5 2.3 GHz processor. 14 
Related work
In [37] , Méry and Singh present the EB2ALL tool set that includes the EB2C, EB2C++, EB2J, and EB2C plug-ins, each translating Event-B machines to the indicated language. Unlike EventB2Java, EB2ALL supports only a small subset of Event-B's syntax, and users are required to write a final Event-B implementation refinement in the syntax supported by the tool. In [41] , Ostroumov and Tsiopoulos present the EHDL prototype tool that generates VHDL code from Event-B models. The tool supports a reduced subset of Event-B's syntax and users are required to extend the Event-B model before it can be translated. In [51] , Wright defines a B2C extension to the Rodin platform that translates Event-B models to C code. The Code Generation tool [24] generates concurrent Java and Ada programs for a tasking extension [25] of Event-B. As part of the process of generating code with the Code Generation tool, users have to decompose the Event-B model by employing the Machine Decomposition plug-in. The decomposed models are refined and non-deterministic assignments are eliminated. Finally, users are asked to model the flow of the execution of events in the tasking extension. EventB2Java differs from all of these tools in that EventB2Java does not require user intervention before code generation, and can translate a much larger subset of Event-B syntax.
In [23] , Damchoom presents a set of rules that translate Event-B to Java. However, the rules account for only a small part of Event-B's syntax and have not been implemented. Jin and Yang [29] outline an approach for translating VDM-SL [30] to JML. Their motivations are similar to ours in that they view VDM-SL as a better language for modelling at an abstract level (much the way that we view Event-B), and JML as a better language for working closer to the implementation level. In fact, they translate VDM variables to Java fields, thus dictating the fields of an implementation. Toom et al. [48] have a similar motivation; they present Gene-Auto, an automatic code generator toolset for translating from high-level modelling languages like Simulink/Stateflow and Scicos to executable code for real-time embedded systems. Their approach is to work at a higher level of abstraction when verifying a solution (in the same way that we use Event-B), and then to add implementation details. Bouquet et al. have defined a translation from JML to B [11] and implemented their approach in the JML2B tool [12] . Although their translation is in the opposite direction from ours, their motivation is again quite similar-they view translation as a way to gain access to more appropriate tools for the task at hand, which in this case is verifying the correctness of an abstract model without regard to code. JML verification tools are primarily concerned with verifying the correctness of code with respect to specifications, while B has much stronger tool support for verifying models.
Although the modelling of timing properties is not directly supported by Event-B, a discrete clock can certainly be designed and implemented in Event-B. In [45, 46] , Sarshogh and Butler introduce three Event-B trigger-response patterns, namely, deadlines, delays and expires, to encode discrete timing properties in Event-B. A "deadline" means that a set of events must respond to a particular event within a bounded time. For a "delay", the set of response events must wait for a specified period after the triggering of an event. An "expiry" pattern prevents response events from triggering after the occurrence of an event. The authors translate timing properties as invariants, guards and Event-B actions. We are interested in investigating on how our code generation framework can be extended to support timing properties in Event-B, and in encoding this extension in EventB2Java once the Rodin platform fully supports the use of discrete timing events.
The Open Group has recently undertaken an effort to produce a Real-Time Java programming language called Safety-Critical Java (SCJ) [36] that augments Java with event handlers, memory areas and a Real-Time Specification for Java [49] . The design of SCJ is organised into levels so that it facilitates the certification of Safety-Critical Systems. Providing support for the encoding of real-time properties in EventB2Java might require us to use SCJ rather than Java as the implementation language for Event-B. In [21] , a refinement technique for developing SCJ programs based on the Circus language is proposed. Circus is based on Z, CSP, and Timed CSP so it can be used for the modelling of safetycritical systems. However, code generation is not supported by Circus.
A preliminary version of an Event-B model of the Tokeneer ID Station (TIS) is presented in [42] . However, the model is a reduced model of the TIS; it consists of a single abstract machine; no machine refinement was defined and a few proof obligations remained undischarged, so we decided to write our Event-B model of Tokeneer afresh.
In [10] , an automatic approach to provide correct testing inputs for parameters associated to axioms is described. We can use this work to extend EventB2Java to automatically assign values for constants in Event-B contexts. The work in [8] further constructs test data sets from formal specifications.
In [20] , a strategy called JFly is proposed to evolve informal (written in natural language) software requirements into formal requirements written in JML. This work can be reused to structure the writing of JUnit tests from a STS document.
Future work and conclusion
One major frustration in our work is the inadequate tool support for verifying Java programs with respect to JML specifications. Existing verification tools such as KeY [31] and Krakatoa [27] cannot handle the full syntax of Java and JML, particularly with regard to generics. We would like to undertake a case study on replacing parts of the code generated by EventB2Java with bespoke implementations and then verifying those implementations against the generated JML specifications. However, performing such verification without adequate tool support is time consuming and prone to error.
We plan to design and implement a UML Java code generator. The code generator has two parts, a translator from UML to Event-B and our code generator to generate code from Event-B to Java. The translator will be based on iUML-B and UML-B, two Rodin plug-ins, developed by Snook and Butler at Southampton University, that translate UML diagrams to Event-B. 15 These plug-ins support a custom version of UML-for example, they do support the writing of invariants, but not the whole range of UML associations. UML-B and iUML-B support two types of UML diagrams, class diagrams and state-machines.
EventB2Java translates Event-B axioms as JML invariants. These axioms determine the possible values that constants can take. However, EventB2Java cannot (yet) automatically generate values for constants that satisfy the axioms. We plan to investigate translating the Event-B definitions of constants and axioms to the input language of the Z3 SMT solver [39] , and then using Z3 to find values for the constants.
The second author has regularly used EventB2Java in his course Programming Usable Interfaces for generating the core functionality of Android applications. In his experience, students find EventB2Java appealing as it relates mathematical formalisms to Android mobile applications. He is interested in using EventB2Java in his Software Engineering courses to automatically generate code for software that follows standard design patterns [28] , e.g. creational patterns such as the Abstract Factory or the Factory Method, structural patterns such as Adapter or Façade, or behavioural patterns such as the Observer and Strategy patterns.
In its current state, the EventB2Java tool can translate a large and useful subset of Event-B (including features and operations used in very abstract models) to JML annotated Java implementations. EventB2Java can generate either sequential or multi-threaded Java code as desired by the user, and the generated programs can be used as final implementations or to check the behaviour of Event-B models as they are developed and refined. Generating JML specifications allows developers to replace some or all of the generated code with bespoke Java implementations, and to verify the correctness of that code with respect to the Event-B model.
Our case studies demonstrate the effectiveness of using Event-B to develop the Model and EventB2Java to generate the code for it when employing the Model-View-Controller software pattern, and the use of EventB2Java to test a complex Event-B model-highlighting that the behaviour of such a model (even one that has been fully verified) may not match the developer's expectations. Our benchmarks indicate that EventB2Java can translate more abstract Event-B models to executable code (with less user intervention) than existing Event-B code generation tools, and that even on simple models that other tools can translate, the performance of the code generated by EventB2Java is competitive with that of code generated by those other tools.
