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ABSTRACT 
As modern industrial robots are used more in industry, 
the need for qualified programmers and operators will 
increase. Inexpensive robots are available for use as 
training systems, but these robots typically lack the high 
level tools, such as high level languages and graphics 
simulators, that are available for the industrial robots. 
A high level programming language and a graphics 
simulator were developed for one of these training robots, 
the Heath ET-18 Hero Robot. The programs were designed to 
be executed on an IBM Personal Computer. The software was 
developed as part of an overall system which also includes a 
compiler and a program for downloading software to the Hero 
over a serial interface. 
ACKNOWLEDGEMENTS 
I would like to express my appreciation to the 
following people for their help and support in the develop-
ment of this thesis: Dr. Christian s. Bauer, Dr. John 
Biegel, Brian Cardinal, Vick DeGiorgio, Mike Groberg, Robert 
Gundal, Dr. Harold Klee, Clint Lyttle, Norman Marler, Bob 
Pettigrew, Joe Rubel, and Robert Thornhill. 
I thank the Martin Marietta Corporation for allowing me 
to participate in the Industrial Associates Graduate 
Work/Study Program to pursue my master's degree in Computer 
Engineering at the University of Central Florida. 
I especially thank Dan Fischoff, the codeveloper of the 
language and programming system discussed in this thesis. 
His efforts, spirit, and teamwork helped make the total 
system. greater than the separate parts. 
Finally, my greatest thanks goes to my wife, Darla. 
Without her continuous support, encouragement, and under-
standing, this project could not have been accomplished. 
iii 
TABLE OF CONTENTS 
LIST OF TABLES . . . . . . . . . . . . . . . . . . . . vi 
LIST OF FIGURES . . . . . . . . . . . . • • • • . . . vii 
INTRODUCTION . . . . . . • . . . . • . • • 1 
Description of the Hero Robot • . . • . • . 2 
Overview of the Hero High Level Language . • . . . 3 
Overview of the Graphics Simulator . . • • . . . . 5 
HERO PROGRAMMING LANGUAGE . • • • . . . • . . • • . • . 7 
History of Robot Languages • • • . • • • • • . a 
Requirements for the Hero High Level Language . . . 10 
The Hero Robot Language Interpreter . . . . . . . 11 
The Development of the High Level Language . . . . 13 
Additions for Compiler and Graphics Simulator 
Statements • • • • . . . . . • . . . • • . • . 15 
HERO HIGH LEVEL LANGUAGE REFERENCE MANUAL 
List of Commands . . • . . . • • • . 
. . . . . . . 
. . . . . . . 
17 
18 
GRAPHICS SIMULATOR DESIGN . . . • . . . . . . . • . . . 26 
Requirements of the Graphics Simulator • . . . . . 26 
Limitations for the Graphics Simulator • . . • . . 28 
Theory of 3D Data Manipulation • . • . • . • . 29 
Theory of Hidden Surface Elimination . • . 33 
Data Structure for 3D Data • • • • . . . . 36 
Digitizing the Part Data • • . • • • . • . • . . . 38 
Dividing the Robot into Moving Parts . . . . . 38 
Establishing Coordin~tes for Each Robot Part . 39 
Measuring and Recording the Part Data . . . . 41 
Verifying the Part Data • . . . • • . . . 42 
Programming Language Selection . . . . . . . . 42 
DEVELOPMENT OF THE GRAPHICS SIMULATOR SOFTWARE • • • . . 44 
Overview of the Program Flow . • . • • • • • . . . 45 
Overview of the Graphics Software • • • • • . . • . 52 
Overview of the Command Interpreter Software • . • 61 
iv 
GRAPHICS SIMULATOR USER MANUAL • • . • . • • • • • • . . 68 
Operating the ·Graphics Simulator • • • • • • . 68 
Before Starting • • • . • • • • • • • . • • . 68 
Starting the Graphics Simulator • . • . • • . 70 
Executing High Level Language Commands . . . . 73 
Results of the Graphics Simulator • • • . • . 75 
Error Handling . • . . • • • • • . . . . . 75 
Error Messages . . • . • . • . . . • . . . • . 76 
CONCLUSIONS . . . . . . . . . . . . . . . . . . . . . . 
RECOMMENDATIONS • • • • • • • • • • • • • • • • • • • • 
APPENDICES 
A. Sample Output of Graphics Simulator 
Sample Source Program • • . • • 
Sample Graphics Screen Copies • 
B. Graphics Simulator Program Listing 
• • • • • • 
. . . . . . . 
• • • • • • • 
• • • • • • 
83 
85 
87 
87 
87 
95 
REFERENCES • • • • • • • • • • • • • • • • • • • • • • 17 2 
v 
1. 
2. 
3 • 
LIST OF TABLES 
Interpreter Table . . . . . . . . . . . . . 
Status Line Definition • . . . • • . . . . . . . 
Lower and Upper Limits for Absolute Amounts . . . . 
vi 
12 
51 
67 
LIST OF FIGURES 
1. The Hero Robot • . • . • . . • . • • • • . • . 4 
2. Initial Graphics Simulator Screen • • . • . . . • . 88 
3. Screen after Memory Command • . • . • • • . • • • • 88 
4. Screen after Graphics Limits Command . • • . . • • . 89 
5. Screen after Graphics Startingpoint Command . . . • 89 
6. Screen after Initialize Command • • • • . • . • • • 90 
7. Screen after Arm Rotate Command • . • . . . . . • . 90 
8. Screen after Wrist Rotate Command . . . . . 91 
9. Screen after Gripper Command . . . • • • . • • . . • 91 
10. Screen after Arm Extend Command • . . . . . . . . . 92 
11. Screen after Head Command • . • . . . . . . • . 92 
12. Screen after Drive Command • • • • • . . . . . . . . 93 
13. Screen after Speak Command • • • • . • • • • . . . • 93 
14. Screen after Turn Command • • • • . • • . • . . . • 94 
vii 
INTRODUCTION 
Modern industrial robots perform well in repetitive and 
dangerous jobs and can greatly improve the productivity of 
manufacturing industries when properly applied. The main 
advantage of robots is their flexibility: they can cope 
with multiple products on one manufacturing line or cell, 
and can be reprogrammed to reflect product modifications. 
As more and more robots are brought into the factory, the 
need for trained robot operators and programmers will 
increase dramatically. Effective methods must be developed 
to train operators in this field. 
Many small educational robot training systems are 
available in the marketplace, such as the Heathkit Hero 
Robot and the Rhino XR-2 Robot (Washburn 1984). Unfor-
tunately, the programming systems for these training robots 
are more complex and less powerful than the programming 
systems available for most industrial robots. Most indus-
trial robots can be equipped with high level languages and 
programming systems to improve the productivity of robot 
operators. 
In order to make the Hero Robot a more effective 
educational tool, a high level programming system was 
developed. The programming system, which operates on an IBM 
Personal Computer, consists of a high level language, a 
2 
compiler, a 
instructions 
graphics simulator, and a program to download 
from the personal computer to the Hero Robot 
via a serial interface. 
The programming system is called HICLASS, an acronym 
for the Hero Instruction Compiler, Langu~ge, And Simulation 
System. This system was developed jointly with Mr. Daniel 
Fischoff, 
Department 
a graduate student in the Industrial Engineering 
at the University of Central Florida. The Hero 
High Level Language was a combined effort of the author and 
Fischoff, who is the coauthor of the sections titled "Hero 
Programming Language" and "Hero High Level Language 
Reference Manual" of this thesis. The remainder of the 
project was broken into two distinct paths. The develop-
ment of the graphics simulator was the responsibility of the 
author. Fischoff developed the compiler and loader for the 
high level language, which are described in detail in his 
thesis titled A High Level Language and Compiler for the 
Heathkit ET-18 Hero Robot. The graphics simulator is 
discussed in "Graphics Simulator Design" and "Development of 
the Graphics Simulator Software," followed by the user 
manual for the graphics simulator. Conclusions and recom-
mendations are discussed in the final two sections. 
Description of the Hero Robot 
The Heathkit ET-18 Hero Robot is one of the educational 
systems available to train robot operators and programmers. 
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The Hero is capable of motion in five axes and has sensors 
for detecting sound, light, motion, and distance. In 
addition, the robot has a synthesized phoneme-based speech 
system. 
The Hero is a mobile robot which can be driven forward 
and backward. The steering wheel can be turned 90 degrees 
to the right and 90 degrees to the left of the straight 
ahead position. The Hero has a head which rotates 350 
degrees. Attached to the back of the head is an arm which 
can be raised and lowered 150 degrees in the vertical plane 
by a shoulder motor. An extender motor extends and retracts 
the arm 5 inches. A wrist pivot motor moves the gripper 90 
degrees above or below the axis of the arm and a wrist 
rotate motor moves the gripper through 350 degrees. The 
gripper motor opens the gripper 3.5 inches. An illustration 
of the Hero Robot is shown in Figure 1 (Heath Company 1982). 
Overview of the Hero High Level Language 
The Hero High Level Language ·was developed to provide 
an English-based system for the robot. This type of 
language is easier to use and learn than the standard 
machine code system of the robot. In addition to a simpler 
command format, the language allows the user to express 
movements in terms of angles and distances as opposed to an 
internal hexadecimal position count. 
FRONT WHEEL 
TURN 
Figure 1. 
4 
HEAD TURN 
Robot. Company 1982 The Hero The Heath Source: 
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The availability of a high level language improves 
robot productivity by allowing programs to be written, 
debugged, and verified on a computer, offline from the 
robot. This program development process does not interrupt 
the robot's ongoing activities. 
Overview of the Graphics Simulator 
The Robot Interactive Graphics Simulator was developed 
to interpret commands written in the newly developed high 
level language and provide the programmer with a display of 
the motions which will be executed by the robot in response 
to these commands. This display gives the programmer visual 
verification of the commands in the program. 
The graphics simulator provides the programmer with two 
views of the movements of the robot. The left side of the 
screen shows an overhead view of the robot's movements, 
while the right side of the screen shows a clearer view of 
the position of the arm, wrist, and gripper of the robot. 
The graphics simulator interprets commands which are 
stored in a program file or typed in by the operator 
interactively. The graphics simulator can interpret the 
high level language commands with as little as one letter of 
the command or as much as the entire English word. If any 
errors exist in the high level language code, an error 
message which explicitly states the nature of the problem is 
written to the screen and to a log file. These features 
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help the novice programmer learn the Hero High Level 
Language and become accustomed to high level language 
programming systems available on industrial robots. 
HERO PROGRAMMING LANGUAGE 
The Heathkit Hero Robot is used primarily as an 
educational system which provides training in the principles 
of automation and robotics. The Hero is equipped with a 
microprocessor which must be programmed in one of two modes: 
the Learn Mode and the Program Mode (Heath Company 1982). 
In the Learn Mode, a teaching pendant is used to manually 
take the robot through a series of motions. These steps are 
simultaneously recorded in memory. The advantage of the 
Learn Mode is that no programming expertise is required in 
order to teach the robot to perform a specific operation. 
The disadvantage of the Learn Mode is that any robot 
production activities would have to be interrupted in order 
to teach the robot a new sequence of operations. 
The Program Mode allows a series of machine language 
instructions to be manually entered into the microprocessor 
through the keyboard. This is a complex procedure which 
requires the programmer to keep track of microprocessor . 
storage locations and their contents. The machine language 
statements consist of hexadecimal operation codes, which are 
difficult to remember. High level programming languages 
have been used since the 1950s to simplify computer 
programming (Hussain and Hussain 1981). High level 
languages overcome the drawbacks associated with machine 
7 
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language programming because the computer keeps track of 
memory storage locations and contents. High level languages 
are easier to learn, write, and debug because the program 
statements are usually English words, mnemonics, or other 
familiar symbols. 
Many high level languages have been written to simplify 
the task of programming industrial robots. 
robots can be equipped with high level 
Most industrial 
languages which 
improve programming efficiency and reduce the amount of time 
required to train robot operators. The high level language 
described herein was developed for the Hero Robot in order 
to overcome the down-time requirements of the learn mode and 
the programming difficulty of the Program Mode. The Hero 
High Level Language allows programs for the robot to be 
written and tested offline. The robot's production 
activities do not need to be suspended for long periods of 
time during reprogramming. The high level language 
capability also makes the Hero Robot more effective as an 
educational system because it gives the Hero a programming 
system which is more like the robots used in industry. 
History of Robot Languages 
Early robotics applications, such as spray painting and 
spot welding, used a simple teach and repeat programming 
method. This procedure was sufficient because a single task 
was simply repeated over and over. However, as robotics 
applications 
sophisticated 
increased in complexity, the need 
programming methods be c ame ev ident 
Soroka, Craig, and Turner 1983). 
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for more 
(Gruver, 
Early research on r obot languages was performed at 
Stanford Artificial Intelligence Laboratory in the early 
1970s. A language called WAVE was developed in 1973 which 
was successfully integrated with a vision system. In 1974, 
the Stanford group developed a second robot programming 
called AL. This language was used in programming assembly 
operations which used force sensing capabilities. 
The VAL language was released in 1979 by Unimation. 
It was the first commercially available robot programming 
language. VAL is an extension of the BASIC high level 
language, and is supplied with the company's PUMA robots. 
RPL is a FORTRAN-like language developed by SRI 
International to control the various machines contained in a 
robotic work-cell: manipulators, sensors, and machine 
tools. 
In 1982, A Manufacturing Language {AML) was released by 
IBM. AML was designed to be used by operators with a wide 
range of programming expertise by providing a powerful base 
language with simple subsets. One version of AML which 
controls the IBM Model 7535 Robot can run on an IBM Personal 
Computer. 
The HELP language was released in 1982 by General 
Electric Company. HELP is based roughly on PASCAL, and is 
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designed to be easy to learn and use. HELP supports 
simultaneous arm movement for multiple-arm robots (Bonner 
and Shin 1982). 
SIGLA (SIGma LAnguage) is a new robot language 
developed by Olivetti for their SIGMA robots. SIGLA 
requires only BK bytes of memory, yet allows parallel task 
execution to allow for multiple arms running together. 
(Salmon 1978). Until recently, . these features were only 
available on research robotics applications. 
Current research is being directed toward the 
development of task-level description languages for 
industrial robot applications (Gruver, Soroka, Craig, and 
Turner 1983). Task-level languages would allow operators to 
control the robot using statements such as "move object to 
machine A" without having to be concerned with those details 
necessary to control the robot. 
Requirements for the Hero High Level Language 
A series of requirements were established for the 
development of the high level language in order to ensure 
that the language would be an effective tool for simplified 
programming of the Hero Robot. 
The first requirement for the high level language was 
that all the motors of the robot should be addressed. This 
included arm extension, shoulder rotation, gripper position, 
wrist pivoting and rotation, head rotation, body movement, 
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and steering wheel position. Some of the functions of the 
Hero Robot, such as motion and light detection, did not need 
to be addressed, but the structure of the language had to 
allow for expansion to include these functions at a later 
date. One unique feature of the Hero Robot is its speech 
capability. A requirement was established that the high 
level language address the speech function in a limited 
fashion. 
The language had to be as easy to use as possible. 
This included the use of English words or mnemonics for all 
statements, commands, parameters, and options. 
The statement parameters were required to be as 
consistent as possible between statements in order to reduce 
the time required to learn the language. 
The Hero Robot Language System (including compiler, 
loader, and graphics simulator) was required to operate on 
an IBM Personal Computer. 
The Hero Robot Language Interpreter 
The Hero Robot is equipped with a special set of 
machine language instructions tailored to the robot's 
logical and mechanical requirements. These instructions 
provide direct control of motors, sensors, speech, and other 
operations which are unique to the robot. The internal 
program which contains these special commands is called the 
Robot Interpreter and the language µsed by the interpreter 
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is called Robot Language by the manufacturer (Heath Company 
19 8 3) • 
The subset of the Robot Language Interpreter Table 
which will be used by the Hero High Level Robot Language is 
presented in Table 1. The subset includes only the speech 
and motor commands. 
TABLE 1 
INTERPRETER TABLE 
COMMAND FORM TITLE 
71 71 MMMM SPEAK, CONTINUE (EXTENDED) 
72 72 MMMM SPEAK, WAIT (EXTENDED) 
C3 C3 SS xx MOTOR MOVE, WAIT ABS (IMMEDIATE) 
cc cc SS xx MOTOR MOVE, CONT ABS (IMMEDIATE) 
D3 D3 SS xx MOTOR MOVE, WAIT REL (IMMEDIATE) 
DC DC SS xx MOTOR MOVE, CONT REL (IMMEDIATE) 
NOTES: xx - distance, position, etc. 
SS - select motor, speed, direction 
MM - memory address 
All the motor commands share several command mode 
parameters: timing (wait or continue), positional (absolute 
or relative), and speed (slow, medium, or fast). The speech 
command also uses the timing parameters, but not the 
positional or speed parameters. 
The two timing modes are wait or continue. · Wait type 
commands cause the robot to perform the stated command while 
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the rest of the program waits until the current operation is 
complete. Continue type commands cause the robot to start 
the stated command and continue with the rest of the 
program. 
Positional modes are either absolute or relative. 
Relative commands tell the motor what direction and how 
far to go from the current position. Absolute commands 
tell the motor to go to a specifi~ position relative to the 
coordinate system of the part. 
Each motor can be driven at one of three speeds: slow, 
medium, or fast. 
The Robot Interpreter will not allow more than one 
arm motor to be driven at one time. If attempted, the 
interpreter will drive one motor at a time, while subsequent 
moves wait their turn. 
The Development of the High Level Language 
The most direct approach for the development of a 
language for this robot was to translate the existing Robot 
Interpreter commands into an English command format which 
would be more understandable and easier to write. 
The Hero High Level Robot Control Language utilizes the 
commands of the Hero's Robot .Interpreter. The statements 
which are used in the High Level Robot Language are 
INITIALIZE, SPEAK, ARM EXTEND, ARM SHOULDER, DRIVE, GRIPPER, 
HEAD, TURN, WRIST PIVOT, and WRIST ROTATE. 
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The timing mode parameters (WAIT or CONTINUE), 
positional mode parameters (ABSOLUTE or RELATIVE), and the 
speed parameters {SLOW, MEDIUM, or FAST) were all translated 
to the English equivalents shown in parentheses. All of the 
move commands (except for the DRIVE command) are consistent 
in the required order of the mode parameters: a timing mode 
parameter, a positional mode parameter, and a speed 
parame~er. The distance for the DRIVE command is always 
relative to the current position, so the positional mode 
parameter is not necessary. 
The Hero Robot Technical Manual (Heath Company 1983) 
states that the motors may have difficulty starting up at 
the higher speeds (medium and fast). The manual suggests 
that the programmer can overcome this by starting the motor 
at slow speed for several units of distance, then run at 
medium speed for several units of distance, and then run at 
fast speed for the rest of the distance. The move commands 
in the high level language handle this "ramping" of the 
speed for the drive motor when compiled. Therefore, a 
single high level language DRIVE command may become three 
machine language drive commands when compiled. 
The INITIALIZE command returns all the motors of the 
robot to the same locations as does an initialize command 
entered on the robot's keyboard. This gives the programmer 
the ability to start relative movements from a known 
position. 
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The Hero Robot has several preprogrammed speeches 
stored in read-only memory. In addition, several speeches 
were created using the language phonemes and are written 
into the Hero's random access memory by the compile r when 
those speeches are selected. The easiest way to specify a 
particular speech was to assign a "speech number" to each of 
the available speeches. The SPEAK command lets the 
programmer select from any of the. available preprogrammed 
speeches by selecting the speech number. 
The instructions written in the high level language are 
translated by a compiler into the robot interpreter- machine 
language instructions in hexadecimal format. The machine 
language instructions can then be downloaded to the Hero 
by an RS232C interface which is available through the Heath 
Company. 
Additions for Compiler and Graphics Simulator Statements 
In addition to the commands to make the robot move and 
speak, the language had to contain some commands which would 
pass information to the compiler, loader, and graphics 
simulator. The commands which were added for this purpose 
are MEMORY, END, and commands starting with the phrase 
GRAPHICS. 
When compiling a program for the Hero Robot, the 
compiler and loader need to have the address at which to 
start storing the program in the memory of the robot. The 
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MEMORY command lets the programmer set the address into 
which the next command will be entered. Once the memory 
address is set, the compiler increments the address 
according to the size of the statement which is entered 
until the end of the program or another MEMORY command is 
entered. 
The END statement marks the end of the program. When 
either the compiler or the graphiqs interpreter reads an END 
statement, that program will end. If a program does not 
have an END statement, an error is generated by both the 
compiler and the graphics interpreter. 
There are three statements to pass information to the 
graphics interpreter: GRAPHICS BACKGROUND, GRAPHICS LIMITS, 
and GRAPHICS STARTINGPOINT. These statements are ignored by 
the compiler. The BACKGROUND command lets the programmer 
specify a file which contains a drawing to be used as a 
background for the overhead view of the robot. The LIMITS 
command lets the programmer spe·cify the limits of the 
viewing area displayed in the overhead view of the robot. 
The STARTINGPOINT command lets the programmer specify the 
initial position and direction of the robot with respect to 
the background. 
A full description of all the high level language 
commands is provided in the Hero High Level Language 
Reference Manual. 
HERO HIGH LEVEL LANGUAGE REFERENCE MANUAL 
Each of the statements of the High Level Language are 
described in this section. In describing the format of each 
statement, the following symbols are used: 
* Capital letters represent the minimum required set of 
characters to allow recognition of a command. Lower-
case letters indicate non-required characters. 
* Phrases surrounded by < > indicate that the argument 
is required. 
* Arguments separated by / indicate that only one of 
the listed arguments should be used. 
* Statements may be entered in any combination of 
upper-case and lower-case letters. 
The compiler and graphics simulator have other 
requirements regarding the source program. 
* At least one space must be placed between the state-
ment and each subsequent argument. 
* The graphics simulator requires that exactly one 
complete command (command, mode parameters, and 
argument) be on each line of the source file. 
* All non-motor commands (End, Initialize, Memory, 
Graphics, and Speak) must end in a semicolon(;). 
* Any speed specified as fast or medium will be ramped 
up to that speed to avoid damage to the motors. 
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List of Commands 
Arm Extend 
Purpose. To control the extension of the arm. 
Format. Arm Extend <Continue/Wait> <Absolute/Relative> 
<Slow/Medium/Fast> <inches> 
18 
Remarks. The speed may be specified as slow, medium, or 
fast. The inches parameter represents the amount of 
movement (non-negative for absolute movements; positive or 
negative for relative movements). In the absolute mode, o 
inches represents a fully retracted arm, and 5 inches is 
fully extended. The initialized position of the arm extend 
motor is fully retracted (0 inches). 
Arm Shoulder 
Purpose. To control the raising and lowering of the arm at 
the shoulder. 
Format. Arm Shoulder <Continue/Wait> <Absolute/Relative> 
<Slow/Medium/Fast> <degrees> 
Remarks. The shoulder motor raises and lowers the arm 150 
degrees in the vertical plane. Zero degrees represents the 
fully lowered arm, and 150 degrees is fully raised. The 
initialized position of the shoulder is fully lowered (0 
degrees). 
19 
Drive 
Purpose. Instructs the robot to engage the drive motor and 
travel the specified distance. 
Format. Drive <Continue/Wait> <Slow/Medium/Fast> <feet> 
Remarks. Positive values cause the robot to go forward. 
Negative values cause the robot to go backward. All drive 
motions are relative to the current position. 
End 
Purpose. Marks the end of a Hero High Level Language 
program. 
Format. End; 
Remarks. An End statement must be the last line of every 
Robot Language program. 
Graphics Background 
Purpose. Adds the background in the specified file to the 
overhead view of the graphics simulator. 
Format. GRAphics Background <OFF/filename.ext>; 
Remarks. The file named must be in the Drawing Exchange 
Format specified by the software package AUTOCAD. This 
background may consist of only lines. The base reference 
point of the background drawing is the origin of the over-
head view. The limits of the overhead view will expand to 
always include the full background, even if the limits are 
specifically set to ·less than the size of the background. 
This statement is ignored by the compiler. 
20 
Graphics Limits 
Purpose. Sets the l i mits o f the overhead view for the 
graphics simulator. 
Format. GRAphics Limits <xl> <yl> <x2> <y2>; 
Remarks. The parameters xl, yl, x2, and y2 are distances, 
measured in feet, from the origin (O,O point) of the room. 
If a program does not specify any graphics limits, the 
default values are -3, -3, 3, 3. - This statement is ignored 
by the compiler. 
Graphics Reversearm 
Purpose. Reverses the direction of arm movement. 
Format. GRAphics Reversearm; 
Remarks. The direction of arm movement depends on how the 
robot was assembled. 
Graphics Startingpoint 
Purpose. Sets the robot in the overhead view of the 
graphics simulator to the specified location in the "room" 
and at the specified angle. 
Format. GRAphics Startingpoint <x> <y> <degrees>; 
Remarks. The parameters x and y are distances in feet from 
the origin of the room. The angle is in degrees, and is 
positive in the clockwise direction. If a program does not 
specify a starting point, the robot will start from the o,o 
coordinate with an angle of O degrees. 
ignored by the compiler. 
This statement is 
21 
Gripper 
Purpose. To instruct 
gripper. 
the robot to open and close the 
Format. GRipper <Continue/Wait> <Absolute/Relative> 
<Slow/Medium/Fast> <inches> 
Remarks. The amount of movement is specified in inches. An 
absolute amount of O inches represents a closed gripper. 
The fully opened limit is 3.5 .inches. The initialized 
position of the gripper is closed (0 inches). Note: the 
GRIPPER and GRAPHICS commands require a minimum of three 
characters of the command name to be distinguish$d from one 
another. 
Purpose. 
Format. 
Head 
To rotate the head of the robot. 
Head <Continue/Wait> <Absolute/Relative> 
<Slow/Medium/Fast> <degrees> 
Remarks. In the absolute mode, zero degrees represents full 
counterclockwise rotation of the head. 350 degrees 
represents full clockwise rotation of the head. The 
initialized position of the robot's head is in the center 
position (approximately 175 degrees). 
22 
Initialize 
Purpose. Tells the robot to move all motors to specific 
home positions. 
Format. Initialize; 
Remarks. Initialize moves all motors to the same positions 
as the initialize code which is entered from the robot's 
keyboard. This command can be used to reinitialize the 
position of the robot motors when moving from one program to 
another. The initialized positions of each motor are 
described in the Remarks section of the respective motor. 
Purpose. Sets the 
specified. 
Memory 
address of the robot to the 
Format. Memory <memory address>; 
address 
Remarks. The memory address may be written in decimal or 
hexadecimal format. If written in hexadecimal format, the 
address must be preceded by a $, such as $0100. If no 
·MEMORY command is specified in a program, the default is 
$0040 (64). A MEMORY statement would typically be the first 
statement in a program. The lowest allowable memory address 
is $0039 (63) .. The highest allowable memory address is 
$OC50 (3152). If an invalid memory location is specified, a 
default value of $0100 (256) is used as the starting 
address. The MEMORY command must be terminated with a 
semicolon. 
Speak 
Purpose. Instructs the robot to say the specified phrase. 
Format. Speak <Continue/Wait> <speech number>; 
Remarks. The 19 speeches are as follows: 
1: "HELLO, MY NAME IS HERO." 
2: "HELLO. I AM HERO. THE HEATH EDUCATIONAL ROBOT." 
3: "I CAN TALK, LIKE THIS." 
4: "I CAN MOVE MY ARM." 
5: "I CAN USE MY GRIPPER." 
6: "I CAN TURN MY HEAD." 
7: "AND I CAN MOVE ABOUT." 
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8: "I HAVE A BRAIN. JUST LIKE YOU DO. BUT MY BRAIN IS 
A COMPUTER. MY OWNER PROGRAMS MY COMPUTER FOR ME 
AND I ALWAYS DO AS I'M PROGRAMMED." 
9: "THERE IS NO SUCH THING AS A BAD ROBOT. JUST A 
MISPROGRAMMED ONE." 
10: "GOSH, I THINK I'M JUST ABOUT PERFECT!" 
11: "I THINK YOU ARE CUTE. GIVE ME A HUG. ROBOTS 
NEED LOVE TOO." 
12: "YOU ARE VERY ATTRACTIVE FOR A HUMAN." 
13: "YOUR WISH IS MY COMMAND." 
14: "OH MY! PLEASE DO NOT DO ANYTHING TO HURT ME. 11 
15: "OH NO! I DO NOT DO WINDOWS." 
16: "I WILL NOW RUN THE PROGRAM YOU HAVE WRITTEN IN MY 
NEW HIGH LEVEL LANGUAGE." 
17: "I HAVE COMPLETED THE PROGRAM AND WILL NOW RETURN 
TO EXECUTIVE MODE." 
18: "I AM A HANDSOME ROBOT, BUT THE RB5X IS UGLY." 
19: "I LIKE TALKING TO THE IBM PC. IT HAS NICE 
PERIPHERALS." 
Speeches 1 through 15 were written by Heathkit for the Hero 
Robot and are stored in ROM. Speeches 16 through 19 were 
composed using the speech dictionary provided with the 
robot. Additional speeches may be added by modifying the 
compiler. 
Turn 
Purpose. To steer the robot in the desired direction. 
Format. Turn <Continue/Wait> <Absolute/Relative> 
<Slow/Medium/Fast> <degrees> 
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Remarks. Straight ahead is O degrees, full left is -90 
degrees, and full right is 90 degrees in absolute terms. 
The initialized position of the steering motor is 0 degrees 
(straight ahead) . 
Purpose. 
Format. 
Wrist Pivot 
To control the pivot operations of the gripper. 
Wrist Pivot <Continue/Wait> <Absolute/Relative> 
<Slow/Medium/Fast> <degrees> 
Remarks. The wrist pivot motor moves the gripper a total of 
180 degrees (90 degrees above and 90 degrees below the axis 
of the arm). For absolute movements, a value of -90 degrees 
represents 90 degrees below the arm axis. The initialized 
position of the wrist pivot is all the way up (90 degrees). 
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Wrist Rotate 
Purpose. 
Format. 
To control the rotate operations of the gripper. 
Wrist Rotate <Continue/Wait> <Absolute/Relative> 
<Slow/Medium/Fast> <degrees> 
Remarks. The wrist rotate motor rotates the gripper through 
350 degrees. Zero degrees represents the full counter-
clockwise position of the wrist. The initialized position 
of the wrist is 183 degrees. Note: the Hero User's Guide 
states that the initialized position is the full 
counterclockwise limit (0 degrees); however, the two Hero 
Robots used in the development of the high level language 
both initialize to 183 degrees. 
GRAPHICS SIMULATOR DESIGN 
Computer graphics are widely used in industrial 
simulation and training systems. Numerical control 
programming languages, such as APT, usually include the 
ability to verify the NC program by plotting the tool path 
on a graphics plotter or graphics display. Many of the 
advancements in hardware and software for computer graphics 
have resulted from research for designing real-time computer 
graphic simulators for training aircraft pilots. 
Many industrial robots have graphics simulator tools 
available for their high level languages. The simulator 
allows the programmer to verify that the robot will move as 
expected in response to the program before downloading the 
program to the robot. 
The Robot Interactive Graphics Simulator was developed 
for the Hero Robot in conjunction. with the High Level 
Language. The availability of a graphics simulator as a 
training and programming tool lets operators and programmers 
verify their programs in much the same manner as with an 
industrial robot. 
Requirements of the Graphics Simulator 
A series of requirements were established for the 
development of the graphics simulator in order to ensure 
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that the simulator would be an effective tool for displaying 
robot moyements from a high level language program. 
The primary requirement was that the graphics simulator 
had to accurately depict the movements of the robot when 
executing high level language instructions. 
Another requirement for the graphics simulator was that 
two views of the robot would be shown on the screen at the 
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same time. One view of the robot would be an overhead view, 
which would show the position of the robot relative to the 
surroundings. The second view of the robot would be a view 
which would more clearly show the position of the arm, 
wrist, and gripper of the robot. 
A status line displaying the current position of all 
the movable robot parts was required to be displayed on the 
screen. The absolute position of the parts should be 
displayed in the units used by the command language. 
The graphics simulator had to include an interpreter to 
check the syntax of programs entered by the user. The 
interpreter would execute only the correct high level 
language instructions. 
The graphics simulator had to use color graphics and 
had to run on an IBM Personal Computer. 
The final requirement of the graphics simulator was 
that the views of the robot had to have hidden lines 
removed. 
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Limitations for the Graphics Simulator 
Two limitations for the graphics simulator had to be 
set early in the design stage. The first limitation was to 
allow the robot to move only forward and backward. The 
second limitation was to prohibit CONTINUE timing modes. 
The Hero Robot is a free-standing robot which moves 
around on three wheels. The front wheel of the robot can 
turn 90 degrees from the straight ahead position in either 
direction, thereby steering the robot. The front wheel is 
also the wheel that drives the robot and can move the robot 
either backward or forward. The two rear wheels of the 
robot basically follow the front wheel. When the front 
wheel is turned off of center, it will remain at its new 
position until another command turns it to a different 
position, causing the robot to move in an arc. The overall 
movement of . the robot is analogous to that of a tricycle. 
Most industrial robots on the market today are either 
fixed in their position or able to move only forward and 
backward. The analysis of the movement of the robot when 
the front wheel is turned would have complicated the 
analysis of motion greatly. Since industrial robots do not 
typically have this type of motion, the graphics simulator 
was limited to only recognizing driving motion when the 
steering wheel is at o degrees (pointing straight ahead). 
If a DRIVE command is received when the steering wheel is at 
any position other than o degrees, an error message is 
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generated and the DRIVE command is executed as if the wheel 
was set to O degrees. 
Timing mode parameters for the Hero Robot can be either 
CONTINUE or WAIT for any motor move or speech command. In 
the WAIT mode, the motor move or speech command must finish 
executing before another command is executed, therefore 
limiting the robot to one command at a time. In the 
CONTINUE mode, the robot can drive forward and move any one 
of the other motors at the same time or say a speech while 
moving. When one command (either the drive command or the 
other motor command) finishes, the next command is executed. 
For the graphics simulator to correctly analyze the 
CONTINUE timing mode of the high level language, the 
kinematic equations of every motor of the robot would have 
to be known in order to determine which command would finish 
executing first. Since there are three speeds for every 
motor, this would introduce many variables into the system. 
The graphics simulator was limited .to recognizing only the 
WAIT timing mode parameter. If a CONTINUE mode timing 
parameter 
generated 
parameter. 
is included in a program, an error message is 
and the command is executed as a WAIT mode timing 
Theory of 3D Data Manipulation 
This section is a summary of the theories of 
manipulation of three-dimensional data using matrix methods. 
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A knowledge of matrix a lgebra and trigonometry is assumed. 
A more complete description of the concept of representation 
and manipulation of 3D data using matrix methods is 
available from Foley and Van Dam (1982), Artwick (1984), and 
Angell (1981). 
A point named P in three-dimensional (3D) space can be 
referred to by its cartesian coordinates, P(x,y,z), or can 
be placed in vector format, such a$ 
P = [x y z]. 
In order to represent the translation of the data point P to 
a new· location, P', which is Dx units in the X-direction, Dy 
units in the Y-direction, and Dz units in the Z-direction we 
would write in vector format 
P' = [x' Y' z'] = [x y z] + [DX Dy Dz] = p + T. 
Rotation of a matrix point around the z-axis by A 
degrees is defined mathematically as 
x' - x * cos(A) - y * sin(A), 
y' - x * sin(A) + y * cos(A), 
z' - z. 
In matrix form, this can be represented by the point P by a 
three-by-three matrix, R, such that 
P' - P * R - [x y z] 
cos(A) 
-sin(A) 
0 
sin(A) 
cos(A) 
0 
o I 
o I 
1 I • 
This three-by-three form of the rotation matrix does not 
allow for any translation of the data point at the same 
time. 
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Rotation and translation of a data point can be com-
bined by expressing the coordinate data as homogeneous coor-
dinates, which can be simply thought of as adding a fourth 
dimension of 1 to the vector point. Therefore, the point P 
would now be represented as 
P = (x y z l]. 
A matrix T which would translate P to point P' as described 
above would become the four-by-four matrix 
T(Dx,Dy,Dz) = 
1 0 0 
0 1 0 
0 0 1 
Dx Dy Dz 
o I 
o I 
o I 
1 I I 
so that the equation for the translation is now 
P' = P * T. 
The equation for a point which is rotated around the z-axis 
then translated by (Dx,Dy,Dz) would be 
P' - P * T - [x y z 1] 
cos(A) 
-sin(A) 
0 
DX 
The matrix for an x-axis rotation is 
1 0 0 0 
Rx(A) - 0 cos(A) sin(A) 0 
0 -sin(A) cos(A) 0 
0 0 0 1 
The matrix for a Y-axis rotation is 
cos(A) 0 -sin(A) 0 
Ry(A) - 0 1 0 0 
sin(A) 0 cos(A) 0 
0 0 0 1 
I 
I 
I 
I • 
I 
I 
I 
I • 
sin(A) 
cos(A) 
0 
Dy 
o o I 
o o I 
o o I 
Dz 1 I • 
For all of these transformation matrices there exists 
another transformation matrix which will reverse the effect 
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of the original transformation. The inverse of a trans-
lation matrix is obtained by negating Dx, Dy, and Dz. The 
inverse of each of the three rotation matrices is obtained 
by negating the angle of rotation. If a transformation 
matrix Tfm is made up of a series of elementary trans-
formation matrices Tl,T2, ... Tn such that 
Tfm =Tl* T2 * ... * Tn, 
then the inverse transformation InvTfm is written as 
InvTfm = InvTn * InvT(n-1) * .•. * InvT2 * InvTl. 
Note that the order of the inverse transformation matrices 
is the reverse of the order of the transformation matrices, 
and that multiplication of two matrices is not always 
commutative. 
A series of various rotations and translations can be 
reduced to a single transformation matrix, Tfm, of the form 
Tfm -
rll 
r21 
r31 
tx 
rl2 
r22 
r32 
ty 
rl3 
r23 
r33 
tz 
o I 
o I 
o I 
l I • 
This method of representing coordinate data and trans-
formation matrices is used with not only computer graphics 
but also many other engineering applications, such as 
numerical control. The data point arrays used throughout 
the graphics simulator are all represented as homogeneous 
coordinates as described in the preceding paragraphs. All 
of the transform matrices used in the graphics simulator are 
4x4 matrices, as described in the preceding paragraphs. 
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Theory of Hidden surface Elimination 
In order to achieve the most real i s tic view of a three-
dimensional object on a computer, solid s u rfaces of the 
object must be depicted as blocking t he view of the surfaces 
behind them. Unfortunately, the simplest methods of 
displaying graphical data on a computer (drawing of points 
and lines) do not incorporate any removal of hidden lines. 
Special techniques must be used to remove hidden lines and 
surfaces when displaying graphical data on a computer. 
Hidden surface techniques vary in complexity, speed, 
and memory requirements. Since the graphics simulator had 
to run on an IBM Personal Computer with 256 kilobytes of 
memory, the memory can be viewed as limited when compared to 
systems with megabytes of memory available. The speed of a 
personal computer also limited the choice of techniques to 
those which would execute quickly. 
Depth-Sort algorithms and Z-Buffer algorithms (Foley 
and Van Dam 1982) will produce very accurate displays of 
information, but require a great deal of memory and would 
take too much time on a personal computer. These algorithms 
were not used in the graphics simulator. 
A technique of hidden surface elimination which is fast 
and does not require a great deal of memory is the technique 
called Backside Elimination (Artwick 1984). A viewer can 
see a surface plane of an object if the vector normal (a 
perpendicular line) to that surface plane is pointing toward 
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the viewer, and cannot see those surfaces for which the 
normal points away from the viewer. By eliminating the 
surfaces which point away from the viewer (those with their 
backsides toward the viewer), the total number of surfaces 
is greatly reduced, typically by 50% or more. This also 
reduces the number of surf aces to which other hidden surf ace 
techniques may be applied. 
The direction of the normal for a plane may be deter-
mined from the plane equation of the plane. The equation 
describing a plane can be determined by using three vertices 
of the plane. The form of the equation of any plane is 
Ax + By + Cz + D = 0 
and the equation of the normal to that plane is the vector 
with the (x, y, z) coordinate values of (A, B, C). If an 
object lies on the positive z-axis and the viewer is at the 
origin, then any plane with a normal whic~ has a negative z-
value (C) is facing the viewer and can be seen. Similarly, 
any plane with a positive z-value has its backside toward 
the viewer and cannot be seen. This algorithm is used 
within the graphics simulator to determine which planes can 
be seen. 
Backside elimination is useful for removing hidden 
lines from a single convex polyhedron. However, if more 
than one object is being plotted or if the object is non-
convex, you may have one surface partially or completely 
blocking another surface, and other hidden line removal 
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techniques must be applied. Since the robot arm could block 
the view of the robot body, and vice-versa, additional 
hidden surface elimination techniques are needed for use in 
the graphics simulator. 
One object blocks the view of another object if it is 
closer to the viewer and in the same line of sight. If the 
farther surface is plotted first and then the closer surface 
is plotted and filled in, the clo~er surface will block the 
farther surface and the view will be correct in many cases. 
This technique is called a Priority Sort (Artwick 1984). In 
the graphics simulator, the vertex with the smallest z-value 
is determined for each plane. The planes are then sorted by 
these minimum-Z-values, and the pla_nes are plotted in a 
decreasing Z order. There are cases where the priority sort 
method will not produce accurate results (such as when two 
surfaces are intertwined), but these cases did not occur in 
the graphics simulator. 
According to Artwick (1984), the combination of a back-
side elimination and a priority sort is the most time-
efficient and memory-efficient method of hidden surface 
elimination for objects consisting of multiple polyhedrons. 
These methods are used in the graphics simulator for hidden 
surface removal. 
36 
Data Structure for 3D Data 
After the concepts for the manipulation of data and 
removal of hidden surfaces were solidified, the structure of 
the graphical data had to created. It was necessary to 
create the data structure before digitizing the part data to 
ensure that all of the necessary information would be 
recorded. 
In order to draw the robot, ~oints and lines would be 
required. Each point had to be a four-dimensional coor-
dinate consisting of the X, Y, and Z data values and a 
fourth value of 1 required by the matrices manipulations 
(see the section titled "Theory of 3D Data Manipulation"). 
Therefore, an array cal_led "Points" was created, where the 
index of the array consisted of four real numbers. Each 
line must consist of two points. Since the point data was 
already stored in the array "Points," the line information 
could consist of two integers indicating which two points 
were the end points of the lines.· Therefore, an array 
"Lines," consisting of the two integer indices, was created. 
The hidden surface elimination method outlined 
previously requires that, for each plane, the vertices of 
the plane had to be known. Similar to the "Lines" array, 
this information could consist of pointers to values in the 
array "Points." It was recognized that it might be neces-
sary to know which lines made up the plane. This infor-
mation could consist of integer pointers to values in the 
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array "Lines" for each of the four edges. Therefore, an 
array "Planes" was created where each value of the array 
consisted of a record of the "Vertices" (the four integer 
pointers to the array "Points") and the "Edges" (the four 
integer pointers to the array "Lines"). 
When calculating new positions of graphic objects, one 
can choose to have the program work in either a relative 
mode or in an absolute mode. In a ~relative mode, the points 
are updated from the last position. In an absolute mode, 
the current values of points are calculated by transforming 
the original data points. Relative mode is easier for 
simple translations, but if an object must be rotated around 
a point other than the origin, the object would first have 
to be translated, then rotated, then translated again. The 
additional steps could end up causing a build-up of errors 
and is generally more complex. 
work in an absolute mode. 
It was therefore decided to 
Since working with absolute data requires access to the 
original data, the array "Points" had to be left intact. A 
second array, 
formed values 
"Points," each 
real numbers. 
"XfmdPts," was required to store the trans-
of the array "Points." Like the array 
index of this array had to consist of four 
This is the general description of the graphical data 
which was defined before the data was digitized. Further 
details of the data structure are presented in the section 
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of the thesis titled "Development of the Graphics Simulator 
Software." 
Digitizing the Part Data 
In order to display and manipulate an object with a 
computer, the object must be described as a series of X, Y, 
and z coordinate points, lines, and planes. Digitizing is 
the act of converting a 2D drawing or a 3D object into a 
series of points, lines, and planes : 
The process of digitizing should not be taken lightly. 
Many of the decisions made during the digitizing greatly 
affected the overall graphics simulator program. By 
carefully planning the digitizing and considering the 
information and the format that might be needed later in the 
program, the overall program design was simplified. If this 
had not been as carefully executed, the design could have 
been complicated. 
The digitizing of the Hero Robot consisted of four 
tasks: dividing the description of the robot into the 
moving parts, establishing the coordinates for each robot 
part, measuring and recording the data, and verifying the 
data. Each of these tasks is described in detail in the 
following subsections. · 
Dividing the Robot into Moving Parts 
The movements of the Hero Robot are associated with 
specific parts of the robot. The moving parts of the robot 
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are as follows: the steering wheel, the robot body, the 
head , the rotating arm, the arm extension, the pivoting 
wrist, the rotating wrist, and the grippers. Each of these 
moving parts was digitized separately. This made the task 
of keeping track of the points located in various sections 
of the robot much easier. Also, each individual robot part 
could be viewed separately, allowing for easier visual 
verification (debugging) of small sections of the robot. 
Since the values of the data in the arrays "Lines" and 
"Planes" were pointers to the indices of the array "Points," 
the addition or deletion of one point would affect the 
indices of all the points following it, thereby affecting 
the values in the arrays "Lines" and "Planes." By 
separating the data in the digitizing process, the effect of 
modifying the point data was localized to the one part. 
The data associated with the separate parts are com-
bined into the arrays "Points," "Lines," and "Planes" when 
the data is read from the data files as the program is 
executed. The program corrects the values in the "Lines" 
and "Planes" arrays for the new indices of the "Points" 
array as the data is being read from the data file. 
Establishing the Coordinates for Each Robot Part 
Each of the moving parts of the robot has a motion 
associated with it: the head rotates, the wrist pivots, and 
so forth. A motion of one of the robot parts would affect 
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not only that part but also the parts which are dependent 
upon the part in motion. For example, rotating the arm at 
the shoulder affects the position of the arm, wrist, and 
each gripper claw, but does not affect the position of the 
head. 
Since each part has a motion associated with it, in 
order to transform the points separately, the points 
associated with each part would have to be transformed 
separately. Each part would therefore require its own 
transformation matrix. Therefore, each point could also 
have its own coordinate system. The transformation matrix 
for the part could include not only the trasformation of the 
part but also a transformation to another coordinate system 
which would be compatable with the other parts. 
As discussed previously, points which are rotated using 
matrix transformations can be rotated only around a specific 
axis or set of axes. Since it was already decided to use an 
absolute coordinate system, it made sense to establish the 
coordinate system in such a way that the axis around which 
the part would be rotated would pass through the point of 
rotation. This would make it easy to rotate the part 
because the part does not need to be translated before it is 
rotated. A secondary consideration in establishing the 
coordinate data was to make it convenient to digitize the 
data by taking advantage of the symmetry of some of the 
robot parts. 
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The robot coordinate system is the system to which all 
of the robot parts are transformed. This coordinate system 
is set up such that the origin is at the center point of the 
front wheel (the steering wheel) of the robot at the point 
where the wheel touches the floor. The axes are aligned 
with the X-axis pointing out of the front of the robot, the 
Y-axis pointing out the left of the robot, and the z-axis 
pointing straight up through the robot. This coordinate 
system was easily transferred to the both the overhead view 
and the shoulder view of the robot. 
Measuring and Recording the Part Data 
The points, lines, and planes of the Hero Robot were 
carefully measured and recorded. Although recording the 
point and line data was straightforward, the plane data was 
slightly more complex. 
The hidden surface elimination routines described in a 
previous section require knowing what points make up the 
vertices of the plane. The vertices are used to determine 
the plane equation and the direction of the normal to the 
plane. The order in which the points are recorded determine 
whether the normal of the plane will point out of the robot 
or into the robot. The vertices were recorded in a counter-
clockwise direction with the reference being the outside of 
the robot for every plane. Although it was not required, 
the "Edge" information for the array "Planes" was also 
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recorded in a counterclockwise direction and in the same 
order as the vertices. 
The robot was divided into planes consisting of three 
or four vertices. If a plane consisted of only three 
vertices, the values of the indices to the array "Points" 
for each of the vertices was stored in the first three 
values of "Planes.Vertices" and a zero was stored in the 
fourth value. The fourth value of the "Planes.Edges" data 
was also set to zero for planes with only three edges. 
Verifying the Part Data 
A utility program was written to aid in debugging the 
part data. The program, named VIEWPART, would read the part 
data from any of the part data files and plot the data to 
the screen. The operator could then rotate the part by 
specifying the angles of rotation around the three axes to 
the program. This visual verification was very useful in 
debugging the data for each part, and some of the routines 
written for this utility program were later used for the 
graphics simulator. 
Programming Language Selection 
One of the requirements of the high level language was 
that the system had to operate on an IBM Personal Computer. 
This limited the selection of the programming language to 
BASIC, FORTRAN, and PASCAL, as these were the only high 
level languages available. FORTRAN was eliminated because 
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it did not have a ny graphics capabilities. The interpretive 
BASIC language, BASICA, had all of the necessary graphics 
commands with which to write the graphics simulator, but 
since it is an interpretive language it would execute at an 
unacceptably slow speed. The only version of a compiled 
BASIC language available to the author would not compile the 
necessary graphics commands. 
TURBO Pascal Version 3.0 by Borland International is an 
enhanced version of standard PASCAL which runs on a wide 
variety of microcomputers including the IBM Personal 
Computer. TURBO Pascal is an inexpensive product which 
compiles and executes very rapidly. TURBO Pascal has 
good string handling capabilities which were needed for the 
interpreter section of the graphics simulator. In addition, 
TURBO Pascal includes as an extension to the PASCAL language 
a set of graphics commands for the IBM Personal Computer. 
TURBO Pascal was selected as the programming language not 
only for the Robot Interactive Graphics Simulator but also 
for the rest of the programs in the HICLASS system. 
DEVELOPMENT OF THE GRAPHICS SIMULATOR SOFTWARE 
The Robot Interactive Graphics Simulator was developed 
using top- down programming design techniques (Gilbert 1983). 
Top-down design means that the program is written in layers, 
starting with the main program and proceeding to the 
routines called by each routine, until the entire program is 
completed. Library routines which have already been written 
and debugged are included as needed. 
Each routine was originally created as a "stub program" 
(Gilbert 1983), a blank shell containing only statements to 
indicate that the routine had been entered and exited. This 
way the flow of the program was tested and debugged before 
the code was created. The procedures Entering and Exiting 
were called for this purpose throughout the program. These 
routines write a comment containing the procedure name to 
the list device if the Boolean variable Debug_Flow is true. 
Throughout the development process, the program was 
tested at the completion of each layer. The program was 
maintained in an executable state. Debugging the program 
early in the development cycle ensured that the flow of the 
program and the foundation routines were correct and greatly 
reduced the time required for debugging the software as new 
sections of the program were added. 
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Each routine in the p rogram was designed to have one 
and only one entry point and exit point. The program was 
designed to capture errors. When an error occurs, the 
program will acknowledge the error and either proceed or end 
gracefully rather than crashing. If an abortive error 
occurs, the Boolean variable Aborting is set to true and 
each routine will then start returning to the calling 
procedure until the main program fi~ishes executing. 
The following sections describe the graphics simulator 
program. The first section describes the flow of the higher 
level routines. The second section concentrates on the code 
for manipulating and displaying the graphical data. The 
third section describes the command interpreter. The 
routines described within each section are listed within the 
section, so a knowl·edge of PASCAL is assumed. The complete 
program listing of the Robot Interactive Graphics Simulator 
is in Appendix B. 
Overview of the Program Fl.ow 
This section describes the general program flow of the 
graphics simulator. The routines are described from the 
top-level main program down to the point where the program 
branches off into the graphics . manipulation routines and the 
command interpreter routines, which are described in the 
following sections. 
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The flow of the main routine of the program is as 
follows. 
begin { Main Program } 
Initialize; 
if not Aborting then Read.AndDraw; 
WrapUp; 
end. 
The program is initialized in the procedure named 
Initialize. The procedure Read.AndDraw, containing the 
command interpreter and graphics manipulation is executed if 
the initialization is successful. At the end of the 
program, the procedure WrapUp is executed to end the program 
properly. 
The flow of the initialization routine Initialize is as 
follows. 
begin { Initialize } 
InitVariables; 
Welcome; 
ReadDataFiles; 
if not Aborting then ReadFontFile; 
if not Aborting then GetsourceName; 
if not Aborting then StartLogFile; 
if SaveTokens and not Aborting 
then StartTokenFile; 
Exiting('Initialize'); 
end; 
The procedure InitVariables is called to initialize 
some of the variables used throughout the program, such as 
the Boolean flag Debug_Flow described earlier and the limits 
of the robot movement. 
The procedure Welcome writes a welcome message to the 
operator. The welcome message contains the name and version 
number of the program and the name of the author. 
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The data files containing the point, line, and plane 
data are read by the procedure ReadDataFiles. If an error 
occurs while reading any of the data files, the Boolean 
variable Aborting is set to true and the remaining part data 
files will not be read. The robot part data files must be 
on the logged disk drive in a subdirectory called \DATA. 
If no error occurred while reading the parts data file, 
the procedure ReadFontFile is called. ReadFontFile reads a 
data file, named "4x6.FON," containing the character set for 
a graphics font. The graphics font is used to write text to 
the graphics screen. This font, four pixels by six pixels 
for . each character, is much smaller than the standard text 
font and will fit 64 characters across the low resolution 
graphics screen. If an error occurs while reading the font 
data, the flag Aborting is set true. 
If the part data files and the font file were read 
correctly, the procedure GetSourceName is called. 
GetsourceName determines the name of .the file containing the 
high level language source program and opens that data file. 
The source file name is typically passed as the first 
parameter in the run-string of the program. If the run-
string does not contain the name of the source file or an 
error occurs while opening that file, the operator is 
prompted for the name of the source file. 
The next procedure, StartLogFile, will open a log file 
into which the graphics simulator writes every high level 
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language command executed and every error message. The log 
file will be given the name of the source file with the file 
extension ".LOG" added to the name. If an error occurs 
while opening this file, a message is displayed, the Boolean 
variable Logcommands is set to false, and the program 
proceeds without logging commands or error messages. 
The procedure StartTokenFile will be called if the 
Boolean variable SaveTokens was set to true in the procedure 
InitVariables when the program was last compiled. This 
procedure opens a data file into which the graphics 
simulator stores the tokens from each command interpreted. 
The token file is given the name of the source file with the 
extension 11 .GTK" added to the name. This is the last 
procedure called within the Initialization procedure. 
The flow of WrapUp is as follows. 
begin 
Entering('WrapUp'); 
if SourceOpen then close(Source); 
if (SaveTokens and TokenOpen) then close(TokFile); 
if LogCommands then 
begin 
writeln(LogFile); 
writeln(LogFile,ErrorCount:5, 
close(LogFile) 
end; 
if not Aborting 
then TextMode(CSO) ; 
TextColor(LightGray) ; 
CrtExit ; 
LowVideo ; 
Exiting('WrapUp'); 
end; 
' Errors Encountered.'); 
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wrapUp prepares for ending the program. The source, token, 
and log files are closed if they were opened. The screen is 
restored to the text mode with the text color set to light 
gray. If the program is not ending in an abort condition, 
the screen is cleared. 
The procedure ReadAndDraw calls the routines which deal 
with command interpretation and the manipulation and 
plotting of the 30 data. The graphics manipulation routines 
were developed and fully debugged before the command inter-
pretation routines were developed. Although this method is 
contrary to the principles of top-down design, this method 
was necessary for proper debugging. If the two sections 
would have been developed together, it would have been 
difficult to tell if an error was caused by the command 
interpreter or the graphics manipulation. 
The program listing of the procedure ReadAndDraw is as 
follows. 
begin . 
Entering('ReadAndDraw'); 
RandDinit; 
Screeninit; 
while not (Aborting or Done) do 
begin 
UpdateStatusLine; 
TransformPoints; 
DrawoverheadView; 
DrawShoulderView; 
ReadSourceCode; 
end; 
Exiting('ReadAndDraw'); 
end; 
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The procedure RandDinit initializes some of the program 
variables used in ReadAndDraw. 
Screeninit performs the graphics screen initialization 
for the graphics simulator. The display is set for low 
resolution color graphics. 
cyan, magenta, and white 
The color palette is selected as 
on a black background. Four 
graphic windows are then declared, with window 1 as the 
overhead view, window 2 as the shoulder view, window 3 as 
the prompt display area, and window 4 as the status line 
display area. Borders are drawn around windows 1 and 2. 
The hidden surface algorithm required that the planes 
be filled in as they were plotted. The TURBO Pascal command 
for area fills requires at least three colors. Since the 
high resolution mode on the IBM Personal Computer allows 
only one color and a black background, the low resolution 
mode had to be used for the graphics simulator. 
The Read.AndDraw routine then enters a loop in which 
five procedures are repeated until either Aborting or Done 
is set to true (Aborting and Done are both Boolean 
variables). The five procedures are UpdatestatusLine, 
TransformPoints, DrawoverheadView, DrawShoulderView, and 
ReadSourceCode. 
UpdatestatusLine updates · the status line shown in 
window 4. The status line shows the current position of 
each of the robot parts. Table 2 shows the robot parts and 
units for each of the abbreviations used in the status line. 
TABLE 2 
STATUS LINE DEFINITION 
STATUS LINE ABBREVIATION ROBOT PARTS 
X Body Position(X) 
Y Body Position(Y) 
ST Steering 
BD Body 
HD Head * 
SH Arm Shoulder 
AX Arm Extension 
WP Wrist Pivot 
WR Wrist Rotate 
GR Gripper 
UNITS 
feet 
feet 
degrees 
degrees 
degrees 
degrees 
inches 
degrees 
degrees 
inches 
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* Note that the angle of the head is relative to the current 
body angle. 
The procedures TransformPoints, DrawoverheadView, and 
DrawShoulderView perform the graphics manipulation and 
display. These procedures are discussed in the next 
section. The procedure ReadSourceCode reads and interprets 
the next high level language ·instruction. ReadSourceCode is 
discussed in the section titled, "Overview of the Command 
Interpreter Software." 
The process of updating the status line, transforming 
the data points, drawing the two robot views, and 
interpreting the next high level language command are 
repeated until an abortive error occurs, the operator elects 
to exit the program, or an END command is interpreted. If 
an abortive error occurs, the Boolean variable Aborting is 
set true and the loop ends. If any of the other options 
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occur, the Boolean variable Done is set true and the loop 
ends. 
After the end of the loop, the ReadAndDraw routine ends 
and returns to the main routine which executes the WrapUp 
procedure. The program stops after the WrapUp procedure 
returns to the main routine. 
Overview of the Graphics Software 
The Robot Interactive Graphics Simulator software has 
three procedures which control the manipulation and display 
of the graphics data: TransformPoints, DrawoverheadView, 
and DrawShoulderView. These three routines are contained 
within the procedure ReadAndDraw. TransformPoints sets up 
the transform matrices and multiplies the original part data 
points by the transform matrices according to flags set by 
the interpreter. DrawoverheadView transforms the points for 
the view and draws the overhead view. DrawShoulderView 
transforms the points for the shoulder view and draws the 
shoulder view. 
The robot is divided into nine different parts: the 
steering wheel, the body, the head, the rotating arm, the 
extended arm, the pivoting wrist, the rotating wrist, and 
the two gripper claws (gripp a~d gripm). As discussed in 
the section titled "Digitizing the Robot Parts," each part 
can have its own coordinate system and must therefore have 
its own transform matrix. 
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The position of some parts affect the position of other 
parts. For example, the position of arm shoulder affects 
the position of the extended arm, the wrist pivot motor, the 
wrist rotate motor, and the grippers. Also, the position of 
some parts is not affected by the position of other parts. 
For example, the position of the head is not affected by the 
position of the arm. An array of the original data points, 
"Points," and an array of the transformed points, "XfmdPts," 
will both be maintained in the program. If a part has not 
been moved and is not affected by another part which has 
been moved, it is not necessary to recalculate the transform 
matrix or to transform the points for that part since the 
old values still exist in the array "XfmdPts." This method 
is used within the graphics simulator, and does not waste 
any computational time. 
If the transformation matrices are created such that 
the transform matrix for a part transforms the coordinate 
system of the part to the coordinate system of the part that 
affects it, the two transform matrices can be multiplied to 
form another transform matrix. All of the transform 
matrices can build on the transform matrix of the 
controlling part to form transform matrices which will put 
the points into the final robot coordinate system. This 
algorithm is used for constructing the transform matrices in 
the graphics simulator. 
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A record of variables is maintained for each part. The 
array of records, named "Parts," is declared as follows. 
Coordinate - array[l .• 4] of real ; 
RobotParts - (Steering, Body, Head, Arm, 
ExtendArm, WrPvt, WrRot, 
Gripp,Gripm); 
IndexRec - record 
First, 
Last: integer; 
end; 
TransformMatrix = array[l .• 4] of Coordinate; 
RobotRec = record 
Index: array[l .. 3] of IndexRec; 
Position: rea·l; 
Absolutes: array[l .. 2] of real; 
RecalculateFlag: boolean; 
T: TransformMatrix; 
end; 
Parts: array[RobotParts] of RobotRec; 
The Boolean variable RecalculateFlag is set true if the 
transform matrix and data points need to be recalculated for 
the part. The values within the integer array "Index" are 
the values of the starting and ending indices within the 
arrays "Points," "Lines," and "Planes" for the part data. 
The current position of the part is stored in "Position." 
The transform matrix for the part is s~ored in "T." 
The flow of procedure TransformPoints is as follows. 
begin 
DrawText(l,'TRANSFORMING COORDINATES',Yes); 
for RbtPrt:=Steering to Gripm do 
end; 
with Parts[RbtPrt] do 
if RecalculateFlag then 
begin 
CalculateTMatrix; 
CalculateTfmMatrix; 
with Index[l] do 
MatMult(First, Last); 
end.; 
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The DrawText procedure draws the string passed to 
graphics window 3 in the 4x6 font. 
Next , a loop is started in which the RecalculateFlag is 
checked for every part in the robot. If the value of 
RecalculateFlag for that part is set true three routines are 
called: CalculateTMatrix, CalculateTfmMatrix, and MatMult. 
These routines will only be called if the part was moved or 
was affected by another part being moved. 
The procedure CalculateTMatrix will calculate the 
transform matrix "T" for the part. The "T" matrix will 
transform the points of that part to the coordinate system 
for that part. This value of the matrix "T" is temporary. 
The procedure CalculateTfmMatrix will multiply the 
transform matrix for the part by the transform matrix of the 
part that affects it. This new matrix is stored in matrix 
"T" and in the matrix "Tfm." This value of the matrix "T" 
will be used to determine the transform matrix of the part 
that the current part affects. This matrix will transform 
the data points to the robot coordinate system. 
The procedure MatMult will multiply the original data 
points for the part by the transform matrix "Tfm" and store 
these values in the array "XfmdPts." All the points in the 
array "XfmdPts" are in the robot coordinate system. 
The points in the array "XfmdPts" must be transformed 
from the robot coordinate system to the coordinate system 
for the overhead view and to the coordinate system of the 
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shoulder view. A variable "ViewPts" was declared as 
follows. 
PointType = array[MaxPoints] of Coordinate; 
ViewType =,(Overhead, Shoulder); 
ViewRec - record 
Vpts: PointType; 
end; 
ViewPts: array[ViewType] of ViewRec; 
View: ViewType; 
This creates a set of points "Vpts" for each view and a 
variable named "View" which can have the values overhead or 
Shoulder. A set of points for each view was not required, 
but the memory was available for two arrays so two arrays 
were created. When the variable "View" is set to the cur-
rent view, then any procedure referencing the variable 
"ViewPts[View]" references the set of points "Vpts" for the 
current view. A single set of graphics utilities which 
reference the points in this manner were written and used 
for plotting each of the views. These utilities were 
FindHiddenLines, SortPlanes, MaxMin, Scale, and PlotPlanes. 
The listing of the procedure DrawoverheadView is as 
follows. 
begin 
Entering ( 'DrawoverheadView'); 
View:= Overhead; 
overheadViewTransform; 
FindHiddenLines ; 
SortPlanes; 
MaxMin ; 
TextXLcl:= TextXGlb; 
TextYLcl:= TextYGlb; 
SelectWorld(l); 
SelectWindow(l); 
CorrectMaxMinForWorld; 
Scale ; 
if AddBackgroundFlag 
then AddBackground; 
PlotPlanes; 
Beep; 
SelectWindow(3); 
TextXGlb:= TextXLcl; 
TextYGlb:= TextYLcl; 
Exiting('DrawoverheadView') 
end; 
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The variable "View" is set to Overhead, so the graphic 
utilities mentioned previously will· work with the values of 
"ViewPts" for the overhead view. 
The point data in "XfmdPts" are transformed to the 
coordinate system for the overhead view in the procedure 
OverheadViewTransform. The results of this transform are 
stored in the array "Vpts" for the overhead view. The 
points are transformed only for those parts which were moved 
or affected by a part which was moved. The X and Y values 
of these points are then given 3D perspective (Foley and 
Van Dam 1982) . 
The procedure FindHiddenLines determines the hidden 
surfaces for the overhead view using the algorithm described 
in the section titled "Theory of Hidden Surf ace 
Elimination." The indices of the planes which can be seen 
are stored in the array "SortPlane" along with the minimum-
z-values for each of these planes. 
The procedure SortPlanes then sorts the data in the 
array "SortPlane" by the minimum-z-values. The planes are 
sorted in decreasing order of minimum-z-values. 
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The maximum and minimum values of X and Y for all the 
points in "Vpts" are determined in the procedure MaxMin. 
The current X and Y position in window 3 are saved in 
local variables. 
The graphics limits are selected by SelectWorld, and 
seiectWindow sets the current window to the overhead view 
window. The procedure CorrectMaxMinForWorld compares the 
maxima and minima data values against the limits for the 
window. If the limits in any direction (-X, -Y, +X, +Y) are 
greater than the corresponding max/min data values, the 
max/min data values are set to the limits value. Procedure 
Scale adjusts the max/min data values for the aspect ratio 
of the current graphics window and uses the adjusted values 
to determine the scaling factors for the view. The scaling 
factors are used to convert from view coordinates to the 
screen coordinates. 
If a background has been created for the overhead view, 
the variable AddBackgroundFlag is true and the procedure 
AddBackground is called to plot the background. 
The procedure PlotPlanes handles plotting the plane 
data to the overhead view window. Only the planes whose 
indices are stored in the array "SortPlane" are plotted. 
Each plane is filled as it is plotted to eliminate hidden 
surfaces. 
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Window 3 is selected by SelectWind ow, and the previous 
x and Y positions in the window are restored. The procedure 
orawoverheadView then returns to the routine ReadAndDraw. 
The next procedure called by Read.AndDraw is the 
procedure to draw the shoulder view, DrawShoulderView. This 
routine is very similar to DrawoverheadView and uses many of 
the same graphic utility procedures. 
When the robot moves forward or backward, then none of 
the values in the robot coordinate system are changed. The 
shoulder view of the robot does not change if none of the 
robot parts move. A Boolean variable named 
"DrawShoulderViewFlag" was created and will be true only if 
none of the robot parts are moved. The value of this 
variable is set by the command interpreter. 
The listing of the procedure DrawShoulderView is as 
follows. 
begin 
Entering('DrawShoulderView'); 
if DrawShoulderViewFlag 
then 
begin 
View:= Shoulder; 
ShoulderViewTransform; 
FindHiddenLines; 
SortPlanes; 
MaxMin ; 
TextXLcl:= TextXGlb; 
TextYLcl:= TextYGlb; 
SelectWindow(2); 
Scale ; 
PlotPlanes; 
SelectWindow(3); 
TextXGlb:= TextXLcl; 
TextYGlb:= TextYLcl; 
end 
else DrawText(l,'NO CHANGE IN', 
'SHOULDER VIEW.',Yes); 
Beep; 
Exiting('DrawShoulderView') 
end; 
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If none of the robot parts have been moved, then the 
procedure DrawText will display the message "NO CHANGE IN 
THE SHOULDER VIEW0 to window 3 and the routine will end, 
returning to Read.AndDraw. If a robot part has been moved, 
then the shoulder view is recalculated and redrawn. 
The view is set to the value Shoulder. The data points 
in the array "XfmdPts" for the parts which have been moved 
are transformed by the shoulder transform matrix and stored 
in the array "Vpts." 
The procedures FindHiddenLines, SortPlanes, and MaxMin 
perform the same function as in the DrawoverheadView 
procedure except that the data points "Vpts" for the 
shoulder view are used this time. 
The current X and Y position within window 3 are stored 
in local variables, and the current window is set to the 
shoulder view window by calling SelectWindow. 
Procedure Scale adjusts the max/min data values for the 
aspect ratio of the current graphics window and uses the 
adjusted values to determine the scaling factors for the 
view. The scaling factors are used to convert from view 
coordinates to the screen coordinates. 
The procedure PlotPlanes handles plotting the plane 
data to the shoulder view window. only the planes whose 
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indices are stored in the array "SortPlane" are plotted. 
Each plane is filled as it is plotted to eliminate hidden 
surfaces. 
Window 3 is selected by SelectWindow, and the previous 
x and Y positions in the window are restored. The procedure 
DrawShoulderView then returns to the routine ReadAndDraw. 
overview of the Command Interpreter Software 
The command interpreter software interprets high level 
language commands and sets variables according to the 
command. The command is either read from the source code 
file or is entered interactively by the operator. The 
command interpreter works with only one instruction at a 
time, and requires that one and only one instruction be 
entered on every line of the source code program. 
The command interpreter software is controlled by one 
procedure in the graphics simulator, the procedure 
ReadSourceCode. The flow of ReadSourceCode is as follows. 
begin 
Entering('ReadSourceCode'); 
repeat 
GoodCommand:= false; 
Getsource; 
if not Done 
then Parser; 
until Done or Aborting or GoodConunand; 
Exiting('ReadSourceCode'); 
end; · 
In the procedure, a loop is started which continues until 
either a graphics simulator instruction has been 
successfully interpreted (GoodConunand is set true), the 
operator has chosen to exit the program (Done is set 
or an abortive error has occurred (Aborting is set 
Within the loop, the variable GoodCommand is set to 
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true), 
true) . 
false 
and two procedures are executed. Getsource retrieves the 
next instruction to be executed or lets the operator choose 
to exit the program. If the operator did not choose to 
exit, the routine Parser is executed to determine what the 
command was and sets variables accordingly. 
The next line in the source file was previously stored 
in a string variable named "Nextcommand." Procedure 
Getsource displays the next command to the operator and 
prompts the operator to hit return to execute that command, 
hit escape to exit the program, or hit any other key to 
enter a command. If the operator hits escape, the variable 
Done is set true and the program eventually ends. If the 
operator enters a return, 
variable "Currentcommand" 
the next command is stored in the 
and Getsource returns to 
ReadSourceCode. If the operator hits .any other key, the 
graphics screen is stored in a memory array, a menu of the 
high level language instructions is displayed, and the 
operator is prompted to enter a command. When the operator 
enters the command and hits return, the command is stored in 
the variable "Currentcommand" ahd the graphics screen is 
restored from the memory array to the display. 
The parsing system for the graphics simulator was 
designed to be very similar to the compiler for the system. 
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This similarity will simplify the additions of new high 
level language commands to the overall system. One 
major exception to the similarity is that the parsing system 
for the compiler reads the source code directly from the 
source file while the parsing system for the graphics 
simulator reads the source code from the string variable 
"Currentcommand." In spite of this difference, most of the 
procedures are very similar and even the same procedure 
names are used. 
The parser scans the variable "Currentcommand" 
character by character and breaks the code into tokens. 
Tokens are key words, parameters, delimeters, or scalars. 
The parser checks the tokens to determine whether they are 
part of the high level language an~ in the correct sequence. 
The parser consists of three procedures: Parser, 
Next_char, and Next token. 
Next char reads the next character in the variable 
"Currentcommand." All input characters are converted to 
upper-case letters which allows the high level language 
statements to be written in any combination of upper-case 
and lower-case letters. 
The procedure Next_token assembles characters from the 
command into tokens. Whenever a blank space or semicolon is 
encountered, Next token returns the completed token to the 
procedure from which it was called. 
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The procedure Parser controls the parsing of the source 
code. Parser calls the procedure Next_char to initialize 
the reading of the command. Each time a token is read from 
"Currentcommand," Parser calls the procedure Controller 
which is the first procedure in the code generation phase of 
the interpreter. 
The procedure Controller is called directly from 
Parser. The tokens which are returned to Controller from 
Next token should be the first word of the high level 
command (keywords). If the token is "SPEAK" then procedure 
Speak_hero is called. If the token is "INITIALIZE," then 
the Initialize_hero procedu·re is called. If the token is 
"MEMORY," then the Memory_hero procedure is initiated, and 
if the token is "END," then the End hero procedure is 
called. If the token is "GRAPHICS," then the procedure 
Graphics_hero is called. If the token is one of the robot 
parts, the procedure Move_hero is called. If the token is 
not a key word, an error is generated. 
The "MEMORY" command is a compiler directive for 
setting the starting address of the program. The procedure 
Memory_hero displays a message to window 3 that the starting 
address has been set. The "SPEAK" command has the robot say 
a speech from its memory. The Speak_hero procedure also 
displays a message to window 3 that a robot is to say a 
speech. Since neither of these commands affect the position 
of the robot, the variable "GoodCommand" is set false, and 
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the loop within procedure ReadSource is repeated until a 
good command is entered. 
The End hero procedure is called only when an "END" 
statement has been entered. The flag Done is set true to 
cause the graphics simulator to end. 
Initializing the hero robot moves all the robot parts 
back to their initial position. Procedure Initialize hero 
sets the variable "Position" to its initial value for all 
the robot parts except the body. The variable 
"RecalculateFlag" is set true for every part, and the 
variable "DrawShoulderViewFlag" is set true. All the 
transform matrices will be recalculated and both views will 
be replotted. 
The procedure Graphics_hero must read another token to 
determine the type of graphics command being issued. If the 
next token is valid, then one of three procedures will be 
called depending upon the command being issued: Graphics-
Limits, Graphicsstartingpoint, or GraphicsBackground. 
Procedure GraphicsLimits will set the world limits of 
the overhead view window to the values passed. This may 
cause a change in the overhead view. Since no part has 
moved, the variable "RecalculateFlag" is set false for every 
part, and "DrawShoulderViewFlag" . is set false. The variable 
"GoodCommand" is set true. None of the parts will be 
transformed, but the overhead view will be redrawn. 
Procedure 
the graphics 
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GraphicsBackground will print a message that 
background statement has not yet been 
implemented. The variable "GoodCommand" is set false. 
Procedure Graphicsstartingpoint will change the x and y 
values of the variable "RobotPos" and change the position 
variable for the body part to the rotation angle from the 
command. The variable "RecalculateFlag" is set true for 
every part, but the variable "DrawShould·erViewFlag" is set 
false. All the transform matrices will be recalculated and 
only the overhead view wil~ be replotted. 
The procedure Move hero is called when any robot part 
is moved. If the part name is "ARM" or "WRIST," another 
token is needed to determine the robot part. The variable 
"RbtPrt" is set to the value of the robot part moved. 
After the robot part name has been determined, the 
token for the timing mode parameter is read. If the timing 
mode parameter is not "WAIT," an error is generated, but the 
parsing continues. Next, the position .mode parameter token 
is parsed from the command, and the variable "AbsoluteM" is 
set true if the position mode is absolute or set false if 
the position mode is relative. A variable "Speed" is set to 
slow, medium, or fast depending upon the value of the speed 
token. 
When all of the mode parameters have been determined, 
the procedure Amount Validate is called. This procedure 
validates the values of move commands versus the limits of 
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the robot for each part of the robot. This routine handles 
both relative and absolute modes. If no errors occur (if 
the command is good), the position variables for the 
appropriate part are updated and the proper Recalculate 
flags are set for only those parts whose data points must be 
retransformed or for those parts affected by the moved part. 
The variables "GoodCommand" and "DrawShoulderViewFlag" are 
both set true. The limits of the robot for each part of the 
robot is shown in Table 3. 
TABLE 3 
LOWER AND UPPER LIMITS FOR ABSOLUTE AMOUNTS 
ROBOT PART 
Steering 
Body 
Head 
Shoulder 
Extend 
Pivot 
Rotate 
Gripper 
LOWER LIMIT 
-90.0 
-360.0 
o.o 
o.o 
o.o 
-90.0 
o.o 
o.o 
UPPER LIMIT 
90.0 
360.0 
350.0 
150.0 
5.0 
90.0 
350.0 
3.5 
This method of command parsing and interpretation 
I 
allows for easy expansion of the high level language. As 
commands are added, new procedures to handle the command can 
be written and merged into the program. 
GRAPHICS SI MULATOR USER MANUAL 
The Robot Inter active Graphics Simulator interprets a 
·text file containing instructions written in the Hero High 
Level Language. For each instruction the graphics simulator 
displays two views showing the position of the Hero Robot 
after the instruction has been executed. A status line 
indicating the current position of all the parts of the 
robot is also displayed. 
A guide for operating the graphics simulator is in the 
section titled "Operating the Graphics Simulator." The 
section titled "Error Handling" discusses any errors which 
might. occur while operating the graphics simulator and 
includes a complete description of the error messages 
' displayed by the simulator. 
The Robot Interactive Graphics Sim.ulator is designed to 
be used on a-n IBM Personal Computer. An understanding of 
the IBM PC-DOS or MS-DOS operating system is assumed. 
Operating the Graphics Simulator 
Before starting 
The graphics simulator requires a source file, nine 
data files, and a font file. The graphics simulator will 
create a command log file and a token log file. The 
graphics simulator program itself is contained in a file 
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named RIGS.COM, and must be on the disk with the data files 
and the disk must be inserted into the logged drive of the 
computer . 
The source file must be an ASCII text file which exists 
on a disk. Since commands may be input to . the graphics 
simulator interactively, the source file file does not 
necessarily have to contain a High Level Language program, 
but the file must exist. 
Nine data files are required for RIGS: MOVWHEEL.DTA, 
BODY.OTA, HEAD.OTA, ARM.OTA, EXTARM.DTA, WRPVT.DTA, 
WRROT.DTA, GRIPP.OTA, and GRIPM.DTA. The graphics simulator 
expects them all to be on directory \DATA. If an error 
occurs while opening or reading any of the data files, the 
program will abort. 
The graphics simulator uses a graphics character font 
which is stored in the data file named "4x6.FON". The 
program expects to find the font file in the same directory 
as the program itself. If any error occurs while opening or 
reading the font file, the program will abort. 
The graphics simulator will create a log file of all 
the commands which it attempts to execute and of all the 
error messages encountered. This file will be given the 
same filename as the source file but with the extension 
".LOG"~ If an error occurs while opening the log file, the 
program will issue error message 32 and continue without 
logging any information. 
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The graphics simulator may also create a file into 
which it will write all of the tokens of the commands as 
they are interpreted. This file will be given the same 
filename as the source file but with the extension ".GTK". 
If an error occurs while opening the token file, the program 
will issue error message 27 and continue without logging any 
information. Note that this feature may be disabled by 
setting the value of variable "SaveTokens" to false in the 
initialization routine and recompiling the program. 
feature may already be disabled on your disk. 
Starting the Graphics Simulator 
This 
The graphics simulator can be started using the menu 
associated with the HICLASS system or on a stand-alone 
basis. 
The HICLASS system menu can be started by typing the 
command HEROMENU from DOS. Once the menu is running, RIGS 
can be executed by typing G (for Graphics Simulator) 
followed by Y (for Yes). 
To run graphics simulator stand-alone, simply type RIGS 
from the DOS prompt. The name of the source file can be 
passed to the progr~m in the run-string, but this is 
optional. To start the graphi~s simulator and pass the 
source filename "SOURCE.HRO", the command 
RIGS SOURCE.HRO 
would be typed from DOS followed by a return. 
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The graphics simulator displays a welcome message in 
the middle of the screen, then displays the message 
Reading Robot Part Data Files •.. please be patient. 
If the program cannot open any of the part data files, an 
error message is displayed and the program aborts. 
The graphics simulator then reads a character set from 
a font file ("4x6.FON"). If an error occurs while opening 
the font file, an error message is displayed and the program 
aborts. 
After reading the part data files and font file, the 
program attempts to open the source file if a filename was 
passed in the run-string. If the source file cannot be 
opened, an error message is issued. If the filename was not 
passed in the run-string or that file could not be opened, 
the following prompt is displayed. 
Enter the name of the source file: 
Enter the complete filename of the source file, including 
the disk, directory path(s), filename, · and extension. The 
operator is then asked to verify the filename by the prompt 
Source file name is FILENAME.EXT. 
Is this correct? (Y/n) 
The response is Y or return for yes and N for no. If no is 
entered, the operator is prompted for the filename again. 
If an error occurs while opening the source file, an error 
message is displayed and the operator is again prompted to 
enter the filename. This process continues until the 
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operator enters a proper text filename or enters return (a 
blank filename). If a blank filename is entered, the 
following prompt is displayed. 
You want to Abort the program. 
Is this correct? (Y/n) 
If you want to end the program, enter Y or return. If you 
want to continue, respond with N followed by a return and 
you will again be prompted for the filename. 
The graphics simulator tries to open the command log 
file. The file will be given the same filename as the 
source file but with "LOG" as the extension. If the file 
cannot . be opened, the program issues an error message and 
proceeds without logging commands. 
The graphics simulator may try· to _open the token log 
file. The file will be given the same filename as the 
source file but with "GTK" as the extension. If the file 
cannot be opened, the program issues an error message and 
proceeds without logging the tokens. This optional file is 
typically used only when debugging the program, and may be 
eliminated from your version. 
The graphics simulator now switches the screen mode to 
graphics and draws the status line, the overhead view, and 
the shoulder view of the robot. In this initial display, 
each of the robot parts are shown in the same position to 
which they would move following an INITIALIZE command. 
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Execu ting High Level Language Commands 
High Level Language Commands may be entered into the 
graphics sys tem from the source file or interactively. Both 
methods of entry are discussed within this section. 
The graphics simulator will display at the bottom of 
the graphics screen the next line in the source file. If 
the end of the source file has been reached, the command END 
is displayed. For example, if the next line of the source 
file was MEMORY $0100; the prompt at the bottom of the 
screen would appear as follows. 
THE NEXT SOURCE FILE LINE IS 
MEMORY $0100; 
HIT RETURN TO EXECUTE THE SOURCE LINE, ESCAPE TO EXIT, 
OR ANY OTHER KEY TO TYPE IN A COMMAND. 
If return is pressed, the command that was displayed is 
executed. If the escape key is pressed, the program ends 
immediately without giving you the opportunity of changing 
your mind. Pressing any other key on the keyboard will 
allow you to enter a command interactively. 
If the option to enter · a command interactively was 
chosen, the graphics screen is erased and a menu of all the 
available commands is displayed. The operator is prompted 
to enter a Hero Robot Language Command. Below this prompt 
is an inverse video line 64 characters long (the maximum 
length allowed for the command). As you type the command, 
it will be displayed in the inverse video line. To execute 
an interactive command, type the command and press return. 
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If you do not want to enter an interactive command, press 
return without typing any other characters first, and the 
program will prompt you again with the next source file 
line. 
If the command executed is an END command, the graphics 
simulator will end without offering a chance for the 
operator to change his mind. If the command is a MEMORY 
command, the message 
ROBOT ADDRESS SET TO LOCATION nnnn 
is displayed with nnnn representing the address in the 
memory command. If the command is SPEAK, the message 
SPEECH COMMAND #nn; NO MOVEMENT EXECUTED 
is displayed with nn representing the speech number in the 
speech command. For both the SPEAK and MEMORY commands, no 
computations need to be performed on the parts data, so the 
operator is prompted to press any key to continue. After a 
key is pressed, the next source line is displayed as 
described at the beginning of this section. 
If the command was not an END, MEMORY, or SPEAK 
command, the status line is updated with the new positions 
of the robot parts and the graphics simulator begins 
computing the new values of the parts data. 
As the graphics simulator is performing the 
data manipulation, several prompts will appear. 
overhead view is drawn, the following prompts 
displayed in the bottom window. 
graphics 
Before the 
will be 
TRANSFORMING COORDINATES. 
TRANSFORMING FOR OVERHEAD VIEW. 
DETERMINING HIDDEN LINES. 
SORTING PLANE DATA. 
DETERMINING MAXIMA AND MINIMA. 
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The overhead view is then drawn. If the command moved any 
of the robot parts, the following prompts are displayed in 
the bottom window before the shoulder view is drawn. 
TRANSFORMING FOR SHOULDER VIEW. 
DETERMINING HIDDEN LINES. 
SORTING PLANE DATA. 
DETERMINING MAXIMA AND MINIMA. 
The shoulder view is then drawn. If the command did not 
move any of the robot parts, the following prompt is 
displayed. 
NO CHANGE IN SHOULDER VIEW. 
The next source f ile line is displayed as described at the 
beginning of this section. 
Results of the Graphics Simulator 
After running the graphics simulator program, a log 
file of the commands executed and the errors encountered in 
the run will exist unless the program could not open the 
file. This text file can be reviewed, edited, and renamed 
to become the next source file for another run of the 
graphics simulator. 
Error Handling 
The errors captured by the graphics simulator are file 
opening errors and errors occurring during command inter-
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pretation. Only the file opening errors for the robot parts 
data files and the font file are errors which will cause the 
program to abort. For all other errors, an error message is 
displayed and the operator must acknowledge the error by 
pressing the escape key before the program will continue. 
File errors are defined by the error number in the 
error messages section. The operator must determine the 
final cause of the file problem and fix the problem. 
Command interpretation errors can be fixed by changing 
the source code. 
The error messages for RIGS are described in detail in 
the following section. 
Error Messages 
There are a total of 25 errors which are identified by 
the Robot Interactive Graphics Simulator. These messages 
are displayed in white characters on a red background and 
are also written to the log file (unless the log file could 
not be opened). This section provides a more complete 
description of the error which occurred, and may suggest how 
to correct the error condition. 
If you find typing a problem, please note that the 
graphics simulator requires only the first character for 
almost every command. Only the "GRAPHICS" and "GRIPPER" 
commands require three characters to differentiate them from 
each other. 
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Error 1: Expecting Keyword. This error indicates that the 
first token in a high level language statement was not a 
keyword. Acceptable keywords are INITIALIZE, END, GRAPHICS, 
MEMORY, SPEAK, ARM, DRIVE, GRIPPER, HEAD, TURN, and WRIST. 
Check the spelling of the first word in the command. 
Error 2: Expecting Continue or Wait for Speak Command. The 
word following a "SPEAK" statement was neither "CONTINUE" 
nor "WAIT", the only acceptable timing parameters. Insert 
the appropriate parameter in the command or correct the 
spelling of the current parameter. 
Error 3: Invalid Speech Number. The number after the 
"SPEAK" command is out of range. The number must be an 
integer value greater than or equal to 1 and less than or 
equal to 19. 
Error 4: Expecting Semicolon. This error means that a 
non-motor move command was no~ followed by the required 
semicolon. The statements which require semicolons are 
"END," "INITIALIZE," "MEMORY," "GRAPHICS," and "SPEAK." If 
this error occurs, add a semicolon to the end of the 
...... 
appropriate statement(s). 
Error 5: Invalid Graphics Parameter. The next word after a 
"GRAPHICS" command· was not a valid choice. The acceptable 
parameters are "BACKGROUND," "LIMITS," or "STARTINGPOINT." 
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Error 6: I nvalid Wrist Command--Expecting Pivot or Rotate. 
The second token in the command was not "PIVOT" or "ROTATE" 
or an acceptable abbreviation of these parameters. This 
parameter is needed to distinguish between the two wrist 
motors. 
Error 7: Invalid Arm Command--Expecting Extend or Shoulder. 
The second token in the command was not "SHOULDER" or 
"EXTEND" or an acceptable abbreviation of these parameters. 
This parameter is needed to distinguish between the two arm 
motors. 
Error 8: Expecting Continue or Wait for Move Command. The 
second token of the command is not "CONTINUE" or "WAIT" or 
an acceptable abbreviation of these parameters. Insert the 
appropriate parameter in the command statement or correct 
the spelling of the current parameter. Note that although 
continue mode is valid for the HEROIC compiler, the graphics 
simulator does not support this mode, so the timing mode 
parameter must be "WAIT." 
Error 9: Expecting Absolute or Relative. The third token 
in a move command was not "ABSOLUTE" or "RELATIVE" or an 
acceptable abbreviation of these parameters. The 
absolute/relative parameter is not used for DRIVE commands. 
Error 10: Expecting Motor Speed. The fourth token in the 
command line was not "SLOW," "MEDIUM," "FAST," or an 
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acceptable abbreviation of those words. If this error 
occurs, add the desired spee d or correct the spelling of the 
speed parameter~ 
Error 11: 
if the 
Inval i d Motor Command . This error is generated 
first token is not one of the robot's motors or a 
valid abbreviation of a motor name. 
Error 12: Invalid Absolute Motor Move Value. This error 
occurs when the amount parameter specified in the absolute 
move contmand is not a scalar, or if the amount specified is 
less than the part's lower limit or greater than the part's 
upper limit. Check Table 3 to verify that the amount 
specified is valid. 
Error 13: Invalid Relative Motor Move Value. This error 
occurs when the relative amount specified is not a scalar, 
or if the amount specified would move the part beyond its 
upper or lower limits. 
Error 21: Could not open one of the robot data files. Nine 
data files are required for RIGS: MOVWHEEL.DTA, BODY.OTA, 
HEAD.OTA, ARM.OTA, EXTARM.OTA, WRPVT.DTA, WRROT.DTA, 
GRIPP.OTA, and GRIPM .. OTA. The graphics simulator expects 
them all to be on directory \DATA. Either one of the files 
is missing or the file is not in the proper subdirectory. 
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E:rror 22: Could not open the font file (4x6.FON). The 
graphics simulator uses a graphics character font which .is 
stored in the data file named "4x6.FON". The program 
expects to find the font file in the same directory as the 
program. Either this file is missing or is not in the 
proper directo,.ry. 
Error 23: Could not open the source file FILENAME. The 
file name which wa.s either passed in the run-string of the 
program. or input by the operator could not be opened. The 
source file's subdirectory must be included if the source 
file is not in the current directory. The operator will be 
pro;mpted to re-enter the source file name. If the operator 
wants to exit the program, entering only a return will begin 
a program ending sequence. Note tha·t a valid text file name 
MUST be entered for the source file name. 
Error 24: Text string set to DrawText contains illegal 
characters. The routine which prints messages in window 3 
of the ,graphics screen was sent a character which is niot in 
its character set. This error message was in,cluded to aid 
in debugging the program and should not occur during 
ope.ration. 
default. 
the only 
Please respond with Y or N or hit Return for the 
The operator has been asked a question for which 
valid responses are Y for yes, N for no, or a 
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return for the default answer. 
asked the same question again. 
Press the escape key to be 
Error 26: Robot moved while Steering Wheel was turned; NOT 
SUPPORTED. The graphics simulator does not support moving 
the body of the robot with a DRIVE statement while the 
steering Wheel is at any position other that zero degrees 
absolute. When escape is pressed, the program will move the 
robot as if the wheel was set to zero degrees. 
limitation of the graphics simulator. 
This is a 
Error 27: Could not open tokens file FILENAME.GTK; tokens 
not saved. The program cannot open the file in which it 
wanted to save the command tokens. The file would have been 
given the same name as the source file but with the 
extension GTK. The graphics simulator will not save the 
tokens. It is possible that your disk is full. 
Error 28: Invalid limits specifications. The command 
"GRAPHICS LIMITS" requires four real-number parameters: a 
Lowx position, a LowY position, a HighX position, and a 
HighY position. Each of these parameters should have the 
units of feet. One of the parameters was not a real number. 
Note that real numbers less than .one must start with a zero 
followed by a decimal point. 
Error 29: Invalid starting point specifications. The com-
mand "GRAPHICS STARTINGPOINT" requires three real-number 
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parameters: an X position (feet), a Y position (feet), and 
an angle (degrees). One o f the parameters was not a real 
numbere Note that real numbers less than one must start 
with a zero followed by a decimal point . 
. Error 30: Invalid number of parameters. A "GRAPHICS" 
command was passed the incorrect number of parameters. A 
"STARTINGPOINT" command requires 3 parameters, while a 
"LIMITS" command requires 4 parameters. 
Error 31: CONT is NOT SUPPORTED; command treated as WAIT. 
The Robot Interactive Graphics Simulator does not support 
the "CONTINUE" timing mode parameter. The graphics 
simulator will proceed as if the parameter had been "WAIT," 
but the source file should be changed to avoid future 
errors. 
Error 32: Could not open log file FILENAME.LOG; commands 
not logged. The program tried unsucces~fully to open a file 
into which it would write the commands executed and the 
errors encountered. The program will continue without 
logging commands. Your disk or the current directory may be 
full. 
CONCLUSIONS 
The current robotic training devices, such as the Hero, 
do not have programming systems that are like the industrial 
robots, and as such are limited in their effectiveness as a 
training tool. 
High level languages .and graphics . simulators have been 
developed for most industrial robots to improve programming 
efficiency. A high level language and graphics simulator 
system was developed for the Hero Robot to improve its 
effectiveness as an education tool and to provide the user 
with the concept of the tools available on industrial 
systems. 
The language developed is easy to use and its English 
command structure is easy to learn. The consistent 
parameter structure also reduces the time required to learn 
the language. The ability to control ail of the motors of 
the robot has been included in the language. The language 
also has the ability to reference preprogrammed speeches. 
The language is structured to allow for future expansions. 
The Robot Interactive Graphics Simulator lets the 
operator visually verify the movements made by the Hero 
Robot in response to the program or interactive commands. 
The graphics simulator interprets high level language com-
mands and displays the correct position of the robot in 
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response to those commands. Two views of the robot and a 
position status line are displayed to provide the operator 
with complete information about the current position of the 
robot. The views of the robot are shown in color graphics 
with the hidden lines removed. 
Both the Hero High Level Language and the Robot 
Interactive Graphics Simulator meet or exceed all the 
requirements set forth at the outset of the development 
process. 
RECOMMENDATIONS 
In order to prevent a serious shortage of trained robot 
operators and programmers, more emphasis should be placed on 
the development of robotic training systems. 
The rapid growth in industrial robotic applications is 
largely due to the improvements in robot sensors and vision · 
systems. The sensory capabilities of the Hero Robot should 
be added to the high level language to enable operators to 
become more familiar with the operation of modern industrial 
robots with sensing systems. 
Future research should be directed toward providing the 
HICLASS system with a coordinate system that would be 
consistent throughout the language, compiler, and graphics 
simulator. The graphics simulator uses a coordinate system 
for moving the robot relative to the background, but the 
coordinate system is not used by th~ language or the 
compiler. 
programming 
This would enable the development of a task-based 
language system. Such a system would accept 
statements such as "move object to point A." Task-oriented 
languages are being developed for industrial robots, and the 
development of such a system for the Hero would be the next 
step in providing a training system which matches the robots 
used in industry. 
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The Robot Interactive Graphics System 
expanded to allow for CONTINUE mode statements. 
require the inclusion of time as a parameter, 
system to a dynamic simulation system. 
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should be 
This would 
changing the 
Although most industrial robots are not completely 
mobile today, this will become more common as technological 
advances are made. The graphics simulator should be 
expanded to include simulation of the robot when moving with 
the steering wheel turned to a position other than straight 
ahead. Since the steering wheel can be turned while the 
robot is driving forward or back, the addition of time as a 
parameter, mentioned in the previous paragraph, would 
preclude this addition. 
APPENDIX A 
SAMPLE OUTPUT OF GRAPHICS SIMULATOR 
The following pages contain a High Level Language 
program which was executed on the graphics simulator. The 
source program used by the graphics simulator is listed. 
Copies of the graphics screen are included. 
LINE NUMBER 
1 
2 
3 
4 
5 
6 
7 
8 
9 
10 
11 
12 
13 
Sample Source Program 
HIGH LEVEL LANGUAGE COMMAND 
MEMORY $0100; 
GRAPHICS LIMITS -2 -2 2 2; 
GRAPHICS STARTINGPOINT -1 -1 -45; 
INITIALIZE; 
ARM SHOULDER WAIT ABS FAST 90 
WRIST ROTATE WAIT REL MED 90 
GRIPPER WAIT ABS SLOW 3.5 
ARM EXTEND WAIT ABS FAST 5.0 
HEAD WAIT REL FAST 90 
DRIVE WAIT FAST 2.0 
SPEAK WAIT 1; 
TURN WAIT REL FAST -25.0 
END; 
Sample Graphics Screen Copies 
Figures 2 through 14 are copies of the graphics screen 
of the IBM Personal Computer after each command was of the 
sample program was executed. 
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. I 
XOO.O ~00.0 STOOO 800000 HD175 SHOOO ARO.O ~P030 ~R175 GR0.0 r··----·-------·------·------------- ---·----·-·------------.. ·-------
L--·-
THE NE~T -SOURCE FILE LINE rs 
HEHORV . ~0100: 
HIT RETUR~ TD EXECUTE SOURCE LINE. ESCAPE TO EXIT. 
1:1 F;: 1::1 1··1 1111 rl TH E: fi: ~:: E 'ii' T D T 'n' F· E It~ ti C D 1-1H1=1 ti Ct . 
Figure 2. Initial Graphics Simulator Screen 
'-----·---------- ·-------·------ -------------------
THE HE:-: T ~::.oui:;:cE FILE L ItiE IS 
GRAPHICS LIHITS -2 -2 2 2: 
HIT RETURN TO EXECUTE SOURCE LINE. ESCAPE TO EXIT. 
DR ANV OTHER KE~ TO TVPE IN A COHHAtiD. 
Figure 3. Screen After Memory Command 
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L--·----------'---------· THE NEHT SOURCE FILE LINE IS 
GRAPHICS STARTINGPDINT -1 -1 -~s.o: 
HIT.RETURN TO EHECUTE SOURCE LINE. ESCAPE TO EXIT. 
DR HN~ OTHER KEV TD TVPE IN A COHHAND. 
Figure 4. Screen After Graphics Limits Command 
H-1.0 ~-1.0 STOOO ED -~5 HD175 SHOOO ARO.O ~P090 ~R175 GRO.O r·--
-··--.. -----·------·------------- -------------------· THE 1·~E:-: T soui:;:cE FILE L ItiE rs 
INITIALIZE: 
HIT RETURN TO E8ECUTE SOURCE LINE. ESCAPE TO EHIT. 
1:11:;: fil'i'n' D THEf:: ~:'.E 111 TO T11'PE rn A COHt1Atm . 
Figure 5. Screen After Graphics Startingpoint Command 
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::: .. ·.: ... J.: .... · .. ~.· '·· ··- ' 11 1 ~~--· 1 . __ ._9_ ·_=:T0(1t) I::(1 ur Ht: 1-sc 
- - - - - - ___ J : - - - c; , • ..,. t ... - · SHO(l(r BRO. (I 1 . ~1::·0 ::10 1.~1~: i?S GFi:(I. (I 
- ...... - ..... -.... _,_ .. ,, .................. --.. --............ _. __ .. _, ............ _ ... ,, 
. ., .... ___ , -----·-- -----1---------------·-----THE NEHT SOURCE FILE LINE IS 
· A~~ SHOULDER WAIT ABS FAST ~O 
~~l .. RETURH TD EHECUTE SOURCE LINE. ESCAPE TO EHIT. 
l..lF·: ~11'· 1'11' 0 THEf:: KE'u' TL1 T1w1F'E IM Ii CDl·lt111tiCI . 
Figure 6. Screen After Initialize Command 
I 
I 
_______ .:_ __________________ ·-·----------- --·--····-- ----· .. ·--·--··""·-···--·--·-... -..  -.... __ .... J 
THE NEXT SOURCE FILE LINE IS 
WRIST ROTATE ~AIT REL HEO ~O 
HIT RETURH TO E~ECUTE SOURCE LINE. ESCAPE TO EHIT . 
CIF;: t11·~ 111' 0 THEi:;: ~::E'a' TIJ l''•'F·E IM 1=1 CDl1t11=11·~1) . 
Figure 7. Screen After Arm Shoulder Command 
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'-------------· _____________ .... ____________ ___ 
THE NEHT SOURCE FILE LINE IS 
GR IP PER ~1A I T ABS SLD~ 3 • 5 
HI . RETURH TD E8ECUTE SOURCE LINE. ESCAPE TD EX! . 
m;: f1M 1.1I a THE~: ~~E 1I' t a · n1~f· E IM 1=1 ccnnrn11ti l) . 
Fi gure 8 . Screen After Wrist Rot ate Co and 
·.r' - j, • ID .::: TOOO E~ o - 1~ · S HD t ? ~:: ~:: H o :~n) f1RO . 0 ~~l f· O.::uj RZ6S GR3 . s 
----------.. ----·-... ......... .. --.#--~·- ' ·- --- - ----
L 
T 'E fEXT S RCE FILE LINE IS 
A, °'H IEMTE1tm l.IAIT ABS 1FAST 5 .. 0 
HI ~E H TD EXECUTE SOURCE LIHE . SCAPE TO EXI T. 
DR fMV DTHER KEV TO TWPE IN A CDHHAND . 
Figure 9. Screen After Gr"pper C a 
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; .. : ··· J . 0 '•' ·- 1 . (I ::: T r1 i"1 i"1 i:: ['I - Lf· t~ H [I 'L .. :, c ·::· 1 · .. . - - .. .., r.. .. .. .. .. .. 
...................... _ ................. _____ ... : •. :: ... :: ...... :: ... ::.. .• __ ::..__ . " .... -· ·I 1_1 .::11,.1 l'1"" ~ :- . 1..f 1 .. 1 I·" I I · .. 11 I I~ Fi'.·;.,::· i:;· i':i i:;· ·::· (' 
................... --.... ·--OH .......... _, .. 0_00oO Oo .. Oo o oOMO OH ... .. OO ... M t OO: : • •• :::uo : ~00 0 000 00400oH:O~:: ... ::.: ~ .. .... ,:_f00:.:::: ... : .. ::: ... .. N0 0 o 0 0 0 0 oOO OOoo 
..... _________________ _ 
THE t~ E :-: T ~:: DLH~: CE F ILE L rn E --E -·-------- ---------.......... ·-·-------·-----.. --
HEAD ~AIT REL FAST 90 
~:Ip .. R~ TURti TO E:-:ECLI TE :::ou1~:CE L H·IE. ESCAPE m E:·n T. 
IJFr: ~·ll'·l 11 D THEf:: ~::E 11' TO rv1=·E Ir~ fl i::o1-11·111tiD . 
Figure 10. Screen After Arm Extend Command 
:-: ·-:I. . (I 1M1 - j, . (I s TOOO 1::[1 - 1+~~ H[l:21::s ~::1-10::10 f1F;:s . O 1.~1::·0::.0 i..11~:21::E:: GI~:~:.=: ! ................ _ .. _____________ ,___________________________ __ .. , .. ,_ .. ___ ,,_ .. _____ ,,_,_ .. ,_, ____ .. _____ , ___ _ 
I 
I 
i 
I 
I 
I 
I 
I 
I 
I 
I 
i 
I 
i 
i 
I 
i 
1-........... _ ......... - •• -------------·-----··--:-------------·---·-·-··--- ................................................ ........... _ .......... _ ........... _ . . .. 
THE t·H~:-: T ::::oui:::CE FILE L rnE IS 
DRIUE UAIT FAST 2.0 
I·: J,. RE TURti rn E::-:E:CLI TE ::.nui:;:cE L Itff~ . ESCAPE lTI n: IT . 
!J F 1:11"1111' [I THE 1:;: ~:: E '11' T IJ T '11' F· E I t·I 1=1 ( [] rl 1·11=11 · ~ [1 . 
Figure 11. Screen After Head Command 
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! ... . -.. ..... _. __ , _______________ _ ·--------·----- _____ ,._ ... _______________ , ___ ,, __ _ 
THE t·1n: T ~:::ou1~:CE: FILE L It-IE IS 
S:PEf1K UAIT 1: 
HIT RE TURti TIJ E:-:ECIJ TE :::OUfi:CE L rnr:: . ESCAPE rn E:-: IT . 
I] r:: f11·~ 1111 lj THE r~: ~:: E '•' T IJ T 1111 F' E I 1·~ A i: 0Ii1·11=1 ~i p . 
Figure 12. Screen After Drive Command 
;-: 0 0 . 1+ 1111 0 0 . 1+ STOOO 80 -qs Ho2gs SH030 ARS.O µpo90 µR16S GR3.S 
!""''"''"""""""' ___ _ 
I 
l 
l 
I 
I 
i 
I 
i 
I 
! 
I 
-·" ____ .. _ .. _._ .... ___ ,_ .. ____ .. --... -··-.. --.... --.... - ... ·--··--· .... ·-·-----.. 
I ...................... _. ___________ . ________ .. _ ........ -----------.. ·-·---......................... -·-··--· ........... .............. _ .............................................. -... --··-· ................. I 
THE l'·I F :-: T :=;.Cl tJ i:;: CE F I 1... E L I t-1 ~~: I~~: 
TURN ~AIT REL FAST -25.0 
HI r RE TURN TrJ E:-:ECLI TE :=::m11:::cE L H-IE . ESCAPE T[] E:-: I,. . 
1J F f11··l 'n1 D THE: F;: ~:: E 'w' TD T '"' i::· E I t·I t='i C CJ l"l !·11=11·1 [ 1 . 
Figure 13. Screen After Speak Command 
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I 
i 
1 .. ..... .... .... ...... .... ............. - - ---------------------------·--·----.. - - .... --........ .... ... ... .. . ........... .......... .......... - ... ........... ..... ................ ................................. .. 
l i· ~ [ HF:-: T ::: : 1:1u1~:c1:: FILE L It~E IS 
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Figure 14. Screen After Turn Command 
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APPENDIX B 
GRAPHICS SIMULATOR PROGRAM LISTING 
The entire Robot Interactive Graphics 
program is listed in the following pages. 
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Simulator 
{*****HHHHHHHHHHHHHH*HHH*HH* 
* R. I. G. S. * 
* ( R::i:ot Interactive G!:aP1ics Simllatar ) * 
* Versicn 3.0 * 
* by Fel1reth J. Sizarcre * 
*HHHHHHHHHHHHHHHHHHHHHHHHH*} 
p!ajbdlll Rigs (I:rplt I Cl.rt:p.It.) j 
{ 
'Ibis pr:o::Jldltl will interpret mmarxis written intra li:!rt> R:i:ot High Ievel 
~ arrl draw an ~ vis-I ani ann view of a li:!rt> R:i:ot after each 
a:mrani is exe::uta:i. Cl:mrarrls are rea:i in fran a scurce file arxi nay also 
re typ:d in interactively by the ~. '!his pr:o::J1ai11 can m us.Ed to 
visu:ill.y verify tie m::M3lBlts of the rci:ot b:fore tra pra3ram is actually 
eJm.lterl cy tie :rd:xJt. 
'fu: narre of tie sa.m:e file nay l:e in::luJed in the nm strin;J of the ~ai11. 
If the s::mre file is rot in::lui:rl intra run strin;J, tra prcgram will pracpt 
tie q;:erator far the file nane. 'The pr:o::Jlaiu will create a tokens file an:i a 
l~ file. '1he tokens file will have the sane nane as tra scurce file with 
tie exteisicn GIK. 'fua lcq file will have the sane nane as tra scurce file 
l:ut with the extensicn ICG. 
} 
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{ GIOBAL a:wmm:s } 
cm.st 
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{.~} 
EB:: char = #27; { starrlard Characters } 
{ Screen Infonratim arrl SCreen Pel.ata:l Prcgram Pararreters } 
:xM:nGlb = 319; 
YM3:>G1b = 199; 
~= integer = 25; 
ScreerCols: integer= 80; 
FcntStrI.en = 64; 
Yes : l:xx>lean = t:rLE ; { utility Pararreters - use::1 in Yeslt> furx±.icn } 
No : l:xxil..ean = fal se ; 
WidthArray = 4 ; { Width of all p::>int arrl trarsfonn natriCES } 
:M:DMJrldc;Glb = 4; 
MaxW~=4; 
- = 200; 
Scree.nD.ist.an::e: :real = 30. o; { Di.starxE in in:hes of rd:ot fran ~ } 
{ .CP18} 
{ GIDPAL T.lIE3 } 
~ 
 = strirg[SO]; { 'IyP:s use::1 in utility rcut:in:s } 
OBISet =set of char· 
-- I 
strirg3 = strirg[3]; 
M3xR:>ints = 1 •• 300 ; { Drawirq :rata krra:l ~ } 
~ =l •• 600; 
M:OOJJ.are; = 1. • 300 ; 
M3xRJLin:s = 1. ·-; ArreyWidth = 1 •• WidthAr.ray ; 
Erge = array[Ar.rayWidth] of integer ; { Drawirq r:ata 'IYJ;e; } 
Vertex = array[Ar.rayWidth] of integer ; 
Fn::libint = array[l •• 2] of integer ; 
Ccordinate = array[Ar.rayWidth] of :real ; 
:Et>int::fyi;:e = array(M:OO:bints] of a:ordinate; 
v~ = (0Vel::hea1, stx:ulder) ; 
v~ = rs:ord < .cro} 
vpts: :R:>int::fyi;:e; 
errl• 
-' Lim = i:e::ord 
EirlPts: FtrlR:>lllt ; 
e'rl; 
Pl.are = rs:ord 
~: Eki:]e; 
Vertia:s: Vertex; 
Will: l:xx>lean; 
m:i• _,
{ .CP'.3} 
{ .CE5} 
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SartPa:: = recmd { • CE5} 
Plarein:3ex: integer; 
MinZ: real; 
FillFlag: lx:olean; 
errl· 
-' R::i::otParts = (steerin:J I B:Xly ,Head,Ann, EXterrlAnn, WrPJt, W!R:Jt, Gclw, Gcipn) i 
IrrleXEEc =record {.~} 
First, 
last: integer; 
e'rl; 
TransfontM:itrix = ar.ray[ArrayWidth] of Cl:x:n:dinate; 
R:i::ot:lEc = recm:d { • CP1} 
In:Ex: ar.ray[l •• 3] of~; 
R:siticn: real; 
1\l:eolute.s: ar.ray[ 1 •• 2] of real; 
1Ecalaila:te.F1ag: lx:olean; 
T: TransfontM:itrix; 
e'rl; 
B:JLin=Ra:: = recm:d { - 'fyp:s } { .CP3} 
~: Oxn:dirate; 
errl· _,
character = ar.ray[ 1 •• 3] of ~; { Ftnt 'fyp:s } { • CP3} 
Cl1a.rAr.ray = ar.ray[32 •• 126] of character; 
F'a'ltStrirq = strirg[FcntStrien]; 
~ ~  { ScreenSave'fyp:s} {.~} 
~=?:s:md 
-fer: ar.ray[O •• 32006] of~; 
en:l· _,
~~ = recm:d { Win:bvirg 'fyp:s } {.CP3} 
xl, yl ,x2 I Y2 :real j 
errl; 
W~=rem:r:d 
xl, yl,x2 I y2: integer; 
e'rl; 
\\Orlds =array [1 •• ~ldsGlb] of ltlr"~; 
win:kMa = array [1 •• M:»Min:bvs31b] of W~; 
New Tc:ken = strirg[FtntStrLen]; 
~ = (slar.r, m:d, fast) ; { R±ot a:mran:l ~ } 
99 
{ GIDmL VARIABr.ES } {.m} 
~ {ffic±alfl~} 
Al::ortirq, D:b..g, D:i:l.g_F1c:w, n:re, Eth:>, GraPUcs:n, -' 
NeNAI'gles, ~' Saveitkei.s, So..Irc:l:Cp?n, ~' 
Vai:yD~: b:x>lean ; 
-= .intege.r; { File lelate::l data } 
Scurce, B:]File, LcgFile, 'IbkFile: text; 
FileNarre: strin:J[SO]; 
O'larFtnt: 01arAr.ray; 
R:>ints I XfrrdPts: :Ebintlypa; { Figure !ata } 
ViavPts: ar.ray[V~] of V~; 
View: V~; 
Tfm : TransfOIICMitrix; 
Lire; : ar.ray~] of Li.re ; 
Plan?s: ar.ray[MaxPlan?s] of Plana; 
Parts: ar.ray[Ri:ot:Parts] of Rd:otle::; 
:R:i:ot:R:s: Cto:rdinate; 
B:dy!n:re:ce It: real; 
sort.Plana: ar.ray(M:nd?lan?s] of SortlEc; 
NurnB;Lin:s, NumR:>ints, ~' NumPlan?s, NurrSortPlan:s : .intege.r ; 
Ce'lterCbl. I ErrorL:in:Num: .intege.r; 
Xmin, :xnax, Ymin, Ynax : real ; 
Xslcp:, Xint, Yslcp:, Yint : real ; 
~= Gra};:hi~; 
~:b:x:Ue:m; 
~:~; 
~: ar.ray~] of EgLi.ralEc; 
~= Cto:rdinate; 
{ Screen Scaliig rata } 
{ Scteen Savllg rata } 
{ Win:kMirg rata } 
XlWJ..d:;].b I X2Wld::nb, YJ.w.ld:nb I Y2Wl.d3lb, ,A}Glb I AyGlb I B>Glb I I¥!lb: real; 
XlRefGlb, X2RefGlb, YllefGll:>, Y2EEf'Glb: .intege.r; 
~' Text.YGib, 'IextXI.cl, 'IextYicl: .intege.r; 
M:DM:>rldfil>, M:r>Min:bGlb, w~: .intege.r; 
XlG1b I X2Glb, Yl.Glb I Y2G].b: .intege.r; 
\Varld: w::xrlds; 
ErrarCbmt, ~, Pssult: .intege.r; { FarsinJ rata } 
Cl:mrarrlR:siticn, CtmrarrlI.a'gth: .intege.r; 
a:m, OJ:rrentO:mrarr, Next:O:mrarrl, Seni 'Ibken, 'larpJ:m, 'Ibken: New_~; 
O:nt.irue, Erd:>fet:mranlL, Gc:x:dJ:mrarrl, ~' MJve, Felative: lxx>lean; 
Olarac: char; 
Tc:kai Val: real; 
Sp:a:i: ~; 
{$! GPAHI.P } 
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{ 
**** UTILITY PROCEDURES & FUNCTIONS **** 
-----------------------------------------------------} 
:Eurct.iaJ. q;:ccs: AqtSt:r.in:J) : AnyStrirg; 
{ . 
RJRR:EE: a:nverts ~ st.rin;;r rssc:ei to an ~ characters. 
INRJIS: S: AqtSt:r.in:J ( aey ~ of up to 255 characters) 
curroIS: :reb.1Ira the sane ~ with all characters anverta:i to ~· 
} 
var 
I: inta3er; 
b:gin 
far I:=l to I.e'gth(S) do S[I] :~(S[I]); 
UfC := s 
errl; 
{---------------------------------------------} 
. prcx:a:irre Beep ; 
{ 
} 
RJRECSE: art:p..Its an ai:dible ~ to tie qaatar (i.e., it :t:eEi:s). 
curroIS: a 1:eep far a tenth of a ~ rl.. 
b:gin ; 
sa.m:i(550) ; { A niaa, lav 1:eep } 
delay(50) ; { 1bJ:lere rear as lcrg as ~ a mrt::rol-G } 
n:sa.ro ; 
en:i ; 
{ .CP14} 
{-----------------------------------------------------------} 
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{ .0?32} 
:Eurdia_1 Cp:l'i[eKt(var 'latpF'il: text; 're!q;:Nane: AnySt:rin:J; ~l:x:xllam): l:x:xllem; 
{ 
RJRECSE: 'lhis :furx±iai c:p:!ls ~ text file of tie nane P3sse:i as a 
pu:anet:er. 'lhe file is q;a"Ei far readirg. 
INRJIS: 
'latpF'il: 'Ihe text file variable. 
~: ~ file rarre 
RN: Read,IWriteNot flag. Set troo if the file sh:W.d l:e ~ far 
readirq, fa] se if tie file sh:W.d l:e q;a"Ei far wri.tirg. 
CXJIRJIS: troo if the file~ sx:cessfully, otletw.ise faJse. 
} 
var 
'D:!TpF1a:J: l:x:olean; 
te:rin 
assign('latpF.il, ~); 
if RY 
th:n 
1:gJin 
{$I-} R:set ('latpF.il) {$I+}; 
'D:!TpF1a:J: = (IOresult = 0) 
en:l 
else 
1:gJin 
{$I-} Rewrite (TetpFil) {$I+}; 
'D:!TpF1a:J: = (IOresult = 0) 
en:l; 
~==~ 
errl; 
{ } 
furx:ticn D:gI'ci0:l (Argle: J:eal) : J:ea1; 
{ 
{ .CPll} 
RlRrn: 'lhis furcticn cxnverts argles fran <Egrees to rcrl.ians. la:liars 
are tm tmits usai far all trig :furcticn; within 'l\n:to. 
} 
re:tin 
~:=pi * (Argle / lBO.O ) 
errl; 
{ } 
prcarlire Fnterirg(Nane: ~); 
~: '1his :ro.rti.re is used to ha1p debJ;;J pro;Jt"dln flew. 
} 
ra;in 
if O?J:u:.L fl.ON tie1 writeln(lst, I e!lt:erirg I 1 Up:: (Nane) 1 I • I ) 
eni• _,
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{.CPll} 
{------------------------------------------------------} 
prc:adrre EXi.tirg(Nane: ~); 
{ 
RIRRl3E: '1his :ro.rti.re is used to ha1p debJ;;J p:rcgram flew. 
} 
ra;in 
if Mu:J_fl.CJN tle1 writeln(lst, I exitirg I ,Up::(Nane) I I• 1 ) 
en:i; 
{ .CPll} 
{-----------------------------------------------} 
prcxe:1J Ire waitFarESc; 
{ 
{ .CP'22} 
R1RFCSE: '1his pnx:e:ll Ire keep; ui;rlatirg the tine until th= cp:ratar presses 
the ~ key• If the c:p:ratar" pres9?$ any other key I the 
:ro.rti.re ral 1 s ~· 
} 
var 
Es::Presserl: b:X>lean; 
ch: dlar; 
b:gin 
I§et 
i:get 
until KeyP.resserl; 
read(ktrl, ch) ; 
Es::Presserl:= (ch = EEc) arrl (rot KeyPressai) ; 
if rot EScPresse:1 tle1 ~; 
until Es::Presserl; 
en:i; 
{--------------------------------------------------} 
pro:aj ire. DefID:W::n:-1.d ( i: integer; 
X_l,Y_l,X_2,Y_2:J.:e:ll); 
b:gin 
with w:xrld[i] do 
p:gm 
xl: ~ 1; 
yl:=Y_l; 
x2:=X 2; 
y2.::¥ 2; 
if ~lcr;lb 
errl; 
th:m ~ld1lb:=i; 
eni 
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{ .CP16} 
{-------------------------------------------} 
proce11 ire seJ.a::t:sa-1.d ( i: integer) ; 
b:gin 
with Y.Orld[i] do 
p:gm 
X1.WlCGl.b::xl; 
nw.I.d:;lb:=yl; 
X2Wl..d:nb: =x2; 
Y2Wld:ilb:~; 
eni 
errl· _,
{ .CP13} 
{-------------------------------------------} 
pn:x:ejJ ll:e DefinaVin:J::M( i, X 1, Y 1, X 2 I Y 2: integer) i 
~ - - - -
with~[i] do 
p:gm 
Xl.:-X_l; 
yl:=Y_l; 
x2:=X_2; 
Y2::¥ 2; 
if i>M:uM.in:bGll:> th:m ~.in:bGll:>:=i; 
errl· 
-' errl; 
{ .CP14} 
{-----------------------------------------------------} 
pp:arl Ire Draw9:J!:Cer( i: mte:Jer) ; 
b:gjn 
with~[i] do 
b?Jin 
W..:. -.-3- . ~T...:J........., \.... • ..u .L..l.JV"1..~: =i; 
~in:lclv(O, O,~, YM:DGJ.b); 
{ 
Draw a lxn:der aJ::O.m:l the win::k:w 
} 
Draw(xl-1, yl-1, x2+1, yl-1, l}; 
Draw(x2+1, yl-1, x2+1, y2+1, 1); 
Draw(x2+1, y2+1, xl-1, y2+1, 1); 
Draw(xl-1, y2+1, xl-1, yl-1, 1); 
errl 
errl· _,
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{.CPlB} 
{-------------------------------------------} 
Xllef:Glb: =O; 
YllEfGlb: =O; 
X2iE:fGJ..b: :x2-xl; 
Y2IefGll:>: =y2-yl; 
errl· _,
,,,.._ .... 'Vr"1 """· - 0 • .J.ll:::A.~e- I 
,,,.._ .... ,W""1 \..... - 5 • 
.J.ll:::A."--1.u.u.J • - I 
eni• _,
{ .CP17} 
{-------------------------------------------------------} 
b:gjn 
far i· 1 to M:OO'brld=Glb Cb 
- Dafin:H:Jrld(i,- I ,»B>Glb,YMDsGlb); 
~ld:ilb l; 
fer i:....;l to, M:OOV'~ do 
DafineW.ini::w(i,0, 1 ,~,YM:oa:ruJ); 
M:!xW~· l: 
w~: ili-; 
Sel.e::t:W:D:ldJ( ) ; 
Sela:::tWin:bNi( 1) ; 
em: 
05 
{---------------------------------------------} {.CP } 
{------------------------------------------------------} 
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{ .CP18} 
{---------------------------------------------} 
pro::a11 rre SaveOldScreen; 
{ 
RJRR:SE: Saves the grapllcs screen arrl initializes the text screen. 
} 
l:gJin 
Fnterirg( 'SaveOldSct:een') ; 
-; 
TextM:rle (CBO) ; 
Text:Cblar(Cyan); 
-(Black); 
EXiti.rg ( 'SaveOldScreen' ) ; 
errl· 
-' 
{ .CP15} 
{-----------------------------------------------------} 
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~rre~; 
{ .CP21} 
{ . 
REalE: 1Est:cres tra grap-iics s::reen ani J:eSets all l<=M res graprics 
~-} 
l:e:Jin 
Fnterin;J ( 'lEstoreOldSc:::re=n' ) ; 
GJ:athCblO!M:rle; 
-(Black); 
Palette (3) ; 
Rest:oreGrathie:s9:xee!i; 
TextXIcl:= 'IextX;lb; 
TextYicl:= 'Iext:YGlb; 
SeJ.ect:W.ird::M( w~ ) ; 
~== TextXIcl; 
'Iext:YGlb:= 'Iext:YI.cl; 
EXit:i.n; ( 'lEstoreOldScreen') ; 
errl; 
{-. ------------------------------------------------------} 
{ .CP15} 
m:cmfure Error (Er.rarftnn: byte) ; 
{ 
RJRR:EE: '!his rrut.i.ra harrlles printirg error nesscges to the s::reen. 'll:e 
nesscges a:re printai in Vvhite characters en a :r:ai l:Bckgra.lrrl. If 
the en:or is an aJ:ortive errar (i.e., an error ~ch slnlld neke 
the prcgrarn ab:n:t) tha lx:olean variable Al::x::rti.rg is set tne. 
} 
If tra errar is n::rt:. an aJ:ortive en:or, tra ro.rt:ire waits far tra 
cperatar to hit ~ to ackrx:wle:J= tle error. If the en:or is 
n::rt:. an aJ:ortive en:or arxi the s::reen is in graprics no:E, the 
total gr"atilics screen is stored in narory ani the en:or is written 
:in regular text. If tle error cxx:ms vbile P3l:'Sirq, tra flag 
G::x:dO:mtarx:l is set to faJ e:e to dj s:.able takirq an acticn due to tra 
a::mrarrl. 
cxust 
No_ c:pen = 'O::uld n::rt:. cpen' ; 
E>q;a::t:.irg = ·~· ; Invalid = I Invalid I j 
a::mrarrl str = I a::mrarrl I i 
b:!yarl - I v.oJld drive nctar OOya'Ii I i 
or str = ' ar' ; 
noter = I 11Dtcr1 j 
no.Je value = ' nove valm' ; 
mt~= I NJI'&JPRRIID'; 
~ 
 = set of byte; 
var 
Al:ort:i.rgEtra, CtrmarrlEr.rars: ~; 
Ec:M: AqrStrirg; 
{ .CP15} 
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l:s:Jin { . CI!27} 
Eilterirq( 'Ec:cr') ; 
{ 
Set tls glciBl f.1aJ Alxrt.in;;J if it dnil.d b: set far this en:ar runter. 
} 
A1::ortirgEr.ra:= [21,22,24]; 
Al:or.t:i.rg:= (EJ::ratNl.lm in~); 
{ 
save the prerirus status of tie grapri.cs s:::ree.1. 
} 
if c cGraP:Ucs:n) arrl en± Ab:n:t.llxJ) ) then SaveOldSc::ree1; 
{ 
Write rut tls am:eit a:mrani far tie q;erator if this is a ~in;J error. 
} 
a:mran::!Er.tor:= [1 •• 16,28 •• 36]; 
if Er.rOINum in a:mran::IEr.tor 
tlEl 
Pain 
wri.teln ( 'a:tmarrl: ' , O.n:ze rt:a:Jmar xi) ; 
Gcxx:n:rmarrl:= false 
{ 
P.refare to write the en:or nesgage in ~teen lei. 
} 
Text:Cblar~te); 
-(lErl); 
ClrEbl; 
case Er.rOINum of 
{ 
'lle first 18 ermt"S am tie sane as tie Hero Ctlrpiler errors. 
} 
1: Er.tM:= F.Kp:ct:in:J + I ~I i 
2: Er.tM: = FJq;a::tirg' + I o:rrt: or wllt I j 
3: Er.tM: = invalid + ' sp:e:h ?1.llli:er' ; 
4: Er.tM: = FJq;a::tirg' + ' semi.rolcn' ; 
5: Er.tM:= invalid + ' grapiics ~·; 
6: Er.tM:= invalid + I wrist I + cxmrarxi str + I i I + 
FJq;a::tirg' + ' rn I + ar _ str + I RJ.rn[E I ; 
7: Er.tM: = invalid + I ann I + cxmrarxi st.r + I i I + 
FJq;a::tirg' + I E>a»ID' + or st.r + I EHlJI.Im I i 
8: Er.tM:= FJq;a::tirg' + ' a:Nr' + or_ str + ' WAIT' ; 
9: Er.tM: = FJq;a::tirg' + ' ABS' + or_ st.r + ' REL' ; 
10: Er.tM: = FJq;a::tirg' + notor + I SJ.:EOO I i 
11: Er.tM:= invalid+ notor + a:mrani str; 
12: Er.tM:= invalid + ' al::eolute ' + notor + llOJe valtE; 
13: Ec::M:= invalid+ ' relative ' + notor + llOJe valtE; 
{ .CP19} 
{ 
{ 
14: Ec:M:= mmarrl str + l:eyali + ' ~ lnnit'; 
15: Ec:M:= mtnarrl str + l:eyali + • ~ lnnit' ; 
16: Ec:M:r= Exp:c:tin:J + ' eli stateneit.' i 
17: Ec:M:= .invalid+ ' necmy lcx::atia1 ••• usirg $0100'; 
18: En:M:= .invalid + ' d:rject t + c:xmrani str + ' ; ' + 
Exp=ctirg + ' CC SS XX' ; } -
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{ .CP7} 
{ .CP'25} 
'Ire en:ars :Eran 21 m are RIGS en::ars all.y. 
} 
21: Ec:M:= N::> qB'l + ' cna of tl'e :rdx:t. data files.'; 
22: Ec:M:= N::>~~ + ' the fcrrt: file (4x6.R:N). '; 
23: Ec:M: = N::> ~  + ' SD.It"tE file ' + FileN:nre + ' • ' ; 
24: Ec:M:= 'Text st::rin;J sen: to DraWiext a:ntairs illegal characters.'; 
25: En:M:= 'Please ~ with Y or N er hit letum for the ce:Eault. '; 
26: Ec:M:= 'R:b:::t. m::M:d. vtrl.le st:eerirq WJeel is tmn:rl;' + 
rot s ia;:artai + ' ! ' ; 
27: Ec:M: = N::> qB'l + ' takers file ' + FileN:nre + ' ; toker:s rot saved. ' ; 
28: Ec:M:= .invalid + ' lnnits ~ficaticns. '; 
29: Ec:M:= .invalid + ' st:art:i.rq p:>int ~ficaticns. ' ; 
30: Ec:M: = .invalid + ' n:mter of i:araneters. ' ; 
31: Ec:M:= 'a::N.r is' +rot sgxxtai + '; ' + 
mctcar xi str + 't:raatei as WArr. ' ; 
32: Ec:M:= N::> qB'l-+ ' la;J file ' + FileN:nre + ' ; ' + 
a:mran:i str + 's rd: l~. ' i 
33: Ec:M: = It> qB'l-+ ' tackgra.mi file ' + FileN:nre + ' . ' ; 
34: Ec:M:= .invalid+ ' ~ ' + c:xmrani str + ' in tackgra.mi file.'; 
35: Ec:M:= .invalid + ' LINE ' + c:xmrani-str + ' in l:acl<gra.lrrl file. ' i 
36: Ec:M:= 'M:oci.num n:mter of~ IlNES exo?ErlaJ. '; 
else Ec:M:= ''Ibis er.rar nmi::er is rot defi.ral. ' ; 
en::i; 
writeJn ( I Er.ror I I Er.rotNLlm, I : I I Er.tM) j { .~} if-th:m writeJn (:LJ:xjFile, 1Er.t'ar I ,Er.rotNLm, I : I I Er.tM) ; 
ErrarO::llnt:=Er.rarCtunt+ 1; 
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{ .CP19} 
errl 
else 
b:gin 
En:M: = 'AB:RI'Ilt;! ' ; 
writeln (Ernn) ; 
if-
tlai writeln(I.a3File,Er.cm); 
Text.Cblar (Cyan) ; 
-(Black) 
en:i• 
-' EXi. t:irq ( I ErJ::cr I ) i 
en:i· _,
{ .CP13} 
{-----------------------------------------------------} { .CP14} 
Pii:x:a.lure DrawAsci.i(var X, Y, As:!blar: lltt:Eger; ch: ~); { . 
RJRR:SE: Draws an as::ii character in~ 4x6 fa1t style at the X Y p::lSiti.cn 
an:i in the color :r;assed. 'Im X an:1 Y :p=sitirn is ~ grapric.s cx:x:n:dirate of 
tl"e l~ lefthan:i CXl!ller of the characters ixsitirn. 'The a::>lar is ~ 
palette col.er. 'Im character mist l:e ~ 32 ani 126. 'The X ani Y 
a::oi:dinates are up:3atEd to these far the n=xt character, ani llle feeds are 
hanile1 if the dlaracter is at the right harrl a:ge of ~ sc:re:en. 
} 
var 
}q:x::G I YJ;XE I XX, yy: mt:egeJ:-; 
dla!byte: ~; 
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~ { DrawAsci.i } {. CP24} 
far yp:s:=O to 5 Cb 
l:gJin 
Cllal:Byte:= (CllarFcnt[ ch, (7-yp:s) shr 1] shr ( (yp:s arrl 1) Ehl 2) ) 
arrl $OF; 
far xp:s:=O to 3 Cb 
l:gJin 
xx:~; 
yy:=y-4fjl};XS; 
if ( (Cllal:Byte em- (3-xp::s) ) arrl 1) <>O 
tlal Plot (xx, yy ,Ag:O)lar) 
else Plot(xx,yy,O); 
errl• _,
errl· _,
x:= x+5; 
if »™=rxGlli 
tlal 
eni• 
-' 
l:gJin 
x:=O; 
y:= y + 6; 
errl· 
-' 
{ } 
{ .CP22} 
pio:a:in:e DtaWiext( M:blor: ~; ~: FaltStri.rXJ; er: b:x>lean) ; 
{ 
RJRR:SE: Draws a st:rirg of characters in the 4x6 fcnt in the oolar p"lssed. 
Scrollirg of the wirrlcw is han:llerl cy this ra.rt:.ire. 
INrul'S: M:blor - 'Ihe ptlette oolor far the st:rirg ~. 
} 
~ 
~ - 'Im st:rirg to be written. I.enJth nust re<= 64 ctaracters. 
er - A flcg \\hi.ch iniicate; ~ a carri.cge retum is cesirerl at 
the e'rl of tra st:rirg. 
Scro1lB.lfHaap = "'Scrol.l.B.lm:c; 
Sc:::rollBJfiEc = reo::n:d 
SCrollB.rffer: array[O •• 2885] of byte; 
errl· 
-' 
var 
~=char; 
A9:0rd: byte; 
I.ette!Num, M:s!a-gth: ~; 
Sc:roll.B.l:fpt: Scro1lB.lfHaap; 
Pain {F.nterirg ( 'DraWlext') ; } 
M:slergth:= len:Jth~); 
I.ettel:Num:= 0; 
\4hile ( ) an:1 (n± Al:ortirg) ) Cb 
b:gin 
I.ettel:Num:= I.et:te:tNum + 1; 
A9::C'm":= cx:py~, I.et:te:tNum, 1) i 
if A9::C'm" m [#32 •• #126J 
then 
b:gin 
A9:0rd:= cn1(A9c:Clar) i 
~( rrext:x:;]b, TextYGlb, Kblar, Asc:Ord); 
errl 
else Ern:lr(24) i 
errl; 
if ( (rot Al:x:rt.:i.n;J) an:1 Cr) then 
b:gin 
~:=O; 
if TextYGJ.b+-6>Y2RefGlb 
then 
b:gin 
{ 
l'e will scroll the scree!l. 
} 
NeM(ScraliB.Jfptr) ; 
with Scrol.1B.lf1?t:r" Cb 
b:gin 
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{ .Cl?l6} 
{ .CP'23} 
Get:Pic(Scrol J Biffer ,XIFefGlb, Y2lefG1b,X2RefGlb, YllefGlb+-6) ; 
ClearScrea"l; 
errl· _,
Rit:Pi.c (Scrol J B lffer ,XIFefGlb, TextYGlb-6) 
errl· _,
a; srxse (ScraliB.Jfptr) ; 
errl 
else TextYGlb:= TextYGlb + 6; 
{Fxitirg( ·~')} 
en:i• _,
{-----------------------------------------------------} 
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{.CP17} 
fUn:tigJ. YesNo(~:~; ~fau.lt:l:xxll.en) :l:xxll.ean ; 
{ 
RJRR:SE: han:iles displayirg qtEStjrns ani re=e.:i..virg a restnse of eitler 
yes ar oo fran tre cparator. '1his rrut:ira ke:p:; upJatirg the 
tine mi.le waitirg far tre cparator. 
} 
mrur: 
~ - a str.i.n:J of acy lezl3tll mien is the cp:sticn to re aska:l. 
re:Eault - tre default arser, yes ar ro, ressed us~~ glc:ra.l variables 
yes ar ro. 
cur.rur: returns t::ns if yes ar false if m. 
~ :m::x::EillRES CAIIID: 
Beep 
Error 
var 
~=char; 
D:.fstr: char; 
Didit: l:xxll.ean ; 
Q:ress: FcntStrirg; 
~= int:aJer; 
b:gin; { YesNo } 
if D;fault 
th=n Defstr:='Y' 
else Defstr:='N'; 
if Grai;ilic:s::n 
th=n 
begin 
~== l; 
Q:ress:= ~ + I (' + Dafstr + ') ? I j 
Q:ress := U};X:: (Q:ress) ; 
DraWI'ext(Q=., Q:ress I No) 
errl; 
rg:eat 
if rot Grai;ilic:s::n th=n 
begin 
writeln; 
write(~, I (Y/N1 cEfaU].t=I ,Defstr, 1 ) ? 1 ) 
errl; 
Beep ; 
rg:eat until ~; 
rEBd(Fl:xi,~) ; 
Resj_:ase := ~se~) ; 
{.cm} 
{ .CP'22} 
case~of 
#13: b:gin { lEtum 'WaS hit ••• take the de:faill.t ~. } 
Didit := true ; 
Yesn::> := Dafault 
E!'rl. 
_,
'Y': b:gin 
Didit:=true ; 
if~ 
then 
b:gin 
Qress:~('Yes'}; 
nrawrext(Q:::, Qress, Yes} 
E!'rl 
else write ('Yes'} ; 
Yesn::>:=true 
E!'rl ; 
'N': b:gin 
Didit:=true ; 
if~ 
then 
b:gin 
Qress:~('N:>'}; 
DraWrext (0:::, Qress, Yes} 
E!'rl 
else 'Write( 'N:>'}; 
Yesn::>:=false 
E!'rl • 
- I 
else 
b:gin 
Didit:=faJse ; 
Er.rar(25} 
en:i • 
- I 
en:i ; 
until Didit ; 
eni • 
- I 
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{.CP17} 
{ .CP20} 
{------------------------------------------------------} 
pro:e:i rre M:rtM.llt4x4 ( A, B: T.ransfmnM2trix ) ; 
{ 
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{ .CP'21} 
:ruREOOE: Matrix Mlltiplies b.o faJr by faJr natrices an:i stares ~ result .in 
tre gld:al natrix Tfm. 
} 
var 
I,J,K: ~; 
ta:]in 
Fnt:erirg ( 'M:rtM.llt4x4' ) ; 
far I:=l to WidthArray Cb 
far J:=l to WidthArray Cb 
b:gin 
Tfm[I,J] := 0 ; 
far K:=l to WidthArray Cb 
Tfm[I,J] := Tfm[I,J] + A[I,K] * B[K,J] 
errl· _,
EK:i.tin:J ( 'M3.t:MJlt4x4 I) j 
en:1 • 
- ' {-------------------------------------------------} 
procerll n:e NsvEXt (EXt: st.rirq.3) ; 
{ 
{ .CP18} 
RJRR:SE: CharX}?S the file extensicn of the file nane FileNane to that of the 
extensicn :p3SSerl. 
} 
var 
rtt.R:s, FNle-gth: ~; 
~ 
Fnt:erirg( 'NsvfXt') ; 
rtt.R:s: = p::s ( ' • ' I FileNane) ; 
FNle-gth:= lerrfth(FileNane) ; 
delete(FileNane, rtt.R:s + 1, FNlergth - rtt.R:s); . 
FileNane:= FileNane + EXt; 
EX:i.tin:J( ·~') 
errl· _,
{---------------------------------------------------------} 
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{----------------------------------------------------------
* * * * * * * * * * PROGRAM BEGINNING ********** 
---------------------------------------------------------------------} 
't- I , I prcce1nre Ini: , a , ze; 
~: Initial i:zes pn:gram variables, draws a ~o::ma screen, reads rd:x:Jt 
tart data files, ~ ~ sa.n:oa file narre arrl cp:ns it, arrl, if ere is 
desired, c:p!"S the takers file. 
} 
prcarlJ ire Initvariables; 
{ 
Initializes~ pro;p:am variables arrl ~ :rd:rt i;x:sitirn ani limits 
variables. 
} 
J: Ri:otPart:s; 
OO:Jin 
~==false; 
~ Fl.av:= fa1 se; 
if R:lran0:1lnt.> 1 
th:m if ParamSt:r(2) = IT I th:m Ileb q:=t:rue; 
Echo:= {trl.e} fa1se ; 
EnterinJ( I Initialize I ) ; 
EnterinJ( 'InitVariables'); 
{ 
Initi a1 ize s::rre of the prcgram variables 
} 
Al:ortirg: = fa1 se; 
]):re := false ; 
'ScxeenDistarre:= 400.0; 
Celtet:O::ll:= Screen:l:lls Ehr 1; 
ErrarO:u1t:= O; 
Sa.n:o:q;a'l:= fa] se; 
-== false; Taka"!p:n:= false; 
Sa:ve!bke'ls: = trl.e; 
~:= false; 
lJi 1m~T :i 'noc! •- Q • 
..... ~L~~·- I 
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{.CP42} 
{ 
P.raJide .initial valuas far the m:rt prrts. ~values c:x:n:relate 
to the settiigs of tm l2m aft.er" tha initialize cxmrarrl. 
} 
far J:~ to Gcipn cb 
with Bllts.[J] Cb 
ts:rin 
{ Initial Itsiticn } 
case J of 
Head, Wn:ot.: R:siticn:= 175.0; 
W!pvt : R:siticn:= 90.0; 
else R:siticn:= o.o; 
e.n:i; 
{ Atsalute Minim.ms } 
case J of 
steerirq I WJ:Pvt:: >l:s::>lutes [ l] := -9Q • i 
B:rly : >l:s::>lutes[l] := -360.; 
else >l:s::>lutes [ 1] := 0. i 
e.n:i. 
_,
{ 
Set all of the recalall.at:e fla:Js s:> tre trarsfonn natria:s will be 
cala.il.ated the first tine. 
} 
:Ee::8la.il.ate.F.l.cg:= t:J:ue; 
e.n:i. 
-' 
{ Atsalute M3xi.nurs } 
Parts [steerirq] .Atsalutes [2] := 90. ; 
Parts [B:rly] .Atsalutes [2] := 360. ; 
Parts [Head] .Atsalutes [2] := 350. ; 
Parts[Ann] .>l:s::>lutes[2] := 150.; 
Parts [Ext:.e"rlAnn] .>l:s::>lutes [ 2] := 5. ; 
Parts [Wrl?vt] .>l:s::>lutes [ 2] := 90. ; 
Parts[WJ:ibt] .>l:s::>lutes[2] := 350. i 
Parts [Gri.w] .>l:s::>lutes [ 2] := 3. 5; 
Parts [Gri.pn] .>l:s::>lutes [ 2] := 3. 5 i 
EXitirg ( 'Initvariables' ) 
eni; 
prcx:rorre Welcme; 
{ 
RJRf(SE: Writes a Welcme scteen en tie djsp]_ay. 
} 
cxust 
li:U.~=30; 
Side: char = #219; 
~ 
Wela:naStr = st::cin;J[wal..c:areien;3th] ; 
var -
Wela:m:ID:p I Wela::rreEDtt:an, WeJ.c:x:ireBlank: WeJ.cx:rreStr i 
I: :integer; 
l:a;Jin 
Fnterirg( 'velcme') ; 
crtinit ; 
Cl.rScr ; 
TextM:rle (CBO) ; 
~:= faJse; 
Texteblar(Cyan); 
Wela:m:ID:p: = ' ' ; 
far I: l to Welc:areien;3th do 
Wela:m:ID:p:= Q:J x:at (VEJ.a:m:ID:p, chr (220) ) ; 
Wela::rreEDtt:an:= I I i 
far I: l to Welc:areien;3th do 
Wela::rreEDtt:an:= a:n:at (VEJ.a::rreEDtt:an, c:hr (223) ) ; 
Wela:::neBl.ank:= Side + I ' + Side; 
Win:bv'(25,6,55,19); 
GotaXY(l,l); 
writeJn (VEJ.a:m:ID:p) i 
writeJn (VEJ.a:::neBl.ank) ; 
writeJn(Side, 1 H E R 0 R 0 B 0 T 1 ,Side) ; 
writeJn (VEJ.a:::neBl.ank) i 
writeJn(Side,' Gra};:hics Similatar ',Side); 
writeJn (VEJ.a:::neBl.ank) ; 
writeJn(Side, I Vet."Sicn 3.0 I ,Side); 
writeJn (VEJ.a:::neBl.ank) ; 
writeJn (VEJ.a:::neBl.ank) ; 
writeJn (Side, I cy FB'l Sizarcre ' I Side) ; 
writeJn (VEJ.a:::neBl.ank) ; 
writeJn (VEJ.a::rreEDtt:an) ; 
Win:bv'(l,1,80,25); 
writeJn; 
EXi~( 'W:lcore') 
eirl; 
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{.CP45} 
prcx:edire .-; { .B\} 
{ 
RlRK-SE: ·Psa:ls the p;>mt, line mxl pl.am data ftan each of the R:i:ot' s 
part data files. 
} 
cxnst 
IBtaFileNarre: array-] of stri:rg[SO] = 
( I \m'lA ~om I I I \m'lA 'J!!Df. om' I I~ \HE1>J). DrA' I 1\1)\'IA\AEM.DJA' I ·~~.om· I '\Il\Th\~.IJml I 
'\1)\'IA\VRlF.Dm.' I '\m'IA\GRrn?.Dm' I ·~\GRTIM.Dm.'); 
var 
rataFile : text ; 
~int: real; 
XYZO : Cbcn:dinate ; 
L : FnJI:Oint; 
Te:rpPJ.ana: P~; 
I,K, IntP.Fill, le:fNumlbints, lefNumLi.res, lE:fNumPl.arES : ~ ; 
J: Ri:ot:Parts; 
Al.lIBtale:rl: lxxil.ean; 
l:Egin 
F.ntecirg( ·~iles I) j 
writeln; 
writeln('~ R:i:ot Rut Il:lta Files ••• plese te ~ti.ent. '); 
Al.lIBtale:rl:= false; 
Nlmlibints:= O; 
~Y,-T.:__...._ Q• 
.&.'il..Alll.U.U • .1::4::> • - I 
NumPlan:s := 0; 
J:=steerirg; 
:rg:x:at 
if rot ~(03.taFile, rataFileNarre[J] I tn.E) 
tren Er.ror(21) 
else 
l:Egin 
if D.eb.J:]_ :flav 
treJ1 Y!riteln(lst, I file I I rataFileNarre[ J] ) i 
{ 
Reaci the Nuni::er of p:>ints, Lire; an:l Pl.are; in the file. 
} 
read(I:BtaFile, le:fNumlbints, ~' lE:fNumPl.arES) ; 
{ 
Reaci in tie p:>int data, ~it to other p:>ints. } . 
XYZ0[4] := 1 ; 
far I:-1 to RefNllmR:>ints dJ 
l:Egin 
read(rataFile,XYZO[l],XYZ0[2],XYZ0[3]) ; 
R:>ints [Nlmlibints+ I] := XYZO i 
eni ; 
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{.CP14} 
{ 
~ m tm lire data, ~ it to ~ lire aata. 
Mjust the p:>int in:liCPS cy NumIOints. 
} 
far I:=l to~ do 
{ 
with Lin:s(N.lmLires+ I] d:> 
b:gin 
t:ead.(D:rt:aF.ile,L[l],L[2]) ; 
far K: l to 2 do 
errl· _,
if L[K]>O 
tb:n Eh:IPts [K] : = L[K] + NumIOints 
else Eh:IPts[K] := L[K] + NumIOints + l; 
{ .CP31} 
~ m tm pl.are aata, ~ it to ~ pl.are aata. 
Mjust the p:>int in:liCPS cy NumIOints ani th; lira in:lices 
by NurnLin:s. 
} 
far I: l to Re:fNl.lniPJ.are; Cb 
1:sJin 
with 'IBtpPlare Cb 
1:sJin 
far K:-1 to WidthAn:ay d:> 
t:ead.(D:itaFile, Vert.ia:s [K]) ; 
far K:=l tO WidthAn:ay Cb 
t:ead.(D:itaFile, ~[K]) ; 
t:ead.(D:itaFile, IntP.Fill) ; 
PFill := lxolean (Int::t'Fill) ; 
far K:= 1 to WidthArray do 
if Vertio:s[K]>O 
tb:n Vertio:s [K] := Vert.ia:s [K] + NumIOints 
else 
if Vertio:s [K]<>O . 
· tlE1 Vertio:s [K] := Vert.ia:s [K] + NumIOints + l; 
far K:= 1 to WidthArray do 
errl; 
if ~[K]>O 
tlE1 ~[K]:= ~[K] + NUmLines 
else 
if ~[K]<> 0 . 
tlE1 ~[K] := ~[K] + NlJinLire; + l; 
Plare;[NumPl.ares+ I] := 'IalpPl.are; 
errl· _,
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{ .CP25} 
{ 
Up:3ate the R:i:x± le:md arrl tba GlctaJs. 
} 
with R\rts [ J] Cb 
b:gjn 
Irrlex[ 1] • First:= Nl.ImR:>ints+ 1; 
Irrlex[ 1] • last:= Nl.ImR:>ints + lEfNllniEbints; 
Irrlex[2].First:= ~l; 
Irrlex [ 2] • last:= Nl.JtnLlle; + lEfNLnnLires; 
Irrlex[3] • First:= NumPlares+ l; 
Irrlex[3] .last:= NumPlan?s + ~lan?s; 
eni• 
-' Nurclibints:= Nurclibints + lEfNllniEbints; 
NumLi.n:s:= NllinLin:s + RefNt.ImLines; 
NurnPlan?s:= NurnPlan?s + ~lan?s; 
clc:Ee (Drt:aFile) ; 
eni• 
-' if (J = gripn) 
tb?n~:=tne 
else J: =SlD: (J) ; 
until ( (Al:ort.irg) or (AllD:ltale:rl) ) ; 
Exitin;J ( 'IEa:ID:l:taFiles' ) 
en::l • _, 
prcx:Edl ire Re:rlFcrltFile; { • CP18} 
{ 
RJRKSE: :R:aJs the fcnt file 4x6.KN into tba array far tre fcnt data. 
} 
var 
Fent.Fil: file of CllarArray; 
Fcrrt:OK: l:x:olean; 
b:gjn 
· Fnterin;r ( 'Re:rlFcrltFile' ) ; 
assign(Fcnt.Fil, '4X6 .RN') ; 
{$I-} reset(Fcnt.Fil); {$I+} 
Fcrrt:OK:= (IOresult = 0) ; 
if Ftnta< 
tb?n reai (Fcnt:Fil I CharFalt) 
else Error(22) ; 
clc:Ee(Fcnt.Fil); 
Erltin;J('~') 
errl· _,
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prccro rre GetSalra;Nane; { • m} 
{ 
RJRI:csE: D3tennin:s tre sa.n:aa file nane arxi q;as it. If the rurstrirq 
cx:rrt:ains a ~, tl:e file n:nre is set to that strin:J an:i the prcgram 
tries to c:p:!'l that file nane. If no rurstrirq ~ \+aS ressa:t ar the 
file did rot exist, tre cp:ratar is p:mtpted to enter the sa.n:o= file nane. 
} 
var 
- FileOK, ParamF1aq, Se.niN::xrt.inJ: lxx:ilen; 
b:gin 
Enterin:J( 'GetSa.lra:Nane I) i 
ParamF1aq:= (:Rrr.'airO:lint) ; 
:rgmt 
if ParamF1aq 
th:m 
b:gin 
ParamF1aq:= false; 
Sen:iAl:x:n:tir: = fa] se; 
FileNane:= :Ea:ranStr(l); 
FileNane:= U};:c (FileNane) ; 
if (Ix:s( I• I I FileNaJle) = 0) 
th:m FileNane:= FileNane + I .SRC'; 
erx:l 
else 
b:gin 
i:gmt 
Beep; 
writelri; 
write ( 'Ehter the nane of the sa.n:aa file: ' ) ; 
z:e:rlln(FileNane); 
writeln; 
Sen:iAl:x:n:tir:= (Ia"gth(FileNane) =O) ; 
if Se.niN::xrt.inJ 
th:m writeln( 'Ya.i want to Abort the prcgrarcl. 1 ) 
else 
b:gin 
FileNane:= U};:c (FileNane) ; 
if {Ix:s( I• I I FileNaJle) = 0) 
th:m FileNane:= FileNane + I .SRC'; 
writeln( 'sa.n:aa file nane is ' , FileNane, ' • ') i 
errl· 
-' until YesN:> ('Is this oon:ed:' , Yes) ; 
erx:l; 
if sen:iAlxrt.ill1 
tran Al:xrt.in:J:= t:nE 
else 
b:gin 
FilEOK:= cpenre.xt (So.n:-oo, FileN:me, true) ; 
if rot Filea< 
tran Errar(23) 
else ~== t:nE; 
e.rrl. 
_,
until FilEOK or Al:xrt.in:J; 
if rot A1:xrt.in:J tran 
b:gin 
:readln(So.n:-oo ,Next:Omtarrl) ; 
Next:Omtarrl:= Up:(Nexteamarrl) ; 
e.rrl. 
_,
E>dt.:i.rg ( 'GetSa.lrcENane' ) 
errl· _,
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{ .CP18} 
prcx:ejJ ire start!J:gFile; { . CP19} 
{ 
:ruRR:EE: cpens a file to leg the a::mranis ani en:ars :Eran this prcgram. If 
tre la;J file canrrt be c:p:rm, an error ~ is written an:l the 
pxcgram pro::eErls. 
} 
b:gin 
Fnt.erin:J ( 'start!J:gFile' ) ; 
~('I.a;'); 
if rot ~fT,..,....~1o FileN:me false) 
- -- ~.u.~""'\~·~1 I 
tran 
b:gin 
-== false; 
cl.Cl39 (I.o:JFile) ; 
Errar(32) 
en:l 
else -==true; 
Exit.:i.rg ( 'startI.cxJFile' ) 
errl; 
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pp:o:rllire ~ile; {.CP19} 
{ 
RJRR:SE: C'.p:!1s a file to stare the tokens~ bj this prcgraitt. If 
tie tckals file catnot l::e ~' an error ~ is written arrl ~ 
prcgram p:~s. 
} 
h:gin 
FnterinlC'~ile'); 
~( 'GIK') ; { for Gt"apllc:s 'Itkms } 
if rot ~('IbkFile FileNane false) 
_ -- ~u.~\..- I I 
tlen 
h:gin 
Save!l'd<B18:= fa] e:e; 
clcee ('It:kF'ile) ; 
En::or(27) 
errl 
else 'Ibke.rq:a1:= tl:u:; 
EX:i.tirg('~') 
errl· 
-' 
l:a;Jin 
Initvariables; 
~o:::rre; 
Re:dl:ataFiles; 
if rot Ab:rt:i.rg tlen lea:1FtrltFile; 
if rot Ab:rt:i.rg tlen GetSa.rro:Nane; 
if rot Ab:rt:i.rg tlen st:artI.cgFile; 
if Saveibkens arrl rot ~ then sta:rt:rbkenFile; 
Exitirg('Initialize'); 
errl· _,
{ .CPlO} 
{------------------------------------------------------} 
prcarllire~; 
{ 
RJREalE: 'lb.is prrx:e:llire will a:x;ept mmarrls fmn eitbar the Scurce file ar 
tre q:erator arrl draw ~ upjat.ai v.iavs of the :rd::xJt en tre screen. 'Iha 
viavs of the :rd::xJt Eh:Mn are an OVerllead view ani a Sh:l.lleer vieN. 
} 
cx:nst 
GlbStablsX = 0; 
GJ..rStatusY = 5; 
.identity: 'Irans:fol:nM:ltrix = (( 1.0, o.o, o.o, o.o ) , ( o.o, 1.0, o.o, o.o ), ( o.o, o.o, 1.0, o.o ), ( o.o, o.o, o.o, 1.0 )); 
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{---------------------------------------------} 
pp:arlire ~ve(var Ipt: Ckx:ln3.inate) ; 
{ 
{ .CF21} 
RJRR:SE: 'lb.is pro:ain:e charges~ x a:rn Y vallES (tre vallES to re plotterl 
later) to give tba drawirg ~ve. 'lhis is d::re by nultiplyirq mch 
X ard Y valua by the distan::e fmn the vi~ eye divide:i b.i tre valoo of 
tha z a:xm:linate for that p::>int. 
} 
var 
:tet:spe.:±ive, z: real; 
I, J: integer; 
b:g1n 
z: = al::s (Ipt [ 3]) ; 
if (Z=O) 
tten IeI:spe.:±ive: = Sc::reenDist:an ( o. 001) 
else IeI:spe.:±ive:= ~;
far J: 1 to 2 do 
Ipt[J] := Ipt[J] . * i:e.spa±ive; 
errl· _,
{----------------------------------------------------------} 
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{.CP16} 
..:I. ~ ~-= ...:i..::r-T ..: __... YYlm;-:of"'W"':eV"flcu rre ~ ..u J.U.Ll .s::::;::,; 
{ 
RIREtEE: 'Ihis prcadrre detetin:inas \\hi.ch 1ires of tra drawi.rg am hjcfi?n 
fran view. Sin::e tie viaer isl~ Cbv.t1 tte Z axis at tte sh:q:e, he 
is lc:x:kin;;J .in a p:sitive Z d.ira:::t:icn. Ctns~ tte pl.are eq.;aticn far 
each of tie pl.ares .in tie sh:q:e, if tte pl.are is facin:J tte o,o,o p:>int 
(tcw:u:d tie viaer) , then far a p:>int en that pl.are tra valoo of c is 
n:gative. Li.kr:w.ise, arw p:>:int \ti1et:e tte valt.E of C is p::sitive fa::es CMa.Y 
fran the viaer arrl "10.1ld rot be seen. 'Ihis ~ for cnly c:x:nvex &Irface:;. 
} 
var 
XYZ: ar.tay[ArrayWidth] of Cl:xJrdinate; 
Zerca:x:n:d: Cbardi.rate; 
A,B,C,Uni.t:real; 
I I J: .int:a:Jer; 
tEgin 
Fnterin:J( 'F-'); 
nr:awrext(l, ·~ HID fN UNES. ',Yes) ; 
NumSart.Plares := 0; {Ch} 
far I: 1 to WidthAnay Cb 
Zerca:x:n:d[I]:= O; 
far I:-1 to NllnPlanas do 
tEgin 
{ 
D:!tecn:i.ra far eadl pl.are tte z vector' catµ:rert: of its 
pl.am ecpaticn. 'Ihis valtE is c. 
} 
with Pl.ares [I] cb 
far J: 1 to WidthAnay cb 
if Ve.rtias[J]<>O 
tle1 XYZ[J] := ViavPts[Viav] .vpts[Ve.rtia:s[J]] 
else XYZ[J]:= ~; 
A:= XYZ[l,2] * (XYZ[2,3] - X'iZ[3,3]) + 
XYZ[2,2] * (XYZ[3,3] - X'iZ[l,3]) + 
XYZ[3,2] * (XYZ[l,3] - X'iZ[2,3]); 
B:= -(XYZ[l,l] * (XYZ[2,3] - X'iZ[3,3]) + 
XYZ[2,l] * (XYZ[3,3] - X'iZ[l,3]) + 
XYZ[3,l] * (XYZ[l,3] - X'iZ[2,3])); 
C:= XYZ[l,l] * (XYZ[2,2] - X'iZ[3,2]) + 
XYZ[2,l] * (XYZ[3,2] - X'iZ[l,2]) + 
XYZ[3,l] * (XYZ[l,2] - X'iZ[2,2]); 
Unit:= Sqrt(Sqr(A)+sqr(B)+sqr(C)); 
if (Unit=o) tle1 Unit:= 0.001; 
C:= C/ Unit; 
{ .CP6} 
{ .Cl!23} 
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{.CP27} 
{ Qily the plare3 ~ c valm is l'l:!Cjative are fc.c.irg us. If the 
pl.are is visible, store its irrlex in the sortai pl.are array. } 
if (C < 0) 
tle1 
l:a;Jin 
NumSartP1an:s := NumSc:n:tP1.are + 1 i 
with SartPlare[NlmSdrt.PlarES] eb 
l:a;Jin 
P~:=I; 
FillFlag:= (C < -0. l5) ani (Flare; [I] • P.Fill) ; 
{ 
retenn:ire tba minim.ml Z valm far sart.:irg p.n:p::ees. 
} 
MinZ:= XYZ[l,3]; 
far J:=2 to WidthArray cb 
if (( XYZ[J,3] < MinZ) arrl ( XYZ[J,3] > 0)) 
tle1 MinZ:= XYZ[J,3]; 
em· 
-' 
errl· _,
if Eth:> tle1 
writeln(lst, 'Pl.are[' ,I,']=' ,C:3 :4); 
em· _,
EK:i.tin:J('-'); 
errl• 
-' 
{------------------------------------------------------------------} 
procei Ire sartPl.an3s; 
{ 
RJRB:SE: Sort tba variables in tba array SortPlare cEs:arlirg fran tba 
naxinun vall.E of the MinZ variable. 
} 
var 
I, J, K: integer; 
~= l:x:olean; 
'Ia1J.=SCrt: Sartle=; 
l:a:Iin 
Enterirg( I sartPl.ara; I) ; 
nrawrext(l, 's:Rr.IN:; PIANE ~. ',Yes) ; 
:ra;aat 
~== t:rua; 
far I:~l to NurrSortPl.an3s-l do 
if sartPlare[I] .MinZ < SortPlare[I+l] .MinZ 
th=n 
b:gin 
~:= false; 
'Ia1J.=SCrt:= sartPlare[I] ; 
sartPlare[I] := SortPlare[I+l]; 
sartPlare [I+ l] := 're:IJ;Bc:rt 
e.rd· 
-' until~; 
{ 
far I:=l to NurrSortPl.an3s do 
with sartPlare[I] oo 
writeln(I, I: MinZ=' ,MinZ, I Planeirrlex=' ,Plare.Tirlex); 
} 
Exi.t:irg ( I Sart.Plan:s I) ; 
errl· 
-' 
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{ .CP.34} 
{--------------------------------------------------------------} 
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prog:rlJ ire M:DsMin ; 
{ 
{ .CP37} 
RJRR:SE: IEte.nnin?s tre nax:ina arrl minina of the X arrl Y a:x:n:di.nates in tha 
array vpt:s for the a.tn:e1L View. 
} 
X,Y : :tm1 ; 
I : integer ; 
begin ; 
Fnterin:J ( 'M:DsMin' ) ; 
DraWI'ext(l, '~MAXIMA AND MINIMA.' ,Yes) ; 
with Via-lPts[View] Cb 
begin 
Xmin := vpt:s[l,1] ; 
:>max := vpt:s[l,1] ; 
Ymin := vpt:s[l,2] ; 
Ynax := vpt:s[l,2] ; 
far I:= 2 to N.miEbints Cb 
begin 
X :=vpt:s[I,1] ; 
Y := vpt:s[I,2] ; 
if X<Xm:in th:m Xmin:=X ; 
if X>:>max th:m :>max:=X ; 
if Y<Ymin th:m Ymin:=Y ; 
if Y>Ynax th:m Ynax:=Y ; 
errl ; 
if Eth,) th:m 
begin 
writeln(lst, 1Xmin = I ,Xmin, I Ymin = I I Ymin) ; 
writeln (1st, ':>max = ' ,:>max, ' Ynax = ' 'Ynax) ; 
errl ; 
errl; 
EKit.:ilq('~'); 
en:l ; 
{-----------------------------------------------------} 
pn:ca:i n:e Scale ; 
{ 
130 
{ .CP31} 
RJRR:BE: Sets up the s:aJ irg factors b3sed up:n ~ minhrum am naxinum 
vali.:es of tra x am Y data. 'Ihe s::alirq factors will re userl to anvert :Eran 
VvOrld (user) CXXJrdirates to w:i.rrlav (screen) cx:x:m:linates. 'rte an:rent w:i.rrlav 
c:x:o.rdirates, stara:i in the gld::al x an:i Y referen:e variables, will re userl. 
INEUIS: Xmin, Ymin, Xnax, Ynax, X2RefGJ..b, Y2EEfGlb 
CXJmJIS: Xmin, Ymin, Xnax, Ynax (mxiifierl) 
} 
Xsl.c:p:! I Xint I Yslcte I Yint 
var 
-.w, Xta:t~, Yra:t~, large, Halfrarge, Xmi.d, Ymid : real ; 
be:tln ; 
Fnt.e.rirg ( 'scale' ) ; 
{ 
~ tra ~ 16ti.o of tis screen. 'Ihe w:i.rrlav nust have ~ 
selected in order far this to v.urk. NJte that the int.Egar Gld::al 
w:i.rrlav CXXJrdirates are cx:nverte:i to real ru:c~ usirq tba 'int' 
f\n:::tiai (mi.ch always retums a real) • 
} 
XYAsp:ctRatio:= (5.0 * (int(X2RefGlb)+l.O)) I (6.0 * (int(Y2IE:fGl.b)+l.O)); 
if El:m tb:n writeln(lst, 'XYAsp:ctRatio = ',~tio); 
{ 
~ tis rat~ of X ard YI the1 th:rlr nrl.dj;oints • 
} 
Xrarge := a1:s (Xrrax-Xmin) ; 
Yrarge := a1:s (Ynax-Ymin) ; 
Xmid . := Xm.in + 0.5*Xrat~ ; 
Ymid := Ymin + 0.5*Yl:ai~ ; 
{ 
{.CP19} 
Mjust they rarge cy tis~' then a:np:rre too valU?S. hii 
ten ~it (far nmgins) to the total rarge. 
} 
Yrarge := Yl:arge * XYAsp:ctl6ti.o; 
if Xratge>Yrarge 
tb:n large: 1.l*Xrarge 
else large: 1.l*Yl:arge ; 
~ := 0.5*large ; 
Xmin := Xmid - H:Ufrarge ; 
Xnax :=Xmid+H:Ufrarge; . 
Ymin := Ymid - C H:Ufrarge I XYAsp:ctl6ti.o > ; 
YnBx := Ymid + C H:Ufrarge / XYAsp:ctl6tio ) ; 
if El:m tb:n 
begin 
writeln(lst, 'Xmin = ',Xmin, ' Ymin = ', Ymin) ; 
writeln(lst, ·~ = ',Xnax, ' Ynax = ', Ynax) ; 
erxi • 
- I 
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{ .C?l9} 
{ 
rim st:raiq,xt line e:paticn :fanIUlas am used to fini the s::ale fact.ors. 
NJte that ~ integer Gld:al win:bv cxxmiirates are o:nverterl to real 
nmi::ers l.lS.il'J3' t:ie I :int I fuo::t:i.cn (v.tri.ch always returns a real) • 
} 
Xslq:e := int~) I Ran:]e ; 
Xint := -Yslq;e * ~ i 
Yslq:e := int(Y2IEf'Glb) * X:lAsp:ctRatio I Ran:]e ; 
Yint: := -Yslq;e * Ymin ; 
if E:h:> th:!n 
mrtn 
writeJ.n(lst, 'Xslcpa = I ,Xslq:e, I Xint = I ,Xint) j 
wri.teln(lst, 'Yslq;e = I I Yslq:e, I Yint. = I I Y:int) ; 
en:i ; 
' Exit.:i.n:J ( I Scale I ) j 
en:i • 
- , 
{-----------------------------------------------} 
p:rcx:e:i n:e PlotPl.an:s ; 
{ 
{ .CP14} 
RIRR:sE: Plots the planas \\tree irrlices are stored in ~ array Sact.Plare. 
In atder to hide prervirusly drawn liras b:hin:i the plana, ~ a.it.lire of 
tie pl.are; are drawn first in light blue, filled with µn:ple, filled with tie 
J:::adkgralrrl color, th:!n redrawn with \.illte. 
} 
~ 
ScXY = ar.ray[ 1 •• 2] of integer ; 
var 
Scl'ts:ar.ray[M3xtbints] of ScXY ; 
Cl:tlteD{, centeJ::Y I I I JI K, Pl I P2 : integer i 
prcx:ejln:e Plotm:]es(SarterlP~, FlJJ;Cblor: integer); {.CPlB} 
{ 
RIRR:SE: Draws t:te lire; \.illc:h a.it.lire a pl.are in the color resca-I. 
} 
mrtn 
with Pl.an:s[Sact.Plare[SartroP~] .Planllirlex] Cb 
em· _,
far J:= 1 to WidthAr.ray do 
mrtn 
K := EliJ?s[J] ; 
if . K<>O th:!n 
mrtn 
. Pl := Linas [K] • Eh:3Pts [l] ; 
P2 := Linas [K] .Eh:3Pts [2] ; 
Draw(Scl'ts[PJ..,1] I ScPts[Pl,2] I 
Scl'ts[P2,1] I ScPts[P°212] I EtJJ;Cblar) j 
eni• _,
eni • 
- , 
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pr;o:a:i rre FillPJ..ana (scrtejpl.areN.mb:!r: int:a:J=r) ; {. CP25} 
{ 
RJRR:SE: In order to fill the plare;, a CBlter J;X>int of the plare; is 
detecn:i.re:i cy s.mn.i.rg all tre half vectors fran ere J;X>int to the rext. 
'Ibis WJtKs for a:nvex plana shapas cril.y. 
} 
var 
'IE!tPJert: ~; 
1:gJin 
with Pl.are; [sartPlana [scrtejpl.areN.mb:!r] • Plareirrlex] Cb 
1:gJin 
cei.teJ:X:= ScPts[Vertices[l] ,l]; 
ca-rt:e.rf := ScPts [Vertices [ 1] I 2] i 
far J:=2 to WidthArray Cb 
1:gJin 
errl· _,
'IE!tPJert:= Vertic:a; [J] ; 
if 'D:!lpVert <> 0 then 
1:gJin 
errl; 
cei.teJ:X:= 031.tetX + ( (ScPts ['IE!tPJert, 1] - centeJ::X) div 2) ; 
ca-rt:e.rf := ca-rt:e.rf + { (ScPts ('IE!tPJert, 2] - Cl:nt.e:tY) div 2) 
errl 
en:i• _,
1:gJin r { . CP'20} 
Fnterirg( 'PlotPlare;') ; 
{ 
~the PJints into ECreE!'l units us.irg tlE seal in;J fa:±ars. 
} 
with ViaYPts[View] oo 
far I:=l to NllnR:>ints oo 
1:gJin 
ScPts[I,1] := :ra.ml(Xsl~ * vpts[I,l] + Xint) i 
ScPts[I,2] := :ra.ml(Ysl~ * vpts[I,2] + Yint) ; 
errl ; 
if Ei:ix:> tlel 
far I :....;1 to N'l.JmR)ints do 
--WO.tein('ScPts[ ',I,•]= ',ScPts[I,l] I' I' ,ScPts[I,2]) ; 
if (Vi.ew=S1a.il.der) ar (rot ~) th?.n ClearScreen; 
{ 
Plot cril.y tre a:i:Jes of the fil:st plana. 
} 
I:=l; 
Plot:Etl3es(I,3); 
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{ .CP'24} 
{ 
Plot the p1.ar:e; ~ ~ the EdJ9S in na:JE!Ila, filliJl1 ~ pl.are 
with nagenta to COJer tra cyan. ~ lin:s arrl tie Yhite pl.are 
l.in:s, nrliaw ~ e:]3es in mite, arrl fill the pl.are with black. 
If the fill flag far the plana is fa] se, just plot the Ed}3S in \\bite. 
} 
far I :=2 to NlmSartPlare; do 
·tann . 
if SortPl.are[I].FillFl.ag 
tle'l 
tann 
PlotRl:Jes(I,2); 
FillPlare(I); 
FillShapa (CBlte.!X,o:nteri I 2 I 2) ; 
PlotRl:Jes(I,3); 
FillShapa (a:ntenc, o:nteri I QI J) 
en::l 
else PlotRl:Jes(I,3); 
en:l· 
-' EXi.tirxJ ( 'Pl.ct:Plare;') ; 
eni • 
- I 
{------------------------------------------------------} 
prcadira Rarx1Dinit; 
{ 
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{.CP31} 
RJRR:SE: Initialize tm variables usai in tha prcgram -mich are da::larerl in 
pro:e1n-e ~ (i.e., ll::n-Gld:al variables). 
} 
var 
I: inta}3.r; 
J: R±ot:Parts; 
BtlAnn: mil; 
~ 
Ent:ecin] ( 'Rarx1Dinit' ) ; 
DravSnil.OOl:ViavFlag:= tn:e; 
AnnI.eft:= false; 
{ 
Initial i z.e the variables use1 in wini::win;]. 
} 
InitGra};hic; 
{ 
cal.a.ll.ate tl's ~le of rotaticn ara.m th:! ~ of th:! rci:xJt' s ann. 
} 
RrlAnn:= arctan( i. o / n. o > ; 
ct:hiAnn:= c:x::s (lb:i.Ann) ; 
S};hiAnn:= sin(RriAnn); 
{ 
Initialize the :td:ot's a.n:rent p::siticn. 
} 
far I:=l to 2 do 
:ECi:xJt:.R:s[I]:= O; 
R±ot:R:s[3] := Scree.nDistan:e; 
~:=ttue; 
EXit:in:J ( 'Rarx1Dinit' ) 
errl; 
pro:ro rre Screeninit; 
{ 
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{.CP34} 
RmtEE: Sets up the s::t:ee:l far 10\f resalutirn grapllcs arxi defin:s ~ farr 
winbvs used in lEadArrlDr::aw. 
} 
~ 
F.nt:ecin; ( 'Screeninit' ) ; 
{ 
Ini+i al i z.e the s::r:een far ~ 10\f resalutirn grapllcs. Iav :res nust 
re U9ai so~ hid::3en lin= al.¢thns will \\OJ:k. 
} 
GraI;heblOIM:de; 
GraI:f1W.in:lav(010,»mGJb1 YM3}GJ..b) ; 
Palette (3) ; 
-(0); 
Text.Cblar(l) ; 
~~~-----· '""-~~.l·- u..~,
{ 
Create the winbvs. 
} 
r:ef.in::W.in:lav(l,1,8,200,172); { OVerllead Viav } 
r:ef~ld(l, -30.0, -30.0, 30.0, 30.0); 
r:ef.in::W.in:lav(2,202,8,318,172); { stx:ul<Er Viav } 
r:ef.in::W.in:lav(3, O, 176,319,199) ; { a:tmeut Wini::M } 
r:ef.in::W.in:lav( 4 I 0 I 0 I 319 I 5) ; { status ~ Wini::M } 
{ 
Draw B:lrdeJ:s aram:i tte vieM winbvs. 
} 
DrawB:u:'der(l) ; 
DrawBJrder(2) ; 
Sel.ect:W.in:lav(3) ; 
ClearScteEn; 
E>d.tin;J ( 'Screeninit' ) 
en:l; 
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{ .Cl?l6} 
pp:arll n:e Up:3ateStatusLina; 
{ 
:rum: 'lhis proce:in:e up1ates th= status lire lcratai at tre tcp of t.ffi 
screen in wird:M 4. 'll1e status lire cx:ntairs t.ffi an.Lett X arrl Y p:sitias 
of tre rd:xJt an:i the p:siticns of all th= m:m.rg p:trts of tle t:cix:Jt. 
} 
cx:nst 
Head:in:J: an:ay[R::i:otParts] of strin:J[2] = 
c •sr•, 'ID', 'HD', 'SH', 'AR', 'WP', 'WR', 'GR', 'GR'); 
~ 
strin:J4 = strin:J[4]; 
stc: int.Egar; 
sta1:l.1EM:ss: Fcrrt:Strirg; 
- J: R:b:JtParts; 
ChargeVal.Str: strin:J4; 
p:ro:a::ll n:e Elllninate.Blanks (var Val.Str: st:rirg4) ; { • Cl?l6} 
{ 
:rum: ~blanks to zat:s. If th=re is a mirus sign in tre strin:J, 
tm blanks are left alcna. 
} 
BlankR:siti.cn: ~; 
l:aqin 
BlankR:siti.cn:= plS ( I I I vaJStr) i 
mile ( (BlankR::sitial¢()) arrl (!XS ( '-' , Val.Str) =O) ) do 
l:aqin 
delete (Va1Str I ffiankR:siti.cn, 1) j 
in:;ert. ( IQ I I vaJStr I ffiankR:siti.cn) j 
BlankR:siticn:= p:s(I I I vaJStr) 
em· 
-' em· 
-' 
p;gin 
Enterirq( 'Up:3ateStatusLire') i 
TextXI.cl := 'IextXilb i 
Text.Yicl:= TextYGlb; 
Select::Win:bv( 4) i 
ClearScreen; 
stc:= l; 
str( {R:i:otRs[l]/12.0) :4:1, CliargeValStr); 
Elim.irateBlanks (CliargeValStr) ; 
stat::usM=s.s:= 'X' + CliargevalStr; 
str( (R:i:otRs[2]/12.0) :4:1, CliargeValStr); 
Elim.irateBlanks (CliargeValStr) i 
stat::usM=s.s:= st:.abEM9SS + ' y' + CliargevalStr; 
far J:=St:eer.irg to Gciw ro 
p;gin 
case J of 
EXt:a"rlAnn, Gciw: 
str(Parts[J] .Rsiticn:3:1, CliargeValStr); 
B:rly: 
str(Parts[J] .Rsiticn:4:0, Cl1argeva1Str); 
else 
str(Parts [J] •:Earl.ti.en: 3: QI Cl1argeva1Str) j 
eni; 
Elim.irateBlanks (Cl1argeVa1Str) i 
stat::usM=s.s:= st:.abEM9SS + ' ' + He:rlir:g[J] + Cl1argeva1Str 
eni; 
DravJiext (stc, stat::usM=s.s I No) i 
Select::Win:bv(3) i 
~== '!ext:X[cl; 
TextYGlb:= TextYI.cl; 
EK:i.tllq ( •qmt:ast:abJsLi..r' ) 
errl· 
-' 
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{ .CP32} 
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p:ro:e:31rre -; { .H\} 
{ 
R.lRftSE: lEais an:i i:arses tha 1-i=ro R:i::ot. ~ cx:mran:is arrl sets up the 
variables far plot:tirq. 'lhe s:urce a:de nay :fran ~ sa.JrCe file or nay l:e 
entered by the qera:tar". 
} 
prcx:ro rre GetScurce; 
{ 
R.lRRSE: Gets a ~ of sa.JrCe a:de :fran either ~ SaJrcE file or :fran 
ti)a ~tar. 'lhe a:mrarrl is store1 in~ variable CllrrentO::mrar. 
'Im rect ~ of the s:urce file is read into ~ variable Next:Ctmrarrl. 
} 
var 
'fyp~: l:xxllem; 
I: int.eg:r; 
pn:arl1 rre PmtptSa.m:e; { • CPl.8} 
{ 
R.lRRSE: Prints tm rect ~ of the s:urce file arrl prarpts-the ~ · 
to enter a i:etmn to e.xa::ut.e that cx::mrani, hit the escapa key to exit, 
or hit aey ~ key to ~ in a cx::mrani. 
} 
b:gin 
Fnterin:J ( I P.ratpt:Scurce I ) ; 
nrawrext( 1, ''IHE lIDa1 s:xR:E FlIE I.JNE IS' , Ye:;) ; 
DraWrext (2 ,Next.O:nnan:i, Yes) ; 
Draw.rext(l, 'HIT I ,No) ; 
DraWrext (3 I 'RElllm I ,No) ; 
nrawrext( 1, ''IO EXEnJIE s:xR:E I.JNE, ' ,No) ; . 
nrawrext(3, ·~ ',No); 
nrawrext(l, ''IO EXIT, ',Yes) ; 
DraWrext ( 1, 'CR mi OIHER KEY 'IO Tim IN A OMWID. ' ,No) ; 
Beep; 
EXi_t:irg ( I P.ratpt:Scurce I ) ; 
eni; 
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pro:::e:in:e Re::ei~; { .CP23} 
{ 
ruRECSE: Re::eives tm restn se to tra cp:sticn in Prc:Jtpt.Sa.m:: ani 
sets tie fl.cg riypi:n}l:mrani to t:nE if ~ q:e:atar wants to ~ 
m a a:llltatrl, set D:m to t:nE if tra q:e:ator hits tll: Es:ai:e key, 
or sets 1:ot:h fl~ to false if ~ :retmn key is hit. 
} 
var 
~=char; 
OO:Jin 
Fnterirg( ·Re::ei~·); 
:rE!g??.t until ~; 
read(ktd,IEsp:rlseQl) ; 
riypirq:tmrani:= false; 
case IEsp:rlseQl of 
#13: riypi:n}l:mrani:= false; 
#27: if~ 
tlen riypi:n}l:mrani:= t:nE {fer F\lrcti.cn ani ArroN ~} 
else D:m:= t:ti.E; 
else riypi:n}l:mrani:= t:ti.E; 
em· _,
EKitirg( 'Re::ei~'); 
eni• _,
p+r.:n:rll Ire Displaych:>ia:s; 
{ 
Displays all of tm R±ot Ian:juage Cl::mran1s. 
} 
mist 
~ = I (Writ;Qnt) I i 
Ar = I (Ars/IE.l) I i 
Smf = 1 (Slew~) Ii 
~ = I <degrees> I i 
In:h = I <irx::hes> I i 
be:tjn 
F.ntecirg ( I Displaych:>ic:es I ) i 
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{ .0?32} 
writeln(' H.I.C.L.A.S.S. ~ CXMwrn'); 
writeln; 
writeln('Initialize;'); 
writeln ( 'M:!cmy $<lleX 4 digit a::Xiress>; ' ) ; 
writeln ( I Speak I I W:;: I I ~ pu:ase runi:er> j I ) j 
writeln ( '~cs Bacl<graJrrl (OFF /<filerarre>) ; ' ) ; 
wri.teln( I It Limits ~ <Ylp:s> ~ <y2};x:s>; I) i 
writeln ( I II IeveJ:seAnnj I ) i 
writeln ( I II st.art.:in:n;:oint ~ <yp:s> I I OJ I I i I ) j 
writeln; 
writeln( I Ann EXten:i I I W:;:, Ar I Snf I In:h) i 
writeln ( I II Slnil..derl I w:: I 'Ar I Snf I OJ) j 
writeln( 1D:ive I I w:::, I I I Smf, I 
writeJn(I~ I I w:::, Ar, Snf, In:h) i 
writeJn(I~ I I l-C, Ar, Snf, OJ) i 
writeln( 1'1\nn I I w=, Ar I Snf, rq) i 
writeln('Wrist Pivot I I \-C, Ar, Snf, OJ) i 
writeln( I II R:Jtate I I \-C, Ar, Snf, OJ) i 
writeln; 
EXi.tirg( 'Di.splayQDice') 
errl· 
-' 
<feet>'); 
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else { .CP28} 
begin 
Bave'JldScreen; 
GraPUcs:n:= fa1 se; 
D.i.splayclx>ia:s; 
writeJ.n( 1Ehter a Je:o R:i:x:Jt ~ Cl:Jman:i: I I 
I ( <= 64 characters) I ) i 
-(Cyan); 
'n:!Kt:O:llar (BllE) ; 
far I:=l to FcntStrien Cb 
write(' '); 
GotcXY(l, ~Y); 
resdln(Clln:elt:O:mrar) ; 
'n:!Kt:O:llar (Cyan) ; 
-(Black); 
OJn:e rt:a:acrcanl: = t]fx:: ( Clln:elt:O:mrar) ; 
Gc:x:x:IEsp::rs: = (I.a'l:Jth(Clln:elt:O:mrar) <> 0) ; 
GraPUcs:n:= tne; 
~ldSc::reen; 
errl• 
-' 
nrawrext(l,' ',Yes); 
errl• 
-' until Gc:x:x:IEsp::rs ar D:re ar ~; 
a:mrarrlR:siticn:=O; 
Cl:mtarrlI.ergt:= Isl:Jth(Clln:elt:O:mrar) ; 
if ,_ an:i (rot D:re) arrl (oot ~)) 
tb?n writeln(Io:JFile, Oin:ent:O:mrarr) ; 
EX:i.tirq ( 'GetSa.n:o:' ) ; 
errl· 
-' 
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prt:arl Ire Parser; { • a?6} 
{ 
RJRECEE: :Ee:rses tie Hero ~ Cl:mrarrl storerl in tie strin:J 
OlrrentO:mran:i an:i sets variables u99:i in plottirg ac:x::ordin3' to tra 
cx:nmmi recei.vei. 
} 
~Ire-; {.CP'20} 
{ 
'Ihis prcca:]Jma pracpts the cpmrt:ar ftan tba graµtlcs screen to 
pres; any key to cx:nt.:inE. 
} 
var 
F2y: dlar; 
begin 
D.raWI'ext ( 1, 1ffiESS I ,No) ; 
D.raWI'ext (3 I I ANY REY I ,No) ; 
D.raWI'ext ( 1, 1'!0 a::mwtJE: I 1No) ; 
~; 
:rEp?at until keypressai; 
~; 
{ ~ in tie keys to clear ~ key hlffer } 
:tep:at 
nBd(kb:i,F2y); 
until (mt keypressai) ; 
D.raWI'ext (1, ' ' , Yes) ; 
errl· _,
prcced ire Next Olar; { • CP15} 
{ IRXEllRE 'IO READ 'IHE NEXI' ~ FKM 'IHE INIUr FilE } 
begin 
{Ehterirg ('Next Olar' ) ; } 
~== (Oll:lraIDR:siticn=O:mranJienft) ; 
if~ 
tle1 Qiarac:= I I 
else 
begin 
Cl:mtarrlR:siticn:= Oll:lraIDR:siticn + 1; 
Charac:= CXP.i (Qn:n?IIt:O::mra, CtmrarrlR:siti.cn, 1) ; 
Charac:= qQse (cmrac) ; 
errl; 
{Fxitin:J( 1Nex\: Olar I) i } 
errl· 
-' 
prc:o:rll ire Clear ~; 
{ IRXEllRE 'IO ~ VARIABI.E 'IYP.ES } 
begin 
Ke'jw:D:d:=fal se; 
M:Jve:=false; 
eni• 
-' 
{ .CPG} 
p.rccein:e Set ~; 
{, IRXElJRE 'IO SE!' 1HE 'I.OREN TiIE KR IN~ U3E } 
b:qin 
Ent:erin:J( 'Set ~' ) i 
Clear~; -
if (Ix::s ('njmn, 'ARI') = 1) er 
(Ix::s ('njmn, 'WRISI'' ) = l} er 
(Ix::s ('njmn, 'IlUVE' ) = 1) er 
(Ix::s('njmn, '™') = 1) er 
(Ix::s ('njmn, 'HEAD' ) = 1) er 
(Ix::s ('njmn, ''Il.m'' ) = 1) 
th=n 
ta;rin 
M:1Je:=true; 
~:=true; 
en:i 
else 
if (Ix::s ('n:Km, 'JNITIAU:ZE' ) = 1) or 
(Ix::s ('n:Km, 'GEWHICS' ) = . 1) or 
(Ix::s ('n:Km, 'Si:EAK' ) = 1) er 
(Ix::s ('n:Km, 'MEMRi' ) = 1) or 
(Ix::s ('n:Km, 'END' ) = 1) 
th=n ~:=true; 
E>d.t:.i.n:J ( 'Set ~') i 
errl· -
-' 
pra:t:?dl Ire . ];\It_ 'Itken; 
{ mxEl.lRE 'IO DISPI.AY 'IOI<EN3 } 
ta;rin 
if Savelbkers th=n writeln('lbkfile,Taken); 
if O?luJ_F.l.CW th=n writeJ.n(lst, ITci{en= I I 'Itken) i 
errl· 
-' 
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{.CF25} 
{ .CP6} 
pr;a:a:ll rte Next _'lb'ken; 
{ IKXElJRE 'IO CllB.IRD.1 'IHE NEXI' 'Ia<EN FKM 'IHE INRJr FII.E } 
~· 
Chal:Set. = set of char; 
--
Sean:hSet: QlatSet; 
~ FntecirIJ ( 'Next '1bken I ) i 
ifrct~tlel 
b;gin 
Clear~; 
Salli.I rn...1-·-· ' . J.\...ll\l:::lle- I 
rn...1-·-· ' . J.Ul\l:ale- I 
~e ('lbken = I I) cD 
if (Cha:rac = I ') 
tlel 
b;gin 
if rot Eld:>fO::mrarrl tlel Next - Cl1aI" 
errl 
else 
b;gin 
case Cllarac of 
'A' •• 'Z I • C"-.--..a...C"~·- [' ' '. ' 'A' 'z'] . • ~U.AJt::\....e- • • • • I • • I 
I - I I QI I 9 I • ~---..a...~~• - [ I I I 0 I I 9 I ) • I • • • ~U.AJt::\....e- • I • • I 
'$' : SearchSet:= ['0' •• '9','A' •• 'F']; 
: SearchSet:= ['0' •• '9']; I I 
• 
errl; 
'lb'ken:= Cha:rac; 
Next Cl1aI"; 
~e (Cllarac in SearchSet) ao 
b:gln 
'lb'ken:= o:n:at (Taken, Cllarac) ; 
Next Cl1aI" 
errl; 
Rtt 'lbken; 
if (Cha:rac = I j I) tiel 
b:gln 
Salli.I ,,,_,_ ·-· I • J.Ul\Cl le - I 
Sani'!bken:=camt(Seni 'lbken, Cllarac); 
NextCl1aI" 
eni; 
eni; 
errl· 
-' Set 7yPe; 
EXi.~ ( 'Next _'lbken' ) ; 
errl• 
-' 
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{.CP46} 
~ire Am:unt_va1irate; {.:m} 
{ 
rn: vai id3tes the valu=s of ncve c:xmrarrls versus t:na limits of 
tra i:d:xlt far ecdl J;Srt. of the :rd::ot. 'lhis ro.Itire harrlles roth 
:ralative arrl al:eolute mc11arxls. If ro en:ars CXDJr (i.e., if t:ha 
cxmrard is cp::rl) I tJ:2 p:siticn variables for the ~ J;Srt. 
are upi3±a:i an:i tie pr~ le::alailate fla3s are set for a'lly tln3e 
IBrts ~ da.ta IDints nust m nrt:rarsfanrm. 
} 
RP: :R:i:ot:Rlrts; 
'lbata: :ceal.; 
be;:rin 
Next 'Ibken; 
'Ibken Val:= O; 
val ('Ibken, 'Ibken val, IEsult) ; 
with Parts [lttP.tt] d::> 
if rot lelative 
tten {Ae:OIIJIE KIE} 
if (lEsul t <> o) ar 
~Val < Al::sol.ut.es[l]) ar 
~-Val > Al::sol.ut.es[2]) 
tten Er.rar(l2) 
else 
be;:rin 
R:siticn:= Token val; 
:a:calailate.Flag:;; tr.'\.e; 
Gc:X:xn:imarrl:= tr.'\.e 
errl 
else {REI.ATI:VE KIE} 
if (RotPrt = B:dj) 
tten 
if (Parts[steerirg] .Rsiticn <> 0.00) 
tten Er.rar(26) 
else 
be;:rin 
Gc:X:xn:imarrl:= tr.l.e; 
~de.l:V~:= fa]se; 
B:djin::tacent:= 12 ~ O * Token_ val; 
'lbata:= -Parts [B:dj] • :Etsiticn; 
'lbata:= ~('lbata) ; 
R:i:xJt:.R:s [ 1] := R:i::ot:Rs [ 1] + 
(B:djin::tace rt * a:s ('lbata) ) i 
R:i::ot:Rs [ 2] := R:i::ot:Rs [ 2] + 
(B:djilx:::racert * sm('lbata)); 
'-T-.~~-- "9-..-e J.~~.-~\..s::t 
/ 
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else 
if (!Esult <> o) ar 
( ('Ibken _val + R:siti.cn) < Al:a:>lutes [ 1] ) ar 
( ('Ibken _val + R:siti.cn) > Al:a:>lutes[ 2 J) 
tle'l En:or(l3) 
else 
b:gin 
Go:XnJmani:= ·tl:ue: 
B:rlyirx:::rere:=O; 
le:BlClllat.eFlcg:= tl:ue; 
R:sitim:= R:siti.cn + ~ Val; 
eni· -
-' 
if Q:cdl:amat d thSl 
b:gin 
if R:rt:Prt.<>Stee.rinJ th:n 
far RP:= S\.xx: (RbtP.rt) to Gr:ipn Cb 
with Parts[RP] Cb 
le:BlClllat.eFlcg:= true; 
if-
tle'l Parts[Gr.Jw] .:R:sitim:= Parts[Gr:ipn] .R:sitim 
else Parts[Gr:ipn] .R:sitim:= Parts[Gr.Jw] .R:sitim; 
en::l • 
-'
en::l • _, 
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{ .CF24} 
p+o:ai rre M:Jtar Select; {. CF20} 
{ m:x:ElJRE 'IO ASSI~ A Rc:txX: Part 'IO '!HE INEUr cx:MWID } 
cast 
M±arStr: array~] of strixq[lO] = 
( ''!URN' , 'IRIVE' , 'HFAD' , 'SEllJI.IER' , 'EXD31ID' I 
'PI\UI'', 'K:r.mIB', 'GRIP.H!R', '™'); 
Part.Falni: lxx::ll.em; 
b:gin 
nl-1-~·- ~00,....;1"W""r. J:'ft,J.Jl..J:"'.L.~.- ._,~.U~I 
Part.FaJni:= false; 
ra:eat 
if (p::s (Ctm, M±arStr(Rtl>rt]) = 1) 
tle'l FartFturd:= tl:ue 
else R:rt:Prt.:= an= (RbtP.rt) ; 
until (FartFturd) or ~); 
if rot FartFturd . 
tle'l Error(ll) 
else Am:llnt Validate; 
- -
en::l • 
-' 
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pnxe:l ire Get __MDes; { • CP36} 
{ m:x:E:lJRE 'IO CJJ.OON '!HE MlE ~ FRM 'lHE lNRJI' F.IIE } 
b:gin 
Next Ttiken; 
if (p:s ~' 'cmr.nuE') = 1) thm 
b:gin 
Errar(31); 
O:::nt.llua: =t::nE; 
eni 
else if (p:s('Ibken, 'W!UT') = 1) then 
O:::nt.llua: = fa] se 
else Errar(S) ; 
if (p:s(Cl:m, 'ImVE') = 1) then 
lElative: =t::nE 
else 
b:gin 
Next 'Ibken; 
if (p:s~, 'RErAT.IVE') = 1) thm 
lElative: = tJ:ua 
else if (IXS ('Ibken, I AlB)IlJIE') = 1) then 
lElative:=false 
else Errar(9) ; 
errl· _,
Next - 'Ibken; 
if (p:s ~' 'SICW') = 1) 
thm ~:=ttlc:M 
else if Cix:s ('Ibken, 'MEDit.M') = 1) 
thm ~:=m:d 
else if (p:s ('Ibken, 'F1Sr') = 1) 
thm ~:=fast 
else Errar(lO); 
M±cr _Sele±; 
erd; 
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pro:ei ire M:1Je - H:ro; { • CP32} 
{ IRXElJRE 'IO IEF.INE 'IHE CIMWID IF 'IHE 'IOKEN IS TiIE M.JVE } 
l:a:Jin 
'Iatt:Q:m:=Ib'ken; 
if (p:s (Tatt:Q:m, I AR-f I) = 1) then 
l:a:Jin 
Next 'Ibken; 
if ( (p:s ('Ibken, 'EXIDID' ) = 1) er (:EXE ('Ibken, 'EH:I.IIIm.' ) = 1) ) 
tle1 
l:a:Jin 
Cl:m:=Ibken; 
Get M:rles; 
eni -
else error (7) ; 
eni 
else if (p:s(~, 'mISr') = 1) tten 
l:a:Jin 
Next 'Ibken; 
if ((J;XS ('Ibken, I PrnJr I ) = 1) or (p:s ('Ibkm, IRJIME I ) =1) ) 
tle1 
l:a:Jin 
Cl:m:=Ibken; 
Get M:rles 
eni 
else Error( 6) ; 
eni 
else 
l:a:Jin 
a:m:~; 
Get M:rles 
eni 
eni• _,
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prcx:::e:i n:e GraJ;i'lics _Haro; { • PA} 
{ 'lHE HEID GWHI:CS :ERXE:l.lRE ~ GPAIHICS ~ } 
prc:orln:e ~; 
var 
~:~; 
BaseX, B:lseY: real; 
furct.icn B:!seFcurrl: :txxll.en; 
{ 
RlRKSE: 'This prcx:ain:e stares in ~ variable BaseX an:i B:lseY 
tha x ard y val\ES of tra Base p.:>int far the B:icl<gra.lrrl draw.inJ. 
'This valte is signified by the ~ ~ en ~ previOJS lire of 
~ file. 
} 
var 
Bf: lxx>le.an; 
o:mm, NlmOK: ~; 
'I'alt:Str2: ~; 
begin 
Enterin:J ( 'B:!seFcurrl') ; 
Bf:= false; 
:reg:at 
read].n (B:JFile I r.D:!T(:Str) ; 
~== Up:: ('re!tP3tr) ; 
if pE ( I~ I I r.D:!T(:Str) <>Q tfel 
begin 
read].n (B:JFile I r.D:!T(:Str) ; 
Q:mm:= p::s ( I I I I r.D:!q:Str) ; 
if Cl:mra<>O thm 
errl 
begin 
'IaT(:Str2: = CtP.i ('re!tP3tr t 1, ( d:mra - 1)) ; 
Val ('.re:rESt:r2 I BaseX, NllnOK) ; . 
if NlmOK = 0 then 
begin 
'IaT(:Str2: = CtP.i ('re!tP3tr I (o:mra + 1) I 
La'gt:h(r.D:!q:Str) - o:mra); 
Val ('.re:rESt:r2 I BaseY I NllnOK) ; 
if NunOK = 0 thm 
- --begin 
Bf:= tns; 
BaseX:= 12 * BaseX; 
BaseY:= 12 * B:lSeY; 
eni; 
errl; 
errl; 
until eof (B:JFi.le) or Bf; 
EXiti.rg ( 'B:!seFcurrl' ) ; 
B:!seFcurrl:= Bf 
en:i• _,
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furd:.ia1 Li:resFaJrrl: l:xxllen; { • C?l2} 
{ 
RJRR:SE: 'lhis pr:o:a:i n:e firrls all the 1ires fran tra ~ 
file arrl stares tie lira X ani Y c:xx:n:d:i.rates into tha Heap. '100 
1.ina data is signifiai cy th:! \\Otd L1NE stored in tra previcns 
recar:d of tie draw:irq file. 
} 
var 
Fa.ll'rl, LiresEr.rar: l:xxllen; 
Ctmra, I, Nuna<, Sp:db.mt: integer; 
~·= m:tl.; 
Nuni::er: ~; 
.begin 
Fnterin:J ( I Li:resFaJrd I ) i 
Fa.llli:= false; 
LiresEr.rar:= fa] se; 
U 'll'n°Qo-rT :i ~ • - Q • ..,,_~ ~· I 
rep?at 
:readln(B?ile, 'ISlpStr) ; 
Ta:cJ;SLc:= ~('IarE£tr); 
if p:s ( I LINE I I 'ISlpStr) <>O tb:m . 
begin 
Sp:dl:lmt:=O; 
:readln(B?ile, 'IelpStr) ; 
Q:mca:= p:6 ( I I I I 'ISlpStr) i 
Nuna<:= O; 
{ .C?l4} 
Wiile (Cl:mra<>O) arrl ~) arrl (Sp:cQ:llnt<3) Cb { .CP13} 
begin 
Sp:dl:lmt:= Sp:cQ:llnt+l; 
Nuni::er: = Ct.py (TaTl;6tr t 1, ( Q:mra - 1) ) i 
D=lete ('ISlpStr I 1, Q:mra) i 
Val {Nllnrer I ~' Nl.m(l{) ; 
if (Nuna<=O) then 
with~do 
if ( cxXl (Sp:cQ:llnt) ) 
tb:m EgXY[Sp:cQ:llnt] := 12 * ~ - B:lseX 
else EgXY[Sp:cQ:llnt] := -(12 * - EBseY); 
Q:mca:= p::s(' 1 I,~) i 
en:l; 
if (Nuna< = 0) arrl (Sp:dl:llnt=3) then { • CE9} 
begin 
Val ('IarE£tr I ~' NLmOK) ; 
if N.ma< = 0 
th:!n 
begin 
Fturrl:= true; 
~.EgXY[4]:= -(12 * ~ - EBseY); 
NumBJLiras: = NumBJLiras + 1; 
errl· _,
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if NumajLin:s = 1 tren { . 0?19} 
l:aPn 
~-]:= '!Blp~; 
with~do 
errl 
l:aPn 
far I:=l to 2 Cb 
l:aPn 
~[I]:= ~[I]; 
~[I+2] := ~[I]; 
errl; 
far I :...;J to 4 Cb 
errl 
l:aPn 
if ~[I]~[I-2] 
tren ~[I-2]:= ~[I]; 
if ~[I]>~[I] 
tren ~[I]:= ~[I]; 
errl 
else if the1 { • CR>} 
l:aPn 
Er.rcr(36) ; 
\\hi.le (mt oof(BJFile)) Cb 
re:rll.n(BJFile) ; 
errl 
else { .0?'23} 
l:aPn 
~-]:=~; 
with 'IBrpB:JLina Cb 
l:aPn 
far I:=l to 2 do 
l:aPn 
if ~[I]~[I] 
tren ~[I-2]:= ~[I]; 
if ~[I]>~[I+2] 
tren ~[I]:= ~[I]; 
errl; 
far I:-3 to 4 Cb 
1:min 
if ~[I]~[I-2] 
tren ~[I-2] := ~[I]; 
if ~[I]>~[I] 
tren ~[I]:= ~[I]; 
errl 
errl 
eni• _,
errl· _,
en:i 
T-=--~--~-• 
..1...1.U ~.L.UL. . U. \.I:: I 
Er.rar (35) ; 
en:i• 
-' 
until e::>f (B:1File) or LiresErrar; 
EK:i.tirq ( 'L:i.n:.sFaJrrl' ) ; 
L:inasFturrl:= {Falrrl) arrl (rot LiresErrar) ; 
en:i• _,
bezjn 
Gc:x:d:l:nnani:= false; 
Next 'lbken; 
if Sani. ~' • ' then 
- - I -
Er.rar(4) 
else if ('Ib'ken = 'OFF') then 
bezjn 
).Ji 1m'Q-orT -~ . - 0 • 
... -.L~~·- I 
-:=false; 
Gc:x:d:l:nnani:= tl:.ua; 
Dtat'6tnlldetV~:= false; 
DtaWieKt ( 1, 'GRAmICS :eAaGU.lND El.JJvDNA'IED. ' , Yes) ; 
en:i 
else if rot q;s1Iext(B?iJ_e, 'lbken, tl:.ua) then 
bezjn 
FileNarre:= 'lbken; 
Er.rar(33) ; 
errl 
else if n± BaseFtlJn:i then 
bezjn 
FileNarre:= 'lbken; 
Er.rar(34) ; 
clcee (B3File) ; 
. errl 
else 
bezjn 
FileNarre:= 'lbken; 
if L:i.n:.sFaJrrl 
then 
bezjn 
-:=tl:.ua; 
Gc:x:d:l:nnani:= tl:.ua; 
Dtat'6tnlldetV~:= false; 
errl 
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{.a?ll} 
{ .0?13} 
{ .a?ll} 
{ .a?lO} 
errl• 
-' 
else 
b:gin 
lJi ,.,,'Q-orT ~  • - Q • A'-~~~-- I 
Gcxrl:tmran:l:= false; 
errl· 
-' cl.a:e (B;JFile) ; 
errl; 
pro:a:i Im Gra};hicsLimits; 
var 
GLllnits: array[ 1 •• 4] of real; 
B:rlT .imi.t: bcolean; 
I: integ:r; 
b:gin 
Fnterin;J ( 'Gra};hicsLimits' ) ; 
I:= O; 
B:rl!.imi.t:= false; 
mile (I<4) an:i (Seni. 'Itken<>'; ') do 
b:gin -
Next - 'Ibken; 
I:= su:x:(I); 
'Ibken Val:= O; 
val ('Iti<En, 'Itken _Val ,PJ:sult) ; 
if (lEsul t <> 0) 
tre.n B:rlT .irnit:= true 
else GLllnits [I] := 'ItkEn Val; 
errl· -
_,
if (B:rl!.dmit) 
tre.n Error(28) 
else if (I<>4) 
tre.n Error(30) 
else if (Seni. 'ItkEn <> ' ; ') 
tre.n Error(4) 
else 
b:gin 
far I: l to 4 do 
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{ .CP3} 
{ .CI?35} 
GLllnits[I] := 12.0 * GLllnits[I]; 
ref~ld(l,GLllnits[l] ,GLimits[2] ,GLimits[3] ,GLimits[ 4]) ; 
Dr.av.Stnildet:ViavF.l.ag: = fal se; 
Gcx:dl:mran:i:= true; 
errl· 
-' Exitin:J ( 'GraPllcsLllnits') ; 
errl· _,
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prcx::edure ~; { .CP35} 
{ 'This pr;xo:rllite ncrli fi M a flag Wl.idi in:licates ~ d:i.ra±itn of 
tha :rcixJts ann ard pivctin:J wrist. AnnLeft is true if ~ d:i.ra±itn 
of novarent of the rcrot' s ann is to the left; AnnLeft is false if ~ 
d.ira::t:im of novarent of the rcrot's ann is to the right. 
'This al.laNs flexibility far tra din:ct:icn of ncvarent, ~ ~ ann 
can be pit~ to allc:w far noticn in either din:ct:icn. Note 
that if tha ann m::M:S to the left, the din:ct:icn of tre wrist is 
initi aJ Jy to the left. } 
bEgln 
Fnt.erirg( ·~·); 
if semi 'IlE:n<>' • ' 
- - I 
th:n 
bEgln 
Etrar(4); 
GcxXO::mtarrl:= false 
errl 
else 
bEgln 
AnnI.eft:= rot AnnI.eft; 
DraWI'ext ( 1, ''IHE AIM M:1JES 'IO 'IHE IDBJI'' -k:hr (39) +Is I I No) ; 
if AnnLeft 
th:n DraWiext (3 I II.EFTI I }i:)) 
else ~(3, 'RIGII'', No); 
DraWI'ext(l, ' • ' , Yes) ; 
Beep; 
,..~~·- true· ~LILCUUe I 
~iselag:= true; 
far R:t.P.rt:=Ann to Gripn Cb 
with Parts[IttPl:t] Cb 
IEcala.lla~:= true; 
errl· 
-' EXitirg('~'); 
errl· _,
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{ .a?46} 
I:= O; 
B:rllaloo:= false; 
MrlJ.e (I <3) arrl (Sani _ 'Itkel<:>' ; ') do 
{ 
bEgin 
Next_ 'lbke.n; 
I:= su::x::(I); 
'It:ken Val:= O; 
val ('It:ken, 'Ibke1 Val ,IEsult) ; 
if (Pe:;ult <> o) 
tle1 EadValtE:= tJ:ue 
else NavR:siticn[I] := 'Ibke1 Val; 
en:i• -
-' 
if O?hJ:.L Fl.GT 
} 
tle1 writeln(lst, 'B:rlValue=' I EadValtE, ' last 'lbke.nVal =' , 
'lbke.n _val: 7: 2, ' Semi_ 'I'd<a'l=' , Sani _'lbke.n) i 
if (BrlValoo) 
tle1 Error(29) 
else if (I<>3) 
tle1 Error(30) 
else if (Sani 'Itkel<:>' ; ') 
tle1 Error(4) 
else 
1:alin 
~[l]:= ~iti.a1[l]*l2.0; 
R±ot.R:s[2] := NavR:siti.a1[2]*12.0; 
~:=tJ:ue; 
DravSh::lllcEtV~:= false; 
Gcx:d:tmrarrl:= tJ:ue; 
if (Parts[a:dy] .R:sitim<>NewR:siti.a1[3]) tle1 
bEgin 
Parts[a:dy] .R:siticn:= NavR:siticn[3]; 
far lttPl:t:=Steerin:J to Gr.ipn do 
with Parts [ltt.Prt.] 00 . 
Pa:alail.at.eF!a:J:= tJ:ue; 
errl; 
errl· _,
EKi~( •Grcqilic:sSt:art.in;R>int') ; 
en:i• 
-' 
be;rln 
Fnterirg( 'GraPrlcs _ 12m') ; 
Next 'I.bken; 
if (p:s {Tcka:l, ·~·) = 1) 
tb:!n Gra};hi~ 
else if (p:s ('Ibken, I UMI'IS I ) = 1) 
tb:!n Graj;hicsLimits 
else if (p:s{'Ibken, ·~·) = 1) 
tb:!n . 
else if (p:s{'Ibken, ·~mr') = 1) 
tb:!n t I int 
else 
be;rln 
Errar(5); 
~:=O; 
vtrl.le (Semi 'ItKe1<>' ; ') do 
Next _'I.bken; 
eni• _,
EK:i.t:in:J ( 'Gra};hic:s Hero' ) 
errl· -
-' 
pro:a1l n:e Fn:l _Hero; 
{ :m:x:ErlJRE 'IO VERIFY END &IM:EMENr } 
be;rln 
Fnterirg('Fn:l Hero'); 
if (Semi 'I.bken <> I i I ) then Er.rar ( 4) i 
D::re:= t:ti.E; 
Gcx:xn::mrarrl:= t:ti.E; 
EK:i.t:in:J ( 'Fn:i Ham' ) i 
eni• -
-' 
J?+cca:h n:e M3rcty Ham; 
{ 1;RXEl.IRE 'IO amur HEX MEM:R:l I.CCATICN 'IO CBJEXTI' FII.E } 
M3TSb:": FaitStr.irg; 
be;rln 
Fnterirg ( 'M3rcty Ham' ) ; 
Next 'I.bken; -
if (Semi 'Ibken <> I j I ) then Er.rar ( 4) i 
M3TSb:": 'IDlDI' AIIRESS SE!' 'IO r.a:::ATICN ' + 'Ibken; 
DraWiext ( 1,M:nStI", Yes) ; 
-; EK:i.t:in:J ( 'M:!tmy ii:!ro' ) ; 
eni• - . 
_, 
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prcxeirre ~· Bero; {. CP27} 
{ mxEilRE ID~~ UXJn'KN ClF ~-wRITI!N ~ } 
var 
~ nm\! llrt:eget-; 
~= FtntStri.rg; 
b:gin 
Ent:erirg( ·~ Hero') ; 
Next 'Ibken; -
if (p:s ('ItKEn, 'a:NmlJE') = 1) 
tlen a:nt:.ins:=t:rlE 
else 
if (p:s ('ItKEn, 'WAIT' ) = 1) 
tlen a:nt:.ins:= false 
else Errar(2) ; 
Next Token; 
val('ItKEn,~ rum,IEs.llt); 
if (lEsul t <> O) - er (Sf:eech nm < 1) er (Sp:sch num > 19) 
tlen ea:ar(3) - -
else 
b:gin 
~==I SfE&H CIMWID # 1-+'Itke'l+' ; ID IDJEMENr EX&IJIE). ' ; 
nrawrext(l, Sp:EdlS'tr, Yes); 
-errl· 
-' Gcxdl:mtmrl:= false; 
EKi.tin:J( I~ :ffero I) j 
errl· -
_,
pro:a:llrre Initialll9 Ham; 
{ IRXErlJRE '10 J.UJE AIL HEID MJl.tRS 'IO INrrrAL I03ITICNS } 
b:gin 
Ent:erirg( I Ini.tiallle Ham I ) ; 
if (Sani 'Ibken <> I ;t) then Error ( 4) ; 
far RXPr.t:=Steerirq to Gripn do 
if RXPr.t<>B:rly tlen 
with i:erts [lttPrt] Cb 
b:gin 
Pa::al.a.ll.atencg:= true; 
case HJtP.rt. of 
-liead, Wrrot: R:siticn:= 175.0; 
Wrpvt : R:siticn:= 90.0; 
else R:siticn:= o.·o; 
errl; 
en:i• 
-' Gcxdl:mtmrl:= true; 
Exitin:J( 'Initial i ze_]t:!ro'); 
en:i; 
{ .CP19} 
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pro:B:i ire Q:i 1lroller; { • CP16} 
{ mxElJRE 'IO a:mroL E:usr !EV.EL ~ OF CXMWID3} 
b:gin 
Fnterin:J ( I Q:i It::n >] ) er1 ) j 
Set fype; 
if rot ~ then Errar(l) ; 
if MJve then MJve hero 
-else if (p:s('Ibken, 'SPEAK') = 1) then SJ;mk_Haro 
else if (p:s('Ibken, '~CS') = 1) then GraJ;ilics Haro 
else if (p:s('Ibken, ' INITIAU:ZE ') = 1) then Initialize_Haro 
e] se if (p:s ('Ibken, 'MEMR'i') = 1) then M:!rcry_ Haro 
else if (p:s('lbken, 'END' ) = 1) then :Eirl _ li?.ro 
else if eof(sa.m::s) then Errar(16) 
else ~ amarrl:= faJs:e; 
EXJ..t.llg ( 'a:a Il:toller' ) 
eni• _,
b:gin { . CPS} 
Fnterin:J( 'Parser') ; 
~:= fa]se; 
Next Olar; 
Next-'Ibken; 
a:ntroller; 
EXi.t.llg ( I Parser I) j 
eni• 
-' 
b:gin 
o:hJ;I FJ.a.r. = fa] se; 
F.nt:er:irg( ·-·); 
l'.§et 
Gcxxrcmran::l:= false; 
GetSa.Ircs; 
if rot D:n3 
then Parser; 
until D:n3 er Al::ort.in:J er Gcxxramarrl; 
EXi.t.llg('-'); 
~_Fl.CM:= fa]se; 
errl· _,
{.CP12} 
prcxm :n:e Transfcmntb:ints; 
{ 
RJRI03E: arl.lds transfann nat:ri.a=s an:l t?:ar sfanrs tie X, Y, z data p:>:ints 
aa:x:n:dirg to fl.a]S an:l valu:s set by :au:ser- in ~. Qily the 
data p:>ints fer i:arts of the rcixJts mi.ch m::mrl are transfonre:l. ~ 
resuitirg data p:>:ints are s.x:h that, if drawn, the rd:ot Y.O.lld re at the 
o, o c:x:x:n:din:rt: (i.e. , tlE translati.cn of the rd:ot to tie arrrent X arrl Y 
c:x:x:n:din:rt: is han:Ilerl in the ~iew pn:x:ajrre). 
} 
~= :a±ot:Ru:ts; 
mcarll :n:e caiaJJ.atem:rt:rix; 
{ 
RJRI03E: B1ilds tha transfann Icat:rix for each J;Brt of tie rd:ot. Each 
transfann natrix crntains aily the prcper rot:ati.cnal arrl tran.slaticral 
val\ES far that ep=ci fjc ·i;art. 
} 
var 
I,J: ~; 
'lheta I ~I Stlsta: t:ea1 i 
Xoffset, Yoffset, z.offset: t:ea1; 
tEgin 
Fnterirg( I caJ.aJlatem:rt:rixl ) i 
with Farts [IttP.tt] Cb 
tEgin 
T:= identity; 
if-
-th:!n T[4,3]:= -(R:siticn + 4.25 + 5.25) 
else 
tEgin 
{ . . . val Transfann tha R:siticn to tm aa;:n:qriate rotaticn ue. 
} 
case RJtPl:t of 
Grl.i;p ,Gripn: 
tEgin 
'lheta:= arctan(((R:sitia"V2.0)-1.0625)/ 2.375) -
arctan( -1.0625 / 2.375); 
if~ 
th:!n 'lheta: = -'lb:!ta; 
errl· _,
st.eerirq: 
'lheta:= -(R:siticn+-Parts [a:rly] • R:siticn) ; 
Head, w.rrot: 
'lheta:= 175.0 -:"' R:siticn; 
160 
{ 
Ann, WrPJt: 
if Anru:.eft 
then 'llleta:= :Etsiti.cn 
else 'llleta: = - :Earl ti.en; 
else 
'llleta:= - R:siticn; 
era· 
-' 
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{.CP7} 
Cllan:]e 'llleta fran de:Jrees to ndi.ans SJ tba Sire arrl CD:;ire 
can be cbtaimi. 
} 
if R*Ptt~ then 'llleta:= ~('Ileta) ; 
ctheta: = c:x:s ('Ileta) ; 
stheta:= sin('llleta) ; 
{ 
cala.ilate tba T natrix far the put. 
} 
case RJtPtt of 
steerin:J I B:rly I }i:aJ, WJ::RJt:_: 
begin 
T[l,1]:= ctheta; 
T[l,2]:= stheta; 
T[2,1]:= -stheta; 
T[2,2]:= ctheta; 
if~then 
begin 
T[4,1]:= -3.5; 
T[4,3] := 14.5; 
era· _,
era· _,
Ann: 
begin 
}{offset:= -0.8693; 
T[l,1]:= cttrlAnn; 
T[l,2]:= Sf:h:i.Ann * stheta; 
T[l,3]:= -£};:hi.Ann* ctheta; 
T[2,2]:= ctheta; 
T[2,3]:= stheta; 
T[3,l]:= Sj;:h:iAnn; 
T[3,2]:= -<thiAnn * stheta; 
T[3,3]:= cttri.Ann * ctheta; 
T[4,1]:= }{offset* cttri.Ann - 10.0; 
T[4,2]:= }{offset* T[l,2]; 
T[4,3]:= }{offset* T[l,3] + 1.125; 
errl• _,
{ .CP15} 
Wr.Pvt: 
errl; 
be;gin 
T[2,2]:= ~; 
T[2,3]:= stheta; 
T[3,2]:= -stheta; 
T[3,3]:= ~; 
e.ni; 
Q:iw,Gripn: 
be;gin 
Xoffset:= 1.0625; 
Zclfset:= -1.75; 
if-
th:!n YDffset:= -Xoffset; 
T[l,l]:= ~; 
T[l,3]:= -stheta; 
T[3,l]:= stheta; 
T[3,3]:= ~; 
T[4,l]:= YDffset; 
T[4,3]:= 2'Dffset; 
e.ni• 
-' 
e.ni; 
if Eth:) th:!n 
with Parts [IttPrt.] cb 
be;gin 
writeln(lst, 'Parts[' ,ard(R:rt:Prt) I'] .T = '); 
far I:= 1 to 4 cb 
be;gin 
far J:=l to 4 do 
write(lst,' ',T[I,J]:lO:S); 
writeln (1st) ; 
e.ni• _,
eni; 
eni• 
-' EK:i.~ ( 'calail.atE!lMitrix') 
errl· 
-' 
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prcx:ai rre calallaterfnMatrix; { • CP39} 
{ 
RJREtSE: CtJlpletes the c::ala.il.aticn of tha trcmsfann natrices far each 
rd:XJt p'.3rt arrl stares th:im :in tha gld:Bl trcmsfann array Tfm. 'Iha 
natricss are mrpleted cy natrix nul.tiplyil'XJ then by' all t-00 otre.r 
trarsfonn natrices v.hid1 affect that p-3.rt (that is, s.in::s tha rct:aticn 
of the heai affects tha p:siticn of tha ann, the ann natrix is nultipliai 
by all natrias Web affect.Ed the heai) • 
} 
var 
I,J: ~; 
b:gin 
Ent:erin.J( 'ca10JlaterfnMatrix') ; 
case R:1tPrt of 
stee.cirg' B:rly: 
Tfm:= Parts[IttPrt] .T; 
Grii;:p ,Gripn: 
b:gin 
M3.tM.llt4x4 (:Eerts [lttPrt] • TI :Eerts [wntt] • T) ; 
Parts [R:1tPrt] • T:= Tfm 
errl; 
else 
b:gin 
M3.tM.llt4x4 (Parts [lttPrt] • TI :Eerts [prErl (R1t'Prt) ] • T) ; 
Parts [R:1tPrt] • T:= Tfm 
errl; 
errl• _,
if E:h::> tten 
b:gin 
wri:teln (1st, 'Tfm =') ; 
far I:= 1 to 4 d::> 
b:gin 
far J: l to 4 Cb 
w.rite(lst,' ',Tfm[I,J] :10:5); 
w.riteln (1st) ; 
errl; 
errl. _,
E>d.~( ·~~w~ .. ~"1.-....,"" ... ""'.,..I) 
errl· _,
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~rre M3.tM.llt(start, Finish: ~); {.CP33} 
{ 
RJRREE: Trarsfoncs ~ i;oints far a specific rciDt i:art by ~armirq 
a natrix nultiply far tie i;oints cy tie gld::al transform array Tfm. 
"Jha :integers £0sse:i al:e J;X>inters \thich in:liCBte tra sta:rt:i.rg ani 
finishirg imio:s within~ i;oints array far tra i:art. 
} 
var 
I,J,K: ~; 
begin 
Ent.ecin:!C 'M:rtM.ilt') ; 
far I:=Start to Finish cb 
begin 
far J:=l to WidthAn:ay-1 cb 
begin 
XfndPts [I ,J] := 0 ; 
far k:=l to WidthAn:ay cb 
XfndPts[I,J] := X:Em:lPt:s[I,J] + Fbints[I,K] * Tfm[K,J]; 
en:l; 
XfndPts[I,WidthAr.ray]:= 1.0; 
en:l; 
if Eth:> tJ:S1 
begin 
far I:=Start to Finish cb 
begin 
en:l; 
write(lst, 'X:Em:lPt:s[ ',I,'] = '); 
far J:=l to WidthAn:ay cb 
write(lst,X:Em:lPt:s[I,J]:lO:S,' '); 
writeln (1st) ; 
en:l; 
EXi.tirq ( '?-BtMult' ) ; 
en:l; 
{ .0'14} 
pro:e:i~ ~i.ew; 
{ 
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{.m} 
RlRECSE: Draws the OJeth:xd VisN of tre :z:d:ot en the left side of tre screen 
in wirrlcw 1. 
} 
pro:Rilre OJel:he:dVia.tn:amfol:m; 
{ 
RlRECSE: 'Iranslates tre data PJints to tre am:ert: X arrl Y c:o:n:dinate 
p:siclrn of tha rc:OOt. 'Iha val\E of 5cree1Distarrn is afi?d. to tre z 
CXXJrdinat.e value, tl'e1 tre X an:i Y c:o:n:dinates are· crljusterl far 
p:rspect.ive. 
} 
var 
OldR:>int: Cl::cnlirat.e; 
I,J: ~; 
l:a:rin 
F.nterin;J( 10Jel:he:dV.iam:arsfonn I) i 
nra.wrext(l, ·~ RR ~ VIEW.', Yes); 
far RJt:Prt:=St.eecirg to Gripn do 
with B!rts [IttPrt] Cb 
if le:Blo.llateFla;J or ~ th:m 
far I:= Irrlex[ 1] • First to Irrlex[ 1] • Iast do 
l:a:rin 
OldR:>int:= XfnrlPts[I]; 
OldR:>int[l]:= OldR:>int[l] + R:i:ot:R:s[l]; 
OldR:>int[2]:= -(OldR:>int.[2] + R:i:ot:R:s[2]); 
, OldR:>int[ 3] := -OldFbint [3] + :RiDtFts [3] ; 
~ve(OldFbint); 
Via-JFts [View] • vpts [I] := OldR:>int; 
errl· _,
EKit:i.rg ( I OJertea:i\TierJiransfacn I ) i 
errl· _,
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p.n:xEdure ld; { • CP40} 
{ 
RJRR:SE: 0Jrrect:s the~ values far tle o.n::rent ~ld l.imit valu:s. 
If the lt.Orld l.imit values am beyali the M:001in valu:s, tln3e \\Urld valu:s 
are stan:d in ~. 'lhis m:ans tha ama ~ in tha oveJ:i1eaj view 
w:n •t charge unless ~ "1Crld l.imits are c:harq:rl ar tre :td:ot 110JeS 
(ar extalis or :rotates) c:utsiCe tln3e limits. 'Ihe acbJal w:n:-ld valu:s are 
n± altered. 
} 
Pain 
~ FlaN:= fa] se; 
F.nt.er:in:J ( I ld I ) j 
if ~F1CX\' 
tie1 
Pain 
writeJn(lst, 1W:Jrld = I ,Xl.WJ.CGJ.b:1Q:4, I I I ,Y1Wl.CGJ.b:1Q:4, I I I / 
X2WlCGlb:l0:4,', ',Y2WJ.d1lb:10:4); 
writeJn(lst, 1M:nMi.n= I ,Xmin:1Q:4, I 1 I ,Yrnin:1Q:4 1 I 1 I 1 
Xnax:10:4,', ',Yrrax:l0:4); 
errl• 
-' if Xmin > XlN.ldm> then Xmin:= Xl.WlCGlb; 
if Yrnin > YlW.l.d:fil> then Yrnin: = YlWlCGlb; 
if Xnax < ~ then Xnax:= X2Wl.ct;lb; 
if Yrrax < Y2Wld:lliJ then Yrrax:= Y2WlCGlb; 
if-then 
Pain 
if Xmin > ~[1] then Xmin:= ~[1]; 
if Yrnin > ~[2] then Yrnin:= ~[2] ; 
if Xnax < ~[3] then Xnax:= ~[3]; 
if Ynax < ~[4] then Yrrax:= ~[4]; 
errl; 
if D:hl:J_ F1CX\' 
. tie1'Wri.teJn(lst, 1M:OO-ti.n= I ,Xmin:1Q:4, I 1 I 1 Yrnin:1Q:4, I I I I 
Xnax:10:4, 1 , ',Yrrax:10:4); 
Exi_t:i.rg( I id I) j 
D:hl:J_Flc:M:= fa]pe; 
errl• _,
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pttt'e'}~ - ; { .CP'26} 
{ 
RJRR:sE: 1dis a~ picb.n:e to the cvethead view. 'Ibis feature 
has n± yet b:e.n lltplareited. 
} 
var 
ScB:]Pts: array[l •• 4] of integer; 
I, J, X, Y: int:a3er; 
b:gin 
Fnt:erirg( ·-·); 
ClearSc:tl:En; 
far J: 1 to NLlmiqLires cb 
b:gin 
with~[J] cb 
far I:-1 to 2 do 
b:gin 
Y:= (I Ehl l); 
X:= -1 + Y; 
Sc93Pts[X] := raJI'd(Xslcp: * ~[X] + Xint) ; 
Sc93Pts[Y] := raJI'd(Ysl.cp: * ~[Y] + Yint) ; 
errl i 
Draw(ScB:]Pts[l], ScB:]Pts[2], ~[3], ~[4], l); 
errl· 
-' Ex:i:tirg( ·-·) 
errl· _,
b:gin 
Fnt:erirg( ·~iew·); 
View:=~; 
OVe.:theadVieM!rans:fonn; 
-; 
~; 
TextXrcl:= '!extX;].b; 
TextYI.cl:= Textmlb; 
Select:Hrld(l); 
Seleci:Wirxbv(l) ; 
ccrrec::tM3:>Ml.l'-~""'·~1.d; 
Scale ; if-th?n-; 
PlotPl.aIEs; 
Beep; 
Seleci:Wirxbv(3) ; 
'!extX;].b: = ~ 'IextXIcl; 
Text.YGlb:= 'IextYI.cl.; 
Exitirg( ·~iav·) 
errl· 
-' 
• 
{ .CP'22} 
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pro:e:ln:e ~iew; {.PA} 
{ 
RJErn: Ttarsfanrs tie data ani draws a view of the rciDt lcxicirg at tie 
sh:uld?r (fac:irq the ann) • 
} 
} 
Rbt:P.rt: :a::tx:JtB3rts; 
var 
Old!bint, ~int: Ctmdinate; 
I ,J: integer; 
'Iheta, ctbrt:a, stlEta.: %eal; 
b:gin 
Fnterin:J( 'Slnlldal:V.i.eM.rrarsfonn') ; 
Dr"aW.IeKt(l, ·~ KR ~VIEW.', Yes); 
{ 
cal.all.ate tie argle n:ed:rl to vieN :fran tie lire sh:l ll.der. Onvert 
that argle to :ra::lians ani take the sim ani a:sire of it. 
} 
'Iheta:= (175. O - Parts [H:ai] • R:siti.cn) - Parts [B:dy] • R:siticn; 
'Iheta:= D:g!bRcrl('Iheta) ; 
ctbrt:a:= a:s ('Iheta) ; 
stheta:= sin('Iheta) ; 
{ 
T.ransfaIIn all tie p::>ints. 'Ihe rot:ati.ais .involved are llUliilJ the 
rdxt. -7 alag the z axis, pitchirg it 90 arcurrl the x axis, yawirg 
it -90 arami tie y axis, yaw:iig it cg:iin by 'Iheta, an:i ad:1irg the 
ScreenDistaroa to tie z vall.ES. 
} 
~:int[4]:= 1.0; 
far R:t:P.tt:=Steerirg to Gr.ipn do 
with Parts [RJt:Prt.] d::> 
if (le:al.a.ll.ateFlaJ) ar (Parts[H:xrl] .IEcalallateFlag) th:n 
far I:= Imex[l] .First to Imex[l] .Iast do 
b:gin 
Old!bint:= Xfm:lPt:s[I]; 
~int[l]:= Old!bint[l] * stlEta. - (Old!bint[2] * C't.heta); 
~int[2] := -OldFbint[3] + 7.0; 
~int[3]:= (OldFbint[l] * C't.heta) + 
(OldFbint[2] * stlEta.) + ~; 
--1-ve(?avR>int); 
ViavPts[VieM] .vpts[I] :=~int; 
en:i; 
EKi.t:in:J ( 'Sx:llldetView.Iransfacn' ) ; 
en:i• _,
ggin 
Fnter.il'g'( 'flr~:isw·); 
if ~iavFJ.a; 
tlEn 
be:rln 
View:= S'lollder; 
Sb:l.il.dat:V.ieW!l:arsfann; 
-; 
Ma>Mi11 ; 
ieKtXI.cl:= '!extX2lh: 
TextYicl:= 'IextYGib; 
Sele::twird::w(2) ; 
Scale ; 
PlctPl.an:s; 
Sele::twird::w(3) ; 
~== 'Iext.Xr.cl; 
'!extYGl.b: = 'IextYI.cl; 
errl 
else DraWiext (1, 'ID CHAN:iE lN SEDJIIER VIEW. ' , Yes) ; 
Beep; 
EKi.tirg ( I DrawS'XllJ..detisvl) 
em· 
-' 
be:rln 
Fnterin:J( ·~·); 
RarrlDinit; 
SCreeninit; 
mile n± (Alxn:t.:in:1 or ll:re) oo 
be:rln 
UfrlateStatusla:im; 
T.ransfannI:b:ints; 
~iew; 
Drav&o.llcE:View; 
~;
errl; 
EKitirg('~'); 
en:l· 
-' 
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{ .Cl!23} 
{ .CP16} 
{----------------------------------------------------} 
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{.PA} 
pr:o::Biire ~; 
{ 
rn: P.repil'eS far e.n:lirg the pro:Jiam. ~ SaJJ:'t:s an::l 'It:kens files are 
clcserl arrl tna screen is restared to text. If the prcg:ram is rrt en:iinJ in 
an al:x:n:t cxrrlitirn, tha sc:reen is cleara:i. 
} 
Mrln 
~('~'); 
{ Cl.cee tha sa.m:e cxrle file. } 
if~ th?n clc:se(SaJJ:'t:s); 
{ Clase tha tckeis file if re:>?SSa:ry. } 
if (save:rckfns arrl ~) tb:?n clc:se('IbkFile); 
{ Cl.cee tm la;; file if re:essaiy. } 
if-then 
Mrln 
writeJn (IaJFile) ; 
writeJn (IaJFile,ErrorCh:Jnt: 5 I I En:ors Fn::x:unt.ererl. I ) i 
close (IaJFile) 
errl· _,
{ 
lEtl.n:n the screen to its roncal nme. If Al:x:n:t:in:J, dcn't switdl s::rea1 
m:rles siroa it clears tha screen. 
} 
if rot Al:xJrt:in:J 
tb:?n ~(CSO) ; 
'n?xtCbl.ar(Lightl:;ray) ; 
crtFxi.t ; 
Ia.Nidec ; 
EKitirq('~'); 
errl· _,
{ } 
171 
{.PA} {-------------------------------------------------------------
* * * * * * * * * * * * MAIN PROGRAM ************ 
------------------------------------------------------------} 
l:s:rin 
{if D:bJ:1 F1.aN then write.Jn (1st, ' enterirxJ prcg?:am RIG>. ' ) ; } 
Initialize; 
if rot Alxrt.:i.rq then ~; 
W:ratiJp; 
{if D:bJ:1 F1.aN then write.Jn (1st, ' exi.tin;J prcg?:am RIGS. ') ; } 
en::l. 
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