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РЕАЛІЗАЦІЯ СТАНДАРТУ СИМЕТРИЧНОГО ШИФРУВАННЯ DES МОВОЮ 
ПРОГРАМУВАННЯ С ТА ПОРІВНЯННЯ ЧАСУ ЙОГО РОБОТИ З ВІДОМИМИ 
УТИЛІТАМИ 
Анотація. Дане дослідження присвячено огляду, реалізації та аналізу алгоритму 
симетричного шифрування, а саме – DES (Data Encryption Standard), який виконує як 
шифрування тексту, так і його дешифрування. Для даного алгоритму наведено не лише 
словесний опис, а схеми його роботи та приклади програмної реалізації. Проміжні результати 
та результати шифрування/дешифрування інформації із використанням реалізованого 
алгоритму перевірені на прикладах, тому можна вважати, що алгоритм реалізовано вірно. 
Порівняння часу виконання запропонованої реалізації алгоритму DES виконувалось для двох 
утиліт. Одна із них – OpenSSL написана на мові Assembler та використовує можливості мови 
програмування С, інша ж реалізована із використанням мови програмування Java. 
Порівняння проводилось за трьома критеріями: повний час від початку роботи утиліти до її 
завершення; час, витрачений процесором на виконання утиліти (при цьому не враховується 
час простою і час, коли процесор виконував інші завдання); час, який затратила операційна 
система для роботи утиліти, наприклад, читання файлу або його запис на диск. Аналіз 
показав, що повний час виконання алгоритму не рівний загальній кількості часу, витраченого 
і процесором, і операційною системо на його виконання. Це зумовлено наступним: загальний 
час виконання – це реальний час, який витрачено на виконання утиліти, його можна виміряти 
секундоміром. Тоді як час, який був витрачений процесором на виконання утиліти, 
вимірюється дещо інакше, а саме: якщо два ядра будуть виконувати одну і ту ж утиліту 
впродовж 1 секунди, то загальний час її виконання буде дорівнювати 2 секундам, хоча 
насправді пройшла одна секунда часу. З проведеного порівняння слідує висновок: час, який 
затрачений на шифрування, менший від часу, затраченого на розшифрування. Час виконання 
різних утиліт – різний: час утиліти OpenSSL виявився найкращим, адже така реалізація 
найбільш адаптована до апаратного забезпечення. Утиліта на Java виявилася за часом 
виконання найгіршою. Запропонована нами реалізація алгоритму DES близька за часом 
виконання до найшвидшої із розглянутих. Оскільки для стандарту симетричного 
шифрування DES було знайдено ряд можливостей злому, зокрема через невелику кількість 
можливих ключів, існує загроза їх повного перебору. Тому для збільшення криптостійкості 
було розроблено інші версії цього алгоритму: double DES (2DES), triple DES (3DES), DESX, 
G-DES. У  перспективі планується розробити на основі запропонованої нами реалізації 




№ 2 (14), 2021 
 ISSN 2663 - 4023 
Ключові слова: алгоритм симетричного шифрування; алгоритм DES; утиліта; шифрування; 
дешифрування; час виконання алгоритму. 
ВСТУП  
При вивченні курсу “Криптографічний та стеганографічний захист інформації”, що 
входить до переліку нормативних навчальних дисциплін спеціальності 125 Кібербезпека 
першого (бакалаврського) освітнього ступеня,  та при вивченні курсу “Технології 
захисту інформації”, що входить до переліку нормативних навчальних дисциплін 
спеціальності 122 Комп’ютерні науки першого (бакалаврського) освітнього ступеня, 
обов’язковою є тема «Стандарти симетричного шифрування».  
Постановка проблеми. Вивчення стандартів симетричного шифрування здобувачі 
розпочинають із відомого та достатньо добре дослідженого блокового алгоритму DES 
(Data Encryption Standard) [1]. Такий вибір зумовлено тим, що цей алгоритм є цікавим та 
зрозумілим за своїм змістом, але програмна реалізація не є простою. Особливо це 
стосується здобувача, який тільки почав опановувати навчальний матеріал та має на меті 
реалізувати самостійно алгоритми такого виду. Зважаючи на те, що алгоритм DES є 
найстарішим методом симетричного шифрування, він пройшов ряд випробувань на 
безпеку і для нього наперед відомим є число випробувань для злому. Також на даному 
алгоритмі ґрунтуються такі його багаторазові версії як 2DES з двома ключами та 3DES з 
трьома ключами, що дозволяють показувати свою істотну стійкість до атак грубої сили 
[2]. Тому розпочинати вивчення стандартів шифрування доцільно розпочати саме із 
алгоритму DES. 
Аналіз останніх досліджень і публікацій. Криптографія, як процес перетворення 
інформації, включає в себе дві частини: шифрування і дешифрування. Шифрування – це 
процес перетворення звичайного тексту (читабельного) у зашифрований текст 
(нечитабельного) і дешифрування – це процес перетворення зашифрованого тексту 
(нечитабельного) у звичайний текст (читабельний) [3]. Є декілька підходів до 
класифікації криптографічних алгоритмів. Одним із них є класифікація, що базується на 
кількості ключів, які використовуються для шифрування та дешифрування. На рисунку 1 
зображено цю класифікацію. Симетричний алгоритм (із приватним ключем) 
використовує один і той же ключ для шифрування та дешифрування. До таких 
алгоритмів, наприклад, відносяться AES, DES, TDES, RC2 і RC6 [4]. Асиметричні 
алгоритми шифрування (із відкритим ключем) використовують різні ключі для 
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Алгоритм симетричного шифрування DES представлено в 1976 році. Він виник 
як насідок розвитку проєкту «Люцифер» (Lucifer) [7], дослідного проєкту компанії IBM, 
метою якого було створення криптостійкого блочного шифру. Алгоритм DES 
розроблено для захисту конфіденційних урядових даних і офіційно прийнято в 1977 році 
для використання федеральними агентствами в США. DES – перший комерційний шифр, 
який став стандартом, що використовувався на урядовому рівні. Алгоритм шифрування 
DES був одним з тих, який використовували в версії 1.0 і 1.1 TLS (transport layer security) 
[8]. DES перетворює 64-бітні блоки даних відкритого тексту в зашифрований текст 
шляхом поділу на два окремих 32-бітних блока, застосовуючи процес шифрування до 
кожного окремо. Включає в себе 16 циклів різних процесів, через які будуть проходити 
дані в зашифрованому вигляді. В кінцевому підсумку 64-бітові блоки зашифрованого 
тексту створюються в якості вихідних даних.  
DES є прикладом мережі Фейстеля [9], демонструє декілька режимів шифрування 
(ECB, CBC, CFB, OFB, CTR) [10], використовує такі основні перетворення як 
перестановка, підстановка, зсуви біт, інволюція, перетворення з однієї системи числення 
в іншу, використання раундового шифрування [11]. Програмування та аналіз такого виду 
алгоритмів дозволить здобувачеві покращити свої навички та вміння програмувати, 
порівнювати, оптимізовувати та досліджувати алгоритми. 
Мета статті є особливості реалізації алгоритму симетричного блокового 
шифрування мовою програмування С та порівняння результатів роботи з іншими 
програмами-утилітами, які використовують алгоритми симетричного шифрування. 
РЕЗУЛЬТАТИ ДОСЛІДЖЕННЯ 
Опишемо схему роботи алгоритму, схему генерування ключів та роботу головної 
функції шифрування алгоритмом DES та наведемо програмну реалізацію кожної із цих 
схем. 
Схема роботи алгоритму DES зображена на рисунку 2. 
Крок 1. Розбиваємо відкритий текст на блоки по 64 біт.  
Крок 2. Виконуємо початкову перестановку IP біт 64-бітного блоку.  
Крок 3. Ділимо 64-бітний блок на два блоки по 32 біт: лівий L0 та правий R0.  
Крок 4. Виконуємо заміну та перестановку біт блоку R0 за допомогою нелінійної 
функції f (буде описана пізніше), яка використовує ключ шифрування K1.  
Крок 5. Додавши по модулю 2 блок L0 і значення функції f(R0, K1), отримуємо 
правий 32-х бітний блок R1. Лівий 32-х бітний блок L1 приймаємо рівним R0.  
Крок 6. Виконуємо 4-5 у циклі ще 15 разів (раунди 2-16).  
Крок 7. Об’єднуємо лівий та правий 32-х бітні блоки L16  та R16 в один 64-бітний 
блок.  
Крок 8. Виконуємо кінцеву перестановкуІР-1 біт64-бітного блоку обернену до 
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Рис. 2. Порядок шифрування DES (генерування зашифрованого тексту) 
 
Розглянемо як генеруються ключі шифрування для алгоритму DES. Схема 
генерування зображена на рисунку 3. Ключі  K1, K2, K3, …, K16 генеруються так, щоб 
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Рис. 3. Порядок генерування ключів шифрування і розшифрування DES 
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Крок 1. Забираємо 8 біт перевірки парності із 64-бітного початкового ключа, а біти 
що лишилися, переставляємо.  
Крок 2. Ділимо 56 біт на 2 блоки по 28 біт: лівий С0 і правий D0.  
Крок 3. Циклічно зсуваємо на визначену кількість біт (LS1) блоки С0 і D0, 
отримуємо С1 і D1.  
Крок 4. Об’єднуємо С1 і D1, переставляємо біти зі стисненням (PC-2) і 
отримуємо48-бітний ключ K1. 
Крок 5. Виконуючи обчислення 3-4 у циклі, отримуємо ключі Kn (n = 2, 3, …, 16) 
для кожного із раундів шифрування.  
При генеруванні ключів розшифрування замість циклічних зсувів вліво 
виконуються циклічні зсуви вправо. Крім того, ключі розшифрування генеруються у 
зворотному порядку: K16, K15, K14, … , K1. 
І, нарешті, розглянемо, як працює головна функція алгоритму. Схема її роботи 
описана на на рис. 4.  
 
Рис. 4. Нелінійна функція f шифру DES 
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Крок 1. Виконуємо розширення 32-х бітного блоку до 48 біт (довжина ключа).  
Крок 2. Отриманий 48-бітний блок додаємо по модулю 2 з ключем.  
Крок 3. Розбиваємо результат на вісім 6-ти бітних блоків. 
Крок 4. Перетворюємо всі 6-ти бітні блоки у 4-бітні допомогою восьми S-блоків 
(таблиць заміни).  
Крок 5. Об’єднуємо 4-бітні блоки у 32-бітний блок у порядку їх слідування.  
Крок 6. Виконавши вихідну перестановку PS, отримаємо вихідне значення 
функції f.і  
Розшифрування відбувається за аналогічною схемою як на рисунку 2.  
Програмна реалізація алгоритму виконана на мові програмування С. Для першого 
пункту вхідний масив даних розбивається на блоки розміром 8 байт кожен, далі 
викликається функція шифрування одного блоку з переданими ключами, після чого цей 
блок записується у масив вихідних даних.  
Програмна реалізація наведена нижче на рисунках 5 та 6. 
 
 
Рис. 5. Програмна реалізація 1-го кроку алгоритму DES (розбиття тексту на 
блоки) 
 
Генерування ключів відбувається за допомогою функції DES_keys_generate 
(рисунок 7), яка на вхід приймає 64-бітний ключ та масив 48-бітних ключів у кількості 
16 штук. В результаті її виконання відносно вхідного ключа у буде згенеровано 16 
ключів, які помістяться в масив із 48-бітних ключів. Програмна реалізація схеми з рис. 3 
має наступний вигляд, як на рисунку 7. 
Розглянемо програмну реалізацію нелінійної функції f шифру DES (програмний 
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назву E, операція xor реалізована оператором ^, функція для S-box носить назву S, 
кінцева перестановка - P. 
 
Рис. 6. Програмна реалізація кроків 2-8  алгоритму DES 
 
 
Рис. 7. Програмна реалізація генерування ключів (схема з рис. 3) 
 
Варто зауважити оптимізацію пунктів 3-5. У коді не створюється окремо масив з 
восьми 6-бітних блоків, кожен з яких проходить S-box та, врезультаті, об'єднуються у 
один 32-бітний блок, а це все здійснюється безпосередньо з операціями для кінцевого 
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Рис. 8. Програмна реалізація функції f (схема з рис. 5) 
Детальніше кроки 3-5 із функції f описано нижче на рисунку 9 (рядки 408 – 417). 
 
 
Рис. 9. Детальна реалізація пунктів 3-5 функції f (схема з рис. 4) 
 
Порівняння ефективності даної реалізації шифру DES виконувалось для двох 
утиліт: 
 утиліта від OpenSSL, написана на мові assembler з використанням мови C, для 
можливості API викликів [12]; 
 утиліта, написана на мові Java [13]. 
Порівняння проводилось за трьома параметрами: 
real - повний час від початку роботи утиліти до її завершення; 
user — час, який затратив процесор на виконання утиліти, не враховується час 
простою і час, коли процесор виконував інші завдання; 
sys — час, який затратила операційна система для роботи утиліти, наприклад, 
читання файлу або його запис на диск. 
Результати порівняння представлені на рисунку 10. 
Із проведеного аналізу бачимо, що user + sys != real. Чому так? Насправді час real 
показує час, який витрачено на виконання утиліти, тобто його можемо виміряти 
секундоміром. Тоді як user – це час, який був витрачений процесором на виконання 
утиліти, тобто якщо два ядра будуть виконувати одну і ту ж утиліту впродовж 1 секунди, 
то загальний час user буде дорівнювати 2 секундам, хоча насправді пройшла одна 
секунда часу. Проміжні результати та результати шифрування/дешифрування перевірені 
на прикладах на правильність, тому з впевненістю можна вважати, що алгоритм 
реалізовано вірно.  
З проведеного порівняння можемо зробити висновок, що час, який затрачений на  
шифрування, менший від часу, затраченого на розшифрування. Час виконання різних 
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бо така реалізація найближча для обчислювальної платформи і буде найшвидша. 
Розроблена нами утиліта близька за часом до попередньої, не дивлячись на те, що для 
реалізації була вибрана мова програмування С. Утиліта на Java виявилася за часом 
виконання гірша від двох попередніх. тобто можна зробити висновки, що рівень 
програмування та оптимізації нашої утиліти виконано на високому рівні та враховано всі 
особливості методу. 
 
Рис. 10. Час виконання запрограмованого алгоритму DES різними утилітами 
ВИСНОВКИ ТА ПЕРСПЕКТИВИ ПОДАЛЬШИХ ДОСЛІДЖЕНЬ 
У роботі детально розглянуто симетричний алгоритм шифрування DES та його 
основні кроки. За допомогою мови програмування С здійснено реалізацію  алгоритму в 
обидві сторони (шифрування/дешифрування). Для кращого розуміння основних 
елементів реалізації схематично показано (рис. 2-4) як відбуваються процеси в 
алгоритмі. Програмування такого виду алгоритмів покращує навики, дозволяє виконати 
оптимізацію коду і прагнути досягти гарних результатів по часу.  
Оскільки для стандарту симетричного шифрування DES було знайдено ряд 
можливостей злому, зокрема через невелику кількість можливих ключів, існує загроза їх 
повного перебору. Тому для збільшення криптостійкості було розроблено інші версії 
цього алгоритму: double DES (2DES), triple DES (3DES), DESX, G-DES [14]. У  
перспективі планується розробити на основі запропонованої нами реалізації алгоритму 
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IMPLEMENTATION OF THE SYMMETRICAL ENCRYPTION STANDARD DES 
USING C PROGRAMMING LANGUAGE AND COMPARISON ITS EXECUTION 
TIME WITH OTHER UTILITIES 
Abstract. This research dedicated to the review, implementation and analysis of the symmetric 
encryption algorithm, namely - DES (Data Encryption Standard) that encrypts and decrypts text 
information. For this algorithm represented not only a verbal description, but also schemes of its 
execution and examples of implementation. Intermediate results and the results of information 
encryption / decryption in the implemented algorithm were verified using examples, so we can 
assume that the algorithm implemented correctly. Comparison of the execution time for the DES 
algorithm proposed implementation made for two utilities. One of them is OpenSSL, developed 
using assembler and the capabilities of the C programming language. The other utility developed 
using programming language Java. The comparison was made according to three criteria: full time 
from the utility execution start to its completion; the time spent by the process to execute the utility 
(downtime and time when the processor perform other tasks not accounted); the time taken by the 
operating system to run a utility, such as reading  or writing the file. The analysis showed that the 
total execution time is not equal to the total amount of time spent by both the processor and the 
operating system to execute the utilities. This is due to the following: the total execution time is the 
real time spent on the execution of the utility; it can measure with a stopwatch. Whereas the time 
spent by the processor to execute the utility is measured somewhat differently: if two cores execute 
the same utility for 1 second, the total execution time will be 2 seconds, although in fact one second 
of time has passed. From the comparison follows the next conclusion: the time spent on encryption 
is less than the time spent on decryption. The execution time for different utilities is different: the 
time for OpenSSL utility turned out to be the best, because such an implementation is most adapted 
to the hardware. The utility in Java turned out to be the worst in terms of execution time. We propose 
the implementation of the DES algorithm of the nearest execution time to the fastest of the 
considered. Because a number of hacking possibilities have been found for the symmetric encryption 
standard DES, in particular due to the small number of possible keys, there is a risk of overriding 
them. Therefore, to increase crypto currency, other versions of this algorithm have been developed: 
double DES (2DES), triple DES (3DES), DESX, G-DES. In the future, it is planned to develop a 
utility based on our proposed implementation of the DES algorithm and to demonstrate the operation 
of its modifications. 
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