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Abstract 
Efficient QoS-aware web services selection from the numerous number of functionally substitutable web services to deliver 
complex tasks is a current call from the business world. QoS-aware web services selection is a multi-objective optimization 
problem. Current approaches adapt genetic algorithms (GA) and particle swarm optimization (PSO) to solve it. However, the 
execution time performance of QoS-aware web services selection to achieve the maximum fitness value is still a concern for 
practical distributed applications. This paper proposes an efficient technique to solve this problem using the Social Spider 
Algorithm (SSA). The experiments evaluate the efficiency and feasibility of the proposed algorithm against PSO. SSA is found 
to outperform PSO in terms of both execution time and fitness. 
© 2016 The Authors. Published by Elsevier B.V. 
Peer-review under responsibility of the Conference Program Chairs. 
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1. Introduction 
Recently, web services attract the attention of the research community to deal with the continuous development and 
deployment of business processes. Because a single web service provides simple function, it may not satisfy the 
user’s requirements. This calls for web services with different capabilities to be responsive to the current 
environment. To this end, web services complement each other in web services composition to deliver complex 
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tasks. Service-Oriented Architecture (SOA) provides an amicable way of integrating and reusing web services by 
adopting standard interfaces (WSDL) and standard protocols such as Service Oriented Architecture Protocol 
(SOAP) to deliver complex business processes. 
Building web services compositions considering the numerous number of web services which are similar in their 
functionality highlights the importance of selecting the most suitable services for that composition. Web services 
composition consists of multiple service nodes, where each node corresponds to a service from a community of 
services (i.e., a group of functionally similar web services). Therefore, the number of composition plans increases 
with the increasing number of web services per community. Web services are selected based on their functional 
properties or non-functional, quality of service (QoS), properties. QoS selection algorithms are designed to meet 
users’ global constraints1,2.   
QoS web services selection has been proven NP hard problem3. Many factors lead to this high complexity such as 
(1) the users set different constrains for selection and compositions, (2) QoS parameters of a web service differ than 
what is claimed by its provider, (3) the increasing number of available functionally similar web services and (4) 
within this huge search space, compositions may be built by many ways. The last two factors increase time 
complexity of the web services selection. Early research solves web service selections as linear programming 
problems4,5. At present, the selection problem is formalized by the means of optimization algorithms1,6,7. Genetic 
Algorithm (GA) and Particle Swarm Optimization (PSO) algorithm are the most used approaches for optimizing 
web services selection. Compared to GA, PSO has few parameters and fast convergence speed. The execution time 
performance of web services selection to achieve the maximum fitness value in terms of aggregated QoS is still a 
concern with the continues increasing number of available web services for a task for practical distributed 
applications. Moreover, modeling QoS parameters of individual and composite web services, and the composition 
technique are the key points in web services selection optimization problem. To this end, this paper puts forward an 
optimization algorithm for web services selection within a composition scenario. We adopt Social Spider Algorithm 
(SSA) which, compared to PSO, has faster convergence and less execution time to find the most optimized fitness 
value. 
The paper is organized as follows. Section 2 presents QoS model of web services and Section 3 outlines QoS 
model of compositions which are used in the rest of the paper. Section 4 introduces SSA for web services selection 
within compositions. Finally, Section 5 evaluates the performance of the proposed approach against PSO, the most 
popular used algorithm for the problem. The paper is concluded in Section 6. 
2. QoS model of web service  
Web services with similar functionality are grouped into communities for better exposure8,9. Those similar web 
services are distinguished by their QoS parameters during service selection for compositions10. To this end, QoS 
model for web services is adopted based on widely used QoS criteria2,5 namely, execution time, availability, 
throughput and probability of success. 
Different QoS parameters describe the quality in different ways.  For example, short execution time is preferable 
for web services while high availability is required. In other words, QoS parameters are divided into positive and 
negative parameters. So, they are normalized as shown by Equation (1) for negative parameters and Equation (2) for 
positive parameters, where: p (1<P<4) represents the parameter number, )(sijQp  is p-th QoS parameter of web 
service sij and 
max
p
Q  and 
min
p
Q  are the maximum and minimum values of p-th QoS parameter.  
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Accordingly, the quality of web services is defined as follows 7:  
 
Definition 1: QoS vector of web service sij is defined as Q(sij)= [Qsucc(sij), Qtime(sij), Qavail(sij), Qthr(sij)] where 
Qsucc(sij), Qtime(sij), Qavail(sij) and Qthr(sij) are the normalization values of probability of success, execution time, 
availability and throughput and of web service sij. 
3. QoS model of composition 
Web services are integrated into compositions to deliver complex tasks, which cannot be provided by a single web 
service. Composition is structured as a sequence, concurrent or loop model. This paper considers only the sequence 
structure; as other structures could be easily transformed to it11.Web service composition focusses mainly on the 
selection of most appropriate atomic web services from different web services communities to deliver high quality 
functions satisfying user’s requirements. As shown by Figure 14, each block represents web services community 
including functionally similar web services and the arrows refer to different composition paths. Therefore, finding 
the optimal path from all possible combinations is an optimization problem with the condition of maximizing the 
utility value of the composition Q(Cs). 
The following definitions summarize the components of QoS model of web services composition7, while Table 1 
lists aggregative QoS parameters of web services composition:  
 
Definition 2: A web services community Si = {si1,…,sij} is a group of j (j>1) functionally similar web services 
with different QoS parameters. 
 
Definition 3: A Web services composition Cs = {S1,…,Sn} refers to n web services from n communities. 
 
Definition 4: QoS vector of composition Cs is represented as Q(Cs)= [Qsucc(Cs),Qtime(Cs),Qavail(Cs),Qthr(Cs)] for 
the previous mentioned QoS parameters.  
 
In compositions, web services have different QoS values and QoS utility function g  is defined to map QoS vector 
Q(Cs)  into a real number to facilitate web services ranking and selection considering global constraints and user’s 
requirements. 
 
Definition 5: QoS utility function g of composition Cs is defined as:  
g (Cs) = pp kQw¦  4 1 ( Cs), where  .10,14 1 dd ¦  kp k ww                                 (3) 
               Table 1. Aggregative QoS parameters of web services composition.
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Fig. 1. Process of Web services selection. 
4. SSA based composition optimization and Experimental analysis 
4.1 SSA algorithm for web services composition  
SSA is a swarm intelligence algorithm, which mimics the foraging behavior of the social spiders to perform 
optimization tasks. It was proposed by12 for global optimization problems, continues solution space. To adopt it to 
solve web services composition problem which is a discrete one, a discretization method is used; namely Nearest 
Integer method13. 
 In our SSA-based selection within web services composition, the search space of the optimization problem is 
formulated as a hyper-dimensional spider web where each position represents a feasible solution for web services 
composition (i.e., selection of individual web services for composition). Spiders are the basic operating agents of 
SSA. Each spider S has a memory to store its current solution Cs, the fitness value of its solution )(Csf  , the target 
vibration, vtar, the inactive degree din, i.e., the number of iteration since last change of vtar, the movement in the 
previous iteration |)1()(|  tCstCs   where t is the iteration number and the dimension mask M, a binary vector 
with length L where L is the dimension of the optimization problem. The first two pieces of information identify the 
spider’s characteristic, while the others guide its movement. 
SSA is distinguished from other swam intelligence algorithms by the vibration. In SSA, a spider generates a 
vibration whenever it changes its solution towards a better one, then the web propagates this vibration to other 
spiders. The vibrations are identified by the source solution and source intensity. The intensity of the vibration I is 
calculated according to the fitness value of the source solution )(Csf as follows where Qmax represents the 
maximum value of the fitness: 
))(/(1 max CsfQI   
As a physical energy phenomenon, a vibration attenuates during the propagation process over the spider web. The 
distance between spiders D, Manhattan norm, is taken into consideration and the vibration attenuation is defined as 
follows where ID is the attenuated intensity over the distance propagation D, V  is the mean of  the stander deviation 
of the spiders’ positions and ra is a user-controlled attenuation rate:   
)(
a
D
r
D
epII uu V  
In SSA, the optimization process, which is summarized in Table 2, consists of three phases, namely, initialization, 
iteration and final. In the initialization phase, SSA defines the objective function, initializes the optimization search 
space and parameters and initializes the population of spiders over the web randomly. In the iteration phase, SSA 
iterates the optimization process until the optimal solution. Each iteration evaluates the fitness values of each spider 
in the population (pop), generates the vibration by the spiders and propagates those vibrations over the spider web. 
… 
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Each receiving spider selects the largest attenuated vibration Vbest  and compares the sorted vibration Vtar with Vbest to  
store the largest; if Vtar has been changed, the inactive degree din is reset to zero. Otherwise, din is incremented by  
                                         Table 2.   SSA algorithm for web services composition.  
SSA algorithm:   
         Assign values to the parameters of SSA. 
        Generate initial web services composition solutions Cs.  
         Assign the population of spiders (pop) for them. 
         Initialize vtar for each spider. 
         while stopping criteria not meet do 
              for each spider s in pop do 
                     Evaluate the fitness value of Cs using equation 3. 
                     Generate a vibration for the solution of s by equation 4. 
              end for 
              for each spider s in pop do 
                     Calculate the intensity of the vibrations V generated by 
                     other spiders using equation 5. 
                     Select the strongest vibration vbest from V. 
                     if The intensity of vbest is larger than vtar then 
                             Store vbest as vtar. 
                     end if  
                    Update din 
                    Generate a random number r from [0,1]. 
                     If r > 
ind
cp  then 
                             Update the dimension mask M. 
                     End if 
                   Generate new solution by performing a random walk using 
                   equation 7. 
                   Address any violated constraint by equation 8. 
             end for 
          end while 
          Output the best solution found. 
 
one. Each spiders manipulate its mask M; M is changed by probability 1-
ind
cp where pc ג (0, 1) is a user defined 
attribute that identifies the probability of changing the mask, if so; each bit is set to one by probability pm and zero 
by probability 1-pm where pm ⼽ (0,1) is a user controlled attribute. Each spider performs a random walk guided by 
M. The value of i-th dimension of the following solution foiCs   is computed as follows: 
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where tariCs  is the i-th element of  the source solution of vtar,  
r
iCs  is a random solution’s vibration such that r ⼽ 
[0,|pop|]  and M,i is the i-th dimension of the mask M of the spider. Then, the spider moves following the random 
walk formula:  
,)())1()(()()1( R  - CsCs r t--CstCs+t=Cst+Cs fo xu  
where Cs (t+1) is the new solution of the spider, Cs(t) is its current solution, R is a random generated vector  from 
(6) 
(7) 
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(0,1) and x  is element-wise multiplication operation. The second term moves the spider a distance of a random 
portion of its previous solution Cs (t-1).    
Afterwards, the spider S stores its movement for the next iteration calculation. The spiders could violate the 
optimization constraints by moving out of the maximum and minimum bounds, so the boundary constraints are 
handled as adopting the reflecting approach as follows where x is the upper bound on the search space and x is the 
lower bound.  
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4.2 Experiment settings and data set 
To evaluate the proposed approach in terms of efficiency and feasibility, an integer array-coding scheme is 
designed where the number of items in the array denotes the dimension of our problem and each element is an index 
of a web service candidate. We use QWS dataset provided by the University of Guelph 14,15. We compare the 
proposed approach to the long lasting optimization algorithm PSO.  The values of PSO’s parameters are w=0.7 and 
c1=c2=2, and SSA parameters’ values are ra= 1, pc= 0.7, and pm= 0.1. In the experiments, the population size is set to 
15, and the number of iterations (stopping criteria) is set to 30. The experiments are performed on a laptop with 
Windows 10, 2.2 GHz processor and 2GB Ram and the algorithms are implemented in C++. 
4.3 Performance comparison  
To analyse the efficiency of our approach, the average execution time of 10 times over different number of tasks, 
10, 50,100,150 and 200 tasks is considered. The number of web services candidates for those experiments is 50. The 
results of figure 2 (a) show that the gradual increase of the number of tasks increases the disparity of time between 
our approach and PSO. Thus, our approach is much suitable to web services selection for real time applications.  
In order to validate the feasibility of our approach, we compare its optimizing results with PSO over the previous 
setting. As figure 2 (b) shows, SSA achieves better fitness values than PSO. 
5. Conclusion 
With the increasing number of available web services, efficient QoS-aware web services selection becomes an NP 
hard problem. This paper presented a mathematical model of web services composition to be optimized by Social 
Spider Algorithm. Compare to PSO, SSA is found to have less execution time. In addition, the experiments show  
 
 
Fig. 2.  (a) Average execution time over different number of tasks; (b) Average optimizing results over different number of tasks. 
(8) 
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that SSA has better global searching ability than PSO. For the time being, SSA is a better alternative for QoS-aware 
web services selection problems with different tasks and substitutable web services.   
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