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Abstrakt
Digita´lne sˇtetce su´ za´kladny´m na´strojom kazˇde´ho umelca digita´lneho umenia. Cielˇom
pra´ce je vytvoritˇ sˇtetce, pomocou ktory´ch budu´ umelci efektı´vne vytva´ratˇ digita´lne ume-
nie. Sˇtetce, ktore´ sme implementovali, nesimuluju´ malˇbu tradicˇny´ch sˇtetcov pomocou
fyzika´lne korektny´ch modelov. Umozˇnˇuju´ vytva´ratˇ sˇiroku´ sˇka´lu pouzˇitelˇny´ch efektov
pre tvorbu malieb, skı´c, komiksov a textu´r. Sˇtetce simuluju´ kresbu uhlˇom, malˇbu v sˇty´le
Sumi-e pomocou cˇı´nskeho sˇtetca alebo striekanie s na´strojom Airbrush. Vsˇetky sˇtetce
pracuju´ v rea´lnom cˇase so skvelou odozvou aj na va¨cˇsˇı´ch pla´tnach. Atribu´ty sˇtetcov su´
dynamicke´ a moˆzˇu bytˇ mapovane´ na parametre graficke´ho tabletu ako je tlak, sklon alebo
rota´cia. Sˇtetce boli od zacˇiatku implementovane´ a integrovane´ do komplexne´ho na´stroja
pre digita´lne malˇovanie v open-source projekte Krita a boli pouzˇı´vane´ umelcami.
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Abstract
Digital brushes are the basic tool every digital artist uses. The goal of this diploma thesis
is to create brushes which can be used by artists to create their digital art more effectively.
The implemented brushes do not simulate the painting of traditional art materials using
physically correct models. They allow to create a wide range of effects that are useful
in the creation of paintings, sketches, comics and textures. These brushes can simulate
sketching with charcoal, painting in the Sumi-e style using a Chinese brush or spraying
with an airbrush. All brushes work in real-time with excellent responsiveness, even on
large canvases. The attributes of the brushes are dynamic, they can be mapped to the
parameters of a graphics tablet like pressure, tilt or rotation. The brushes were from
the beginning implemented and integrated into a complex tool for digital painting, the
open-source project Krita and have already been used by artists.
Keywords: brush painting, painting algorithms, raster graphics, non-photorealistic
rendering
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41 U´vod
Popri tradicˇnom umenı´ zazˇı´va rozvoj digita´lne umenie. Digita´lne technolo´gie umozˇnˇuju´
malˇovatˇ, kreslitˇ a vytva´ratˇ nove´ druhy umenia. Umelci dnes cˇoraz cˇastejsˇie siahaju´ po
pouzˇitı´ digita´lnych na´strojov nielen pre ich lˇahku´ dostupnostˇ. Z tradicˇny´ch umelcov sa
sta´vaju´ umelci digita´lneho umenia. Digita´lne sˇtetce su´ za´kladny´m na´strojom kazˇde´ho
digita´lneho umelca.
Digita´lny sˇtetec vnı´mame ako na´stroj, ktory´ vytva´ra alebo spracu´va obraz pomocou
tˇahov kontrolovany´ch volˇny´m pohybom ruky cez vstupne´ zariadenie. Vstupne´ zariade-
nie je pocˇı´tacˇova´ mysˇ alebo graficky´ tablet. Cielˇ tejto pra´ce je navrhnu´tˇ a implemento-
vatˇ digita´lne sˇtetce rastrovej grafiky, pomocou ktory´ch moˆzˇu umelci digita´lneho umenia
vytva´ratˇ umenie efektı´vne. V ra´mci digita´lneho umenia sa zameriavame na tvorbu ma-
lieb, skı´c, komiksov a textu´r. Nadva¨zujeme na pra´cu iny´ch autorov digita´lnych sˇtetcov.
Nesnazˇı´me sa verne simulovatˇ tradicˇne´ me´dia´ pomocou fyzika´lne korektny´ch modelov.
Chceme vytvoritˇ digita´lne sˇtetce, ktore´ poskytuju´ sˇiroku´ sˇka´lu efektov a ktore´ posky-
tuju´ ry´chlu odozvu v rea´lnom cˇase. Snahou je, aby sˇtetce boli pre digita´lnych umelcov
pouzˇitelˇne´ v praxi.
Niektore´ digita´lne sˇtetce verne simuluju´ malˇbu skutocˇny´mi sˇtetcami ako je naprı´klad
malˇba akvarelovy´mi farbami. Ine´ digita´lne sˇtetce poskytuju´ nove´ mozˇnosti malˇby, ktore´
su´ mozˇne´ len vdˇaka pocˇı´tacˇovej simula´cii. Vytva´raju´ synteticke´ obrazy, ktore´ zobra-
zuju´ skutocˇnostˇ abstraktny´m spoˆsobom, pomocou roˆznych umelecky´ch sˇty´lov a za´merne
zanedba´vaju´ detaily. Tieto meto´dy zobrazenia skutocˇnosti patria do oblasti nefotore-
alisticky´ch zobrazovacı´ch meto´d. Digita´lne sˇtetce su´ uzˇitocˇne´ vo filmovom priemys-
le, nacha´dzaju´ pouzˇitie vo viacery´ch odvetviach graficke´ho dizajnu alebo poma´haju´ pri
tvorbe abstraktny´ch ilustra´ciı´ v encyklope´dia´ch a v komiksoch.
V prvej cˇasti diplomovej pra´ce popisujeme pra´cu autorov, ktorı´ vytvorili roˆzne mode-
ly digita´lnych sˇtetcov, a ktory´mi sme sa insˇpirovali pri na´vrhu vlastny´ch sˇtetcov. Strucˇne
popisujeme oblastˇ nefotorealisticky´ch zobrazovacı´ch meto´d pocˇı´tacˇovej grafiky, kam pat-
ria digita´lne sˇtetce a opisujeme oblasti pouzˇitia sˇtetcov. V dˇalsˇej cˇasti popisujeme sˇtetce,
ktore´ sme navrhli a implementovali. V poslednej cˇasti popisujeme prostredie programu
Krita, do ktore´ho sme sˇtetce integrovali a testujeme ry´chlostˇ roˆznych konfigura´ciı´ sˇtetcov
v tomto prostredı´.
52 Digita´lne sˇtetce v praxi
2.1 Su´cˇasny´ stav
Technolo´gia digita´lneho malˇovania sa datuje po roku 1960. Prvy´ implementovany´ uzˇı´va-
telˇsky´ softve´r sa datuje zacˇiatkom skory´ch osemdesiatych rokov deva¨tna´steho storocˇia.
Prvy´ komercˇny´ u´spech digita´lneho malˇovania je program s na´zvom Paint a bol vytvo-
reny´ pre sˇtu´dia´ Lucasfilms. Ako prvy´ podporoval 32-bitovy´ farebny´ priestor RGBA. Bol
pouzˇity´ vo filme Star Trek II: The Wrath of Khan na matte painting, teda na maskovanie
sce´n. Bolo to v roku 1982. Tieto fakty spomı´na Alvy Ray Smith vo svojej publika´ciı´ [8]
o histo´riı´ digita´lneho malˇovania. V nej popisuje histo´riu od doˆb 8-bitovy´ch editorov, cez
vy´voj frame bufferu azˇ po na´stroj firmy Adobe, Photoshop. Alvy Ray Smith pracoval
v roku 1975 na jednom z prvy´ch kresliacich programov s na´zvom SuperPaint, za ktory´
v roku 1990 dostal cenu ACM SIGGRAPH Computer Graphics Achievement Award. Jeho
hlavny´m prı´nosom pre pocˇı´tacˇovu´ grafiku bolo vyna´jdenie farebne´ho priestoru HSV a
podielˇal sa na vyna´jdenı´ konceptu alfa kana´lu. Je jedny´m zo spoluzakladatelˇov sla´vneho
sˇtu´dia Pixar [9].
Turner Whitted popisuje vo svojom cˇla´nku [11] algoritmus pre kreslenie cˇiar bez alia-
singu. Cˇiary vykreslˇuje pomocou masky sˇtetca, ktora´ je tˇahana´ po dra´he cˇiary. V kazˇdom
bode cˇiary je vykresleny´ staticky´ obraz, maska sˇtetca bez aliasingu. Autor dˇalej popisuje
postup, ako vykreslˇovatˇ 3D krivky. Pouzˇı´va na ich kreslenie techniku Z-buffer, insˇpiroval
sa Alvy Smithom a dˇalej jeho pra´cu rozsˇiruje. Pri kompozı´cii pixlov sˇtetca a pla´tna berie
algoritmus do u´vahy aj hl´bku jednotlivy´ch pixlov.
Obra´zok 1: Strassmannov cˇı´nsky sˇtetec
Jedny´m z pionierov v oblasti digita´lnych sˇtetcov je Steve Strassmann. Jeho pra´ca s
na´zvom Hairy Brushes [10] o simula´cii cˇı´nskeho sˇtetca tzv. sumi-e sˇty´lu z roku 1986 je
citovana´ viac nezˇ 200-kra´t v roˆznych publika´cia´ch. Ide o simula´ciu cˇı´nskeho sˇtetca 1.
genera´cie. Steve vo svojej pra´ci popisuje pokrocˇilejsˇı´ model sˇtetca, ktory´ pozosta´va zo
sˇtyroch za´kladny´ch modelov: sˇtetec, tˇah sˇtetca, tvar sˇtetca a papier. Sˇtetec modeluje ako
mnozˇinu sˇtetı´n. Tˇah sˇtetca je modelovany´ ako trajekto´ria pozı´cie a tlaku. Tvar sˇtetca
popisuje aplika´ciu stavu sˇtetca na pla´tno. Zahrnˇuje pocˇiatocˇny´ stav sˇtetca - rozlozˇenie
6sˇtetı´n. Papier mapuje vy´sledok na zobrazovacie zariadenie. Ta´to vrstva umozˇnˇuje vy-
tva´ratˇ obrazy so sˇirokou sˇka´lou rozlı´sˇenı´ vy´sledne´ho obrazu. Modula´rny na´vrh sˇtetca
autor zvolil aj kvoˆli implementacˇne´mu prostriedku, ktory´m bol objektovo orientovany´
jazyk Zetalisp. Na´vrh umozˇnil Strassmannovi experimentovatˇ so stochasticky´mi mo-
delmi toku a zmien farieb. Strassmann svoj syste´m implementoval ako neinteraktı´vny
syste´m. Uzˇı´vatelˇ definoval body, cez ktore´ bude viestˇ tˇah sˇtetca, definoval v bodoch tlak
a na´sledne mohol generovatˇ vy´sledny´ obraz. Neinteraktivita bola zvolena´ najma¨ kvoˆli
ry´chlosti vtedajsˇieho hardve´ru. Jeden tˇah sˇtetca algoritmus vykreslˇoval minu´tu azˇ dve.
Za´rovenˇ neinteraktivita umozˇnila dosiahnutˇ efekty, ktore´ su´ v porovnanı´ s klasicky´m
interaktı´vnym malˇovanı´m, takmer nemozˇne´.
Obra´zok 2: Paul Haeberli: Paint By Numbers, impresionizmus pomocou digita´lneho
sˇtetca a fotografie
Paul Haeberli pracoval ako vy´skumnı´k v Silicon Graphics a venoval sa vy´voju v ob-
lasti pocˇı´tacˇovej grafiky. Svoj vy´skum publikoval na svojej webovej stra´nke [4]. Jeho
cˇla´nok Paint By Numbers: Abstract Image Representations patrı´ ku klˇu´cˇovy´m cˇla´nkom a
znacˇne insˇpiroval vy´voj v oblasti nerealisticky´ch zobrazovacı´ch meto´d. Svedcˇı´ o tom
i velˇke´ mnozˇstvo cita´ciı´ tejto pra´ce. Vo svojom cˇla´nku popisuje snahu o simulovanie
umelecke´ho sˇty´lu, ktory´ sa vola´ impresionizmus. Ide o umelecky´ smer z 19. storocˇia,
ktory´ je charakteristicky´ viditelˇny´mi tˇahmi sˇtetca, otvorenou kompozı´ciou. Kladie doˆraz
na osvetlenie a jeho zmeny v priebehu cˇasu. Cielˇom jeho pra´ce bolo pretransformovatˇ
umelu´ alebo prı´rodnu´ sce´nu na abstraktny´ impresionisticky´ obraz ako moˆzˇeme vidietˇ
na obra´zku 2. Cely´ proces transforma´cie ovla´da uzˇı´vatelˇ interaktı´vne pomocou tˇahov
sˇtetcov. V jednotlivy´ch tˇahoch sˇtetcov je pouzˇita´ farba z obrazovy´ch bodov zdrojove´ho
obrazu. Na´sledne je vykresleny´ tˇah sˇtetca s danou farbou. Paul pomocou vzorkovania
zdrojove´ho obrazu riesˇi proble´m ”put-that-color-here“, ktory´ sa vyskytuje v konvencˇny´ch
na´strojoch pre digita´lne malˇovanie. Ide o procedu´ru, v ktorej uzˇı´vatelˇ vyberie farbu z pa-
lety a vytva´ra tˇah sˇtetca. Ta´ bra´ni vytva´raniu obrazov so sˇiroky´m spektrom farieb, ktore´
su´ prı´tomne´ v klasicky´ch malˇba´ch. Proces zmeny farby sˇtetca je totizˇ pomaly´. Kazˇdy´
7tˇah sˇtetca v Haeberliho syste´me je popı´sany´ atribu´tmi ako pozı´cia, farba, velˇkostˇ tˇahu,
smer a tvar sˇtetca. Tieto atribu´ty su´ na´sledne ukladane´ do su´boru. Cela´ malˇba je re-
prezentovana´ mnozˇinou ty´chto tˇahov. Malˇba moˆzˇe bytˇ po ulozˇenı´ dˇalej spracovana´, na-
prı´klad tˇahy moˆzˇu bytˇ zva¨cˇsˇovane´ alebo ota´cˇane´. Paul popisuje i dˇalsˇie mozˇnosti tvorby
vy´sledne´ho obrazu. V cˇasti, ktora´ insˇpirovala odbor pocˇı´tacˇovej grafiky Painterly rende-
ring, hovorı´ Paul o mozˇnosti vyuzˇitia 3D sce´ny. V nej ma´ sˇtetec prı´stup k farbe, norma´le
plochy a hl´bke bodu. Norma´la plochy moˆzˇe bytˇ pouzˇita´ na riadenie tˇahov sˇtetcov. Paul
prispel v ra´mci digita´lneho malˇovania aj aplika´ciou Dynadraw, ktorej implementa´cia je
volˇne dostupna´ na jeho webovej stra´nke [4]. Ide o kresliacu techniku, v ktorej na pozı´cie
mysˇi aplikujeme jednoduchy´ filter. Sˇtetec je modelovany´ ako fyzicky´ objekt, ktory´ ma´
hmotnostˇ, ry´chlostˇ a trenie. Mysˇ akoby tlacˇı´ na sˇtetec gumicˇkou. Uzˇı´vatelˇ moˆzˇe menitˇ
hmotnostˇ a trenie, a ty´m dosahuje hladke´, kaligraficke´ tˇahy sˇtetca.
Obra´zok 3: Clara Chen: tˇahy cˇı´nskeho sˇtetca
Clara Chen popisuje vo svojej pra´ci [5] meto´dy na vytva´ranie cˇı´nskych malieb. Popi-
suje dve meto´dy dosiahnutia tohto cielˇa. Pomocou existuju´ceho softve´ru vytva´ra anima´-
ciu a v druhej meto´de predstavuje a popisuje implementa´ciu jednoduche´ho modelu inte-
raktı´vneho cˇı´nskeho sˇtetca. Model sˇtetca je tvoreny´ oproti Strassmannovmu modelu 2D
mnozˇina sˇtetı´n. Navrhovany´ syste´m je interaktı´vny, sˇtetiny v modeli sˇtetca reaguju´ na
tlak tabletu a vytva´raju´ charakteristicku´ stopu cˇı´nskeho sˇtetca (obra´zok 3). Model zahr´nˇa
i distribu´ciu farby medzi sˇtetinami pocˇas tˇahu.
V diplomovej pra´ci Erika Jansson popisuje algoritmy na malˇovanie pomocou digita´l-
nych sˇtetcov. Vycha´dza z produktov firmy Adobe, konkre´tne popisuje fungovanie sˇtetcov
a uzˇı´vatelˇske´ rozhranie Adobe Photoshop a Corel Painter. Jej pra´ca popisuje roˆzne kom-
pozı´cie farby, zahr´nˇa i analy´zu uzˇı´vatelˇske´ho rozhrania z pohlˇadu pouzˇitelˇnosti. Mnozˇina
sˇtetcov, ktore´ autorka navrhla, zahr´nˇa i sˇtetce urcˇene´ na modifika´ciu fotografiı´. Napr.
sˇtetec, ktory´ osvetlˇuje a stmieva vstupny´ obraz, sˇtetec ktory´ rozmaza´va obraz. Zahr´nˇa i
sˇtetec, ktory´ simuluje proces, v ktorom uzˇı´vatelˇ robı´ prstom sˇmuhy na pla´tne. Popisuje i
mozˇnosti dynamickej zmeny farieb a tvaru sˇtetca.
Bill Baxter je dnes jedny´m z najpoprednejsˇı´ch vy´skumnı´kom v oblasti digita´lnej malˇby.
Vo svojom cˇla´nku [1] popisuje komplexny´ syste´m na malˇovanie, ktory´ je pre umelca
8velˇmi ry´chlo pouzˇitelˇny´. Hoci produkt Corel Painter vie generovatˇ velˇmi realisticke´
tˇahy sˇtetca pomocou textu´r a kompozitny´ch trikov, Baxter ho oznacˇil za prı´lisˇ zlozˇity´
a na´kladny´ na zvla´dnutie. Vlastny´ syste´m, ktory´ navrhol, ma´ cielˇ poskytnu´tˇ intuitı´vne
prostredie na malˇovanie, ktore´ vyzˇaduje minima´lne u´silie na zvla´dnutie. Momenta´lne
pracuje na podobnom syste´me s na´zvom Gustav pre firmu Microsoft1. Jeho pra´ca zahr´nˇa
dotykove´ uzˇı´vatelˇske´ rozhranie. Model sˇtetca tvorı´ 3D model, ktory´ umozˇnˇuje tvoritˇ
komplexne´ a pomerne fyzicky precı´zne tˇahy sˇtetca. O vizua´lnu stra´nku vy´sledku sa stara´
vyvinuty´ obojsmerny´ dvojvrstvovy´ model malˇby, ktory´ umozˇnˇuje vytva´ratˇ zaujı´mave´
efekty pri kompozı´ciı´ sˇtetca s pla´tnom. Na malˇbu pouzˇı´va hardve´rovy´ produkt, doty-
kove´ zariadenie podobne´ sˇtetcu, ktore´ navysˇe poskytuje spa¨tnu´ va¨zbu pri malˇovanı´, cˇı´m
dosahuje iny´ pocit z malˇby ako pri pouzˇitı´ graficke´ho tabletu. Jeho syste´m je pouzˇitelˇny´
i s graficky´m tabletom, ktory´ poskytuje minima´lne 5 stupnˇov volˇnosti. Sı´ce jeho sˇtetec
patrı´ do inej katego´rie ako sˇtetce, o ktore´ sa snazˇı´me v tejto pra´ca, v mnohom sa moˆzˇeme
insˇpirovatˇ v procese malˇovania z pohlˇadu uzˇı´vatelˇske´ho prostredia alebo v oblasti kom-
pozı´cie masky sˇtetca s pla´tnom.
Obra´zok 4: Bill Baxter: komplexny´ 3D model sˇtetca
2.2 Postavenie sˇtetcov v NPR
Digita´lne malˇovanie patrı´ medzi meto´dy pocˇı´tacˇovej grafiky, ktore´ sa oznacˇuju´ termı´nom
nefotorealisticke´ zobrazenie. V anglickej literatu´re sa pouzˇı´va skratka NPR (z angl. Non-
1Realisticky´ syste´m pre simula´ciu malˇovania http://research.microsoft.com/en-us/
projects/gustav/
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brazitˇ sce´nu verne a realisticky, tak ako fotografia. Prı´kladom je zobrazovacia technika
ray-tracing, ktora´ dosahuje velˇmi vysoky´ stupenˇ realistickosti zobrazenia. Nefotorea-
listicke´ meto´dy sa za´merne od skutocˇnosti odkla´nˇaju´. Nepatria sem meto´dy, ktore´ re-
alistickostˇ nedosahuju´ z nejake´ho doˆvodu. Doˆraz sa kladie na urcˇity´ umelecky´ za´zˇitok
zo zobrazenia. Meto´dy NPR doda´vaju´ sce´ne atmosfe´ru a sˇty´l. Cielˇom je komunikovatˇ
vizua´lnu informa´ciu cˇo najpresnejsˇie a tento cielˇ dosahuju´ abstrahovanı´m reality. Foto-
realizmus je v urcˇity´ch prı´padoch neprehlˇadny´. V zlozˇitej sce´ne sa tˇazˇko vyzna´me. Za-
nedbanı´m nepodstatny´ch detailov a zdoˆraznenı´m doˆlezˇity´ch cˇastı´ informa´ciu zo sce´ny
lepsˇie komunikujeme. Prı´kladom su´ technicke´ ilustra´cie, orientacˇne´ mapy alebo ana-
tomicke´ atlasy, ktore´ obsahuju´ zlozˇite´ sˇtruktu´ry a su´ lepsˇie cˇitatelˇne´ pouzˇitı´m zobrazo-
vacı´ch technı´k NPR. Sce´ny moˆzˇu obsahovatˇ cˇasto i dodatocˇne´ informa´cie o vzhlˇade ob-
jektov ako je tlak, teplota alebo ry´chlostˇ. Doˆlezˇity´ proble´m v oblasti pocˇı´tacˇovej grafiky
je vizualiza´cia velˇke´ho a komplexne´ho mnozˇstva informa´ciı´ a pra´ve tu techniky NPR
nacha´dzaju´ svoje uplatnenie.
Pri tvorbe animovany´ch filmov je pouzˇitie NPR technı´k nevyhnutne´. Zlozˇite´ sce´ny sa
vytva´raju´ na pocˇı´tacˇi a tie sa na´sledne kombinuju´ s rucˇne kresleny´mi objektami. Realis-
ticky zobrazene´ sce´ny v kombina´cii s rucˇne malˇovany´mi objektami by poˆsobili rusˇivo.
NPR rozsˇı´rila algoritmy pocˇı´tacˇovej grafiky o osvetlˇovacie meto´dy (cel-shading, toon
shading), ktore´ generuju´ obrazy, ktore´ vyzeraju´ ako ilustra´cie. Umozˇnˇuju´ tvoritˇ doko-
nale´ kompozı´cie so spomı´nany´mi rucˇne malˇovany´mi objektami.
Digita´lne malˇovanie v NPR rozdelˇujeme do dvoch katego´riı´. V prvej katego´rii sa
nacha´dzaju´ interaktı´vne meto´dy. V nich uzˇı´vatelˇ aplikuje tˇahy sˇtetca pomocou klasicke´ho
vstupne´ho zariadenia (tablet, mysˇ) a u´lohou algoritmov je generovanie vy´sledne´ho obra-
zu s cielˇom simulovatˇ urcˇity´ tradicˇny´ umelecky´ materia´l. Naprı´klad vy´sledkom su´ tˇahy
simuluju´ce olejomalˇbu, vodove´ farby, pastely alebo malˇbu uhlˇom.
V druhej katego´rii sa nacha´dzaju´ polo-automaticke´ azˇ automaticke´ meto´dy malˇovania.
U´zˇı´vatelˇ v tomto prı´pade poskytne vstupne´ da´ta ako je napr. 2D obraz alebo 3D sce´na,
prı´padne 2.5D obraz. 2.5D obraz obsahuje dodatocˇne´ informa´cie o obrazovy´ch bodoch,
naprı´klad hl´bku. Pocˇı´tacˇ na za´klade analy´zy da´t urcˇı´ zaujı´mave´ oblasti a vygeneru-
je tˇahy sˇtetcov s premenlivou velˇkostˇou, farbou a iny´mi atribu´tami, ktore´ charakteri-
zuju´ tˇah sˇtetca. Tento proces je budˇ plne automaticky´ alebo uzˇı´vatelˇ poma´ha pri vy´bere
zaujı´mavy´ch cˇastı´ sce´n alebo volı´ sˇty´l malˇby. V 2D obrazoch sa pouzˇı´vaju´ algoritmy na
spracovanie obrazu ako je napr. detekcia hra´n. Pri 3D sce´nach sa analyzuje geometria a
ta´ urcˇuje vy´sledne´ tˇahy sˇtetcov.
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2.3 Pouzˇitie digita´lnych sˇtetcov v praxi
Matte painting
Na´zov tejto oblasti by sa dal prelozˇitˇ ako maskovacie malˇovanie. Take´to malˇovanie pri
tvorbe filmov poma´ha pri tvorbe roˆznych sce´n, ktore´ nie je mozˇne´ z roˆznych doˆvodov na-
tocˇitˇ. Ide o fantasticke´ svety, o sce´ny, ktory´ch stavba by bola draha´ alebo o miesta, ktore´
nie je mozˇne´ navsˇtı´vitˇ alebo vytvoritˇ. Poˆvodne sa cˇastˇ sce´ny rucˇne malˇovala na sklo,
ktore´ bolo umiestnene´ pred kamerou. Dnes sa pouzˇı´va digita´lne spracovanie, a tu na-
stupuju´ digita´lne sˇtetce. Digita´lne spracovanie sa pouzˇı´va uzˇ od polovice 80-ty´ch rokov
20. storocˇia. Vo filme Young Sherlock Holmes bola sce´na, v ktorej bola pouzˇita´ technika
matte paintingu a bol pouzˇity´ softve´r Pixar zo sˇtu´diı´ LucasFilm [12]. Digita´lne sˇtetce sa
pouzˇı´vaju´ najma¨ v procese na´vrhu sce´ny a taktiezˇ v post-produkcii sce´ny. Umelec vo fa´ze
na´vrhu kombinuje fotograficky´ referencˇny´ materia´l, roˆzne 3D modely a tˇahy digita´lnych
sˇtetcov, ktore´ vznikaju´ pouzˇitı´m tabletu tak, aby zachytil cˇo najlepsˇie pozˇadovanu´ at-
mosfe´ru. Kreslenie je na celom procese najdoˆlezˇitejsˇie, pretozˇe spa´ja pouzˇite´ elementy
do jedne´ho celku. Vo fa´ze post-produkcie sa dokreslˇuju´ roˆzne dˇalsˇie elementy ako je
napr. da´zˇdˇ, sneh alebo hmla. Umelci prevazˇne pouzˇı´vaju´ bezˇne´ tzv. klasicke´ sˇtetce
na malˇovanie krajiny. Sˇpecia´lnymi sˇtetcami dotva´raju´ detaily ako je napr. spomenuty´
da´zˇdˇ. Sˇpecia´lnym sˇtetcom viacmenej vytva´raju´ roˆzne zaujı´mave´ textu´ry. Tie moˆzˇu matˇ
synteticky´ charakter v prı´pade, kedˇ ide napr. o animovany´ film, alebo dosahuju´ foto-
realisticku´ kvalitu. Synteticky´ charakter textu´ry a detailov si moˆzˇeme vsˇimnu´tˇ v pra´ci
Davida Revoya na projekte Durian. Fotorealisticka´ kvalita je pozˇadovana´ v hrany´ch fil-
moch, prı´kladom je oskarovy´ film z roku 2008 The Curios Case Of Benjamin Button2. S
matte paintingom su´visı´ i tzv garbage matte (maskovanie smetia). Kreslicˇ rucˇne sˇtetcami
v post-produkcii mazˇe z obrazu ”smetie“ v podobe roˆznych stojanov na osvetlenie, mik-
rofo´nov a podobne.
Obra´zok 5: David Revoy: matte painting,koncept pre film Sintel
2Uka´zˇky matte paintingu z tohto filmu moˆzˇeme vidietˇ na http://www.matteworld.com/film/
2008/button_2.html
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Koncept art
Tento pojem oznacˇuje druh umenia, ktory´ vznikol v su´vislosti s dizajnom automobilov.
Ide o druh ilustra´cie, ktora´ zachyta´va mysˇlienku, atmosfe´ru alebo sˇty´l. Ide o na´vrh,
ktory´ odra´zˇa za´kladne´ mysˇlienky fina´lneho produktu. Fina´lny produkt moˆzˇe bytˇ sce´na
pocˇı´tacˇovej hry alebo hrane´ho alebo animovane´ho filmu. Koncept umelci vytva´raju´ tie-
to ilustra´cie prevazˇne pouzˇitı´m softve´ru typu Adobe Photoshop alebo Corel Painter, z
ktory´ch pouzˇı´vaju´ roˆzne sˇtetce. Efektivitu zvysˇuju´ pouzˇitı´m graficky´ch tabletov. Ich
workflow moˆzˇe vyzeratˇ i tak, zˇe ilustra´ciu vytvoria pastelkami, akrylovy´mi alebo ole-
jovy´mi farbami alebo iny´mi klasicky´mi kresliacimi na´strojmi a naskenovane´ obrazy ne-
skoˆr upravuju´ digita´lnymi filtrami a sˇtetcami. Tradicˇne´ na´stroje sa im snazˇia vynahra´dzatˇ
v cˇo najva¨cˇsˇej miere softve´rove´ na´stroje. S koncept artom su´visı´ tvorba storyboardu.
Storyboard je na´vrhovy´ artefakt, ktory´ sa pouzˇı´va pri tvorbe roˆznych anima´ciı´, filmov,
webovy´ch alebo pocˇı´tacˇovy´ch hier. Slu´zˇi na to, aby autor prı´behu mohol vyjadritˇ a ko-
munikovatˇ svoju mysˇlienku tak, aby ju pochopili ostatnı´ spolupracovnı´ci, ktory´ ju budu´
realizovatˇ. Ide o hruby´ na´cˇrt sce´ny, ktora´ je zachytena´ graficky zorganizovany´mi na´cˇrtmi
v cˇasovej na´slednosti. Najdoˆlezˇitejsˇie je vyjadritˇ pomocou storyboardu odpovede na
ota´zky kto, cˇo, kedy, kde a precˇo. Storyboard je malˇovany´ rucˇne alebo pomocou di-
gita´lnych sˇtetcov.
Obra´zok 6: David Revoy: koncept art pre animovany´ film Blender Foundation - Sintel
Web-design
V ra´mci web-designu su´ digita´lne sˇtetce pouzˇı´vane´ vo velˇkej miere. Cˇi uzˇ ako korekcˇny´
na´stroj alebo dekoratı´vny na´stroj. Pomocou sˇtetcov vytva´raju´ dizajne´ri graficke´ elemen-
ty, ktore´ spa´jaju´ do celkov, prı´padne vytva´raju´ pestru´ ilustra´ciu. Su´cˇastˇou tvorby na´vrhu
dizajnu profesiona´lnej webovej stra´nky moˆzˇe bytˇ koncept, na´cˇrt webovej stra´nky. Pre
na´vrh dynamicke´ho a interaktı´vneho webove´ho obsahu sa vytva´ra, aj pomocou digi-
ta´lnych sˇtetcov, uzˇ spomı´nany´ storyboard. Sˇtetce sa pouzˇı´vaju´ aj na u´pravu fotografiı´
pre web. Ide o retusˇovanie, vytva´ranie nerealisticky´ch snı´mkov, tzv. foto manipula´cia.
Upravene´ a retusˇovane´ fotografie su´ vyuzˇı´vane´ na weboch roˆznych magazı´nov a obja-
vuju´ sa aj v tlacˇenej verzii.
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Pixel art
Rastrova´ grafika je tvorena´ pomocou mnozˇiny pixlov (obrazovy´ch bodov), ktore´ su´ u-
lozˇene´ v digita´lnom obra´zku v pravidelnej mriezˇke. Pixel art je druh umenia, v ktorom
umelec vytva´ra dielo na u´rovni pixlov. U´rovenˇ pixlov dosahuje pri velˇkom zva¨cˇsˇenı´
digita´lneho obrazu v oblˇu´benom grafickom editore. Autori ty´chto diel su´ navysˇe ob-
medzenı´ technolo´giou zobrazenia. Kedysi sa pixel art vytva´ral na stary´ch pocˇı´tacˇoch,
ktore´ dosahovali nı´zku bitovu´ hl´bku zobrazenia (pocˇı´tacˇe ako Atari, Amiga...). Dnes pi-
xel art nacha´dza uplatnenie naprı´klad v aplika´cia´ch na mobilny´ch telefo´noch alebo PDA
zariadeniach. V praxi sa najviac s pixel artom streta´vame v podobne ikon na ploche ope-
racˇne´ho syste´mu s graficky´m desktopovy´m prostredı´m (Windows, KDE, GNOME). Pixel
art nie je na´rocˇny´ na pouzˇite´ na´stroje v kresliacom softve´ri. Postacˇı´ bezˇny´ digita´lny sˇtetec
prı´tomny´ uzˇ v jednoduchy´ch aplika´cia´ch ako je Malˇovanie v MS Windows.
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3 Implementovane´ digita´lne sˇtetce
3.1 Soft brush
V kazˇdom pokrocˇilejsˇom grafickom editore urcˇenom pre digita´lne malˇovanie na´jdeme
digita´lny sˇtetec, ktory´ patrı´ do katego´rie sˇtetcov pracuju´cich na princı´pe oznacˇovanom v
anglickej literatu´re ako rubber-stamping. Sˇtetec je reprezentovany´ pomocny´m obrazom.
Nazy´vame ho maska sˇtetca. Maska sˇtetca je v jednotlivy´ch tˇahoch sˇtetca kombinovana´ s
obrazom, ktory´ reprezentuje pla´tno. Opera´cia kombina´cie sa oznacˇuje ako Bit BLIT (z an-
glicke´ho bit-block image transfer). Ta´to opera´cia kombinuje viacero obrazov do jedne´ho
vy´sledne´ho obrazu pomocou urcˇitej kompozitnej opera´cie. Kompozitna´ opera´cia moˆzˇe
bytˇ napr. alfa-miesˇanie (anglicky alpha blending). Graficke´ editory va¨cˇsˇinou podpo-
ruju´ velˇku´ mnozˇinu kompozitny´ch opera´ciı´. Program Krita, do ktore´ho integrujeme na-
vrhovane´ sˇtetce, podporuje momenta´lne 25 rastrovy´ch opera´ciı´. Koncept alfa kana´lu v
pocˇı´tacˇovej grafike sa vyuzˇı´va pra´ve pri ty´chto kompozitny´ch opera´cia´ch. Thomas Por-
ter a Tom Duff popı´sali aritmetiku kompozitny´ch opera´ciı´ vo svojom cˇla´nku [7] z roku
1984. Popisuju´ 12 za´kladny´ch opera´ciı´ a ich inverznu´ verziu. Mnoho dˇalsˇı´ch novy´ch
kompozitny´ch opera´ciı´ vycha´dza pra´ve z ty´chto 12 za´kladny´ch opera´ciı´, pricˇom sa mo-
difikuju´ funkcie, ktore´ kombinuju´ obrazy do vy´sledne´ho obrazu. Opera´cie sa cˇasto v
praxi delia do roˆznych katego´riı´ ako napr. aritmeticke´ opera´cie alebo opera´cie, ktore´ mo-
difikuju´ svetelnu´ zlozˇku farieb. Na obra´zku 7 vidı´me alfa-miesˇanie Soft brush sˇtetca s
gradientom.
Obra´zok 7: Kompozitna´ opera´cia alfa-miesˇanie
Sˇtetec, ktory´ bol implementovany´ v Krite tak, aby pracoval na princı´pe rubber-stamp-
ing, bol pomenovany´ Soft brush (v preklade ma¨kky´ sˇtetec). V Krite uzˇ podobny´ sˇtetec
existuje a je pomenovany´ na´zvom Pixel Brush, konkre´tne v mo´de pomenovanom ako
Auto brush. Motiva´ciou pre implementa´ciu bolo obozna´mitˇ sa s proble´mami pri imple-
menta´cii tohto typu sˇtetca a za´rovenˇ priniestˇ niecˇo nove´ a poku´sitˇ sa o efektı´vnejsˇı´ sˇtetec.
Efektı´vnejsˇı´ po stra´nke ry´chlosti a za´rovenˇ efektı´vnejsˇı´ pri jeho nastavovanı´ a pouzˇı´vanı´.
Masku sˇtetca moˆzˇeme urcˇitˇ dvoma za´kladny´mi spoˆsobmi. Procedura´lne, kedy pouzˇi-
jeme vy´pocˇet hodnoty jasu alebo alfa kana´lu pre jednotlive´ pixle alebo masku sˇtetca tvorı´
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priamo digita´lny obraz. Pokialˇ pouzˇijeme digita´lny obraz, naprı´klad fotografiu ulozˇenu´
v su´bore, ma´me dve mozˇnosti. Budˇ masku sˇtetca vykreslˇujeme s farebnou informa´ciou
obsiahnutou v obraze, alebo obraz konvertujeme na cˇiernobiely obraz a na´sledne ob-
raz interpretujeme ako alfa masku. Jednotlive´ body obrazu reprezentuju´ hodnotu alfa
kana´lu. Biely pixel znamena´ u´plnu´ priehlˇadnostˇ, cˇierny pixel znamena´ u´plne´ krytie.
Uzˇı´vatelˇ pri tejto variante moˆzˇe masku lˇubovolˇne zafarbovatˇ. Zvolı´ si farbu, ktorou mas-
ka bude vykreslˇovana´. Pixle obrazu urcˇuju´ len hodnotu alfa kana´lu. Tento spoˆsob je
velˇmi cˇasto pouzˇı´vany´ digita´lnymi umelcami. Svedcˇia o tom velˇke´ zbierky tohto ty-
pu sˇtetcov na webe. Rastrove´ programy pouzˇı´vaju´ pre sˇtetce vlastne´ su´borove´ forma´ty.
Program GIMP3 pouzˇı´va forma´ty GIH (skratka Gimp Image Hose), GBR (Gimp Brush) a
VBR (Variable brush). Su´borove´ forma´ty okrem samotne´ho digita´lneho obrazu obsahuju´
aj dˇalsˇie informa´cie ako je naprı´klad medzera (anglicky spacing), zmena mierky a dˇalsˇie
dynamicke´ vlastnosti. VBR forma´t obsahuje nastavenie sˇtetcove´ho syste´mu v textovej
podobe. Rozborom su´borove´ho forma´tu sˇtetcov programu Adobe Photoshop bolo zis-
tene´, zˇe jeden su´bor obsahuje mnozˇinu masiek sˇtetcov ulozˇeny´ch ako cˇiernobiely obraz
komprimovany´ pomocou RLE algoritmu. Okrem obrazu su´bor obsahuje mnoho dˇalsˇı´ch
atribu´tov, ktore´ konfiguruju´ sˇtetcovy´ syste´m a jeho dynamicke´ vlastnosti.
Procedura´lnym spoˆsobom definujeme tvar sˇtetca tak, zˇe zvolı´me urcˇite´ parametre.
Urcˇı´me pozˇadovany´ tvar, zvycˇajne je podporovany´ tvar elipsy alebo sˇtvoruholnı´ka. Uzˇı´-
vatelˇ definuje vy´sˇku a sˇı´rku zvolene´ho tvaru. Pokialˇ definuje vy´sˇku a sˇı´rku, cˇasto je
vyzˇadovane´, aby uzˇı´vatelˇske´ rozhranie umozˇnˇovalo uzamknu´tˇ pomer velˇkostı´ medzi
vy´sˇkou a sˇı´rkou. Pokialˇ nastane zmena velˇkosti vy´sˇky, sˇı´rka sa v aktua´lnom pome-
re prepocˇı´ta a takisto to platı´ pre zmenu sˇı´rky. Alternatı´vny spoˆsob zada´vania rozme-
rov zvolene´ho tvaru je kombina´cia parametrov priemer a pomer velˇkosti (anglicky as-
pect ratio). Tento spoˆsob je pouzˇity´ v implementovanom sˇtetci. Merna´ jednotka je vo
va¨cˇsˇine prı´padov pixel. Tvar dˇalej moˆzˇeme ovplyvnitˇ parametrami ako je zmena mierky
a rota´cia. Pre tieto zmeny pouzˇı´vame odpovedaju´ce transformacˇne´ matice pre rota´ciu a
zmenu mierky.
Obra´zok 8: Soft brush: procedura´lna maska, priemer 100 px,rota´ca 135 stupnˇov
3Dostupny´ na http://www.gimp.org
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Rasteriza´cia masky sˇtetca prebieha tak, zˇe sa zo zvoleny´ch parametrov sˇtetca spocˇı´ta
ohranicˇuju´ci priestor masky (anglicky bounding box). Pri uhle rota´cie 0 stupnˇov je priestor
dany´ priamo rozmermi sˇtetca, teda priemerom a pomerom stra´n. Pri odlisˇnej rota´cii vy-
tva´rame obdl´zˇnikovu´ oblastˇ danu´ rozmermi sˇtetca, na´sledne oblastˇ rotujeme okolo stre-
du oblasti o zadany´ uhol a spocˇı´tame ohranicˇuju´ci priestor, ktory´ je dany´ su´radnicami ro-
hov obdl´zˇnikovej oblasti. Tento priestor je opa¨tˇ obdl´zˇnikove´ho alebo sˇtvorcove´ho tvaru.
Na´sledne si vytvorı´me pomocny´ pixel buffer odpovedaju´ci rozmerom ohranicˇuju´ceho
priestoru. Jedny´m z parametrov sˇtetca je i aktua´lne zvolena´ farba. V procese rasteriza´cie
menı´me hodnotu alfa kana´lu zvolenej farby a ty´m tvorı´me vy´sledny´ tvar masky. Pre
hodnoty alfa kana´lu pouzˇı´vame urcˇitu´ matematicku´ funkciu. Spocˇı´tame pozı´ciu pixlu v
maske. Pouzˇijeme algoritmus, ktory´ bude precha´dzatˇ jednotlive´ riadky masky sˇtetca a
pre kazˇdy´ pixel spocˇı´tame hodnotu alfa kana´lu na za´klade stredovej rovnice pre elipsu.
float centerX = width ∗ 0.5 + subPixelX;
float centerY = height ∗ 0.5 + subPixelY;
for ( int y = 0; y < height; y++){
for ( int x = 0; x < width; x++){
float maskX = x − centerX;
float maskY = y − centerY;
float result = pow(maskX/a,2) + pow(maskY/b,2);
color .setOpacity(1.0 − result) ;
setPixel (x,y, color) ;
}
}
Vy´pis 1: Rasteriza´cia procedura´lnej masky sˇtetca
(
x
a
)2
+
(
y
b
)2
= 1 (1)
Vo vy´pise vidı´me vy´pocˇet stredu masky. Premenne´ width a height reprezentuju´ sˇı´rku
a vy´sˇku pixel bufferu. Premenne´ s prefixom subPixel su´ rea´lne cˇı´sla v rozsahu (0,1). Po-
kialˇ program umozˇnˇuje pouzˇı´vatˇ funkciu zoom, kedy uzˇı´vatelˇ moˆzˇe na´hlˇad na obraz
lˇubovolˇne zva¨cˇsˇovatˇ a zmensˇovatˇ a malˇovatˇ na obraz bez zmeny jeho velˇkosti, mali by
sme zahrnu´tˇ do vy´pocˇtu masky i presnostˇ na sub-pixel. Pri zobrazenı´ pla´tna s velˇkostˇou
zoomu 200% ma´ pixel dvojna´sobnu´ velˇkostˇ. Su´radnice, ktore´ posiela zariadenie, musia
bytˇ transformovane´ podlˇa hodnoty velˇkosti zoomu. To znamena´, zˇe su´radnice pozı´cie,
na ktoru´ ma´me vykreslitˇ masku sˇtetca su´ rea´lne. Su´radnice pre pozı´ciu pixel bufferu,
ktory´ bude na´sledne zlu´cˇeny´ kompozitnou funkciou s obrazom pla´tna, su´ vsˇak cele´ cˇı´sla.
Preto zohlˇadnˇujeme presnostˇ na sub-pixel vo vy´pocˇte rasteriza´cie masky sˇtetca zmenou
priehlˇadnosti pixlu.
Pokialˇ je hodnota stredovej rovnice mensˇia alebo rovna´ 1, dany´ pixel patrı´ do zvo-
lene´ho tvaru. Pre ostatne´ body nastavı´me hodnotu alfa kana´lu na u´plne priehlˇadny´ pi-
xel. Pixel vykreslı´me so zvolenou farbou a nastavı´me mu alfa kana´l na hodnotu funkcie,
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ktoru´ si zvolı´me. Niektore´ implementa´cie pouzˇı´vaju´ funkciu podobnu´ Gaussovej fun-
kcii ako napr. GIMP alebo sa pouzˇı´va i inverzna´ hodnota stredovej funkcie elipsy. V
implementovanom sˇtetci Soft brush uzˇı´vatelˇ moˆzˇe definovatˇ vlastnu´ funkciu. Uzˇı´vatelˇ
definuje body, cez ktore´ funkcia precha´dza. Na´sledne sa spocˇı´ta vektor hodnoˆt funkcie
danej krivkou. Velˇkostˇ vektora je dana´ polomerom masky a za´rovenˇ slu´zˇi i ako rozlı´sˇenie,
pri ktorom su´ hodnoty funkcie vzorkovane´. Hodnotu alfa kana´lu urcˇuje vy´sledok stre-
dovej rovnice elipsy, ktory´ slu´zˇi ako index prvku vo vektore. Kedˇzˇe ide o rea´lne cˇı´slo v
intervale (0.0,1.0), index moˆzˇeme urcˇitˇ dvoma spoˆsobmi. Vy´pocˇet mapovania jasu pre-
vedieme meto´dou najblizˇsˇı´ sused, pouzˇijeme zaokru´hlˇovanie.
Tento postup ma´ nevy´hody, vy´sledna´ maska sˇtetca je zasiahnuta´ aliasom a je teda
”zubata´“, uzˇı´vatelˇ vidı´ jednotlive´ prechody intenzity jasu farby. Alias vznika´ kvoˆli tomu,
zˇe spojitu´ velicˇinu reprezentuje diskre´tnou velicˇinou. Tento alias v implementa´ciı´ od-
stranˇujeme pomocou linea´rnej interpola´cie medzi viacery´mi prvkami vektoru. Vy´slednu´
hodnotu alfa kana´lu urcˇujeme medzi dvoma hodnotami vektora.
int getMappedOpacity(float result, int radius){
int index = result ∗ radius;
float fraction = result − floor ( result ) ;
float alpha = ((1.0 − fraction ) ∗ curveData[index] + fraction ∗ curveData[index+1]);
return OPACITY MAX ∗ alpha;
}
Vy´pis 2: Vy´pocˇet mapovania jasu linea´rnou implementa´ciou
Alias moˆzˇeme taktiezˇ odstra´nitˇ tak, zˇe hodnotu alfa kana´lu urcˇı´me priamo zo vzor-
ca pre vy´pocˇet definovanej funkcie. Vektor hodnoˆt bol pouzˇity´ kvoˆli vy´konnosti. Ine´
riesˇenie pouzˇı´va program GIMP. Funkciu reprezentuje vektorom so sˇtvorna´sobne va¨cˇsˇı´m
mnozˇstvom vzoriek hodnoˆt pouzˇitej funkcie ako je potrebne´ na vy´pocˇet masky. Vy-
kona´va urcˇity´ super-sampling.
Uzˇı´vatelˇom definovana´ funkcia ovplyvnˇuje vlasnostˇ, ktora´ sa oznacˇuje ako ”ma¨kkostˇ“
sˇtetca. Ta´to vlastnostˇ je oznacˇovana´ v graficky´ch editoroch niekedy ako tvrdostˇ (hard-
ness) alebo ma¨kkostˇ (softness). V ostatny´ch graficky´ch editoroch sa ma¨kkostˇ uda´va po-
mocou cˇı´selnej hodnoty, obdobny´ sˇtetec v Krite pouzˇı´va hodnoty vertical a horizontal
fade. Uzˇı´vatelˇom definovana´ krivka poskytuje mocnejsˇı´ na´stroj pri urcˇovanı´ vy´slednej
intenzity jednotlivy´ch pixlov. Umozˇnˇuje navysˇe kontrolovatˇ celkove´ krytie a nielen ma¨k-
kostˇ. Pomocou krivky doka´zˇe uzˇı´vatelˇ vytva´ratˇ omnoho zaujı´mavejsˇie masky sˇtetca a i
take´, ktore´ sa pomocou cˇı´selny´ch hodnoˆt nedaju´ vytvoritˇ. Cˇasto sa pri vykreslˇovanı´ tˇahov
tabletom mapuje tlak tabletu na priehlˇadnostˇ a zmenu velˇkosti. Zaujı´mava´ mozˇnostˇ a
kontrola nad tˇahom moˆzˇe bytˇ dosiahnuta´ i mapovanı´m tlaku tabletu na ma¨kkostˇ tˇahu.
Na obra´zku 9 vidı´me rozdiel medzi tˇahom s dynamickou zmenou priehlˇadnosti a zme-
nou ma¨kkosti.
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Obra´zok 9: Soft brush: dynamicka´ zmena priehlˇadnosti a ma¨kkosti
Do modelu sˇtetca Soft brush bol pridany´ dˇalsˇı´ parameter s na´zvom hustota (anglicky
density). Tento parameter percentua´lne urcˇuje hustotu pixlov v zvolenom tvare. Napr.
pri hustote 50% je polovica pixlov tvoriacich masku nahradena´ pixlom, ktory´ je u´plne
priehlˇadny´ a ty´m vyvola´va dojem chy´baju´ceho bodu pri na´slednej kompozı´cii masky s
pla´tnom. Tento efektu sa pouzˇı´va napr. na jednoduchu´ simula´ciu kriedy, pastelky alebo
kresby uhlˇom.
Obra´zok 10: Soft brush: kresba uhlˇom, hustota 33%
Dˇalsˇie podporovane´ vlastnosti su´ vsˇeobecnejsˇieho charakteru. Vlastnostˇ, ktora´ sa
vola´ medzera (anglicky spacing), definuje ako dˇaleko sa v tˇahu sˇtetca nacha´dzaju´ jednot-
live´ masky sˇtetca. Uzˇı´vatelˇ definuje velˇkostˇ medzery percentua´lne z priemeru zvolene´ho
tvaru. Vy´sledna´ velˇkostˇ je v jednotka´ch pixlov a je pouzˇita´ pri vzorkovanı´ tˇahu sˇtetca.
Tˇah sˇtetca je tvoreny´ tak, zˇe maska sˇtetca je vykreslˇovana´ v konsˇtantny´ch vzdialenostiach
pozdl´zˇ tˇahu. Konsˇtantny´ interval je udany´ pra´ve medzerou. Cˇı´m je medzera mensˇia, ty´m
na´rocˇnejsˇie je vykreslˇovanie tˇahu, pretozˇe maska sˇtetca sa musı´ rasterizovatˇ viackra´t ako
pri vysˇsˇı´ch hodnota´ch medzere. Pri nı´zkych hodnota´ch je tˇah plynuly´ a pri vysoky´ch
hodnota´ch rozpozna´vame jednotlive´ masky sˇtetca.
Dˇalsˇia vlastnostˇ vsˇeobecnejsˇieho charakteru sa nazy´va trasenie (anglicky jittering).
Taktiezˇ definujeme vzdialenostˇ v pixloch percentua´lne z polomeru zvolene´ho tvaru. Vzdia-
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Obra´zok 11: Soft brush: medzera 50% a 100%
lenostˇ je vsˇak pouzˇita´ na vychylˇovanie pozı´cie masky sˇtetca pocˇas tˇahu. Ta´to vlast-
nostˇ umozˇnˇuje simulovatˇ trasenie ruky pri malˇovanı´. Vyuzˇı´vame pri tom genera´tor
na´hodny´ch cˇı´sel, pomocou ktore´ho generujeme na´hodny´ vektor posunutia.
x = x + (2 ∗ radius ∗ random(0.0,1.0) − radius) ∗ jitter ;
y = y + (2 ∗ radius ∗ random(0.0,1.0) − radius) ∗ jitter ;
Vy´pis 3: Vy´pocˇet su´radnı´c pri trasenı´
Funkcia random() vracia cˇı´slo v rozsahu (0,1). Polomer tvaru je v premennej radius.
Jitter je rea´lne cˇı´slo, ktore´ vyjadruje percentua´lne velˇkostˇ posunu. V implementa´cii v
programe Krita je v rozsahu (0.0,5.0) pricˇom horna´ hranica znamena´ maxima´lny mozˇny´
posun 500% z polomeru tvaru sˇtetca.
Obra´zok 12: Soft brush: trasenie s hodnotou 0.2 (20%)
S digita´lnym malˇovanı´m je spojene´ i pouzˇitie vstupny´ch zariadenı´, ktore´ poskytuju´
viac stupnˇov volˇnosti ako je graficky´ tablet. Tablet v kombina´ciı´ s perom poskytuje in-
forma´cie o tlaku, sklone , prı´padne o rota´ciı´. Tieto vlastnosti podporujeme i v navrho-
vany´ch sˇtetcoch. Tieto vlastnosti oznacˇujeme ako dynamicke´ vlastnosti sˇtetca.
Zmena velˇkosti tvaru je cˇasto dynamicka´ vlastnostˇ. Tlak pera ovplyvnˇuje rozmery
masky sˇtetca. S va¨cˇsˇı´m tlakom pri malˇovanı´ vytva´rame va¨cˇsˇiu masku sˇtetca. Zmena tva-
ru prebieha tak, zˇe je zachovany´ pomer stra´n dane´ho tvaru. Rota´cia pera moˆzˇe bytˇ mapo-
vana´ na rota´ciu masky sˇtetca. To znamena´, zˇe pokialˇ je tvar sˇtetca elipsa, uzˇı´vatelˇ moˆzˇe
rotovatˇ elipsou okolo jej stredu pocˇas tˇahu. Dˇalsˇia podporovana´ vlastnostˇ je dynamicke´
krytie masky sˇtetca. Tlak ovplyvnˇuje alfa kana´l pri kompozı´cii masky sˇtetca s pla´tnom. Je
to velˇmi pouzˇı´vana´ vlastnostˇ pri digita´lnom malˇovanı´. Vlastnosti demonsˇtruje obra´zok
13.
Poku´sili sme sa doplnitˇ tieto bezˇne´ vlastnosti o mozˇnostˇ mapovatˇ tlak pera na dˇalsˇie
vlastnosti farby. Zvolili sme si farebny´ model HSV.Tento model popisuje fyzika´lne vnı´-
manie farby. Pouzˇı´va k tomu atribu´ty odtienˇ farby (hue), sy´tostˇ farby (saturation) a
intenzitu farby (value). Odtienˇ farby vystihuje meno, ktore´ je pouzˇite´ pre konkre´tnu
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Obra´zok 13: Soft brush: dynamika velˇkosti, rota´cia tvaru a zmena krytia masky
farbu. Naprı´klad cˇervena´, modra´, zelena´, zˇlta´ a podobne. Vo farebnom modeli je at-
ribu´t odtienˇa reprezentovany´ pomocou uhla v rozsahu 0 azˇ 360 stupnˇov. Sy´tostˇ far-
by su´visı´ s jej priezracˇnostˇou alebo cˇistotou vnı´mania. V modeli je atribu´t reprezento-
vany´ percentua´lne. 100% hodnota satura´cie vyjadruje cˇı´ru farbu, pre mensˇie hodnoty
farba bledne. Intenzita farby je taktiezˇ vyjadrena´ percentua´lne. Vyjadruje vlastnosti far-
by z pohlˇadu svetlosti a tmavosti. Uzˇı´vatelˇ moˆzˇe teda dynamicky v sˇtetci Soft brush
menitˇ odtienˇ farby, jej sy´tostˇ a jas pomocou tlaku. Kazˇdu´ zlozˇku farebne´ho priestoru
HSV moˆzˇe kontrolovatˇ samostatne. Navysˇe moˆzˇe pouzˇitˇ implementovane´ automaticke´
znizˇovanie alebo zvysˇovanie farby a ty´m simulovatˇ zaujı´mave´ efekty i bez tabletu. Au-
tomaticke´ znizˇovanie alebo zvysˇovanie funguje tak, zˇe pri kazˇdom vykreslenı´ masky
zva¨cˇsˇı´me pocˇı´tadlo sˇtetca, ktore´ bolo inicializovane´ na hodnotu 0. Uzˇı´vatelˇ definuje ma-
xima´lnu hodnotu pocˇı´tadla. Moˆzˇeme ju nazvatˇ dl´zˇka. Podiel hodnoty pocˇı´tadla a dl´zˇky
pouzˇijeme ako parameter transforma´cie zlozˇky farebne´ho modelu HSV. Podiel pocˇı´tame
v rea´lnych cˇı´slach. Zı´skame hodnotu v intervale (0,1). Pokialˇ pocˇı´tadlo prekrocˇı´ hod-
notu dl´zˇky, moˆzˇeme pocˇı´tadlo nastavitˇ na vy´chodziu hodnotu, prı´padne pocˇı´tadlo dˇalej
nezvysˇovatˇ. Uzˇı´vatelˇ moˆzˇe nastavitˇ, cˇi dany´ atribu´t rastie alebo klesa´. Pri klesanı´ at-
ribu´tu pouzˇı´vame vy´sledok delenia so za´porny´m znamienkom. Priebeh zmeny kon-
troluje uzˇı´vatelˇ krivkou, cˇı´m dosiahne va¨cˇsˇiu kontrolu nad farebnou transforma´ciou.
Efektı´vnejsˇie kontroluje zmenu vlastnosti tlak tabletu. Tlak tabletu posunieme do in-
tervalu (0,1) a tu´to hodnotu pouzˇijeme na transforma´ciu zvolenej zlozˇky HSV modelu.
Tlak moˆzˇeme mapovatˇ na interval (-1,1), a ty´m dosiahneme, zˇe tlak za´rovenˇ kontroluje
zva¨cˇsˇenie aj zmensˇenie atribu´tu za´rovenˇ. Niektore´ graficke´ tablety poskytuju´ informa´cie
o sklone pera v osa´ch X a Y. Tu´to informa´ciu moˆzˇeme pouzˇitˇ na kontrolu zmeny zlozˇiek
HSV modelu. Atribu´ty moˆzˇeme kontrolovatˇ roˆznymi dˇalsˇı´mi hodnotami ako je vygene-
rovane´ na´hodne´ cˇı´slo, uhol tˇahu, ry´chlostˇ tˇahu a podobne.
Soft brush nacha´dza velˇmi sˇiroke´ pouzˇite v praxi digita´lneho maliara. Je vhodny´
pre tvorbu skı´c, prvy´ch na´cˇrtov ale i na malˇbu detailov. Pouzˇı´va sa takmer na vsˇetko.
Je to jednoduchy´ sˇtetec, ale patrı´ k najpouzˇı´vanejsˇı´m sˇtetcom, aj pre jeho jednoduche´
ovla´danie. Pomocou dˇalsˇı´ch parametrov, ktory´mi sme sˇtetec rozsˇı´rili moˆzˇeme, zefektı´vnitˇ
pra´cu pri digita´lnom malˇovanı´. Krivka ma¨kkosti je efektı´vnejsˇı´ spoˆsob nastavovania
masky sˇtetca ako poskytuje poˆvodny´ sˇtetec Pixel Brush v Krite. Pomocou parametra
hustoty moˆzˇeme navysˇe modelovatˇ me´dia´ ako je uholˇ, pastelka alebo krieda. Dynamicke´
zmeny vlastnostı´ farby sˇtetca v modele HSV poskytuje zaujı´mave´ riesˇenie proble´mu ”put-
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Obra´zok 14: Soft brush: dynamicka´ zmena odtienˇa,sy´tosti a intenzity farby pocˇas tˇahu
that-color-there“, ktory´ spomı´na Paul Haeberli v [3] a ktory´ sme vysvetlili v cˇasti 2.1. Tento
sˇtetec bol pouzˇity´ pri tvorbe malˇby, ktoru´ vidı´me na obra´zku 39 v prı´lohe.
3.2 Hairy brush
Odlisˇnu´ mnozˇinu sˇtetcov tvoria digita´lne sˇtetce, ktore´ sa snazˇia o simula´ciu skutocˇny´ch
sˇtetcov a nepouzˇı´vaju´ len staticku´ masku sˇtetca pouzˇitu´ v sˇtetci Soft brush, ktoru´ opa-
kovane prilepuju´ na pozı´cie tˇahu. O prvy´ odlisˇny´ model sa snazˇil Steve Strassman, ako
sme uzˇ spomı´nali v kapitole 2.1. Strassmannov sˇtetec je vsˇak navrhnuty´ tak, zˇe nefungu-
je v rea´lnom cˇase interaktı´vne. Strassmann bol vo svojej dobe ohranicˇeny´ schopnostˇami
hardve´ru. Existuju´ implementa´cie Strassmannovho sˇtetca 4, ktore´ uzˇ v rea´lnom cˇase fun-
guju´, avsˇak iba pre male´ pla´tno s rozmermi do stoviek pixlov. Preto som sa poku´sil o
vlastny´ model sˇtetca, ktory´ pracuje v rea´lnom cˇase a bez limitu na velˇkostˇ pla´tna.
Poˆvodny´ na´zov vyvı´jane´ho sˇtetca bol sumi-e. Je to origina´lny na´zov pre cˇı´nsky sˇtetec.
Cˇı´nske sˇtetce sa vyvinuli aj pre potreby kaligrafie. Vy´skum v oblasti simula´cie tohto
sˇtetca pokracˇuje v Cˇı´ne, kde sa snazˇia vyuzˇitˇ simula´ciu sˇtetca pri tvorbe fontov [14].
Neskoˆr bol sˇtetec premenovany´ na Hairy brush, cˇizˇe vlasovy´ sˇtetec. Sˇtetec totizˇ nesi-
muluje verne cˇı´nsky sˇtetec, ako sa o to snazˇia inı´ autori [1]. Ide o vsˇeobecnejsˇı´ model
sˇtetca,jeho u´cˇel je skoˆr poskytnu´tˇ sˇka´lu zaujı´mavy´ch efektov, ktore´ pripomı´naju´ sˇtetce
tvorene´ sˇtetinami.
Pre sˇtetec bol vytvoreny´ jednoduchy´ model spra´vania. Stopu sˇtetca vytva´ra mo-
del cˇastı´c. Cˇastice nazy´vame sˇtetiny (anglicky bristle). Kazˇda´ sˇtetina ma´ nasledovne´
vlastnosti: poloha, dl´zˇka, mnozˇstvo atramentu a farba. Poloha sˇtetiny je vyjadrena´ v
2D su´radniciach. Rea´lne cˇı´sla x a y vyjadruju´ vzdialenostˇ sˇtetiny od pocˇiatku su´radnej
su´stavy, a teda i od stredu masky sˇtetca. Dl´zˇka sˇtetiny je relatı´vna velicˇina, urcˇujeme
ju rea´lnym cˇı´slom v intervale (0,1). Mnozˇstvo tusˇu je tiezˇ relatı´vne,vyjadrene´ rea´lnym
4Implementa´cia pomocou Java appletu je dostupna´ na http://acg.media.mit.edu/people/
golan/brush/
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cˇı´slom v intervale (0,1). Farba sˇtetiny je reprezentovana´ pixlom.
Obra´zok 15: Hairy brush: model sˇtetca, dl´zˇku sˇtetı´n urcˇuje intenzita a alfa kana´l pixlu
Predty´m nezˇ zacˇneme vykreslˇovatˇ tˇah sˇtetca, najprv vytvorı´me na za´klade uzˇı´vatelˇ-
sky´ch parametrov pocˇiatocˇny´ tvar sˇtetca. Maska sˇtetca slu´zˇi iba na urcˇenie pozı´cie sˇtetiny
v ra´mci tvaru. Uzˇı´vatelˇ urcˇuje tvar sˇtetca, ktory´ je tvoreny´ mnozˇinou sˇtetı´n. Sˇtetina´m
urcˇuje spomı´nane´ vlastnosti ako je dl´zˇka, poloha. Na urcˇenie komplexnej mnozˇiny vlast-
nostı´ sme zvolili digita´lny obraz. Digita´lny obraz je zı´skany´ z procedura´lnej masky
alebo uzˇı´vatelˇ priamo zvolı´ konkre´tny obraz v uzˇı´vatelˇskom rozhranı´. Tento spoˆsob
urcˇenia tvaru je velˇmi flexibilny´, pretozˇe umozˇnˇuje vytva´ratˇ zlozˇite´ tvary jednoduchy´m
spoˆsobom. Pozı´cia sˇtetiny je dana´ vzdialenostˇou od stredu dvojrozmernej karte´zskej
su´radnej su´stavy. Stred su´radnej su´stavy je polozˇeny´ v strede vstupne´ho digita´lneho
obrazu. Stred obrazu je zvoleny´ kvoˆli jednoduchosti, uzˇı´vatelˇ nemusı´ definovatˇ dˇalsˇı´ pa-
rameter. Za´rovenˇ su´ velˇmi cˇaste´ masky sˇtetca, ktore´ maju´ tvar kruhu alebo elipsy. Stred
su´radnej su´stavy vsˇak moˆzˇe bytˇ v lˇubovolˇnom mieste. Jednotlive´ sˇtetiny maju´ pridelene´
celocˇı´selne´ su´radnice.
int width = image.width();
int height = image.height();
int centerX = width ∗ 0.5;
int centerY = height ∗ 0.5;
for ( int y = 0; y < height; y++){
for ( int x = 0; x < width; x++){
bristle .setX(x − centerX);
bristle .setY(y − centerY);
}
}
Vy´pis 4: Vy´pocˇet su´radnı´c sˇtetı´n
Z dimenzie vstupne´ho obrazu spocˇı´tame stred masky. V tomto prı´pade ignorujeme
informa´ciu o sub-pixel pozı´ciı´ v porovnanı´ so Soft brush sˇtetcom, pretozˇe rozmiestnenie
sˇtetı´n vytva´rame v kroku, kedy ta´to informa´cia nie je dostupna´ a sub-pixel pozı´cia nie
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je velˇmi podstatna´ v nasˇom modeli. Jednotlive´ pozı´cie sˇtetı´n moˆzˇeme prı´padne posunu´tˇ
o sub-pixel posun pri prvom kontakte sˇtetca s pla´tnom. Na´sledne iterujeme obrazom a
pocˇı´tame su´radnice kazˇdej sˇtetiny v sˇtetci. Mnozˇstvo atramentu v sˇtetine je na zacˇiatku
nastavene´ na rea´lnu hodnotu 1, ktora´ reprezentuje 100% mnozˇstvo atramentu.
Dl´zˇku sˇtetiny urcˇujeme opa¨tˇ z digita´lneho obrazu. Konkre´tne z jasu dane´ho pixlu a
hodnoty alfa kana´lu pixlu (obra´zok 15). Jas I urcˇujeme vo farebnom obraze reprezento-
vanom vo farebnom priestore RGB pomocou vzorca 2.
I = R ∗ 0.3 +G ∗ 0.59 +B ∗ 0.11 (2)
for ( int y = 0; y < image.height(); y++)
for ( int x = 0; x < image.width(); x++){
color = image.getPixel(x,y) ;
float length = ((255 − qGray(color)) ∗ qAlpha(color)) / 255;
length /= 255.0;
}
}
Vy´pis 5: Vy´pocˇet dl´zˇky sˇtetiny z jasu a hodnoty alfa kana´lu pixlu
Premenna´ color reprezentuje pixel vo farebnom priestore RGBA. Funkcia qGray vracia
hodnotu jasu pixlu podlˇa vzorca 2. Funkcia qAlpha 5 vracia hodnotu alfa kana´lu pixlu. Pi-
xel, ktory´ je u´plne tmavy´, ma´ hodnotu 0. Ta´to hodnota vsˇak reprezentuje v nasˇom modeli
sˇtetinu s maxima´lnou dl´zˇkou. Preto hodnotu obra´time. Pokialˇ pracujeme s digita´lnym
obrazom, pixel je ulozˇeny´ v 8-bitovom farebnom priestore, cˇizˇe maxima´lna hodnota ja-
su je 255. Hodnotu mapujeme na rea´lne cˇı´slo v intervale (0,1). Pokialˇ by sme chceli
podporovatˇ roˆzne farebne´ priestory, vzˇdy berieme intenzitu farby ako dl´zˇku sˇtetiny. Do
u´vahy berieme alfa kana´l. V prı´pade, zˇe ide o pixel, ktory´ je u´plne priehlˇadny´, sˇtetinu
nezaradı´me do tvaru sˇtetca. Ty´mto krokom teda moˆzˇeme vytva´ratˇ komplikovane´ tvary
sˇtetca.
Obra´zok 16: Hairy brush: farebna´ maska urcˇuje sˇtetina´m farbu
Posledny´ atribu´t je farba. Uzˇı´vatelˇovi poskytujeme dve mozˇnosti. Budˇ zvolı´ mas-
ku sˇtetca, ktora´ je farebna´ a teda poskytuje farebnu´ informa´ciu. Farebny´ tˇah vidı´me na
obra´zku 16. Alebo uzˇı´vatelˇ zvolı´ jednu farbu, ktora´ bude pouzˇita´ pre kazˇdu´ sˇtetinu. Fa-
rebna´ maska je v tomto prı´pade pouzˇita´ tak, zˇe je prevedena´ na cˇiernobiely obraz a urcˇuje
5Funkcie qGray a qAlpha su´ su´cˇastˇou pouzˇite´ho frameworku Qt 4.6.x
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len dl´zˇku sˇtetı´n intenzitou jednotlivy´ch pixlov.
Do modulu sˇtetca boli pridane´ dˇalsˇie parametre, ktore´ kontroluju´ pocˇet sˇtetı´n v mas-
ke sˇtetca kvoˆli vy´konu sˇtetca. Uzˇ pre male´ digita´lne obrazy s rozmermi do stoviek pixlov
zı´skame velˇke´ mnozˇstvo sˇtetı´n, ktore´ znizˇuju´ odozvu sˇtetca. Kazˇdy´ pixel reprezentuje
sˇtetinu. V digita´lnom malˇovanı´ su´ bezˇne´ velˇke´ sˇtetce s rozmermi do 1000 pixlov. Pa-
rameter, ktory´ ovplyvnˇuje pocˇet sˇtetı´n, nazy´vame hustota (anglicky density). Uzˇı´vatelˇ
definuje ake´ percento sˇtetı´n bude pouzˇite´ vo vy´slednom tvare sˇtetca. Pri 100% hustote
su´ sˇtetiny kladene´ jedna vedlˇa druhej vo vzdialenosti jedne´ho pixlu. Pri znı´zˇenı´ hustoty
su´ sˇtetiny vyradˇovane´ pomocou genera´tora na´hodny´ch cˇı´sel s uniformnou distribu´ciou.
To znamena´, zˇe kazˇda´ sˇtetina je vyradˇovana´ s rovnakou pravdepodobnostˇou. Pri na-
stavenı´ hustoty na 50% je polovica sˇtetı´n vyradena´. Tento parameter je cˇastˇou procesu
predspracovania sˇtetı´n. Pomocou neho je dosiahnuta´ dˇalsˇia roˆznorodostˇ stopy sˇtetca.
Pri tˇahu sˇtetca s husty´mi maskami velˇa sˇtetı´n prekreslˇuje rovnaku´ cˇastˇ pla´tna a vy´sledok
tˇahu je velˇmi podobny´ i s ovelˇa nizˇsˇı´m pocˇtom sˇtetı´n ako vidı´me na obra´zku 17. Husta´
maska sˇtetca je taka´, ktora´ obsahuje velˇmi maly´ pocˇet pixlov, ktore´ su´ u´plne priehlˇadne´.
Znı´zˇenı´m pocˇtu sˇtetı´n v ty´chto prı´padoch zlepsˇujeme odozvu sˇtetca.
Obra´zok 17: Hairy brush: hustota 100% sˇtetı´n a 30% sˇtetı´n.
Druha´ mozˇnostˇ pri ovplyvnˇovanı´ pocˇtu sˇtetı´n je priamo urcˇitˇ ich pocˇet. Opa¨tˇ po-
uzˇijeme genera´tor na´hodny´ch cˇı´sel s uniformnou distribu´ciou. Uzˇı´vatelˇ urcˇı´, aky´ pocˇet
sˇtetı´n chce. Zo vsˇetky´ch sˇtetı´n, ktore´ zı´skame, na´sledne vyberieme na´hodne dany´ pocˇet
sˇtetı´n. Vy´ber sˇtetı´n moˆzˇe dˇalej sˇpecifikovatˇ vlastnostˇ sˇtetiny. Moˆzˇeme preferovatˇ skoˆr
dlhsˇie sˇtetiny alebo sˇtetiny, ktory´ch poloha od stredu masky sˇtetca je nizˇsˇia. Preferova-
nie zarucˇı´me tak, zˇe sˇtetiny podlˇa vlastnosti zoradı´me vo vektore a vybera´me na´sledne z
cˇasti vektoru, v ktorej sˇtetiny s danou vlastnostˇou dominuju´.
Pocˇas tˇahu rea´lneho cˇı´nskeho sˇtetca sa pla´tna doty´kaju´ iba niektore´ sˇtetiny. Tu´to sku-
tocˇnostˇ taktiezˇ modelujeme v sˇtetci pomocou volitelˇne´ho parametru orezanie (anglicky
threshold). Kazˇda´ sˇtetiny ma´ parameter dl´zˇky. Pri vykreslˇovanı´ tˇahu vykreslˇujeme len
sˇtetiny, ktore´ sa aktua´lne pla´tna doty´kaju´. Test dotyku vykona´vame pomocou tlaku,
ktory´ poskytuje tablet. Pokialˇ je sˇtetina kratsˇia ako je aktua´lny tlak, sˇtetina je vyradena´.
Test prebieha v ra´mci kazˇdej u´secˇky, ktora´ vzorkuje tˇah. Orezanie vizua´lne menı´ tˇah
sˇtetca. Hrany sˇtetca na obra´zku 18 neobsahuju´ kra´tke sˇtetiny a ty´m vznika´ tˇah, ktory´ je
tvrdsˇı´ bez ma¨kky´ch prechodov jasu v porovnanı´ s tˇahom bez orezania.
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Obra´zok 18: Hairy brush: tˇah s orezanı´m kra´tkych sˇtetı´n a bez orezania
Po vytvorenı´ reprezenta´cie masky sˇtetca moˆzˇeme zacˇatˇ vykreslˇovatˇ tˇah sˇtetca. Va¨cˇsˇina
sˇtetcov v programe Krita vyuzˇı´va procedu´ru, ktora´ vzorkuje tˇah sˇtetca. Kedˇ uzˇı´vatelˇ
vstupny´m zariadenı´m (pocˇı´tacˇova´ mysˇ alebo tablet) kreslı´ trajekto´riu sˇtetca, pricˇom sa
menı´ poloha kurzoru na pla´tne, procedu´ra vytva´ra volanie funkcie, ktora´ poskytuje pa-
rameter predcha´dzaju´cej polohy a aktua´lnej polohy. Ty´m vytva´ra pre sˇtetec tˇahy, ktore´
su´ vzorkovane´ pomocou u´secˇiek. API programu Krita navysˇe umozˇnˇuje pouzˇitˇ pro-
cedu´ru, ktora´ vzorkuje jednotlive´ u´secˇky na pozı´cie na za´klade uzˇı´vatelˇsky definovanej
vzdialenosti. Tu´to procedu´ru vyuzˇı´va sˇtetec Soft brush. Vzdialenostˇ definuje pomocou
parametra medzera. V sˇtetci Hairy brush pouzˇı´vame procedu´ru, ktora´ vzorkuje cely´ tˇah
sˇtetca len do u´rovne u´secˇiek.
Vykreslˇovanie prebieha tak, zˇe najprv si spocˇı´tame uhol u´secˇky tˇahu s osou x. Vsˇetky
sˇtetiny rotujeme uhlom, ktory´ zviera u´secˇka tˇahu s osou x. Vyuzˇı´vame vlastnostˇ sˇtetiny,
jej poloha je dana´ v su´radnicovej su´stave masky, takzˇe sˇtetinu pred rota´ciou neposu´vame
vzhlˇadom na pozı´ciu sˇtetca v pla´tne. Rota´ciou sˇtetı´n uhlom u´secˇky dosiahneme to, zˇe
tvar sˇtetca, a teda sˇtetiny sleduju´ trajekto´riu sˇtetca. Rota´cia moˆzˇe bytˇ volitelˇny´ para-
meter, sˇtetiny by sme nemuseli rotovatˇ avsˇak ich rota´ciou zvysˇujeme realistickostˇ tˇahu
sˇtetca.
float dx = endX − startX;
float dy = endY − startY;
double angle = atan2(dy/dx);
Vy´pis 6: Vy´pocˇet uhla cˇasti tˇahu
Kazˇdu´ sˇtetinu vykreslˇujeme samostatne, pretozˇe ma´ svoju vlastnu´ trajekto´riu. U-
zˇı´vatelˇ trajekto´riu sˇtetı´n moˆzˇe ovplyvnˇovatˇ pomocou dˇalsˇı´ch parametrov. Prvy´ para-
meter je na´hodne´ posunutie sˇtetiny (anglicky random offset). Pre sˇtetinu vygenerujeme
na´hodne´ posunutie, pricˇom jeho velˇkostˇ je obmedzena´ uzˇı´vatelˇsky definovanou hodno-
tou. Pomocou tohto atribu´tu dosiahneme jednoduchu´ simula´ciu nerovnostı´ na pla´tne,
ktore´ na´hodne modifikuju´ trajekto´riu sˇtetiny. Tento efekt vidı´me na obra´zku 19, kde sme
vykreslili dra´hu jednej sˇtetiny s roˆznymi hodnotami na´hodne´ho posunutia. Pri vysoky´ch
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hodnota´ch docha´dza k zva¨cˇsˇeniu stopy sˇtetca.
Obra´zok 19: Hairy brush: na´hodne´ posunutie sˇtetiny s hodnotami 0, 0.4, 1, 1.4, 2.0
Druhy´ atribu´t definuje zmenu mierky. Zmena mierky pri sˇtetcoch ako je napr. Soft
brush, zva¨cˇsˇuje vy´sledny´ tvar sˇtetca pricˇom sa menı´ maska sˇtetca. Aj v prı´pade toh-
to sˇtetca chceme, aby docha´dzalo k zva¨cˇsˇeniu. Avsˇak nechceme, aby sa menila maska
sˇtetca, pretozˇe ta´ definuje pocˇet sˇtetı´n a je pre jeden tˇah nemenna´. Nechceme menitˇ
pocˇet sˇtetı´n v maske. Zmenu velˇkosti stopy, ktoru´ sˇtetec zanecha´va, dosahujeme tak,
zˇe su´radnice sˇtetı´n transformujeme pomocou matice pre zmenu mierky. Ty´m vzniknu´
va¨cˇsˇie medzery medzi sˇtetinami a zva¨cˇsˇı´ sa tvar. Pri velˇky´ch hodnota´ch rozpozna´vame
jednotlive´ sˇtetiny. Tento efekt vsˇak umelci doka´zˇu vyuzˇitˇ ako vidı´me napr. na obra´zku
35. Samy Lang pouzˇil Hairy brush na tvorbu dazˇdˇa v malˇbe pomenovanej Rain. Zmena
mierky je namapovana´ na tlak, ktory´ poskytuje tablet. Va¨cˇsˇı´m tlakom sa sˇtetiny od seba
pocˇas tˇahu sˇtetca viac oddelˇuju´, docha´dza k rozprestreniu ich pozı´ciı´.
Dˇalsˇı´ parameter je skosenie. Uzˇı´vatelˇ definuje skosenie a ty´m menı´ tvar sˇtetca. Tento
parameter je insˇpirovany´ skoseny´mi tvarmi sˇtetcov, ktory´ch pouzˇitie je cˇaste´ s kaligra-
ficky´mi tˇahmi. Jednotliva´ sˇtetina je teda transformovana´ na´hodny´m vektorom posunu-
tia, zmenou mierky a na´sledne skosenı´m.
Po transforma´ciı´ vykreslˇujeme trajekto´riu sˇtetiny. Spocˇı´tame pocˇiatocˇnu´ a koncovu´
su´radnicu sˇtetiny tak, zˇe ju posunieme do pocˇiatocˇne´ho a koncove´ho bodu u´secˇky tˇahu
a pomocou algoritmu pre rasteriza´ciu u´secˇky spocˇı´tame vektor poloˆh pixlu. Moˆzˇeme
pouzˇitˇ algoritmus Bresenshama alebo DDA algoritmus. Pri vy´pocˇte dra´hy sˇtetiny si
musı´me pama¨tatˇ predcha´dzaju´cu transformovanu´ polohu sˇtetiny, pretozˇe chceme aby
dra´ha sˇtetiny bola spojita´. Ta´to mozˇnostˇ je v sˇtetci vsˇak volitelˇny´ parameter. Moˆzˇeme to-
tizˇ vygenerovatˇ novu´ pocˇiatocˇnu´ su´radnicu. Prı´tomnostˇou na´hodne´ho posunutia bude
vzˇdy ina´. Ty´m sme umozˇnili vytvoritˇ ”dazˇdˇovy´ efekt“ v spomı´nanej malˇbe Rain.
Namiesto vykreslˇovania pozı´ciı´ si uklada´me do vektora jednotlive´ pozı´cie pixlov ras-
terizovanej dra´hy. Algoritmy pre rasteriza´ciu va¨cˇsˇinou pracuju´ s celocˇı´selny´mi su´radni-
cami. Pocˇiatocˇne´ a koncove´ su´radnice su´ vsˇak rea´lne. Sub-pixlova´ presnostˇ je teda za-
nedbana´. Proble´m moˆzˇeme riesˇitˇ naprı´klad tak,zˇe upravı´me algoritmus rasteriza´cie tak,
aby pracoval s rea´lnymi cˇı´slami. Prı´padne po spocˇı´tanı´ dra´hy pixlov linea´rne interpolu-
26
jeme informa´ciu o sub-pixel pozı´cii a pripocˇı´tame ju k pozı´cii kazˇde´ho pixlu. Informa´ciu
o sub-pixel pozı´cia´ch moˆzˇeme vyuzˇitˇ pre anti-aliasing dra´hy sˇtetiny.
Obra´zok 20: Wu cˇastica: vlˇavo cˇastice s rea´lnymi su´radnicami, vpravo ich vykreslenie
Anti-aliasing dra´hy sˇtetiny moˆzˇeme riesˇitˇ pomocou cˇastı´c oznacˇovany´ch ako Wu pi-
xel [2]. Sˇtetiny reprezentujeme pri vykreslˇovanı´ pixlom. Su´radnice pixlu su´ rea´lne. Pra´ve
tento fakt vyuzˇı´va Wu pixel, pre ktory´ platı´, zˇe celkovy´ jas vykresleny´ch pixlov sa rovna´
jasu cˇastice. Jeden pixel je vykreslˇovany´ maxima´lne sˇtyrmi pixlami, ktory´ch su´cˇet jasov
je rovny´ poˆvodne´mu jasu cˇastice ako vidı´me na obra´zku 20. Pri vykreslˇovanı´ pocˇı´tame
oblastˇ, ktoru´ pixel pokry´va. Namiesto vy´pocˇtu intenzity, ktoru´ popisuje Hugo Elias [2],
moˆzˇeme pocˇı´tatˇ hodnotu alfa kana´lu.
int alpha = color .alpha() ;
int ipx = int ( pixelPosition .x() ) ;
int ipy = int ( pixelPosition .y() ) ;
float fx = pixelPosition .x() − ipx;
float fy = pixelPosition .y() − ipy;
int btl = round((1.0 − fx) ∗ (1.0 − fy) ∗ opacity) ;
int btr = round((fx) ∗ (1.0 − fy) ∗ opacity) ;
int bbl = round((1.0 − fx) ∗ ( fy ) ∗ opacity) ;
int bbr = round((fx) ∗ ( fy ) ∗ opacity) ;
color .setOpacity(btl ) ; setPixel ( ipx , ipy , color) ;
color .setOpacity(btr) ; setPixel ( ipx + 1, ipy , color) ;
color .setOpacity(bbl) ; setPixel ( ipx , ipy + 1, color) ;
color .setOpacity(bbr); setPixel ( ipx + 1 , ipy + 1, color) ;
Vy´pis 7: Vy´pocˇet oblasti a vykreslenie Wu pixlu
Pozı´cie sˇtetiny sme si ukladali do vektoru preto, aby sme mohli vytva´ratˇ farebne´ efek-
ty. Efekt, ktory´ chceme simulovatˇ je efekt vypra´zdnˇovania atramentu v sˇtetci. Kazˇda´
sˇtetina obsahuje na zacˇiatku 100% atramentu a ma´ urcˇenu´ svoju dl´zˇku. Pra´ve tieto at-
ribu´ty sˇtetiny pouzˇı´vame pri vy´pocˇte farby vykreslˇovanej farby sˇtetiny. Do u´vahy be-
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rieme navysˇe aj tlak, ktory´ poskytuje vstupne´ zariadenie. Uzˇı´vatelˇ ma´ dˇalsˇiu mozˇnostˇ
definovatˇ priebeh vypra´zdnˇovania sˇtetca pomocou krivky.
Obra´zok 21: Hairy brush: simula´cia mı´nˇania atramentu sˇtetca
Najlepsˇie simuluje vypra´zdnˇovanie atramentu zmena alfa kana´lu farby. Postupne´
zmensˇovanie hodnoty alfa kana´lu vytva´ra efekt, ktory´ pripomı´na mı´nˇanie farby. Po-
stupne´ znizˇovanie realizujeme pomocou krivky, ktoru´ definuje uzˇı´vatelˇ. Uzˇı´vatelˇ na-
vysˇe definuje celkove´ mnozˇstvo atramentu pre sˇtetec. Hodnotu mnozˇstva atramentu
pouzˇijeme pre vzorkovanie uzˇı´vatelˇsky definovanej krivky. Kazˇda´ sˇtetina obsahuje pocˇı´-
tadlo, ktore´ je zvy´sˇene´ pri kazˇdom kontakte s pla´tnom. Pocˇı´tadlo slu´zˇi ako index do vek-
toru hodnoˆt vzorkovanej krivky. Vektor obsahuje hodnoty, ktore´ pouzˇı´vame pri vy´pocˇte
transforma´cie farby a za´rovenˇ na danu´ hodnotu nastavujeme mnozˇstvo atramentu v
sˇtetine. Krivka vyjadruje priebeh mı´nˇania sa atramentu pocˇas tˇahu. Mnozˇstvo atramen-
tu v sˇtetine je modelovane´ pomocou priehlˇadnosti. Bolo testovane´ i postupne´ mı´nˇanie
satura´cie farby. To sa uka´zalo ako neuzˇitocˇny´ efekt, ktory´ vytva´ra artefakty.
for ( int i = 0; i < bristleCount; i++){
bristle = bristles [ i ];
float alpha = bristle . length() ∗ bristle . inkAmount();
plotBristle ( bristle ) ;
bristle .setInkAmount( inkDepletionCurve[ bristle.counter() ] ) ;
}
Vy´pis 8: Vy´pocˇet jednoduche´ho vypra´zdnˇovania farby pomocou zmeny alfa kana´lu
Sˇtetinu vykreslˇujeme tak, zˇe precha´dzame vektorom pozı´ciı´, ktore´ sme spocˇı´tali po-
mocou algoritmu na rasteriza´ciu u´secˇky.Rozmer sˇtetiny je jeden pixel. Pri pouzˇitı´ mozˇ-
nosti anti-aliasingu je pixel vykreslˇovany´ ako Wu cˇastica. Rozdiel kvality vy´stupu vidı´me
na obra´zku 22. Pre kazˇdu´ pozı´ciu spocˇı´tame farbu a vykreslı´me pixel do pomocne´ho pi-
xel bufferu. Je doˆlezˇite´ zvolitˇ spra´vnu kompozitnu´ opera´ciu. Pokialˇ by sme kopı´rovali
farbu sˇtetiny do pomocne´ho pixel bufferu, tak prepisujeme farby sˇtetı´n, ktore´ precha´dzali
dany´m miestom. Pokialˇ ma´ sˇtetec jednu farbu, stacˇı´ ak pouzˇijeme kompozitny´ rezˇim, pri
ktorom zohlˇadnˇujeme alfa kana´l farby. Porovna´me hodnoty alfa kana´lu dvoch pixlov a
pokialˇ ma´ novy´ pixel hodnotu alfa kana´lu va¨cˇsˇiu, prepı´sˇeme hodnotu alfa kana´lu stare´ho
pixlu novou hodnotou. Tento kompozitny´ rezˇim sa podoba´ kompozitne´mu rezˇimu alfa-
stmavenie (anglicky alpha-darken). Tiezˇ docha´dza k postupne´mu stmavovaniu pixlov.
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Pokialˇ je maska sˇtetca farebna´, moˆzˇeme pouzˇitˇ radsˇej alfa-miesˇanie, pretozˇe inak by sme
ignorovali farby sˇtetı´n.
Obra´zok 22: Hairy brush: porovnanie stopy sˇtetca s aliasom a bez aliasu
Dˇalsˇı´ farebny´ efekt je jednoducha´ simula´cia obojsmerne´ho prenosu farby medzi sˇtet-
com a pla´tnom. Simula´cia tohto efektu tak, aby odpovedala skutocˇnosti, je na´rocˇny´
proble´m. Fyzika´lny model popisuje vo svojej pra´ci Bill Baxter[1]. Model sme obme-
dzili iba na to, zˇe pri prvom kontakte sˇtetca s pla´tnom su´ vsˇetky sˇtetiny zafarbene´ far-
bou pla´tna v mieste styku sˇtetiny s pla´tnom. Tento efekt ma´ za cielˇ opa¨tˇ riesˇitˇ proble´m
”put-that-color-here“, ktory´ sme spomı´nali v cˇasti 2.1. Kedˇzˇe sˇtetina ma´ rozmer jeden pi-
xel, farba je vzata´ z dane´ho pixlu pla´tna. Pozı´cia sˇtetiny posunuta´ do pozı´cie v pla´tne je
rea´lna. To znamena´, zˇe moˆzˇeme vy´slednu´ farbu interpolovatˇ z okolity´ch pixlov pomocou
linea´rnej interpola´cie alebo moˆzˇeme jednoducho vziatˇ farbu pixlu meto´dou najblizˇsˇieho
suseda. Tento efekt moˆzˇeme vyuzˇitˇ na premenu fotografie na umelecke´ dielo. Obra´zok
23 je demonsˇtra´ciou tejto vlastnosti sˇtetca. Efekt je insˇpirovany´ taktiezˇ pra´cou Paula Ha-
eberliho [3], efekt je mozˇne´ vidietˇ v jeho programe The Impressionist 6.
Obra´zok 23: Hairy brush: obojsmerny´ prenos farby z pla´tna na sˇtetec
Pouzˇitie sˇtetca Hairy brush je vo workflow umelca pri tvorbe textu´ry objektov, pri
kresbe vlasov, tra´vy, srsti a podobne. Dˇalej je tento typ sˇtetca pouzˇity´ pri malˇbe sumi-
6Java applet dostupny´ na http://laminadesign.com/explore/impression/index.html
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e sˇty´lu, cˇo su´ malˇby vytva´rane´ cˇı´nskym sˇtetcom. Tento sˇtetec je odlisˇny´ od klasicky´ch
sˇtetcov, ktore´ pecˇiatkuju´ masku sˇtetca podlˇa definovanej medzere. Umozˇnˇuje vytva´ratˇ
origina´lne stopy tˇahov sˇtetca, ktore´ sa nedaju´ reprodukovatˇ pomocou pecˇiatkovy´ch sˇtet-
cov, prı´padne velˇmi tˇazˇko a neefektı´vne.
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3.3 Spray brush
Dˇalsˇı´m sˇtetcom, ktory´ bol implementovany´ v prostredı´ aplika´cie Krita je sprej (anglicky
Spray brush). Ako jeho na´zov naznacˇuje, u´lohou je simula´cia spreja alebo rozstreko-
vacˇa. Motiva´ciou pre jeho realiza´ciu je zefektı´vnitˇ vytva´ranie textu´r objektov v malˇbe a
simula´cia vlastnostı´ skutocˇne´ho na´stroja s na´zvom Airbrush. Obdobny´ sˇtetec je prı´tomny´
v graficky´ch softve´rovy´ch na´strojoch pod na´zvom Airbrush, ktory´ simuluje rovnomenne´
skutocˇne´ zariadenie. Airbrush je zariadenie, ktore´ rozstrekuje farbu alebo atrament po-
mocou natlakovane´ho vzduchu velˇkou ry´chlostˇou. Pouzˇı´va sa na malˇovanie umelecky´ch
diel technikou akvarelu (vodovej farby) alebo na na´stenne´ malˇby. Sku´seny´ umelec po-
mocou Airbrushu doka´zˇe vytva´ratˇ obrazy s fotorealistickou kvalitou a prakticky simu-
lovatˇ lˇubovolˇnu´ umelecku´ techniku. V minulosti sa pouzˇı´val na u´pravu fotografiı´, dnes
sa pouzˇı´vaju´ editory rastrovej grafiky. Jeho pouzˇitie siaha od roˆznej formy umeleckej
cˇinnosti ako je naprı´klad poulicˇne´ umenie azˇ po pouzˇitie v automobilovom priemysle na
auto-motı´v [13]. Softve´rova´ verzia slu´zˇi na koncept art alebo na tvorbu na´vrhu.
Typicka´ softve´rova´ implementa´cia je v graficky´ch na´strojoch obmedzena´ na opako-
vanu´ kompozı´ciu masky sˇtetca s pla´tnom, pricˇom sa dynamicky menı´ priehlˇadnostˇ mas-
ky prı´padne jej ma¨kkostˇ. Parametrom zmeny priehlˇadnosti najcˇastejsˇie by´va tlak tabletu.
Uzˇı´vatelˇ kontroluje aj ry´chlostˇ kompozı´cie masky sˇtetca s pla´tnom. Maska sˇtetca je pri-
tom staticka´, prı´padne sa menı´ jej velˇkostˇ. Tu´to funkciu doka´zˇe simulovatˇ sˇtetec Soft
brush. V spreji sme sa poku´sili o iny´ model tohto sˇtetca. Opa¨tˇ pouzˇı´vame cˇastice na
modelovanie spreja. Jednotlive´ cˇastice s roˆznymi atribu´tmi ako je velˇkostˇ, rota´cia alebo
farba dopadaju´ na pla´tno, pricˇom ich stav sa uzˇ dˇalej nemenı´. Generujeme dynamicku´
masku sˇtetca tvorenu´ cˇasticami. Tˇah sˇtetca moˆzˇeme prirovnatˇ k pocˇı´tacˇovej anima´cii.
Sˇtetec generuje jednotlive´ ra´mce anima´cie, ktore´ su´ na´sledne spojene´ s obrazom pla´tna
na pozı´ciu vstupne´ho zariadenia v pla´tne. Jednotlive´ ra´mce su´ navza´jom neza´visle´, pre
kazˇdy´ ra´mec je vygenerovana´ nova´ maska sˇtetca.
Obra´zok 24: Spray brush: textu´ra tra´vy vytvorena´ sˇtetcom
V prvom kroku vymedzı´me oblastˇ, do ktorej jednotlive´ cˇastice spreja dopadaju´. Ten-
to tvar moˆzˇe bytˇ definovany´ uzˇı´vatelˇom pomocou procedura´lnej masky sˇtetca alebo
moˆzˇeme pouzˇitˇ digita´lny obraz ako vstup. Pri pouzˇitı´ procedura´lnej masky budeme
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vytva´ratˇ elipticky´ tvar. Ten je typicky´ pri rea´lnych sˇtetcoch aj pri Airbrush sˇtetci. Elip-
ticky´ tvar je za´rovenˇ dobre kontrolovatelˇny´ pomocou dynamicky´ch parametrov, ktore´
poskytuje tablet. Sklon tabletu moˆzˇeme pouzˇitˇ na zmenu pomeru stra´n. Rota´ciou table-
tu moˆzˇeme rotovatˇ elipticky´m tvar a tlak tabletu mapujeme na velˇkostˇ eliptickej oblasti.
Uzˇı´vatelˇ definuje vlastnosti eliptickej oblasti ako je priemer, pomer stra´n, zmenu mier-
ky a rota´ciu. Na za´klade ty´chto vlastnostı´ generujeme pola´rne su´radnice cˇastı´c. Pola´rne
su´radnice generujeme preto, aby sme generovali su´radnice v eliptickej oblasti efektı´vne.
Jednoduchy´ sˇtetec, ktory´ simuluje sprej pixlov v programe typu Malˇovanie pouzˇı´va
nasledovny´ ko´d7 na generovanie pixlov v kruhu.
int radius = 50;
...
for ( int i = 0 ; i < particleCount; i++){
float rx = random(0,1) ∗ radius;
float ry = random(0,1) ∗ radius;
if (radius∗radius <= rx∗rx + ry∗ry)
addPoint(rx,ry) ;
}
Vy´pis 9: Generovanie pixlov v kruhu
Tento prı´stup ma´ niekolˇko nedostatkov a nevy´hod v spojenı´ s generovanı´m budov v
eliptickej oblasti. Funkcia random() vracia pseudo-na´hodne´ rea´lne cˇı´slo v intervale (0,1)
s distribu´ciou, ktora´ je uniformna´. Generuje kazˇdu´ hodnotu s rovnakou pravdepodob-
nostˇou. To znamena´, zˇe velˇa hodnoˆt je neplatny´ch pri generovanı´ su´radnı´c, pretozˇe su´
generovane´ v sˇtvorcovej alebo obdl´zˇnikovej oblasti a padaju´ mimo pozˇadovany´ kruh.
Navysˇe tento ko´d generuje su´radnice len v kruhu a my pozˇadujeme elipticky´ tvar. Kvoˆli
ry´chlosti odozvy cˇasto chceme kontrolovatˇ pocˇet cˇastı´c, ktore´ sˇtetec dorucˇı´ na pla´tno
pocˇas genera´cie jednej masky. Uzˇı´vatelˇ definuje pocˇet cˇastı´c konkre´tnou hodnotou alebo
percentua´lne vyjadrı´ pokrytie sˇtetca cˇasticami. Kvoˆli neplatny´m su´radniciam, ktore´ su´ v
tomto prı´pade generovane´, by sme tu´to pozˇiadavku spl´nˇali neefektı´vne, prı´padne voˆbec
nespl´nˇali. Mohli by sme neefektı´vne generovatˇ nove´ cˇastice pre kazˇdu´ neplatnu´ cˇasticu.
Proble´m riesˇime pouzˇitı´m pola´rnych su´radnı´c. Tieto su´radnice definuju´ bod v pries-
tore pomocou vzdialenosti r od pocˇiatku su´radnej su´stavy a pomocou uhla θ. Jedno-
ducho moˆzˇeme generovatˇ body na kruzˇnici s dany´m konsˇtantny´m polomerom. Pokialˇ
chceme generovatˇ body v kruhu, r obmedzı´me na interval. Prı´padne moˆzˇeme generovatˇ
body v kruhovom vy´seku, v tomto prı´pade obmedzı´me aj uhol θ na interval.
x = r ∗ cos(θ) (3)
y = r ∗ sin(θ) (4)
7Obdobny´ ko´d sa nacha´dza v open-source implementa´ciı´ Malˇovania v prostredı´ KDE s na´zvom Kolour-
Paint
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Pola´rne su´radnice moˆzˇeme jednoducho previestˇ na karte´zske su´radnice pomocou
vztˇahov 3 a 4. Kedˇzˇe vsˇak chceme generovatˇ body v eliptickej oblasti, transformuje-
me po prevedenı´ su´radnicu y parametrom pomer stra´n obdl´zˇnika ohranicˇuju´ceho tvar
elipsy. Pre sprej generujeme cˇastice, ktore´ maju´ polohu v 2D priestore. Pre kazˇdy´ bod
generujeme uhol θ, vzdialenostˇ r. Uhol θ generujeme pomocou funkcie s rovnomerny´m
rozdelenı´m pravdepodobnosti. V spreji chceme aby cˇastice rovnomerne pokry´vali ob-
lastˇ vzhlˇadom na uhol. Vzdialenostˇ r generujeme budˇ rovnomerny´m rozdelenı´m prav-
depodobnosti alebo uzˇı´vatelˇ moˆzˇe zvolitˇ norma´lne rozdelenie pravdepodobnosti resp.
Gaussovo rozdelenie pravdepodobnosti. Chceme ty´m dosiahnutˇ to, zˇe cˇastice spreja sa
na´m viac zhlukuju´ okolo stredu su´radnej su´stavy. Va¨cˇsˇina cˇastı´c je totizˇ blizˇsˇie stredu
a len niekolˇko sa ich nacha´dza po okraji. Rozdiel medzi uniformnou a Gaussovou dis-
tribu´ciou vidı´me na obra´zku 25.
Obra´zok 25: Distribu´cia cˇastı´c v sˇtetci: uniformna´ a Gaussova distribu´ciou
Pri urcˇenı´ oblasti, do ktorej budu´ cˇastice dopadatˇ, moˆzˇeme pouzˇitˇ digita´lny obraz.
Postup sa lı´sˇi od generovania cˇastı´c procedura´lne pre elipticku´ oblastˇ. Digita´lny ob-
raz moˆzˇe kazˇdy´m pixlom urcˇovatˇ platnu´ polohu cˇastice. Urcˇı´me stred su´radnicovej
su´stavy v obraze a na´sledne spocˇı´tame polohu pixlu v tejto su´radnicovej su´stave. Stred
su´radnicovej su´stavy moˆzˇe urcˇitˇ uzˇı´vatelˇ alebo ho automaticky polozˇı´me do stredu vstup-
ne´ho digita´lneho obrazu. Z obrazu vytvorı´me vektor poloˆh pre cˇastice. Do vektoru poloˆh
zaradı´me len niektore´ pixle, tak aby sme oproti generovaniu eliptickej oblasti zı´skali
mozˇnostˇ generovatˇ komplikovanejsˇie tvary. Hodnotiacim krite´riom na zaradenie alebo
nezaradenie dane´ho pixlu moˆzˇe bytˇ hodnotu alfa kana´lu alebo intenzita farby prı´padne
obe vlastnosti. Transparentne´ pixle prı´padne biele, jasne´ pixle nezaradı´me do vy´sledne´ho
vektora cˇastı´c. Pre kazˇdu´ cˇasticu za´rovenˇ potrebujeme spocˇı´tatˇ uhol, ktory´ zviera u´secˇka
dana´ pocˇiatkom su´radnicovej su´stavy a polohou cˇastice s osou x. Tento uhol pouzˇı´vame
pre efekty rota´cie cˇastı´c. Intenzita farby pixlu moˆzˇe urcˇovatˇ dˇalsˇie vlastnosti cˇastice ako
je naprı´klad konsˇtantna´ rota´cia cˇastice alebo urcˇita´ farebna´ vlasnostˇ.
Dˇalsˇou pozˇiadavkou sˇtetca je, aby tˇahy sˇtetca boli roˆznorode´. Naprı´klad pomocou
tohto sˇtetca bola vytva´rana´ textu´ra tra´vnate´ho povrchu na obra´zku 24. Postacˇı´ na´m
jedna textu´ra stebla tra´vy, ktoru´ na´sledne rotujeme, zmensˇujeme a zva¨cˇsˇujeme pri ge-
nerovanı´ masky sˇtetca. Cˇastica okrem polohy bude charakterizovana´ svojou velˇkostˇou,
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respektı´ve mierkou. Uzˇı´vatelˇ moˆzˇe urcˇitˇ konsˇtantnu´ velˇkostˇ cˇastice prı´padne moˆzˇe de-
finovatˇ relatı´vnu velˇkostˇ cˇastice.V prı´pade konsˇtantnej velˇkosti su´ vsˇetky cˇastice rov-
nake´. Uzˇı´vatelˇ moˆzˇe definovatˇ velˇkostˇ cˇastice priamo hodnotou v pixloch alebo relatı´vne
vzhlˇadom na velˇkostˇ oblasti sˇtetca v percenta´ch. Relatı´vna velˇkostˇ je doˆlezˇita´ pre work-
flow, ktory´ pouzˇı´va umelec pri malˇovanı´. Umozˇnˇuje mu menitˇ velˇkostˇ plochy, na ktoru´
cˇastice dopadaju´, pricˇom cˇastice menia velˇkostˇ relatı´vne k ploche a teda nemusı´ ich na-
stavovatˇ. Mierku cˇastice moˆzˇe ovplyvnitˇ dˇalsˇı´m volitelˇny´m parametrom, a to na´hodnou
velˇkostˇou. Na´hodnu´ velˇkostˇ cˇastı´c vidı´me na obra´zku 26. Vygenerovane´ na´hodne´ cˇı´slo
v intervale (0,1) je pouzˇite´ na zmenu mierky cˇastice. Zaujı´mavy´ efekt dosahuje velˇkostˇ
cˇastı´c pri pouzˇitı´ funkcie sin alebo cos s inkrementovany´m pocˇı´tadlom pre kazˇdu´ vyge-
nerovanu´ masku. Absolu´tna hodnota funkcˇny´ch hodnoˆt sa pohybuje v intervale (0,1).
Cˇastice sa pritom postupne zva¨cˇsˇuju´ a zmensˇuju´. Prı´padne moˆzˇeme uzˇı´vatelˇovi po-
skytnu´tˇ mozˇnostˇ definovatˇ priebeh zmeny velˇkosti pomocou krivky.
Obra´zok 26: Velˇkost cˇastı´c: na´hodna´ velˇkostˇ cˇastı´c v tˇahu
Pre kazˇdu´ cˇasticu urcˇı´me jej rota´ciu. Uhol rota´cie pre cˇasticu je len jeden. Pri vy-
kreslˇovanı´ rotujeme cˇasticu okolo vlastnej osi. Zaujı´mavy´m rozsˇı´renı´m moˆzˇe bytˇ rota´cia
cˇastice v 3D priestore. V implementa´cii pouzˇı´vame viacere´ spoˆsoby nastavenia rota´cie
cˇastice. Uzˇı´vatelˇ moˆzˇe definovatˇ konsˇtantny´ uhol rota´cie pre vsˇetky cˇastice. Dˇalej na´hodny´
uhol, ktory´ moˆzˇe sledovatˇ distribu´ciu s norma´lnym rozdelenı´m alebo rovnomerny´m roz-
delenı´m pravdepodobnosti. Dˇalsˇia mozˇnostˇ je pouzˇitie uhla, ktory´ bol vygenerovany´ pri
procese genera´cie pola´rnych su´radnı´c. Pokialˇ pouzˇijeme uhol θ ako uhol rota´cie, pre
uzˇı´vatelˇa cˇastice sleduju´ polohu kurzora vstupne´ho zariadenia v pla´tne. Na obra´zku 27
vidı´me konsˇtantny´ uhol rota´cie cˇastı´c, na´hodny´ uhol rota´cie a mozˇnostˇ, kedy pouzˇı´vame
uhol θ. Dˇalsˇia mozˇnostˇ rota´cie je sledovanie tˇahu sˇtetca. Uhol spocˇı´tame podobne ako
pre sˇtetec Hairy brush v cˇasti 3.2. Efekt demonsˇtruje obra´zok 28.
Obra´zok 27: Rota´cia cˇastı´c v sˇtetci: konsˇtantna´, na´hodna´ a uhol θ
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Uzˇı´vatelˇ moˆzˇe pouzˇitˇ lˇubovolˇnu´ kombina´ciu mozˇnostı´. Navysˇe sme pridali mozˇnostˇ
urcˇitˇ va´hu jednotlivy´m mozˇnostiam rota´cie. To znamena´, zˇe jednotlive´ uhly rota´cie moˆzˇu
bytˇ navza´jom za´visle´, a ty´m dosahujeme dˇalsˇie zaujı´mave´ efekty. Va´hy uzˇı´vatelˇ moˆzˇe na-
stavovatˇ pre na´hodny´ uhol a pre uhol θ. Pokialˇ uzˇı´vatelˇ aktivuje vsˇetky mozˇnosti zadania
uhla rota´cie cˇastice, najprv docha´dza k linea´rnej interpola´ciı´ medzi konsˇtantnou hodno-
tou rota´cie a hodnotou na´hodnej rota´cie, na´sledne je vy´sledok linea´rne interpolovany´ s
hodnotou uhla θ. Jednotlive´ va´hy moˆzˇeme mapovatˇ na dynamicke´ atribu´ty tabletu a ty´m
uzˇı´vatelˇ moˆzˇe viac kontrolovatˇ vy´slednu´ rota´ciu cˇastı´c.
Obra´zok 28: Rota´cia cˇastı´c v sˇtetci: sledovanie tˇahu sˇtetca
Pomocou sˇtetca chceme simulovatˇ malˇbu akvarelovy´mi farbami. Tieto malˇby su´ cha-
rakteristicke´ sˇirokou sˇka´lou farebny´ch odtienˇov. V digita´lnej malˇbe je proble´m vytva´ratˇ
take´to malˇby, pretozˇe uzˇı´vatelˇ musı´ vyberatˇ farby z palety a ta´to opera´cia je pomala´. V
tomto sˇtetci sa poku´sime riesˇitˇ tento proble´m tak, zˇe kazˇda´ vykreslena´ cˇastica bude matˇ
vlastnu´ farbu. Prvy´ parameter, ktory´ ovplyvnˇuje farbu cˇastice je na´hodna´ priehlˇadnostˇ.
Pri zvolenı´ tejto vlastnosti ma´ cˇastica na´hodnu´ priehlˇadnostˇ vzhlˇadom na zvolenu´ far-
bu. Priehlˇadnostˇ cˇastice moˆzˇe zaujı´mavo ovplyvnˇovatˇ jej poloha, respektı´ve vzdialenostˇ
od pocˇiatku su´radnicovej su´stavy. Taktiezˇ moˆzˇeme vytvoritˇ za´vislostˇ medzi velˇkostˇou
cˇastice a jej priehlˇadnostˇou.
Dˇalsˇia premenliva´ vlasnostˇ farby je dynamicka´ zmena vo farebnom priestore HSV.
Je podobna´ ako pri sˇtetci Soft brush v cˇasti 3.1. Vycha´dza z farebne´ho modelu HSV.
Uzˇı´vatelˇ definuje velˇkostˇ zmeny jednotlive´ho kana´lu modelu HSV. Vo farebnom modeli
HSV je zlozˇka odtienˇ (hue) vyjadrena´ uhlom v rozsahu 0 azˇ 360 stupnˇov. Uzˇı´vatelˇ moˆzˇe
definovatˇ zmenu v rozsahu 0 azˇ 180 stupnˇov v oboch smeroch rota´cie. Sy´tostˇ (saturation)
a intenzita (value) je definovana´ v rozsahu 0 azˇ 100%. Uzˇı´vatelˇ vybera´ velˇkostˇ zmeny v
tomto rozsahu. Na´hodne generovane´ cˇı´slo je namapovane´ na odpovedaju´ce si intervaly
a farba sˇtetca je transformovana´ pomocou na´hodny´ch hodnoˆt vo zvoleny´ch intervaloch.
Generovanie na´hodnej priehlˇadnosti a vlastnostı´ HSV modelu moˆzˇe prebiehatˇ v ra´mci
jednej vygenerovanej masky pre kazˇdu´ cˇasticu samostatne alebo na´hodne´ hodnoty moˆzˇu
cˇastice v ra´mci jednej masky zdielˇatˇ.
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Obra´zok 29: Spray brush: farby a na´hodna´ priehlˇadnostˇ, na´hodny´ odtienˇ, na´hodna´ sy´tostˇ
a na´hodny´ jas
Zdrojom farby pre cˇasticu moˆzˇe bytˇ i pla´tno podobne ako v sˇtetci Hairy brush, kde
sˇtetina mohla pri prvom kontakte s pla´tnom zı´skatˇ farbu. V sˇtetci Spray brush je taktiezˇ
tento efekt prı´tomny´. Po vygenerovanı´ polohy cˇastice v ra´mci masky je cˇastica posunuta´
o polohu vstupne´ho zariadenia v pla´tne a vykreslena´ s farbou pixlu pla´tna v kontakt-
nom mieste. Ty´mto efektom simulujeme umelecky´ smer impresionizmus. Z fotografie
vytvorı´me ry´chlo a jednoducho umelecky´ obraz. Efekt demonsˇtrujeme na obra´zku 30.
Obdobny´ postup pouzˇı´va program Paula Haeberliho The Impressionist. Farba vzata´ z
pla´tna je pred vykreslenı´m spracovana´ spomı´nanou HSV transforma´ciou a moˆzˇe matˇ
na´hodnu´ priehlˇadnostˇ.
Obra´zok 30: Spray brush: impresionizmus pomocou sˇtetca z fotografie
Samotna´ cˇastica ma´ taktiezˇ svoj tvar. Moˆzˇe to bytˇ procedura´lna maska, lˇubovolˇny´ tvar
ako je elipsa alebo obdl´zˇnik alebo textu´ra. V ra´mci implementa´cie podporujeme i cˇastice
velˇkosti pixlu a Wu cˇastice. Spray brush doka´zˇe teda simulovatˇ v roˆznych nastaveniach
komplikovane´ sˇtetce ale takisto i obycˇajny´ sprej z aplika´cie typu Malˇovanie.
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4 Analy´za a testovanie
4.1 Integra´cia do programu Krita
Vsˇetky navrhnute´ sˇtetce boli integrovane´ a implementovane´ v programe Krita. Program
Krita je open-source projekt. Ide o KDE program na malˇovanie a tvorbu skı´c. Cielˇom
tohto programu je poskytnu´tˇ umelcom, ktorı´ produkuju´ umenie v digita´lnej forme, kom-
pletne´ riesˇenie pre digita´lne malˇovanie. Krita explicitne podporuje workflow pre koncept
art, tvorbu komixov a textu´r, ktore´ moˆzˇu bytˇ pouzˇite´ pri renderingu.
Krita je implementovana´ v jazyku C++ pouzˇitı´m roˆznych knizˇnı´c z prostredia KDE,fra-
meworku Qt a iny´ch. Architektu´ra Krity je znacˇne postavena´ na za´suvny´ch moduloch.
Obrazovy´ filter, farebny´ priestor, na´stroje a sˇtetce su´ za´suvne´ moduly. Na obra´zku 31
vidı´me triedy, ktore´ su´ doˆlezˇite´ z pohlˇadu implementa´cie nove´ho sˇtetca.
Obra´zok 31: UML diagram tried: od pla´tna k sˇtetcu
Trieda KisView sa stara´ o zobrazenie dokumentu. Pozosta´va mimo iny´ch tried i z
triedy KisCanvas, ktora´ reprezentuje pla´tno. Pla´tno moˆzˇe bytˇ vykreslovane´ pomocou
triedy QWidget alebo QGLWidget z frameworku Qt. QWidget je vykreslˇovany´ pomo-
cou softve´rove´ho renderingu na platforme Windows, pomocou serveru X11 na platfor-
me Linux a tak dˇalej. QGLWidget je vykreslˇovany´ pomocou OpenGL. Viac informa´ciı´
je dostupny´ch v dokumenta´cii Qt frameworku 8. KisCanvas je teda triedou, ktora´ plnı´
u´lohu adapte´ru. Pozosta´va z triedy KisAbstractCanvasWidget, ktora´ tvorı´ abstraktny´ in-
terface. Tento interface implementuje trieda KisCanvasWidgetBase, z na´zvu vidı´me, zˇe
ide o za´kladnu´ triedu, ktoru´ implementuju´ oba typy tried pouzˇity´ch na vykreslˇovanie
8Vykreslˇovacı´ syste´m Arthur http://qt.nokia.com/doc/4.6/qt4-arthur.html
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pla´tna. Obsahuje i meto´dy, ktore´ mapuju´ pozı´cie udalosti vstupne´ho zariadenia v pla´tne
na dokument. Posun mysˇi z pozı´cie v pla´tne na za´klade zvolenej miery zoomu pre-
transformuje na pozı´ciu v dokumente, ktory´m je digita´lny obraz. KisCanvasWidgetBase
pouzˇı´va triedu KoToolProxy ako za´stupcu vsˇetky´ch mozˇny´ch na´strojov, cez tu´to triedu
posiela udalosti na´strojom.
Na´strojov v Krite je viac, naprı´klad na´stroj kresliaci elipsu pomocou zvolene´ho sˇtetca.
Najdoˆlezˇitejsˇı´ na´stroje je vsˇak na´stroj kresliaci volˇnou rukou. Umozˇnˇuje vytva´ratˇ lˇubo-
volˇne´ tˇahy sˇtetca pohybom mysˇi alebo tabletu. KoToolProxy pouzˇı´va triedu KoToolBase,
ktora´ obsahuje i meto´du mouseMoveEvent(), ktora´ je volana´ vtedy, kedˇ sa mysˇ cˇi tablet
hy´be po pla´tne. Na´sledna´ hierarchia tried slu´zˇi na rozlı´sˇenie roˆznych typov na´strojov.
Na´stroj kresliaci volˇnou rukou patrı´ do mnozˇiny kresliacich na´strojov. Implementa´ciu
tohto na´stroja obsahuje trieda KisToolFreehand. V implementa´ciı´ vytva´ra z pohybu mysˇi
alebo tabletu volania paintLine() s parametrami pi1 a pi2 triedy KisPaintInformation. Tieto
parametre nesu´ informa´cie ako je pozı´cia sˇtetca v dokumente, tlak, sklon a rota´cia tabletu,
vektor posunu a jeho uhol a ine´. Volania paintLine() posiela na doˆlezˇitu´ triedu KisPain-
ter a su´ kvoˆli presnosti ukladane´ do fronty, ktora´ je realizovana´ pomocou separa´tneho
vla´kna. Jedno volanie paintLine() moˆzˇe zabratˇ cˇas procesoru, a ten by nemohol prijı´matˇ
udalosti pohybu vstupne´ho zariadenia od operacˇne´ho syste´mu. Trieda KisToolBrush je
sˇpecializa´ciou triedy KisToolFreehand. Dopl´nˇa uzˇı´vatelˇske´ rozhranie a za´rovenˇ zlepsˇuje
funkcˇnostˇ sˇtetcov. Pokialˇ nehy´beme vstupny´m zariadenı´m, negenerujeme nove´ udalos-
ti a nedocha´dza k novy´m volaniam paintLine(). Ta´to trieda obsahuje cˇasovacˇ, ktore´ho
frekvenciu moˆzˇe uzˇı´vatelˇ konfigurovatˇ. V cˇasovy´ch odstupoch generuje volania pain-
tAt() triedy KisPaintOp. Ta´to funkcˇnostˇ je doˆlezˇita´ pre podporu sˇtetcov, ktore´ pracuju´
podobne ako zariadenie Airbrush simulovane´ sˇtetcami Soft brush alebo Spray brush.
Obra´zok 32: Krita: integrovane´ sˇtetce v ponuke sˇtetcov a konfiguracˇny´ dialo´g
Triedu KisPainter je urcˇena´ na vykreslˇovanie do triedy KisPaintDevice, ktora´ nesie di-
gita´lny obraz pla´tna, je to vlastne pixel buffer. Ide o zlozˇitejsˇı´ pixel buffer, ktory´ pod-
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poruje roˆzne farebne´ priestory (RGB, CMYK) s roˆznou bitovou hl´bkou na kana´l (8-bit,
16-bitova´ hl´bka). Cely´ pixel buffer je reprezentovany´ dlazˇdicami a nie je to linea´rny
kus pama¨ti urcˇity´ch rozmerov. Dlazˇdice su´ ma´le linea´rne oblasti pama¨te, ktore´ tvoria
cely´ vy´sledny´ pixel buffer. Ta´to reprezenta´cia je doˆlezˇita´ kvoˆli mozˇnosti na´vratu stavu
pixel bufferu pomocou funkcie spa¨tˇ (anglicky undo), ale i kvoˆli vy´konu. Navysˇe tento pi-
xel buffer moˆzˇe bytˇ neobmedzene velˇky´, respektı´ve obmedzuje ho len velˇkostˇ dostupnej
pama¨ti. Krita podporuje vrstvy, takzˇe kazˇda´ vrstva ma´ svoj pixel buffer. Doˆlezˇita´ funkcia
z pohlˇadu sˇtetcov je funkcia blokove´ho prenosu bitBlt(), ktora´ kompozitnou opera´ciou
spa´ja pixel buffre do vy´sledne´ho obrazu. Uzˇitocˇne´ pre sˇtetce su´ i rutiny na rasteriza´ciu
objektov ako je priamka, elipsa a podobne. Spray brush pouzˇı´va rutinu na rasteriza´ciu
polygo´nu.
KisPainter pozosta´va z triedy KisPaintOp, ktora´ je pouzˇı´vana´ kresliacimi na´strojmi
(PaintOp je skratka z anglicky Painting operation). Vsˇetky realizovane´ sˇtetce implemen-
tuju´ tu´to triedu. KisPaintOp obsahuje volanie paintLine(), ktore´ je volane´ v rovnomennej
funkcii triedy KisPainter. Trieda KisPaintOp obsahuje uzˇ aj implementa´ciu tejto meto´dy,
konkre´tne vzorkuje u´secˇku tˇahu na jednotlive´ pozı´cie podlˇa definovanej medzere sˇtetca
(anglicky spacing). Pre jednotlive´ pozı´cie tˇahu vytva´ra volanie paintAt() s parametrom
info typu KisPaintInformation.
Pri implementa´ciı´ nove´ho sˇtetca dedı´me z tejto triedy, musı´me poskytnu´tˇ implemen-
ta´ciu meto´dy paintAt(), ktora´ je virtua´lna v triede KisPaintOp. Tento postup pouzˇı´vaju´
implementovane´ sˇtetce Soft brush a Spray brush. Dˇalsˇia mozˇnostˇ je pretˇazˇenie meto´dy
paintLine(). Tu´to mozˇnostˇ vyuzˇı´vame v sˇtetci Hairy brush. KisPaintOp obsahuje odkaz
na KisPainter, pomocou ktore´ho moˆzˇeme kompozitnou opera´ciou spojitˇ vlastny´ vytvo-
reny´ pixel buffer s pixel buffrom pla´tna na odpovedaju´ce pozı´ciu, ktoru´ poskytuju´ para-
metre funkciı´ paintAt() alebo paintLine().
Kazˇdy´ sˇtetec poskytuje sˇiroku´ sˇka´lu efektov. Roˆzne efekty su´ dosiahnute´ pomocou
konfigura´cie stavu sˇtetca. Uzˇı´vatelˇ konfiguruje kazˇdy´ sˇtetec zvla´sˇtˇ. Niektore´ volˇby sa
opakuju´ ako je naprı´klad medzera, maska sˇtetca a podobne. Pre kazˇdy´ sˇtetec bolo imple-
mentovane´ vlastne´ uzˇı´vatelˇske´ rozhranie. Stav uzˇı´vatelˇske´ho rozhrania je serializovany´
a deserializovany´ pomocou triedy KisPaintOpSettings. Ta´ je su´cˇastˇou triedy KisPaintOpP-
reset, ktora´ umozˇnˇuje jednotlive´ serializovane´ stavy sˇtetca ukladatˇ na disk. Su´borovy´
forma´t je PNG obra´zok a v textovej oblasti tohto forma´tu je ulozˇeny´ stav uzˇı´vatelˇske´ho
rozhrania v XML. Uzˇı´vatelˇ si moˆzˇe konfigura´cie ukladatˇ a neskoˆr ich znovu pouzˇitˇ. Pod-
pora pre tu´to funkcˇnostˇ bola pridana´ pre vsˇetky implementovane´ sˇtetce.
4.2 Testovanie
Kazˇdy´ sˇtetec bol optimalizovany´ pocˇas niekolˇky´ch itera´ciı´. V tejto cˇasti uva´dzame fina´lne
verzie a ich profila´ciu pomocou na´stroja Valgrind. Za´rovenˇ boli vytvorene´ testy pouzˇitı´m
QTestLib frameworku, ktory´ je su´cˇastˇou Qt 4.6. Vytvorili sme merania pre vsˇetky sˇtetce a
testovali sme viacero konfigura´ciı´. Kazˇdy´ sˇtetec v testoch vykreslˇuje jeden tˇah s meniacim
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sa tlakom, na cˇo sˇtetec zvycˇajne reaguje zmenou velˇkosti masky. Druhy´ test vykreslˇuje 20
priamok s pocˇiatocˇny´m tlakom na minima´lnej hodnote 0.0 a s koncovy´m tlakom na ma-
xima´lnej hodnote 1.0. Vy´stup testu vidı´me na obra´zku 33 Pri meranı´ cˇasu oba testy bezˇali
10-kra´t. Pouzˇity´ pocˇı´tacˇ na testovanie ma´ procesor Intel Core2 Duo CPU P7350, frekven-
cia 2.00 GHz, velˇkostˇ pama¨te RAM 2 GB, graficka´ karta NVidia 9200M. Pouzˇity´ operacˇny´
syste´m Linux, distribu´cia Fedora 12, 32-bitova´ verzia, kernel 2.6.32.9. Kompila´tor gcc vo
verziı´ 4.4.3. Pri testoch uva´dzame cˇas vykreslenia a funkcie, ktore´ su´ relatı´vne pri vy-
kreslˇovanı´ sˇtetca a relatı´vny pocˇet insˇtrukciı´ presahuje 10%. Velˇkostˇ testovane´ho pla´tna
4096x4096 pixlov.
Obra´zok 33: Vy´stup testu s 20 priamkami s premenlivy´m tlakom
Soft brush
Sˇtetec Soft brush sme testovali s dvoma konfigura´ciami. V za´kladnej konfigura´ciı´ sme
zvolili 30 pixlov sˇiroky´ kruhovy´ sˇtetec vo vy´chodzej konfigura´ciı´, kedy na tlak reaguje
sˇtetec zmenou velˇkosti a zmenou priehlˇadnosti. Ostatne´ vlastnosti boli neaktı´vne.
Test Cˇas (v milisekunda´ch)
Bezie´rova´ krivka 301.8
Na´hodne´ cˇiary 1,618.2
Tabulˇka 1: Ry´chlostˇ sˇtetca Soft brush
Z vy´sledkov vidı´me, zˇe sˇtetec poskytuje velˇmi ry´chlu odozvu. Testovanı´m v ap-
lika´ciı´ sme zistili, zˇe odozva sˇtetca je dobra´ i pre velˇmi velˇke´ masky v rozmeroch 800
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pixlov. V tabulˇke 2 vidı´me, zˇe takmer 48% cˇasu stra´vi procesor vo funkciı´ paintAt(), v
ktorej docha´dza k rasteriza´ciı´ masky sˇtetca a jej vykresleniu. Na vy´pocˇet ma¨kkosti mas-
ky je pouzˇite´ zanedbatelˇne´ mnozˇstvo insˇtrukciı´, ma¨kkostˇ masky je vopred pocˇı´tana´ z
uzˇı´vatelˇom definovanej krivky. Vo vy´pocˇte masky najviac cˇasu tra´vi procesor s kopı´ro-
vanı´m pama¨ti pri opa¨tovnom pouzˇitı´ pixel bufferu. Alokovanie pama¨ti je pomale´, preto
sa snazˇı´me znovu pouzˇitˇ pra´ve vykresleny´ pixel buffer, ktory´ ale musı´me vypra´zdnitˇ,
pretozˇe budeme generovatˇ novu´ masku. Dˇalej procesor tra´vi velˇa cˇasu nastavovanı´m
priehlˇadnosti pixlov funkciou KoColorSpaceAbstract::setOpacity(). Kruhove´ masky na
prvy´ pohlˇad vyzeraju´ symetricky podlˇa horizonta´lnej aj vertika´lnej osi. Mohli by sme
teda spocˇı´tatˇ iba sˇtvrtinu masky a zvysˇok pixlov skopı´rovatˇ symetricky do pixel bufferu.
Bra´ni na´m vsˇak fakt, zˇe maska zohlˇadnˇuje precı´znostˇ na sub-pixel pozı´cie, cˇo znamena´
zˇe v skutocˇnosti nie je symetricka´, pretozˇe priehlˇadnostˇ pixlov sa jemne lı´sˇi. Najma¨ na
pixloch nacha´dzaju´cich sa na hrana´ch masky.
Sˇtetec bol optimalizovany´ tak, aby pouzˇı´val ako pomocny´ pixel buffer namiesto dlazˇ-
dicovej pama¨te reprezentovanej triedou KisPaintDevice linea´rnu pama¨tˇ triedy KisFixed-
PaintDevice. Trieda KisPaintDevice nesie zo sebou transakcie su´visiace s funkciou spa¨tˇ, cˇo
znamena´ dˇalsˇiu pama¨tˇ a je ty´m tento typ pixel bufferu pomalsˇı´. Preto je i pouzˇita´ fun-
kcia KisPainter::bltFixed, ktora´ cez funkciu KoColorSpace::bitBlt kompozitnou opera´ciou
spa´ja pomocny´ pixel buffer triedy KisFixedPaintDevice s pixel bufferom aktua´lnej vrstvy
triedy KisPaintDevice.
Funkcia Pocˇet insˇtrukciı´ Relatı´vny pocˇet insˇtrukciı´
KisSoftPaintOp::paintAt 694 719 112 47.89
KisCurveMask::mask 428 392 385 29.53
KisPainter::bltFixed 231 714 905 15.97
KoColorSpace::bitBlt 202 404 520 13.95
Tabulˇka 2: Vy´sledky profila´cie Soft brush
V druhej konfigura´ciı´ sme testovali ry´chlostˇ so vsˇetky´mi vlastnostˇami. Opa¨tˇ velˇkostˇ
30 pixlov, bola pouzˇita´ elipticka´ maska, rotovana´ o 45 stupnˇov. Zmena mierky bola na-
stavena´ na 200%, Zahrnute´ bolo trasenie, dynamicka´ zmena farby cez farebny´ priestor
HSV bola nastavena´ na automaticky´ rast. Na tlak reagovala rota´cia masky, priehlˇadnostˇ,
ma¨kkostˇ i velˇkostˇ.
Test Cˇas (v milisekunda´ch)
Bezie´rova´ krivka 532.8
Na´hodne´ cˇiary 3,013.3
Tabulˇka 3: Ry´chlostˇ sˇtetca Soft brush v plnej konfigura´ciı´
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Vidı´me, zˇe v plnej konfigura´ciı´ je sˇtetec pomalsˇı´ takmer dvojna´sobne. Je sta´le dosta-
tocˇne ry´chly a poskytuje odozvu v rea´lnom cˇase. Oproti predcha´dzaju´cej konfigura´ciı´
viac cˇasu tra´vi vo funkcii generovania masky. To je spoˆsobene´ funkciou drand48(), ktora´
generuje rea´lne cˇı´sla s uniformnou distribu´ciou. Pre kazˇdy´ pixel masky je vygenero-
vane´ na´hodne´ cˇı´slo pri realiza´ciı´ funkcie hustoty. Generovanie na´hodny´ch cˇı´sel je pomala´
opera´cia.
Funkcia Pocˇet insˇtrukciı´ Relatı´vny pocˇet insˇtrukciı´
KisSoftPaintOp::paintAt 971 529 739 56.29
KisCurveMask::mask 807 218 627 46.77
drand48 279 017 018 16.17
erand48 r 229 361 447 13.29
memcpy 196 128 221 11.36
Tabulˇka 4: Vy´sledky profila´cie plnej konfigura´cie Soft brush
Hairy brush
Pre sˇtetec Hairy brush sme navrhli 4 testy. Prvy´ test je vy´chodzie nastavenie, zmenena´ je
velˇkostˇ masky na 30 pixlov a dynamicky reaguje na zmenu tlaku iba velˇkostˇ. Pocˇet sˇtetı´n
je dany´ kruhovou maskou, pricˇom je zvolena´ hustota 100%. Sˇtetiny su´ vykreslˇovane´ bez
pouzˇitia anti-aliasingu, teda Wu cˇastı´c.
Test Cˇas (v milisekunda´ch)
Bezie´rova´ krivka 1,232
Na´hodne´ cˇiary 5,620
Tabulˇka 5: Ry´chlostˇ sˇtetca Hairy brush v za´kladnej konfigura´ciı´
Hairy brush tra´vi najviac procesorove´ho cˇasu vo funkcii paintLine(), kde prebieha
rasteriza´cia a vykreslˇovanie sˇtetı´n. Funkcie getLinearTrajectory, addPoint a QVector::realloc
su´visia s triedou Trajectory.Trieda Trajectory obsahuje algoritmus pre rasteriza´ciu u´secˇky.
Implementovane´ boli algoritmy DDA a Bresenhamov algoritmus. DDA algoritmus bol
pre nasˇe pouzˇitie ry´chlejsˇı´, a preto je pouzˇity´ vo fina´lnej implementa´cii. Algoritmus totizˇ
nevykreslˇuje priamky do pixel bufferu, ale uklada´ pozı´cie, po ktory´ch sa pohybuje sˇtetina
z vy´chodzieho bodu do koncove´ho bodu priamky. Pozı´cie uklada´me do triedy QVector
a z profila´cie vidı´me, zˇe docha´dza k jeho cˇastej realoka´ciı´. Pre kazˇdu´ sˇtetinu je pocˇı´tana´
vlastna´ dra´ha. Implementa´cia bola optimalizovana´ tak, aby nedocha´dzalo k realoka´ciı´
pama¨ti pre kazˇdu´ sˇtetinu, pretozˇe ta´to opera´cia je pomala´. K realoka´ciı´ docha´dza iba vte-
dy, ak je nova´ dra´ha dlhsˇia ako posledna´ najdlhsˇia dra´ha sˇtetiny tˇahu.
Funkcie moveTo() tried KisRandomConstAccessor a KisTiledRandomAccessor su´visia s
vykreslˇovanı´m sˇtetı´n do pixel bufferu. Soft brush pouzˇı´va linea´rnu pama¨tˇ na vykreslˇo-
42
vanie masky do pomocne´ho pixel bufferu, Hairy brush pouzˇı´va dlazˇdicovu´ pama¨tˇ trie-
dy KisPaintDevice. Pri vykreslˇovanı´ sˇtetı´n nepozna´me velˇkostˇ pomocne´ho pixel bufferu
vopred, pretozˇe dra´ha sˇtetı´n je na´hodna´. Preto pouzˇı´vame triedu KisPaintDevice, ktora´
umozˇnˇuje zapisovatˇ do pixel bufferu lˇubovolˇnej velˇkosti efektı´vne. Trieda sama spravu-
je potrebnu´ pama¨tˇ, stara´ sa o aloka´ciu dlazˇdı´c a nealokuje zbytocˇne velˇku´ pama¨tˇ. Na
precha´dzanie pama¨ti je pouzˇity´ itera´tor s na´hodny´m prı´stupom KisRandomConstAcces-
sor. Pri zadanı´ su´radnı´c pixlu v pomocnom pixel bufferi itera´tor na´jde odpovedaju´cu
dlazˇdicu pama¨ti a umozˇnı´ z nej za´pis alebo cˇı´tanie. Vyhlˇadanie odpovedaju´cej cˇastice
je na´rocˇny´ proces. Pri vykreslˇovanı´ sˇtetı´n pristupuje k jednotlivy´m pixlom pixel bufferu
preto, lebo vykreslˇujeme sˇtetinu, ktora´ ma´ rozmer pixlu prı´padne rozmer Wu cˇastice.
Funkcia Pocˇet insˇtrukciı´ Relatı´vny pocˇet insˇtrukciı´
HairyBrush::paintLine 3 061 407 701 76.69
Trajectory::getLinearTrajectory 882 994 364 22.10
Trajectory::addPoint 747 879 819 18.72
KisRandomConstAccessor::moveTo 649 223 668 16.25
QVector::realloc 538 110 866 13.47
KisTiledRandomAccessor::moveTo 520 600 800 13.03
Tabulˇka 6: Vy´sledky profila´cie za´kladnej konfigura´cie Hairy brush
V cˇasti 3.2 o Hairy brush sme tvrdili, zˇe parameter hustota, ktory´ kontroluje pocˇet
sˇtetı´n, zlepsˇuje vy´konnostˇ a odozvu sˇtetca. Za´rovenˇ vy´razne nemenı´ charakter stopy,
ktoru´ sˇtetec vytva´ra pri urcˇity´ch konfigura´cia´ch. Druhy´ test, ktory´ sme vytvorili, meral
pra´ve ry´chlostˇ sˇtetca s vy´chodzou konfigura´ciou so znı´zˇenou hustotou na 30%. Z tabulˇky
5 vidı´me, zˇe sˇtetec je pomalsˇı´ ako Soft brush. Avsˇak znı´zˇenı´m hustoty sa priblizˇujeme k
jeho vy´konu ako vidı´me v tabulˇke 7. Znı´zˇenı´m pocˇtu sˇtetı´n sa odozva sˇtetca zry´chlila
takmer 3-kra´t. Profila´cia konfigura´cie so znı´zˇenou hustotou vyzera´ velˇmi podobne ako v
tabulˇke 6.
Test Cˇas (v milisekunda´ch)
Bezie´rova´ krivka 478
Na´hodne´ cˇiary 2,314
Tabulˇka 7: Ry´chlostˇ sˇtetca Hairy brush v za´kladnej konfigura´ciı´
Doposialˇ sme testovali konfigura´cie sˇtetca bez pouzˇitia anti-aliasingu. Vy´pocˇet anti-
aliasingu v pocˇı´tacˇovej grafike je vsˇeobecne na´rocˇny´ proble´m z pohlˇadu vy´konnosti.
Otestovali sme konfigura´ciu zhodnu´ s konfigura´ciou v prvom teste, tentokra´t vsˇak sˇtetiny
vykreslˇujeme pomocou Wu cˇastı´c, ktory´mi realizujeme anti-aliasing.
Z tabulˇky 8 vidı´me, zˇe v konfigura´ciı´ s anti-aliasingom je sˇtetec 3-kra´t pomalsˇı´. Je to
ocˇaka´vany´ vy´sledok. Kazˇdu´ sˇtetinu totizˇ vykreslˇujeme azˇ 4 pixlami, pricˇom pouzˇı´vame
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Test Cˇas (v milisekunda´ch)
Bezie´rova´ krivka 3,651
Na´hodne´ cˇiary 16,679
Tabulˇka 8: Ry´chlostˇ sˇtetca Hairy brush s pouzˇitı´m anti-aliasingu
na prı´stup do pama¨ti rovnaky´ postup ako pri vykreslˇovanı´ bez anti-aliasingu. V tabulˇke
s u´dajmi o profila´cii vidı´me, zˇe najviac cˇasu tra´vi procesor pristupovanı´m k pixlom pixel
bufferu.
Funkcia Pocˇet insˇtrukciı´ Relatı´vny pocˇet insˇtrukciı´
HairyBrush::paintLine 8 898 993 672 90.48
HairyBrush::paintParticle 7 146 890 813 72.67
KisRandomConstAccessor::moveTo 2 227 261 462 22.65
KisTiledRandomAccessor::moveTo 1 709 134 256 17.38
KisRandomConstAccessor::rawData 1 558 038 423 15.84
Tabulˇka 9: Vy´sledky profila´cie s anti-aliasingom
Pri implementa´ciı´ Hairy brush sˇtetca sme v prvy´ch itera´cia´ch tvorili masku sˇtetca
parametricky pomocou Gaussovej distribu´cie. Pri roˆznych nastaveniach sˇtetca vznikali
cˇasto kra´tke sˇtetiny. Kedˇzˇe pri vykreslˇovanı´ za´visı´ priehlˇadnostˇ vykreslenej sˇtetiny od
jej dl´zˇky, sˇtetiny zbytocˇne spomalˇovali vykreslˇovanie a voˆbec nemenili stopu sˇtetca. Pre-
to sme zaviedli po vytvorenı´ tvaru sˇtetca funkciu, ktora´ vyradˇovala sˇtetiny na za´klade
jej dl´zˇky. Sˇtetiny su´ alokovane´ dynamicky, ich vyradˇovanie bolo preva´dzane´ ich od-
stra´nenı´m. Tento krok sa po profila´ciı´ uka´zal ako velˇmi pomaly´. Vy´kon sa podari-
lo zlepsˇitˇ pomocou implementa´cie cˇasticove´ho poolu, ktory´ je odvodeny´ od konceptu
memory pool9. Prvy´ na´vrh tohto konceptu mal pracovatˇ s dvoma vektormi, pricˇom
jeden vektor obsahuje smernı´ky na aktı´vne cˇastice a druhy´ vektor obsahuje vyradene´
smernı´ky na nepouzˇite´ cˇastice. Meto´de vykreslˇovania preda´me zoznam smernı´kov s
aktı´vnymi cˇasticami. Nakoniec bol koncept implementovany´ pomocou prı´znaku aktı´vnej
cˇastice. Prı´znakom sme zlepsˇil vy´kon 1,5-kra´t. Vo fina´lnej implementa´ciı´ nepouzˇı´vame
parametricke´ generovanie masky, ale masku urcˇuje digita´lny obraz. Tento spoˆsob bol
pouzˇitelˇnejsˇı´ pre umelcov. Vyradˇovanie sˇtetı´n vo fina´lnej implementa´ciı´ prebieha esˇte
pred aloka´ciou pama¨te, takzˇe tento krok uzˇ nespomalˇoval vy´kon.
Spray brush
Pre tento sˇtetec sme testovali vy´kon konfigura´ciı´, ktore´ boli pouzˇite´ pri malˇbe 39. Prva´
konfigura´cia pouzˇı´va len dve cˇastice na jednu masku s premenlivou velˇkostˇou. Cˇastice
9Memory pool koncept http://www.boost.org/doc/libs/1_42_0/libs/pool/doc/
concepts.html
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dopadaju´ do kruhovej oblasti s priemerom 17 pixlov, avsˇak parameter zmeny mierky,
ktory´ je nastaveny´ na hodnotu 15% znizˇuje tu´to plochu na priemer 3 pixle. Typ cˇastice je
rasterizovany´ polygo´n, konkre´tne ide o kruh.
Test Cˇas (v milisekunda´ch)
Bezie´rova´ krivka 2,795
Na´hodne´ cˇiary 12,971
Tabulˇka 10: Ry´chlostˇ sˇtetca Spray brush s dvoma cˇasticami
Sˇtetec reaguje v rea´lnom cˇase, je ale pomalsˇı´ so zvysˇuju´cim sa pocˇtom cˇastı´c a ich
velˇkostı´. V tabulˇke 10 vidı´me ry´chlostˇ sˇtetca pri pouzˇitı´ dvoch cˇastı´c o velˇkostˇ 7 pixlov.
V tabulˇke 11 vidı´me konfigura´ciu s 21 cˇasticami na masku, ich velˇkostˇ je 14 pixlov. Sˇtetec
sa spomalil takmer 6-na´sobne. Z profilovacı´ch da´t vidı´me, zˇe najviac cˇasu stra´vi proce-
sor pri rasteriza´ciı´. Cˇastice vykreslˇujeme pomocou funkcie KisPainter::fillPainterPath(),
ktoru´ pouzˇı´va program Krita pri rasteriza´cii vsˇeobecne´ho polygo´nu. Tu´to funkciu sme
optimalizovali, avsˇak sta´le patrı´ k funkcia´m, ktore´ najviac spomalˇuju´ odozvu sˇtetca.
Test Cˇas (v milisekunda´ch)
Bezie´rova´ krivka 14,524
Na´hodne´ cˇiary 72,398
Tabulˇka 11: Ry´chlostˇ sˇtetca Spray brush s 21 cˇasticami
Vy´sledky profila´cie su´ pre obe konfigura´cie velˇmi podobne´, uva´dzame vy´sledky pro-
fila´cie pre nastavenie sˇtetca s 21 cˇasticami v tabulˇke 12. Vidı´me, zˇe azˇ 90% cˇasu tra´vi
sˇtetec rasteriza´ciou. QPainter::fillPath() je funkcia, ktoru´ vola´me pri konsˇtrukciı´ tvarov
cˇastı´c. Vytva´ra cestu pomocou bodov a po uzavretı´ cesty je vyplnena´ zvolenou farbou.
Funkcia Pocˇet insˇtrukciı´ Relatı´vny pocˇet insˇtrukciı´
Spraybrush::paint 26 647 894 028 95.88
SprayBrush::paintCircle 26 575 094 944 95.61
KisPainter::fillPainterPath 25 209 942 544 90.70
QPainter::fillPath 4 264 095 178 15.34
Tabulˇka 12: Vy´sledky profila´cie Spray brush s 21 cˇasticami
Dˇalsˇie konfigura´cie testuju´ ry´chlostˇ sˇtetca Spray brush pouzˇitı´m jednoduchy´ch cˇastı´c
pre vykreslenie ako je Wu cˇastica a textu´ra. Pri konfigura´ciı´ s textu´rou nedocha´dza k
rasteriza´ciı´, ale iba ku kompozı´ciı´ cˇastice. V tabulˇke 13 vidı´me ry´chlostˇ sˇtetca pre konfi-
gura´ciu s pouzˇitı´m Wu cˇastı´c. Pocˇet cˇastı´c je zadany´ relatı´vne k velˇkosti sˇtetca. 50% plo-
chy sˇtetca pokry´vaju´ dopadaju´ce cˇastice. Velˇkostˇ sˇtetca je 30 pixlov, pricˇom jeho velˇkostˇ
reaguje na tlak tabletu. Odozva sˇtetca je dobra´, umozˇnˇuje vykreslˇovatˇ velˇke´ mnozˇstvo
cˇastı´c.
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Test Cˇas (v milisekunda´ch)
Bezie´rova´ krivka 3,663
Na´hodne´ cˇiary 20,290
Tabulˇka 13: Ry´chlostˇ sˇtetca Spray brush s 50% hustotou Wu cˇastı´c
Z profilovacı´ch da´t v tabulˇke 14 vidı´me, zˇe najviac zamestna´va procesor kopı´rovanie
farby. Pri vy´pocˇte alfa kana´lu pixlov Wu cˇastice kopı´rujeme uzˇı´vatelˇom zvolenu´ farbu
pre kazˇdu´ cˇasticu. Funkciou KisRandomConstAccessor::moveTo pristupujeme k pama¨ti,
do ktorej kopı´rujeme novu´ hodnotu pixlu. V sˇtetci Spray brush pouzˇı´vame opa¨tˇ dlazˇdi-
covy´ typ pama¨te, pretozˇe rozmer pomocne´ho pixel bufferu vopred nepozna´me. V pro-
fila´cii vidı´me aj funkciu kompozı´cie bitBlt pomocne´ho pixel bufferu. Funkcia drand48 je
pouzˇı´vana´ pri genera´ciı´ pozı´ciı´ pixlov a je velˇmi cˇasto volana´.
Funkcia Pocˇet insˇtrukciı´ Relatı´vny pocˇet insˇtrukciı´
SprayBrush::paint 5 527 574 151 75.16
KoColor::KoColor 1 002 215 715 57.02
KisRandomConstAccessor::moveTo 986 444 737 13.41
KisPainter::bitBlt 897 855 960 12.21
drand48 835 165 296 11.36
Tabulˇka 14: Vy´sledky profila´cie Spray brush s Wu cˇasticami
Posledny´ typ testu pre tento sˇtetec je test s textu´rou. Zvolili sme textu´ru listu a bola
aktivovana´ na´hodna´ transforma´cia pomocou HSV modelu. Sˇtetec v tejto konfigura´ciı´
generoval dve cˇastice na jednu masku. Odozva bola velˇmi dobra´ ako moˆzˇeme vidietˇ v
tabulˇke 15. Sˇtetec reagoval ry´chlo, pretozˇe nedocha´dzalo k rasteriza´ciı´. Avsˇak namiesto
rasteriza´cie docha´dzalo k farebnej transforma´cii vstupnej masky.
Test Cˇas (v milisekunda´ch)
Bezie´rova´ krivka 551
Na´hodne´ cˇiary 2,590
Tabulˇka 15: Ry´chlostˇ sˇtetca Spray brush s textu´rou
Funkcia Pocˇet insˇtrukciı´ Relatı´vny pocˇet insˇtrukciı´
SprayBrush::paint 1 191 541 108 58.10
KisHSVAdjustment::transform 471 005 740 22.97
QImage::transformed 334 876 001 16.33
QPainter::drawImage 317 756 147 15.49
Tabulˇka 16: Vy´sledky profila´cie Spray brush s textu´rou
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Z profilovacı´ch da´t v tabulˇke 16 vidı´me, zˇe najviac cˇasu tra´vi sˇtetec farebnou tras-
forma´ciou textu´r. Funkcia KisHSVAdjustment::transform() je volana´ pre kazˇdy´ pixel tex-
tu´ry. Pomocou funkcie frameworku Qt QImage::transformed je textu´ra transformovana´
podlˇa rota´cie alebo zmeny mierky cˇastice. Transforma´cia obrazu je pomala´, pretozˇe je
to opa¨tˇ opera´cia pracuju´ca s kazˇdy´m pixlom vstupnej textu´ry. S transforma´ciou obrazu
su´visı´ i funkcia QPainter::drawImage().
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5 Za´ver
Navrhnute´ typy sˇtetcov som u´spesˇne implementoval a integroval do programu Krita.
Krita je komplexny´ na´stroj pre spracovanie digita´lneho obrazu so zameranı´m na digita´lne
malˇovanie. Implementovane´ sˇtetce v nˇom pracuju´ v rea´lnom cˇase s ry´chlou odozvou pre
obrazy s vysoky´m rozlı´sˇenı´m. Pomocou sˇtetcov doka´zˇeme vytva´ratˇ sˇiroku´ sˇka´lu roˆznych
efektov a podarilo sa na´m dosiahnutˇ pomerne realisticku´ simula´ciu roˆznych tradicˇny´ch
me´diı´. Sˇtetce doka´zˇu simulovatˇ malˇbu uhlˇom, malˇbu cˇı´nskeho sˇtetca v sˇty´le sumi-e i
funkcˇnostˇ na´stroja Airbrush. Kazˇdy´ implementovany´ sˇtetec poskytuje sˇiroke´ mozˇnosti
konfigura´cie a umozˇnˇuje uzˇı´vatelˇovi experimentovatˇ s jednotlivy´mi sˇtetcami. Umelec si
moˆzˇe prispoˆsobitˇ sˇtetce svojmu sˇty´lu a vytva´ratˇ origina´lne malˇby.
Ta´to diplomova´ pra´ca bola motivovana´ grantom programu Google Summer Of Co-
de, ktory´ som zı´skal v roku 2008. V ra´mci tohto grantu som pracoval 3 mesiace na sˇtetci
Hairy brush a jeho integra´ciı´ do programu Krita. Jeho implementa´cia bola znacˇne vy-
lepsˇena´ vdˇaka tejto diplomovej pra´ci. V roku 2009 som zı´skal dˇalsˇı´ Google Summer
Of Code grant, v ra´mci ktore´ho som pracoval opa¨tˇ na programe Krita. Tento grant mi
umozˇnil pracovatˇ na iny´ch subsyste´moch programu Krita ako je uzˇı´vatelˇske´ rozhranie a
pla´tno. V roku 2010 som zı´skal grant od komunity lˇudı´ okolo programu Krita a pracoval
som na celkovej optimaliza´ciı´ programu. Znalosti z grantu a pra´ce na optimaliza´cia´ch
mi umozˇnili efektı´vnejsˇie vyuzˇı´vatˇ API programu Krita, vdˇaka cˇomu mohli bytˇ sˇtetce
optima´lne integrovane´.
Vy´voj a proces integra´cie prebiehal v obdobı´ takmer dvoch rokov s cˇasovy´mi od-
stupmi. Vzniklo viacero sˇtetcov a tie najpouzˇitelˇnejsˇie su´ popı´sane´ v tejto diplomovej
pra´ci. Program Krita je open-source projekt, do ktore´ho prispieva velˇa programa´torov
a je v neusta´lom vy´voji. Subsyste´m sˇtetcov pocˇas mojej pra´ce bol niekolˇkokra´t zme-
neny´ a vylepsˇeny´ tak, aby podporoval nove´ vlastnosti. Proces integra´cie prebiehal dob-
re vdˇaka spolupra´ci s tı´mom programa´torov Krita, ktory´ poma´hal radami pri imple-
menta´ciı´ nove´ho API. Integrovane´ sˇtetce podporuju´ vsˇetky nove´ pridane´ vlastnosti a su´
su´cˇastˇou tohto programu. Program je volˇne dostupny´ v roˆznych distribu´cia´ch Linuxu.
Sˇtetce boli testovane´ bezˇny´mi uzˇı´vatelˇmi i skutocˇny´mi umelcami digita´lneho ume-
nia. Hla´sene´ chyby sˇtetcov boli opravene´. Velˇa testovania, ra´d a pozˇiadavkov na sˇtetce
som zı´skal od Samyho Langa, ktory´ je umelec a prispel i malˇbami, ktore´ moˆzˇeme vidietˇ
v prı´lohe pra´ce. David Revoy, umelec zodpovedny´ za koncept art pre animovany´ film
Sintel od Blender Foundation a umelec Przemek Golab testovali sˇtetce a prispeli malˇbami
v prı´lohe pra´ce.
Sˇtetce pri simula´ciı´ pouzˇı´vaju´ modely cˇasticovy´ch syste´mov. Dˇalsˇı´ vy´voj by mo-
hol smerovatˇ k zlozˇitejsˇı´m modelom sˇtetca. Zaujı´mave´ by bolo porovna´vanie vy´stupov
sˇtetcov s fyzika´lne korektny´m modelom,s deforma´ciou sˇtetı´n a so simula´ciou dynamiky
tekutı´n. Dˇalsˇia zaujı´mava´ oblastˇ vy´skumu je pokrocˇilejsˇie miesˇanie farieb spomı´nany´m
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modelom Kubelka-Monk.
Vdˇaka diplomovej pra´ci som sa obozna´mil s vy´vojom open-source softve´ru. Pra´ca na
tak rozsiahlom a komplexnom projekte ako je program Krita je dobrou sku´sˇkou zrucˇnostı´
vy´voja´ra softve´ru. Prı´nosna´ bola spolupra´ca s ostatny´mi programa´tormi programu Krita
i spa¨tna´ va¨zba od uzˇı´vatelˇov, testerov a umelcov. Zı´skal som velˇa sku´senostı´ s algoritma-
mi rastrovej grafiky a spracovania obrazu a sku´senosti s roˆznym typom optimaliza´cii.
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A Kresby implementovany´mi sˇtetcami
Obra´zok 34: Demonsˇtra´cia sˇtetca Hairy brush: Samy Lange - Girl
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Obra´zok 35: Demonsˇtra´cia sˇtetca Hairy brush: Samy Lange - Rain
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Obra´zok 36: Demonsˇtra´cia Soft brush: David Revoy - malˇba uhlˇom
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Obra´zok 37: Demonsˇtra´cia Hairy brush: David Revoy - Tiger
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Obra´zok 38: Spray brush: Samy Lange - Tree
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Obra´zok 39: Demonsˇtra´cia sˇtetcov Soft brush a Spray brush: Przemek Golab - Watercolor
