Abstract. Efficient testing of software modules remains a challenging task for complex software implementations. TTCN-3 has so far been applied mainly in the telecom domain but not yet in a larger extent to software module testing. This paper describes a multi purpose TTCN-3 test system solution primarily targeted for concurrent software and testing of software modules in isolation. Apart from a test system solution, an approach for type mappings from C to TTCN-3 is discussed, followed by an example of how test cases could be implemented and how the discussed test system be utilized for a simple software module.
Introduction
Software module testing can be a complex task for non-trivial code, especially in concurrent programming. Testing modules of concurrent software in isolation has a number of requirements on the test framework used. The test system and test case implementations must be able to handle concurrent behavior and support the use of emulated components for module isolation. Testing of concurrent software has a number of additional challenges [1] , [2] compared to sequential software. These include shared critical areas, synchronization, deadlocks, livelocks [3] and nondeterministic behavior. When testing modules in isolation missing parts of the implementation have to be emulated e.g., components and services.
This paper describes a multi purpose test system targeted for testing of complex software implementations with concurrency aspects and requirements to test modules in isolation. Several testing concepts must be handled by the test system which are treated as requirements: The test system has to provide (1) test control and test management, (2) test suite trace consistency, (3) handle non propagating errors from earlier executed test cases and (4) support free choice of system under test (SUT) execution environment. In addition, (5) language independency for the implementation under test (IUT) is supported that comes for free with the choice of the test language used in this paper, TTCN-3.
For well known CUnit [5] ,and JUnit [6] frameworks, software module testing using the native language of the tested software module as test language has its advantages. Among them are easy data type creation and instantiation, conditional tests, and already existing knowledge of the language to write test cases in. Involving another language for test case implementations in the testing process creates an overhead in form of learning another language. Nevertheless using TTCN-3, a standardized test language for test suite implementations and test systems, has some advantages and might even opens up new possibilities for software testing.
TTCN-3 has evolved from the telecom testing industry and is a test implementation language that looks very much like an ordinary programming language. It is currently the best established standardized testing language on the market. TTCN-3 has been used for testing in telecom related areas, e.g., protocols such as IPv6 [7] , SIP and WiMax. What these test systems have in common is that they are fully asynchronous and heavily rely on the message-based communication mechanism part of the TTCN-3 language. TTCN-3 supports however in addition also procedure-based communication. The procedure-based paradigm can be applied to cases where there is a clear distinction between a caller and replier of procedures. This makes TTCN-3 suitable for calling remote procedures in a SUT, in the same way as Sun/ONC RPC[RFC 1831] works.
TTCN-3 provides the concept of test components which makes it possible to implement concurrent behavior in a natural synchronous procedure-based manner. TTCN-3 has a built in extension mechanism that enables the import of notations in to a test system. Examples of these extension mechanisms can be found in the standardization work involving the IDL and XML language integrations [13] . As TTCN-3 is independent of the implementation language of the tested code the language has to be mapped and imported to TTCN-3 through the extension mechanism. The mapping has to cover up to the extent of functions, function parameter and return value types. No semantics need to be mapped, only what is publicly visible in interfaces. This paper covers a subset of the C to TTCN-3 mapping which will be a future part of the TTCN-3 standards. The C language has language specific features like pointers allowing for definition of complex types that have not been covered in other TTCN-3 language mappings before.
Background
The targeted problems in this paper are to exemplify the possibility to create multi purpose software testing test system based on the TTCN-3 standards. Difficult testing areas such as concurrent software and module isolation with emulated components will be addressed.
Two ways of testing concurrent software is through multiple execution and deterministic execution of test cases [2] , [8] . Test case implementation based on methodologies for testing concurrent software such as above and in addition mutation testing [9] and reachability testing [8] will only be addressed in the context of applicability by using TTCN-3. The test system approach in this paper makes it possible to perform multiple and deterministic execution of test cases utilizing testing methodologies that are suitable for concurrent software testing by using the execution semantics of TTCN-3.
Testing software modules in isolation is a difficult task even for non-trivial code. One approach is to use mock objects [4] which are dummy implementations that emulate real implementations to replace functionality in the testing domain of the tested software module. There are many good reasons to use mock objects [10] such as non-deterministic behavior, test object setup and call back functionality. This approach can be utilized efficiently by using TTCN-3 not only for code level mock objects but also for emulating behavior of external services something that will be exemplified in this paper.
TTCN-3 telecom protocol test systems are already in product use, e.g. [7] , in addition established testers also for OMG CORBA interfaces are available. Test systems for OMG CORBA implementations based on IDL interfaces require that the interface definitions are mapped to TTCN-3 [11] . The test system approach in this paper requires that the language of the tested software module is mapped to TTCN-3.
To be more precise the interface of the module under test has to be represented in the TTCN-3 test suite as is with parameters and type mappings.
TTCN-Test Systems
Suitable test architectures for testing software modules can be approached from several different angles. Architectures and approaches can differ depending on the stage in the development process or the kind of testing that is looked for. The approach described in this section resembles a unit testing platform which is applicable and targeted for unit testing and higher level testing such as functional testing and system testing. The test language and the test system design allow for efficient test suite implementations by using a mixture of message-based and procedure-based communication. For example, a module can be tested through its available interface at function level and at the same time it can be tested by using message-based communication with external interfaces and mock objects, all from within the same test suite. With multiple test capabilities software faults can be detected at several levels of testing: early on in development using unit testing-like approaches (with high code coverage), integration testing for interface and integration faults as defined in [12] , and in system and conformance testing for error detection at a pure black box level. Using TTCN-3 for test suite implementations requires a TTCN-3 test system which contains more than TTCN-3 code [16] . The left part in Figure 1 shows the composition of a TTCN-3 test system as defined in the TTCN-3 standards [13] . There are several different entities involved in the test system which communicate over standardized interfaces named TTCN-3 Control Interface (TCI) and TTCN-3 Runtime Interface (TRI). The most central entity, the TTCN-3 Executable (TE) handles the execution of the TTCN-3 code, either as compiled code or interpreted at runtime. The user interacts through the Test Management (TM) entity which also provides functionality for encoding and decoding of data values. The lower level containing the SUT Adapter (SA) and Platform Adapter (PA) interfaces as the names implies relate to the interaction towards the SUT and towards the test system operating system.
The interaction between the SUT and the SUT Adapter is a design choice for the test system. In the illustrated case a separated Executable Test Suite (ETS) and SUT has been chosen. This is defined as the distributed test method in ITU-T X.290 [14] .
IUT and the Test Harness
An IUT cannot be tested as it is. There needs to be a test harness present in the SUT. The IUT together with test harness composes the SUT. As the test system that is discussed in this paper is distributed, the test harness has to be able to handle, communication between the test system and SUT, marshalling, and invocation of the functions in the module under test. Marshalling builds valid C values to use in function invocations. The distributed approach automatically puts requirements on the mapping between C and TTCN-3 in order to make sure that values really can be built from the mapped C value instances in the TTCN-3 test suite. Implementation of the SUT test harness depends on the function interface, programming language of the IUT and available tools for stub generation. It is up to the SA on the tester side to keep track of the different executing SUTs and its connections to the test executable. This can be managed at TTCN-3 test component level where each executing test component is directly mapped to a single executing SUT or even to a single thread in a SUT. On the left hand side in Fig. 2 software components or SUT threads which run in parallel are mapped to individual TTCN-3 test components. The right hand side in Fig.2 shows an example of the implementation language independency that TTCN-3 can provide.
TTCN-3 Concepts and Usability for Software Testing
Using TTCN-3 for software testing provides several very useful features. Apart from what has been mentioned already in form of standardized test system interfaces and independency of the language of the IUT there are other very testing specific advantages.
TTCN-3 has very well defined execution semantics that guarantees that a test case execution of a TTCN-3 test system will be the same with any TTCN-3 tool. There is also an internal matching mechanism, that when combined with the TTCN-3 language construct template, allows for the writing of very compact test cases. Using a template construct which represents a value instance, all or selected parts of the value instance can be targeted for matching i.e. when matching two structured types against each other.
Concurrency is something that can be handled very gracefully in TTCN-3 by using test components and a test case verdict that can be set from any test component without any need for component synchronization. The TTCN-3 test components also allow performing of tests on several modules written in different languages, with the same test system -even from within the same test case. Combining the procedural and message-based aspects with the concept of TTCN-3 test components that can be executed in parallel with individual behavior and complex test case scenarios can be implemented in a clear and concise manner.
Distributed Test System Main Concepts
Distributing the test system as in Fig. 1 by separating the SUT from the ETS provides capabilities that solve some of the test system requirements stated in the introduction. These capabilities come with a number of benefits that outweigh the drawbacks of a distributed test method, e.g., its communication latency:
• Test control and test management A potential problem when running large test suites is the possibility to recover and continue a test suite execution in case of a crash, deadlock or livelock in the IUT. With the ETS running in isolation from the IUT the SUT can be restarted by the ETS if needed, e.g. after a crash in the IUT or between each test case.
• Test suite trace consistency
Logs and test suite verdicts and summaries can be kept intact and will not be corrupted. The ETS does not crash from a crash in the IUT and all test execution logs can be finalized gracefully without the risk of loosing valuable test execution information.
• Non propagating errors
Most software testing literature defines that the first step in the unit testing procedure shall be to test the smallest possible unit, e.g. a function, to make sure errors do not propagate into further development. With the separated SUT and ETS the SUT can be restarted for every test case. This usually results in re-initialization of memory through which the propagation of errors could propagate.
• Language independency
Most software unit testing tools are written in the same language as is used for writing the tested software. Using a TTCN-3 based solution the test cases will not be written in the same language as the IUT. In Fig. 2 the implementation language of the IUT is independent of the test suite language, which adds to the goal of a multi purpose test system.
• SUT execution environment A distributed test system approach allows a free choice in execution environment with regards to operating system and platform of the SUT. The only requirement is that the target system must allow communication between the SUT Adapter in the test system and the SUT test harness.
Test system distribution has advantages, but also has a few drawbacks that have to be considered. Communication overhead is one issue while invocation latency and marshalling are others. The latency has been measured in a comparison between two almost identical test systems. One test system had the IUT directly attached to the SUT adapter and thus execute in the same process as the ETS. The other test system is the one described in this paper. The additional latency of having the SUT separated from the ETS was approximately three to one. Invocation, marshalling and communication latency are not alone the reasons for causing the performance drawback. There is also additional routing functionality that has to be handled in the SUT adaptation due to the possibility to have many separately executing SUTs or SUT threads. There are a number of possible solutions which can be applied to the distributed test system case for overcoming obstacles such as latency and memory access overhead. One is through the use of inter-process communication (IPC) over UNIX sockets utilizing shared memory between processes running at the same machine which will reduce the time spent on pointer handling in the test cases.
Another drawback is that a model for memory access has to be defined before writing test code for software which is implemented in programming languages that utilize pointers or object references. Such references and pointers only reside in the memory space of the SUT. However, a memory address or object reference has no real meaning inside the test system which is executing in its own separate process. This lack of pointer transparency requires that memory access is explicitly defined in TTCN-3 test cases through the language mappings.
Testing Multithreaded and Concurrent Software Modules
One of the biggest challenges when testing concurrent software is to make sure that it will be tested thoroughly when the software includes critical areas and shared data. The order of execution of concurrent statements in the different threads or processes must be considered. This non-deterministic behavior can cause execution sequences to be different from execution to execution even with the same input data. This adds synchronization complexity to test case implementations. Synchronization between test components can be solved by connecting test component ports to each other through the TTCN-3 operation connect which allows for message communication internal to the TTCN-3 executable. Deterministic execution sequences can then be synchronized utilizing this internal communication. Functional testing of individual functions in isolation does not constitute enough assessment because none of the functions under test will then deal with concurrency. What is needed is a test system that can simultaneously trigger several functions to access critical sections in the IUT at the same time. This problem can be solved by assigning one TTCN-3 test component per thread or software component in the SUT. Here, each test component in the test system creates its own connection to the SUT who in turn spawns a new working thread for every connection and thereby establishes a coupling between the test component and, e.g. a POSIX thread, in a C test harness. All procedure-based calls between a test component and a working thread in the SUT are transmitted via such an established connection. The connection which is not visible from within the test case is a feature of the test system design. The spawned working thread is part of the test harness in the SUT and is utilized for simulating concurrent behavior in the IUT.
Usage of Mock Objects
When a software module is to be tested as an isolated entity, the test system has to emulate any calls that a particular module makes to other functions or methods, that are external to the tested module. This clearly moves away from pure black box testing, as knowledge and understanding of internal functional details about the module is needed. To properly isolate but still test the module in its intended environment, we need to create test configurations with test components (mock objects) that can act as the external, collaborating components.
By using parallel test components of TTCN-3, we can easily simulate the external collaborating code modules and their behavior by allowing the test components to make or expect calls to and from the tested module. The strength of this approach is that it allows control of the behavior of these external parts in order to simulate correct or incorrect external behavior and then analyze if the tested module is able to handle problematic situations. This means that it will be possible to test error handling code as well.
C to TTCN-3 Language Mappings
Specifying test cases in TTCN-3 requires that the tested functions of the software module to test can be called from the TTCN-3 test suite. This is possible provided that a mapping between the language of the software to test and TTCN-3 exists. Utilizing the procedure-based paradigm in TTCN-3 with the concept of signatures a mapping can be defined in a clear and evident way. This applies to all the tested functions, functions in mock objects and to the types used as parameters and return values. This section gives an overview of a subset of the C to TTCN-3 mappings that have been defined.
A Practical Example
Mapping from the programming language of the IUT is an important part of a working TTCN-3 test system. Selected parts of a C to TTCN-3 mapping is presented and exemplified in this paper. We will use a simple reentrant thread safe C module representing an automated teller machine (ATM) as ongoing example. The module has functions with critical sections. int login ( int userId, int code ); int balance ( int userId, int* balance ); int withdraw( int userId, int amount, int* balance ); int logout ();
The ATM server example requires the existence of a component that handles user verification. This component in the example is replaced by a mock object to make it possible to test the ATM module in isolation. Below is the sole function of the mock object which is called from the IUT.
int verifyUser( int userId, int code );
The C module of the ATM can be tested in many ways, primarily through unit and functional testing of functions followed by testing of concurrent scenarios.
The ATM example above is a typical example where a number of problematic scenarios easily can be identified, e.g. read/write locks, starvation and partial failures. Before exemplifying possible test cases for the ATM module the necessary mapping from the language of the IUT (C) to TTCN-3 has to be defined.
Mapping of Functions
TTCN-3 signatures may specify parameter lists and return values where the direction of the signature parameters is also defined. The interface of the ATM module and mock object function are mapped and exemplified in Table 1 . All parameters are mapped with the direction set to in parameters as if passed by value. This also applies to the case of pointer type parameters since a pointer address cannot change during a function call.
Mapping of Pointers
Mapping of primitive and built in data types in C is rather straightforward. But pointers need some more attention. A C pointer can been thought of as a four or eight byte aligned value [15] and can therefore be represented as a TTCN-3 integer. The contents pointed at by a pointer on the other hand calls for a more constructive mapping than a simple string representing the memory address of the contents. One possibility is to represent the pointer value by the data type it is pointing at in the test suite. However, in the case of more complex types, e.g. cyclic data structures, this approach fails. Another issue is that a pointer to e.g. an integer may not always reference to a single integer. It can just as well point to the first element of an array of integers of an unknown size. In general, a pointer must always refer to a data array with one or more elements representing the memory space it is pointing at. Therefore the C pointer's content has to be mapped to the TTCN-3 list type record of. The pointer itself is still mapped to an integer but when the contents are retrieved they are represented by an ordered list of the pointed at data type. One benefit of this mapping is that pointer arithmetic can be done easily in a test case implementation, e.g. increment and decrement by direct indexing. This mapping is not sensitive regarding the type of the pointer, complex and abstract data types are mapped in the same way as for simple types. 
Further functionality in the mapping is needed when working with pointers. A check for null pointers can be enough for a simple test case. What is required are means for allocating memory, assigning data and retrieving data. This functionality is handled through type specific signatures as exemplified in Table 2 . The test case writer has to be aware of this mapping due to the nature of the transparent memory access that has to be provided.
For data assignment and retrieval two signatures are sufficient, where the number of elements to retrieve or assign has to be given. At all times a pointer's content is represented by the ordered list type, i.e. the record of type. Dealing with a pointer to a single element is treated as a list containing only one element. For C pointers two TTCN-3 signatures for every type representing the malloc and free calls are enough for complete memory handling.
Test Case Implementations
Implementing unit test cases in TTCN-3 is done in a conditional test based manner where return values and pointer parameters are matched in conditional statements individually through implicit templates or through defined templates. If parameters and return values are not enough for evaluation, the test system has to be extended with additional functionality for testing outside a TTCN-3 signature definition, e.g., file streams and connections. Test cases can implement testing functionality resembling the assertion macros and functions of, e.g. the well known testing frameworks CUnit [5] and JUnit [6] . Table 3 shows fragments of a simple unit test case illustrated in Fig. 4 . It tests for correct behavior when verifying a user against a mock object that acts as the missing user verification component. The test case in Table 3 tests the case where one user 'known' to the ATM system tries to log in with an incorrect password. It also checks that the login function under test realizes that the password is not correct from the user verification reply. On lines 10 to 11 in Table 3 two test components are created, one for the mock object and one for the function to test. The behavior of the components is implemented in the functions that are passed as arguments when the components are started on lines 13 and 14. The component representing the mock object for the user always returns a failed reply. The behavior is defined in the function in Table 4 where a call from the SUT is accepted (line 10) and the rejected user reply is returned (line 11). The user verification should fail and the failure shall be detected by the function under test and then later in the test case the test case verdict is set to pass. This is exemplified in Table 5 where the function login in the IUT is called on line 9 and the alternative replies are evaluated on lines 12 to 21. For concurrent software modules the behavior of the threads executing on the IUT has to be controlled by a dedicated TTCN-3 test component. Each test component has to establish a new connection to the SUT which at the point of the accepted connection spawns a working thread in the test harness. This is exemplified in Fig. 3 and in the right part of Fig. 4 which illustrates a test case with mutually exclusive data and multiple accessing threads. The purpose of the test case defined in the function in Table 6 is to determine if the ATM module can handle (not crash) and recover from a function call that purposely introduces an invalid parameter (null pointer), Table 7 . Recovering means in this case that an invalid parameter shall not halt the ATM module by e.g. keeping mutexes locked. The test case creates a set of components that all but one executes the behavior in Table 6 . Table 6 . The test behavior of the test components that correctly calls the withdraw function.
Conclusions
This paper presented an approach to implement a TTCN-3 test platform for software testing. The capabilities of TTCN-3 enable efficient ways of testing software modules in a standardized way with standardized test system interfaces. One language can be used for all test cases independent of the language of the IUT so there is no need to learn test tool proprietary languages. Utilizing standardized interfaces for modular test platforms make it possible to efficiently set up new test systems and at the same time eliminate possible overlapping test system development work.
Setting up a distributed test system provides a number of advantages that cannot be achieved with a tighter test system, e.g. the problem of a shared memory where the tested IUT can crash the process responsible for executing and evaluating test suites, and target platform independence.
The core TTCN-3 core language allows for creation of multi component test cases and easy means to set up synchronization between the components, making it possible to approach testing problematic domains as concurrency and non-deterministic behavior.
As the procedure-based paradigm is only a part of the TTCN-3 language a combination with the message-based parts can be used for test suites that interact with the SUT through different kinds of interfaces. This can lead to multi purpose test suites with a lot of useful capabilities such as unit testing with mock objects and possibilities to control the SUT with function calls while performing protocol testing. Multi purpose functionality that can be hard to achieve based on test area targeted frameworks e.g. unit testing and protocol testing frameworks.
Further case studies will be done to evaluate the usefulness of TTCN-3 based software module testing in several areas such as ease of use, test suite reusability, concurrent testing efficiency and implementation of synchronized deterministic test cases. Also its applicability to testing of distributed operating systems and language independent SUTs will be further explored. We believe that TTCN-3 has enough advantages to make it as a powerful alternative and language for future software module testing test systems. One test system and one test language offer the ability to perform multi purpose software testing capabilities written in any language.
Currently a lot of mapping work has still to be done manually. However, this can based on the language mappings be generated by tools, including TTCN-3 signatures and types, marshalling, invocation and mock object parts for the SUT based on the definition of the software module to test. The requirement is that a specified mapping exists or can be made from the languages of the IUT to TTCN-3, something that has proven to be a challenge especially for C and C++.
