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We	can	call	this	point	𝑃!"#.	The	other	two	points	on	a	triangular	arrowhead	(or	two	of	the	three	remaining	points	on	a	barbed	arrowhead)	require	that	we	first	compute	an	intermediary	point,	which	we	can	call	𝑃! .	Still	assuming	that	the	line	is	horizontal:		 𝑃! = (𝑃!"#. 𝑥 − 𝑎𝑟𝑟𝑜𝑤𝐿𝑒𝑛𝑔𝑡ℎ,𝑃!"#.𝑦)			Lastly,	the	remaining	points	𝑃!	and	𝑃!	are	computed	relative	to	𝑃! .				 𝑃! = (𝑃! . 𝑥,𝑃! .𝑦 − 𝑎𝑟𝑟𝑜𝑤𝐻𝑒𝑖𝑔ℎ𝑡)	𝑃! = (𝑃! . 𝑥,𝑃! .𝑦 + 𝑎𝑟𝑟𝑜𝑤𝐻𝑒𝑖𝑔ℎ𝑡)		Note	that	the	only	difference	between	a	barbed	arrowhead	and	a	triangular	arrowhead	is	that	a	barbed	arrowhead	has	an	additional	point	𝑃!,	where		 𝑃! = (𝑃!"#. 𝑥 −𝑚𝑖𝑛𝑜𝑟𝐿𝑒𝑛𝑔𝑡ℎ,𝑃!"#.𝑦).			Now	we	must	transform	these	points	according	to	the	actual	position	of	the	line.	Fortunately,	it	is	easy	to	get	the	angle	of	rotation	𝜃 of	the	line	to	which	the	arrowhead	is	attached.	Then	we	only	need	to	rotate	the	points	computed	above	by	the	angle	𝜃	to	get	the	actual	coordinates	of	the	arrowhead.		Finally,	we	use	a	moveto command	and	multiple lineto commands	to	connect	these	points	in	the	same	way	as	we	would	with	a	rectangle	or	other	polygon.	In	the	case	of	a	triangular	arrowhead,	the	order	of	these	points	is	𝑃!"#,	𝑃!,	𝑃!,	and	𝑃!"#.	If	we	have	a	barbed	arrowhead,	then	the	order	is	𝑃!"#,	𝑃!,	𝑃!,	𝑃!,	and	𝑃!"#.		
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In	the	case	of	an	arrow	“tail”	as	they	are	called	within	the	app,	we	only	need	to	set	𝑃! 	equal	to	the	starting	point	of	the	line	(points	0	and	1	in	the	line’s	points	attribute),	compute	the	coordinates	of	the	arrow’s	tip	relative	to	𝑃! 	using	the	arrowLength,	and	process	as	above.		If	arrows	are	flipped	(according	to	the	Boolean	flip	attribute	in	the	arrow’s	Redux	state),	we	begin	in	the	same	fashion	as	above,	swap	𝑃! 	and	𝑃!"#,	and	proceed	as	above,	keeping	in	mind	that	we	need	to	invert	the	way	that	we	compute	𝑃!,	𝑃!,	and	𝑃!	relative	to	𝑃! 	and	𝑃!"#	since	the	direction	of	the	arrows	is	flipped.		While	the	logic	above	is	all	that	is	needed	to	render	the	arrowheads,	we	are	not	done.	As	it	stands,	we	would	be	rendering	arrowheads	on	a	line	with	some	specified	stroke	thickness.	If	we	do	not	alter	the	line	after	rendering	the	arrowheads,	then	the	thickness	of	the	line	will	cause	it	to	“poke	out”	past	the	tip	of	the	arrow.	Therefore,	we	need	to	alter	the	points	attribute	of	the	line	before	making	it	into	a	line	object	that	can	be	rendered	and	influence	the	bounding	box	of	the	drawing.		As	luck	would	have	it,	we	already	have	the	points	that	we	need.	By	getting	the	
produceEps	method	of	the	arrow	class	to	return	an	object	that	includes	data	about	the	arrow’s	points	in	addition	to	the	EPS	that	we	need	to	export,	we	can	change	the	line	to	which	the	arrow	is	attached	when	we	first	parse	the	shape	within	eps/eps.js.	Suppose	that	we	have	a	line	with	a	classic	triangular	arrowhead	that	is	not	flipped.	The	point	at	which	we	want	the	line	to	end	is	the	point	at	which	the	line	and	the	
	 21	
arrowhead	shape	intersect,	which	is	of	course	𝑃! .	We	can	make	similar	comparisons	using	𝑃! ,	𝑃!"#	or	𝑃!	depending	on	whether	we	have	an	arrowhead	or	an	arrow	“tail”	and	whether	or	not	they	are	flipped.		For	a	line	to	be	modified	in	this	way,	we	must	first	copy	the	entirety	of	the	original	line	shape	using	DartDraw’s	own	deepCopy	function.	This	way	we	can	alter	the	points	in	the	copy	and	use	that	to	render	the	appropriate	line	and	affect	the	bounding	box.	If	we	instead	modified	the	original	line	object	or	modified	a	reference	to	the	original	line,	it	would	change	the	points	that	the	arrowhead	uses	as	references	for	where	to	render	itself,	thus	changing	the	location	of	the	arrowhead	and	causing	the	same	issue	of	the	line	“sticking	out”	that	we	were	trying	to	fix	in	the	first	place.		In	order	to	make	sure	that	arrowheads	and	arrow	“tails”	are	rendered	on	the	correct	lines,	each	line’s	Redux	state	has	four	important	attributes:	arrowHeadId and 





is	useful	in	drawing	circles	or	partial	circles.	However,	with	a	couple	of	clever	modifications,	it	is	possible	to	use	the	arc command	to	draw	general	ellipses.		The	first	modification	that	we	make	is	to	apply	PostScript	coordinate	system	transformations.	The	commands	translate, rotate,	and scale can	be	used	to	affect	the	PostScript	coordinate	system	as	if	the	paper	being	drawn	upon	was	being	shifted,	turned,	or	stretched.		The	second	modification	that	we	make	is	to	define	a	procedure	in	PostScript.	Procedures	are	a	powerful	component	of	the	language	that	allows	users	to	modularize	common	tasks.	Here,	we	use	it	to	specify	the	order	of	transformations	that	are	needed	to	draw	complex	shapes.	The	following	procedure	is	used	in	drawing	ellipses	within	src/eps/epsEllipse.js:		
/ellipse 6 dict begin 
 /angle exch def 
 /yradius exch def 
 /xradius exch def 
 /yC exch def 
 /xC exch def 
 /savematrix currentmatrix def 
 xC yC translate 
 angle rotate 
 xradius yradius scale 
 0 0 1 360 arc 







Find the point that is rx1 pixels right of the ellipse’s center; call this p0 
Transform that point using transform-matrix.js: call this p1 
Compute the vector from the center to p1; call this v 
The cosine of the angle of rotation for v is equal to (v1.y * ry) / (ry2) 
The above simplifies to v1.y / ry. Call this value c 
Let	α  = arccos(c) 
If v.y < 0, α = - α 
Return α 
 (Figure	6)										





/arc 8 dict begin 
 /rotateAngle exch def 
 /secondAngle exch def 
 /firstAngle exch def 
 /yradius exch def 
 /xradius exch def 
 /yC exch def 
 /xC exch def 
 /savematrix currentmatrix def 
 xc yc translate 
 rotateAngle rotate 
 xradius yradius scale 
 0 0 1 secondAngle firstAngle arcDirection 








3.7.	Bezier	Curves	In	DartDraw,	Bezier	curves	are	cubic	rather	than	quadratic.	Cubic	Bezier	curves	are	represented	by	two	endpoints	P0	and	P3	along	with	two	intermediary	control	points	P1	and	P2.	They	are	described	by	the	following	equation:			 𝐵 𝑡 =  (1− 𝑡)!𝑃! + 3(1− 𝑡)!𝑡𝑃! + 3 1− 𝑡 𝑡!𝑃! +  𝑡!𝑃!, 0 ≤ 𝑡 ≤ 1				Bezier	objects	in	the	Redux	Store	have	a	points	attribute	that	specifies	points	P0,	P1,	P2,	and	P3	for	each	curve.	Once	we	rotate	and	translate	these	points	according	to	the	transform	attribute	of	each	curve,	we	can	simply	plug	them	into	the	curveto	command	of	PostScript,	as	in	the	following	example:			
0 0 moveto 
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Second,	we	must	remember	that	the	origin	of	the	DartDraw	coordinate	system	is	in	the	upper	left-hand	corner	while	the	origin	of	the	PostScript	coordinate	system	is	in	the	lower	left-hand	corner.	It’s	therefore	necessary	to	subtract	the	𝑦	value	of	a	shape	from	the	canvas	height	of	the	DartDraw	window	whenever	that	𝑦	value	comes	from	the	Redux	state	representation	and	we	wish	to	convert	it	an	EPS	representation.		The	bounding	boxes	of	lines	are	fairly	easy	to	compute	and	form	the	basis	for	the	bounding	box	computations	of	other	figures.	Given	two	points	𝑃!	and	𝑃!,	we	can	assume	WLOG	that	the	vector	of	the	line	is	towards	𝑃!.	We	can	get	the	𝑥	and	𝑦	components	of	this	vector	by	subtracting	the	corresponding	points.	Then,	we	can	find	the	angle	of	rotation	of	the	vector	from	(1,0)	on	the	unit	circle	as	follows:		 ∆𝑥 =  𝑃!. 𝑥 −  𝑃!. 𝑥	∆𝑦 =  𝑃!.𝑦 −  𝑃!.𝑦	𝜃 = 𝑡𝑎𝑛!!(∆𝑦,∆𝑥)			Note	that	the	implementation	of	this	equation	within	the	DartDraw	back	end	uses	the	atan2	function	in	place	of	𝑡𝑎𝑛!!,	the	arctangent.	That	is	because	atan2	can	distinguish	between	diametrically	opposed	angles	and	has	a	range	of	[−𝜋,𝜋]	while	𝑡𝑎𝑛!!	cannot	do	so	and	is	limited	to	a	range	of	(!!! , !!).		The	ends	of	the	lines	are	flat,	which	means	that	the	edge	of	this	flat	line	segment	is	orthogonal	to	𝜃.	We	can	call	this	angle	𝜑,	and	𝜑 =  𝜃 +  !!	for	the	point	of	the	line	end	that	is	rotationally	clockwise	relative	to	𝑃!.	We	can	use	this	point	as	a	reference	to	
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compute	the	𝑥	and	𝑦	components	of	the	vector	between	line	endpoints	and	the	corners	of	the	non-zero	stroke	line.	Calling	this	vector	𝑣,	we	set:			𝑣! = cos 𝜑  ×  !"#$%&'()"!! 			and		𝑣! = sin 𝜑  ×  !"#$%&'()"!! .			Our	four	corner	points	are	thus	equal	to:	(𝑃!. 𝑥 +  𝑣! ,𝑃!.𝑦 +  𝑣!)	(𝑃!. 𝑥 −  𝑣! ,𝑃!.𝑦 −  𝑣!)	(𝑃!. 𝑥 +  𝑣! ,𝑃!.𝑦 +  𝑣!)	(𝑃!. 𝑥 −  𝑣! ,𝑃!.𝑦 −  𝑣!)			Then	we	need	only	compare	these	values	to	the	bounding	box	coordinates	and	update	the	bounding	box	accordingly.		
4.3.	Rectangles		Because	rectangles	are	rendered	using	lines,	computing	the	bounding	box	of	rectangles	is	a	very	similar	process	to	the	one	used	for	computing	the	bounding	box	of	lines.	However,	as	we	noted	in	section	3,	PostScript	fills	in	the	corners	of	closed	shapes	rendered	with	lines	after	closepath	is	called,	and	we	must	account	for	this.		Because	lines	only	intersect	at	angles	of	 !! 	in	rectangles,	we	know	that	the	additional	ink	filled	in	by	PostScript	between	rendered	lines	is	a	square.	Furthermore,	we	know	that	the	sides	are	of	length	!"#$%&'()"!! 	and	that	the	diagonal	is	of	length	!"#$%&'()"!!  × 2.	If	we	can	find	the	angle	of	the	vector	𝑣	from	each	intersection	of	
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lines	to	the	corresponding	corner	of	the	additional	filled-in	box,	then	we	can	find	the	coordinates	of	the	corner	of	each	filled-in	box.		In	fact,	we	can	say	that	this	angle	is	𝜑 =  𝜃 −  !! 	(where	𝜃	is	computed	in	the	same	way	as	it	is	for	lines)	because	the	hypotenuse	of	the	filled-in	square	bisects	the	right	angle.	Then	we	set	𝑣! = cos 𝜑  ×  !"#$%&'()"!!  × 2		and	𝑣! = sin 𝜑  ×  !"#$%&'()"!!  × 2.	For	each	line	in	the	rectangle	from	𝑃! 𝑡𝑜 𝑃!,	there	is	only	one	such	corner	point	of	a	filled	in	box.	Once	we	have	𝑣!	and	𝑣! ,	this	point	is:		 (𝑃!. 𝑥 +  𝑣! ,𝑃!.𝑦 +  𝑣!)			Then	we	compare	this	point	to	the	bounding	box	coordinates	and	update	the	bounding	box.		




	 𝑨 ∙ 𝑩 = 𝑨  × 𝑩  × cos (𝜔),	so	
𝜔 = 𝑐𝑜𝑠!! 𝑨 ∙ 𝑩𝑨  × 𝑩 		The	filled-in	region	for	the	corner	of	a	polygon	is	a	quadrilateral	that	can	be	bisected	into	two	triangles.	This	dividing	line	is	the	vector	𝑣	that	we	are	looking	for.	Since	we	know	the	length	of	one	of	the	sides	is	!"#$%&'()"!! 	,	and	the	angle	opposite	this	side	is	!! ,	we	can	find	 𝑣 .		
𝑣 =  𝑠𝑡𝑟𝑜𝑘𝑒𝑊𝑖𝑑𝑡ℎ2  × 𝑐𝑠𝑐 𝜔2 		Then	we	find	the	angle	of	rotation	of 𝑣	from	the	point	(1,0)	on	the	unit	circle,	and	we	call	this	angle	𝜑.	After	finding	the	angle	𝜃	of	the	vector	from	𝑃! to	𝑃!	(computed	in	the	same	way	as	it	was	for	lines),	we	can	compute	𝜑	using	the	parallelogram	rule.	
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	 𝜑 =  𝜃 + 𝜔2 		Finally,	𝑣! = cos 𝜑  × 𝑣 	and	𝑣! = sin 𝜑  × 𝑣 ,	so	we	check	whether	or	not	we	need	to	update	the	bounding	box	based	on	the	point	(𝑃!. 𝑥 +  𝑣! ,𝑃!.𝑦 +  𝑣!).		
4.5.	Ellipses	The	following	derivation	of	the	ellipse	bounding	box	equation	is	based	on	the	work	of	Mark	C.	Hendricks,	PhD.			To	begin,	we	assume	that	the	ellipse	is	centered	at	the	origin	since	we	can	offset	the	resulting	bounding	box	by	the	appropriate	amount	after	the	fact.	Suppose	that	we	have	such	an	ellipse	that	has	been	rotated	around	the	origin	by	an	angle	𝛼.	Then	we	recall	that	equation	for	a	standard	ellipse	with	horizontal	radius	ℎ	and	vertical	radius	𝑣:	 𝑥!!ℎ! +  𝑦!!𝑣! = 1		Here,	(𝑥!,𝑦!)	is	a	point	on	the	boundary	of	the	ellipse	after	the	ellipse	has	been	rotated	in	reverse	by	angle	𝛼	to	make	a	standard	ellipse.	Now	we	can	find	𝑥!	and	𝑦!	in	terms	of	the	points	𝑥	and	𝑦	on	the	boundary	of	the	original	non-rotated	ellipse.		 𝑥! = 𝑥 cos 𝛼 + y sin 𝛼  	
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Find the minX and maxX of the base ellipse 
For each of these values: 
 
 Find the corresponding y coordinate using the implicit quadratic equation 
 Find the angle of rotation of this x,y pair 
 Determine if this angle lies between the start and end angle of the arc 
 
 If it does: 
  This is an extremum. Update the bounding box 
 If it does not: 
  This is not an extremum. 
 
Repeat the above for minY and maxY. 







Finding	the	corresponding	y	coordinate	to	minx	(for	example)	is	the	difficult	part	of	this	procedure	and	the	only	one	with	math	that	we	have	not	already	examined.		To	solve	this,	we	note	that	we	can	also	represent	ellipses	using	the	implicit	quadratic	equation:			 𝐴𝑥! + 𝐵𝑥𝑦 + 𝐶𝑦! + 𝐷𝑥 + 𝐸𝑦 + 𝐹 = 0			The	values	for	the	coefficients	are	as	follows,	with	ℎ,	𝑣,	and	𝛼	defined	as	before.			 𝐴 =  ℎ!𝑠𝑖𝑛! 𝛼 + 𝑣!𝑐𝑜𝑠! 𝛼 	𝐵 = 2 𝑣! − ℎ! 𝑠𝑖𝑛 𝛼 𝑐𝑜𝑠 𝛼 	𝐶 =  ℎ!𝑐𝑜𝑠! 𝛼 + 𝑣!𝑠𝑖𝑛! 𝛼 	𝐷 = −2𝐴𝑥!"#$"% − 𝐵𝑦!"#$"% 	𝐸 = −𝐵𝑥!"#$"% − 2𝐶𝑦!"#$"% 	𝐹 = 𝐴𝑥!"#$"%! + 𝐵𝑥!"#$"%𝑦!"#$"% + 𝐶𝑦!"#$"%! − ℎ!𝑣!			Then	the	coefficients	of	the	quadratic	equation	to	solve	for	the	x	coordinate,	for	example,	are:		 𝑎 = 𝐴	𝑏 = 𝐵𝑦 + 𝑑	𝑐 = 𝐶𝑦! + 𝐸𝑦 + 𝐹			We	have	one	solution	for	𝑦	when	𝑏! − 4𝑎𝑐 = 0.	We	can	solve	for	𝑥	given	the	𝑦	coordinate	of	an	extremum	in	a	similar	fashion,	though	we	need	not	show	all	of	the	equations.			
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4.7.	Rounded	Rectangles		Since	rounded	rectangle	are	created	from	DartDraw	rectangles	and	ellipses,	the	bounding	box	of	a	DartDraw	drawing	is	altered	separately	by	each	of	the	component	shapes.	
4.8.	Bezier	Curves		In	section	3,	we	saw	that	four	points	in	the	coordinate	system	define	each	cubic	Bezier	curves	used	in	DartDraw.	Although	Bezier	curves	are	fairly	easy	to	render,	computing	the	bounding	boxes	of	these	shapes	is	a	difficult	process	that	is	beyond	the	scope	of	this	thesis.		However,	these	four	points	are	easy	to	access	within	the	Bounding	Box	class.	The	
updateBoundsBezierHelper method	leverages	the	getCoords method	of	the	epsShape	class	to	get	the	four	points	needed	to	define	a	Bezier	curve.	Every	cubic	Bezier	curve	is	bound	by	the	polygon	described	by	its	four	control	points.	Therefore,	the	Bounding	Box	class	checks	each	point	with	an	offset	of	half	of	the	strokeWidth	of	the	Bezier	curve	to	see	if	this	bounding	polygon	pushes	past	the	edges	of	the	current	DartDraw	bounding	box.	While	not	precise,	this	method	is	accurate.				
5.	File	Saving	and	Opening	
As	discussed	throughout	this	thesis,	the	internal	structure	of	the	DartDraw	application	rests	entirely	upon	the	Redux	framework.	What	makes	the	Redux	
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framework	so	useful	is	that	it	stores	exactly	what	we	need	to	know	about	the	state	of	a	drawing	with	no	missing	or	superfluous	information.	Therefore,	it	is	the	basis	of	the	DartDraw	file	save	format.	
5.1.	Saving	files	with	IPC		In	the	introduction	to	this	thesis,	I	discussed	the	relationship	between	the	Electron	main	process	and	the	browser	processes.	Because	electron	processes	handle	menu	events	and	browser	processes	can	render	separate	drawings	from	each	other,	this	relationship	becomes	important	in	the	file	save	process.		The	menu	is	created	using	the	Electron	Menu	module,	which	allows	a	developer	to	create	a	template	menu	format	and	set	that	as	the	native	menu.	In	this	case,	we	have	OS	X	menu	options	for	saving	and	opening,	along	with	other	functionality	not	discussed	here.		When	a	user	decides	to	save	a	file,	they	click	on	File	>	Save	within	the	Electron	menu,	which	then	handles	the	appropriate	click	event	described	in	DartDraw/electron.js.	In	the	case	of	a	file	save,	the	click	event	begins	by	getting	the	currently	focused	browser	process	–	seen	by	the	user	as	a	window	with	a	rendered	drawing	–	using	the	command	Browser.getFocusedWindow().	Next,	it	takes	advantage	of	inter-process	communication	(IPC)	to	communicate	between	the	Electron	main	process	and	this	specific	browser	process.		
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Electron’s	IPC	module	enables	the	processes	to	commute	in	this	way.	The	idea	is	that	the	main	process	side	“pings”	a	particular	channel	on	the	browser	side	using	the	ipcMain	sub	module,	sending	a	message	and	an	event	along	with	the	ping.	The	browser	side	uses	the	ipcMain sub	module	to	listen	for	messages	on	the	file	save	channel.	When	it	receives	a	ping,	it	interprets	the	message	as	the	main	process	asking	for	a	file	save.	The	browser	process	then	accesses	the	Redux	store,	converts	it	from	JSON	to	a	string,	and	sends	it	back	to	the	main	process	over	the	correct	channel	using	the	event	that	was	sent	by	the	main	process.		When	the	main	process	receives	a	response	from	a	browser	process	over	the	file	save	channel,	it	saves	whatever	it	was	given	using	Electron’s	file	save	module.	Specifically,	this	module	opens	an	OS	X	native	save	dialog,	allowing	the	user	to	input	a	filename.	The	main	process	saves	the	given	string	to	this	filename,	checking	to	see	if	such	a	filename	already	exists	and	exiting	gracefully	when	it	encounters	an	error.		
5.2.	Opening	files		DartDraw	opens	files	in	much	the	same	way	as	it	saves	them,	but	in	reverse.	When	a	user	opts	to	open	a	file	from	the	DartDraw	menu,	the	main	process	shows	a	native	OS	X	open	dialog	through	which	the	user	may	select	one	or	multiple	files.	For	each	file	that	is	selected,	the	main	process	attempts	to	open	the	file	and	the	text	into	a	JSON	object	representing	the	drawing	state	portion	of	a	DartDraw	Redux	store.	Upon	each	success,	the	main	process	creates	a	new	browser	process,	instantiates	the	IPC	file	save	channel	in	that	process,	and	sends	it	a	Redux	store	representing	a	
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drawing.	Finally,	each	new	browser	process	parses	its	drawing	state	and	renders	it	accordingly.	
6.	Future	Work	
Impressive	as	the	DartDraw	application	may	be,	there	are	a	few	important	ways	in	which	the	application	could	be	improved.	Below,	I	focus	on	the	potential	improvements	that	would	fall	under	my	responsibility.		
6.1.	Complex	Shape	Intersection		One	useful	feature	of	DartDraw	allows	a	user	to	select	a	color	of	their	choice	as	the	canvas	color.	Whenever	shapes	are	the	same	color	as	the	background,	we	avoid	expanding	the	bounding	box	of	the	total	drawing	based	on	that	shape.	We	would	not,	for	example,	want	an	EPS	file	to	represent	a	drawing	of	significant	dimensions	when	the	only	figures	present	in	the	drawing	are	the	same	color	as	the	canvas.		Without	loss	of	generality,	let’s	assume	that	the	canvas	is	white.	A	white	rectangle	drawn	by	the	user	should	not	result	in	a	call	to	any	bounding	box	helper	function	because	the	bounding	box	should	not	expand.	However,	it	may	well	be	that	this	rectangle	overlaps	a	red	ellipse.	An	ink-based	bounding	box	should	account	for	all	parts	of	this	red	ellipse	that	are	not	covered	by	the	white	rectangle,	which	means	that	we	would	have	to	compute	the	points	of	intersection	between	the	two	shapes.			
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Additionally,	we	have	to	make	an	extra	pass	through	the	list	of	shapes	every	time	we	consider	updating	the	bounding	boxes.	If	we	were	to	draw	the	red	ellipse	first,	the	bounding	box	would	have	the	necessary	dimensions	to	encapsulate	the	red	ellipse.	If	we	were	to	then	draw	the	white	rectangle	over	the	red	ellipse,	the	bounding	box	would	not	update	because	the	white	rectangle	is	the	same	color	as	the	canvas.	This	is	a	problem;	we	know	have	a	bounding	box	that	is	not	ink-based	because	it	encompasses	the	area	in	which	the	part	of	the	red	ellipse	that	is	no	covered	by	the	white	rectangle	used	to	be	visible.	Therefore,	we	must	instead	“look	ahead”	through	the	list	of	shapes	in	the	Redux	store	each	time	that	we	consider	updating	the	bounding	boxes.	If	we	take	this	approach,	we	would	consider	the	red	ellipse	and	realize	that	it	is	going	to	be	overlapped	by	the	white	rectangle	down	the	road,	so	we	can	update	the	bounding	box	according	to	the	points	of	intersection	between	the	two	shapes	instead	of	naively	considering	each	shape	only	in	isolation.		Currently,	DartDraw	export	functionality	accounts	for	intersections	between	lines,	rectangles,	rounded	rectangles,	and	ellipses.	Future	work	would	include	accounting	for	intersection	between	more	complex	shapes	including	arcs,	Bezier	curves,	freehand	paths,	and	text.		
6.2.	Color	Flattening		Each	shape	type	in	DartDraw	has	an	associated	context	menu	within	the	app	that	allows	users	to	select	different	features	of	that	shape.	One	feature	that	is	common	to	all	shapes	is	color,	which	may	apply	to	the	fill	and/or	the	stroke	of	that	shape.	The	
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user	can	choose	whether	the	color	is	represented	by	RGB	or	CMYK.	In	either	case,	the	color	in	PostScript	is	represented	in	CMYK.		Fortunately	for	the	front	end	of	the	application,	the	user	may	also	manipulate	the	alpha	channel	of	the	color	palette	when	styling	their	drawings.	Unfortunately	for	the	back	end	of	the	application	–	including	exporting	EPS	files	–	this	behavior	is	not	supported.	That	means	that	there	is	no	automatic	way	to	include	opacity	for	shapes	dictated	by	EPS	files.		Adobe	handles	this	issue	with	a	technique	known	as	color	flattening.	The	idea	is	that	multiple	shapes	with	some	degree	of	opacity	can	overlap	in	any	manner	of	ways,	creating	a	new	color	at	the	areas	of	overlap.	Of	course	this	new	color	can	be	calculated	with	relative	ease,	but	the	areas	of	overlap	can	be	very	difficult	to	compute	for	an	arbitrary	number	of	overlaps.	While	the	problem	is	solvable,	it	is	beyond	the	scope	of	this	thesis.			
6.3.	File	Compression		The	current	version	of	DartDraw	is	capable	of	opening	DartDraw	files,	recognizing	when	files	are	not	DartDraw	files	and	should	not	be	opened,	and	can	save	files	in	the	DartDraw	file	format.	Furthermore,	Jean	Zhou	has	written	a	standalone	Python	script	to	convert	MacDraw	files	into	the	DartDraw	file	format.		
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However,	DartDraw	does	not	currently	support	compressed	files.	One	potential	method	that	would	be	easily	implemented	in	a	scripting	language	like	JavaScript	is	Huffman	encoding,	a	compression	technique	that	can	greatly	reduce	file	size	when	used	on	a	known	and	finite	set	of	symbols	such	as	the	ASCII	characters	used	to	represent	the	Redux	Store	in	the	DartDraw	file	format.		
7.	Reflection	
Working	on	this	project	has	been	both	challenging	and	extremely	rewarding.	From	the	beginning,	I	was	opposed	to	the	idea	of	the	JavaScript-based	React-Redux	design	that	the	majority	of	the	group	favored	as	it	meant	that	I	would	have	to	learn	a	new	programming	language	in	addition	to	PostScript.			While	getting	up	to	speed	was	quite	challenging,	I	can	now	confidently	say	that	my	colleagues	made	a	wise	choice	to	set	up	our	project	this	way.	The	Redux	API	is	incredibly	easy	to	use	and	makes	translation	between	the	application’s	information	and	the	exported	PostScript	files	much	less	painless	than	it	might	have	been.	Furthermore,	I	see	the	runtime	benefits	of	using	the	React	framework	to	individually	apply	changes	to	figures	on	the	front	end.	Compared	to	Swift-based	applications	that	I	have	made	in	the	past	using	Xcode,	DartDraw	is	quite	a	speedy	and	user-friendly	graphics	application.		
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There	are	certainly	decisions	that	I	would	have	made	differently	if	I	had	the	opportunity	to	go	back	and	do	this	project	again.	Mostly,	I	would	do	all	of	the	math	that	I	ended	up	needing	ahead	of	time.	After	learning	how	to	use	the	React-Redux	framework,	reading	up	on	some	basic	PostScript,	and	computing	the	bounding	boxes	for	a	figure	or	two,	I	was	convinced	that	I	was	ready	to	start	coding	in	earnest.	In	reality,	there	is	no	code	written	before	a	couple	of	months	ago	that	I	did	not	change	at	least	a	little	bit	in	the	past	few	weeks.	As	I	realized	more	logical	and	efficient	ways	to	organize	this	project	–	such	as	the	connection	between	rendering	arcs	and	ellipses,	or	how	to	apply	quadratic	solvers	to	both	arcs	and	Bezier	curves	–	I	came	to	admit	to	myself	that	my	initial	efforts	belied	the	lack	of	planning	I	did	for	the	long	term.		Even	so,	I	am	proud	of	the	application	that	we	have	made.	There	are	certainly	bugs	to	work	out	and	features	to	add,	but	I	genuinely	believe	that	users	could	enjoy	their	experience	with	DartDraw	as	it	stands	now.	Whether	we	polish	what	we’ve	made	after	we	turn	in	these	theses	or	it	has	to	wait	until	another	undergraduate	fits	together	the	final	pieces,	it’s	clear	to	me	that	we	accomplished	an	impressive	feat	in	software	engineering	with	limited	time,	resources,	and	initial	knowledge.			I	am	impressed	by	my	colleagues	Collin,	Elisabeth,	Emma,	Jean,	Luisa,	and	Michelle,	and	I	am	thankful	to	my	advisor,	Thomas	Cormen.	
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