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QoS-Based Service Selection with Lightweight Description for
Large-Scale Service-Oriented Internet of Things
Chaocan Xiang, Panlong Yang , Xuangou Wu, Hong He, and Shucheng Xiao
Abstract: Quality of Service (QoS)-based service selection is the key to large-scale service-oriented Internet of
Things (IOT), due to the increasing emergence of massive services with various QoS. Current methods either
have low selection accuracy or are highly time-consuming (e.g., exponential time complexity), neither of which
are desirable in large-scale IOT applications. We investigate a QoS-based service selection method to solve this
problem. The main challenges are that we need to not only improve the selection accuracy but also decrease
the time complexity to make them suitable for large-scale IOT applications. We address these challenges with the
following three basic ideas. First, we present a lightweight description method to describe the QoS, dramatically
decreasing the time complexity of service selection. Further more, based on this QoS description, we decompose
the complex problem of QoS-based service selection into a simple and basic sub-problem. Finally, based on this
problem decomposition, we present a QoS-based service matching algorithm, which greatly improves selection
accuracy by considering the whole meaning of the predicates. The traces-driven simulations show that our method
can increase the matching precision by 69% and the recall rate by 20% in comparison with current methods.
Moreover, theoretical analysis illustrates that our method has polynomial time complexity, i.e., O.m2  n/, where m
and n denote the number of predicates and services, respectively.
Key words: service-oriented Internet of Things; quality of service; service selection; lightweight description
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Introduction

As one of the mainstream applications of future
internet, Internet of Things (IOT) is capable of building
powerful industrial systems and applications by
connecting and communicating different devices, such
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as RFID, sensors, and embedded devices[1, 2] . Since
IOT needs to integrate large numbers of different
devices, networks, and systems[3] , Service-Oriented
Architecture (SOA) has been widely used to enable
connection and interaction among heterogeneous
devices and networks[4] . In service-oriented IOT, realworld devices provide their functionalities as web
services, which can be selected and used by other
entities such as enterprise applications and other
devices[4, 5] . As increasing services with different
Quality of Services (QoS) emerge in large-scale
service-oriented IOT, it becomes critical to select
services based on QoS[1, 4, 6–8] .
Current methods of QoS-based service selection
are comprised of two main categories. An approach
called BGSM[7, 9, 10] exploits bipartite graph semantic
matching. This approach has low time complexity,
but its service selection accuracy is low. Another
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approach named ROOD[11, 12] selects service by
reasoning on OWL DL. The precision of its service
selection is high. However the execution time increases
exponentially with the number of services[13] , and it
is therefore not applicable to large-scale IOT. Both
selection precision and time cost are the most
important metrics for evaluating service selection
performance[9, 10] . However, current approaches have
either poor selection accuracy or massive time costs.
To address these problems, we propose a QoSbased service selection method with a lightweight
description. First, we present a lightweight description
method called Three Particular Predicates (TPP),
leveraging three particular predicates to describe
QoS. Moreover, based on the TPP description,
we formalize the QoS-based service selection
problem, and decompose it into a basic sub-problem
based on two theorems. Based on this problem
decomposition, we then present a QoS-based service
matching algorithm. Finally, we conduct traces-driven
simulations and theoretical analysis to evaluate the
selection performances and time complexity of our
method.
The main contributions of our study are as follows:
 Firstly, we propose a QoS-based service selection
method, that dramatically decreases the time
complexity due to the lightweight QoS description,
while simultaneously, greatly improving service
selection accuracy as a result of considering the
whole meaning of the predicates in the QoS
description.
 Then, based on the derivations of mathematical
logic, we formalize and decompose the complex
problem of QoS-based service selection into a
simple and basic sub-problem (i.e., the predicate
matching problem), enabling the problem to be
solved easily.
 Finally, on the basis of public test collections,
we conduct traces-driven simulations. The results
show that our method can increase the matching
precision by 69% and the recall rate by 20%
in contrast to BGSM approaches. Moreover, the
theoretical analysis illustrates that our method has
polynomial time complexity and can be used for
large-scale IOT applications.
The remainder of this paper is organized as
follows. Section 2 presents a lightweight QoS
description method called TPP. Based on the TPP
description, the QoS-based service selection problem is
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formalized and decomposed into a basic sub-problem,
as described in Section 3. To address this problem,
Section 4 proposes a QoS-based service matching
algorithm, followed by the experimental evaluation and
theoretical analysis in Section 5. And then, Section 6
discusses the proposed method and future work. Finally,
we review related works in Section 7 and conclude this
paper in Section 8.

2
2.1

A Lightweight QoS Description Method
Formalized definition of QoS

In this section, we first introduce a practical example of
service selection in service-oriented IOT as a motivating
case, i.e., the semantic sensor web[14] . We then give the
formalized definitions for QoS.
In recent years, with the development and widespread
use of sensors, the semantic sensor web[14–16] has been
proposed to address the integration and communication
between different sensor networks, as well as the lack of
the sensor data knowledge. We take a military scenario
as an example. Specifically, a largely national web
of semantic sensors is created by integrating different
kinds of sensor network. For example, when detecting
tracks, different sensors may have different functions,
detecting areas, and track precision. Consider a user
who wants to use a service that provides high precision
track of a location in city B, given a latitude and
longitude. There are two sensors which provide the
services with the same function. However, each service
can only provide tracks of one area in city B. It is given
that their detecting areas are described by the range
of latitudes and longitudes, such as 80 < latitude < 90;
longitude < 30. The service descriptions of the query
and two advertised services, including input, output,
precondition, and effect, are listed in Table 1.
As mentioned before, a large number of services have
the same functions (i.e., input and output parameters)
with different QoS, e.g., detecting area and track
precision. QoS is often represented by the Precondition
and Effect (PE) of the service[7, 9–12] . The precondition
denotes the required conditions before implementing
services, while the effect denotes the influenced
conditions after implementing services[9, 17] . Both
describe the restrained relationships between Input
and Output (IO) parameters or between the parameter
and concrete values. For simplicity, in this paper, we
only discuss the binary relationship, as the ternary
or multinational relationships are similar. PE mainly
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Table 1
Class
Query Q1
Service S1
Service S2

Input
Latitude, longitude
Latitude, longitude
Latitude, longitude

The service description of the query and advertised services.
Output
Track
Track
Track

Precondition
.80 < latitude < 90/ \ .longitude < 30/
.latitude < 100/ \ .longitude < 5/
.latitude < 95/ \ .longitude < 31/

includes two categories: object type property PE and
data type property PE[9, 10, 18, 19] .
Definition 1 (Object Type Property PE) describes
the restrained relations between IO parameters and is
formalized as
Relation .para1 ; para2 /

(1)

where para denotes the IO parameters of the service
descriptions.
Definition 2 (Data Type Property PE) describes
the restrained relations between IO parameters and
concrete values and is formally defined as
Relation .para; val/

(2)

where val denotes the concrete values including
numeral and semantic concept, etc.
According to Definition 1 and Definition 2, as
shown in Table 2, all the PEs of services in the
motivating case are data type property PE, such as
“longitude< 30” and “precision is good”. As there are
many good ways[7, 9, 10] to solve service selection based
on object type property PE, we focus on discussing
service selection based on data type property PE in this
study. For concise presentation, PE refers to data type
property PE unless otherwise specified in the remainder
of this paper.
2.2

TPP: A lightweight QoS description method

In most researches, predicates are usually used to
describe QoS[9, 10, 18] . The representation of predicates
is critical, since both the descriptive capability of
service QoS and the time complexity of service
matching are largely dependent on them. On one
hand, if we exploit any predicate, the descriptive
capability is strong. However, service matching based
Table 2
Class
Query Q1
Service S1
Service S2

Effect
Precision is high
Precision is well
Precision is high or moderate

on these descriptions consumes exponential time
complexity[13] . On the other hand, if we use a subset
of predicates, the matching time complexity may be
low; nevertheless, the descriptive capability becomes
weak. When only considering data type property PE,
we can make a good trade-off between the descriptive
capability and matching complexity. In this study, we
propose a lightweight QoS description method called
TPP. Leveraging three particular predicates, the TPP
method greatly decreases the time complexity of service
matching, while maintaining a strong descriptive
capability.
A description method is composed of the alphabet
and the construction rule. The alphabet denotes the set
of all the basic elements in the descriptions, while the
construction rule indicates the description rules based
on the alphabet. In the following, we introduce the
alphabet of the TPP method, as well as its construction
rule.
2.2.1 TPP alphabet
The TPP alphabet includes three predicates and two
logical connectives
as follows. 9
8
(
)
ˆ
=[
< Above .para; val/ >
\; [
(3)
Below .para; val/
ˆ
;
: Equal (para; val/ >
In Eq. (3), it is noted that
 For three particular predicates, Above (para,val),
Below (para,val), and Equal (para,val) denote the
parameter (i.e., para) is above, below, and
equivalent to the value (i.e., val), respectively.
 For two logical connectives, A \ B denotes the
expression is true, if and only if both A and B are
true; A[B denotes the expression is true, if A or B

The example of QoS description by TPP method.

Service QoS

TPP description

.80 < latitude < 90/ \ .longitude < 30/

Above (latitude,80/ \ Below (latitude,90/ \ Below (longitude,30/

Precision is high

Equal (precision, high)

.latitude < 100/ \ .longitude < 5/

Below (latitude; 100/ \ Below (longitude,5/

Precision is well

Equal (precision, well)

.latitude < 95/ \ .longitude < 31/

Below (latitude,95/ \ Below (longitude,31//

precision is high or moderate

Equal (precision; high/ [ Equal (precision; moderate/
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is true. In the TPP method, these two basic logical
connectives are suitable for representing all the
logical relationships for the following reasons. In
First-Order Logic (FOL), logical connectives
T S
include “ ; ; !” and “:”[20] . As we exploit
the TPP, the relationships of “!” and “:” can
T
S
be represented by “ ” and “ ”. Specifically,
A ! B, :Equal .A; B/, :Above .A; B/, and
:Below .A; B/ can be represented by :A [ B,
S
Above .A; B/ Below .A; B/, Below .A; B/, and
Above .A; B/, respectively.
2.2.2

3

Descpq ! Descpa
Descea ! Desceq

Formalization
Problem

and

Decomposition

of

Problem formalization

The problem of QoS matching is described as follows:
A query’s QoS is matched with the QoS of an
advertised service, if and only if the following two
conditions are satisfied:
(1) The precondition of the advertised service is
satisfied by that of the query.
(2) The effect of the query is satisfied by that of the
advertised service.
Note that “A is satisfied by B” indicates that A must
be true if B is true. As these preconditions and effects of
service are described by the TPP method, this problem

(4)

where Descpq and Descpa denote the precondition
of the query and that of the advertised service,
respectively. Desceq and Descea denote the effect of the
query and that of the advertised service, respectively.
According to Eq. (4), the QoS matching problem is
essentially judging whether the implication relationship
between two TPP descriptions is true or not. Formally,
Desc1 ! Desc2

The key to QoS-based service selection is the QoS
match. In this section, based on the TPP description
method, we firstly formalize the QoS matching
problem. On the basis of this formalization, we
decompose the problem into the most basic subproblem, simplifying its solution.
3.1

is formalized as

Construction rules of TPP

Based on the alphabet, the QoS descriptions of service
are constructed in accordance with the following three
rules:
 Rule 1: If Pred (para,val) is the predicate of
the TPP method, Pred (para,val) is the TPP
description.
 Rule 2: If Desci and Descj are TPP descriptions,
then Desci \Descj and Desci [Descj are also TPP
descriptions.
 Rule 3: The formula is a TPP description, if and
only if it is constructed by using Rules 1 and 2 for
finite steps.
In summary, according to the above alphabet and
construction rules, the QoS in the motivating case is as
described in Table 2, using the TPP method.
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3.2

(5)

Problem decomposition

As Disjunctive Normal Form (DNF) is convenient
for matching[21] , we equivalently transform the TPP
description into the corresponding DNF expression as
n

Desc , [ Conji
i D1

(6)

where Conji denotes a conjunctive clause, which
is a disjunction of several predicates, i.e., Conji D
m
T
Predj .para; val/.
j D1

According to Eq. (6), we decompose the QoS
matching problem (as Eq. (5)) into a problem of
conjunctive clause matching (as Eq. (7)) based on
Theorem 1.
Conji ! Conjj

(7)

Theorem 1 Desc1 ! Desc2 is true, if for any
conjunctive clause of Desc1 , in Desc2 there is at least
one conjunctive clause which can be implied by it.
Proof We use the method of proof by
contradiction. Specifically, we assume that Desc1
cannot imply Desc2 . Therefore, Desc1 is true, and
Desc2 is false. Desc1 and Desc2 are equivalent to
n
m
S
S
Conji and
Conjj , respectively. Hence, in Desc1 ,
i D1

j D1

there is at least one conjunctive clause which is true, and
each conjunctive clause of Desc2 is false. Therefore,
in Desc1 there is at least one conjunctive clause which
cannot imply each conjunctive clause of Desc2 . It
conflicts with the given conditions of Theorem
1. Consequently, Theorem 1 is true.

Finally, the problem of conjunctive clause matching
(as Eq. (7)) is decomposed into a problem of predicate
matching (as Eq. (8)) based on Theorem 2. As a
result, the problem of predicate matching is ultimately
the basic sub-problem of QoS matching. All the
relationships of problem transformation are shown in

Tsinghua Science and Technology, August 2015, 20(4): 336-347

340

4

Fig. 1.
Predi .para; val/ ! Predj .para; val/

(8)

Theorem 2 Conj1 ! Conj2 is true, if and only if
for any predicate of Conj2 , in Conj1 there is at least one
predicate which can imply it.
Proof First, the proofs of sufficient conditions are
similar to the proof of Theorem 1, and we do not present
it again.
Second, we use the reduction absurdity method to
prove the necessary conditions of Theorem 2. Suppose
that the conclusion of Theorem 2 is wrong. Hence, in
Conj2 there is at least one predicate which no predicate
of Conj1 can imply. It is supposed that, 9Predb 2 Conj2 ,
8Predi 2 Conj1 ,
Predi ¤> Predb .i D 1; 2;    ; n/

(9)

As the predicates are described by the TPP
method, all the predicates are Above .para; val/,
Below.para; val/ or Equal.para; val/. Hence, it is easy
to see that if no predicate can imply one predicate,
the intersection of all the predicates cannot imply this
predicate. Therefore, it is learnt from Eq. (9) that
n
T
Predi cannot imply Predb .
iD1

Since Conj1 and Conj2 are equivalent to
and

mT1
j D1

n
T

Predi

i D1

Predj \Predb , respectively, Conj1 cannot imply

Conj2 . It conflicts with the given conditions of Theorem
2. As a result, Theorem 2 is true.


Fig. 1

The relationships of the problem decomposition.
Table 3

QoS-Based Service Matching Method
with Lightweight Description

Based on the formalization and decomposition of
the problem in the previous section, we propose a
QoS-based service matching method. In the following
sections, we first present an algorithm of predicate
matching to solve the most basic sub-problem. After
that, a QoS-based service matching algorithm is
presented based on the predicate matching algorithm.
4.1

Predicate matching algorithm

As Eq. (8), the essence of predicate matching is to
judge whether one predicate implies the other. In our
study, the whole meaning of the predicate, including
the parameter, the name, and the value of predicate,
is considered to improve the precision of service
matching. Specifically, predicate matching mainly
consists of the following two phases:
(1) Checking the semantic similarity of
parameters: This phase is similar to the BGSM
approach. It judges whether the parameters
of these two predicates (i.e., para) are similar
based on semantic reasoning[22] . If not, these
two predicates are not matched. Otherwise, the
next phase is implemented to continue checking
whether they are matched based on the name and
value of predicates.
(2) Checking the name and value of predicates:
The matching rule is created to judge whether
these two predicates are matched based on
the name and value of predicates. We exploit
Semantic Web Rule Language (SWRL)[23] ,
which is a normal rule language based on OWL
DL to describe the predicate matching rule as
in Table 3. In Table 3, the matching rules are
described in rules (1)-(3), when the names of
two predicates are the same; the other rules

The rules of predicate match based on SWRL.

(1) equal.Pred1 ‹; Pred2 ‹/ \ equal.Pred1 ‹; ‘Above’/ \ greaterThanOrEqual.val1 ‹; val2 ‹/

! imply Pred1 .para1 ; val1 /‹; Pred2 .para2 ; val2 /‹
(2) equal.Pred1 ‹; Pred2 ‹/ \ equal.Pred1 ‹; ‘Below’/ \ lessThanOrEqual.val1 ‹; val2 ‹/

! imply Pred1 .para1 ; val1 /‹; Pred2 .para2 ; val2 /‹

(3) equal.Pred1 ‹; Pred2 ‹/ \ equal.Pred1 ‹; ‘Equal’/ \ equal .val1 ‹; val2 ‹/ [ hasSimilar.val1 ‹; val2 ‹/

! imply Pred1 .para1 ; val1 /‹; Pred2 .para2 ; val2 /‹
(4) equal.Pred1 ‹; ‘Equal’/ \ equal.Pred2 ‹; ‘Above’/ \ greaterThanOrEqual.val1 ‹; val2 ‹/

! imply Pred1 .para1 ; val1 /‹; Pred2 .para2 ; val2 /‹
(5) equal.Pred1 ‹; ‘Equal’/ \ equal.Pred2 ‹; ‘Below’/ \ lessThanOrEqual.val1 ‹; val2 ‹/

! imply Pred1 .para1 ; val1 /‹; Pred2 .para2 ; val2 /‹
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are described when the names are different. The
predicate of “hasSimilar” means that two
values of predicate are similar. “imply (A,B)”
means that A ! B. The other predicates of
the rules are built-ins of SWRL[23] , such as
“greaterThanOrEqual”.
Based on the descriptions of these two phases,
as shown in Algorithm 1, we propose a predicate
matching algorithm. In Algorithm 1, the semantic
similarity between the two parameters of predicates
is calculated in line 1. It realizes the first phase of
predicate matching. In lines 2-4, if the similarity is
below THRESHOLD, these two predicates are not
matched. Otherwise, in lines 5-16, the second phase
of predicate matching is executed based on the rules
of predicate matching in Table 3. First, if the names of
two predicates are the same, in lines 5-9 the predicates
are matched based on rules (1)-(3). If the matching is
successful, the semantic similarity of two parameters in
the first phase is returned as the matching value in line
8. Note that, in line 7, the function of “IsSimilar” is to
check whether the concepts of two values are similar
based on semantic reasoning. In the end, it is similar
when the names of two predicates are different in lines
10-16. It is based on rules (4) and (5) of predicate
matching.
4.2

QoS-based service matching algorithm

As mentioned before, the key to QoS-based service
Algorithm 1 : Predicate Matching Algorithm (MatchP)
Input: Pred1 .para1 ; val1 /; Pred2 .para2 ; val2 /
Output: matching value
1: Similarity=match(para1 ; para2 ).
2: if Similarity <THRESHOLD then
3:
return 0
4: end if
5: if Pred1 ¤ Pred2 then
6:
Continue.

T
7: else if .Pred1 D ‘Above’/
.val1 > val2/
S
.Pred1 D ‘Below’/ \ .val1 6 val2 /

S
.Pred1 D ‘Equal’/ \ IsSimilar.val1 ; val2 / then
8:
return Similarity.
9: end if
10: if Pred1 ¤ ‘Equal’ then
11:
return 0.

12: else if .Pred2 D ‘Above’/ \ .val1 > val2 /

S
.Pred2 D ‘Below’/ \ .val1 6 val2 / then
13:
return Similarity.
14: else
15:
return 0.
16: end if
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matching is the QoS matching. Further more, as shown
in Fig. 1, the sub-problem of QoS matching is the
conjunctive clause matching problem, which can be
decomposed into a predicate matching problem. As a
result, the QoS matching algorithm (i.e., Algorithm 2)
is made on the basis of the conjunctive clause matching
algorithm (i.e., Algorithm 3), which is also based
on the predicate matching algorithm (i.e., Algorithm
1). Finally, based on the QoS matching algorithm, we
propose the QoS-based service matching algorithm in
Algorithm 4.
As shown in Algorithm 2, the QoS matching
algorithm is designed in accordance with Theorem
1. In Algorithm 2, firstly, for any conjunctive clause
of Desc1 , we find a conjunctive clause of Desc2 ,
which best matches it in lines 2-14. It is worth
noting that, “MatchC” denotes the algorithm of
conjunctive clause matching (i.e., Algorithm 3), which
is called to calculate the matching value between
two conjunctive clauses in line 6. If the similarity is
below THRESHOLD, there is no conjunctive clause
which can be matched with the conjunctive clause of
Desc1 . It is learnt from Theorem 1 that the two QoS
descriptions are not matched, and zero is returned in
line 10. In lines 11-15, the average similarity of all
the conjunctive clause matching pairs is calculated as
the QoS matching value. Similar to Algorithm 2, the
conjunctive clause matching algorithm (as Algorithm 3)
is presented according to Theorem 2. It is not explained
in detail any more.
Finally, based on Algorithm 1, Algorithm 2, and

Algorithm 2 : QoS Matching Algorithm (MatchQ)
Input: Desc1 ; Desc2
Output: matching value
1: matchresult D 0.
2: for all Conji 2 Desc1 ; i D 1; 2;    ; n do
3:
maxresult D 0.
4:
for all Conjj 2 Desc2 ; j D 1; 2;    ; m do
5:
if MatchC.Conji ; Conjj / > maxresult then
6:
maxresult=MatchC.Conji ; Conjj /.
7:
end if
8:
end for
9:
if maxresult <DTHRESHOLD then
10:
return 0.
11:
else
12:
matchresult D matchresult C maxresult.
13:
end if
14: end for
15: return matchresult=n.

342

Algorithm 3, we present the QoS-based service
matching algorithm (i.e., Algorithm 4), which consists
of two steps. Specifically, as shown in Algorithm
4, the service descriptions include the IO and the
QoS which contains the PE. Let .Inpq ; Outpq / and
.Inpa ; Outpa / denote the IO of the query and those of the
advertised service, respectively. Let .Descpq ; Desceq / and
.Descpa ; Descea / denote the PE of the query and those of
the advertised service, respectively. Firstly, service IO
is matched by calculating the semantic similarity of the
IO in line 1, using the method[22] which is denoted by
“MatchIO”. If IOs are matched with each other, QoS
matching is continued in lines 5-8. The QoS matching
algorithm (denoted by “MatchQ”) is called to compute
the matching values of QoS between the query and

Tsinghua Science and Technology, August 2015, 20(4): 336-347

the advertised service in line 5. In the end, the service
matching value is calculated by considering the values
of both IO match and QoS match in line 9. Note that, 
and  denote the weights of QoS match and IO match,
respectively, which are set according to the application
demand. Generally, both of them are set to 0.5 by
default.

5

Experimental
Evaluations
Theoretical Analysis

In this section, we conduct extensive simulations based
on traces to evaluate the performance of our method,
followed by its theoretical analysis.
5.1
5.1.1

Algorithm 3: Conjunctive Clause Matching Algorithm
(MatchC)
Input: Conj1 ; Conj2
Output: matching value
1: matchresult D 0.
2: for all Predj 2 Conj2 ; j D 1; 2;    ; n do
3:
maxresult D 0.
4:
for all Predi 2 Conj1 ; i D 1; 2;    ; m do
5:
if MatchP .Predi ; Predj / > maxresult then
6:
maxresult=MatchP .Predi ; Predj /.
7:
end if
8:
end for
9:
if maxresult <DTHRESHOLD then
10:
return 0.
11:
else
12:
matchresult D matchresult C maxresult.
13:
end if
14: end for
15: return matchresult=n.
Algorithm 4: QoS-based Service Matching Algorithm
(MatchS)
Input: .Inpq ; Outpq ; Descpq ; Desceq /;
.Inpa ; Outpa ; Descpa ; Descea /
Output: matching value
1: IOresult= MatchIO.Inpq ; Outpq ; Inpa ; Outpa /.
2: if IOresult <DIOThreshold then
3:
return 0.
4: end if
p
p
5: if MatchQ.Descq ; Desca / 6QoSThreshold
S
e
MatchQ.Desca ; Desceq / 6QoSThreshold then
6:
return 0.
7: end if
p
p
8: QoSresult= MatchQ.Descq ; Desca /C
MatchQ.Descea ; Desceq /;
9: result D   QoSresult C   IOresult;
10: return result

and

Traces-driven simulations
Simulation method and settings

In this section, we conduct traces-driven simulations
to evaluate the performance of our method. To the
best of our knowledge, there has not yet been a
public service test which includes data type property
PE descriptions. Although the latest service test (i.e.,
OWLS-TC4)[24] has 160 services and 18 queries which
contain PE descriptions, all of them are only object
type property PE. As a result, based on OWLS-TC4,
we create two service test collections (i.e., TC 1 and
TC 2) which include data type property PE descriptions
described by SWRL. The parameter settings of service
test collections are illustrated in Table 4. Note that, in
Table 4, the number of predicates denotes the number
of predicates in each service.
In this experiment, we compare our method
with the BGSM method in terms of scalability
and matching precision. The Maximum WeightedMaximum
Cardinality
Matching
(MWMCM)
algorithm[9] is used as the BGSM approach in this
experiment. We use OWL-S API[25] to parse service
semantic descriptions. Pellet reasoner[26] is used in
semantic reasoning. The simulation programs are
written in Java, and run on a PC with Win7 Intel Core
i3 processor and 2 GB RAM. All the simulations
are executed for 50 times, and we obtain the average
values.
Table 4

Parameter settings of service test collections.

Test collection
TC 1
TC 2

Number of
queries
10
10

Number of
services
Œ10; 100
40

Number of
predicates
3
Œ1; 8
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Scalability of evaluation

We validate the scalability of our algorithm in terms of
the number of services and predicates by comparing
with the BGSM approach. As each query is created
randomly, the average time cost of all 10 queries is
used to make the experimental results accurate in each
experiment.
Firstly, we use TC 1 to evaluate the scalability in
a different number of services. As shown in Fig. 2,
the time cost of our approach increases linearly with
the number of services. Although the time cost of the
BGSM method also grows linearly with the number
of services, its growth rate is greater than that of our
method. Moreover, as shown in Fig. 3, the average time
cost of all the experiments in the BGSM method is twice
that of our approach.
Secondly, we use TC 2 to evaluate scalability with a
different number of predicates. As shown in Fig. 4, the
time cost of both our approach and the BGSM method
increases with the number of predicates. However, the

Fig. 4 The comparison of time cost between our method and
the BGSM method in terms of the number of predicates.

growth rate of our approach is much lower than that
of the BGSM approach. Moreover, the time cost of
our method increases approximately linearly with the
number of predicates.
In conclusion, our approach is scalable in terms of
the number of services and predicates. Also, the time
cost of our approach is less than that of the BGSM
approach. The reason for good scalability is discussed
in the theoretical analysis of Section 5.2.
5.1.3

Fig. 2 The comparison of time cost between our method and
the BGSM method in terms of the number of services.

Fig. 3 The performance comparison between our method
and the BGSM method, including average time cost,
matching precision, and recall rate.

Matching performance of evaluation

In this experiment, we evaluate service matching
performance in comparison with the BGSM
method. The matching performance includes the
matching precision and the recall rate, which are the
two most important metrics for evaluating service
matching. The matching precision denotes the ratio
between the number of correctly retrieved services and
the number of all the retrieved services. Similarly, the
recall rate denotes the ratio between the number of
correctly retrieved services and the number of all the
correct services[27] . The correct services represent those
services which satisfy the demand of the query. We use
TC 1 as the service test collection.
First, we evaluate matching precision. As illustrated
in Fig. 5, the matching precision of our method is much
higher than that of the BGSM approach. Further more,
as shown in Fig. 3, the average matching precision
of our method is up to 94%, and increases by 69%
in comparison with the BGSM approach. The reasons
for the high matching precision in our method are
as follows. By considering the whole meaning of
predicates (including the name, parameter, and value
of predicates), our method gets rid of a large number
of mismatched services whose predicate parameters are
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Fig. 5 The comparison of matching precision between our
method and the BGSM method.

similar to the query.
Second, we evaluate the recall rate of service
matching. As shown in Fig. 6, the recall rate of
our approach is higher than that of the BGSM
approach. Moreover, as illustrated in Fig. 3, the
average recall rate of our method is up to 96%, and
improves by 20% in comparison to that of the BGSM
method. Our method can achieve a high recall rate
of service matching for the following reasons. As our
approach does not use bipartite graph matching, it
avoids missing matched services, whose predicates of
QoS description cannot create one-to-one pairs with the
query. In addition, when the number of services is less
than 10, as shown in Fig. 6, the recall rate of our method
fluctuates and is slightly less than that of the BGSM
method. The reason is that, the experimental results are
not accurate when the number of services is small.
In summary, all these experimental results indicate
that, our method can greatly improve both the matching
precision and the recall rate, compared to the BGSM
method.

In this section, we theoretically analyze the time
complexity of our algorithm by comparing it with
the ROOD approach. Through the theoretical analysis,
the time complexities of Algorithm 1, Algorithm 2,
and Algorithm 3 are O.l/, O.h2 l 2 /, and O.l 2 /,
respectively. Note that, h denotes the number of
conjunctions in a TPP description, and l denotes the
number of predicates in a conjunction.
Let n denote the number of published services. Thus,
based on the previous analysis, the time complexity of
service match is O.h2 l 2 n/, according to Algorithm 4.
hl represents the number of all the predicates in the
service description, which is denoted as m. Hence, the
time complexity of service matching can be rewritten as
T .m; n/ D O.m2 n/

(10)

where m and n denote the number of predicates in
the service description and the number of published
services, respectively. It is learnt from Eq. (10) that:
(1) The time complexity of service matching in our
method is polynomial. It is much lower than the
time complexity of the ROOD approach, which is
exponential[13] . Consequently, our approach can
decrease the time cost dramatically.
(2) The time complexity of service matching is
in proportion to the number of services (i.e.,
n) and the square of the number of predicates
(i.e., m). Moreover, it is less than the time
complexity of the BGSM approach which is
O.m3 n/[13] . These results are consistent with
the experimental results of Section 5.1. The
reasons why our approach outperforms the
BGSM approach in terms of time cost are as
follows. The BGSM approach searches for the
maximum weight match of the bipartite graph
by the Hungarian algorithm[9] , while only one
predicate is needed to match each predicate of
other services in our approach.
To sum up, according to the above theoretical
analysis, the time complexity of our method is less than
that of both the ROOD method and the BGSM method.

6

Fig. 6 The comparison of recall rate between our method
and the BGSM method.

Theoretical analysis of algorithm

Discussion and Future Work

QoS descriptions of current services mainly include
object type property PE and data type property
PE[17] . Our method concentrates on service matching
based on data type property PE, and makes a good tradeoff between the descriptive capability and the matching
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performance. As a supplement, there are numbers of
suitable methods[7, 9, 10] to solve the service matching
problem based on object type property PE. Although the
combination of our method and existing methods can
satisfy most QoS descriptions for current services, QoS
descriptions are becoming increasingly complex, due to
the development of service-oriented IOT applications,
such as par1 C par2 > 5. As a result, in future work,
we will study the service matching method for complex
QoS descriptions.
As there has not been a public service test
which includes data type property PE descriptions,
we manually created service tests based on these
public tests, and only made preliminary small-scale
experiments along with a theoretical analysis of the
time complexity. In the future, we will create largescale service tests with a large number of services
and various predicates, based on which we will further
evaluate the performance of our method. Additionally,
we will suggest SemWebCentral[28] adding the services
with data type property PE descriptions into the latest
OWLS-TC.

7

Related Work

The problem of service matching based on PE is firstly
proposed in Ref. [29]. However, most service matching
algorithms are only based on IO without considering
PE[30, 31] . In recent years, several methods[7, 9, 10, 19]
have been proposed to solve the problem of service
matching based on PE. They are mainly divided
into two categories: the BGSM approach which uses
bipartite semantic matching graphs to calculate the
value of the QoS matching[32] ; and the ROOD approach
which judges whether QoS is matched by reasoning on
OWL DL[12] .
The BGSM approaches[7, 9, 10, 18, 19, 32] are the
mainstream approach. All of their basic ideas are
similar. Firstly, they exploit the set of binary predicates
(such as Pred .para1 ; para2 /) to describe QoS. Then,
in service matching, they compute the semantic
similarity of parameters (e.g., para1 ) as the matching
value of the predicate pair. The maximum weight
match of the bipartite graph is exploited to find the
predicate pairs with the best match between the
advertised services and the query. These approaches
are suitable for service matching based on object type
property PE. Nevertheless, when they are used for
data type property PE matching, they have two major
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shortcomings as follows.
(1) In service matching, they only consider the
semantic similarity of parameters without the
whole meaning of predicate. For example,
there are two preconditions, i.e., latitude < 60
and latitude > 70. Although their parameters
(i.e., latitude) are similar, in fact, these two
preconditions are not matched. As a result, they
produce false positives[22] .
(2) As the BGSM methods use a bipartite graph
match, one-to-one pairs between the predicates
of query and advertised service need to be
found. If no pair is found for each predicate in the
precondition of advertised service, the query and
the advertisement are not matched. Nevertheless,
they may be matched in fact. For example,
the preconditions of query and advertised
service are Equal .time; 9/ and Above .time; 8/
T
Below .time; 10/, respectively. Therefore,
they produce false negatives[22] .
In conclusion, the BGSM approach dramatically
decreases the accuracy of service matching based on
data type property PE. In contrast, our method considers
the whole meaning of the predicate (including not only
the parameter of predicate but also the name and value
of the predicate). Further, our method does not use
bipartite graph matching. Hence, we can achieve high
matching precision.
In the ROOD approaches[11, 12] , OWL DL is used
to describe the QoS. The problem of QoS-based
service matching is translated into the condition
implication problem. They exploit the reasoning
based on OWL DL (such as ABox consistency
checking[12] ) to judge whether the conditions are
implied. Though the matching accuracy is high,
reasoning based on OWL DL costs exponential
time complexity[13] . Therefore, they are not suitable
for large-scale IOT applications. On the contrary,
we propose a lightweight QoS description method,
decreasing the time complexity of service matching
dramatically.

8

Conclusions

In this paper, we focus on studying service matching
based on QoS. Current methods have either large
time costs or poor matching precision. To address
this problem, we propose a QoS-based service
matching algorithm with a lightweight QoS
description. Compared to current methods, our
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method improves the matching accuracy greatly by
considering the whole meaning of the predicates,
while dramatically decreasing the time cost due to
the lightweight QoS description. The traces-driven
simulations and theoretical analysis show that, our
method can improve the matching precision by
69% and the recall rate by 20%, while consuming
polynomial time complexity.
Acknowledgements
This work was supported by the National Natural
Science Foundation of China (Nos. 61272487,
61232018, and 61402009).
References
[1]

L. Xu, W. He, and S. Li, Internet of things in industries: A
survey, IEEE Transactions on Industrial Informations, vol.
10, no. 4, pp. 2233–2243, 2014.
[2] W. He and L. Xu, Integration of distributed enterprise
applications: A survey, IEEE Transactions on Industrial
Infomatics, vol. 10, no. 1, pp. 35–42, 2014.
[3] D. Miorandi, S. Sicari, F. De Pellegrini, and I. Chlamtac,
Internet of things: Vision, applications and research
challenges, Ad Hoc Networks, vol. 10, no. 7, pp. 1497–
1516, 2012.
[4] D. Guinard, V. Trifa, S. Karnouskos, P. Spiess, and
D. Savio, Interacting with the soa-based internet of
things: Discovery, query, selection, and on-demand
provisioning of web services, IEEE Transactions on
Services Computing, vol. 3, no. 3, pp. 223–235, 2010.
[5] D. Guinard, V. Trifa, F. Mattern, and E. Wilde, From the
internet of things to the web of things: Resource-oriented
architecture and best practices, in Architecting the Internet
of Things, D. Uakelmann, M. Harrison, and F. Michahelles,
Eds. Springer, 2011, pp. 97–129.
[6] T. Teixeira, S. Hachem, V. Issarny, and N. Georgantas,
Service oriented middleware for the internet of things: A
perspective, Lecture Notes in Computer Science, vol. 6994,
pp. 220–229, 2011.
[7] A. B. Bener, V. Ozadali, and E. S. Ilhan, Semantic
matchmaker with precondition and effect matching using
swrl, Expert Systems with Applications, vol. 36, no. 5,
pp. 9371–9377, 2009.
[8] P. Bartalos and M. Bieliková, QoS aware semantic
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