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Abstrakt 
Cílem této práce je prozkoumat systém GlobalsDB a s jeho pomocí navrhnou, implementovat a 
otestovat knihovnu pro persistenci objektů na platformě Java. Nejprve je uveden přehled existujících 
možností, po kterém následuje návrh samotného řešení. V následujících kapitolách je popsána 
implementace a testování navrženého řešení. Závěr práce je věnován porovnání výkonu vůči 
existujícím řešením. 
 
 
 
Abstract 
The goal of this thesis is to explore the GlobalsDB database and to design, implement and test an 
object persistence library for this database on Java platform. The opening chapters contain a 
description of the existing possibilities and subsequently, our own solution is proposed. In the 
following chapters, the implementation and testing of the proposed solution is described. Last 
chapters compare the performance of the designed solution against its competition. 
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1 Úvod 
V dnešní době potřebuje každá rozsáhlejší aplikace nějakým způsobem uchovávat data. Dvojnásob to 
platí u informačních systémů. Většina takových systémů je navrhována a vyvíjena pomocí metod 
objektově orientovaného programování, ale data jsou stále ukládána zejména v relačních databázích. 
Takový přístup však s sebou nese značné problémy, zejména takzvanou „impedance mismatch“. Jde o 
sadu problémů způsobených zásadním rozdílem v reprezentaci dat, kdy v relačním modelu jsou 
využity tabulky a v objektovém přístupu grafy vzájemně propojených objektů. Vzniká tak potřeba 
převodní vrstvy, objektově relačního mapování, mezi odlišnými modely, objektovým a relačním. 
Takové vrstvy ovšem mimo řešení už existujících problémů přinášejí nové komplikace i samy o sobě. 
O odlišný přístup, eliminující také přídavné vrstvy, se snaží koncepce objektových databází. 
Základní myšlenkou je umožnění persistence dat bez nutnosti konverze mezi modely, tedy přímé 
ukládání objektových dat. Výhody objektových databází se nejvíce projevují u datových modelů, 
které plně využívají možností objektového návrhu (dědičnost, polymorfismus), u nichž jsou 
nedostatky, zejména výkonnostní, nejmarkantnější. Typickým příkladem je využití modelu EAV1, 
který se v relačních databázích realizuje velmi špatně. 
Vzhledem k relativně malému zastoupení takových databází na trhu, k celkové atraktivitě 
takového nápadu a nedávného zpřístupnění datového uložiště GlobalsDB [1] implementujícího 
vícerozměrné řídké pole, vznikl ve spolupráci se společností ARTiiS GROUP a.s.2 nápad na pilotní 
implementaci objektové databáze s využitím tohoto úložiště. 
V úvodních částech práce nastíním existující přístupy k persistenci objektových dat (kapitola 
1.1), a to jak s využitím objektově relačního mapování (2.1), tak za použití existujících objektových 
databází (2.2). Dále pak už bude následovat vlastní návrh řešení (kapitola 3) a informace o samotné 
implementaci navrženého řešení (kapitola 4) včetně stručného popisu použitých technologií (kapitola 
4.1). Závěr práce potom bude tvořit popis testování vytvořeného řešení (kapitola 4.3.3), porovnání 
s existujícími přístupy (kapitola 5) a shrnutí dosažených výsledků (kapitola 6). 
Praktická část se sestává z vlastní implementace navrženého řešení. 
1.1 Cíle práce 
Cíle této práce jsou: 
 Navrhnout a implementovat ukládání persistentních objektů do GlobalsDB. 
                                                     
 
1
 Entity-Attribute-Value, datový model sloužící k popisu entit, kde existuje velké množství atributů, ale ke 
konkrétní entitě je jich aplikovatelných jen relativně málo [17 str. 16]. V matematice je reprezentován řídkou 
maticí. 
2
 http://artiisgroup.cz/ 
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 Implementovat podporu persistence vztahů mezi těmito objekty. 
o Podpora vztahů s násobnostmi 1:1 a N:1. 
 Implementovat přístup k těmto objektům pomocí API ze specifikace JPA. 
o Podpora pro vytvoření, získání, aktualizaci a odstranění objektu. 
o Základní podpora dotazování pomocí Criteria API. 
 Provést testování implementovaného řešení. 
 Provést porovnání výkonu s existujícími řešeními. 
 
2 Přístupy pro persistenci objektových 
dat na platformě Java 
Na platformě Java existuje více způsobů, jak ukládat stav objektů. Mezi jednoduché principy se řadí 
například serializace (převedení objektů na proud bitů). Takto reprezentovaný objekt je možné zapsat 
na disk nebo přenášet po síti při zachování platformní nezávislosti. Java poskytuje jednoduchý 
zabudovaný mechanismus pro serializaci objektů. Pro použití je nutné, aby třída, jejíž instance 
budeme chtít serializovat, implementovala rozhraní java.io.Serializable. Vzhledem k tomu, 
že se jedná o velice jednoduchý mechanismus, není k dispozici žádný dotazovací jazyk ani 
infrastruktura, která by podporovala sdílený, souběžný přístup k datům. 
 Mezi sofistikovanější metody se řadí ukládání dat za pomoci specializovaných softwarových 
systémů, databází. V zásadě se používají dva přístupy: objektově relační mapování (ORM) a přímé 
uložení dat za použití objektových databází. 
2.1 Objektově relační mapování 
Objektově relační mapování je technika pro automatickou konverzi dat mezi objekty 
reprezentovanými v objektovém programovacím jazyce a jejich reprezentací v databázi. Název sice 
napovídá, že jde o transformaci na reprezentaci v relačním modelu, resp. relační databázi, nicméně 
dnes se toto označení používá i v širším pojetí. V poslední době se jedná o NoSQL3, tedy o 
databázové systémy založené ne na relačním modelu, ale jiném způsobu uložení dat, např. stromová, 
grafová struktura apod. 
Na platformě Java existují dvě standardizovaná a používaní API pro ORM: starší JDO a 
novější JPA. V obou případech se jedná pouze o API a konkrétní implementace závisí na konkrétním 
                                                     
 
3
 Databázové systémy založené na jiném než relačním paradigmatu. Někdy se také používá ve významu „Not 
only SQL“, což má značit že pro dotazování je možné použít i SQL. 
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dodavateli. Z otevřených řešení jde zejména o DataNucleus v případě JDO a o Hibernate, EclipseLink 
a DataNucleus v případě JPA. 
2.1.1 JDBC 
Objektově relační mapování lze provádět „ručně“, použitím čistého JDBC (Java Database 
Connectivity), což je API na platformě Java pro přístup k datům. API je nezávislé na konkrétně 
použité databázi, všichni významní tvůrci databází poskytují ovladače JDBC pro jejich produkty. 
Výhodou takového postupu je, že vývojář má plnou kontrolu nad SQL dotazy posílanými do 
databáze, a tím teoreticky také jistý výkonnostní zisk takového řešení. 
Nevýhodou naopak je nízkoúrovňovost rozhraní. To způsobuje zaplavení datové vrstvy 
aplikace SQL dotazy, které jsou ze své povahy specifické pro konkrétní databáze, což následně 
způsobuje problémy s přenositelností takového řešení. Kvůli použití kontrolovaných výjimek 
(checked exceptions) a jejich ošetřování, dochází k menší přehlednosti výsledného kódu. 
Z výše uvedených důvodů se často přistupuje k zavedení nějaké formy abstrakce nad JDBC. 
Tyto nástroje mají za úlohu odstínit vývojáře od práce, jež je nudná a náchylná k chybám. Jde 
zejména o analýzu a mapování persistentních tříd, generování dotazů pro databázi a automatické 
doplňování hodnot parametrů do takto vygenerovaných dotazů. Avšak při použití relační databáze se 
JDBC nikdy nevyhneme úplně, protože všechny ORM frameworky jsou nad tímto API postaveny a 
pro jejich detailní pochopení jejich vnitřního fungování je nutné i pochopení JDBC. 
2.1.2 Entity Beans 
Od počátku specifikace Java EE4  existovala technologie zaměřená na persistenci objektů, nazvaná 
EJB Entity Beans. Entity beans jsou komponenty spravované aplikačním kontejnerem (serverem), 
jenž poskytují různé služby jako je persistence nebo řízení transakcí. Problémem této specifikace byla 
její přílišná složitost a překombinovanost [2 str. 9]. Ve své době šlo o široce používanou technologii, 
ale její složitost a celková nespokojenost s ní vyústila ve vznik mnoha proprietárních řešení. Vznikly i 
některé projekty s otevřeným zdrojovým kódem, např. Hibernate, který byl nejpoužívanější z nich. 
Entity beans jsou od verze Java EE 6 považovány za překonanou technologii, je naplánováno jejich 
odstranění a doporučuje se přechod na novou specifikaci JPA. Od verze Java EE 7 je tato technologie 
označena ve specifikaci jako volitelná, a tak tvůrci aplikačních serverů ji nejsou nuceni 
implementovat. 
                                                     
 
4
 Java Enterprise Edition, součást platform Java určená k vývoji podnikových aplikací. Jedná se o souhrnné 
označení skupiny technologií. 
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2.1.3 JDO 
Na základě nespokojenosti s EJB entity beans vznikl pokus o vytvoření nové specifikace pro 
persistenci objektů na platformě Java, která by umožnila přímou práci s POJO5 a konečně by 
odstranila řízení persistence aplikačním kontejnerem. Výsledkem byla specifikace Java Data Objects. 
Jde o technologii pro persistenci objektů, která je nezávislá na samotném úložišti, může se tak jednat 
o relační databázi, objektovou databázi nebo například o soubory uložené přímo v souborovém 
systému. Nejedná se tedy o čistou ORM technologii, ale i o technologii pro transparentní persistenci 
objektů. JDO bylo vyvinuto v roce 2002 v rámci JCP (Java Community Process) jako JSR-12 (Java 
Specification Request) [3]. Přestože se specifikace JDO  může pochlubit některými funkcemi, 
kterými nedisponuje ani jeho nástupce, specifikace JPA, nezískala si větší zájem mezi vývojáři. 
Specifikace vyžaduje pro korektní implementaci manipulaci s bajtkódem persistentních tříd, 
tzv. obohacování. Jde tedy také o poměrně komplikované řešení. Mapování persistentních tříd je 
tradičně definováno pomocí metadat ve formátu XML, což je některými vývojáři považováno za 
překonané. Nejnovější verze specifikace 3.0 umožňuje popis mapování i pomocí anotací jazyka Java. 
2.1.4 JPA 
Po letech nářků nad složitostí vývoje korporátních aplikací se stalo jedním z hlavních témat vývoje 
Java EE 5 zjednodušování vývoje. 
Specifikace Java Persistence API vznikla v rámci JCP v roce 2006 odštěpením ze specifikace 
JSR-220: Enterprise JavaBeans 3.0, jako JSR-317 [4]. V současnosti je aktuální verze 2.1. Jedná se o 
specifikaci zaměřenou čistě na ORM, i když existují implementace pro jiné typy úložišť, např. 
Hibernate OGM (Object / Grid Mapper). 
2.2 Objektové databáze 
Další možností je přímé uložení objektů do objektových databází (OODB). Jde o tzv. transparentní 
mapování nabízené například JDO. Specifikaci JPA je sice také možné použít, ale nebyla pro tento 
způsob užití navrhována. 
2.2.1 Caché 
Objektová databáze Caché [5] je označována jako databáze postrelačního typu. Tento proprietární 
databázový systém vyvíjený společností InterSystems je zřejmě nejpoužívanější objektovou databázi, 
                                                     
 
5
 Zkratka Plain Old Java Object, značí běžné třídy v jazyce JAVA, které nemusí udržovat žádné konvence nebo 
implementovat rozhraní dané poskytovatelem persistentních služeb [14]. 
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která našla své uplatnění zejména ve zdravotnictví, v oblasti telekomunikací a ve finančním sektoru. 
Podle tvrzení společnosti InterSystems se jedná o nejrychlejší objektovou databázi na světě. 
Databáze Caché slouží jako základ pro další produkty společnosti InterSystems, jako jsou 
integrační platforma Ensemble, nástroj pro business intelligence DeepSee, zdravotnická platforma 
HealthShare nebo zdravotnický informační systém TrakCare. 
 Vnitřně jsou data uložena za pomocí datových struktur založených na více rozměněných 
řídkých polích – globálech. Přístup k datům je umožněn nejen přímým přístupem do globálů, ale i 
pomocí rozhraní JDBC/ODBC, XML nebo knihoven specifických pro jednotlivé programovací 
jazyky. V případě Javy se jedná o technologii InterSystems Jalapeño, která umožňuje přímé propojení 
mezi POJO a systémem Caché. 
2.2.2 GlobalsDB 
GlobalsDB [1] je volně dostupná NoSQL databáze od společnosti InterSystems. Nejedná se sice 
přímo o objektovou databázi, ale je založena na globálech, stejném datovém úložišti, které pohání 
komerční produkt Caché popsaný v předchozí kapitole. V této sekci je zařazena díky tomu, že 
pochopení koncepce globálů je dobré nejen k lepšímu pochopení funkce Caché, ale i předpokladem 
k návrhu samotného řešení popsaného v kapitole 3. 
Globál je n-rozměrné řídké pole, které je možné prezentovat i jako n-ární strom. Každý uzel 
globálu může mít libovolný konečný počet potomků. Každý uzel (s výjimkou kořene) je 
reprezentován klíčem, který je unikátní v rámci sourozenců. Klíče mohou být libovolného datového 
typu, který se může lišit i u jednotlivých klíčů v rámci jednoho globálu. Podporované datové typy 
klíčů jsou textový řetězec, celé číslo a číslo s plovoucí desetinnou čárkou. Prázdný řetězec není 
přípustnou hodnotou klíče globálu. 
Mezi nativní datové typy, jejichž hodnoty je možné uložit do globálů přímo, patří textový 
řetězec, celé číslo, číslo s plovoucí desetinnou čárkou, pole bajtů a seznam. Seznam reprezentuje 
sekvenci hodnot, kterou je možné lineárně procházet, náhodný přístup není možný. Jeho hodnoty 
mohou nabývat všech nativních datových typů, je tedy možné zanořovat seznamy libovolně do sebe. 
Pro přístup k systému z různých programovacích jazyků jsou poskytovány knihovny. 
K dispozici jsou knihovny pro platformy Java, .NET a v poslední době stále populárnější prostředí 
Node.js. Tyto knihovny slouží pro přístup jak k GlobalsDB, tak i databázi Caché, což usnadňuje 
případnou migraci aplikací na tuto platformu. Ne všechny vlastnosti jsou podporovány v obou 
prostředích, zejména se jedná o volání programů v jazyce ObjectScript6 a podporu více transakcí 
v rámci jednoho procesu. Transakční omezení se ukázala jako jeden z největších problému při řešení 
                                                     
 
6
 Caché ObjectScript, nadmnožina jazyka MUMPS je objektově orientovaný programovací jazyk, jenž je 
součástí databázového systému Caché. 
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této práce, vzhledem k nutnosti provozovat tolik aplikačních procesů, kolik je souběžných 
databázových transakcí. 
2.2.3 ObjectDB 
ObjectDB
7
 je objektová databáze vystavěná čistě na platformě Java. Na rozdíl od ostatních databází 
neposkytuje proprietární API, ale nativně podporuje jak rozhraní JDO, tak rozhraní JPA bez nutnosti 
mapování, a tím dosahuje výkonnostního zisku oproti implementacím založeným na ORM. Databázi 
je možné využívat jak v klasickém režimu klient – server, tak v situaci, kdy je databáze přímou 
součástí procesu aplikace, jež ji využívá (tzv. embedded). 
Výhodou oproti např. Caché popisovanému v předchozí kapitole, kde je nutné využít ke 
komunikaci s databází speciální knihovnu pro překlenutí rozdílů mezi světem Java a světem nativního 
kódu, ve kterém běží Caché, je např. podpora více platforem. A to díky tomu, že databáze může být 
bez úprav provozována všude tam, kde je k dispozici implementace platformy Java 5 nebo vyšší. 
 
3 Využití GlobalsDB pro persistenci 
objektů v Javě 
Řešení je navrženo jako knihovna v jazyce Java, která vytváří objektovou abstrakci nad samotným 
uložištěm, nad globály. Knihovna je navržena tak, aby použití GlobalsDB bylo pro koncového 
uživatele transparentní a výsledné vypadalo jako standartní implementace poskytovatele JPA. 
Výchozí pro přístup k datům je JPA API javax.persistence.EntityManager. 
Vzhledem k tomu, že předpokládaný čas dostupný pro práci na tomto projektu ani zdaleka 
neodpovídal času potřebnému na řešení tak komplexní úlohy, jako je tvorba plnohodnotné objektové 
databáze, byl během návrhu i následné implementace kladen důraz na budoucí rozšiřitelnost 
výsledného řešení. 
3.1 Mapování 
Před použitím knihovny je potřeba provést mapování mezi objektovým modelem v jazyce Java a 
globály. Tato operace probíhá při inicializaci poskytovatele JPA, kdy je knihovně předána množina 
všech persistentních tříd a ty jsou následně analyzovány. 
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 http://www.objectdb.com/ 
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Mapování je navrženo jako automatická introspekce persistentních tříd. Během toho procesu 
jsou analyzovány anotace dle specifikace JPA a na jejich základě je vygenerován meta-model. Ten je 
vnitřně využíván pro všechny transformační operace mezi objektovým modelem a úložištěm. 
Mapování je navrženo tak, aby bylo v budoucnosti možné přidávat implementace, které 
budou informace pro konstrukci meta-modelu získávat jiným způsobem, např. načtením definice 
z XML nebo použitím jiných anotací než jsou JPA. 
3.1.1 Entitní třídy 
Aby třída mohla být považována za persistentní, musí splňovat několik požadavků daných specifikací 
JPA [4 str. 23]: 
 Třída musí být označena anotací @Entity. 
 Musí mít primární klíč a tento musí být označen anotací @Id. 
 Třída musí obsahovat bezparametrický konstruktor s modifikátorem přístupu public 
nebo protected, mimo to může obsahovat i další konstruktory. 
 Entitní třídou může být pouze plnohodnotná třída na nejvyšší úrovni, ne třída vnořená, 
výčtový typ ani rozhraní. 
 Třída nesmí být opatřena modifikátorem final, stejně tak jím nesmí být opatřena 
žádná z metod pro přístup k vlastnostem třídy ani žádný z mapovaných atributů. 
Jednoduchý příklad entitní třídy: 
@Entity 
public class Entity { 
    @Id 
    private long id; 
    private String code; 
    private int value; 
    // následují metody get a set pro vlastnosti (vynecháno) 
} 
Protože výše uvedená třída splňuje všechna požadovaná pravidla, můžeme třídu Entity  
považovat za entitní třídu. Specifikace JPA preferuje konvence nad konfigurací, což umožňuje 
vynechání výchozích hodnot, a tak zjednodušení výsledného programu. Příkladem může být 
vynechání anotací @Basic, které slouží k označení skalárních proměnných, tyto anotace jsou 
mapovány automaticky (v příkladu jde o atributy code a value). 
3.1.2 Mapování konkrétních anotací 
Všechny podporované anotace pocházejí ze specifikace JPA. Aktuálně uvažované a podporované 
anotace jsou: 
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 @Transient – označené vlastnosti jsou vyloučeny z mapování a nejsou nijak uloženy v 
databázi. 
 Ostatní anotace nejsou v současné verzi podporovány buď vůbec (např. @IdClass) 
nebo jsou mapovány automaticky a jejich rozšiřující vlastnosti jsou ignorovány (např. 
@Basic a @ManyToOne). 
Navíc jsou podporovány ještě anotace @Entity, @Id a @Column pro popis fyzické struktury 
globálu, pro jejich mapování viz 3.2.2. 
3.2 Transformace dat 
Pro transformaci instancí entitních tříd na globály a zpět bylo navrženo rozhraní 
EntityPersister<T>, které zapouzdřuje operace pro vytvoření, aktualizaci a načtení instance 
persistentní třídy T. V současnosti jediná implementace tohoto rozhraní využívá informací 
obsažených v meta-modelu, který vznikl v rámci mapovací fáze. 
Každému atributu entitní třídy je přiřazena jedna instance implementace rozhraní 
AttributePersister<T>, která analogicky zapouzdřuje operace nutné k uložení a načtení 
hodnoty atributu typu T. Tento přístup umožňuje, spolu s použitím vhodného adaptéru, transformovat 
instanci libovolné třídy tak, aby ji bylo možné uložit do globálu. Implementace tohoto rozhraní musí 
existovat pro každý datový typ, který má být uložen v databázi a zároveň není nativním typem 
GlobalsDB (viz 2.2.2). Nyní existují verze pro zpracování skalárních atributů, identifikátorů a vazeb 
mezi objekty. V budoucnu mohou vzniknout např. implementace pro vložené objekty (anotace 
@Embedded), kolekce skalárních atributů apod. 
3.2.1 Fyzická struktura globálů 
Veškerá data jsou uložena v jednom globálu a úložiště pro konkrétní typy v něm existují jako 
podstromy. 
Každý podstrom obsahuje informační hlavičku, která obsahuje poslední použitý identifikátor a 
případně další systémová pole. Klíčem pro jednotlivé instance je v podstromu identifikátor entity. 
Samotné hodnoty jsou uloženy ve formě seznamů primitivních hodnot, z toho plyne, že je 
možné implementovat podporu vložených typů bez nutnosti změn v návrhu. Vztahy na jiné objekty 
jsou uloženy jako čísla, identifikátory cílových entit. Je možná i nativní reprezentace vazeb 
s mohutnostmi 1:N a M:N, v takovém případě jde o seznam identifikátorů. Polymorfní vazby nejsou 
v této verzi návrhu uvažovány. 
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3.2.2 Mapování anotací na globály 
Přehled mapování jednotlivých anotací8: 
 @Entity – Klíč podstromu pro entitní třídu je ve výchozím stavu dán jednoduchým 
názvem entitní třídy (java.lang.Class.getSimpleName()). Klíč je možné 
změnit pomocí vlastnosti name anotace @Entity. 
 @Id – Hodnota primárního klíče určuje klíč v podstromu pro entitní třídu. 
 @Column – Jedinou podporovanou vlastností této anotace je vlastnost name, která 
umožňuje změnit název atributu, který je ve výchozím stavu roven názvu označené 
vlastnosti dle specifikace JavaBeans [6 str. 55]. 
3.3 Dotazování 
Dotazování je navrženo jako objektové a silně typované s využitím rozhraní Criteria API ze 
specifikace JPA. Výhodou toho přístupu je, že případné syntaktické chyby jsou objeveny už v době 
překladu, a ne až při běhu aplikace. API je také vhodné pro tvorbu dynamických dotazů, kdy koncový 
uživatel zadává požadovaná pole, protože výsledný dotaz není tvořen pomocí spojování textových 
řetězců. 
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 Všechny uvedené anotace pocházejí ze specifikace JPA a jsou obsaženy v Java balíku 
javax.persistence. 
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Specifikace JPA definuje ještě jeden starší způsob dotazování, a tím je jazyk JPQL9. Avšak 
tento přístup nebyl během návrhu pro svoji složitost uvažován. V případě budoucí potřeby pro 
podporu tohoto jazyka je možné uvažovat o transformaci na úrovni abstraktního syntaktického stromu 
na strom výrazů Criteria API. 
3.3.1 JPA Criteria API 
Dotaz je reprezentován výrazovým stromem, jenž je tvořen výrazy různého typu, jako jsou navigační 
cesty, matematické výrazy a predikáty. Takto vytvořená struktura je aplikována na každý 
z kořenových kandidátních objektů, a pokud je tento predikát vyhodnocen pozitivně, je takový objekt 
přidán do výstupní množiny. Jako základ využívá Criteria API meta-model získaný analýzou 
entitních tříd (viz 3.1). 
Příklad dotazu: 
EntityManager em = /* získání manažera entit */; 
CriteriaBuilder cb = em.getCriteriaBuilder(); 
CriteriaQuery<Entity> criteria = cb.createQuery(Entity.class); 
Root<Entity> root = criteria.from(Entity.class); 
Path<Integer> valueAttribute = root.get("value"); 
Predicate predicate = cb.gt(valueAttribute, 10); 
criteria.where(predicate); 
TypedQuery<Entity> query = em.createQuery(criteria); 
List<Entity> result = query.getResultList(); 
Ukázkový kód nejprve získá instanci továrny CriteriaBuilder, která slouží vytváření instancí 
implementací různých rozhraní definovaných Criteria API. Následně je vytvořena instance objektu 
obalující omezení a určen kořen pro vyhodnocování. Dále je vytvořen predikát reprezentující 
podmínku „hodnota je větší než deset“, který je vložen do objektu omezení. Z omezení je následně 
vytvořen dotaz. Dotaz je v následujícím kroku vyhodnocen jako seznam odpovídajících objektů. 
3.3.2 Vyhodnocování dotazů 
Vzhledem k tomu, že specifikace JPA definuje pouze uživatelskou část dotazovacího rozhraní, bylo 
zavedeno rozhraní EvaluableExpression<T>. Umožňuje vyhodnocení hodnoty výrazu typu T 
definovaného rozhraním Expression<T> ze specifikace JPA. Rozhraní deklaruje jedinou metodu 
T evaluate(EvaluationContext context). Předaný kontext umožňuje přístup ke 
kořenovým hodnotám aktuálně vyhodnocovaného výrazu. 
                                                     
 
9
 Java Persistence Query Language, objektově orientovaný dotazovací jazyk podobný SQL 
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Samotné vyhodnocení dotazu, který nedefinuje požadavky na řazení výstupní množiny, probíhá 
následujícím způsobem: 
1. Nastav vstupní množinu na množinu všech objektů typu daného kořenem. 
2. Pokud je vstupní množina neprázdná, pokračuj následujícím bodem, jinak přejdi na 
bod 6. 
3. Vyjmi další (libovolný) objekt ze vstupní množiny a proveď: 
a. Nastav obsah vyhodnocovacího kontextu na tento objekt. 
b. Zavolej metodu evaluate() s tímto kontextem na predikátu obsaženém 
v dotazu. 
c. Pokud je výsledkem volání pravdivá hodnota, pokračuj bodem 4, jinak přejdi 
zpět na bod 2. 
4. Pokud bylo dosaženo počtu objektů k přeskočení, pokračuj následujícím bodem, jinak 
přejdi zpět na bod 2. 
5. Přidej objekt do výstupní množiny. 
6. Pokud bylo dosaženo maximálního počtu požadovaných objektů, pokračuj 
následujícím bodem, jinak přejdi na bod 2. 
7. Ukonči vyhodnocování. 
V případě, že je definováno řazení, je algoritmus mírně modifikován: 
1. Nastav vstupní množinu na množinu všech objektů typu daného kořenem. 
2. Pro každý objekt ze vstupní množiny proveď: 
a. Nastav obsah vyhodnocovacího kontextu na tento objekt. 
b. Zavolej metodu evaluate() s tímto kontextem na predikátu obsaženém 
v dotazu. 
c. Pokud je výsledkem volání pravdivá hodnota, přidej objekt do výstupní 
množiny 
3. Seřaď výstupní množinu podle zadaných pravidel. Dále výstupní množinu uvažujeme 
jako výstupní seznam. 
4. Z výstupního seznamu odstraň tolik objektů, kolik bylo určeno k přeskočení. 
5. Ve výstupním seznamu ponech nejvýše tolik objektů, kolik bylo požadováno, ostatní 
odstraň. 
6. Ukonči vyhodnocování. 
Jak je vidět z popsaného algoritmu, použití řazení spolu s omezením maximálního počtu 
vrácených výsledků (limit), bude mít citelný dopad na výkon. Je to zapříčiněno tím, že pro správnou 
funkčnost je nutné nejprve aplikovat predikát na všechny položky a až potom provést oříznutí. Jde o 
běžný problém, který nastává např. při použití stránkování v aplikacích, a potýkají se s ním všechny 
databázové systémy. 
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3.3.3 Lazy loading 
Lazy loading neboli líné načítání umožňuje, aby při materializaci objektu z databáze nebyly 
rekurzivně načteny všechny vztahy na další objekty, což by mohlo mít nečekanou časovou a 
paměťovou náročnost. Místo toho jsou hodnoty atributů pro takové vztahy nahrazeny zástupnými 
objekty, proxy. Tyto objekty jsou navrženy tak, aby obsahovaly jen minimum informací nutných 
k dotažení skutečných hodnot z databáze, tedy typ objektu a jeho identifikátor. 
3.4 Transakce 
GlobalsDB poskytuje plně transakční prostředí včetně možnosti jejich libovolného zanořování. Proto 
byla podpora transakcí navržena jako tenká obálka kolem této funkcionality, kdy je implementováno 
rozhraní javax.persistence.EntityTransaction ze specifikace JPA. 
Bohužel bylo také zjištěno, že GlobalsDB nepodporují více souběžných transakcí resp. 
připojení v rámci jedno procesu operačního systému. Tato schopnost je dostupná pouze při připojení 
k plnohodnotnému databázovému stroji Caché. To ovšem, vzhledem k tomu, že Caché je 
plnohodnotnou implementací objektové databáze, poněkud nabourává smysl použití výsledné 
knihovny. Problém je možné obejít na aplikační straně použitím tolika procesů pro připojení k 
databázi, kolik je potřebných souběžných transakcí. Takové řešení by ale kvůli nutné meziprocesové 
komunikaci a synchronizaci mělo pravděpodobně značný dopad na výkon aplikace. 
 
4 Implementace 
Celá implementace je vytvořena na základech položených v předcházející kapitole s využitím 
možností poskytovaných platformou Java ve verzi 7. V době implementace se jednalo o poslední 
stabilní, ale již značně rozšířenou verzi. 
Implementace se snaží držet dobrých návyků obvyklých při vývoji Java aplikací, zejména o 
striktní oddělení rozhraní a konkrétních implementací, jež umožňuje snadnější testování a výměnu 
jednotlivých komponent systému bez vlivu na ostatní komponenty. Přispívá k tomu využití mnoha 
návrhových vzorů [7] jako jsou např. Singleton, Dekorátor, Visitor nebo Builder. 
4.1 Použité knihovny 
Během vývoje jsem se snažil použít standardně využívané knihovny a technologie tak, aby došlo ke 
zkrácení doby vývoje a dosažení dobré udržovatelnosti výsledného kódu. Zároveň není nutné 
zatahovat do knihovny zbytečné závislosti, které způsobují dodatečné komplikace s údržbou a nejsou 
nezbytně nutné. 
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4.1.1 Google Guava 
Guava [8] je sada knihoven s otevřeným zdrojovým kódem používaných a vyvíjených společností 
Google pro platformu Java. Knihovna je široce používána touto společností a obsahuje kvalitní 
součásti zaměřené na kolekce, přístup k souborům, základy funkcionálního programování, řetězcové 
operace, zjednodušení práce s primitivními typy atd. 
Tato knihovna je široce použita při řešení této práce a přispěla ke znatelnému zjednodušení 
některých částí, které by jinak za použití čistého JDK 7 byly zbytečně komplikované a špatně 
udržovatelné. Mnoho funkcionality poskytované knihovnou přestane být potřeba při použití JDK 8, 
které přináší např. podporu Lambda výrazů a rozšířené operace s kolekcemi. Tato verze ale bohužel 
ještě nebyla v době implementace řešení k dispozici ve stabilní, oficiálně podporované verzi. 
Knihovna je dostupná pod svobodnou licencí Apache License 2.0
10
. 
4.1.2 Javassist 
Knihovna Javassist
11
 slouží k manipulaci bajtkódem Java tříd a umožňuje definovat nové třídy 
za běhu aplikace. Na rozdíl od ostatních podobných knihoven disponuje dvěma druhy API. První 
rozhraní je vysokoúrovňové a umožňuje definovat třídy na úrovni zdrojového kódu, kdy je výsledek 
dynamicky přeložen. Druhé je nízkoúrovňové a stejně jako u obdobných nástrojů pracuje na úrovni 
bajtkódu a umožňuje přímou modifikaci existujících Java tříd. Nad tímto API je vystavěna podpora 
pro tvorbu proxy tříd, právě tato podpora je použita pro tvorby proxy objektů při líném načítaní (lazy 
loading) objektů. 
Knihovna je dostupná hned pod třemi svobodnými licencemi: MPL12, LGPL 2.113 a Apache 
License 2.0. 
4.1.3 Další použité knihovny 
Z dalších použitých knihoven stojí za zmínku knihovna pro podporu protokolování SLF4J, která tvoří 
nezávislou abstrakci nad různými protokolovacími knihovnami. Díky tomu může koncový uživatel 
knihovny použít libovolnou implementaci, a ne pouze závislost vytvořenou vyvíjenou knihovnou. 
Knihovna je dostupná včetně zdrojových kódů pod svobodnou licencí MIT14. 
Pro usnadnění analýzy kódu a zjednodušení ladění jsou použity anotace vzniklé během vývoje 
dnes již opuštěné specifikace JSR 305. V současnosti jsou vyvíjeny pod hlavičkou projektu 
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 Apache License 2.0, http://www.apache.org/licenses/LICENSE-2.0.html 
11
 http://www.csg.ci.i.u-tokyo.ac.jp/~chiba/javassist/ 
12
 Mozilla Public License, http://www.mozilla.org/MPL/ 
13
 GNU Lesser General Public License, version 2.1, https://www.gnu.org/licenses/old-licenses/lgpl-2.1.html 
14
 Svobodná licence, jež vznikla na MIT (Massachusetts Institute of Technology), 
http://www.slf4j.org/license.html 
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FindBugs
15
. Jde zejména o anotace pro značení kontraktů v kódu jako je povinnost parametrů (zda je 
možné předat null jako hodnotu), požadavek na volání implementace metody v rodiči z přepsaných 
metod, či anotace pro označení typu jako neměnného (immutable). Knihovna je dostupná pod 
svobodnou licencí Apache License 2.0. 
Pro tvorbu jednotkových testů je využita knihovna JUnit 4. Jedná se spolu s SLF4J o jednu 
z nejpoužívanějších Java knihoven vůbec [9]. Knihovna je dostupná pod svobodnou licencí EPL16. 
4.2 Použité nástroje 
Během vývoje byly využity běžně používané nástroje pro vývoj aplikací na platformě Java. Použití 
standardních technologií má potenciál zjednodušit případné budoucí zapojení dalších vývojářů do 
možného rozvoje implementovaného řešení. 
Vývoj rozsáhlejšího Java projektu není představitelný bez nějakého nástroje pro správu 
sestavení a kvalitního integrovaného vývojového prostředí. Z tohoto důvodu byli využiti zástupci 
obou kategorií, kteří jsou pravděpodobně v současnosti nejrozšířenější, Maven a Eclipse. 
4.2.1 Apache Maven 
Apache Maven [10] je nástroj pro správu, řízení a automatizaci sestavování aplikací na platformě 
Java. Aplikace se stará o dva aspekty toho procesu: řízení samotného sestavení a správa závislostí. 
Projekt je popsán dokumentem ve formátu XML tzv. POM (Project Object Model), který deklaruje 
veškerou konfiguraci pro jeden projekt. Větší projekty je možné dělit do modulů, kde každý modul 
má vlastní POM. Tyto dokumenty mají hierarchickou strukturu, kdy ze sebe vzájemně mohou dědit. 
Maven automaticky stahuje deklarované závislosti z centrálního repozitáře a ukládá je v lokální 
vyrovnávací paměti pro opakované použití. Využívá architekturu založenou na zásuvných modulech, 
jejichž pomocí je možné ovlivňovat sestavení a přidávat do procesu další úlohy jako je např. spuštění 
jednotkových testů nebo generování JavaDoc dokumentace. Ve standartní instalaci je zahrnuto 
několik nejnutnějších modulů jako je modul pro kompilaci nebo modul pro tvorbu balíku ve formátu 
JAR. 
Maven je zveřejněn pod svobodnou licencí Apache License 2.0. 
4.2.2 Eclipse 
Eclipse je integrované vývojové prostředí s otevřeným zdrojovým kódem. Původně bylo určeno pro 
jazyk Java, ale postupem času vznikla, díky modulární architektuře celého prostředí, podpora pro 
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 Nástroj pro statickou analýzu programů na platformě Java založený na analýze bajtkódu. 
16
 Eclipse Public License, http://www.eclipse.org/legal/epl-v10.html 
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širokou škálu programovacích jazyků a technologií jako jsou např. programovací jazyky C++ a PHP, 
značkovací jazyky HTML a XML nebo podpora modelů UML či nástrojů pro práci se systémy pro 
kontrolu verzí. 
Vývoj Eclipse začal jako projekt společnosti IBM usilující o vytvoření vlastního vývojového 
prostředí. V roce 2001 došlo ke zveřejnění projektu jako svobodného softwaru s otevřeným 
zdrojovým kódem. Hodnota tohoto příspěvku byla tehdy odhadována na 40 miliónů dolarů [11]. 
Obrovský rozvoj platformy od té doby přilákal velké množství společností, které prostředí využívají 
nebo do něj investují a vyvíjejí jej. 
Pro jazyk Java prostředí nabízí zvýrazňování syntaxe zdrojových textů, inteligentní doplňování 
kódu, automatickou kompilaci a zobrazování syntaktických chyb už během psaní nebo např. 
pokročilé nástroje na ladění programů. 
Vývojové prostředí Eclipse je dostupné pod svobodnou licencí EPL. 
4.3 Zajímavé implementační detaily 
Většina samotné implementace řešení dle návrhu v předchozí kapitole probíhala poměrně přímočaře a 
k žádným zásadnějším problémům během ní nedocházelo. Přesto bych rád v následujících 
podkapitolách zdůraznil několik zajímavých částí, jejichž tvorba nebyla úplně jednoduchá nebo neřeší 
složitý problém běžným způsobem. 
4.3.1 Lazy loading 
Líné načítání (viz 3.2.1) je implementováno pomocí knihovny Javassist (viz 4.1.2). Tato knihovna 
díky schopnosti manipulovat s bajtkódem tříd umožňuje vytvářet proxy třídy založené nejen na 
rozhraních (to je možné i s použitím standartního API java.lang.reflect.Proxy), ale i 
založené na konkrétních třídách. Jedinými požadavky jsou, že základní třída musí být viditelná podle 
pravidel jazyka Java, musí mít viditelný konstruktor a nesmí být označena jako final. Všechny tyto 
požadavky jsou u entitních tříd už vynuceny specifikací JPA,  a nic tak nebrání použití tohoto řešení. 
Vytvořená třída přímo dědí z cílové entitní třídy, a proto je využití jejich instancí jako 
zástupných objektů triviální. Každá instance proxy třídy má přiřazenu implementaci rozhraní 
MethodHandler, která zajišťuje, že při přístupu k jiným metodám objektu než je získání 
identifikátoru (a několika dalších systémových funkcí), dojde k dotažení skutečného objektu z 
databáze. Od této chvíle jsou volání všech funkcí přesměrovávána na skutečný objekt načtený 
z databáze. 
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4.3.2 Obal nad GlobalsDB API 
Během implementace se ukázalo, že by bylo vhodné vytvořit obal kolem knihovny 
poskytované ke GlobalsDB, protože je hodně nízkoúrovňová (neumožňuje například náhodný přístup 
k prvkům seznamů) a neimplementuje některá rozhraní nutná pro nové jazykové konstrukce. Jde 
např. o rozhraní java.lang.AutoCloseable nutné pro použití konstrukce try-with-resources17 
přidané do jazyka Java ve verzi 7. Spolu s tím, že rozhraní celé knihovny je definováno pomocí 
rozhraní jazyka Java, se zdálo jako ideální řešení použití návrhového vzoru Dekorátor [7]. 
Bohužel se záhy ukázalo, že knihovna sice používá rozhraní, ale jejich implementace, které 
tvoří adaptér mezi nativní knihovnou, která slouží k samotné komunikaci a Java světem, nejsou příliš 
kvalitní. Při analýze bajtkódu těchto tříd bylo objeveno, že metody sice mají na vstupech tato 
rozhraní, ale vnitřně v nich dochází k přetypování na konkrétní implementace, a tím efektivně brání 
použití návrhového vzoru. Proto výsledné řešení žádný obal neobsahuje, což poněkud komplikuje 
výsledný kód pro práci s globály. Dalším možným řešením by bylo vytvoření plnohodnotného obalu 
s novým rozhraním. Bohužel by takové řešení bylo poněkud složité na návrh i vývoj, ve výsledku by 
způsobovalo dodatečné náklady na údržbu a jeho přínos by se tak stal diskutabilní. 
Z těchto důvodů je výsledkem snahy o vytvoření obalu pouze třída obalující implementaci 
rozhraní com.intersys.globals.Connection, reprezentující připojení k databázi. Obal 
přidává podporu pro automatické uzavírání spojení a označuje metody, které nejsou použitelné 
v případě GlobalsDB anotací @Deprecated. 
4.3.3 Sestavení továrny manažera entit 
Vzhledem k tomu, že specifikace JPA definuje postup pro získání instance objektu implementujícího 
rozhraní javax.persistence.EntityManagerFactory pouze v prostředí aplikačního 
serveru a samotné sestavování objektu neřeší, bylo nutné takový postup vytvořit na míru danému 
řešení. 
Řešení je založeno na použití návrhového vzoru Builder (Stavitel) [7 str. 97] [12 str. 15]. 
Rozhraní umožňuje postupné nastavení jednotlivých parametrů (informace nutné k připojení 
k GlobalsDB a název datového globálu) a registraci entitních tříd. Entitní třídy je možné zadávat buď 
přímo jako instance třídy java.lang.Class nebo pomocí názvů Java balíků, v nichž jsou 
obsaženy. V případě zadání názvů balíků dojde k automatickému skenování Classpath18. Cílem 
skenování je nalezení všech tříd, které připadají do požadovaných balíků a jejich zařazení na seznam 
kandidátů na entitní třídy. Toto umožňuje přidávání nových entitních tříd bez nutnosti modifikovat 
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 Konstrukce umožňující při ukončení bloku try automatické uzavření zdrojů [16 str. 407] 
18
 Pojem z terminologie platformy Java. Je to parametr virtuálního stroje, který určuje, kde se mají hledat 
uživatelsky definované balíky resp. třídy. 
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konfiguraci poskytovatele persistence. Samotné skenování je implementováno za pomocí třídy 
com.google.common.reflect.ClassPath z knihovny Google Guava (viz 4.1.1). Ta 
umožňuje provedení této jinak poměrně obtížné a na chyby náchylné úlohy uživatelsky přívětivým, i 
když ne úplně výkonnostně efektivním, způsobem.   
4.4 Testování 
Výsledná knihovna je testována za pomoci jednotkových testů, které ověřují funkčnost jednotlivých 
komponent, a také za pomoci integračních testů, jenž slouží k ověření spolupráce mezi nimi. 
K usnadnění testování byla použita široce rozšířená knihovna JUnit. 
Jednotkové testy slouží k ověření funkčnosti jednotlivých elementárních součástí knihovny. 
Pokrývají všechny důležité části, které obsahují netriviální kód. Během vývojové části nebylo cílem 
dosáhnout 100% pokrytí kódu testy, protože testování triviálních částí, jejichž funkčnost a korektnost 
je zřejmá, je neefektivní využití zdrojů. Jediné riziko tohoto přístupu je, že v případě rozšíření 
netestované části, je nutné doplnit jednotkové testy i pro již existující kód. 
Integrační testy jsou prováděny na vyšší úrovni než jednotkové, jejich cílem je ověřit, zda 
všechny součásti, které prošly jednotkovými testy, spolu dokáží korektně kooperovat. Zkoumají se 
reálné úlohy jako je např. načtení nebo uložení celého objektu do skutečné instalace GlobalsDB. 
 
5 Porovnání výkonu 
Výkon výsledné knihovny byl porovnán s existujícími řešeními pro persistenci objektů. Konkrétně 
s jednou kombinací relační databáze s knihovnou pro objektově relační mapování a jednou čistě 
objektovou databází. 
5.1 Testovací prostředí 
Pro účely porovnání výkonu byla zvolena prostředí knihovny Hibernate s volně dostupnou relační 
databází PostgreSQL a skutečná objektová databáze Caché s využitím technologie Jalapeño. 
5.1.1 Caché 
Caché bylo použito ve verzi Caché Evaluation, což je bezplatná testovací verze pro jednoho uživatele. 
Pro přístup k databázi byla zvolena technologie Jalapeño, která je součástí standartní instalace Caché. 
Pro další informace o InterSystems Caché viz 2.2.1. 
Během testování byla navíc ověřena kompatibilita vytvořeného řešení s Caché, která ukázala, 
že plně odpovídá dokumentaci. Vytvořené řešení je tedy možné používat jak s GlobalsDB, tak 
  20 
s plnohodnotným Caché. Protože ale jde o plnohodnotnou objektovou databázi, podobný způsob 
využití poněkud postrádá smysl. 
5.1.2 PostgreSQL 
PostgreSQL je relační databázový systém vyvíjený jako projekt s otevřeným zdrojovým kódem pod 
vlastní licencí
19, jež je blízká licenci MIT nebo BSD. Cílem projektu je co největší dodržování 
standardů a snadná rozšiřitelnost systému. Existuje velké množství různých rozšíření vytvořených 
třetími stranami. Implementována je většina normy SQL:201120 a systém je plně transakční, 
s podporou ACID
21
. Je ho možné provozovat na většině operačních systémů včetně Linuxu, 
Microsoft Windows a Mac OS X. Pro účely testování byl zvolen zejména díky dobrým praktickým 
zkušenostem autora s tímto systémem z komerčního prostředí. 
5.1.3 Hibernate 
Hibernate [13] je knihovna pro objektově relační mapování vytvořená v jazyce Java. Knihovna je 
vyvíjena jako svobodný software pod licencí GNU LGPL 2.1. Na vývoji se velkou měrou podílí 
společnost Red Hat, která nabízí placenou podporu a zároveň ho využívá pro svůj Java EE aplikační 
server „Red Hat JBoss Enterprise Application Platform“. Hlavním posláním je mapování mezi 
objekty a tabulkami v relační databázi včetně konverze datových typů. Ve své aktuální verzi 4.3 plně 
implementuje specifikaci JPA 2.1. Hibernate také poskytuje nástroje pro dotazování a manipulaci 
s daty. Zajišťuje generování SQL dotazů pro databázi, a tak odstiňuje vývojáře od nutnosti ruční 
tvorby dotazů a zpracování výsledků. Aplikace vytvořené s využitím knihovny jsou přenositelné na 
jiné databázové systémy bez nutnosti změny aplikačního kódu. 
Výhodou řešení je velká rozšířenost, dlouhodobá existence projektu a početná uživatelská 
základna. Díky tomu existuje velké množství zdrojů, ze kterých je možné při vývoji aplikací čerpat. 
Jako závažný problém se jeví velký počet dlouhotrvajících, nevyřešených chyb22. 
5.1.4 Hardware 
Testování probíhalo na stroji s 64bitovým operačním systémem Windows 7 Professional. Počítač byl 
vybaven procesorem Intel Core 2 Quad Q6600 s 8GB operační paměti. Taková konfigurace odpovídá 
požadavkům na produkční provoz databáze zajišťující persistenci dat pro menší instalaci 
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 PostgreSQL License, http://www.postgresql.org/about/licence/ 
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 Norma specifikující jazyk SQL, vydaná jako ISO/IEC 9075:2011. Obsah této normy bohužel není volně 
dostupný a pro získání přístupu k němu je třeba zaplatit nezanedbatelný poplatek. 
http://www.iso.org/iso/iso_catalogue/catalogue_tc/catalogue_detail.htm?csnumber=53681 
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 Atomicity, Consistency, Isolation, Durability, skupina požadavků na vlastnosti databázových transakcí 
22
 K 9. Březnu 2014 bylo evidováno 1434 chyb, z toho 30 označených jako blokující. Nejstarší nevyřešená 
chyba byla založena 7. Září 2004. Zdroj: Hibernate Team Jira, https://hibernate.atlassian.net 
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informačního systému. Naměřené výsledky by se tak měly přibližovat reálným hodnotám při možném 
budoucím produkčním nasazení vyvinutého řešení. 
5.2 Metodika testování 
Testování výkonnosti se skládalo z několika částí. První bylo dávkové vkládání velkého množství 
záznamů, další vyhledání entity podle identifikátoru a poslední filtrování výsledků jednoduchým 
dotazem. Všechny testy probíhaly v rámci aktivních transakcí, jejich použití sice zhoršilo výsledný 
výkon, ale zároveň přiblížilo testy skutečnému použití v informačních systémech, kde je kladen důraz 
v první řadě na integritu data, a až v další na samotný výkon systémů. Každý test byl stokrát 
opakován a uváděný výsledný čas je průměrem naměřených hodnot. 
5.2.1 Objektový model 
Jako objektový model pro testování sloužila jednoduše namodelovaná třída reprezentující osobu. 
Nabývá atributů pro identifikátor, jméno a příjmení. Vzhledem k tomu, že testování nebylo zaměřeno 
na ověřování výkonu při zpracování entit se vztahy k jiným objektům, nebylo nutné modelovat 
složitější situaci. 
-id : Long
-firstName : String
-lastName : String
Person
 
UML diagram testovací třídy 
5.2.2 Vkládání 
Test spočíval v sekvenčním vložení tisíce objektů s náhodnými informacemi o osobě do databáze. 
Účelem bylo ověřit propustnost systému při dávkovém plnění úložiště daty, jde o důležitou metriku 
v situacích, kdy probíhá např. import dat z externího systému nebo synchronizace s novým datovým 
zdrojem. 
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Poměrně překvapivá je velmi nízká výkonnost Caché při sekvenčním vkládání. Celkově jsou 
rozdíly poměrně velké (dva řády), což si vynutilo použití logaritmické časové osy v přiloženém grafu. 
Výkonnostní náskok implementovaného řešení oproti PostgreSQL je zřejmě dán zejména chybějící 
podporou pro kontrolu integrity dat. 
Odpovídající dotaz pro vložení jednoho záznamu v jazyce SQL by byl: 
INSERT INTO Person (firstName, lastName) VALUES (?, ?); 
5.2.3 Načtení pomocí identifikátoru 
Test ověřoval rychlost získání entity z databáze při znalosti identifikátoru. Při každém pokusu byl 
vybrán identifikátor náhodné položky vložené v prvním kroku testu. Nejde o úplně syntetický test, jak 
by se mohlo na první pohled zdát, tento typ zátěže se v praktických situacích vyskytuje např. při 
získávání detailů ke známým objektům nebo při dotahování líně načtených vztahů. 
Globals 34,35
Hibernate 378,44
Caché 6512,62
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Vložení 1000 položek 
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Díky povaze testu jsou časové hodnoty v jiných jednotkách než ostatní měření, konkrétně 
v mikrosekundách. Kvůli značnému rozptylu naměřených hodnot mezi jednotlivými řešeními byla 
opět použita logaritmická osa. 
Odpovídající dotaz v jazyce SQL by byl: 
SELECT * FROM Person WHERE id = ?; 
5.2.4 Dotazování 
Posledním testem bylo filtrování za použití jednoduchého predikátu na rovnost příjmení osoby se 
zadanou hodnotou. Kvůli absenci indexů se dá předpokládat, že výkon bude v důsledku nutnosti 
sekvenčního skenování fyzického úložiště ve všech případech špatný, ale srovnatelný. 
Hodnoty parametru dotazu byly voleny náhodně, ale tak, aby výsledný dotaz měl nízkou 
selektivitu, tj. aby byl vyhodnocen kladně pro malé procento záznamů (řádově 0,1%). Takto volené 
hodnoty zajistí zvýraznění výkonnostních rozdílů oproti dotazům, kde je selektivita naopak vysoká 
(predikát je kladně vyhodnocen pro mnoho nebo dokonce všechny záznamy) a sekvenční skenování 
je optimální metoda. 
Globals 1549
Hibernate 130,65
Caché 22,74
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Vyhledání položky podle identifikátoru 
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Překvapením tohoto experimentu se stal Hibernate, nebo spíše PostgreSQL, jenž výkonově 
značně překonal ostatní řešení, přestože se jednalo o vyhledávání mezi 100,000 záznamy bez použití 
indexů. Nižší výkon implementovaného řešení oproti Caché je zřejmě způsoben výrazně 
zjednodušenou implementací bez dodatečných optimalizací. Dalším nezanedbatelným rozdílem je 
použití čistě jazyka Java, kde Caché využívá nativní implementaci. 
Odpovídající dotaz, v jazyce SQL, by byl: 
SELECT * FROM Person WHERE lastName = ?; 
5.3 Výsledky 
Výsledky testování ukázaly značných vliv jednotlivých technologií na výkon v různých kategoriích. 
Např. pro relační databázové systémy je naprosto zásadní použití indexů při vyhledávání. Jejich 
použití sice přidává další režii při vkládání, aktualizaci a odstraňování záznamů, ale zároveň 
dramaticky zvyšuje výkon systému při získávání záznamů. Proto byl výkonnostní náskok PostgreSQL 
při porovnání rychlosti jednoduchého dotazu spíše překvapením způsobeným malou velikostí 
prohledávané tabulky, která tak mohla být plně obsažena ve vnitřní cache serveru. Výkonnostní 
výhoda by zmizela nebo byla alespoň značně zmenšena použitím indexů, protože je podporují jak 
relační, tak objektové databáze. 
Při získávání objektu pomocí identifikátoru byla výhoda na straně Caché díky tomu, že identifikátor 
je přímo součástí adresy objektu v úložišti, je klíčem v asociovaném globálu. 
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Jednoduchý dotaz 
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5.3.1 Možnosti pro zvýšení výkonu 
Jak je možné vidět v přiložených grafech, potenciál pro výkonnostní optimalizace je značný, a to 
zejména v oblasti vyhodnocování dotazů. 
Zlepšení by zde bylo možné dosáhnout použitím indexů a nějaké formy vnitřní vyrovnávací 
paměti (cache), která by eliminovala zbytečné přístupy k fyzickému uložišti v případech, kdy to není 
nezbytně nutné. 
Dalším úzkým hrdlem je zřejmě použití reflexe pro přístup k atributům objektů. Podpora 
reflexe vestavěná přímo ve standartní knihovně je sice velice efektivní pro vývoj, umožňuje snadno a 
rychle dosáhnout požadované funkcionality, ale zároveň je její výkonnost poměrně problematická. 
Konkurenční řešení tento problém obcházejí dynamicky, za běhu aplikace, pomocí generování 
přístupových metod. Používají k tomu knihovnu Javassist (viz 4.1.2) v případě Hibernate nebo 
knihovnu ASM
23
 v případě Caché, resp. technologie Jalapeño. 
 
6 Závěr 
Hlavním účelem mojí práce bylo navrhnout a implementovat objektovou databázi na platformě 
GlobalsDB. Tohoto cíle se mi podařilo dosáhnout a výsledkem je návrh i implementace funkční 
knihovny připravené na další rozvoj. 
V úvodní kapitole jsem nastínil pozadí a popsal existující možnosti pro persistenci objektů na 
platformě Java. Následovaly kapitoly o samotném návrhu řešení a jeho implementaci a testování. 
Samotný závěr tvořilo porovnání výkonu výsledného řešení s jinými možnostmi pro persistenci 
objektů. 
Výsledkem druhé, praktické části, je objektová databáze navržená a implementovaná tak, aby 
byl základ plně funkční, ale zároveň byl maximálně zjednodušen budoucí rozvoj projektu mimo 
rámec této práce. 
Domnívám se, že přínos práce spočívá zejména v důkazu, že se nejedná o slepou cestu, 
přestože pro reálné produkční využití bude potřeba ještě implementovat hodně chybějící funkcionality 
a překonat velké množství problémů. Přesto jsem přesvědčen, že práce tvoří solidní základ pro možný 
budoucí rozvoj. 
                                                     
 
23
 Knihovna pro manipulaci a analýzu bajtkódu Java tříd, obdoba knihovny Javassist. http://asm.ow2.org/ 
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6.1 Budoucí rozvoj 
Implementované řešení tvoří jen úplný základ, kostru nebo chceme-li důkaz proveditelnosti skutečné 
objektové databáze. Pro budoucí plnohodnotné využití by bylo třeba dopracovat několik chybějících 
nepostradatelných částí, jejichž časová náročnost na návrh a vývoj je ale značná. Jsou to: 
 Podpora indexů. 
 Podpora vynucování integritních omezení (povinnost atributů, rozsahy hodnot, 
referenční integrita). 
 Vztahy mezi objekty s mohutností 1:N a M:N. 
Dále je zde celá řada možných vylepšení, která sice nejsou nezbytně nutná pro využití 
databáze, ale ulehčila by případným uživatelům práci. 
 Podpora agregačních výrazů (známé z SQL, jako např. COUNT() a AVG()). 
 Podpora pro uživatelsky definované datové typy a vložené (embedded) datové typy. 
 Širší implementace specifikace JPA. 
 Práce na zvýšení celkové výkonnosti databázového systému a explicitní kontrola nad 
líným načítáním (lazy loading). 
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