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Figure 1: Our algorithm traces polylines on triangulated surfaces. Unlike streamline tracing algorithms,
polylines produced by our technique cannot cross each others. It works even with highly perturbed surfaces
(left) and supports any type of vector field singularities (right). This property is required to segment surfaces
with chart boundaries aligned with a vector field (right).
Abstract
We propose an algorithm for tracing polylines on a
triangle mesh such that: they are aligned with a N-
symmetry direction field, and two such polylines can-
not cross or merge. This property is fundamental
for mesh segmentation and is very difficult to enforce
with numerical integration of vector fields. We pro-
pose an alternative solution based on “stream-mesh”,
a new combinatorial data structure that defines, for
each point of a triangle edge, where the correspond-
ing polyline leaves the triangle. It makes it possi-
ble to trace polylines by iteratively crossing trian-
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gles. Vector field singularities and polyline/vertex
crossing are characterized and consistently handled.
The polylines inherits the cross-free property of the
stream-mesh, except inside triangles where avoiding
local overlaps would require higher order polycurves.
1 Introduction
Segmentation of triangulated surfaces that aligns
chart boundaries with a vector field (or, more gen-
erally, a direction field) often exhibits useful prop-
erties for computer graphics applications. For in-
stance, alignment with the main curvature directions
allows for quad dominant remeshing [ACSD+03], fol-
lowing the gradient of a scalar field allows to compute
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Figure 2: (a) all streamlines from the dashed area
merge on an edge, and split on a vertex. (b) con-
stant per triangle tangent vector fields have direction
discontinuities along edges due to vertex angle defect.
pure quad decomposition using Morse-Smale com-
plexes [DBG+06, SZ12], and streamlines of a cross
field can decompose a mesh into quad shaped do-
mains [KLF13].
The simplest solution to trace such polylines is to
define a constant per triangle vector field. However,
in this representation, streamlines will have merg-
ing, splittings and crossings, as illustrated in Fig-
ure 2(a) and further detailed in [SZ12]. As explained
in Section 2, only Zhang et al ’s vector field repre-
sentation [ZMT06] allows to completely avoid these
issues, but computing accurate enough streamlines is
still very difficult.
The continuous counter part of our problem would
be to trace streamlines of a vector field tangent to
a smooth surface. As continuous streamlines do not
cross, an accurate enough numerical field integration
will share this property. The representation of Zhang
et al provides an equivalent smooth problem with-
out having to refine the field and the surface. We
can therefore characterize the integration accuracy
only by the step length of the order four Runge-
Kutta field integration algorithm. In practice, the
field is derived from the surface geometry, making it
common to have streamlines very close to each other
(local symmetries, almost aligned singularities, etc.).
We observed (Figure 3) that with a integration step
length higher than equals to 1/100 times the average
edge length, most models have at least one stream-
line crossing. From a practical point of view, an ac-
curacy that would prevents most conflicts (≈ 1/1000
times the average edge length) is more than 100 times
slower than our algorithm. Moreover, it would be
very difficult to refine the integration because: trac-
ing a streamline is a basic operation of the segmenta-
tion process and removing a crossing requires to refine
both streamlines, and higher accuracy may produce
new crossings.
Our solution is much faster than numerical field
integration (crossing a triangle takes approximately
the time to perform 10 RK4 steps), and allows to
prevent crossings without tuning any “accuracy” pa-
rameters. Those benefits come at the expense of
the fitting quality with the input field. For mesh
segmentation, where the input field only give a
coarse approximation of the desired edge direction
[RLL+06, MPKZ10, KLF13], it is more important to
have a guaranty that streamlines will not cross than
a better fitting with the input field.
An overview of our method is presented in Algo-
rithm 1 and illustrated in Figure 4. For each crossed
triangle we construct on the fly a stream-mesh struc-
ture which is essentially the original triangle split in
a way that each stream-halfedge can be flagged as
input/output/tangent. Each vertex of the polyline
is defined by its underlying mesh halfedge e, and its
barycentric coordinate c (and 1− c) on this halfedge.
A similar representation esm, csm is used for crossing
the stream-mesh. A streamline finish either when the
halfedge has no associated facet (mesh boundary), or
when c ∈ [1 . . . 2] instead of being in [0 . . . 1] to de-
note an output on a singular vertex e.g. a sink of the
vector field.
Limitation Having a single polyline segment in-
side each triangle may produce degenerated geome-
tries: local (limited to a single edge) overlaps and
regions of triangle that are not covered by any poly-
line (inset figure of section 4).
Previous Works
To the best of our knowledge, no prior work directly
addresses our problem. However, it is interesting
to consider solutions developed for 2D streamline
tracing, to notice similar issues occurring for trac-
ing other types of curves on surfaces, and to give an
2
Figure 3: Numerical integration issues. Streamlines are traced on a direction field using an order 4
Runge-Kutta with integration step length of (from left to right) 1/10, 1/100 and 1/1000 times the average
edge length. A crossing appeared on the pink triangle with 1/10 and 1/100 step length.
Algorithm 1: Algorithm overview
Output: Polyline PL
Input: PL extremity halfedge e
Input: PL extremity position c on e
while e.has facet() AND c ∈ [0 . . . 1] do
sm← stream mesh(e.facet()) (Section 3);
esm, csm ← sm.import position(e, c);
while esm.has facet() do
esm, csm ←
cross facet(esm, csm)(Section 4);
end
e, c← sm.export position(esm, csm);
PL.add vertex(position(e, c)));
end
overview of the tangent vector field and, more gener-
ally, N-symmetry direction field design algorithms.
Streamline tracing
Tracing streamlines of 2D or 3D vector fields is a
common task [SLCZ09, RT12] in visualization. In
most cases, an order four Runge Kutta (RK4) in-
tegration scheme performs well. For piecewise linear
vector field on a triangulation, a more robust solu-
tion [BJB+11] was proposed: an edge map directly
matches in/out flow intervals of the triangle border.
However, they assume the field is defined on ver-
tices and linearly interpolated inside each triangle,
and therefore cannot address the vertex angle defect
issue (discussed in Section 2).
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Figure 4: At each step, the algorithm crosses a tri-
angle: a stream-mesh is constructed (green and red
halfedges), and the polyline (blue) crosses the stream-
mesh. In step 3, the polyline crosses two stream-
faces, but the result is a single segment crossing the
triangle (visible in step 4).
Tracing curves on triangulated surfaces
Tracing curves on triangulated surfaces is a challeng-
ing task because the curve may cross triangles, follow
edges, and pass through vertices [LLP05]. All such
configurations are naturally managed by our repre-
sentation: a polyline passing through a vertex is con-
sidered as crossing a subset of its adjacent triangles,
with all vertices of the polyline located on the vertex
of the surface.
For computing optimal systems of loops [CdVL05],
one needs to distinguish the order between curves
following the same edge, leading to a complex data
structure where all curves following the same edge
need to be ordered. Special efforts [MVC05,SSK+05,
PS06] have also been devoted to tracing geodesics
where, as in our case, the angle defect plays an im-
portant role.
Recent works [SZ12] compute Morse decomposi-
tion of piecewise constant vector fields by converting
them into a combinatorial structure. It results in a
robust algorithm, but the streamlines (edges of the
Morse complex) merges due to the input field.
Direction field design
Many algorithms [ZMT06, WWT+06, FSDH07] al-
low to design tangent vector fields. The produced
field can be continuous enough to have (continuous)
streamlines that does not cross each others [ZMT06],
eventually at the expense of simultaneously refining
the surface [WWT+06].
For mesh segmentation, it is more common to
use N-symmetry direction fields than tangent vector
fields but, as pointed by [KNP07]: an N-symmetry
direction field is equivalent to a vector field on an
N-covering of the surface. Such fields were used
for quad remeshing based on global parameterization
[RLL+06]. The lack of control over these direction
fields topology was addressed later [PZ07, RVLL08].
A common representation [RVLL08,RVAL09,BZK09,
KNP07] samples the direction on triangles, and ex-
plicits the field rotation between adjacent triangles.
2 Field representation
In many cases, it is impossible to trace cross-free
streamlines due to the N-symmetry direction field
representation. We detail this issue and introduce
an alternative representation.
Most representations of tangent vector fields are
polynomial on each triangle. These vector fields are
differentiable everywhere on each triangle, so their
direction expressed as an angle in a local basis of the
triangle is also differentiable everywhere except where
the vector field is null.
This continuity of the field on triangles also in-
volves discontinuities of the field direction on edges
in the vicinity of vertices with non zero angle de-
fect. Indeed, along an infinitesimal circle around
the vertex, a unit regular vector field will undergo
a rotation that is equal to the vertex angle defect.
As the field is differentiable on triangles, the direc-
tion rotation accumulated along the cycle necessarily
comes from direction discontinuities when crossing
edges (Figure 2(b)). Such discontinuities can lead to
the merging of streamlines on an edge where the flow
outputs both adjacent triangles as in Figure 2(a).
These issues were already addressed in [ZMT06],
where they define the field is defined on each ver-
tex by a 2D vector in a local map, and interpolated
on each triangle. In our case, we want to define a
mapping from polyline entry point to polyline out-
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Figure 5: When the field rotation is not homogeneous
around a vertex, complex configurations can be rep-
resented: the vertex acts as a sink on the leftmost
triangle, but as a regular vertex for other triangles
(left). The continuous equivalent (middle) is a sink
and a saddle, but located on a single vertex. An ex-
ample is given on the right front leg of the dragon
(right).
put point without numerical integration, making it
useful to interpolate the field only along edge (not
inside triangles). Moreover, we prefer interpolate the
field in polar coordinates instead of Cartesian coor-
dinates. It allows to represent more complex fields
(with rotation greater than pi along an edge), and to
better control field singularities by explicitly placing
them on vertices.
We represent the input vector field on each triangle
by sampling the field direction at each edge extrem-
ity: αk, k ∈ [0 . . . 5] are the angles of the field, with
respect to a reference vector −→r taken in the triangle
plane. Note that due to angle defect and singulari-
ties on vertex, each vertex is associated to two angles:
one for each incident edge.
To prevent crossings, the input field must be con-
tinuous across edges i.e have the same angle with re-
spect to an edge on both adjacent triangles of this
edge. Another constraint we enforce is to evenly dis-
tribute, around each vertex, the angle discontinuity
on triangle corners. This later constraint allows to
prevent degeneracy (Figure 5) and to better manage
singularities (Appendix A.3).
3 Stream-mesh
A stream-mesh is the combinatorial representation of
the field behavior inside a triangle of the mesh. It is
a halfedge data structure decorated with additional
information that represents the field. The field direc-
tion is given at each stream-vertex by its angle α rel-
ative to the triangle reference vector −→r . Along each
stream-halfedge e, the field have a unique behavior
that may be :
• incoming (I) if the field points inwards the
stream-face,
• outgoing (O) if the field points outwards the
stream-face,
• tangent in the forward direction (Tf ) if the field
has the stream-halfedge direction,
• or tangent in the backward direction (Tb) if the
field direction is opposite to the stream-halfedge
direction.
In this representation, we can define:
• An in-list as a list of stream-halfedges that con-
tains at least one incoming stream-halfedge, and
no outgoing stream-halfedge.
• An out-list as a list of stream-halfedges that
contains at least one outgoing stream-halfedge,
and no incoming stream-halfedge.
• A simple stream-face as a stream-face having
a border that can be decomposed into an in-list,
followed by a forward tangent stream-halfedge,
followed by an out-list, and followed by a back-
ward tangent stream-halfedge (Figure 7–right).
The stream-mesh is initialized as a single stream-
face by decomposing the triangle border according to
the field behavior (Section 3.1). The main stream-
face is then decomposed into simple stream-faces by
a strategy inspired from the ear clipping algorithm
[Ebe98]: simple stream-faces are iteratively removed
from the main stream-face until the main stream-face
becomes simple (Section 3.2).
3.1 Main stream-face initialization
The initialization of the main stream-face from a tri-
angle is performed independently on each interval
5
between pairs of field samples. Each interval cor-
responds either to a triangle edge, or to a corner of
the triangle between edge and next edge around the
triangle.
For the kth edge Ek of the triangle, the angle
of the field with respect to the edge is given by
a linear interpolation between α2k − ∠(−→r ,−→Ek) and
α2k+1 − ∠(−→r ,−→Ek). When this angle is equal to 0
mod 2pi it is a forward tangent, when it is equal to pi
mod 2pi it is a backward tangent, when it is strictly
between 0 and pi mod 2pi, it is incoming, and out-
going otherwise. A stream-halfedge is generated for
every interval with constant type of behavior, includ-
ing zero length intervals when the field is tangent at
a single point. As illustrated in the second and third
columns of the top of Figure 6, tangents are required
to characterize the field behavior.
On the triangle corner between kth edge Ek and j
th
edge Ej (with j−k = 1 mod 3), α2k+1 and α2j may
be different due to vertex angle defect or field sin-
gularities. As a consequence, it is possible for a ver-
tex to contain important topologic information about
the field. As illustrates Figure 6, the field behavior
on a vertex (second row) is similar to its behavior
along an edge (first row), and can be characterized
in the same way. The segmentation is performed
with the algorithm described for edges, but angles
are linearly interpolated between α2k+1 − ∠(−→r ,−→Ek)
and α2j − (∠(−→r ,−→Ek) + ∠(−→Ek,−→Ej)). One can notice
that using ∠(−→r ,−→Ek)+∠(−→Ek,−→Ej) instead of ∠(−→r ,−→Ej)
allows to consider that the triangle border rotation on
the corner is in ]0, pi[ (not modulo 2pi).
A possible geometric interpretation of stream-
halfedges generated on triangle corners could be to
consider the triangle as a rounded triangle having its
corner radius tending to 0. It makes the field and the
triangle border rotating along the arc of circle instead
of a single point.
3.2 Split the stream-mesh into simple
stream-faces
The stream-mesh is now initialized by a main stream-
face. The decomposition iteratively removes a simple
stream-face from the main stream-face until the main
Figure 6: Combinatorial representation of the flow
behavior. The first row shows the decomposition of
an edge into incoming (green), outgoing (red), tan-
gent forward and backward (black arrows), for three
different fields. The second row shows that similar
situations can occur on a triangle corner and can be
characterized the same way. The field behavior is the
same on both rows, but in the second row, the field
rotation is performed on a single point instead of a
triangle edge. The only difference between columns
2 and 3 is the tangent direction.
stream-face becomes simple (Figure 7).
To remove a simple stream-face (Figure 8), we
search in the stream-halfedges list of the main
stream-face a sequence of edges that can be decom-
posed into : a Tf stream-halfedge, followed by an
out-list, followed by a Tb stream-halfedge, followed
by an in-list, and followed by a Tb stream-halfedge.
We split the first Tf and last Tb stream-halfedges of
the sequence and introduce a new stream-edge link-
ing the stream-vertices produced by the stream-edge
split. The type of produced stream-halfedges is set to
incoming in the simple stream-face side, and outgoing
in the main stream-face side.
As illustrated by Figure 8, the type of produced
stream-halfedges is coherent with the flux that can
be computed across the stream-halfedge. Indeed, the
triangle border being convex, the field direction at
the new stream-halfedge extremities will always point
to the same half-plane of the new stream-halfedge.
Moreover, the removed sequence prevents high rota-
tions of the field on the stream-halfedge that would
make it pointing in the other half-plane inside the
6
Figure 7: The field is converted into a stream-mesh,
then a simple stream-face is removed at each step
until the main stream-face become simple.
Figure 8: Splitting the main stream-face (left) by our
rule produces a simple stream-face and removes a pair
of in-list/out-list of the main stream-face border.
stream-halfedge.
By symmetry, it is also possible to apply the same
operation on the opposite field i.e. replace both Tf ⇔
Tb and in-list⇔ out-list in the pattern and in the
result.
Recursively applying the split operation converges
to a decomposition into simple stream-faces, as
demonstrated in Appendix B.1.
4 Streamline tracing algorithm
Streamlines are traced by itera-
tively traversing each triangle un-
til it reaches a sink vertex or the
surface boundary. Each triangle is
traversed by iteratively traversing
each simple stream-face (Figure 4)
by the algorithm detailed in this
section. As illustrated by the inset
figure, having polyline’s segment inside each trian-
gle results in: some triangular regions of the triangle
that are not covered by polylines, and possible local
geometric overlaps (on bottom edge). If polylines are
dedicated to segment the mesh, such overlaps will re-
sult in faces with degenerated geometry, but it does
not affect the combinatorics of the segmented mesh.
4.1 Crossing a simple stream-face
Crossing a simple stream-face requires defining how
points of the in-list are mapped to points of the
out-list. Any such mapping that does not cross
streamlines will produce globally cross-free stream-
lines. However, it is better to choose a mapping
that preserves as much as possible the field geom-
etry. Our mapping is defined such that if an evenly
distributed set of streamlines enters the triangle, it
will leave it with an even distribution, except if field
sinks or streamlines that are tangent to the boundary
prevents it. It can be restated as follows: for a nor-
malized field, if the stream-face is split by a stream-
line, both parts should have the same ratio between
inflow and outflow. Here, we call by flux the amount
of streamlines outgoing from a portion of the out-list
(and symmetrically for the in-list). However, it can
be considered as an abuse of terminology since an infi-
nite set of streamlines may leave the triangle in a sink
vertex, where the flux should be null. This heuristic
perfectly respects the field when it is constant inside
the triangle, and is evaluated in Section 5.1 in more
difficult situations.
As illustrated in Figure 9, we call f (resp. b) the
stream-halfedge of type Tf (resp. Tb) that comes af-
ter the out-list (resp. before the in-list).
We denote by Φ(e, c) the flux crossing the in-list
(resp.out) of stream-halfedges up to the point located
at the (c, 1−c) barycentric coordinate on the stream-
halfedge e. It is recursively defined by Φ(e, c) =
Φ(prev(e), 1) + φe(c) where Φ(f, 1) = 0,Φ(b, 1) = 0,
and φe(c) is the flux crossing the stream-halfedge e up
to the point of barycentric coordinates c, 1− c. Com-
puting φe(c) and its inverse are detailed in sections
4.2 and 4.3.
Using these notations (Figure 9), the condition for
a streamline to split the simple stream-face into two
stream-faces having the same ratio between inflow
and outflow writes:
Φ(ein, cin)
Φ(prev(f), 1)
= 1− Φ(eout, cout)
Φ(prev(b), 1)
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(ein,cin)︸ ︷︷ ︸
Φ(ein,cin)
(eout,cout)
Φ(eout,cout)︷ ︸︸ ︷
︸ ︷︷ ︸
Φ(prev(f),1)
fb
Φ(prev(b),1)︷ ︸︸ ︷
Figure 9: Important flows used to cross a simple
stream-face.
where the input point is ein, cin and the output
point is eout, cout. As a consequence, the output point
is given by :
(eout, cout) = Φ
−1
(
Φ(prev(b), 1)
(
1− Φ(ein, cin)
Φ(prev(f), 1)
))
To compute the output position (eout, cout) of a
streamline, we need to evaluate the functions Φ,
and Φ−1. The function Φ can be evaluated from
φe(c) using its recursive definition. The function
Φ−1(x) requires to take the stream-halfedge e such
that Φ(e, 0) ≤ x ≤ Φ(e, 1) and φe(1) 6= 0, and to de-
fine its barycentric coordinate c = φ−1e (x− Φ(e, 0)).
As a consequence, we only need to be able to eval-
uate φe(c) and its inverse φ
−1
e (x) to cross a simple
stream-face.
4.2 Computing φe(c)
On edges, we set φe(c) to be the flux of the normalized
vector field across the stream-halfedge e. The flux
across the stream-halfedge is:
φe(c) = |−→e |
c∫
0
− sin(αo + t(αd − αo)− ∠(−→e ,−→r ))dt
= |−→e |cos(αo + t(αd − αo)− ∠(
−→e ,−→r ))
αd − αo
∣∣∣c
0
where αo and αd are the field directions located at
the vertex pointed by the stream halfedges prev(e)
and e, and expressed by their angle relative to −→r .
On corners, we can generally say that there is no
flux that leaves the triangle i.e. φe(c) = 0. However,
for singularities with positive index such as source
and sinks, there is an infinity of streamlines that
reach or start from the corner (Figure 13). If an out-
flow stream-halfedge e is defined in a triangle corner,
in a sequence Tf , O, Tb, then we set φe(c) = c. By
symmetry, if an inflow stream-halfedge e is defined
in a triangle corner, in a sequence Tb, I, Tf , then we
set φe = −c. This strategy provides a field behavior
coherent with the continuous behavior of streamlines
on field singularities as explained in appendix A.3.
4.3 Computing φ−1e (x)
Computing φ−1e (x) requires to invert Equation (1).
As cosine is not a one to one function, determin-
ing φ−1e (x) requires to take into account that it
is a barycentric coordinate in the halfedge e, and
therefore 0 ≤ φ−1e (x) ≤ 1. This constraint fixes
s ∈ {−1, 1} and k ∈ Z in the formula:
φ−1e (x) =
s arccos(cos(αo − ∠(−→e ,−→r T ))− x (αd−αo)|−→e | )
αd − αo
+
2kpi − αo + ∠(−→e ,−→r T )
αd − αo
5 Discussion
This section evaluates the performances and robust-
ness of our algorithm on synthetic stress tests (Sec-
tion 5.1), proposes some applications where tracing
robust streamlines is required (Section 5.2), and pro-
vides some implementations details (Section 5.3).
5.1 Synthetic tests
To evaluate the geometric quality of our polylines,
we traced them on a circular vector field with dif-
ferent mesh quality (Figure 10). It shows our poly-
lines smoothness and accuracy with different triangle
qualities (upper to lower) and different field rotation
magnitude (border to center). In practice, computer
graphic meshes are closer to the upper and middle
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Figure 10: Our algorithm on mesh (right column) is
compared with a numerical integration on the same
data (left column), with decreasing mesh quality from
top to bottom.
images, and field design algorithms tends to produce
as smooth as possible fields. It is interesting to no-
tice that an important loss of accuracy only appears
(close-up) on very stretched triangles like one having
a corner with a field singularity we zoomed on.
The robustness of our algorithm with respect to
the mesh geometry is tested in Figure 1(left). No
streamlines cross each other, and the loss of quality of
the distribution is mostly due to the field smoothing
algorithm used to generate the field.
5.2 Applications
We illustrate two possible applications of our method:
computing Morse-Smale complexes (Figure 11), and
splitting a mesh according to a direction field. Trac-
Figure 11: Morse-Smale complexes are computed us-
ing a Laplacian eigenfunction for the double torus
and the z coordinate for the Feline. Close-ups al-
low to see that polylines can be very close to each
other without merging. The green chart visible in
the upper close-up requires an important zoom fac-
tor (bottom close-up) to be noticed at the top of the
horn.
ing streamlines of a N-symmetry direction field
[KLF13] allows to partition 2D meshes. To illustrate
a possible application of our method, we applied the
same strategy on 3D surfaces, by growing all stream-
lines simultaneously, and stopping them when they
reach a streamline defined on a perpendicular direc-
tion. As a result (Figure 12) we obtain quadrangular
charts with T-junctions everywhere except when a
degeneracy is prescribed by feature curves as in the
fandisk model. Such T-meshes could be useful after
optimization, as proposed in [MPKZ10].
5.3 Implementation notes
In our implementation, angles are represented by
floating points. A direct consequence is that the bor-
der mapping function is one to one only up to nu-
merical precision. More importantly, it could also
produce inconsistencies along an edge if its decompo-
sition into stream-halfedges does not match on both
adjacent triangles. To prevent streamlines to be stuck
inside an edge due to this issue, we always apply the
decomposition on the same halfedge, and revert it to
obtain the decomposition of the opposite halfedge.
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Figure 12: Tracing streamlines (black curves) from
singularities of a cross field provides a decomposition
of the surface
Another issue comes from applications where the
field have to be tangent to an edge. Using the
proposed representation, it requires to have α2k =
∠(−→Ek,−→r ) mod pi which is usually impossible due to
floating point representation. To overcome this dif-
ficulty, we represent angles α2k and α2k+1 relative
to the
−→
Ek instead of
−→r , and express it in degree (in
[0 . . . 360]) instead of radian (in [0 . . . 2pi]). Tangents
fields are then defined by angles 0 mod 180 which
can be exactly represented by floating points.
Conclusion
Tracing intersection-free polylines makes it easier to
design new algorithms inspired from the continuous
settings. Possible improvements of the method in-
clude using polycurves inside triangles, or finding a
simpler way to cross each triangle. The question of
the generalization to higher dimension arises natu-
rally, but it is important to remember that the main
issue (angle defect) requires that the metric is not in-
duced by the object itself (for surfaces, it is induced
by its embedding in 3D space, but volumes in 3D do
not have this issue).
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A Behavior on vertices
A.1 Vertex indices
N-symmetry direction fields may have singularities
that can be characterized by their index. The index
is well defined for smooth manifolds [MI95], and has
been extended to triangulated surfaces [RVAL09]. In
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Figure 13: Singularities classified by index. On nega-
tive indices, there exist a finite number of streamlines
(red and green) having the vertex as extremity. On
regular vertices (index is zero), at most one stream-
line can cross the vertex. On positive index singu-
larities, there exist an infinity of streamlines having
the vertex as extremity, expect for the vortex case
(lower-left).
our case, we assume that singularities can only ap-
pear on vertices, leading to the following characteri-
zation of indices:
Index(A) =
∑ ∆αe
2pi
+
2pi −∑βe
2pi
(1)
where the sums are performed on all triangle
corners referred by their halfedge e incident to A,
Index(A) is the index of vertex A, ∆αe is the angle
discontinuity on the triangle corner, βe is the trian-
gle corner angle. The first sum is the total amount
of field rotation around A, and the rest is the angle
defect of A divided by 2pi.
Examples of singular vertices are given in Fig-
ure 13. One can notice that an infinite number of
streamlines can reach the vertex only for strictly pos-
itive indices, leading to two different behaviors of our
algorithm as detailed bellow.
A.2 Geometric vertex crossing
The default behavior of our algorithm is
when there is not an infinity of stream-
lines having the vertex as one of its ex-
tremities. In this case, when a streamline
leaves a triangle on a vertex location, the
output of the triangle crossing algorithm is an adja-
cent edge, with a barycentric coordinate being either
0 or 1 to fit the vertex location. The streamline then
continues on the next triangle until it ends in the ver-
tex or leaves the vertex location as illustrated in the
small figure to the right.
Our algorithm has this behavior because the flux
on a stream-halfedge defined on a triangle corner is
generally zero, and the constraint that the simple
stream-face crossing algorithm is not allowed to gen-
erate outputs on a stream-halfedge without flux.
A.3 Streamline extremity on a vertex
Streamlines may also have one of its extremities lo-
cated on a vertex, but this occurs only for vertices
with strictly positive index, as illustrated in Figure 13
(we consider that if a unique streamline reach the ver-
tex it will cross it with the previous behavior). We
explain here why our way to determine the flux on
stream-halfedges inside triangle corners (Section 4.2)
gives non zero flux only for vertices with strictly pos-
itive index.
As the rotation speed of the field around the vertex
A is constant, the difference of angle ∆αe is equal to
the sum of such rotations around the vertex A times
the ratio of βe over the sum of triangle corner angles
around A. Putting it together with equation (1), with
summation over all halfedges e′ pointing to A gives:
∆αe =
βe∑
βe′
(
2pi(Index(A)− 1) +
∑
βe′
)
so the variation of angle with respect to halfedges
pointing to A is
∆αe − βe = 2piβe∑
βe′
(Index(A)− 1)
As a consequence, if ∆αe − βe is strictly positive,
the vertex index is greater or equal to 1. Else, the
index is strictly less than 1. Note that for direction
fields with rational indices, we are still able to distin-
guish between singularities with and without flux.
In our algorithm, the condition to associate some
flux to output stream-halfedges (defined on a triangle
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corner) is that the stream-halfedge must be contained
in a sequence TfOTb. It means that the field angle
with respect to the triangle border increases at least
by pi. Since the corner is convex, we have βe < pi. As
a consequence, our algorithm gives some flux only for
stream-halfedges in triangle corners corresponding to
a vertex with strictly positive index. The same thing
occurs for the sequence TbITf .
A.4 Starting a streamline from a ver-
tex
For vertices that are the origin of a finite number of
streamlines (negative or null index), it is possible to
generate all streamlines by simply starting a stream-
line for each inflow stream-halfedge on adjacent trian-
gle corners. This is especially important for tracing
streamlines from saddle points, as it is required for
computing Morse-Smale complexes.
B Correctness of the decompo-
sition
B.1 Convergence
Given a stream-face with n in-lists and n out-lists,
let us choose one out-list as a reference. Any two
adjacent lists i and i + 1 have a tangent between
them, let us define a sequence of labels {ti}∞i=0 as
the label of tangent stream-halfedge incident to both
lists i and i+1. Then we define a sequence of integers
{ai}+∞i=0 as follows:
a0 = 0
a2i+1 =
{
a2i + 1 if t2i+1 = Tf ,
a2i − 1 otherwise.
a2i+2 =
{
a2i+1 + 1 if t2i+2 = Tb,
a2i+1 − 1 otherwise.
The defined sequence {ai} is arithmetic quasiperi-
odic: ai+2n = ai − 2 and is continuous in the sense
that |ai+1 − ai| = 1. A stream-face is simple if and
only if the corresponding sequence {ai} is decreasing.
The splitting rule described in section 3.2 searches
for a pattern (per period 2n) (2i + 1, 2i, 2i − 1, 2i)
in the sequence {ai} and replaces it with a new one
(2i+1, 2i). In other words, the splitting rule removes
one (per period) local minimum of the sequence {ai}.
The symmetric rule replaces (2i+ 2, 2i+ 1, 2i, 2i+ 1)
with (2i+2, 2i+1), again removing a local minimum.
If a stream face is not simple, the corresponding se-
quence has at least one local minima, moreover, the
sequence decreases by 2 with each period and there-
fore it is possible to apply one of the splitting rules.
Both rules keep the continuity of the sequence, and
the period is reduced by 2 with each iteration, lead-
ing to a final decomposition of the initial stream-face
into a set of simple stream-faces.
B.2 Non-nullity of flux through sim-
ple faces
We show that each simple stream-face is traversed
by some flux. To do so we demonstrate that the out-
list (as well as in-list) of a simple stream-face have
non-zero associated flux.
First of all, let us note that all stream-halfedges
created by splitting rules have non-zero flux. Indeed,
their length is not zero: it is easy to see that due to
the linear interpolation between angle samples, the
sequence {ai} is monotonic inside triangle corners;
however the splitting rule searches for a local mini-
mum of the sequence. Therefore, it is not possible to
create a simple face entirely contained in a triangle
corner.
Now let us show that all simple faces have non-zero
flux through them. Let us suppose that the out-list
of a simple stream-face has a zero flux. All outflow
stream-halfedges on triangle edges as well as outflow
stream-halfedges corresponding to splits have non-
zero flux, since their length is greater then zero. The
only option for an out-list to have a zero flux is to be
contained in a triangle corner and to have Tb, O, Tf
structure, as defined in section 4.2. However it means
that the corresponding sequence {ai} is increasing on
this out-list, and that contradicts the monotonicity of
the sequence {ai} for simple faces. Therefore, there
is no out-list in a simple face that does not have a flux
through it. The same argument shows by symmetry
that there is no in-list without flux through it.
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