Abstract -A software framework for a physical analysis of the results of experiments at a hadron spectrometer has been developed. This software is used to analyze the data of the SELEX experiment.
INTRODUCTION
The SELEX experiment was performed at the hyperon beam with an energy of 600 GeV at Tevatron (FermiLab) to investigate the properties of charmed baryons [1] .
The initial software for the experiment was written using FORTRAN and a procedure-oriented approach was taken in its creation. For a physical analysis, the user can write procedures in FORTRAN which use information on the events represented with the help of a set of arrays in the form of the relational model [2] .
The alternative program package for the physical analysis of data was written using C++ based on the program package ROOT. The following purposes were formulated upon the development of this package:
(i) increased data processing rate; (ii) optimization for application in GRID networks [3] ; (iii) providing the user with convenient tools that have object-oriented structures for physical analysis. Figure 1 shows the structural diagram of the system for experimental data processing and event simulation.
DATA PROCESSING PROCESS
Processing large amounts of experimental data, of the order of 10 8 -10 9 trigger events, takes considerable time. Processing one event using the existing software at a 2400 MHz processor with a performance of 4800 mips (million instructions per second) requires about 7 × 10 -4 s of processor time. The whole amount of statistics is processed over 7-12 days at the cluster of the Institute of Theoretical and Experimental Physics (Moscow) with the above processors. If the GRID network of the virtual organization PHOTON is used, this amount of data is processed over 2-5 days. Therefore, events are initially selected with rough selection criteria, which results in statistical reduction to 10 6 -10 7 trigger events. The same software is used to analyze selected events and obtain physical results. Processing filtered statistics takes tens of minutes.
The following basic steps can be indicated in data simulation: simulating the interaction of the beam particle with the target, for example, using the program packages PYTHIA and FRITIOF [4]; simulating the particle passage through the setup using the package GEANT [5] or the package Event Embedding included in SOAP (SELEX Off-line Analysis Program); and event reconstruction using the package SOAP. After that, the simulated data are processed in the same way as experimental data.
Upon simulation, the largest processor time is spent to simulate the particle passage through the setup.
The dashed line in Fig. 1 shows the region uniting the tasks for which the developed software framework can be used. In the existing software, parameters are calculated the same way both for the rough selection and the final physical analysis. After filtering with rough selection criteria, data are written in the same format as the initial statistics. In the developed software package, many parameters are calculated only once, and the system of ROOT files and abstraction of event reading classes allows one to write only the data necessary for physical analysis after rough selection. For this reason, the data processing rate in the course of physical analysis is higher by a factor of 3-7 (depending on the logics determined) than that of the initial software.
ARCHITECTURE
In the developed software framework, the architecture "Model-Representation-Controller" [6] is used (see Fig. 2 ). In this architecture, the data model, the control logics, and the user data representation are separated into components; this simplifies their modification and makes it possible that the software framework can be used for different purposes. Figure 3 shows the simplified schematic diagram of class hierarchy. The package includes classes for data reading, writing, and transformation to the object model [7] , classes for event selection, classes for data presentation to the user, and interfaces for event simulation.
The parameters of the setup and experiment and physical constants are represented in the form of classes and functions implemented by global objects, which ensures their through functionality for the whole application.
DATA MODEL
The most important part of the "Model-Representation-Controller" architecture is the data model. It is represented in the form of hierarchically embedded objects connected by references. Figure 4 shows the structure of the data object which represents the trigger event of the experiment. Along with information on the event (coordinates of the interaction point, type of beam particle, etc.), the object includes objects of particles and tracks which are connected to each other by necessary references. For example, objects which represent the physical model of particles can reference the parent particle, daughter particles, or corresponding track. This model of object relations is formed in accordance with the physical model of events, which makes data access efficient and programming analysis logics convenient.
EXAMPLE OF ANALYSIS ALGORITHM
The user can determine the logics of physical analysis using program methods. In the typical analysis algorithm, the application input point is the class derived from Processor. To initialize the variables and determine the parameters, the class Configuration is used. After initialization used the class derived from Event Provider, data of trigger events is read; data are returned to the user in the form of the object of the class Event. Necessary data are selected; for this purpose, classes derived from the Filter can be used. Using a number of classes, data are processed and analyzed and results are saved. To represent histograms, the class HistogramManager is used, which allows one to automatically plot a number of histograms for objects of the package, save user histograms, and store all histograms. The class Logger provides access to the output thread.
Thus, from the point of view of the "Model-Representation-Controller" architecture, the class Processor with the set of classes necessary for obtaining and processing data plays the role of the Controller, the classes 
