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11 Johdanto
Perinteiset tietojenkäsittelyjärjestelmät pyrkivät automatisoimaan jonkin toimin­
non suorittamisen tehokkaammin kuin sama operaatio  olisi   ihmisen tekemänä. 
Toiminnon suorittamisen ohessa järjestelmät tuottavat ja tallentavat kiinnostavaa 
tietoa prosessin edistymisestä ja siihen liittyvistä muuttujista. Jo 1960­luvulla oli 
havaittu  tarve  päätöksenteon  tukijärjestelmille  (decision  support  systems),  joilla 
päätöksiä tekevä taho, esimerkiksi yrityksen johto, saa tunteensa tueksi todellisia 
lukuja tai tietoja prosessista [Inm05]. Tukijärjestelmien haluttiin auttavan varsi­
naisen työn lisäksi myös kasvavan tietomäärän hallinnassa.
Tietojenkäsittelykapasiteetin kasvaessa ja ­menetelmien kehittyessä myös päätök­
senteon   tukijärjestelmien   kehitysmahdollisuudet   kasvoivat.   1990­luvun   alussa 
otettiin käyttöön käsite tietovarastointi (data warehousing), joka on yhden tyyppi­
nen päätöksenteon tukijärjestelmä [Inm92]. Tietovarastoinnin perusmääritelmä on 
pysynyt oleellisesti samana. Tietovarastoinnin työmenetelmät ovat kuitenkin dra­
maattisesti  kehittyneet   ja  kypsyneet  vuosien varrella.  Menetelmän kypsyminen 
muistuttaa ohjelmistotuotannon kehittymistä. Alun tarpeenmukaisista ratkaisuis­
ta  on  päästy  muodollisempiin  projektimalleihin  ja   tietovarastoteollisuudessa  on 
huomattu  hyviä  käytäntöjä,   joita  käyttämällä  voidaan  parantaa   tietovarastojen 
laatua.
Tietovarastotutkimus keskittyi voimakkaasti 1990­luvulla sovellettujen, erityisesti 
materiaalistettujen, näkymien käyttämiseen. Materiaalistetut näkymät kuvattiin 
usein   ainoana   tapana   toteuttaa   tietovaraston   tietosisältöjen   yhdistäminen   ja 
muokkaaminen sopivaan muotoon [ZHJ95, WHL96]. Tutkimus näkymien käytöstä 
tietovarastoinnissa pyrki löytämään tehokkaita ja virheettömiä tapoja tuoda tieto­
sisältömuutokset   tietovarastoon.   1990­luvun   lopulla   kuvattiin  uutos­muunnos­
lataus ­prosessi (extract­transform­load, ETL) [ChD97], joka erottelee tietojen siir­
tämisen ja muuttamisen erillisiksi  vaiheikseen. ETL­prosessista on myöhemmin 
tullut hallitseva tietovarastojen tietosisältöjen siirtomenetelmä.  Materiaalistettu­
jen   näkymien   käyttö   on   nykyään   tavallisempaa   tietovarastoon   tehtävien 
2kyselyiden nopeuttamiseksi.
Tietovaraston suunnittelun ydin on tietomalli, johon kuvataan tietovarastoon talle­
tettavat tietosisällöt ja niiden suhteet. Mallintamisessa on ollut perinteisesti kaksi 
koulukuntaa: Inmon [Inm92] ja Kimball [Kim96]. Koulukuntia pidettiin toistensa 
poissulkevina tietovarastoinnin mallinnustapoina niiden erilaisten suunnittelupe­
riaatteidensa   takia.   Myöhemmin   tietovarastointiin   on   kehitetty   mahdollisuus 
käyttää  välikerrosta niin, että  samassa tietovarastossa voidaan käyttää  tarpeen 
mukaan kumpiakin mallinnusmenetelmiä tuotettaessa eri kohderyhmille suunnat­
tuja tietosisältöjä [Lin11].
Tämän tutkielman tarkoituksena on antaa yleiskuva tietovarastoista, tietovaras­
ton   kehittämisestä   ja   ylläpidosta   ohjelmistotuotannon   perusteet   tuntevalle 
asiantuntijalle. 
Tutkielmassa käytetään esimerkkinä kansainvälistä yritystä, joka valmistaa sää­
havaintolaitteistoja.   Yrityksellä   on   oma   tehdas,   jossa   laitteistot   kootaan. 
Valmistamisen  jälkeen  tuotteita   toimitetaan sekä   jälleenmyyjille  että   isoja  eriä 
suoraan asiakkaille. Havaintolaitteistojen huolto­ ja korjauspalvelut ovat isoimmil­
la   markkina­alueilla   osa   yrityksen   omaa   organisaatiota.   Pienemmillä   alueilla 
edellä mainittuja palveluita tarjotaan kumppaniverkoston kautta.
Yrityksellä on liiketoimintansa suorittamiseksi ja tukemiseksi useita erillisiä tieto­
järjestelmiä,   jotka   ovat   kansainvälisesti   käytössä   koko   konsernissa. 
Säähavaintolaitteistojen valmistusta hallitaan tätä varten hankitulla toiminnan­
ohjausjärjestelmällä.   Toiminnanohjausjärjestelmä   tallentaa   kuukauden   ajan 
tietoja valmistusprosessin kulusta ja järjestelmästä voidaan laitekohtaisesti nähdä 
siihen liittyviä tietoja. Toiminnanohjausjärjestelmä sisältää myös tiedon yrityksen 
oman varaston tilasta. Asiakkaiden ostamia huoltosopimuksia ja huoltohistoriaa 
hallitaan omassa järjestelmässään. Jokainen huoltokäynti kirjataan järjestelmään 
ja järjestelmässä on nähtävillä huoltosopimuskohtainen huoltohistoria. Huoltosopi­
mus kestää normaalisti koko laitteen eliniän.
Tuotantoon liittyvien järjestelmien lisäksi yrityksellä on käytössään lukuisia tuki­
järjestelmiä. Yrityksen myynnillä on käytössään asiakkuudenhallintajärjestelmä. 
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va   henkilö,   sekä   tehdyt   tarjoukset.   Yrityksen   rahavirtoja   seurataan 
taloushallinnon järjestelmien kautta. Työntekijöiden tiedot on tallennettu henki­
löstöhallintojärjestelmään.
Yrityksen tilanne, jossa tieto on hajautunut eri  järjestelmiin, on varsin yleinen. 
Tietojärjestelmä saattaa suorittaa yhtä toiminnallisuutta, eikä sillä ole näkyvyyttä 
muiden järjestelmien tietoihin. Eri järjestelmien tietojen yhdistäminen vaatii lisä­
työtä,   joka   voidaan   yksittäistapauksissa   tehdä   käsin.   Jatkuva   käsin   tietojen 
yhdistäminen on aikaa ja resursseja kuluttavaa ja sen takia tietojen yhdistämisen 
automatisoimisella voidaan parantaa toiminnan tehokkuutta.
Toinen tapa  keskittää   tiedonhallintaa on hankkia  tietojärjestelmä,   johon on si­
säänrakennettu  kaikki   yrityksen   tarvitsemat   toiminnallisuudet.  Näillä   laajoilla 
toiminnanohjausjärjestelmillä voidaan hallita yrityksen ydinliiketoimintoja. Koska 
järjestelmät ovat suuria ja kompleksisia, niiden muuttaminen on usein työlästä. 
On mahdollista, että yrityksen liiketoiminta kehittyy nopeammin kuin toiminnan­
ohjausjärjestelmän   valmistaja   pystyy   kehittämään   tuotettaan.   Tällöin   yritys 
joutuu hankkimaan ulkopuolisia järjestelmiä tiettyjen toimintojen suorittamiseen 
ja siirtämään samalla osan tiedosta ulkopuoliselle järjestelmälle. Uusien järjestel­
mien   hankinnan   jälkeen   yrityksellä   on   jälleen   kerran   tieto   hajaantuneena   eri 
järjestelmissä.
Riippumatta tehdyistä arkkitehtuuripäätöksistä on huomattu, että tieto on hyvä 
kerätä operatiivisista järjestelmistä (operative systems) ja siirtää ne erilliseen ana­
lyysejä   varten   suunniteltuun   kokonaisuuteen.   Näin   tieto   on   yksittäisestä 
järjestelmästä riippumattomassa paikassa, jota voidaan kehittää erillään varsinai­
sia liiketoimintajärjestelmiä häiritsemättä.
Luvussa 2 esitellään tietovarastoinnin käsite ja tietovaraston rakentamiseen liitty­
vät   työvaiheet.  Luvussa  3   esitellään menetelmiä,   joita  käytetään   tietovaraston 
tietosisältöjen tuottamiseksi. Luvussa 4 käydään läpi tietovaraston elinkaaren ai­
kana vastaan tulevia haasteita.
42 Tietovarastointi
”Tietovarasto on aiheorientoitunut, integroitu, pysyvä ja ajasta riippuva kokoelma 
tietoa, jonka tarkoituksena on tukea johdon päätöksentekoa” [Inm92].
Aiheorientoituminen tarkoittaa, että tietovarasto pyrkii kuvaamaan jonkin koko­
naisuuden   tilaa   tietojärjestelmissä.   Operatiiviset   järjestelmät   on   suunniteltu 
toiminnallisuuksien ympärille. Tietovarastoon kerätään yhtä toimintoa suurempaa 
kokonaiskuvaa jonkin prosessin kulusta. Tietovarastoon voidaan liittää useita tie­
tolähteitä  dataintegraatiota  (data integration) käyttäen. Integraatiota käsitellään 
tarkemmin luvussa 3.
Kaikkiin   tietovarastoon   talletettuihin   tapahtumatietoihin   liitetään   aikamääre, 
joko suoraan monikon attribuuttina tai viiteavaimen kautta. Pysyvyydellä ja ajas­
ta   riippuvuudella   tarkoitetaan,   että   tietovarasto   sisältää   tapahtumia,   jotka   on 
sidottu aikaan. Tietovarastoon voidaan tallettaa asioiden nykyisiä ja menneitä tilo­
ja, eli tietosisältöjä. Historiatietoa voidaan hakea määrittelemällä haluttu aika tai 
aikaikkuna. Operatiivisia järjestelmiä ei yleensä ole suunniteltu historiatiedon säi­
lytykseen,   vaan   nykytilanteen   hallinnoimiseen   mahdollisimman   tehokkaasti. 
Tähän historiatiedon tehokkaaseen hallintaan tietovarastointi tarjoaa ratkaisuja.
Tietovarastoinnin käsite ei ole yksiselitteinen. Käytännön toteutuksissa noudate­
taan yleensä vakiomuotoista korkean tason arkkitehtuuria [Inm04, KiR02, 
ChD97]. Yksittäisten komponenttien toiminnallisuus ja rajapinnat voivat vaihdella 
huomattavasti eri toteutusten välillä, riippuen käytettävistä välineistä ja menetel­
mistä. Tietovaraston tietosisältöjen ydin muodostetaan lähdejärjestelmissä, joten 
arkkitehtuurin suunnittelussa otetaan huomioon lähdejärjestelmien vaatimukset 
ja tarjoamat rajapinnat.
 
5Kuva 1. Tietovarastoinnin yleisarkkitehtuuri
Tietovarastoinnin perusarkkitehtuuri  esitetään kuvassa  1.  Arkkitehtuuri  kuvaa 
tiedon virtaamista operatiivisista järjestelmistä tietovaraston käyttäjille [ChD97]. 
Aineisto   siirretään   tietovarastoon  uutos­muunnos­lataus  ­prosessissa.  Uutosvai­
heessa   tieto   kerätään   operatiivisesta   järjestelmästä   ja   siirretään 
tietovarastoympäristöön. Uutoksessa voidaan tehdä jo joitain muunnosoperaatioi­
ta,   esimerkiksi   muuttaa   tieto   rivimuotoon.   Uutos   kuluttaa   lähdejärjestelmän 
resursseja,  sillä   tiedot  luetaan lähdejärjestelmän muistista  ja siirretään tietolii­
kenneyhteyttä   käyttäen   toiseen   järjestelmään.   Resurssien   kulutuksen 
vähentämiseksi tieto voidaan tallettaa välivarastoon (staging area) lähdeaineiston 
muotoiseen välitauluun (staging table). Välitaulun käytöllä vältetään tiedon hake­
6mista uudelleen lähdejärjestelmästä, mikäli tietovarastolatauksessa tarvitaan sa­
maa   lähdetietoa   uudelleen.   Tietovaraston   kehittäjälle   voi   olla   määriteltynä 
aikaikkuna, jonka sisällä uutoksen saa tehdä, ettei se häiritse operatiivisen järjes­
telmän   toimintaa.   Välitaulun   tietosisältöä   voidaan   myös   pitää   tilannekuvana 
uutoshetkestä,  mikäli   lähdejärjestelmän tietosisältöihin ei   tehdä  muutoksia uu­
tosprosessin aikana.
Lähdejärjestelmän käyttämä tapa tallentaa tietoa voi olla hyvin erilainen kuin tie­
tovaraston   tietorakenne.   Muunnosvaiheessa   tieto   muokataan   tietovarastoon 
sopivaan muotoon. Tämä muokkauksen tulos ladataan tietovarastoon käytettäväk­
si.   Ladattua   tietoa   voidaan   käyttää   suoraan,   esimerkiksi   analytiikka­   tai 
visualisointityökalujen syötteenä. Suuresta tietovarastosta voidaan erikoistaa osia 
paikallisvarastoihin (data mart). Erikoistamisessa isommasta tietovarastosta irro­
tetaan pienempi osajoukko, joka siirretään erilliseen tietokantaan. Tietokanta voi 
olla erillinen skeema tai kokonaan toisaalla toimiva tietokantajärjestelmä, joka on 
mahdollisesti lähempänä tiedon loppukäyttäjiä. Samassa prosessissa tieto voidaan 
siirtää toiseen, aihekohtaisesti paremmin sopivaan muotoon. Tiedon hajautus voi 
olla tarpeen esimerkiksi laskennan hajauttamiseksi. Loppukäyttäjän voi myös olla 
helpompi hahmottaa paikallisvaraston rajattu tietokokonaisuus ison tietovaraston 
sijaan.  Paikallisvarastoon  voidaan  tietosuojasyistä   tuoda  vain  osa   tietovaraston 
tietosisällöistä ja antaa pääsy tietoon laajemmalle käyttäjäjoukolle.
Tietovirta tietovarastoihin on perinteisesti ollut yksisuuntaista [DCS09]. Menetel­
mien kehittyessä tietovarastoja on alettu myös käyttää operatiivisten järjestelmien 
tukena, koska varastointi mahdollistaa riippumattomien toiminnallisuuksien ke­
hittämisen. Tietovaraston tietoja käyttäen voidaan useasta eri lähteestä kerättyä 
tietoa  käyttää     esimerkiksi   luokitteluiden   laskemiseen.  Luokittelutieto   voidaan 
viedä tietovarastosta takaisin lähdejärjestelmään ja tietoa voidaan käyttää järjes­
telmässä   automaattisten   liiketoimintapäätösten   teossa.   Tässä   tutkielmassa 
tietovaraston käsite rajataan passiivisiin tietovarastoihin, joilla ei ole määriteltyä 
toiminnallisuutta. Tietovaraston tietoja päivitetään vain ETL­prosessien kautta.
Tarkastellaan esimerkkiä sääantureita valmistavasta yrityksestä. Yrityksessä on 
7havaittu tarve seurata valmistettujen havaintolaitteistojen elinkaarta valmistuk­
sesta   viimeiseen   huoltokutsuun   asti.   Ajan  myötä   yrityksessä   on  muodostunut 
kuva, että tiettyinä ajanjaksoina valmistetuille tuotteille tehdään saman tyyppisiä 
huoltokutsuja noin kahden vuoden sisällä  valmistamisesta.  Tästä  ei  ole kuiten­
kaan   täsmällistä   tietoa,   vaan  kuva  perustuu  huoltoja   suorittavien  henkilöiden 
kokemukseen. Yritys tallentaa tietoa laitteen vaiheista, mutta tiedot ovat hajal­
laan   eri   järjestelmissä.   Osa   järjestelmistä   ei   pidä   tietoja   tallessa   kuin 
välttämättömän ajan, jonka jälkeen ne poistetaan. Tuotteen elinkaari voi olla käy­
tännössä   mahdotonta   jäljittää   edes   käsityönä,   mikäli   tietoja   ei   ole   talletettu 
asianmukaisesti. Yritys tarvitsee erillisen tietovaraston pystyäkseen seuraamaan 
tiettyinä ajanjaksoina tehtyjen tuotteiden huoltokutsuhistoriaa.
2.1 Uuden tietovaraston kehittäminen
Uuden tietovaraston kehittäminen muistuttaa perinteistä ohjelmistotuotannon toi­
mintamallia. Tietovaraston luonnissa
1. määritellään mitä ollaan toteuttamassa,
2. suunnitellaan määrittelyjen perusteella toteutus,
3. toteutetaan tietovarasto suunnitelman pohjalta,
4. testataan ja dokumentoidaan toteutus ja 
5. otetaan toteutus käyttöön.
Tietovarasto voidaan luoda projektina, jolloin vaiheiden väliset suhteet ja siirtymät 
ovat tarkemmin määriteltyjä. Eri projekteissa toistuvat usein samantyyppiset työ­
vaiheet, mutta niiden painotus ja järjestys voivat vaihdella. Kuvassa 2 on esitetty 
eri lähteiden [GoS98, KiR07,  Inm05, Wis02, SeS05] perusteella koostettu yleinen 
tietovarastoprojektin toteutusmalli. Avoimien menetelmien lisäksi tietovarastoin­
tia tekevät kaupalliset toimijat ovat kehittäneet omia projektimallejaan [SeS05].
Projektin  alussa   tapahtuvan  määrittelyvaiheen  tarkoituksena  on  kuvata,  miksi 
tietovarasto on olemassa ja mihin sitä tullaan käyttämään [KiR07]. Tämä tieto sel­
vitetään   tietovarastoprojektin   tilaajalta.   Tietovarastoa   käytetään   usein   jonkin 
8prosessin etenemisen seuraamiseen.  Tällöin  määrittelyn pohjaksi  voidaan ottaa 
prosessikuvaus, josta saadaan lisätietoa kiinnostavista prosessin kiinnekohdista. 
Jos prosessia ei ole kuvattu aikaisemmin, on sen kuvaamisesta ainakin yleisellä 
tasolla hyötyä tietovarastoprojektin toteutuksessa. Asiakkaan prosessiin tutustu­
minen   mahdollistaa   tietovarastoasiantuntijoiden   paremman   sovellusalueen 
ymmärtämisen. Aivan kuten ohjelmistotuotannossa edesauttaa sovellusalueen ym­
märtäminen projektin onnistumista.
Antureja valmistava yritys voisi määritellä   tietovarastotoimittajalle tehtävän ti­
lauksen yhteydessä,  että   tietovarastolla halutaan ratkaista tuotteiden huoltojen 
seurantaan liittyvät haasteet. Samassa yhteydessä projektille määritellään toimin­
tatavat. Mikäli tilaajalla on erityisvaatimuksia käytettäville työmenetelmille tai –
tekniikoille, kuuluu niiden kirjaaminen projektin määrittelyvaiheeseen.
Aihepiirin  määrittelyn   jälkeen   tulee   projektissa   löytää   tilaajan   resurssit,   joita 
käyttäen tietovaraston luominen on mahdollista.  Selvitysvaiheessa tunnistetaan 
tietovaraston kannalta kiinnostavat operatiiviset järjestelmät. Oleellisia resursseja 
projektille ovat myös ihmiset, jotka kykenevät määrittelemään tarkemmin liiketoi­
mintaprosessien   sisällön.   Eräs   tapa   kartoittaa   sidosryhmävaatimuksia   on 
selvittää, mihin kysymyksiin tietovaraston tulee kyetä vastaamaan [KiR07]. Mene­
telmänä  voidaan käyttää esimerkiksi käyttötapauskuvauksia, jolloin kysymykset 
kuvaavat todellisia liiketoiminnan tarvitsemia tietosisältöjä. Jos lähdejärjestelmiin 
on jo olemassa tiedonhakutoteutuksia, voidaan näiden määrittelyjä käyttää vaati­
musten   kartoituksessa.   Vaiheessa   tulee   tunnistaa   kaikki   projektin   rajauksen 
sisälle  kuuluvat  asiakkaan  sidosryhmät,   eli   tietovaraston   loppukäyttäjäryhmät. 
Toisaalta määrittelytyössä ei tule liikaa keskittyä pelkästään jo tiedossa olevien 
tiedonsaantitarpeiden täyttämiseen. On oletettavaa, että tietovaraston tietoja tul­
laan käyttämään myös tarpeisiin, joita ei määrittelyvaiheessa vielä ole tiedossa. 
Siksi tietovarastoon on mahdollisuuksien mukaan mielekästä tuoda enemmän tie­
toa kuin juuri nykyhetkellä on tarpeen.
9Kuva 2. Yleinen tietovaraston toteutusmalli
Määrittelytyössä tarvitaan kuvaus lähdejärjestelmien tietosisällöistä. Kuvaukses­
sa voi olla, lähdejärjestelmästä ja saatavilla olevasta tiedosta riippuen, mitä tietoa 
kukin lähdejärjestelmä sisältää,  missä muodossa tieto on, onko tiedoilla ennalta 
määriteltyjä arvoalueita ja mitä tyyppejä tiedolle on määriteltynä.
Kuvaus voidaan muodostaa esimerkiksi lähdejärjestelmän dokumentaatioista tai 
järjestelmäasiantuntijoita haastattelemalla. Kuvauksien avulla todennetaan, onko 
jokin tietosisältövaatimus mahdollista toteuttaa. Tietosisältövaatimukset syntyvät 
sidosryhmien vaatimusten kartoittamisen ja lähdejärjestelmien tietosisältöjen lop­
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putuloksena. Tietosisältöjen kuvaukset voidaan kerätä  toimittajavetoisesti (supply 
driven), jolloin eri järjestelmien lähdetiedot analysoidaan ja niistä kootaan esitys 
käytettävissä olevista tietosisällöistä [WiS02]. Tämän jälkeen voidaan suorittaa si­
dosryhmävaatimusten   kartoitus,   jossa   sidosryhmien   edustajien   tehtävä   on 
määrittää, mitkä esitetyistä tiedoista tullaan siirtämään tietovarastoon. Menetel­
mä   on   työläs,   sillä   analysointivaiheessa  ei  voida  päätellä,  mitkä   tiedoista  ovat 
kiinnostavia ja kaikki lähdejärjestelmän tiedot on kerättävä esitykseen mukaan. 
Toimittajavetoisen lähestymistavan käyttäminen on harkittava tapauskohtaisesti: 
Mikäli  lähdejärjestelmien tietosisällöt saadaan kohtuullisella työllä  kartoitettua, 
on  analyysi   järkevää   toteuttaa.  Tarvevetoisessa  (demand driven)  suunnittelussa 
pyritään ensin keräämään sidosryhmiltä näkemys, mitä tietoa tietovarastoon tar­
vitaan. Menetelmän haasteena on, että sidosryhmien edustajilla ei välttämättä ole 
tarkkaa käsitystä,  mitä  tietoa operatiivisissa järjestelmissä on saatavilla. Vaati­
mukset saattavat olla joko epärealistisen suuria tai alimitoitettuja.
Tietovarastoasiantuntijoilla on eriäviä näkemyksiä, onko toimittaja­ vai tarvevetoi­
nen   lähestyminen   suositeltavampi   vaihtoehto.   Inmon   korostaa   tietosisältöjen 
kattavaa tuntemista jo aikaisessa vaiheessa, jotta tiedot ovat käytettävissä sidos­
ryhmäkeskusteluissa [Inm05].  Muun muassa Kimballin  ja kumppanien mukaan 
ensimmäinen ja tärkein työvaihe on sidosryhmien vaatimusten kartoitus [KiR07, 
WiS02, Gar98]. Koska tietovarastossa ei itsessään ole toiminnallisuutta ja se on 
suunnattu suoraan käyttäjille, tulee sen toteuttamisessa varmistua sidosryhmien 
vaatimusten selvittämisestä ja noudattamisesta. Mikäli sidosryhmien tarpeita ei 
kyetä ottamaan riittävän hyvin huomioon, ei tietovarasto tarjoa tarvittavia tietoja 
käyttäjille. Sidosryhmien vaatimusten keräämisen haasteet ovat saman tyyppisiä 
kuin perinteisessä ohjelmistotuotannossa: asiakas ei välttämättä ole ohjelmistotuo­
tannon ammattilainen eikä osaa tämän takia muotoilla vaatimuksia tai asiakkaan 
on vaikea määritellä,  mitkä  vaatimukset kuuluvat kyseisen projektin rajauksen 
piiriin.
Projektin toteuttaminen vesiputousmallin mukaisesti on mahdollista, mikäli tieto­
varastoprojektissa   voidaan   toteuttaa   jokainen   osavaihe   palaamatta   prosessissa 
taakse päin. Käytännössä kaikkien vaatimusten kerääminen projektin alussa on 
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hyvin vaikeaa ja työlästä. Siksi on ehdotettu, että toteutus olisi parempi vaiheistaa 
ja tehdä   iteratiivisesti [Inm05, Wis02, SeS05]. Iteraation sisällön rajaaminen on 
haasteellista. Yhden iteraatiokierroksen on oltava riittävän pieni tulosten saami­
seksi,  mutta toisaalta tarpeeksi kattava ettei  projektin hallinto vie  liian suurta 
osaa resursseista. Eräs tapa toteuttaa määrittely on käyttää vaiheittaista suunnit­
telutyötä  [WiS02]. Projektissa luodaan karkean tason kuvaus lähdejärjestelmien 
tietosisällöistä. Saatua materiaalia käytetään hyväksi sidosryhmien vaatimusten 
kartoittamisessa ja apuna havainnollistamisessa. Havaitut vaatimukset priorisoi­
daan ja niistä valitaan kyseisellä iteraatiokierroksella toteutettavat osat. Näiden 
osalta määrittelyä jatketaan yksityiskohtaisemmin ja viedään suunnittelu­ ja to­
teutustyö   loppuun.   Tämän   jälkeen   voidaan   toteuttaa   iteraatiokierros 
prioriteettijärjestyksessä   seuraavalle kokonaisuudelle.  Kuvassa 2 havainnolliste­
taan   harmaalla   alueella   osa­aluetta,   jonka   sisällä   on   mahdollista   suorittaa 
iteratiivista kehitystä.   Iterointia voidaan myös toteuttaa vain esimerkiksi  tieto­
kannan  ja  tiedon siirron toteutuksessa,  mikäli  muut työvaiheet  voidaan katsoa 
projektin osalta täysin määritellyiksi.
Tietovarastoprojektin tekeminen täysin iteratiivisesti ei ole käytännössä mahdol­
lista.  Projektin alussa  tulee  määritellä   tekninen arkkitehtuuri,   joka muodostaa 
konkreettisen tietovaraston toimintaympäristön. Iteratiivisen työtavan käyttö on 
perusteltua, kun perusarkkitehtuuri on määritelty ja projektissa voidaan siirtyä 
puhtaaseen tietosisältövaatimusten keräämiseen ja toteuttamiseen. Teknisen ark­
kitehtuurin   suunnittelu   tapahtuu   rinnakkain   vaatimusmäärittelyn   kanssa. 
Suunnittelussa on tiedettävä vähintään suuruusluokkatasolla, paljonko tietoa tul­
laan   varastoon   tallentamaan.   Tietojenkäsittelykapasiteetin   kasvattaminen 
jälkikäteen voi olla hankalaa tai kallista ja estää tietovaraston käytön laajennuk­
sen teon ajan. Toinen vaihtoehto on valita arkkitehtuuriin helposti skaalautuvia 
komponentteja, joiden suorituskykyä voidaan tarpeen mukaan kasvattaa. 
Teknisen arkkitehtuurin kuvaamiseen voidaan käyttää kaavioita ja sanallisia ku­
vauksia [KiR07]. Kuvauksen on oltava riittävän kattava, että siitä voidaan tulkita, 
mitä hankintoja ja työtä ympäristön rakentamiseksi on tehtävä. Ympäristöön vä­
hintään   tarvitut   komponentit   ovat   relaatiotietokantajärjestelmä   ja   ETL­
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sovellusten ajamiseen tarvittavat ohjelmistot. Kuvauksen on syytä olla pääpiirteit­
täin sellainen, että sitä pystyy tulkitseman myös tietovarastointiin perehtymätön 
lukija.   Arkkitehtuuria   voidaan   käyttää   sidosryhmäviestinnässä   havainnollista­
maan tietovarastoprojektin sisältöä [KiR07]. Oleellinen osa suunnittelua on myös 
päättää, tullaanko tietovaraston tietoja tarjoamaan loppukäyttäjille suoraan tieto­
varastosta, paikallisvarastojen kautta vai molemmista. Paikallisvarastojen käyttö 
lisää   tarvittavaa  kapasiteetin  määrää,  koska  osa   tiedosta   tallennetaan  moneen 
kertaan: ensin tieto­ ja sitten paikallisvarastoon.
Tietomallinnuksessa kartoitetaan tietovarastoon tulevat tietosisällöt ja kuvataan 
ne valitulla tekniikalla ja menetelmillä.  Mallinnuksen lopputuloksen perusteella 
voidaan suunnitella ja toteuttaa varsinainen relaatiotietokantakaavio. Tietomallin 
kuvaamiseksi on käytettävissä lukuisia muodollisia ja epämuodollisia menetelmiä. 
Tekniikoina voidaan käyttää esimerkiksi käsitemallinnusta ja mallin kuvaamiseen 
yksilö­yhteysmallia, UML­kaavioita tai juuri tietovarastomallintamiseen kehitetty­
jä   sovellettuja  menetelmiä   [VSS02].  Sovellettujen  menetelmien   [GoS98,  ZCZ05] 
käyttö edellyttää mallintajalta menetelmään erikseen perehtymistä, kun taas pe­
rinteisessä   tietokanta­   ja   ohjelmistotuotannossa   käytössä   olevat   menetelmät 
saattavat olla sekä mallintajalle että asiakkaalle jo ennestään tuttuja. Käytettä­
vän   kuvaustavan   ja   ­tarkkuuden   valinnassa   tulee   ottaa   huomioon   luettavuus. 
Mallinnuksen lopputulosta voidaan käyttää välineenä tietovaraston havainnollis­
tamisessa   asiakkaalle.  Mitä   ilmaisuvoimaisempaa   kaaviotekniikkaa   käytetään, 
sitä hankalampaa maallikon on tulkita mallinnuksen lopputulosta ilman perehty­
mistä itse tekniikkaan. Toisaalta mallinnuksen tavoitteena on kuvata täsmällisesti 
eri tietosisältöjen suhteita, jolloin varsinainen mallinnustyö voi kärsiä liian epätar­
kasta kuvaamisesta.
Kuvassa 3 havainnollistetaan eri tietomallinnustapojen suhdetta toisiinsa. Mikäli 
tieto mallinnetaan ensin käsitemallimuotoon, toimii tämä pohjana relaatiomallin 
suunnittelulle.  Relaatiomallin   lainalaisuuksia  noudattaen  muodostetaan  käsite­
mallista fyysiset relaatiokaaviot, joihin voidaan tallentaa tietomonikot. Valituista 
mallinnusmenetelmistä   ja ­tekniikoista riippuen mallinnusta voidaan tehdä  mo­
nessa   tasossa   samaan   aikaan.   Tietovaraston   käytännön   toteutuksen   kannalta 
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välttämätön lopputulos on fyysinen relaatiomalli. Erityisiä tietovarastointia varten 
suunniteltuja relaatiomallin sovelluksia käsitellään luvussa 2.2.
Kuva 3: Tiedon eri tasot tietovarastoinnissa
Vesiputousmallin projektissa koko tietovarasto voidaan mallintaa kerralla, iteratii­
visessa mallissa tietomallia suunnitellaan sen osalta mitä vaatimuksia kyseisellä 
iteraatiolla   toteutetaan.  Kerättyjä   tietosisältövaatimuksia  peilataan  viimeistään 
tiedonsiirron suunnitteluvaiheessa saatavilla oleviin tietosisältöihin ja vaatimuk­
sista muodostetaan heuristisesti muodollisia määrittelyitä.  Määrittelyt kertovat, 
mistä ja miten tietovaraston fyysisten taulujen tietosisällöt muodostetaan.
Tietomallin ja tietosisältösuunnitelmien pohjalta voidaan suunnitella fyysiset re­
laatiotietokantakaaviot.   Nämä   luodaan   tietokantaan,   jonka   jälkeen   voidaan 
toteuttaa tauluihin tietoa tuovat tiedonsiirtosovellukset.
Tarkastellaan   esimerkkiä   huoltohistorian   tuomisesta   tietovarastoon.   Tunniste­
taan,   että   tietoja   on   tuotava   huoltojärjestelmästä,   joka   sisältää   huoltojen 
suorittamiseen liittyvää tietoa. Tuotteen tarkemmat tiedot on talletettu toiminnan­
ohjausjärjestelmään. Näiden järjestelmien osalta voidaan nimetä karkealla tasolla 
tietosisällöt, joita tietovarastoon tullaan tuomaan. Taulukoissa 1 ja 2 on kuvattu 
toiminnallisten järjestelmien tietosisältöjä.  Taulukosta on jätetty tilan säästämi­
seksi pois esimerkin kannalta epäolennaisia kenttiä, jotka normaalisti esiintyisivät 
operatiivisessa järjestelmässä.
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Taulu Kenttä Tietotyyppi Kuvaus
HUOLTOKUTSUT ID NUMBER(38,0) Kutsun pääavain
HUOLTOKUTSUT HUOLTAJA_ID NUMBER(38,0) Viiteavain 
HUOLTAJAT ­tauluun, 
määrittää   huollon 
suorittaneen ihmisen.
HUOLTOKUTSUT S_NRO NUMBER(38,0) Tuotteen sarjanumero
HUOLTOKUTSUT AS_NRO NUMBER(38,0) Huoltokutsun   tilaajan 
asiakasnumero
HUOLTOKUTSUT ALKUAIKA DATE Kutsun alkuaika
HUOLTOKUTSUT LOPPUAIKA DATE Kutsun loppuaika
HUOLTOKUTSUT LASK_HINTA NUMBER(38,2) Asiakkaalta   laskutettu 
huoltokutsun 
kustannus
HUOLTOKUTSUT SIS_HINTA NUMBER(38,2) Huoltokutsun   sisäiset 
kustannukset.
HUOLTAJAT ID NUMBER(38,0) Huoltajan pääavain
HUOLTAJAT HLÖ_NIMI VARCHAR2(255) Huollon   suorittaneen 
henkilön nimi
HUOLTAJAT YRI_NIMI VARCHAR(255) Huollon   suorittaneen 
yrityksen nimi
Taulukko 1. Huoltojärjestelmän tietosisältökuvaus
Taulu Kenttä Tietotyyppi Kuvaus
VALMISTUS SARJANUMERO NUMBER(38,0) Tuotteen sarjanumero
VALMISTUS TUOTE_ID NUMBER(38,0) Viiteavain   TUOTTEET 
­tauluun
VALMISTUS VALMISTUSAIKA DATE Tuotteen valmistusaika
TUOTTEET ID NUMBER(38,0) Mallin pääavain
TUOTTEET NIMI VARCHAR(255) Tuotteen nimi
TUOTTEET MALLI VARCHAR(255) Tuotteen malli
TUOTTEET KUVAUS VARCHAR(1024) Tuotteen kuvaus
Taulukko 2. Toiminnanohjausjärjestelmän tietosisältöjen kuvaus.
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2.2 Tietomallit
Operatiivisissa järjestelmissä käytetään tiedon tallennustapoja, jotka mahdollista­
vat   nopean   tietojenkäsittelyn   ja   tiedon   tallentamisen  mahdollisimman   pieneen 
tilaan. Tämä saattaa tarkoittaa, että tietoa ei voida helposti käyttää muuhun kuin 
järjestelmän sisäiseen toimintaan. Tietovarastossa itse tieto on järjestelmän kes­
kiössä.   Tästä   syystä   perinteiset   tiedon   tallennustavat   eivät   välttämättä   ole 
parhaita tietovarastokäytössä.
Tietovarastoinnin   vakiintuneeksi  käytännön  pohjaksi   on  muodostunut   relaatio­
malli [Inm05, KiR02, ChD97]. Relaatiomallin käyttö on tietovarastoon kirjoittavien 
ja tietovarastosta lukevien ohjelmistojen vaatimus. Itse käsite ei ota kantaa, mihin 
ja miten tieto tallennetaan. Tieto voidaan säilyttää missä tahansa tietorakenteessa 
ja   tehdä  muunto   relaatiomalliin  välikerroksessa.  Relaatiotietokantojen  käytöstä 
johtuen SQL on vakiintunut tietovarastojen matalan tason kyselykieleksi.
Relaatiotietokannan hallintajärjestelmät ovat perinteisesti käsitelleet fyysistä tie­
toa  rivipainotteisesti  (row­oriented)  [AMH08], jolloin tieto tallennetaan fyysisesti 
riveittäin. Toinen vaihtoehto tallentaa relaatiotietokannan tieto on ryhmitellä ri­
vien sijaan jokainen taulun sarake omaksi fyysiseksi tallennuskokonaisuudekseen. 
Tätä menetelmää kutsutaan sarakepainotteiseksi  (column­oriented) tavaksi. Sara­
kepainotteisuuden hyöty on, että yhden sarakkeen tiedot ovat fyysisesti peräkkäin. 
Tämä tehostaa tietovarastoon tehtävien analytiikkakyselyiden tekemistä [LHH11]. 
Yksittäisten sarakkeiden tietojen hakeminen vaatii vähemmän lukuoperaatioita, 
koska kyselyn suorituksen aikana fyysisestä tallennustilasta voidaan hakea vain 
tarvittavien sarakkeiden tiedot. Sarakepainotteiseen tietokantaan syötettävät ky­
sely­   ja   päivityslauseet   voivat   olla  muodoltaan   samanlaisia   SQL­lauseita   kuin 
rivipainotteisen   tietokannan   lauseet.   Tietokantojen   ero   näkyy   loppukäyttäjälle 
vain tehokkuuseroina: yhden rivin usean sarakkeen päivitysoperaation suorittami­
nen   sarakepainotteiseen   fyysiseen  malliin  on   tietokannan  hallintajärjestelmälle 
työläämpää kuin rivipainotteisessa mallissa [AMH08].
Sarakepainotteinen malli voidaan rivipainotteisessa tietokantajärjestelmässä  ha­
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jauttaa pystysuorasti  (vertical  partitioning)  [AMH08] käyttämällä  kuudetta nor­
maalimuotoa,   jossa   jokainen   tietovaraston   attribuutti   tallennetaan   omaan 
tauluunsa [RRB09]. Attribuutit yhdistetään yhdeksi kokonaisuudeksi tietokannas­
sa viiteavaimilla. Koska laajojen liitosten tekeminen käsin olisi työlästä, luodaan 
kyselyiden helpottamiseksi tietokantaan näkymät joiden kautta tiedot liitetään au­
tomaattisesti   yhteen.   Nykyaikainen   tietokannan   hallintajärjestelmä   osaa 
optimoida näkymäkyselyn liitoksista pois taulut, joiden kenttiä ei ole nimetty va­
lintalauseessa tai joita ei käytetä ehtolauseissa [RRB09]. Tällä voidaan vähentää 
merkittävästi käsiteltävän tiedon määrää. Rivipainotteisen tietokannan pystysuo­
ra   hajauttaminen   ei   ole   kuitenkaan   läheskään   yhtä   tehokas   tapa   kuin 
sarakeperustainen  tietomalli   [AMH08].  Sarakeperusteisessa  mallissa   tietoa  voi­
daan   tiivistää   tehokkaammin   ja   optimoida   algoritmit   sarakkeiden   hakuun 
sopivaksi.
Tietovarastokäyttöön on kehitetty erityisiä relaatiomallia soveltavia tietomalleja, 
joiden   tarkoitus  on   toimia   tietovaraston  suunnittelijan  apuna  määrittelytyössä. 
Tietomalleja voi verrata ohjelmistoarkkitehtuurityössä käytettäviin arkkitehtuuri­
tyyleihin   ja   suunnittelumalleihin.   Tietovarastojen   toteuttajat   ovat   työssään 
löytäneet hyviä käytäntöjä ja dokumentoineet ne kirjallisuuteen. Tietomallien tar­
koituksena   on   parantaa   tietovarastojen   ja   tietovarastoprojektien   laatua. 
Tietomallit voivat käsittää, mallista ja määrittelystä riippuen, muun muassa, kaa­
viotekniikoita   tietomallin   kuvaamiseksi   [RRB09],   suunnitteluohjeita   ja 
­määräyksiä [KiR02] ja esimerkkitoteutuksia yleisesti esiintyviin tietovarasto­on­
gelmiin [KiR02]. Tietovarastointiin suunniteltuja tietomallinnuskäytäntöjä  ei ole 
juurikaan vertailtu tieteellisessä kirjallisuudessa keskenään. Hyvälle tietomallin­
nuksen lopputulokselle on määritelty laatukriteereiksi muun muassa, että
• tietomallin   tulee   olla   loppukäyttäjien  helposti   ymmärrettävissä   [BaM86, 
KiR02],
• mallista on oltava poistettu toistuvuus niin, että eri lähteistä tulevat loogi­
sesti samanlaiset tiedot tallennetaan samaan kaavioon [BaM86] ja
• mallin tulee olla täydellinen ja oikeellinen esitys saatavissa olevista tieto­
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lähteistä [BaM86]. Valittujen rajauksien sisällä tietovaraston tulee sisältää 
kaikki tieto, joka sinne on määritelty talletettavaksi. Tiedon on myös oltava 
muodossa, joka ei vääristä tiedon sisältöä.
Tietomallin valinta on yksi  suurimpia suunnittelupäätöksiä   ja  se on tehtävä   jo 
melko   aikaisessa   tietovarastoprojektin   vaiheessa.   Suunnittelijan   on   tunnettava 
käyttämänsä   mallin   sopivuus   kyseisen   tietosisällön   tallentamiseen.   Jokaisella 
mallilla on omat hyvät ja huonot puolensa, jotka on huomioitava mallia valittaes­
sa.   Tietovaraston   käyttäjillä   voi   olla   vaatimuksia,   mihin  muotoon   tieto   tulee 
tallettaa. Mallit voidaan jakaa kahteen tyyppiin. Inmon painottaa normaalimuo­
toisten   relaatiokaavioiden   käyttöä,   jolloin   tietovaraston   muoto   muistuttaa 
enemmän  operatiivisten   järjestelmien   tietomalleja   [Inm05].  Suunnittelussa   ote­
taan   kuitenkin   huomioon   monen   eri   järjestelmän   tietosisällöt   ja   pyritään 
tuottamaan yksi yhtenäinen kokonaisuus. Malli ei välttämättä muistuta minkään 
operatiivisen järjestelmän tietomallia, koska se on kehitetty yhdisteenä eri järjes­
telmien   tietosisällöistä.   Kimball   suosittaa   käyttämään   sovellettua 
normalisoimatonta mallia. Sen idea on muokata tieto täysin eri muotoon, niin että 
tieto on analyysien tekoa varten paremmin sopivassa muodossa [KiR02].
Avointen ja vapaasti käytettävien menetelmien lisäksi markkinoilla toimivat tieto­
varastotoimittajat ovat kehittäneet yleisille sovellusalueille valmiita tietomalleja. 
Kaupallinen tietomalli voi soveltua esimerkiksi vähittäiskaupan tietovaraston tie­
tomalliksi   [IRD,   ORD].   Valmiiden   mallien   käytön   tavoitteena   on   välttää 
tietomallinnustyö kokonaan. Tietomalleihin on pyritty keräämään kaikki sovellus­
alueen   kannalta   oleelliset   yksilöt,   niiden   väliset   yhteydet   ja   attribuutit. 
Tietovaraston kehittäjän tehtäväksi jää perehtyä malliin ja hahmottaa, miten sii­
hen tallennetaan kyseisen sovellusalueen tiedot. Kaupallisten tietomallien vertailu 
on vaikeaa, koska mallien tarkat yksityiskohdat ovat valmistajien liikesalaisuuk­
sia.   Tästä   syystä   tutkielmassa   käsitellään   tarkemmin   vain   avoimia 
tietomallinnuskäytäntöjä.
Moniulotteinen  mallinnus  (dimensional  modeling)   [KiR02]   on  yksi  yleisimmistä 
käytetyistä  mallinnusmenetelmistä.   Siinä   valitaan  keskeiseksi  kokonaisuudeksi 
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tietyn   tapahtuman  määrälliset  mittarit   ja   tapahtumakohtaiset   arvot.  Mittarit 
koostetaan yhteen tauluun ja niihin liitetään ulottuvuustauluja (dimension tables), 
jotka kuvaavat mittarin tapahtumahetkellä voimassa olleita olosuhteita. Moniulot­
teisen   mallinnuksen   perusulottuvuus   on   aika:   kaikki   tapahtuneet   ilmiöt 
kiinnitetään johonkin ajankohtaan valitulla tarkkuudella. Toinen yleinen ulottu­
vuus on toimija. Tapahtuma on jonkin tai jonkun toimijan käynnistämä ja tämä 
tieto tallennetaan omaan ulottuvuuteensa. Oleellista ulottuvuuksien erottamisessa 
määrällisistä arvoista on, että iso osa ei­määrällisistä tiedosta on todennäköisesti 
voimassa usean eri tapahtuman ajan. Tällöin tietoja ei tarvitse tallentaa jokaiselle 
tapahtumalle erikseen ja tietovarastosta voidaan helposti  hakea tietyssä   tilassa 
olevan toimijan tekemisiä.  Ulottuvuudet voivat olla historioituja.  Tällöin ulottu­
vuudessa   on   voimassaoloaika   ilmaistuna   kahdella   aikakentällä,   joista   toinen 
määrittää voimassaolon alku­ ja toinen loppuajan. Ilman voimassaoloaikaa ulottu­
vuudesta pidetään tallessa vain nykyhetki.
Moniulotteinen mallinnus pyrkii yksinkertaisuuden takia siihen, että kaikki ulot­
tuvuudet ovat vierasavaimina  faktataulun  (fact table) monikoissa. Tällöin mallia 
voidaan kutsua tähtiskeemaksi (star schema). Joissain tapauksissa, esimerkiksi sy­
vän   hierarkian  mallintamisessa,   voidaan   ulottuvuustauluun   joutua   lisäämään 
viiteavain toiseen ulottuvuustauluun. Tällöin malli on  lumihiutaleskeema  (snowf­
lake   schema).   Tietomallia,   jossa   useat   faktataulut   käyttävät   samoja 
ulottuvuustauluja   kutsutaan  myös   lumihiutaleskeemaksi.   Isoissa   tietomalleissa 
suositeltu tapa saada tarvittavat tiedot yhden relaation päähän faktataulusta on 
kasvattaa ulottuvuuksien attribuuttimäärää,  ennemmin kuin  lisätä  ulottuvuuk­
sien määrää [KiR02].
Kuvassa 4 on mallinnettu yrityksen huoltokutsuun liittyvät tietosisällöt moniulot­
teisella   mallinnustekniikalla.   Mallin   keskiössä   on   faktataulu,   joka   sisältää 
tapahtumakohtaiset tiedot. Esimerkissä tapahtumakohtaisiksi tiedoiksi on valittu 
huollon kustannukset. Laskutettu hinta kuvastaa summaa, jonka tuotteen tilaaja 
on maksanut yritykselle huoltopalvelusta. Sisäinen hinta ­kenttä sisältää yrityk­
sen   toiminnanohjausjärjestelmän   laskeman   todellisen   huoltokustannuksen. 
Sisäisen huoltokustannuksen suuruuteen vaikuttaa, onko huoltopalvelun toteutta
19
nut alihankkija vai yritys itse. Huoltokutsuun liitetään ulottuvuuksia. Yhdelle yk­
sittäiselle   tuotteelle   voidaan   tehdä   useita   huoltokutsuja,   joten   tuote   on   oma 
ulottuvuutensa. Yksi asiakas voi tehdä useita huoltokutsuja, joten asiakas on irro­
tettu omaksi ulottuvuudekseen. Huollon suorittaa jokin huoltaja, joka voi olla joko 
yrityksen sisäinen tai alihankkija.
Kuva 4. Huoltokutsun mallintaminen moniulotteisella tekniikalla. 
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Aika ja päivä ­ulottuvuudet ovat moniulotteisen mallinnuksen peruskomponentte­
ja.   Ne   on   erotettu   toisistaan   omiksi   ulottuvuuksikseen   monikoiden   määrän 
rajoittamiseksi. Päivä­ulottuvuuteen tallennetaan yksi monikko yhtä päivää koh­
den.   Aika­ulottuvuuteen   tallennetaan  monikko   jokaista   vuorokauden   sekuntia 
kohden. Kaikissa tietomallin relaatioissa on pääavaimena keinotekoinen numeeri­
nen arvo. Tällä mahdollistetaan faktatauluun toistuvien rivien muodostuminen ja 
minimoidaan   ulottuvuuksista   muodostuvien   vierasavainten   tietosisältömäärä. 
Ulottuvuuksissa  sijaisavaimen  (surrogate key) käyttäminen mahdollistaa minkä 
tahansa attribuutin  tietojen päivittämisen  ilman että   tietoja  tarvitsee  päivittää 
faktatauluun. Sijaisavain on usein kokonaislukuarvo, joka luodaan joko siirtosovel­
luksessa tai tietokannassa.
Tiedon holvauksessa  (data vaulting) [Lin11] tieto mallinnetaan  keskiöiden  (hub) 
ympärille. Keskiön tietosisällöksi tallennetaan vain  liiketoiminta­avain  (business 
key). Arvoa kutsutaan moniulotteisessa mallinnuksessa  luonnolliseksi avaimeksi 
(natural key) [KiR02]. Liiketoiminta­avain on tietoalkio, joka yksilöi keskiön sisäl­
tämät   tiedot   operatiivisissa   järjestelmissä   ja   sitä   käytetään   yhteyden 
muodostamisessa operatiivisten järjestelmien tietosisältöjen ja tietovaraston välil­
le.  Muut   tietosisällöt   tallennetaan  satelliitteihin  (satellites),   jotka  muistuttavat 
ulottuvuustauluja.  Yksi   keskiö   voi   sisältää  monta   satelliittia   ja   yksi   satelliitti 
osoittaa aina yhteen keskiöön. Satelliittiin voidaan tallentaa lisäksi hallintotietoa. 
Tietovaraston jäljitettävyyden kannalta kiinnostava tieto on, mistä järjestelmästä 
satelliitin sisältävät tiedot on ladattu. Mikäli satelliitin tiedot ovat historioituja, 
tallennetaan tietojen voimassaolon alku­ ja loppuaika. Keskiöt liitetään toisiinsa 
linkeillä,  joilla voidaan kuvata eriasteisia yhteyksiä.  Linkki sisältää viitteet mo­
lempiin keskiöihin sekä mahdollisesti aikaleiman ja tiedon lähdejärjestelmästä.
Tiedon holvauksen idea on tuoda lähdejärjestelmistä kaikki keskiöihin liittyvät tie­
dot tietovarastoon. Integraation alussa ei välttämättä tiedetä, mitä kaikkia tietoja 
tullaan   tietovaraston   elinkaaren   aikana   tarvitsemaan.   Kaikkien   tietosisältöjen 
tuominen jo heti mallin luonnin alkuvaiheessa vähentää tarvittavien muutostöiden 
määrää myöhemmin, koska tiedot löytyvät jo holvausmallista. Menetelmän haitta 
on, että se lisää tarvittavan tallennustilan tarvetta.
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Kuvassa 5 esitetään moniulotteisen mallin tietosisällöt mallinnettuna tiedon hol­
vaus   ­menetelmällä.  Kuvasta   on   jätetty  pois   tarkat   tietosisältökuvaukset,   sillä 
niitä ei tarvita holvausmallin komponenttien välisten suhteiden esittämiseen. Eräs 
tapa suunnitella holvausmalli onkin suunnitella ensin keskiöt, linkit ja satelliitit. 
Mallin vakiintumisen jälkeen komponentteihin voidaan täyttää tarvittavat attri­
buutit.   Eri   tyyppiset   komponentit   tunnistetaan   mallissa   nimen   etuliitteestä. 
Keskiön etuliite on HUB, satelliitin SAT ja linkin LNK. Yksi erityistapaus linkistä on 
transaktiolinkki,   jota  kuvataan   etuliitteellä  TLNK.  Transaktiolinkki   vastaa  hol­
vausmallissa  moniulotteisen  mallin   faktataulua.   Jokaista   huoltokutsua   kohden 
malliin tallennetaan yksi rivi tauluun TLNK_HUOLTOKUTSU. Aivan kuten faktatau­
luun   tallennetaan   vain   tapahtumakohtaisia   tietoja,   on   linkkitaululla   oma 
satelliittinsa, johon tallennetaan tapahtumakohtaisia tietoja lähdejärjestelmästä, 
kuten  kutsun   alku­   ja   lopppuaika.  Transaktiolinkkiin   asetetaan   vierasavaimet 
osoittamaan muihin huoltokutsuun liittyvien tietoihin. Ero moniulotteiseen mal­
liin   on   tietojen   käyttäjän   kannalta,   että   kaikki   tietosisällöt   eivät   ole   suoraan 
liitettynä transaktion tietoihin.
Tiedon holvaus mahdollistaa yhden keskiön käyttämisen usean eri roolin esittämi­
seen.   Mallissa   on   keskiö  HUB_HENKILÖ,   jonka   alle   voidaan   tallentaa   sekä 
huoltokutsun tekijän että huoltajan tiedot. Henkilön rooli tunnistetaan tutkimalla, 
kummassa satelliitissa on tiettyyn keskiön riviin liitettyjä tietoja. Mikäli yksi ih­
minen on sekä huoltaja että  huoltokutsun tekijä,  tallennetaan hänestä  yksi rivi 
keskiöön ja yksi rivi satelliitteihin SAT_HENKILÖ_HUOLTAJA_TIEDOT ja SAT_HEN­
KILÖ_ASIAKAS_TIEDOT.   Jokainen   asiakashenkilö   liitetään   linkin 
LNK_ASIAKAS_YRITYS_HENKILÖ ­välityksellä tiettyyn asiakasyritykseen.
Yksittäisen   valmistetun   tuotteen   tiedot   tallennetaan   keskiön 
HUB_VALMISTETTU_TUOTE­satelliittiin.  Tuotetyyppikohtaiset   tiedot  määritellään 
omaan   keskiöönsä   ja   keskiöiden   välinen   yhteys   määritellään 
LNK_VALMISTETTU_TUOTE_TUOTE­linkin kautta. Tällöin mallista on helppoa sel­
vittää   esimerkiksi,   mitkä   yksittäiset   valmistetut   tuotteet   ovat   tyypiltään 
samanlaisia.
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Kuva 5. Huoltokutsun mallinnus tiedon holvaus ­menetelmällä.
Ankkurimallinnus  (anchor modeling) [RRB09]  muistuttaa osin tiedon holvausta. 
Mallissa keskiötä vastaa ankkuri (anchor), johon tallennetaan liiketoiminta­avain­
ta vastaava identiteetti  (identity). Attribuutit liitetään suoraan ankkureihin ja ne 
voivat olla historioituja. Attribuutin arvoalueita voidaan rajata määrittelemällä at­
tribuutille  solmu  (knot),   johon on lueteltu kaikki mahdolliset arvot. Solmullisen 
attribuutin arvo määritellään attribuutin viiteavaimella vastaavaan solmun mo­
nikkoon.   Ankkurit   liitetään   toisiinsa  sitomalla  (tie).   Siteeseen   voidaan   liittää 
solmuja kuvaamaan siteen tilaa tai muotoa.
Ankkurimallinnuksessa käytetään tiedon tallentamiseen kuudetta normaalimuo­
toa. Malliin kuuluu oma kaaviotekniikkansa, joka on suunniteltu mallin tarpeita 
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varten.   Kaaviosuunnitteluohjelma   luo  mallista   suoraan   fyysisen   tietokantaku­
vauksen sekä tarvittavat näkymät.
Kuva 6. Huoltokutsu ankkurimallinnettuna.
Kuvassa 6 on huoltokutsu ankkurimallin mukaisessa muodossa.  Täytetyt neliöt 
ovat ankkureita, salmiakkikuviot siteitä, ympyrät attribuutteja ja täyttämätön ne­
liö kuvaa solmua. Kaksi sisäkkäistä kuviota tarkoittaa, että attribuutti tai side on 
historioitu. Yhteyden asterajoitetta kuvataan siteen molemmin puolin olevilla mer­
keillä.  Arvo  1  tarkoittaa yksiasteista ja arvo  m  moniasteista yhteyttä.  Siteeseen 
liitetään luonnollista kieltä oleva lyhyt kuvaus, jonka tarkoituksena on selventää 
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siteen merkitystä.  Huoltokutsu­ ja  Huoltaja­ankkureiden välillä olevan siteen 
kuvaus  kertoo,   että   kyseessä   on   side  huollon  ja   sen  suorittajan  välillä. 
HuoltoYritys­ankkuriin on määritetty Alihankkija­attribuutti, jolla on solmu. 
Solmulla varmistetaan, että attribuutissa voi olla vain On tai Ei ­arvoja.
Mallinnustyökalu on web­selainpohjainen [ANC]. Työkalulla tuotettu malli sisäl­
tää   enemmän   tietoa   kuin   mitä   kaaviokuvassa   on   nähtävissä.   Esimerkiksi 
attribuuteille on mahdollista määritellä tietotyyppi ja sallitut arvoalueet. Työkalu 
myös opastaa käyttäjää  syöttämään yksittäiset tiedot menetelmään määriteltyjä 
nimeämisstandardeja noudattaen.
Ankkurimallin kuvauksessa ei oteta kantaa mallinnuksen käytännön toteuttami­
seen. Tästä syystä mallista voi tulla hyvin erilainen riippuen toteuttajasta. Mallin 
voisi luoda esimerkiksi ulottuvuusmallin sääntöjä noudattaen. Jokaisesta ulottu­
vuudesta luotaisiin oma ankkurinsa, jotka sidotaan huoltokutsu­ankkuriin. 
Tiedon holvaus ja ankkurimallinnus on suunniteltu iteratiivisiksi ja inkrementaa­
lisiksi   suunnittelumalleiksi.   Holvauksessa   voidaan   jokaista   lähdejärjestelmää 
varten luoda keskiöön oma satelliittinsa, jonka tietoja päivitetään rajapintakohtai­
sesti. Tietomalliin voidaan tuoda uusia kokonaisuuksia, jotka käyttävät jo malliin 
ladattuja tietosisältöjä.  Yhteys uusiin  tietosisältöihin tehdään luomalla  linkkejä 
vanhojen ja uusien keskiöiden välille.
Holvausmalli ei ole kovinkaan käyttäjäläheinen, sillä loppukäyttäjän voi olla vai­
keaa hahmottaa keskiöiden, satelliittien ja linkkien merkityksiä.  Ankkurimallin 
ongelma on saman tyyppinen: Mikäli malli rakennetaan erittäin joustavaksi, ei se 
muodosta yksiselitteistä selkeää kokonaisuutta. On mahdollista, että tietovaraston 
ei ole tarkoituskaan olla käyttäjille ymmärrettävissä muodossa, vaan sen tehtävä 
on mahdollistaa kaikkien tarvittavien paikallisvarastojen muodostaminen. Loppu­
käyttäjille   suunnattu   paikallisvarasto   voidaan   mallintaa   esimerkiksi 
ulottuvuusmallinnusta   käyttäen   ja   paikallisvaraston   lähteenä   voidaan   käyttää 
osaa laajempaa tietovarastoa. Menetelmä on työläämpi, mutta mahdollistaa laa­
jemman   tietosisällön   tuomiseen   tietovarastoon   jo   ennakolta,   koska   itse 
tietovarastoa käyttävät vain tietovaraston ylläpitäjät täyttäessään paikallisvaras­
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tojen tietosisältöjä.
Joustavien tietomallien ongelma on, että niihin ei voida asettaa tietokantatasolla 
oletusarvoisesti juurikaan tiedon eheyteen liittyviä rajoituksia, lukuun ottamatta 
tietotyyppien   tarkistusta.   Ankkurimallinnuksessa   perinteisten   tietokantatason 
eheysrajoitteiden   toteuttaminen   vaatii   edistyneempien  herättimien  määrittelyä, 
koska yhden loogisen objektin tieto levittäytyy useisiin fyysisiin tauluihin. Esimer­
kiksi NOT NULL ­määreen asettaminen tietokantaan ankkurin attribuutille vaatii, 
että ankkurin lisäystransaktion sitoutumisessa suoritetaan herätin, joka tarkistaa 
että vaadittu attribuutti lisätään samassa transaktiossa attribuuttitauluun.
Jos tietomallia ennen on suunniteltu jokin korkeamman tason malli kuten käsite­
malli,   on   tiedolle   voitu  määritellä   kardinaalisuksia.  Kardinaalisuden   tuominen 
tietomalliin on paikoittain haastavaa. Ulottuvuusmalliin on helppo määritellä yh­
den suhde yhteen ­rajoitteita. Faktataulun monikosta on viiteavain vain yhteen 
ulottuvuuden monikkoon. Yhden suhde moneen ­kardinaalisuus tehdään moniulot­
teiseen   malliin   käyttämällä   saman   tyyppistä   linkkitaulua   kuin   tiedon 
holvauksessa [KiR02]. Ulottuvuuden monikossa kaikki monikon tiedot ovat väistä­
mättä 1:1 ­suhteessa. Holvauksessa ja ankkurimallinnuksessa ei ole menetelmää 
kardinaalisuurajoitteiden asettamiseksi. Mahdolliset tarkistukset ja rajoitukset on 
toteutettava herättimillä tai ETL­sovelluksessa. Eheystarkistusten ulkoistaminen 
ETL­sovellukseen  vaatii  huolellisuutta.  Tietomallin   suunnittelija   ei   välttämättä 
ole sama henkilö kuin ETL­sovelluksen määrittelijä tai toteuttaja, jolloin rajoittei­
ta voi jäädä toteuttamatta tehdystä suunnittelupäätöksestä huolimatta.
3 Tiedon integraatio
Jotta eri toiminnalliset kokonaisuudet voidaan liittää yhdeksi loogiseksi kokonai­
suudeksi,   tulee   tietovarastoon   tietoa   siirtäessä   suorittaa   tiedon   integraatiota. 
Integraatiossa useista heterogeenisistä lähteistä tulevia tietoja yhdistetään yhdek­
si kokonaisuudeksi [BaM86]. Yhdistämistä tapahtuu rakennetasolla, jolloin useita 
eri  tiedon muotoa kuvaavia  skeemoja yhdistetään yhdeksi  skeemaksi.  Skeeman 
tietosisältö tuodaan eri lähteiden tietosisältöjä yhdistämällä. Integraation tekee in­
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tegraattori,   johon   on   ohjelmoitu   toiminnallisuutta   integraation   suorittamiseen 
[JWi95]. Integraattorin toiminnallisuuden kannalta monimutkaisuutta vähentää, 
mikäli eri lähteiden tiedot ovat rakennetasolla samassa tietomallissa. Mikäli koh­
detietomallin   rakennetaso   on   relaatiomalli,   muunnetaan   esimerkiksi 
puolirakenteinen tieto relaatiomalliin ennen integraation suorittamista. Tiedon in­
tegrointi   voidaan   kuvata   materiaalistetuna   näkymänä   [ZMH95].   Näkymään 
kapseloidaan kaikki integraatioon tarvittava tieto lähteistä ja integraatiosäännöis­
tä.   Integroitu   tieto   näkyy   käyttäjälle   yhtenä   loogisena   kokonaisuutena,   eikä 
käyttäjän tarvitse välttämättä tietää mistä ja miten näkymän tieto on tuotu.
Integrointi voidaan tehdä tarveperustaisesti, jolloin integraattori toimii vain saa­
tuaan jonkin kyselyn  [JWi95].  Kyselyn perusteella  integraattori  päättelee,  mitä 
tietolähteitä se tarvitsee voidakseen vastata kyselyyn. Tiedot kerätään lähdejärjes­
telmistä,   liitetään yhteen  ja palautetaan tulosjoukko kyselijälle.  Tietosisällöt   ja 
vastuu niiden ylläpidosta jäävät lähdejärjestelmiin. Menetelmä on sopiva, mikäli 
kyselyjä tehdään harvoin ja lähdejärjestelmät säilyttävät tietoja riittävän pitkään. 
Tällöin tietosisältöjä ei tarvitse tallentaa erikseen vaan ne voidaan hakea vain tar­
vittaessa.   Kyselyllä   voi   olla   vaatimus,   että   vastauksen   tulee   sisältää   vain 
ajantasaista   tietoa.   Integraattorin  tulee  hakea   jokaisen kyselyn kohdalla   tiedot 
erikseen lähdejärjestelmistä, jotta ajantasaisuusvaatimus voidaan taata, eikä tie­
toa voida tallentaa erilliseen välimuistiin.
Lähdejärjestelmien jatkuva kuormittaminen ja uutos­muunnos ­prosessin kysely­
kohtaisen   suorittamisen   sijaan   tiedon   integrointi   jo   ennen  kyselyitä   on   toinen 
vaihtoehto integraation suorittamiselle [JWi95]. Tärkeä osa ennakoivan integraa­
tion   toimintaa   on   päivittää   näkymän   lähteisiin   tehtävät  muutokset   näkymän 
tietosisältöihin sitä  mukaan kun tieto päivittyy [ZMH95]. Tietoa voidaan lisätä, 
muokata tai poistaa ja näkymässä tulee kyetä käsittelemään muutosoperaatiot sil­
tä osin kuin integraatiossa katsotaan tarpeelliseksi. Esimerkiksi poisto­operaatio 
voidaan jättää huomioimatta, mikäli näkymän tiedosta ei haluta automaattisesti 
poistaa tietoja niiden poistuessa lähdejärjestelmistä.
Tietovarastoinnissa näkymän päivityksen haasteena on, että tietojen päivitysope­
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raatiot tehdään toisessa, usein täysin irrallisessa, järjestelmässä. Näkymää ylläpi­
tävään integraattoriin tulee määrittää   jokin mekanismi tietojen päivittämiseen. 
Integraattori voi [ZMH95]
• luoda  näkymän   tietosisällöt   kokonaan  uudelleen  määritellyin  aikavälein 
hakemalla tiedot lähdejärjestelmästä,
• vastaanottaa lokitietoa muutetuista tietosisällöistä ja tehdä lokitiedon pe­
rusteella päätelmiä päivitettävästä tiedosta tai
• siirtää tietosisällöt sellaisenaan käyttöönsä ja suorittaa näkymän ja lähde­
järjestelmän tiedoille vertailua, jonka perusteella tehdään päätös näkymän 
päivityksestä.
Ennakoivan integraation tulos talletetaan muistiin ja siihen voidaan kohdistaa ky­
selyitä.
Kuvassa 7 on mallinnettu integraattorin, näkymien ja kyselyiden suhde esimerkki­
nä   käytetyn   yrityksen   päätöksentekoon   vaikuttavien   kyselyiden   teossa.   Yhden 
asiakkaan tuotteiden laatua voidaan seurata esimerkiksi tutkimalla huoltokutsu­
jen  määrää.   Tietoa   ei   saada   yhdestä   järjestelmästä,   joten   integraattorin   tulee 
yhdistää  huoltokutsu­ ja asiakastietojärjestelmien tietoja vastatakseen kyselyyn. 
Toiminnanohjausjärjestelmä   tallentaa   muistiinsa   tietoja   vain   kuukauden   ajan 
taakse päin. Integraattorin on tallennettava muistiin tätä vanhemmat tiedot, jotta 
keskimääräinen valmistusaika voidaan laskea jokaiselle tuotteelle viimeisen vuo­
den ajalta.
Relaatiotiedon integraatiossa tietoa käsitellään tietovirtoina, jotka saapuvat integ­
raatiojärjestelmään   käsiteltäväksi.   Integraattori   lukee   tietoa   rivi   kerrallaan, 
muodostaa   tiedosta  muistiinsa  annetuin   säännöstöin  monikoita,   jotka  kulkevat 
määriteltyjen operaattoreiden läpi. Tietovirtoihin käytettävät operaatiot ovat oleel­
lisilta   osin   samoja   kuin   relaatiotietokannan   operaatiot.   Tärkein   tekijä   tiedon 
integraatiossa on löytää eri lähteistä tuleville loogisen kokonaisuuden muodosta­
ville   attribuuttijoukoille   yhteinen   nimittäjä   eli   avain,   jota   voidaan   käyttää 
liitoksen tekemiseen [BaM86]. 
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Kuva 7. Tiedon integraation ja näkymien käyttö päätöksenteon tukena.
Ilman yhdistävää avainta integraatiota ei voida suorittaa ja eri järjestelmien tieto­
sisällöt   eivät   kohtaa   integraatioprosessissa.   Avain   voi   olla   esimerkiksi 
sarjanumero tai  henkilötunnus.  Liitos voidaan suorittaa relaatiotietokannan ta­
voin sisäisenä tai ulkoisena.
Yhteisen avaimen löytäminen voi olla työlästä. Operatiiviset järjestelmät saattavat 
käyttää sisäisessä tietomallissaan avaimina keinotekoisesti muodostettuja arvoja, 
jotka eivät toistu järjestelmien välillä. On mahdollista, ettei järjestelmien tietojen 
välillä ole ollut minkäänlaista täsmäystä ennen tietovarastoprojektia. Avain voi­
daan   päätyä   muodostamaan   muunnossäännöstöillä   tai   laskennallisesti. 
Yksinkertaisimmillaan yhdistäminen onnistuu käyttämällä monen attribuutin sa­
manaikaista vertailua [Inm05]. Monimutkaisimmissa tapauksissa voidaan päätyä 
laskemaan todennäköisyyksiä eri järjestelmien arvojen samankaltaisuudelle ja va­
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litsemaan liitokseen todennäköisimmin toisiaan vastaavat monikot [RaD00].   Mi­
käli   todennäköisyys   ei   ole   riittävän   suuri,   voidaan   osa   yhdistämisestä   tehdä 
käsityönä. Eri tapahtumien voidaan myös katsoa kuuluvan toisiinsa, jos ne ovat 
tietyssä järjestyksessä tai tapahtuneet tietyn ajan sisällä.
Tietovirran  monikoihin  voidaan kohdistaa  koosteoperaatioita.  Näitä   ovat  muun 
muassa minimi­,  maksimi­,  keskiarvo  ja summa. Tietovarastoinnissa koosteope­
raatioita käytetään muun muassa kohdetietokannan tietomäärän vähentämiseen 
[TrL03] sekä tietoon liittyvien tunnuslukujen laskemiseen. 
Mikäli useasta lähteestä tulee loogisesti samanlaisia monikoita, voidaan ne yhdis­
tää   yhdeksi   tietovirraksi.   On   mahdollista,   että   tietovarastoon   tuodaan   tietoa 
useasta samanlaisesta järjestelmästä. Tällöin tieto voidaan yhdistää ja siihen koh­
distaa   koosteoperaatioita   niin   että   koosteen   lopputulokseen   otetaan   huomioon 
usean eri järjestelmän tiedot. 
Integroidussa skeemassa olevan yhden sarakkeen arvoja voidaan tuoda joko yhdes­
tä   tai  useammasta   lähteestä   [BaM86].  Tietojärjestelmissä   on  käytössä   erilaisia 
arvojoukkoja saman tiedon esittämiselle [Inm05]. Esimerkiksi sukupuoli voidaan 
esittää arvoina [{0, 1}, {M, F}, {M, N}, {mies, nainen}] ja niin edelleen. Järjestelmis­
sä   voi  myös   olla   käytössä   erilaisia  mitta­asteikoita.  Laatua   voitaisiin   arvioida 
esimerkiksi sanallisin arvosanoin sekä lukualuein [4, 10] ja [1, 5]. Integraatiopro­
sessissa   määritellään   muunnossäännöstöt,   joita   käyttäen   tieto 
yhdenmukaistetaan.  Yhteismitalliseen  muotoon  muuttaminen   suoritetaan  myös 
esimerkiksi  eri mittajärjestelmistä   tuleviin tietoihin. Joissain tapauksissa – esi­
merkiksi   valuuttamuunnosten   yhteydessä   –   voi   muunnoksen   yhteydessä   olla 
perusteltua tallentaa tietovarastoon tieto miten luku on laskettu. Valuuttamuun­
noksen   yhteydessä   voitaisiin   tietovarastoon   tallettaa   sekä   alkuperäinen   että 
muunnettu arvo tai muunnoshetkellä käytössä ollut vaihtokurssi.
Suodatuksessa (filtering) poistetaan tietovirran käsittelystä tietyn säännöstön mu­
kaan monikot, joita ei haluta käsitellä. Suodatinoperaatio voi olla missä tahansa 
kohtaa käsittelyä. Operaatioketjun alussa tietovirrasta voidaan poistaa monikot, 
joiden tiedetään olevan tarpeettomia tietovaraston kannalta. Ennen tietovarastoon 
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kirjoitusta voidaan suodattaa pois tietoja, jotka ovat vaillinaisia tai löytyvät jo tie­
tovarastosta. Myös liitosoperaatiota voidaan käyttää tiedon suodattamiseen: 
sisäisen liitoksen tulosjoukosta poistetaan automaattisesti monikot joille ei löydy 
vastinparia. Ulkoisen liitoksen tulos voidaan syöttää suodattimelle, joka voi suo­
dattaa pois monikot jotka löytyvät molemmista lähtöjoukoista.
Integraatio voidaan suorittaa kerralla tai useassa osassa [BaM86]. Kuvassa 8 on 
esiteltynä eri integraatiostrategioita. Strategiat on jaoteltu sen mukaan, suorite­
taanko kerralla kahden vai useamman lähteen integraatiota. Tikapuustrategiassa 
yhdistetään aina kaksi  tietolähdettä  kerrallaan. Yhdisteen tulosjoukko  integroi­
daan kolmannen lähteen kanssa ja askeleita toistetaan kunnes kaikki tietolähteet 
on käsitelty. Strategia on integraation toteutuksena yksinkertainen, mutta vaatii 
useamman  vaiheen   [BaM86].  Tasapainotetussa   integraatiossa  yhdistetään  aina 
kaksi lähdettä kerrallaan. Kahden lähteen yhdiste integroidaan toisen kahden läh­
teen yhdisteen kanssa.  Tämä  on hyödyllistä,   jos  lähdeaineistoina on aina kaksi 
esimerkiksi täsmälleen samanlaista tai saman tyyppistä tietoa.
Mikäli lähteitä on kohtuullinen määrä ja niiden tieto voidaan yhdistää kerralla, 
voidaan kaikki lähteet yhdistää yhdellä kertaa. Strategia on suoraviivainen, mutta 
saattaa tehdä yhden integraation toteuttamisesta käytännössä vaikeaa.
Iteratiivinen integraatiostrategia on yhdistelmä eri asteisia osajoukkoja. Lähteet 
voidaan ryhmitellä tietosisältöjensä mukaisesti pienempiin osiin [BaM86]. Pienem­
mistä   osajoukoista  muodostuneet   kokonaisuudet   liitetään   toisiinsa   tarvittavien 
välivaiheiden kautta.
Tietovarastoinnin kannalta oleellinen suunnittelupäätös  on,   talletetaanko  integ­
raation   välivaiheet   tietovarastoon   vai   käyttäjien   ulottumattomissa   olevaan 
välitauluun tai ­muistiin. On mahdollista, että tietovarastoon halutaan osa tiedos­
ta niin nopeasti kuin on mahdollista. Tietomalli voi olla eri lähteiden käsittelyn 
välissä tilassa, jossa sen sisältö on osin vajaata, mutta tietoa voidaan silti käyttää. 
Integraatiolle voidaan toisaalta asettaa vaatimus, että tiedot talletetaan vain ja ai­
noastaan täydellisinä.
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Kuva 8. Eri integraatiostrategioita [BaM86].
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Toinen tapa ratkaista tiedon puuttuminen on asettaa puuttuviin arvoihin selkeästi 
arvoalueesta poikkeava arvo osoittamaan puuttuvuutta ja täyttää arvo sen myö­
hemmin   saapuessa.   Esimerkiksi   moniulotteisessa   mallinnuksessa   ulottuvuus 
voidaan lisätä  vain,   jos sen pakolliset attribuutit  ovat saatavilla.  Tästä   johtuen 
myöskään faktatauluun ei  voida lisätä  monikoita,   joiden ulottuvuuksia ei kyetä 
muodostamaan. Mikäli tiedon holvauksessa on eroteltu lähdejärjestelmät eri satel­
liitteihin, voidaan niitä täyttää lähdejärjestelmäkohtaisesti.
Lähdeaineistoista voidaan löytää osajoukkoja, jotka eivät leikkaa keskenään joko 
osassa tai  missään vaiheessa integraatiota.  Tällöin voidaan integraatioprosessin 
suoritusta hajauttaa eri toimijoille esimerkiksi laskennan tehostamiseksi [DCS09]. 
Hajauttamisen haittana on monimutkaisuuden lisääntyminen. Hajautuksen on ol­
tava   aukottomasti   määritelty,   koska   muuten   esimerkiksi   koosteoperaatiot 
saattava antaa virheellisiä tuloksia. Hajautus voi myös vaatia ylläpitoa, jos lähde­
aineiston arvoalueet  muuttuvat   ja  aikaisemmin määritellyt  hajautustavat  eivät 
enää päde.
Tiedon integraation suunnittelupäätösten teon avuksi on määritelty laatukriteere­
jä,   jotka   on   johdettu   ohjelmistotuotannon   ei­toiminnallisista   vaatimuksista 
[DCS09]. Laatukriteereitä voidaan käyttää myös havainnollistamaan tietovaraston 
tilaajalle, minkälaisia tasapainotteluja tietovaraston suunnittelussa joudutaan te­
kemään. Laatukriteerejä ovat [DCS09]:
Luotettavuus  (reliability): Kuinka todennäköisesti integraation toteutus toimii 
vaatimusten mukaisesti eikä kärsi esimerkiksi käyttökatkoksista?
Ylläpidettävyys  (maintainability):  Miten   hyvin   toteutus   on   ylläpidettävissä 
vaatimusten mukaisilla kuluilla ja palvelutasolla?
Tuoreus  (freshness):  Kuinka pian tietojen on saavuttava tietovarastoon niiden 
kerryttyä toiminnallisiin järjestelmiin?
Takaisinsaatavuus  (recoverability):  Onko tietovarastossa mahdollista  palata 
ajassa taakse päin, mikäli vikatilanteen takia tietovarasto päätyy virheelliseen ti­
laan?
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Skaalautuvuus:  Miten   hyvin   tehty   toteutus   toimii   suuremmilla   tietomäärillä 
kuin ratkaisun suunnitteluvaiheessa on ajateltu? Miten hyvin toteutusta voidaan 
laajentaa?
Saatavuus (availability): Millä todennäköisyydellä palvelu on käytettävissä jol­
lain   ajanjaksolla?   Tietovarastoinnissa   tähän   kuuluu   sekä   ETL­sovelluksen 
toimintavarmuus että tietovaraston tietokannan toiminta.
Joustavuus (flexibility): Miten suurella työllä jo olemassa olevaan toteutukseen 
voidaan tuoda uusien vaatimusten mukaisia toiminnallisuuksia?
Elinvoimaisuus (robustness): Kuinka hyvin toteutus toipuu odotettavista vika­
tilanteista automaattisesti? ETL­sovelluksen osalta tämä  voi   tarkoittaa virheitä 
sovelluksen toimintaympäristössä tai tietosisällöissä.
Huokeus (affordability): Kuinka hyvin ratkaisu noudattaa suunniteltua kulura­
kennetta?
Johdonmukaisuus (consistency): Ovatko tietovaraston tietosisällöt ovat oikeel­
lisia ja täydellisiä?
Jäljitettävyys  (traceability):  Kuinka hyvin tiedon lähde kyetään jäljittämään? 
Tiedon integraation takia tietovarastosta ei voida aina intuitiivisesti selvittää il­
man hallintatietoa, mistä jokin tietosisältö on tarkalleen ottaen tullut.
Seurattavuus (auditability): Kyetäänkö arkaluontoisten tai tietosuojan alaisten 
tietojen käyttöä seuraamaan tai rajaamaan?
Laadulliset  vaatimukset  ovat  helposti   toistensa vastavoimia.  Esimerkiksi  hyvin 
joustavasti  tehty tietovarasto voi  olla tehoton,   jolloin voidaan joutua tinkimään 
tuoreuden vaatimuksesta.  Monien  laadullisten vaatimusten vastavoima on huo­
keus. Aukottoman automaattisen vianhallinnan ja toipumislogiikan toteuttaminen 
on työlästä, jolloin toteutuksen kulut kasvavat. Ylimääräisen tietojenkäsittelyka­
pasiteetin varaaminen tulevaisuuden varalle voi olla järkevää, vaikka se vähentää 
ratkaisun huokeutta.
Oleellisten laatukriteereiden määrittely tulee tehdä tilaajan kanssa jo integraation 
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suunnittelun alkuvaiheessa. Asiantuntijalla on tällöin suunnittelupäätösten teke­
miseksi laajempi näkemys mahdollisista erityistarpeista. Mikäli tilaaja ei kykene 
määrittelemään mitään osa­aluetta ylitse muiden, on sekin kiinnostava tieto. Sil­
loin suunnittelussa ei tule tehdä suuria uhrauksia minkään laatukriteerin osalta.
3.1 Integraation määrittely
Vaatimusmäärittelyvaiheessa   kerätyt   tietosisältövaatimukset   toimivat   pohjana 
konkreettiselle dataintegraatiomäärittelylle. Työvaiheen tarkoituksena on muodos­
taa   riittävällä   tarkkuudella   kuvaus,  miten   ja  mitä   operaatioita   käyttäen   tieto 
muutetaan tietovarastoon ladattavaan muotoon. Käytettävän kuvauksen tarkkuu­
den   tarve   riippuu   logiikan   määrästä   ja   monimutkaisuudesta.   Kyse   on 
samanlaisesta   tasapainottelusta  kuin  perinteisessä   ohjelmistotuotannossa:  mitä 
tarkemmin kuvaus muodostetaan, sitä enemmän sen tekemiseen kuluu resursseja. 
Määrittelyt toimivat myös viestintätyökaluna tilaajan ja toimittajan välillä ja ku­
vaavat konkreettisesti projektin tai iteraation rajauksen.
Perinteinen tapa tehdä integraatiomäärityksiä on muodostaa taulukko, johon mää­
ritykset kirjataan. Mikäli yksi rivi kuvaa yhtä kohdetaulun kenttää, voi erillisissä 
sarakkeissa olla esimerkiksi lähteenä käytettävän välitaulun nimi, välitaulun ken­
tän nimi, kohdetaulun kentän nimi ja määrityksiä suoritettavista operaatioista.
Oletetaan että välivarastoon on ladattu tiedot kaikista toiminnallisista järjestel­
mistä.   Huoltojärjestelmän   välitaulut   tunnistetaan   H­etuliitteestä   ja 
toiminnanohjausjärjestelmän välitaulut T­etuliitteestä.  Taulukossa 3 on kuvattu 
määritykset jokaiselle huoltokutsu­faktataulun kentälle ja taulukossa 4 tuote­ulot­
tuvuuden latausmääritykset. Määrityksiä seuraamalla ETL­sovelluksen kehittäjä 
kykenee ohjelmoimaan logiikan, jolla taulun tietosisällöt muodostetaan.
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Lähdetaulu Lähdekenttä Kohdekenttä Operaatiot
H_HUOLTOKUTSUT AIKA PÄIVÄ_KEY Hae   PÄIVÄ_KEY   D_PÄIVÄ 
­taulusta
H_HUOLTOKUTSUT AIKA AIKA_KEY Hae   AIKA_KEY   D_AIKA 
­taulusta
H_HUOLTOKUTSUT SARJANUME
RO
TUOTE_KEY Hae   TUOTE_KEY   D_TUOTE 
­taulusta   SARJANUMERO 
­kentän avulla.
H_HUOLTOKUTSUT ASIAKASNUM
ERO + NIMI
ASIAKAS_KEY Hae   ASIAKAS_KEY 
D_ASIAKAS ­taulusta ehdoilla
H_KUTSUT.ASIAKASNUMERO 
= 
D_ASIAKAS.ASIAKASNUMER
O   ja   H_KUTSUT.NIMI   = 
D_ASIAKAS.ASIAKAS_HENKIL
Ö_NIMI
H_HUOLTAJAT HUOLTAJA_Y
RITYS_NIMI + 
HUOLTAJA_H
ENKILÖ_NIMI
HUOLTAJA_KEY Liitä  yhteen H_HUOLTAJAT.ID 
=   H_KUTSUT.HUOLTAJA_ID, 
hae   HUOLTAJA_KEY 
D_HUOLTAJA ­taulusta ehdoilla 
H_HUOLTAJAT.HUOLTAJA_NI
MI   = 
D_HUOLTAJA.HUOLTAJA_HE
NKILÖ_NIMI   ja 
H_HUOLTAJAT.YRITYS_NIMI 
= 
D_HUOLTAJA.HUOLTAJA_YRI
TYS_NIMI
H_HUOLTOKUTSUT LASK_HINTA LASKUTETTU_HINT
A
H_HUOLTOKUTSUT SIS_HINTA SISÄINEN_HINTA
KATE (LASK_HINTA) ­ (SIS_HINTA)
H_HUOLTOKUTSUT ALKUAIKA   + 
LOPPUAIKA
KESTO_MINUUTTEI
NA
(LOPPUAIKA) ­ (ALKUAIKA)
Taulukko 3. Huoltokutsu­faktataulun kenttätason integraatiomääritys
ETL­määritysten tulee olla niiden parissa työskentelevien sidosryhmien yksiselit­
teisesti   ymmärrettävissä.  Rajoittamaton  luonnollinen kieli  on   ilmaisuvoimainen 
työkalu, mutta saattaa tehdä määrityksistä vaikeasti ymmärrettäviä. On mahdol­
lista, että määrityksiä kirjaa useampi henkilö, jolloin eri tekijöillä on käytössään 
erilainen sanasto  identtisille  operaatioille.  Mikäli  projektissa päädytään käyttä­
mään   luonnollista   kieltä,   tulee   operaatioiden   kuvaamista   varten   muodostaa 
yhteiset   sanastot   ja   käytännöt.   Sanallisten  kuvausten   tekoon   voidaan   käyttää 
myös valmiita käytäntöjä [SSC08].
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Lähdetaulu Lähdekenttä Kohdekenttä Operaatiot
TUOTE_KEY Uusi   rivi:   luo   uniikki 
numeroarvo
T_VALMISTUS SARJANUMERO TUOTE_SARJANUMERO
T_TUOTTEET NIMI TUOTE_NIMI
T_TUOTTEET KUVAUS TUOTE_KUVAUS
TUOTE_VOIMASSAOLO
AIKA_ALKU
Uusi rivi: aseta nykyinen aika
TUOTE_VOIMASSAOLO
AIKA_LOPPU
Historioitu   rivi:   aseta   nykyinen 
aika,   muussa   tapauksessa   jätä 
tyhjäksi
Taulukko 4. Tuote­ulottuvuuden kenttätason integraatiomääritys
Taulukkomuotoiseen   kuvaustapaan   on   hankala   kirjata   tietovirtaa  muokkaavia 
operaatioita, kuten liitoksen jälkeen tapahtuvaa suodatusta tai koosteoperaatiota. 
Yksi vaihtoehto suunnitella ja kuvata ETL­prosessi on käyttää kaaviotekniikkaa. 
ETL­käsitemallinnus [VSS02] on yksinkertainen ja ilmaisuvoimainen menetelmä, 
jonka omaksuminen perinteisen käsitemallinnuksen tai UML­kuvauksen hallitse­
valle asiantuntijalle on kohtuullisen vaivatonta. Mallissa kuvataan tietolähteiden 
yksittäisten  attribuuttien  virtaaminen kohteeseen niin,  ettei  kuvauksessa  oteta 
kantaa   fyysiseen   tietomalliin.  Tietosisällöt  koostuvat  käsitteistä,   joilla  on  attri­
buutteja.   Käsitteille   voidaan   määrittää   operaatiota,   esimerkiksi   liitos   toiseen 
käsitteeseen. Attribuuteille voidaan määrittää laskennallisia operaatioita tai ope­
raatioiden ketjuja, joista voi muodostua yksi tai useampia attribuutteja.
ETL­käsitemallinnuskaaviossa käytettävissä  olevia komponenttityyppejä  on vain 
kymmenen kappaletta. Komponentit ovat yleiskäyttöisiä ja mikäli niiden ilmaisu­
voima ei riitä yksinään jonkin toiminnon suorittamiseen, voidaan niitä laajentaa 
erillisillä huomioilla (notes). Huomio liitetään aina johonkin komponenttiin. Mallin 
määrittelyssä ei oteta kantaa huomioiden yksityiskohtaisuuteen vaan se on mallin­
tajan päätettävissä. Huomioon kirjoitettava teksti voi olla esimerkiksi luonnollista 
kieltä tai relaatioalgebraa. Käytännön mallinnustyössä on huomattu, että mallia 
tulisi laajentaa yleisimmillä  ETL­operaatioilla, kuten ulottuvuuksien keinotekoi­
sen   avaimen   hakuoperaation   muodollisella   määrittelyllä.   Rajoitetun 
komponenttimäärän takia huomioiden sisältämä tekstimäärä kasvaa helposti suu­
reksi ja kasvattaa kaavion kokoa.
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Kuva 9. Huoltokutsu­faktataulun integraatiomääritys ETL­käsitemallinnuksella.
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Kuvassa 9 on mallinnettu F_HUOLTOKUTSU­taulun tietosisältöjen muodostus ETL­
käsitemallinnusta käyttäen. Kuvassa on vasemmalla puolella lähtökonseptit 
huoltokutsut ja huoltajat. Konsepteille on lueteltu kaikki attribuutit, jotka 
koostuvat esimerkkitapauksessa lähdejärjestelmän taulujen kentistä. Attribuutit 
liitetään toisiinsa viivoilla ja attribuuttijoukko konseptiin salmiakkikuviopäättei­
sellä viivalla. Konseptien yhteen liittäminen kuvataan kuusikulmiolla, jonka 
sisään on kirjoitettu relaatioalgebrassa käytetty   ­merkki. Liitosehto määritetään ⋈
erillisessä huomiokomponentissa.
Osa lähdekonseptien attribuuteista kopioidaan muuttumattomana kohdekonsep­
tiin.   Esimerkiksi  F_HUOLTOKUTSU­taulun  laskutettu_hinta­kentän  määritys 
osoitetaan piirtämällä viiva, jonka kohdepäässä on nuoli. Huoltokutsun sijaisavain 
luodaan  SK­termillä   kuvatulla  muunnosoperaatiolla.  Operaatiot,   joille   ei   löydy 
mallista valmista symbolia, kuvataan f­kirjaimella ja niiden toiminta määritellään 
tarkemmin   huomiossa.   Esimerkiksi  TUOTE_KEY­attribuutin   arvo  muodostetaan 
hakemalla ulottuvuustaulusta sijaisavain sarjanumeron perusteella.
ETL­käsitemallinnuskaaviosta näkee taulukkoa helpommin lähdeaineistojen suh­
teen   toisiinsa.   Mallin   suunnittelija   voi   valita,   kuvaako   kaikki   kohdemallin 
mukaiset taulut yhteen malliin vai tekeekö jokaisesta kohdekonseptista oman mal­
linsa.   Ensin  mainittu   mahdollistaa   koko   kohdemallin   tarkastelemisen   yhtenä 
kokonaisuutena, toisaalta kaaviosta tulee helposti iso ja vaikeasti hallittava. Hal­
littavuuden   helpottamiseksi   johonkin   kaaviopiirrosohjelmaan   tulisi   toteuttaa 
mahdollisuus käyttää ETL­käsitemallinnuksen komponentteja.
3.2 Integraatiosovelluksen toteutus
Integraation automatisointia varten toimintalogiikka tulee toteuttaa jollain sovel­
luskehitysvälineellä. 
Mikäli lähdeaineistot ovat relaatiotietokannassa, voidaan integrointi tehdä SQL­
kyselyjä käyttäen. Pelkän SQL­kielen käyttäminen soveltuu vain yksinkertaisiin 
integraatioihin. Ongelmaksi voi muodostua, ettei käytettävissä ole kaikkia tarvit­
tavia muunnosoperaatioita. Paljon lähdetauluja sisältävä  kysely kasvaa helposti 
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kooltaan suureksi ja vaikeasti tulkittavaksi. Tietojen toisiinsa liittäminen ja arvo­
alueiden   yhtenäistäminen   voidaan   myös   tehdä   tietokannan   näkymillä   ja 
tietokantaan sisäänrakennetulla ohjelmointikielellä,   jolloin käytettävissä  on laa­
jempi operaatiovalikoima.
Näkymän valintalauseeseen määritellään tarvittavat ehdot ja näkymä  palauttaa 
valmiiksi   integroidun   tulosjoukon.  Tulos   voidaan  materiaalistaa   suoraan  näky­
mään.   Toinen   vaihtoehto   tiedon   tallentamiseksi   on   luoda   materialisoimaton 
näkymä, jonka tulosjoukko lisätään tietovaraston tauluun. Valintalauseen suoritus 
ajastetaan joko tietokannan sisäisillä työkaluilla tai ulkopuolisella ajojärjestelijäl­
lä. Tyypillinen aika tiedon virkistämiselle on välitaulujen päivittämisen jälkeen.
Oraclen relaatiotietokannassa [MAT] voidaan materiaalistettuihin näkymiin mää­
ritellä   myös   verkon   yli   haettavia   lähteitä.   Näkymän   luonnissa   määritellään, 
päivitetäänkö tietoja automaattisesti vai erikseen ajettavalla käskyllä. Tietojen au­
tomaattisesti   päivittäminen   tapahtuu   analysoimalla   tietokannan   lokia.   Jos 
näkymässä on määriteltynä verkon yli haettavia lähteitä, siirretään niiden osalta 
näkymää  ylläpitävälle  tietokannan hallintajärjestelmälle  muutoslokia.  Jos muu­
tosloki   koskettaa   näkymän   lähteenä   olevia   tauluja,   viedään  muutokset   myös 
näkymään. Näkymän ylläpidon kannalta haasteellisia ovat esimerkiksi koosteope­
raatioita   koskevat   määrittelyt.   Esimerkiksi   Oraclen   tietokantajärjestelmä   ei 
kykene päivittämään keskiarvon sisältävää materiaalistettua näkymää  kuin las­
kemalla koko näkymän sisällön uudelleen [MAT].
Integraatiosovellus voidaan toteuttaa tavallisia ohjelmointikieliä käyttäen. Mene­
telmän etu on, että käytettävissä on kaikki ohjelmointikielen sisältämät operaatiot 
ja kirjastot. Uuden integraatiosovelluksen ohjelmoiminen ilman apukirjastoja voi 
vaatia paljon työtä. Sovellusohjelmoijan on huolehdittava toteutuksessaan virheen­
käsittelystä   ja   rajapintojen   toteuttamisesta.  Menetelmä   sopii   parhaiten  pieniin 
tarpeenmukaisiin ratkaisuihin tai tilanteisiin, joissa integraatiota ei voi muilla vä­
lineillä suorittaa.
Markkinoilla   on  ETL­sovellusten   toteuttamiseen   tarkoitettuja   kehitystyökaluja. 
Työkalujen tarkoituksena on madaltaa kynnystä ETL­sovelluksen luomiseen auto­
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matisoimalla usein toistuvia toimintoja. Sovelluskehitykseen on toteutettu yleises­
ti   integraatiossa tarvitut  operaatiot.  Työkalu osaa  lukea erilaisia  rajapintoja   ja 
kirjoittaa yleisesti käytettyihin rajapintoihin. Mahdollisia käytettäviä rajapintoja 
ovat muun muassa tekstitiedostot, relaatiotietokannat, XML­tiedostot, viestijonot 
ja sanomanvälitystekniikat. Kaupallisia ETL­kehitystyökaluja ovat muun muassa 
Informatica­yhtiön PowerCenter [POW], Microsoftin SQL Server Integration Servi­
ces (SSIS) [SSI], SAP Data Integrator [DAT], IBM InfoSphere DataStage [DAS] ja 
Oracle Warehouse Builder [OWB]. Eri tuotteet ovat korkean tason arkkitehtuuril­
taan  hyvin   samanlaisia.  Työkalun   valinnassa   oleellista   on,   että   työkalussa   on 
mahdollisuus   käyttää   kaikkien   tiedossa   olevien   lähdejärjestelmien   rajapintoja, 
vaikka ne eivät kuuluisikaan projektin tämänhetkiseen rajaukseen. Toinen oleelli­
nen vaatimus on,  että   järjestelmä  sisältää  kaikki  tarvittavat tiedon käsittelyyn 
liittyvät ominaisuudet. Jokaiseen työkaluun on toteutettu integraatiossa tarvitta­
vat   perusoperaatiot.   Käytännön   työssä   huomattuja   eroja   ovat   muun   muassa 
erilaiset  virheenkäsittelymenetelmät,   omalla  ohjelmakoodilla   laajennettavuus   ja 
parametrien käytön laajuus.
Integraatiologiikka määritellään ETL­työkalulla  proseduraalisesti.  Menetelmänä 
voidaan käyttää joko korkean tason ohjelmointikieltä tai graafista kehitystyökalua 
[Inm05]. Graafisessa työkalussa operaatiot ja siirtymät niiden välillä muodostavat 
suunnatun syklittömän verkon [DCS09], jossa operaatiot ovat solmuja ja operaa­
tioiden väliset siirtymät kaaria. Verkon alkuun määritellään vähintään yksi lähde, 
josta tietoa luetaan. Verkon lopussa tulee olla vähintään yksi kohde johon tulos­
joukko   kirjoitetaan.   Kohteita   voi   olla  myös   keskellä   verkkoa,   mikäli   tiedosta 
halutaan tallettaa operaatioiden välivaihe.
Yhden operaation sisään on operaatiosta riippuen voitu toteuttaa suuri määrä lo­
giikkaa. Tavallisesti kehittäjällä ei ole pääsyä algoritmien tarkkaan toteutukseen, 
vaan toimintaa ohjataan parametreilla.  Esimerkiksi   järjestämisoperaation para­
metriksi   voidaan  määritellä,   asetetaanko   tyhjät   arvot   tietovirran   loppuun   vai 
alkuun. Liitosoperaation parametrina kerrotaan, suoritetaanko se sisäisenä vai ul­
koisena.   Parametreilla   voidaan   toteutuksesta   riippuen   vaikuttaa 
yksityiskohtaisestikin operaation toimintaan, ilman että  kehittäjän tarvitsee tu­
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tustua yksityiskohtaisesti sen operaation käytännön toteutukseen.
ETL­sovelluksissa voidaan tiedon integraatio toteuttaa eri tavoilla. Kaikki halutut 
lähteet voidaan määritellä lähdeoperaatioksi ja muodostetut erilliset tietovirrat 
voidaan liittää yhteen yhteisen avaimen perusteella. Integraatio voidaan myös to­
teuttaa niin, että yksi lähdeaineisto valitaan päätietovirraksi. Jossain kohtaa 
operaatioiden ketjua suoritetaan hakuoperaatio (look­up operator), jolle annetaan 
parametriksi avainattribuutti haettavaan tietosisältöön. Operaatio palauttaa pyy­
detyt toisen lähdeaineiston attribuutit, jotka lisätään päätietovirran monikon 
attribuuteiksi.
Kuva 10. Huoltokutsun tietojen siirtosovellustoteutus Power Center ­ohjelmistolla 
toteutettuna.
Kuvassa 10 on toteutettu Power Center ­ohjelmistolla [POW] esimerkkinä käytetty 
huoltokutsujen siirto faktatauluun.  Kuvassa vasemmalla ovat lähteenä  käytetyt 
huoltojärjestelmästä   tuodut  välitaulut  H_HUOLTAJAT  ja  H_HUOLTOKUTSUT.  Läh­
teet   liitetään   yhteen   ja   liitoksen   tulosjoukko   viedään   komponenttiin 
EXP_LaskeArvot, jossa arvoille voidaan suorittaa laskentaoperaatioita. Laskenta­
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operaatioita sisältävä komponentti on avattu yksityiskohtaisempaan muotoon ku­
vassa 11. Komponenttiin sisään tulevat attribuutit tunnistetaan attribuutin nimen 
vasemmalla  puolella  olevasta nuolen  kärjestä.  Yksi  komponenttiin   tuleva attri­
buutti   vastaa   yhtä   sisään   tulevan   rivin   kenttää.   Alimmaisena 
laskentakomponentissa   on   ETL­prosessissa   tuotettavien   arvojen   laskukaavat. 
Nämä ovat vain ulos menevä attribuutteja. KATE lasketaan yksinkertaisella vähen­
nysoperaatiolla ja KESTO_MINUUTTEINA ETL­työkalun sisäisellä funktiolla.
Faktatauluun   tarvittavat   ulottuvuuksien   avainarvot   haetaan   jokainen   omalla 
komponentillaan, joille annetaan syötteeksi tarvittavat parametrit.  Haetut avai­
met   ja   jo  muodostetut  muut   arvot   kootaan  yhteen   ja   syötetään   suodattimelle. 
Suodatin poistaa tietovirrasta virheelliset monikot. Jos jostakin ulottuvuudesta ei 
löydetä ehtoja vastaavaa avainarvoja, ei tietoa voida ladata kohdetauluun. Kompo­
nentti  SEQ_LuoAvain  luo   yksiselitteisen   sijaisavaimen   muodostetulle 
tietokantamonikolle.
Kuva 11. Laskentaoperaatioita sisältävä komponentti.
ETL­sovellus koostuu tyypillisesti useasta esimerkin kaltaisesta toiminnallisesta 
osakokonaisuudesta. Osat kootaan yhteen työnkuluksi (workflow), joka on ETL­lo­
giikan tavoin suunnattu verkko, mutta verkossa voi olla syklejä.  Tavanomainen 
tapaus syklisestä verkosta on työnkulku, jonka suoritus aloitetaan alusta edellisen 
suorituksen päätyttyä. Työnkulkuun voidaan varsinaisten lataustoteutusten lisäk­
si   lisätä  hallinnollisia komponentteja,  esimerkiksi  ehtolauseita  joilla käsitellään 
virhetilanteita tai komponentteja jotka lähetettävät sanomia muihin järjestelmiin.
43
Työnkulun suunnittelu ja toteutus on oleellinen osa ETL­sovelluksen tekoa. Integ­
raation suunnittelussa on voitu löytää  tiedosta osajoukkoja jotka mahdollistavat 
samanaikaisen   integraation.  Nämä   voidaan määritellä   työnkulkuun  ajettavaksi 
samanaikaisesti.  ETL­sovellusta  ajava  ohjelmisto  voi  mahdollisuuksien  mukaan 
hajauttaa   laskentaa   ympäristöissä,   joissa   hajautuksella   saadaan   konkreettista 
suorituskykyhyötyä. Asiakkaalta saatuihin vaatimuksiin voi kuulua, että työnku­
lun suoritus keskeytetään vakavissa virhetilanteissa. Kulkua jatketaan vasta kun 
tietovaraston ylläpitäjä  on analysoinut virheen ja tehnyt mahdollisia korjaustoi­
menpiteitä.
Työnkulku voidaan ajastaa alkamaan tiettynä kellonaikana. Käytäntönä usein on, 
että vain yksi työnkulku kerrallaan päivittää tietovaraston tietosisältöjä. Tällöin 
työnkulun suunnittelijan ei   tarvitse erikseen huolehtia  rinnakkaisuuden hallin­
nasta.   Jos   useampi   sovellus   päivittää   tietovarastoa   samaan   aikaan,   on 
suunnittelussa   huolehdittava   ettei   tietovarasto   voi   päätyä   virheelliseen   tilaan. 
Helpoin tapa suunnitella samanaikaisia työnkulkuja on varmistaa, että ne päivit­
tävät eri tietosisältöjä.
Kuvassa 12 on toteutettu esimerkkinä käytetyn moniulotteisen mallin lataukseen 
tarvittava työnkulku. Yksi komponentti työnkulussa vastaa yhtä itsenäistä toimin­
nallista kokonaisuutta. Ulottuvuudet voidaan ladata samanaikaisesti, joten ne on 
määritelty  ajettavaksi  rinnakkain  työnkulun alussa.  Aikaulottuvuudet   ladataan 
usein erillisessä ajoketjussaan kertalatauksena ja päivä­ulottuvuteen lisätään päi­
viä vuosia tai vuosikymmeniä eteenpäin. Onnistuneiden ulottuvuuksien latausten 
jälkeen voidaan ladata faktataulun sisältö. Faktataulun latauksen jälkeen työnku­
lusta   lähetetään   sähköposti,   joka   kertoo   latauksen   onnistuneen.   Työnkulkuun 
voitaisiin määritellä myös sähköpostin lähetys, mikäli mikä tahansa vaihe epäon­
nistuu.
Rajallinen määrä käytettävissä olevia komponentteja pakottaa ETL­kehittäjän toi­
mimaan tiettyjen rajojen sisällä.  Toteutuksien teossa on tästä huolimatta paljon 
eri  vaihtoehtoja saada tietosisällöltään täsmälleen samanlainen lopputulos.  Esi­
merkiksi   lähdeaineiston   järjestäminen   voidaan   tehdä   lähdetietokannassa   tai 
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tietovirrassa järjestämiskomponentilla. Ulottuvuuksien hakeminen voidaan tehdä 
hakukomponentilla tai lisäämällä ketjuun jokaista ulottuvuutta kohden yksi läh­
de­   ja   liitoskomponentti.   Suodattimen   sijaan   toteutuksessa   voidaan   käyttää 
reititintä, jolla puutteelliset monikot ohjataan virhelokiin. ETL­sovellusten toteu­
tus  muistuttaa   tältä   osin   hyvin   paljon   perinteistä   ohjelmointityötä.   Isoissa   ja 
paljon komponentteja sisältävissä sovelluksissa toteutustyylien hajanaisuus voi ai­
heuttaa   ongelmia   muun   muassa   suorituskyvyssä   ja   ylläpidettävyydessä. 
Työkaluun voi olla mahdollista ohjelmoida uusia komponentteja ohjelmointikielel­
lä,   jolloin   sovelluskehittäjän  mahdollisuudet   toteuttaa   toiminnallisuuksia   ovat 
huomattavasti laajemmat.
Kuva 12. Moniulotteisen mallin lataussovelluksen työnkulku.
Nimeämiskäytäntöjen ja toteutustapojen yhtenäinen määritteleminen on tehtävä 
projektissa jo alkuvaiheessa, jotta kaikista toteutuksista tulee näiltä osin yhtene­
väisiä.  Nimeämisen  muuttaminen   jälkikäteen   on   työlästä.   Toiminnallisuuksien 
vaihtaminen toiseen toteutustyylin mukaisesti vie vielä enemmän aikaa. Yleisten 
toimintamallien ei tarvitse olla projektikohtaisia. Ne voivat olla osa laajempaa ko­
konaisuutta, johon on määritelty ETL­sovelluksen toteuttamisen hyvät käytännöt 
ja ohjeet. ETL­sovelluskehysten valmistajat ovat myös tehneet omia tuotekohtaisia 
suosituksiaan nimeämis­ ja toteutuskäytännöistä,   joita voidaan käyttää  sellaise­
naan tai sovellettuna.
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Pienessä tietovarastoprojektissa saattaa olla vain yksi ETL­sovelluskehittäjä. Täl­
löin kehittäjä on tietoinen kaikesta käynnissä olevasta työstä ja sen vaikutuksista 
jo   tehtyihin   sovelluksiin.   Isommissa  projekteissa   työ   voidaan   jakaa  pienempiin 
osiin, jolloin kehittäjien työtä voidaan kohdentaa tarvittavien toiminnallisuuksien 
samanaikaiseen kehittämiseen. Tämä aiheuttaa samalla kuitenkin viestinnällisiä 
haasteita.  On mahdollista,  että  useampi ETL­kehittäjä   toteuttaa yhteen työkul­
kuun   liittyviä   toteutuksia   samanaikaisesti.  Vaikka   toiminnallisuudet   saattavat 
olla periaatteessa toisistaan irrallisia,  voi  niihin muodostua riippuvuuksia.  Rin­
nakkaisen   työn   hallinta   on   tärkeä   osa   kehitystyötä,   sillä   on   tavallista   että 
kaikkien vaiheiden on oltava toteutettuna, jotta työnkulun voidaan katsoa olevan 
valmis. Iteraation mukainen lisäys johonkin kohtaan työnkulkua saattaa aiheut­
taa  muutoksia   toiseen   samassa   työnkulussa   olevaan   toiminnallisuuteen,   johon 
toinen kehittäjä tekee parhaillaan toista lisäystä. Tässä suhteessa ETL­sovelluk­
sen kehittäminen muistuttaa erittäin paljon perinteistä ohjelmistotuotantoa.
4 Elinkaaren hallinta
Ohjelmiston on muututtava ajan myötä [Leh80], koska sen on seurattava jatkuvas­
ti   muuttuvan   liiketoiminnan   kehittymistä.   Ilman   muutosta   ja   kehittymistä 
ohjelmisto ei palvele käyttäjiään voimassaolevien vaatimusten mukaisesti tai toi­
mii  virheellisesti.  Tietovarasto on ohjelmistojärjestelmä,   johon ajan myötä   tulee 
muutoksia  ja korjauksia.  Korjaus voi  olla tietovaraston toteutuksesta huomattu 
määrittelyjen vastainen toiminta. Ajan myötä tietovaraston vaatimukset muuttu­
vat,   jolloin muuttuneet   tietosisältövaatimukset  on tuotava  loppukäyttäjille.  Osa 
tietovaraston elinkaaren hallinnan haasteista on samanlaisia kuin muussakin oh­
jelmistotuotannossa ja osa on vahvasti tietovarastointiin liittyviä.
Tietovaraston ylläpito koostuu kahden tyyppisestä työstä. Tietovaraston ohjelmis­
tokomponentit ja fyysinen ympäristö edellyttävät ylläpitoa, jotta niiden toimivuus 
ei häiriinny [KiR07]. Historiatietoa sisältävän tietokannan koko kasvaa jatkuvasti, 
jolloin käytettävissä  olevaa tilaa on  laajennettava tai  vanhoja  tietoja  siivottava 
pois. ETL­sovelluksen toiminta saattaa häiriintyä esimerkiksi tietoliikenneyhteyk­
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sien ongelmien tai tietokannan häiriön takia. Ylläpidon tehtävä on selvittää vikati­
lanne   ja   jatkaa  ETL­prosessin   kulkua.  Hyvin   tehty   ETL­sovellus   osaa   toipua 
triviaaleista vikatilanteista itsestään. Mikäli tiedot löytyvät edelleen lähdejärjes­
telmästä tai välitauluista voidaan tietoa päätyä myös poistamaan ja aloittamaan 
esimerkiksi työnkulku alusta. Tiedon uudelleen lataaminen voi olla ylläpidon kan­
nalta helpompi toimenpide kuin keskeneräisen prosessin luotettava jatkaminen.
Perinteisen passiivisen tietovaraston saatavuusvaatimus ei välttämättä ole toimin­
nallisen   järjestelmän   tasolla.   Yrityksen   välitön   liiketoiminta   ei   keskeydy 
käyttökatkon   takia,   koska   tietovarastoa  käytetään vain   toiminnan   seurantaan. 
Tietovarastosta   ja  raportointisovelluksista  saattaa  tästä  huolimatta  tulla   jatku­
vaan seurantaan käytettäviä tärkeitä työkaluja, jotka eivät saa olla kohtuuttoman 
pitkään   pois   käytöstä.   Vikatilanteiden   selvittämiseen   enintään   sallittu   kuluva 
aika voidaan karkeasti selvittää kahdella kysymyksellä: Kuinka kauan tietovaras­
to saa olla pois käytöstä vikatilanteen takia? Kuinka myöhässä uudet tiedot saavat 
tulla   vikatilanteen   ilmentyessä   tietovarastoon?   Aikarajat   koskevat   välillisesti 
myös toiminnallisia järjestelmiä  ja niiden tarjoamia tiedonvälitysrajapintoja. Jos 
tietoja ei saada ladattua toiminnallisesta järjestelmästä,  ei niitä  saada ladattua 
tietovarastoonkaan.  Ylläpitoa   suorittavan   asiantuntijan   on   oleellista   ymmärtää 
tietovaraston koko arkkitehtuuri ja tietojen erilaiset virtaamat lähdejärjestelmistä 
analytiikkaan.
Tietosisältöjen ylläpitotyöllä pyritään myös huolehtimaan, että tietovaraston joh­
donmukaisuusvaatimus   ei   vaarannu.  Mikäli   ETL­sovellus   lataa   tietovarastoon 
virheellistä   tietoa,  voi  se toimia perustana virheellisille  liiketoimintapäätöksille. 
Käytännön työ on osoittanut että viesti toiminnallisten järjestelmien tietosisältö­
jen   muutoksista   ei   aina   päädy   tietovaraston   ylläpidon   tietoon.   Tästä   syystä 
tietovaraston tietosisältöjä on aktiivisesti seurattava. Seuranta voidaan tehdä esi­
merkiksi   ETL­sovelluksessa   ohjaamalla   virhelokiin   tietosisällöt,   joissa   on 
määrittelyjen vastaisia arvoalueita. ETL­sovelluksen ajonaikaisia tilastoja seuraa­
malla voidaan havaita, mikäli tietomäärät muuttuvat merkittävästi eri ajokertojen 
välillä.
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Toinen ylläpidon osa­alue on toteuttaa suunnitellut muutokset jo olemassa olevaan 
järjestelmään.  Tietosisältöjä   tuottavat   toiminnalliset   järjestelmät   päivittyvät   ja 
voivat vaatia integraatiosovellukseen ja tietomalliin muutoksia. Lähdejärjestelmän 
sisäiseen tietomalli voi muuttua, joka vaikuttaa tietojen käsittelytapaan. Yleinen 
ylläpitotyö on lisätä jokin attribuutti tai olemassa olevaan attribuuttiin uusia arvo­
alueita,   joiden   muunnossäännöstöt   on   määriteltävä   ETL­sovellukseen.   Jokin 
lähdejärjestelmistä  voi  vaihtua tai  poistua kokonaan,  jolloin poistuvan järjestel­
män tiedot tulee tuoda toisesta järjestelmästä.
Tietovaraston kehittäjän kannalta muutosten teko eroaa uuden tietovaraston luon­
nista   samalla   tavalla   kuin   toiminnallisen   ohjelmiston   muuttaminen   uuden 
ohjelmiston luonnista. Riippumatta muutoksen luonteesta ja laajuudesta on kehi­
tyksen oltava hallittua. Jos muutos kohdistuu jo olemassa olevaan kokonaisuuteen 
tulee sen määrittelyssä ja toteutuksessa ottaa huomioon, että muutos voi vaikut­
taa   loppukäyttäjien   tapaan  käyttää   tietovarastoa.  Muutos   voidaan  myös   tehdä 
niin, ettei se vaikuta millään tavalla jo olemassa olevaan toteutukseen, ja tietova­
rastoon lisätään uusia komponentteja sen sijaan, että muutokset integroitaisiin jo 
olemassa olevaan toteutukseen. Tällöin tietovaraston käytettävyys helposti laskee, 
koska tietovarasto koostuu kasvavasta määrästä itsenäisiä irrallisia osia.
Lähdejärjestelmien   muutoksen   samanaikainen   toteuttaminen   ETL­sovelluksen 
muutoksen kanssa voi olla elinehto rajapinnan toimivuudelle. Esimerkiksi raken­
teisen tiedoston tai sanoman kautta tapahtuva ETL­siirto voi lakata toimimasta, 
jos tietoon lisätään uusi attribuutti ilman että sovellus osaa käsitellä sitä. Toimin­
nallisten   järjestelmien   ylläpitäjät   ovat   tietovaraston   ylläpitäjän   oleellinen 
sidosryhmä, joilta tieto  muutoksien sisällöstä on saatava riittävän ajoissa.
4.1 Ylläpitoon siirto
Iteratiivisesti kehitetyn tietovaraston valmistuminen on puhtaasti hallinnollinen 
päätös: Riittävien tietosisältöjen tuomisen jälkeen tietovarasto voidaan ottaa käyt­
töön.  Käyttöönotto  voi   tarkoittaa perinteisten ohjelmistojen  tapaan kehitettyjen 
sovellusten siirtämistä erilliseen tuotantoympäristöön, joka on irrallaan aktiivises­
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ta kehitystyöstä.  Tietovaraston tietokannasta on tällöin myös yleisesti olemassa 
erillinen ilmentymänsä, jonka rakenteeseen ei tehdä kehitysympäristön tavoin hal­
litsemattomia muutoksia.
Tuotantoon siirto voi myös toimia maamerkkinä tietovarastoprojektin päättymisel­
le,   jonka   jälkeen   projektin   tulos   viedään   ylläpitoon.   On   mahdollista,   että 
tietovaraston ylläpitäjät ja korjauksia kehittävät henkilöt eivät ole samoja, jotka 
ovat alun perin olleet mukana tietovaraston kehittämisessä.  Tällöin projektiryh­
män   ja   ylläpidon   välillä   on   suoritettava  tiedonsiirto  (knowledge   transfer). 
Tiedonsiirron tarkoituksena on välittää ylläpitäjille riittävä tieto tuotetusta tieto­
varastoympäristöstä,   jotta   ylläpidon   käytännön   suorittaminen   on  mahdollista. 
Tietovarastoprojektiryhmälle kerääntyy helposti hiljaista tietoa, jonka dokumen­
toiminen auttaa myös lopputuloksen ylläpidossa.
Ylläpidossa toimivien henkilöiden tietotaitovaatimukset riippuvat mitkä työtehtä­
vät  määritellään   ylläpito­organisaation   tehtäväksi.  Mikäli   ylläpitoon   katsotaan 
kuuluvan vain ajoketjujen toiminnan varmistaminen, riittää asiantuntijalle tunte­
mus   käytetyistä   ohjelmistojärjestelmistä   ja   niiden   vianhallinnasta.   ETL­
sovelluksen  ja  tietokannan  muutostöiden suorittamiseksi  ylläpitäjällä   tulee  olla 
laajempi tietämys ratkaisusta, tietomallista ja tehdyistä suunnittelupäätöksistä.
Osa tiedonsiirtoa on huolehtia, että tietovarastoympäristöstä tuotetut arkkitehtuu­
ri­ ja suunnittelukuvaukset ovat ajan tasalla ja riittävän kattavia. Kuvausten on 
muodostaan riippumatta selitettävä jokainen oleellinen projektissa tehty suunnit­
telupäätös. Jos suunnittelupäätös perustuu vaatimusmäärittelyyn, voidaan tähän 
viitata arkkitehtuuridokumentissa tarkempien lisätietojen löytämiseksi. Oleellisen 
suunnittelupäätöksen  määrittelemisessä   voidaan  käyttää   esimerkiksi   vertaisar­
viointia.   Tällöin   arkkitehtuurikuvauksia   tarkennetaan,   kunnes   kuvausten 
vastaanottajille on selvää miksi yksittäinen suunnittelupäätös on tehty. On kui­
tenkin muistettava,  että  arkkitehtuurikuvauksen tarkoituksena on olla korkean 
tason kuvaus ympäristöstä, eikä yksityiskohtainen toteutusdokumentti.
Toteutuksen yksityiskohtainen kuvaaminen erilliseen dokumentaatioon on työläs 
operaatio. Työtä helpottaa, että ETL­sovelluksiin ja tietokantoihin on mahdollista 
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lisätä kuvailutietoa (metadata) [ShE06]. Menetelmä vastaa osin ohjelmistokehityk­
sessä   lähdekoodin   sekaan   kirjoitettavia   kommentteja.   Kuvailutietoa   voidaan 
määritellä eri laajuisiin kokonaisuuksiin yksittäisistä operaatioista työnkulkuihin. 
Kuvailutiedon hyöty on, että tieto on nähtävissä suoraan kehitystyökalussa. Hyvin 
määritelty kuvailutieto pienentää kuilua erillisten toteutusdokumentaatioiden ja 
itse toteutuksen välillä.
Kuvailutieto ei ratkaise automaattisesti kaikkia toteutusten dokumentaation on­
gelmia [ShE06]. Eri kehitysvälineillä kirjatut kuvailutiedot muodostavat irrallisia 
kokonaisuuksiaan,   joiden toisiinsa yhdistäminen ei  ole  välttämättä  mahdollista. 
Kuvailutietoa  on  päivitettävä   samalla   tavalla  kuin  muutakin  dokumentaatiota. 
Mikäli mahdollista, on ylläpidon kannalta helpompaa jos kaikki kuvailutiedot si­
jaitsevat yhdessä järjestelmässä.
Ylläpidolle tuotettava erillinen dokumentaatio voi olla käytännönläheinen ohjeisto 
ylläpidossa tehtävien toimintojen suorittamiseksi [Ret91]. Dokumentaatiota päivi­
tetään   sitä   mukaa,   kun   tietovaraston   kehitys­   ja   ylläpitotyössä   ratkotaan 
ongelmia. Ohjeiston kirjaamisessa tärkeää on kirjata ongelmanratkaisussa suori­
tetut   työvaiheet   mahdollisimman   tiiviisti,   mutta   silti   ymmärrettävästi.   Tämä 
vähentää sekä ohjeiston kirjoittamiseen että lukemiseen kuluvaa työaikaa. Tiedot 
voidaan tallentaa rakenteelliseen muotoon esimerkiksi tietokantaan.
4.2 Tietomallin ylläpito
Tietosisällön muutos päivitetään kaikkiin mallinnettuihin tietokerroksiin. Jos tie­
tovarastosta   on   olemassa   käsitemalli,   aloitetaan   päivitys   siitä   ja   sen   jälkeen 
jatketaan päivittämistä relaatiomalliin.
Moniulotteisessa mallinnuksessa attribuutin lisääminen relaatiokaavioon on yk­
sinkertainen   toimenpide.   Attribuutin   lisääminen   fyysiseen   relaatiomalliin   ei 
kuitenkaan   ole   välttämättä   aivan   ongelmatonta.   Perinteiseen   rivipainotteiseen 
fyysiseen malliin uuden kentän lisääminen riippuu käytettävästä tietokantajärjes­
telmästä. On mahdollista, että muutoskysely lukitsee taulun suorituksen ajaksi ja 
estää sen käytön. Mikäli kenttään asetetaan jokin oletusarvo, joutuu tietokanta li­
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säämään arvot jokaiseen jo lisättyyn monikkoon. Kentän lisäämiseen kuluva aika 
kasvaa  rivien määrän lisääntyessä,  koska   jokaiseen  tietokannan riviin  lisätään 
fyysisesti uusi kenttä ja sille asetetaan jokin arvo. Mikäli kaikille monikoille asete­
taan tyhjä arvo, voi muutosoperaatio olla kevyempi, sillä tietokannan ei tarvitse 
täyttää arvoja kuin vasta päivitysvaiheessa. Ongelmaa voidaan kiertää luomalla 
skeemaan taulu, johon on lisätty uusi attribuutti. Tauluun kopioidaan tiedot käy­
tössä olevasta tietovarastotaulusta, joka on kopioinnin aikana käytettävissä myös 
muihin  lukuoperaatioihin.  Menetelmän haittana  on,  että   tietovaraston  fyysinen 
koko kasvaa vähintään kopioitavan taulun koon verran kopioinnin ajaksi ja palau­
tuu   ennalleen   kun   tilapäinen   taulu   siirretään   käytössä   olevan   taulun   tilalle. 
Sarakepainotteisessa mallissa muutosoperaatio on merkittävästi kevyempi. Tieto­
kannan   hallintajärjestelmä   tekee   muutokset   taulurakenteen   kuvailutietoihin. 
Uudelle sarakkeelle varataan tarvittava fyysisen alkutila, johon sarakkeen tietoja 
voidaan tallentaa. Muutoksen aikavaativuus ei teoriassa riipu taulun nykyisestä 
rivimäärästä.
Ankkurimallinnuksessa käytettävässä kuudennessa normaalimuodossa uudelle at­
tribuutille luodaan oma taulunsa. Taulun tietosisällöt voidaan täyttää ennen kuin 
attribuutti lisätään käytössä oleviin näkymiin. Ainoa pakollinen katkos tietovaras­
ton käytössä rajoittuu näkymän muutosoperaation suorittamiseen.
Tiedon holvauksessa yksittäisen attribuutin lisääminen on harvinaisempaa, koska 
mallin tarkoituksena on tuoda kaikki toiminnallisen järjestelmän tiedot jo alusta 
lähtien. Attribuutti voidaan lisätä jo olemassa olevaan satelliittiin tai luoda täysin 
uusi satelliitti, jolloin vältytään jo luodun satelliitin muutosoperaatiolta. Menetel­
män haittapuolena on lisääntynyt monimutkaisuus, sillä yhden lähdejärjestelmän 
tiedot hajautuvat useaan satelliittiin. Uuden toiminnallisen järjestelmän tietosi­
sältöjen tuominen on suositeltavaa tehdä luomalla uusi satelliitti. Holvausmallissa 
selkeästi työläin operaatio on lisätä transaktiolinkkiin uusi keskiö. Tämä muutos­
työ vastaa ulottuvuuden lisäämistä moniulotteisen mallin faktatauluun.
Attribuuttitasoa  suurempien muutosten   tekeminen tietomalliin  on aina  tapaus­
kohtaista.   Samalla   tavalla   kuin   ohjelmistotuotannossa,   on   muutoksia 
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suunniteltaessa arvioitava voidaanko ne toteuttaa nykyiseen malliin kohtuullisella 
työllä.  Mikäli  muutoksen työmäärä  kasvaa kohtuuttomasti,  on varteenotettavaa 
harkita koko tietomallin uudistamista yksittäisten muutosten tekemisen sijaan. 
Eri tietomallikäytännöissä kynnys mallin uudistamiseen vaihtelee. Moniulotteista 
mallia on vaikea muuttaa toiseen muotoon, sillä faktojen ja ulottuvuuksien suhteet 
on määritelty kiinteästi malliin [Inm05]. Oletetaan, että  tietomallin esimerkissä 
käytettyyn huoltokutsuun halutaan liittää yhden tuotteen sijasta monta tuotetta. 
Tehty moniulotteinen malli ei mahdollista tätä, koska faktataulusta voi olla viite­
avaimen kautta vain yksi tuote. Mallia tulisi muuttaa joko niin, että faktatauluun 
lisätään huoltokutsukohtainen tunniste, jolla useat faktataulun rivit voidaan yh­
distää   analytiikkasovelluksessa.   Toinen   vaihtoehto   olisi   lisätä   faktataulun   ja 
tuoteulottuvuuden välille linkkitaulu, jonka kautta voidaan toteuttaa moniasteiset 
yhteydet.
Holvausmallissa voidaan käyttää hyväksi keskiöitä ja satelliitteja sellaisenaan ja 
mallintaa muuttuneet suhteet uusilla linkeillä [Lin11]. Täysin uuden tietosisällön 
tuominen tiedon holvaukseen tehdään luomalla uusi keskiö ja satelliitti. Uusi kes­
kiö  yhdistetään jo olemassa olevan tietomallin keskiöihin linkeillä.  Yksiasteisen 
yhteyden laajentaminen moniasteiseksi  ei  vaadi  tiedon holvauksessa muutoksia 
tietomalliin, koska linkit ovat jo tiedon holvauksen määritelmän mukaan aina mo­
niasteisia.   Ankkurimallin   muutokset   toimivat   samalla   tavoin   kuin   tiedon 
holvauksessa. Malliin voidaan luoda uusia ankkuri ja muodostaa vanhojen ankku­
reiden välille siteitä.
4.3 Integraatiosovelluksen ylläpito
Graafisella kehitystyökalulla luodun ETL­sovelluksen muutostyön laajuus riippuu 
muutoksen tyypistä.  Uuden attribuutin tuominen toiminnallisesta järjestelmästä 
vaatii, että muutos viedään kaikkiin eri latausvaiheisiin. Attribuutti tulee lisätä 
välitaulun kaavioon sekä välitaulua päivittävään sovellukseen. Tämän jälkeen voi­
daan muutos viedä sovellukseen, jolla tietoja ladataan välitaulusta tietovarastoon. 
Mikäli käytössä on paikallisvarastoja, tehdään muutos myös sovellukseen joka la­
taa tietoja tietovarastosta paikallisvarastoon.
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Attribuutin  vieminen  kaikkien   laskentakomponenttien   läpi   lähdekomponentista 
kohdemäärittelyihin vaatii käsityötä. Työn voisi osaksi automatisoida. ETL­työka­
lussa   voisi   olla   toiminnallisuus,   jota   käyttäen  määriteltäisiin,   että   attribuutti 
viedään lähdekomponentista kaikkiin komponentteihin,  joihin jokin muu saman 
lähdekomponentin attribuutti on jo viety. Tällöin mahdolliset muunnosoperaatiot 
olisi helpompaa lisätä matkan varrelle. Jos attribuutti viedään muuttumattomana 
kohdetauluun, riittää vain sen yhdistäminen oikeaan kohdetaulun kenttään.
Uusi attribuutti voidaan päättää tuoda tietomalliin jo tietovarastossa oleville tieto­
sisällöille.   Tämä   edellyttää   erillisen   lataussovelluksen   tekemistä,   joka   hakee 
määritellystä lähteestä historiatietoa ja päivittää sen tietovarastoon. Tarpeenmu­
kaisia ETL­sovelluksia toteutetaan ylläpitovaiheessa myös,  jos tietovarastoon on 
päätynyt virheellistä tietoa, jolle kyetään määrittelemään yksiselitteiset korjaus­
säännöt.  Korjaussovelluksen päätietolähde on korjauksen kohteena oleva  taulu. 
Riveille voidaan hakea välitauluista lähdejärjestelmään jo korjattu tieto, joka päi­
vitetään tietovarastoon.
Attribuuttitasoa laajempien muutostöiden toteuttaminen vaatii  ETL­kehittäjältä 
syvällisempää perehtymistä sovellukseen. Lukuun ottamatta ilmiselviä laskenta­
operaatioita   tulee   kehittäjällä   olla   mahdollisuus   selvittää   sovelluksen   tarkka 
toiminta käytettävissä  olevien kuvailutietojen ja dokumentaatioiden perusteella. 
Erityisesti toteutukset joiden toiminta on parametrisointia laajemmin muokattua, 
tulee olla kuvattuna toteutuksen yhteyteen.
Tikapuustrategiaa noudattavan integraatiosovelluksen ylläpito on yksinkertaisin­
ta.  Täysin  uusia   tietosisältöjä   tuova   integraatiosovellus  kehitetään valmiiksi   ja 
liitetään sopivaan kohtaan työnkulkua. Poistuva tai vikaantunut tietolähde voi­
daan   samalla   tavalla   poistaa   helposti   työnkulusta   ilman   muutosta   muita 
tietolähteitä   käsittelevien   osakokonaisuuksien   rakenteeseen.   Tikapuustrategian 
käytön haittapuoli  on erillisten peräkkäisten sovellusten määrän kasvu.  Peräk­
käisten   sovellusten   ajaminen   saattaa   tehdä   ETL­prosessin   suorittamisesta 
hitaampaa, sillä jokainen sovellus ajaa erillisiä päivitysoperaatioita tietokantaan. 
On myös mahdollista, että sovellus käyttää eri vaiheissa samoja lähdeaineistoja, 
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jolloin niitä siirretään ja käsitellään useampaan kertaan.
Muita integraatiostrategioita noudatettaessa muutoksen tekemisessä päivitys teh­
dään jonkin toisen lähdeaineiston yhteyteen. Sopiva paikka uudelle toteutukselle 
on  mahdollisimman  lähellä   loogisesti   samanlaisen   tiedon   latausta.  Esimerkiksi 
faktataulun lataussovellus on ylläpidettävyyden kannalta mielekästä tehdä kerral­
la, jolloin tulos voidaan suoraan ladata tietovarastoon.
5 Yhteenveto
Tietovarasto on ohjelmistojärjestelmä, jonka tärkein tehtävä on tallentaa muualla 
tuotettua tietoa käyttäjien tarpeita vastaavassa muodossa. Tietovaraston tietosi­
sällöt   luodaan   operatiivisissa   järjestelmissä.   Tiedot   kopioidaan   erilliseen 
tallennustilaan, jotta niiden käyttö on lähdejärjestelmistä riippumatonta. Samalla 
tietoa voidaan muokata muotoon, joka sopii paremmin loppukäyttäjiä varten.
Tietovaraston kehittäminen ja ylläpito muistuttaa monilta osin perinteistä ohjel­
mistotuotantoa. Osa kehitystä on suunnitella optimaalinen tietomalli. Tietomalli 
määrittää   säännöt,   jonka  mukaan   tieto   talletetaan   tietovarastoon.   Tietomallin 
suunnittelu on hyvin tapauskohtaista. Suunnittelun avuksi on kehitetty menetel­
miä,   jotka   pyrkivät   vakiinnuttamaan   toimintatapoja   usein   toistuvien 
mallinnusongelmien ratkaisuun. Tutkielmassa esiteltiin eri mallinnusmenetelmiä 
ja kuvattiin esimerkin pohjalta tehdyt tietomallit. Tietomallinnusmenetelmät so­
veltuvat   eri   tarpeisiin.   Menetelmän   valinta   on   yksi   tietovarastoprojektin 
tärkeimmistä suunnittelupäätöksistä.
Oleellinen osa tietovarastointia on tiedon integraatio, jossa useasta järjestelmästä 
muodostuvasta tiedosta koostetaan yksi yhtenäinen kokonaisuus. Tiedon yhdistä­
minen tehdään käyttäen jotain eri lähteissä toistuvaa yksilöivää tietoa. Yhteisen 
nimittäjän löytäminen ei ole aina triviaalia ja työ voi viedä merkittävän osan suun­
nitteluun kuluvasta ajasta.
Tietovaraston toiminnallisuus koostuu rajapinnoista, jotka huolehtivat operatiivi­
sen   tiedon   oikeellisesta   tuomisesta   tietovarastoon.   Tuontia   kutsutaan   ETL­
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prosessiksi. Prosessin suunnitteluun on kehitetty menetelmiä, joilla pyritään ku­
vaamaan   tarvittava   toiminnallisuus.   Tutkielmassa   esiteltiin   ETL­
mallinnusmenetelmä ja yksinkertaisempia tapoja määritysten tuottamiseksi. Me­
netelmät ovat vielä hyvin alkeellisia. Kuilu suunnittelun ja käytännön toteutuksen 
välillä on suuri ja vaatii lisää kehittämistä.
ETL­toiminnallisuuksia   toteutetaan tavallisesti  kehitystyökalulla.  Työkaluun on 
toteutettu valmiiksi yleisesti käytetyt operaatiot, jolloin uuden sovelluksen kehi­
tysaika on  lyhyempi kuin alusta lähtien ohjelmoimalla.  Valmiit  komponentit   ja 
graafinen kehitystyökalu pakottavat kehittäjän toimimaan tiettyjen normien sisäl­
lä.  Tämä  helpottaa  sovelluksen ylläpitoa.  Valmiista  komponenteista  huolimatta 
kehittäjällä  on kuitenkin useita eri tapoja tietyn ongelman ratkaisemiseksi.  Sa­
massa   ympäristössä   toimivien   kehittäjien   tulee   noudattaa   samoja   toteutus­   ja 
nimeämisstandardeja, jotta toteutus pysyy yhtenäisenä. Toteutustyön yksityiskoh­
tainen hallinta on osa välttämätöntä työtä monen kehittäjän projektissa.
Toiminnallisten järjestelmien tapaan tietovarastoympäristöön tehdään muutoksia 
koko sen elinkaaren ajan. Muutos voi johtua toiminnallisen järjestelmän muuttu­
misesta,  havaittujen   toteutusvirheiden  korjauksesta   tai   käyttäjien  vaatimusten 
kehittymisestä. Muutosten hallittu toteuttaminen on oleellinen osa tietovaraston 
ylläpitotyötä.  Suuret  muutokset saattavat vaikuttaa tietovaraston rakenteeseen, 
jolloin muutoksen suunnittelijalla on oltava kattava tieto tietovaraston kehitykses­
sä tehdyistä suunnittelupäätöksistä.
Hallittujen muutosten lisäksi tietovaraston ylläpitoon kuuluu toiminnan jatkuvuu­
den   varmistaminen.   ETL­prosessin   suorittaminen   voi   häiriintyä   tietovaraston 
sisäisten tai rajapintojen välisten ongelmien takia. Ajan myötä kasvavat tietosisäl­
löt vaativat joko tallennustilan lisäämistä tai vanhojen tietojen puhdistamista.
Tietovaraston elinkaarella on loppu. Varasto muuttuu tarpeettomaksi, jos sen si­
sältämille   tiedoille   ei   ole   käyttöä   missään   yhteydessä.   Tietovarasto   voidaan 
korvata toisella tietovarastolla, joka kattaa suuremman aihekokonaisuuden tai on 
arkkitehtuuriltaan erilainen. Tällöin tietovaraston integraatio uuteen tietovaras­
toon   voidaan   tehdä   samoilla   menetelmillä   kuin   toiminnallisen   järjestelmän 
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integraatio tietovarastoon. Mikäli vanhan tietovaraston kehityksen yhteydessä on 
tuotettu riittävät dokumentit, säästetään integraatiotyössä resursseja.
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