This paper presents a survey of recent approaches in the application of the object-oriented paradigm to formal specification. The complexity of current information systems demands the use of a higher degree of formalism in the development process. Formal languages such as Z, VDM and Lotos have been used extensively in academic environments and research projects; however, their utilization in the 'real world' is still relatively small. The use of object-oriented concepts has now been suggested as a good solution to the lack of expressiveness that characterizes most of these languages. Several approaches addressing this issue have appeared in the literature recently, including extensions to most existing languages. In this paper we review some of these techniques and discuss problems and issues relevant to the combination of formal methods and object orientation.
INTRODUCTION
One of the recognized strengths of the object-oriented paradigm is that a common core of basic ideas can support modelling at all levels of abstraction, from conceptual description of real world entities to implementation of software applications in computer languages. In its general applicability lies much of its strength and there are few areas of computer science that have not been influenced in one way or another by the object-oriented paradigm.
The latest addition to the list of disciplines 'touched' by the object approach is what has become to be known in the literature as formal methods. By formal methods we mean the set of activities-specification, reasoning, refinementthat add mathematical rigour to the development, analysis and operation of computer-based systems. In many respects, formal methods suffer from the same kind of problems that have always characterized the object-oriented paradigm. Many people talk about them, but few know what they are and even less actually use them. Just as happened with object-orientation, formal methods are often presented by devotees as 'the' solution to the increasing complexity of current information systems, but the reality shows that the majority of the available methods are still only used in academic environments.
Both object orientation and formal methods have evolved separately, and it is only recently that some researchers have started to investigate the benefits of their possible integration. Indeed, as pointed out [1] , many aspects of the objectoriented paradigm are similar to those typically found in formal methods. The description of class behaviour in an implementation-independent fashion, the use of inheritance to indicate subtype relations or the reliance on well understood mathematical abstractions such as sets, sequences and functions are mechanisms that formal methods practitioners will be most familiar with. Yet, despite these similarities there has been little work on their possible integration in the past. In 1991 both OOPSLA [1] and ECOOP [2] , the world leading conferences on object orientation, held discussion panels addressing the issue. These events somehow represented the recognition by the research communities that convergence was necessary.
This paper reviews the work done by various groups in this new area of object-oriented formal specification. We are not so much interested in comparing the capabilities offered by different languages or assessing their degree of 'objectorientedness'. A collection of case studies from different object-orientated extensions can be found in Lano and Haughton [3] . The application domain of the methods surveyed is diverse and so are the requirements imposed on the language, which makes any comparison task difficult. Our purpose is to show that object-oriented notions are useful in a formal development environment.
The rest of the paper is structured as follows. Section 2 discusses some general issues in the combination of formal methods and object orientation. The value added by the paradigm in a specification context is summarized in eight points. An informal survey of the state-of-the-art in objectoriented formal specification is then presented in Section 3. The idea is to give the reader a global view, covering the most important approaches reported in the literature over the last 3-4 years. Short descriptions are given for each approach, highlighting their distinctive points. Finally, some concluding remarks are presented in Section 4. Familiarity with formal methods and object orientation is assumed throughout the paper.
A SYNERGETIC COMBINATION
The cross-breeding of formal methods and object orientation may take place coming from either of both ends. Object-orientation people need formal techniques in order to support their methodologies with a sound formal basis and formal methods people use object-oriented engineering concepts to make their mathematical models easier to handle.
The object-orientation perspective
From an object-oriented point of view a number of benefits are to be gained with the adoption of formal methods:
.
The description of languages and models using a formal notation way enhances considerably our own understanding of them. Better development methods are produced if formal techniques are used by their designers.
. There are plenty of complex dependencies between object-oriented notions which can be studied if our object model has a formal definition.
. In order to promote the reuse of software components advocated by object orientation, we have to describe unambiguously what those components do (Interface Specification). This will facilitate the development of libraries at both the conceptual and design level.
. Notations with formal semantics are necessary for the development of better CASE tools.
. The use of formal techniques will ultimately make possible the automatic verification of the software produced with object-oriented methods.
For examples of how formal notations can be introduced into current object-oriented analysis and design methods, see Wilson [4] or di Giovanni and Iachini [5] . There are also a number of approaches combining objectoriented programming languages with formal techniques. Cheon and Leavens have developed interface specification languages for Smalltalk [6] and C [7] , using Larch, an algebraic specification language. Wills [8, 9] combines Smalltalk with VDM in Fresco, an environment for the specification and implementation of object-oriented software components. SPECS-C [10] is a model-based executable specification language for C classes, which also follows the VDM style.
The formal methods perspective
For the formal methods community the rationale of the combination is obviously different. Their intention is to bring powerful and well-studied software engineering mechanisms into their languages, in order to make them more 'user-friendly'. The slow adoption of formal methods in the industry has been mainly caused by two reasons. First, potential formal methods users need a good mathematical background to understand not only the underlying models (logic, set theory, algebra, etc.) but also in many cases the syntax of a formal language. Second, most languages lack adequate structuring constructs to model complex problems. They all seem to work fine on a small scale but when it comes to deal with complex systems they prove totally impractical.
The use of concepts borrowed from the object-oriented paradigm has now been widely recognized as a possible solution to the problems mentioned above. Many formal specification languages have now been either extended or re-interpreted within an object-oriented framework. There are also other languages that have been designed following the paradigm from the beginning. They all try to benefit from the inherent simplicity and the excellent structuring capabilities of object-orientation in a fully formal fashion (Figure 1) .
The following eight points summarize the added value provided by the object-oriented paradigm in a formal methods environment.
1. Object-oriented concepts can make formal specification languages more attractive and easy to use. The distinction between objects and classes advocated by the paradigm allows the specifier to distinguish clearly between the actual entities in the system structure (objects) and the templates where common features of similar objects are defined (classes). A more concise specification is achieved by factoring out commonalties. Similarly, the natural separation of abstraction levels induced by the distinction between internal behaviour of an entity and external communication through well defined interfaces (encapsulation) produces cleaner specifications, easier to refine and to manipulate.
Object orientation fills the gap between structural
(static) and behavioural (dynamic) specifications. Two different aspects of a system can be subject to specification. We may be interested in describing how the system is structured, its components and their interrelations. Or we may want to describe its operational behaviour, as seen by an external user. Traditionally, the specification of both aspects had to be carried out separately, often using different formalisms. The language Lotos, for instance, uses process algebra and ACT-ONE, respectively. This is not the case with object-oriented languages as one of the key notions of the paradigm is the integration within class descriptions of data and behaviour. In fact, object orientation can provide the framework for the balanced integration of various specification styles and problem solving mechanisms: data abstraction, semantic classification, state transitions, declarative specification of behaviour, message passing, etc. 3. Concurrency can be seen as a logical consequence of the inherent distributed nature of the object model. The specification of concurrency has always been an area of great concern within the formal methods community. Systems where a number of different activities are being carried out at the same time are difficult to handle. The object-oriented paradigm perceives the world as a collection of loosely coupled agents executing activities in parallel and working in cooperation. This view makes objects the natural unit for concurrency control. 4. Reuse of specifications can be achieved using inheritance. Much has been talked about the importance of reuse at all levels in the development process. The utilization of inheritance as a 'code sharing' mechanism, which is so useful in programming, can also provide the basis for specification reuse.
Refinement relations can be established through class specialization.
A basic class specification can be augmented with more and more details, producing descriptions of the same entity at different levels of abstraction (top-down specification style). Starting from an initial solution satisfying some basic requirements, further properties can be imposed without violating those that have already been established (Rules for determining which form of inheritance leads to refinement and laws of refinement preservation are explicitly dealt with in Lano and Haughton [11] and other references [12, 13] .) This form of inheritance is sometimes called semantic inheritance, as opposed to the purely syntactic mechanism described above. 6. Object composition provides for bottom-up specification styles. The concept of composition is also known in the object-oriented literature as aggregation. This structuring technique corresponds to a 'part-of' relationship, which allows us to define the inner structure of a complex object in terms of smaller objects that work in cooperation provide the desired functionality. 7. Object orientation not only simplifies the actual writing of specifications but also can help in the formal reasoning stages. The inherent modularity of the object-oriented approach can be exploited to facilitate the construction of mathematical proofs. It is natural to think that what holds for a class must also hold for every subclass (reuse of proofs!), but this has to be carefully studied and formalized in conjunction with the inheritance mechanisms supported by the language. The same can be said about composition of objects and its implications on the proof system. What properties can be inferred from the properties of the components? It all depends on the type of compositionality and its formal definition. The question becomes particularly difficult when concurrency between components is involved.
(Jones [14] shows how the object-orientated paradigm provides a way of controlling interference and defining granularity that results in fewer and more tractable proof obligations.) Experience in the use of formal methods shows that the specification style determines considerably the amount of effort needed in the formal reasoning phase. Many specifiers structure their descriptions with a proof-oriented mind so that reasoning becomes easier. At later stages the specification can be refined to reflect more the real structure of the final implementation. The election of the adequate objects and classes is fundamental in this respect as they will constitute the basic units in the proof model. Static properties will usually involve only one class, whereas dynamic properties require reasoning about the combined behaviour of several classes. 8. An object-oriented formal method can be integrated smoothly in the whole development cycle. Many organizations have already adopted some of the current (informal) object-oriented analysis and design methodologies and have therefore become familiar with the paradigm. The introduction of a higher degree of formality would be much easier if specification languages were based on the same principles.
OVERVIEW OF OBJECT-ORIENTED FORMAL SPECIFICATION LANGUAGES
For our purposes, object-oriented specification languages are those which provide at least the three basic objectoriented features (i.e. objects, classes and inheritance) and are based on a semantic model that allows formal manipulation of the specification. The underlying model is usually a well known mathematical framework, such as algebra, first-order logic, temporal logic, set theory, etc. In many cases variations or mixtures of different formalisms are used. A summary of approaches and their formal basis is shown in Table 1 . Note that we have only considered languages whose primary purpose is formal specification. Certain objectoriented programming languages like Eiffel [15] and POOL [16] claim to offer specification capabilities, but since this is not their main objective we have not included them. Equally, popular object-oriented design methodologies such as Booch [17] and Rumbaugh et al. [18] cannot be strictly considered formal methods because they only provide informal notations.
We have classified object-oriented specification approaches in two main groups. The first one is formed by new languages that have been designed from inception following the paradigm. The second comprises approaches that are more or less based on well-established specification techniques.
New languages
Within the group of new languages we will concentrate first 779 A REVIEW O F OBJECT-ORIENTED APPROACHES I N FORMAL SPECIFICATION on a family of new techniques for the object-oriented specification of a particular kind of software systems, i.e. Information Systems (IS). The history of object orientation in IS development is quite long, there are plenty of (informal) requirement analysis techniques based on the object paradigm. The need for a higher degree of formality has now been widely recognized and a number of new specification languages have appeared.
Describing a complex dynamic IS may requires the modelling of some aspect of the real-world by storing information about entities, their relationships and the activities that change these relationships. The emphasis is on formally modelling a real-world phenomena and its environment. Since this is an area of research that has grown out of database analysis and design, there is a strong influence of abstract data type (ADT) theories. The ADT theory views objects as values. Every single object in the system is characterized by a unique identifier drawn from the carrier specified in the object class schema. [20] [21] [22] are good examples of current research in the area of formal description of IS. CSML has been developed at Vrije Universiteit Amsterdam. It is property-oriented (as opposed to model based) and allows the description of object classes using structural and behavioural specifications. Reasoning about both aspects is done separately, using standard equational logic. The language is supported by a development method [23] , based on the Jackson System Development. The language TROLL is very similar in scope and modelling power. However, It provides, a better integration of static and dynamic aspects into class specifications. It also allows the specification of temporal behaviour using built-in predicates for enabledness and occurrence of events, and temporal connectives. The concepts underlying the language are based on the work done in the IS-CORE (Information Systems-COrrectness and REusability) project, sponsored by the European Commission. EAM [24] is another language for IS formal specification. It couples ERC (an object-based EntityRelationship model) with the Abstract Machines approach.
CSML-Conceptual Model Specification Language [19]-and TROLL

Systems are described in terms of elementary machines, also called classes, which augment ERC entity and relationships types with invariants and behaviour modelling
The remaining approaches in this section can be broadly termed as languages for specification and design of distributed and/or reactive computer systems. The abstraction level of the descriptions generated with these languages is generally lower than the conceptual models developed with IS specification languages. Here, the intention is to describe the structure and behaviour required from a concrete, implementable system.
The group headed by Kurki-Suonio at Tampere University of Technology in Finland has been involved for some time in the development of DisCo-Distributed Cooperation [25, 26] -a language for the specification of concurrent and reactive systems. Apart from being object oriented, the approach is also characterized by its authors as action oriented [27] . What makes this technique different from others is that instead of describing the behaviour of individual objects, the specification focus on the joint actions that the objects are to accomplish in cooperation. The semantic model is state-oriented and permits the direct application of temporal logic for the specification of safety properties [28] .
The language COLD-Common Object-oriented Language for Design [29] -and its related methodology, SPRINT [30] , originated at Philips Research Laboratories in The Netherlands. They are the result of an effort to introduce formalism and rigour into current object-oriented design methods. The language offers good support for the specification of dynamic behaviour by allowing the use of different styles: axiomatic, pre-/post-conditions, algorithmic. However, it lacks some structuring features normally expected from an object-oriented language. This is due to the fact that COLD has been adapted to the object paradigm at a later stage.
The language MONDEL [31] , on the other hand, offers capabilities that make it truly formal and object-oriented. of Montreal in Canada. Although its intended areas of application are distributed systems and communication protocols [32] , the approach is general enough to be used in many other areas. The style of the specifications is essentially algorithmic, but there is also provision for declarative assertions. The language is executable and has formally defined semantics. A development methodology based on the Entity-Relationship model and a formal verification technique [33] using Coloured Petri Nets are also proposed in the MONDEL project. The area of real-time systems specification is the main target of the language ENVISAGER, developed by the GTE Laboratories and Arizona State University. Real-time systems are those which have to respond to external input stimuli within a finite and specified time. Adequate expression of timing constraints is therefore necessary for the specification of such systems. ENVISAGER [34] is an operational language and uses a variation of temporal logic for description of time varying properties of systems. Objects react to events and communicate through asynchronous message passing. Timing constraints specify the maximum, minimum or absolute time between two events of interest.
Incorporation of object orientation into existing languages
The second group of languages reviewed is formed by object-oriented dialects of well known formal description techniques. The language Z [35] has received a lot of attention (see Stepney et al. [36] for a survey), but other techniques such as Lotos [37] , Petri Nets [38] and VDM [39] have also been 'affected' by the object-oriented paradigm. Three different approaches are possible:
. Re-interpretation of the language by giving a set of guidelines that allow us to specify the system in an object-oriented fashion. The advantage of this approach is that proof systems and tool support available for the original languages can still be used. However, on the other hand, the extent to which they follow the objectoriented paradigm may be very limited.
. Extension of its syntax with additional constructs. The formal semantics of the new constructs are normally mapped to the semantics of the non object-oriented version (transformational semantics).
Full transformation into an object-oriented language.
This involves the definition of a new language based on its precursor, but not necessarily compatible with it. Syntax and semantics have to be redefined.
We will first look at object-oriented re-interpretations in the next subsection and continue with a review of proper extensions and modifications.
Object-oriented interpretations
The interpretation of formal languages in an object-oriented manner has been an active area of work in the formal methods group led by Cusack, at BT Labs, in the UK. This group developed a set theoretic model that incorporated the basic structural ideas of the object-oriented paradigm [40, 41] . In this basic model classes, inheritance and polymorphism are expressed in terms of partial specifications (class templates), instantiation rules, incremental modification of class templates and a preorder on the set of class templates which 'maps into' the set-theoretic inclusion hierarchy of classes. They claim that by identifying these four concepts in a target specification language, it is possible to interpret the language according to the paradigm. The model has subsequently been used to provide object-oriented interpretations of CSP [42] , Lotos [43] and Z [44, 45] . This work was later improved and formalized in the ISO Reference Model for Open Distributed Processing (ODP) [46] . Another approach to the object-oriented specification in Lotos is described in Mayr [47] . The behaviour of an object is specified as a Lotos process and gates are used to model the interfaces. Communicating objects can be specified as a parallel composition of processes. This contrasts with Black [48] who sets out an empirical formalism for a state-base specification entity called an object and then seeks its interpretation in Lotos. The difficult task of describing inheritance, a key concept in object-orientation, using Lotos constructs seems to be the main problem to overcome [49] .
The style proposed by Hall [50] consists of some conventions for writing an object-oriented specification using standard Z. Modelling of object states, use of object identities, expression of the state of the system in terms of the objects it contains and definition of operations in terms of single objects are some of the conventions proposed. Whysall and McDermid [51] describe another approach to specifying objects in Z which is particularly appropriate if the specifications are to be used for subsequent refinement and proof. Objects are described separately by so-called export and body specifications. The export specifications are algebraic in style and describe the overall behaviour of the object independent of the internal details. These export specifications can thus be used to reason about the behaviour of the object. The body specifications are model-oriented specifications of the constituents parts of each object, in particular their state and methods. These body specification are used as the basis for subsequent refinement.
Object-oriented versions
Out of all the object-oriented versions of Z, Object-Z [52, 53] is probably the most complete. It originated at the University of Queensland, in Australia, and now is being used in several projects elsewhere. In Object-Z, state and operation schemas are encapsulated into classes. The formal model is based upon the idea of a class history [54] ; a history is a sequential record of the operations, together with the underlying operation states, undergone by an object. A class is subsequently modelled by the set of all possible histories that an object of that class can undergo. By a simple extension of the Z type framework, it is possible to 781 A REVIEW O F OBJECT-ORIENTED APPROACHES I N FORMAL SPECIFICATION treat classes as types, and hence consider the declaration of variables of a class type.
The language OOST-Object-oriented Set-Theoretic [55, 56] -is another specification language similar to Z in that it is based on ZF set theory. OOST takes full account of the fundamental issues of concurrency, synchronization, communication and interference. A very important role is played by the special rule of historical inference, whereby only the minimal effect (change of state) need actually be specified for each possible event. The Relational Neutral Systems [57] gives a semantic model for the analysis of potential behaviour of OOST classes instances. This model, based on relationships between class events and state, provides a formal framework for the reasoning of overlapping occurrences of events.
In contrast to Object-Z and OOST, which keep the settheoretic semantic model, OOZE-Object-oriented Z Environment [58] -adopts a semantics based upon order sorted, hidden sorted algebra. They argue that reasoning about complex set-theoretic specifications is much more difficult than algebraic based ones. The model-based features of Z are maintained but the underlying model is different. This allows them to use the property proof facilities provided by their OBJ3 system [59] . Other Z versions are Z [60] and MooZ [61] . The semantic model of Z [62] is a combination of algebra, for classes and inheritance, and Z, for methods and objects. Special emphasis is placed on providing proof rules for inheritance as a way of expressing refinement.
Petri Nets are probably one of the most widely used specification techniques. Two object extensions have been found in the literature, LOOPN (Language for Objectoriented Petri Nets) [63] and CO-OPN (Concurrent Objectoriented Petri Nets) [64] . The former extends the capabilities of Coloured Petri Nets with some object-oriented features. The main innovation is the definition of token types and modules as classes, with inheritance and polymorphism facilities. The language has been used for specifying and simulating communication protocols. CO-OPN is a much more elaborate approach. Its inventors have combined a modular algebraic specification language to describe data types, and algebraic nets to specify object concurrent behaviour. The semantics of the model [65] is defined using the notion of, which gives a formal framework for specification refinement.
With respect to VDM, the only extension we are aware of is VDM [66] . This approach claims to provide the usual object-oriented modularity, as well as synchronization and parallelism. Its semantics are defined by mapping VDM constructs to the standard VDM syntax. There are still no formal rules to deal with concurrency and object constructs.
Finally, SDL [67] , the language used by the ITU (International Telecommunications Union) for the formal specification of telecommunication standards, has now been extended to encompass object-oriented notions. The new version, called SDL92 [68] , tries to keep changes to a minimum. The modifications introduced concentrate mainly on the provision of a generalization and specialization mechanism for both block and process constructs. A much clearer distinction is also made between type definitions and their instantiation.
FINAL REMARKS
The review presented in the previous section certainly gives us an idea of the amount of research that is currently being done on the combination of formal methods and objectorientation. However, are object-oriented formal languages any better that conventional ones? It is not easy to answer this question since the majority of the approaches reviewed are still very much under development and there is not much experience in their practical use. There is, however, little doubt among formal methods researchers and practitioners that object-orientation adds a new dimension to their models, bringing them closer to 'real world'. At this point, we should not forget that a trade-off exists between the number of features provided by a language and the ability to manipulate mathematically the specifications produced with it. The adoption of the object paradigm brings powerful abstraction and structuring mechanisms but at the same time creates some additional problems. Classes, inheritance, composition and other usual constructs need to be formally defined and integrated within the semantic model of the language if we want to use them in a truly formal methodology. This represents a major challenge for the language designers.
The popularity of the object-oriented paradigm itself can be also a source of potential problems. The number of interpretations and the ever increasing and sometimes contradictory terminology makes it difficult to integrate or even compare different approaches. Attempts to introduce formalism into the paradigm have often been hindered by this anarchy of terms and concepts. Although standardization communities and other international initiatives are working on the provision of agreed formal definitions, the diversity of views and models is still an ongoing problem.
