NET. For successful completing of works' part on target languages subsets parser and interpreter development it's ought to use already existing solutions, namely parser creating tools. Among the most popular tools ANTLR, lex + yacc, bison and so on can be marked. Each solution has it's advantages and disadvantages. But it was decided, that from them all namely ANTLR mostly satisfies our needs, because it:  has convenient and understandable syntax for describing parsing rules, which is send to the program input;  on the output it generates classes for lexical parsing an AST-tree constructing and walking through on high-level language, role of which can play Java, C++ and, what's the most important, C# (most of other instruments generate code on C/C++/Java);  has special development and debug environment ANTLRWorks -multi-windowed editor, which supports rules syntax highlighting, autocompletion, visual displaying of grammacy, which is built in real time during text input, debugger, refactoring tools etc.
Language elements extracting Syntax elements of describing languages can be divided into groups:  insignificant syntax elements -that is comments and whitespace;  declarative -which declare program objects;  executable -statements, that will be executed during the program running. In the target languages they are placed in functions', procedures' and main program's (in Pascal) bodies.
Within the problems set before us, declarations of the following objects may be included into the declarative group: variables, constants, arrays, subroutines. Declarations of variables and constants may be nested into subroutines. Also the declaration of header object -program in Pascal and the main static class in Java -may be classified as declarative object.
The following kinds of statements will belong to executable: Now implementation of target languages subsets consists of describing above-stated language elements in ANTLR syntax. According to this description a set of classes on the selected language (C# in our case) for lexical parsing source code on Pascal language and algorithm tree constructing is generated. After analogical describing of C and Java language grammacy we'll get an ability to create trees with same structure from the source codes of different languages.
For tree walking a special class Walker is used. In environment which is developed it will provide interaction and data exchange between interpreter and other program components on the base of events subscribing and handling mechanism. For example calculation of exchanges quantity in statistics processing unit can be implemented by subscribing on the event Swap, animation of comparings -subscribing on the event Comparing.
From the above-stated the conclusion can be made, that chosen way of extracted programming languages subsets implementation provides uniformed processing of program structural trees, and the most rational and flexible architectural construction of the project. In perspective it will give an ability to extend supported languages subsets and include new imperative languages to their number in way of describing their syntax by the shown scheme. To it's users multilingual environment also gives an ability as visually compare and learn rapidly syntax and semantics of different programming languages, so develop skills of algorithmic thinking, not fixed on the features of concrete language.
