Käyttöliittymäkomponenttikirjasto Flash Lite -mobiilisovellusten tuotantoon by Lehto, Tommi
1 
 
Metropolia Ammattikorkeakoulu 
Mediatekniikan koulutusohjelma 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 Tommi Lehto 
 
Käyttöliittymäkomponenttikirjasto Flash Lite 
-mobiilisovellusten tuotantoon  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Insinöörityö 8.5.2009 
 
Ohjaaja:  toimitusjohtaja Markus Liljestrand 
Ohjaava opettaja:  yliopettaja Petri Vesikivi 
 
2 
 
Metropolia Ammattikorkeakoulu Insinöörityön tiivistelmä 
 
Tekijä 
Otsikko 
 
Sivumäärä 
Aika 
Tommi Lehto 
Käyttöliittymäkomponenttikirjasto Flash Lite -mobiilisovellusten 
tuotantoon 
60 sivua 
8.5.2009 
Koulutusohjelma mediatekniikka 
Tutkinto insinööri (AMK) 
Ohjaaja 
Ohjaava opettaja 
toimitusjohtaja Markus Liljestrand 
yliopettaja Petri Vesikivi 
 
Insinöörityön tavoitteena oli yksinkertaistaa Flash Lite -mobiilisovellusten kehitysprosessia 
luomalla helppokäyttöisiä, ulkoasultaan räätälöitäviä käyttöliittymäkomponentteja, joiden 
käyttämiseen ei tarvitsisi aiempaa kokemusta Flash Lite -ohjelmistokehityksestä. Toimeksi-
annon taustalla oli Flash Lite -ohjelmointitaitoisen työvoiman tarve, jota haluttiin lievittää 
työnkuvaa yksinkertaistamalla. Samalla toivottiin myös selvitystä mahdollisuuksista tehostaa 
ja laajentaa mobiilisovellusten jakelua. 
 
Käyttöliittymäkomponenttien suunnittelussa kiinnitettiin erityisesti huomiota itse komponent-
tien ja niistä koostettavien mobiilisovellusten käytettävyyteen. Komponenttien käyttö ja nii-
den ulkoasun räätälöiminen suunniteltiin mahdollisimman yhdenmukaiseksi Flash-sovelluske-
hittimen luontaisen graafisen työnkulun kanssa sovellusten koostamiseen tarvittavan ohjelma-
koodin määrän minimoimiseksi. 
 
Flash Lite -mobiilisovellusten jakelun laajentamista varten tutkittiin eri matkapuhelinalustoja 
käyttävistä, Flash Lite -yhteensopivista matka- ja älypuhelimista muodostuvia yhtenäisiä lai-
teryhmiä ja niiden jakelulle asettamia vaatimuksia. Jakelun tehokkuutta eri mobiililaiteryhmil-
le arvioitiin käytettävän jakeluformaatin, jakeluprosessin käytettävyyden ja laitteiden luku-
määrän perusteella. 
 
Insinöörityön tuloksena syntyi kuudesta yleiskäyttöisestä käyttöliittymäkomponentista koos-
tuva komponenttikirjasto Flash Lite -mobiilisovellusten koostamiseen. Komponentit sisältävät 
suuren osan sovellusten toiminnallisuudesta, mikä vähentää ohjelmoinnin tarvetta ja ehkäisee 
virheiden muodostumista. Niistä voi koostaa nopeasti räätälöityjä, internetyhteyden kautta 
teksti- ja videosisältöä esittäviä mobiilisovelluksia. Soveltuvia matkapuhelinryhmiä, joihin 
sovellusten jakelua olisi voinut laajentaa, ei selvityksessä löytynyt, mutta insinöörityön aikana 
julkistetulla kansainvälisestikin hyvin merkittävällä mobiilisovellusten jakelukanavalla ja 
Flash Lite -sovellusten kehitystä nopeuttavalla alustaratkaisulla voi olla lähitulevaisuudessa 
huomattava vaikutus Flash Lite -mobiilisovellusten jakelussa. 
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The Thesis aimed at simplification of the development process of Flash Lite mobile 
applications by creating customizable user interface components that are easy to use and do 
not require any prior knowledge of Flash Lite application development. The purpose of the 
assignment was to relieve the demand of capable Flash Lite developers by simplifying the 
job description. There was also a need to investigate possibilities for expanding and 
optimizing the distribution of mobile applications. 
 
The design of the user interface components was focused on the usability of the 
components and of the application developed with them. The use and customization of the 
components was designed to be consistent with the graphical workflow of the Flash 
integrated development environment in order to minimize the amount of code required to 
compose applications. 
 
To expand the distribution of Flash Lite applications, various homogenous device sets and 
their requirements on the distribution were studied. The device sets consisted of Flash Lite 
compatible mobile and smart phones using the same mobile platform. The efficiency of 
distribution to various device sets was evaluated on ground of distribution file format, 
usability of distribution process and number of targeted devices. 
 
The Thesis resulted in a component library of six universal user interface components for 
composition of Flash Lite mobile applications. The components contain most of the 
applications’ features, which reduces the need for coding and thus prevents errors. The 
library can be used for rapid development of customized mobile applications that display 
videos and textual data over the internet connection. The study to expand the distribution of 
mobile applications revealed no prominent device sets to pursue. On the other hand, there 
were two announcements made during the Thesis that could have a significant impact on 
the distribution of Flash Lite mobile applications in the near future: an internationally 
significant distribution channel and a platform solution that could accelerate the evolution 
of Flash Lite applications were announced. 
Keywords mobile user interface, user interface component, Flash Lite, mobile 
application 
4 
 
Sisällys 
 
Tiivistelmä 
Abstract 
Sanasto 
1  Johdanto 6 
2  Sisältöpalveluja matkapuhelimeen 7 
2.1  Sovellusten palvelukonsepti 7 
2.2  Sovelluksen toimintaympäristö 8 
2.2.1  Esityskerros 8 
2.2.2  Palvelinkerros 11 
2.3  Työn tavoitteet 12 
3  Flash Lite -sovellusten jakelu 14 
3.1  Flash Lite -sovellukset mobiililaitteessa 14 
3.2  Sovellusten jakelu suoraan mobiililaitteeseen 15 
3.3  Johtopäätökset 17 
4  Komponenttien avaintoiminnallisuus 19 
4.1  Komponentit ohjelmistokehityksessä 19 
4.2  Uudelleenkäytettäviksi sopivat kokonaisuudet 21 
5  Käyttöliittymäkomponenttien suunnittelu 23 
5.1  Tuotannolliset lähtökohdat 23 
5.2  Mobiilikäyttöliittymäsuunnittelu 26 
5.3  Komponentit 29 
5.3.1  Ulkoasu 30 
5.3.2  Toiminnallisuus 33 
6  Komponenttikirjaston käyttö 48 
7  Yhteenveto 55 
Lähteet 57 
5 
 
Sanasto 
 
AS  ActionScript-tiedosto 
CAB  Windows Mobile -sovellusten jakelutiedosto 
FLA  Flash-sovelluskehittimen projektitiedosto 
JAR  Java Archive, Java ME -sovellusten jakelutiedosto 
NFL Nokia Flash Lite, Flash Lite -sovelluksen jakelutiedosto 
uudemmille Series 40 -matkapuhelimille 
S60  Nokian käyttämä älypuhelinalusta 
Series 40  Nokian käyttämä matkapuhelinalusta 
SISX Symbian Installer Source, Symbian-sovellusten 
jakelutiedosto 
SWF  Shock Wave Flash, Flash-sovellustiedosto 
WGZ WRT-sovellusten jakelutiedosto 
WRT Web Run Time, Nokian uudemmille S60-älypuhelimille 
kehitetty internetsovellusalusta 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
6 
 
1  Johdanto 
 
Matkapuhelimen käyttäjille on jo vuosia tarjottu erilaisia sisältöpalveluja. Maksullisten 
WAP-sivustojen ja tekstiviestipalvelujen kautta on voinut ladata matkapuhelimeen 
muun muassa pelejä, soittoääniä ja taustakuvia, mutta tietokoneen käyttäjille suunnattu-
jen kehittyneiden internetpalvelujen kaltaiset mobiilipalvelut ovat vielä harvassa. Esi-
merkiksi laajan suosion saavuttaneet yhteisölliset palvelut ovat usein liian laajoja mat-
kapuhelimen pieneltä näytöltä käytettäväksi. Niissä käytetään myös paljon matkapuheli-
men selaimelle tuntemattomia sisältötyyppejä, joiden käyttö ei ole vielä mahdollista 
heikkotehoisemmilla prosessoreilla. 
 
Viimeisen kahden tai kolmen vuoden aikana matkapuhelinvalmistajat ovat suunnanneet 
yhä enemmän resursseja matkapuhelimilla käytettäviin sisältöpalveluihin [1], sillä nii-
den ennustetaan lähivuosina kasvavan miljardiluokan bisnekseksi. Intenetin käyttö mo-
biililaitteilla on joka tapauksessa kasvattamassa suosiotaan. Etenkin kehittyvissä maissa 
matkapuhelin tulee olemaan useimmille ainoa keino tutustua internetin sisältötarjontaan. 
[2.] 
 
Insinöörityön tilaaja, työnantajani Crenet Innovations Oy, kehittää räätälöityjä mobiili-
sovelluksia, joiden kautta voi tarjota käyttäjille reaaliaikaista sisältöä matkapuhelimeen. 
Sovellukset mahdollistavat esimerkiksi internetissä levitettävän sisällön esittämisen tii-
vistetysti samassa paikassa, mikä nopeuttaa ja yksinkertaistaa tiedonhakua ja tarjoaa yri-
tyksille ja yhteisöille kanavan asiakaskuntansa tavoittamiseen mobiilisti. 
 
Insinöörityön tavoitteena on ottaa käyttöön päivitettyä, yhä laajemmassa käytössä ole-
vaa teknologiaa, joka parantaa sovellusten käytettävyyttä ja laajentaa niiden sisältötar-
jontaa. Samalla sovelluskehitysprosessia halutaan yksinkertaistaa, jotta sovellusten ke-
hitystyötä voisi siirtää enemmän graafisesti suuntautuneille henkilöille. Lisäksi halutaan 
lyhyt selvitys sovellusten jakelun laajentamisen mahdollisuuksista uusille matkapuhe-
linalustoille tai -merkeille ja mahdollisuuksista tehostaa sovellusten jakelua jo tuetuille 
puhelinmalleille. 
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2  Sisältöpalveluja matkapuhelimeen 
 
2.1  Sovellusten palvelukonsepti 
 
Crenet Innovations Oy toteuttaa räätälöityjä mobiilipalveluja yritys- ja yksityiskäyttöön. 
Yritys on suuntautunut erityisesti mobiili-internetsovelluksiin – sovelluksiin, jotka si-
jaitsevat matkapuhelimessa ja hakevat sisältönsä internetistä. Useimmat matkapuhelin-
mallit soveltuvat huonosti internetpalveluiden käyttämiseen pienen näyttönsä takia. Yhä 
useammin palveluista on tarjolla myös mobiilikäyttöön räätälöity versio, mutta niiden 
toiminnallisuus on vielä rajoitettua ja sisältö suppeaa. Crenetin mobiilisovellukset tarjo-
avat houkuttelevamman tavan tarjota internetpalveluja mobiilikäyttäjille. Sovelluksissa 
käytetty teknologia mahdollistaa internetpalveluiden kautta ladatun sisällön esittämisen 
hallittuna kokonaisuutena mobiililaitteessa. Käyttöliittymän vektorigrafiikalla toteutetut 
graafiset elementit antavat sovelluksille laadukkaan leiman, johon kaikki mobiili-inter-
netin käyttäjät eivät vielä ole tottuneet. 
 
Koska sovellukset sijaitsevat puhelimessa, käyttöliittymän graafisia elementtejä ei tar-
vitse ladata joka käyttökerralla uudelleen internetistä, kuten selaimella käytettävässä 
palvelussa. Verkkoyhteyttä käytetään ainoastaan sisällön lataamiseen, mikä vähentää 
ladattavan tiedon määrää ja nopeuttaa palvelun käyttöä. Sovellusten sisältö voi olla 
tekstiä, kuvia, animaatiota, ääntä tai videota. Yleisin sisältö on kuitenkin tekstiä, sillä se 
on tiedonsiirtonopeuden kannalta edullista pienen tiedostokokonsa ansiosta. 
 
Kuluttajat ovat tottuneet maksuttomiin internetpalveluihin, ja mobiili-internetsovelluk-
set eivät ole poikkeus. Sovellukset tilataan ja ladataan internetistä, joten kuluttaja odot-
taa sovelluksen olevan ilmainen. Crenet pyrkii ensisijaisesti tuottamaan maksuttomia 
sovelluksia, jotka rahoitetaan myymällä sovelluksessa olevia mainospaikkoja. Tällöin 
käyttäjä maksaa ainoastaan sovelluksen käytöstä aiheutuvat tiedonsiirtokulut matkapu-
helinliittymänsä sopimuksen mukaan. 
 
Mobiililaitteiden rajoitteet tuovat haasteita mobiilisovellusten suunnitteluun ja kehityk-
seen: muistia ja prosessointitehoa on rajallisesti, näytöt ovat pieniä ja tiedonsiirto voi ol-
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la hidasta. Siksi palvelujen raskaammat prosessit kannattaa ulkoistaa palvelimelle, jotta 
ne eivät kuormita laitteita liikaa. Hyvä esimerkki tällaisesta tehtävänjaosta on suosittu 
Opera Mini -internetselain, joka käyttää palvelinteknologiaa apuna internetsivujen haus-
sa ja muokkaamisessa mobiililaitteille sopivampaan muotoon [3]. 
 
Crenetin mobiilipalveluiden toiminnallisuus on jaettu asiakas-palvelinarkkitehtuurin 
mukaisesti asiakasovellukseen, joka sijaitsee mobiililaitteella, ja palvelimella sijaitse-
vaan palvelinsovellukseen. Mobiililaitteelle asennettu asiakassovellus toimii palvelun 
esityskerroksena. Se sisältää palvelun käyttöliittymän, jonka kautta palvelussa navigoi-
daan ja jossa sen sisältö esitetään. Loppukäyttäjä näkee sovelluksesta pelkän esitysker-
roksen – sillä on siis palvelun tärkein tehtävä. Palvelimen tehtävänä on päivittää palve-
lun sisältöä internetistä ja tarjoilla sitä asiakassovelluksille. Palvelun sisällönhallinnan 
ulkoistaminen palvelimelle vähentää kuormitusta mobiililaitteella ja nopeuttaa sovelluk-
sen toimintaa. 
 
2.2  Sovelluksen toimintaympäristö 
 
2.2.1  Esityskerros 
 
Asiakassovellukset on toteutettu Adoben Flash Lite -alustalle, joka on mobiililaitteille 
optimoitu versio suositusta Flash-teknologiasta. Flash Lite -sovellusten kehittäminen on 
nopeampaa kuin perinteinen ohjelmistokehitys, mutta sovellukset ovat myös paljon yk-
sinkertaisempia. Flash Lite -sovelluksissa ei kuitenkaan pysty hyödyntämään käyttöjär-
jestelmätason ohjelmointirajapintoja, joita käytetään esimerkiksi tiedostojen tallentami-
seen. Rajoitusten takia Flash Lite -sovellukset häviävät toiminnallisuudessa muille mo-
biiliohjelmistoteknologioille. Flash-alustan vahvuuksia ovatkin ehdottomasti sovellus-
kehityksen yksinkertaisuus ja sen graafiset ominaisuudet: tuki vektorigrafiikalle ja ani-
maatiot. 
 
Flash Lite -alustasta on olemassa kuusi eri versiota: Flash Lite 1.0, Flash Lite 1.1, Flash 
Lite 2.0, Flash Lite 2.1, Flash Lite 3.0 ja Flash Lite 3.1. Versioiden väliset erot ovat 
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melko pieniä, mutta uudet versiot tuovat aina muutamia uusia hyödyllisiä ominaisuuksi-
a. Poikkeuksena mainittakoon Macromedia Flash Player 7:ään perustuva Flash Lite 2.0, 
joka tuo huomattavia parannuksia Macromedia Flash Player 4:ään perustuvaan Flash 
Lite 1.1 -versioon. Yhtenä merkittävimmistä parannuksista mainittakoon mahdollisuus 
käyttää ActionScript 2.0 -olio-ohjelmointikieltä, joka mahdollistaa ensimmäistä kertaa 
todellisen ohjelmistokehityksen Flash Lite -alustalla. Kaikki Flash Lite -versiot ovat 
kuitenkin keskenään taaksepäin yhteensopivia, eli vanhemmille versioille kehitetyt so-
vellukset toimivat myös uudemmissa versioissa. [4; 5.] 
 
Crenetin sovellukset on suunniteltu Nokian puhelinmalleille, joiden Flash Lite -versiot 
vaihtelevat vanhempien laitteiden versiosta 1.1 uusimman laitteen versioon 3.1 [6]. 
Mahdollisimman laajan asiakasryhmän saavuttamiseksi suurin osa sovelluksista on ke-
hitetty Flash Lite 1.1 -yhteensopivaksi, jolloin ne toimivat lähes kaikissa Suomessa 
myytävissä malleissa. Muiden valmistajien puhelinmalleja ei ole suoraan tuettu, vaikka 
on hyvin mahdollista, että sovellukset toimisivat useimmissa Flash Lite -yhteensopivis-
sa laitteissa. Vaikka Suomen mittakaavassa Nokian puhelinmallit hallitsevat ylivoimai-
sesti mobiililaitemarkkinoita, tavoitteena on silti ollut laajentaa kohderyhmää muihin 
merkkeihin mahdollisuuksien mukaan. 
 
Nykyaikaisten internetpalvelujen ulkoasu on jalostunut nopeasti Flash- ja AJAX-tekno-
logioiden myötä. Widgetit ja sovellukset sisältävät paljon kolmiulotteisuutta ja kiiltoa, 
mutta bittikartoista tehtyjen graafisten elementtien heikkoutena on huono skaalattavuus, 
sillä elementtejä suurennettaessa ne pikselöityvät ja illuusio katoaa. Mobiilaitteiden pie-
ni näyttö pakottaa suunnittelijat käyttämään koko näyttöalan hyväkseen, jolloin käyttö-
liittymältä vaaditaan mukautumista eri näyttökokoihin ja kuvasuhteisiin. Ongelma on 
ratkaistu perinteisesti tekemällä versio mahdollisimman monelle eri näytölle. Flash Lite 
tarjoaa kuitenkin toisenlaisen ratkaisun ongelmaan: Vektorigrafiikka skaalautuu mihin 
tahansa kokoon säilyttäen tarkkuutensa näytön kuvanlaadusta riippuen, ja sillä voi to-
teuttaa melko yksinkertaisesti laadukkaan näköisiä graafisia elementtejä. Suunnittele-
malla elementtien koot oikein voidaan saavuttaa tyydyttäviä tuloksia lähes kaikilla näy-
töillä. Tästä syystä Crenetissä on suosittu vektorigrafiikan käyttöä, sillä se on mahdollis-
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tanut eri sovellusversioiden vähentämisen kuudesta yhteen, mikä on lyhentänyt sovel-
lusten kehitysaikoja huomattavasti.  
 
Asiakassovellus koostuu yhdestä SWF-tiedostosta, joka sisältää sovelluksen käyttöliit-
tymän ja kaiken sen tarvitseman toiminnallisuuden. Sovelluksissa ei yleensä ole käytet-
ty staattista sisältöä, vaan se on ladattu palvelimelta sovelluksen käynnistyessä. Sovel-
lusten rakenne muistuttaa puurakennetta, jossa sisältö on jaettu kategorioihin ja alakate-
gorioihin. Se on toteutettu aikajanalla, jonka jokainen avainruutu vastaa yhtä sovelluk-
sen näkymistä. Käyttöliittymän graafiset elementit ja toiminnallisuus on jaettu aikajanan 
eri tasoille selkeyttämään sovelluksen rakennetta. Sovellusten toiminta on pyritty toteut-
tamaan samalla tavalla kuin Nokian puhelinten käyttöliittymässä, jotta niiden käyttämi-
seen ei tarvittaisi käyttöohjetta. Käyttökokemus on pyritty koostamaan molempien 
Nokian käyttämien puhelinalustojen, S60 ja Series 40, yhteisistä ominaisuuksista. S60 
on Nokian käyttämä älypuhelinalusta ja Series 40 matkapuhelinalusta.  
 
Flash Lite -alustan ominaisuudet ja toiminnot vaihtelevat laitekohtaisesti, sillä osa alus-
tan laitekohtaisista toiminnoista on valinnaisia, ja on laitevalmistajan päätettävissä, an-
taako se alustalle oikeuden käyttää tarvittavia ohjelmointirajapintoja. Flash Lite -sovel-
lusten käytössä oleva muistin määrä on yksi laitekohtaisista ominaisuuksista. Nokian 
puhelimissa Flash Lite -sovelluksen käytettävissä olevan muistin määrä ”Heap Size” 
vaihtelee Adobe Device Central CS3 -ohjelmiston laiteprofiilien mukaan yhdestä mega-
tavusta noin neljään megatavuun. Käytettävän muistin määrän lähetessä ylärajaa sovel-
luksen käyttöliittymän osia voi jäädä piirtymättä näytölle tai sovellus alkaa hidastua ja 
lopulta kaatuu. Nykystandardeilla mitattuna yksi megatavu on häviävän pieni määrä, 
mutta useimmat Crenetin sovellukset eivät tarvitse koko määrää. Rajoituksiin on ollut 
pakko sopeutua. 
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2.2.2  Palvelinkerros 
 
Mobiilipalveluja ylläpitävät palvelinsovellukset on toteutettu PHP-MySQL-ympäristös-
sä. Niiden tehtävänä on ylläpitää mobiilipalveluja ja keventää sisällön käsittelystä ai-
heutuvaa prosessointitaakkaa mobiililaitteella. Niitä on käytetty esimerkiksi tilaustieto-
jen tarkistukseen ja palvelujen sisällön päivittämiseen yhteistyökumppaneiden internet-
palveluista. Sisällön päivitys on automatisoitua – se on muokattu sopivaan muotoon ja 
tallennettu asiakassovellusten käytettäväksi. Tällöin sisältöä ei ole tarvinnut hakea joka 
pyynnöllä uudelleen, mikä on nopeuttanut asiakassovellusten tiedonhakuaikoja ja pie-
nentänyt kuormitusta palvelimilla. Mobiilisovellusten jakamisella kahteen osaan on saa-
vutettu myös joustavuutta palveluiden ylläpitoon: Mobiililaitteissa sijaitsevia sovelluk-
sia ei voi päivittää automaattisesti, mutta palvelinkerrokseen tehdyt päivitykset astuvat 
voimaan välittömästi. Tästä johtuen mahdollisimman suuri osa palvelujen toiminnalli-
suudesta on pyritty toteuttamaan palvelinkerroksessa. 
 
Suurin osa palveluiden sisällöstä on ollut joko tekstiä tai teksti- ja numeromuotoista 
dataa, kuten säätietoja. Keskimääräisen sovelluksen koko sisällön siirtäminen palveli-
melta mobiililaitteeseen on vienyt keskimäärin vain 25 kilotavua, mikä on vain murto-
osa tavallisen internetsivun koosta. Tekstimuotoisella sisällöllä onkin hyvä hyötysuhde. 
Se on kuitenkin melko tylsää sisältöä, vaikka sen esittämistä voi elävöittää graafisilla 
elementeillä. Osassa sovelluksista on käytetty myös videosisältöä, jolla on potentiaalia 
houkutella lisää käyttäjiä, mutta sen sujuvaan katseluun tarvitaan nopeampaa tiedonsiir-
toyhteyttä. Yrityksessä onkin jo harkittu oman striimauspalvelimen vuokraamista video-
sisällön tarjoamista varten. Striimattavan videon latautumista ei tarvitse odottaa niin 
kauan kuin muilla siirtotavoilla, ja se onkin ainoa järkevä tapa tarjota videosisältöä mo-
biililaitteisiin. 
 
Sisältödata on siirretty palvelimelta asiakassovelluksiin nimi-arvopareina, joissa jokai-
nen tietue vastaa yhtä String-tyypin (teksti) muuttujaa. Flash Lite 1.1 -sovelluksissa ei 
voi käyttää muita muuttujatyyppejä. Koska taulukkomuuttujia ei voi käyttää, taulukko-
muotoista sisältöä, kuten esimerkiksi listoja, on simuloitu tallentamalla jokainen taulu-
kon solu juoksevalla muuttujanimellä: solu1, solu2 jne. Tämä on kuitenkin vain yksi 
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esimerkki siitä, kuinka Flash Lite 1.1 -alustan rajoitteita on kierretty tietyn toiminnalli-
suuden aikaansaamiseksi. 
 
2.3  Työn tavoitteet 
 
Sovelluskehitysprosessin yksinkertaistaminen 
 
Personoidut ja räätälöidyt mobiilisovellukset eroavat toisistaan ulkonäöltään, rakenteel-
taan ja joskus myös toiminnallisuudeltaan. Vaikka Flash-ympäristö mahdollistaa nope-
amman sovelluskehityssyklin kuin kilpailevat mobiiliteknologiat, sovellusten tuotantoa 
halutaan tehostaa entisestään. Tavoitteena on tuottaa useampia sovelluksia nopeammin 
tarvitsematta palkata lisää henkilökuntaa. Sovellusten käyttöliittymän koostamista ha-
luttaisiin siirtää enemmän graafisesti suuntautuneille työntekijöille, jotta ohjelmoijille 
tulisi enemmän aikaa tehdä sovelluksen teknistä toiminnallisuutta ja palvelinohjelmoin-
tia. Crenetissä uskotaan, että yleiset käyttöliittymäkomponentit voisivat olla hyödyllisin 
tapa parantaa tuotantotehokkuutta, mutta samalla halutaan säilyttää mahdollisimman 
suuri vapaus sovelluksen ulkonäön muokkaamisessa. 
 
Houkuttelevampaa sisältöä 
 
Crenet saa asiakkailtaan yhä enemmän tiedusteluja muun muassa videosisällön esityk-
sen mahdollisuuksista mobiilisovelluksissa. Tällä hetkellä videoita ei toisteta sovelluk-
sessa, vaan sovellus käynnistää puhelimen oletusvideotoistimen, joka lataa videon ja 
toistaa sen. Tämä ratkaisu on kuitenkin ongelmallinen, koska joissakin puhelimissa pi-
tää käynnistää internetselain, joka puolestaan käynnistää videotoistimen, ja joissakin 
käynnistetään videotoistin suoraan. Käytännössä puhelinmallien erot pitää tietää, jotta 
voi käyttää oikeaa menetelmää, ja silti on mahdollista, että videon lataus ei onnistu. Li-
säksi sovelluksesta poistuminen videon esittämisen ajaksi ei edusta hyvää käytettävyyt-
tä, ja joissakin puhelimissa Flash Lite -sovellus sulkeutuu, kun videotoistin aukeaa. 
Crenet haluaa sovellukseensa sisäänrakennetun videotoistimen, jolla on mahdollista 
toistaa ainakin lyhyitä videoleikkeitä poistumatta sovelluksesta. 
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Sovellusten jakelun yhtenäistäminen 
 
Sovellusten latausmäärien perusteella voidaan sanoa, että sovelluksen maksullisuus vä-
hentää merkittävästi latausten määrää, mutta suuri osa sovelluksen ladanneista ei silti 
koskaan aloita sovelluksen käyttöä. On epäilty, että sovelluksen asennus ja käyttöönotto 
on käyttäjille liian hankalaa, joten sovelluksen jakelutapoihin tulee kiinnittää erityistä 
huomiota. Sovelluksen käyttäjän kannalta tilaus-, asennus- ja käyttöönottotoimenpitees-
sä on liikaa vaiheita ja kompastuskiviä. Crenetin tavoitteena on, että suurin osa sovel-
luksen tilanneista myös ottaisi sovelluksen käyttöönsä ainakin lyhyeksi ajaksi. Koska 
sovelluksen lataus, asennus ja käyttö on eri puhelinmalleilla erilainen tapahtuma, täytyy 
kaikkien tarjolla olevien jakelutapojen joukosta löytää käyttäjäystävällisimmät vaihto-
ehdot. Lisäksi täytyy ottaa huomioon käytettävien jakelutapojen määrä, koska tuotanto-
tehokkuus ei saa kärsiä liikaa. Käytettäviä jakelutapoja pitää siis olla mahdollisimman 
vähän. 
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3  Flash Lite -sovellusten jakelu 
 
3.1  Flash Lite -sovellukset mobiililaitteessa 
 
Matkapuhelimissa Flash Lite -sisältö on rinnastettavissa mediasisältöön: sillä ei ole mo-
biilisovelluksen ominaisuuksia. Mobiilisovelluksen tunnistaa matkapuhelimen käyttö-
liittymässä sovelluskohtaisesta kuvakkeesta ja nimestä, kun sisältötiedostoilla on aina 
formaattikohtainen kuvake ja tiedostonimi. Mobiilisovelluksilla on myös standardoitu 
asennusprosessi, ja ne tallentuvat yleensä samaan paikkaan erilleen muusta sisällöstä. 
Koska Flash Lite -sovellustiedostolla, SWF-tiedostolla, ei ole näitä ominaisuuksia, se 
tallentuu mobiililaitteissa yleensä johonkin käyttöliittymän sisältökansioista. 
 
Jotta Flash Lite -sovelluksista saataisiin sovellusmaisempia, ne on pyritty paketoimaan 
mobiilialustakohtaisiin jakelutiedostoihin aivan kuten tavalliset mobiilisovellukset. Ja-
kelutiedostoon paketoitu Flash Lite -sovellus ei eroa ulkoisesti muista sovelluksista, 
mutta joihinkin jakelutiedostoihin pitää lisätä erillinen apuohjelma, joka käynnistää 
Flash Lite -sovelluksen [7]. Sovellusmaisuudesta on selkeitä etuja käytettävyyden kan-
nalta: standardoitu asennusprosessi tallentaa sovellukset aina samaan paikkaan, josta ne 
löytyvät helposti sovelluskohtaisen kuvakkeen ja nimen avulla [8]. Useimmissa Nokian 
puhelinmalleissa sovelluksen voi myös siirtää puhelimen valmiusnäkymään pikavalin-
naksi. Kaikille mobiilialustoille ei kuitenkaan ole olemassa Flash Lite -sovellusten jake-
luun soveltuvaa jakelutiedostoa. Se ei ole jakelun este, mutta vaihtoehtoiset jakelutavat 
ovat usein liian monimutkaisia tai ne heikentävät liikaa sovelluksen käytettävyyttä. 
 
Vaihtoehtoisesti Flash Lite -sovelluksen voi upottaa myös internetsivulle mobiililaitteen 
selaimella käytettäväksi WWW-sovellukseksi. Valtaosa WWW-sovelluksilla tavoitetta-
vista mobiililaitteista on uudempia Flash Lite 3.0:lla tai 3.1:llä varustettuja älypuhelimi-
a, joissa on tavallista mobiiliselainta kehittyneempi internetselain [9, s. 1]. Internetsivul-
le upotetun Flash Lite -sovelluksen etuna on sen päivitettävyys: sovelluksen voi päivit-
tää milloin tahansa, ja päivitykset astuvat voimaan heti. Mobiililaitteelle ladatun sovel-
luksen päivittämiseksi sovellus pitää ladata laitteeseen uudelleen. Toisaalta WWW-so-
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velluksen käyttö kuormittaa enemmän laitteen datayhteyttä, koska sovellus pitää ladata 
palvelimelta jokaisella käyttökerralla uudelleen. 
 
3.2  Sovellusten jakelu suoraan mobiililaitteeseen 
 
Flash Lite -sovellusten jakelun mobiililaitteisiin voi järjestää usealla eri tavalla. Sovel-
luksen voi ladata tietokoneelle ja asentaa mobiililaitteeseen esimerkiksi Bluetooth-yh-
teyden kautta [10]. Sen voi myös lähettää suoraan laitteeseen sähköpostiviestin liitteenä 
tai multimediaviestissä (MMS) [10]. Crenetissä toimivan jakelun lähtökohtana on pidet-
ty sitä, että sovellukset voidaan ladata esteettä suoraan mobiililaitteeseen ilman tietoko-
netta. Multimedia- tai sähköpostiviestitse jakelua ei ole pidetty järkevänä, koska monet 
matkapuhelimen käyttäjät eivät ota näitä palveluja käyttöön puhelimessaan. Sovellusten 
jakelu on järjestetty mieluummin Over-the-air-jakeluna (OTA) matkapuhelimen verkko-
yhteyden kautta. OTA-jakelussa sovellustiedosto ladataan palvelimelta suoraan mobiili-
laitteeseen laitteen selaimella [10], mitä varten sovelluksen tilaajalle pitää toimittaa tie-
doston URL-latausosoite. Mobiilisivuston kautta tilattujen sovellusten lataus on järjes-
tetty tilaustapahtuman yhteyteen, mutta tietokoneella tilattaessa latauslinkki on lähetetty 
tilaajan ilmoittamaan puhelinnumeroon tekstiviestitse (SMS). Jokainen lähetetty teksti-
viesti maksaa yritykselle joitakin senttejä. 
 
Useimmista sovelluksista on tehty kaikille kohdennetuille puhelinmalleille vain yksi 
versio, josta on sitten tehty tarvittava määrä alustakohtaisia asennustiedostoja. Toistai-
seksi sovellusten jakelu on rajattu ainoastaan Nokian Flash Lite -yhteensopiviin puheli-
miin, joista muodostuu kolme jakeluryhmää: vanhemmat ja uudemmat Series 40 -mat-
kapuhelimet ja S60-älypuhelimet. Vanhemmille Series 40 -puhelimille ei ole olemassa 
mitään jakelutiedostoa, mutta edullisina puhelimina niiden on oletettu muodostavan 
merkittävän osan potentiaalisesta asiakaskunnasta, joten niihin on jaeltu, käytettävyys-
ongelmista huolimatta, paketoimatonta Flash Lite -sovellustiedostoa, SWF-tiedostoa. 
Uudemmille Series 40 -puhelimille jaeltavat sovellukset on paketoitu Nokia Flash Lite 
(NFL) -jakelutiedostoon, joka toimii kaikissa Series 40 5th Edition Feature Pack 1  
-käyttöliittymällä varustetuissa ja sitä uudemmissa puhelimissa [11, s. 5]. S60-puheli-
miin jaeltavat sovellukset on paketoitu Symbian Installer Source -tiedostoon (SISX). 
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SISX-tiedostoon pitää lisätä Flash Lite -sovellustiedoston lisäksi Symbian-apuohjelma, 
jonka tehtävänä on käynnistää itse Flash Lite -sovellus [7]. 
 
SISX-jakelutiedoston kääntämiseen on käytetty SWF2GO Professional -ohjelmistoa, jo-
ka lisää tarvittavan Symbian-apuohjelman tiedostoon automaattisesti [12]. Erillistä jul-
kaisuohjelmaa käyttämällä on ollut mahdollista jaella sovelluksia S60-puhelimille ilman 
tarkempaa Symbian-ohjelmoinnin tuntemusta. Markkinoilla on myös muita kilpailevia 
julkaisuohjelmia, kuten oululaisen Kuneri Ltd:n Kuneri Lite -ohjelmisto [13] tai saman 
yrityksen osoitteessa www.swfpack.com sijaitseva SWFPack-verkkopalvelu, jolla voi 
paketoida myös NFL-tiedostoja. 
 
Tuetun laitekannan laajentaminen 
 
Sovellusten jakelua on pyritty laajentamaan Nokian laitteista myös muiden valmistajien 
puhelimiin, mutta toistaiseksi sopivia jakeluryhmiä ei ole löytynyt. Eri laitevalmistajien 
puhelinmalleissa on ollut erilaisia Flash Lite -toteutuksia, joille olisi pitänyt tehdä erilai-
nen versio jaeltavista sovelluksista tai sovellusten jakelu on ollut mahdotonta sopivan 
jakeluformaatin puuttuessa. Sovellukset pitää myös testata kaikilla tuetuilla puhelinalus-
toilla, mihin tarvitaan laaja valikoima erilaisia testipuhelimia. Puhelinten hankkimiseen 
voi kulua paljon rahaa, jos niitä ei pysty lainaamaan erilaisten yhteistyöohjelmien kautta 
suoraan puhelinvalmistajilta. 
 
Flash Lite -sovellusten OTA-jakelun laajentaminen on kaikkein yksinkertaisinta aloittaa 
muista S60-alustaa käyttävistä matkapuhelimista, sillä nykyiset SISX-jakelutiedostot 
toimisivat näissä laitteissa hyvin suurella todennäköisyydellä. Samsungilla on Nokian 
jälkeen suurin S60-laitevalikoima [14]. Muita vaihtoehtoja ovat esimerkiksi Windows 
Mobile -puhelimet, joita on muun muassa HTC:llä ja Samsungilla, ja Sony Ericsson 
Project Capuchin -puhelimet. Project Capuchin on Sony Ericssonin kehittämä Java 
Micro Edition (Java ME) -ohjelmistorajapinta, joka mahdollistaa sulautettujen Java 
ME- ja Flash Lite -sovellusten kehittämisen [15, s. 3–5]. Periaatteessa Flash Lite -sovel-
lus olisi mahdollista paketoida Project Capuchin -yhteensopivaan Java Archive (JAR) 
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-jakelutiedostoon, jossa olisi SISX-jakelutiedoston Symbian-apuohjelmaa muistuttava 
Java ME -ohjelma [15, s. 3–5]. Project Capuchin on kuitenkin niin uusi teknologia, että 
tähän mennessä julkistetut 10 puhelinmallia eivät riitä muodostamaan tarpeeksi laajaa 
asiakaskuntaa [16], jotta sovellusten jakelun aloittaminen olisi vielä järkevää. 
 
S60- ja Windows Mobile -älypuhelinalustojen painoarvoa lisää se, että Adobe päätti tu-
kea ensisijaisesti juuri näitä alustoja julkistaessaan ensimmäisen jaeltavan Flash Lite  
-version, Flash Lite 3.1:n. Ratkaisu mahdollistaa Adobe Mobile Packager -ohjelmistolla 
paketoitujen Flash Lite 3.1 -sovellusten jakelun myös vanhemmilla Flash Lite -versioil-
la varustettuihin S60- ja Windows Mobile -puhelimiin: asennusohjelma lataa puheli-
meen tarvittaessa uudemman version Flash Lite -alustasta automaattisesti. Palvelu ei 
kuitenkaan vielä toimi Suomessa. [17.] 
 
3.3  Johtopäätökset 
 
Vielä nykyään markkinoilta ei löydy yhtään niin merkittävää yhtenäistä laiteryhmää, 
että OTA-jakelun laajentamisella olisi merkittäviä vaikutuksia sovellusten latausmää-
riin. Sovellusten jakelua Samsungin S60-laitteille tulisi kuitenkin selvittää, sillä tuetun 
laitekannan laajentaminen muiden merkkien laitteisiin voi olla perusteltua imagosyistä, 
jos halutaan välttää profiloitumista Nokiaa suosivaksi yritykseksi. Toisaalta kansainväli-
sillä matkapuhelinmarkkinoilla Nokia on edelleen ylivoimainen markkinajohtaja noin 
kaksinkertaisella osuudella toisena olevaan Samsungiin verrattuna [18]. Windows 
Mobile -laitteille jakelu olisi mahdollista aikaisintaan, kun Kunerin SWFPack-palveluun 
tulee suunniteltu Microsoft Cabinet (CAB) -tuki [19] tai kun Adobe aloittaa Flash Lite 
3.1 -version jakelun Suomessa [20]. Flash Lite 3.1 -jakelun alkaessa kannattaa myös 
harkita Adobe Mobile Packagerin käyttöä SISX-jakelutiedostojen paketoimiseen. 
 
Jo käytössä olevia jakeluformaatteja ei ole syytä muuttaa, sillä niille ei löydy tehok-
kaampia vaihtoehtoja. Kuten kuvasta 1 näkee, SISX- ja SWF-formaatit riittäisivät so-
vellusten jakeluun kaikille Nokian Flash Lite -yhteensopiville puhelinmalleille. NFL-
jakelutiedoston käyttöä on kuitenkin suosittu SWF-tiedoston sijaan, koska se parantaa 
sovellusten käytettävyyttä. Kuvassa ylimpänä on Web Run Timen (WRT) WGZ-jakelu-
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tiedosto, jota voi myös käyttää Flash Lite -sovellusten jakeluun [21] – Flash Litea ei 
kuitenkaan mainita WRT-dokumentaatiossa. Kuten kuvasta 1 näkee, Flash Lite 2.0:aan 
siirtyminen katkaisee sovellusten jakelun aiemmin tuetuille Flash Lite 1.1 -yhteensopi-
ville S60 3rd Edition- ja Series 40 3rd Edition Feature Pack 1 -laitteille. Adobe Mobile 
Packagerilla paketoidut sovellukset saataisiin kuitenkin vielä toimimaan S60 3rd 
Edition -laitteissa ladattavan Flash Lite 3.1 -version avulla. 
 
Kuva 1: Jakeluformaatit ja Flash Lite -versiot Nokian puhelinalustoille [6] 
 
Vaihtoehtoiset jakelukanavat voivat osoittautua tällä hetkellä tuetun laitekannan laajen-
tamista tehokkaammiksi vaihtoehdoiksi. Esimerkiksi myöhemmin keväällä 2009 avatta-
van Nokian Ovi Storen kautta olisi helppoa tavoittaa entistä suurempi osa nykyisin tue-
tusta laitekannasta myös kansainvälisesti [1]. Flash Lite -sisällön jakelu onnistuu SISX- 
ja NFL-formaateissa, jotka kattavat käytännössä kaikki S60- ja uudemmat Series 40  
-puhelimet [22]. Nokia edellyttää, että kaikki SISX-tiedostossa jaeltavat sovellukset pi-
tää sertifioida Symbianin toimesta [22; 1]. Tämä edellyttäisi Crenetiltä muutoksia Flash 
Lite -sovelluksiin, sillä ne eivät toistaiseksi täytä kaikkia Symbian-sertifikaattiin oikeut-
tavia kriteerejä. 
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4  Komponenttien avaintoiminnallisuus 
 
4.1  Komponentit ohjelmistokehityksessä 
 
Komponentti on  itsenäinen ohjelmistoyksikkö, joka tarjoaa toiminnallisuuttaan palve-
luina muille ohjelmistoyksiköille rajapintojensa kautta. Komponentit voivat olla riippu-
vaisia toistensa palveluista, mutta eivät suoraan toisistaan, sillä niiden tulisi toimia myös 
irrallaan muista komponenteista. Niitä käytetäänkin eristämään järjestelmästä osia, joita 
halutaan muunnella vaikuttamatta muun järjestelmän toimintaan. Koko järjestelmää ei 
voi kuitenkaan jakaa yksiselitteisesti toiminnallisiin kokonaisuuksiin. [23, s. 53–56.] 
 
Rajapintojen avulla kuvataan komponentin palvelut, sillä komponenttien sisäiset raken-
teet eivät näy niiden ulkopuolelle. Rajapinnan kutsumuodosta selviää, mitä palveluun 
pitää syöttää ja mitä se palauttaa. Komponentti tarvitsee rajapintoja sekä palvelujen tar-
joamiseen että muiden komponenttien tarjoamien palvelujen käyttämiseen. Rajapinnat 
määrittelevät siis myös komponenttien välisiä suhteita ohjelmistoarkkitehtuurissa. [23, 
s. 55–59.] 
 
Uudelleenkäytettävänä rakenteena komponenttien tulisi olla räätälöitäviä, jotta niitä voi-
taisiin käyttää mahdollisimman monipuolisesti. Räätälöinti voidaan toteuttaa esimerkik-
si muuttamalla komponentin ominaisuuksia syöttämällä sille parametreja alustuksen yh-
teydessä. Muutokset vaikuttavat komponentin palveluihin, eivät sen rakenteeseen. Pal-
velun toiminta muuttuu myös silloin, kun sen käyttämää palvelua muutetaan jossain toi-
sessa komponentissa. Komponenttien räätälöinti pitäisi toteuttaa aina rajapintojen kaut-
ta, jotta komponentit eivät tulisi riippuvaisiksi toisistaan. [23, s. 66–70.] Tarvittaessa 
komponentit voi erottaa toisistaan välittäjällä, jonka tehtävänä on hallinnoida niiden vä-
lisiä vuorovaikutuksia, joita ei muuten voisi muodostaa komponenttien riippumatto-
muutta vaarantamatta. Tällöin järjestelmän toimintaa voi muuttaa tekemällä muutokset 
vain välittäjään. [23, s. 79–80.] 
 
Itsenäisten komponenttien välistä vuorovaikutusta voi hallinnoida esimerkiksi käyttä-
mällä takaisinkutsuja. Takaisinkutsussa palvelu informoi sitä käyttävää komponenttia 
20 
 
palvelussa tapahtuvista muutoksista kutsumalla komponentin palveluun rekisteröimää 
rajapintaa. Takaisinkutsujen käyttö vähentää komponenttien riippuvuutta muusta järjes-
telmästä, koska niiden ei tarvitse tuntea etukäteen tarjoamiensa palvelujen käyttäjiä. Ta-
kaisinkutsua hyödynnetään esimerkiksi käyttöliittymän tapahtumankuuntelijoissa loppu-
käyttäjän vuorovaikutuksen aistimiseen. [23, s. 85–87.] 
 
Komponentit pohjautuvat ajatukseen ohjelmayksiköistä, joista voitaisiin rakentaa toimi-
via sovelluksia [23, s. 53]. Tässä on itse asiassa kysymys olemassa olevien resurssien 
uudelleenkäytöstä uusien ohjelmistojen kehityksessä [23, s. 66; 24, s. 7]. Uudelleenkäy-
tön ensisijaisena tavoitteena on parantaa tuottavuutta ja ohjelmiston laatutekijöitä [24, s. 
7]. Loppukäyttäjän näkökulmasta sovelluksen laadun paraneminen voi parantaa käytet-
tävyyttä, vähentää toimintahäiriöitä tai nopeuttaa päivityssykliä. Uudelleenkäytettävät 
komponentit tuovat ohjelmistokehitykseen joustavuutta, ja niitä käyttämällä voidaan no-
peuttaa ja yksinkertaistaa sovellusten kehitys- ja ylläpitoprosesseja. [24, s. 102–104.] 
 
Komponenttien toimintavarmuus paranee uudelleenkäytettäessä, sillä niihin tehtävien 
päivitysten kumuloituva vaikutus vähentää virheiden määrää koko komponentin elin-
kaaren ajan. Niitä käyttämällä voidaan nopeuttaa ja yksinkertaistaa sovellusten kehitystä 
ja ylläpitoa, ja niistä voi myös koostaa nopeasti prototyyppisovelluksia. Kokeneemmat 
työntekijät voivat erikoistua uudelleenkäytettävien resurssien kehittämiseen, koska so-
velluskehityksen yksinkertaistuessa sovellusten koostamiseen voi käyttää kokematto-
mampaa henkilökuntaa. Erikoistuneiden ohjelmistokehittäjien tietoja saadaan myös 
hyödynnettyä laajemmin uudelleenkäytettävien resurssien kautta, ja niihin käytetty tie-
totaito säilyy yrityksessä vielä työntekijän lähdettyä, mikä lievittää lähdön aiheuttamaa 
menetystä. [24, s. 102–104 ja 110–111.] 
 
Uudelleenkäyttö tähtää ohjelmistokehitysprosessin kulujen pienentämiseen tai ohjelmis-
tokehityksestä saatavien tulojen kasvattamiseen. Suurimmat säästöt saavutetaan työvoi-
makuluissa, jotka muodostavat suurimman menoerän ohjelmistokehityksessä. Muita ku-
lueriä ovat esimerkiksi ohjelmiston myöhästymisestä aiheutuvat kulut. Uudelleenkäytet-
täviä resursseja kehittäessä on myös otettava huomioon niiden elinkaari: teknologiset ja 
strategiset muutokset voivat tehdä resursseista tarpeettomia, jolloin niiden kehitykseen 
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käytettyjä investointeja ei välttämättä ehditä kuolettaa. Tuloja kasvattavia tekijöitä voi 
olla esimerkiksi uudelleenkäytön myötä kasvava asiakastyytyväisyys tai ohjelmistokehi-
tyksen nopeutumisen vaikutukset kilpailukykyyn. [24, s. 112–117.] 
 
4.2  Uudelleenkäytettäviksi sopivat kokonaisuudet 
 
Uudelleenkäytettäviin käyttöliittymäkomponentteihin sopivien toiminnallisuuskokonai-
suuksien tunnistaminen oli hyvin helppoa, sillä sovellukset on toteutettu samalla raken-
teella. Käyttöliittymä on ollut Flash Lite -toteutuksessa keskeisessä asemassa, sillä so-
vellusten toiminnallisuus, josta suurin osa on vuorovaikutteista, on rakennettu sen ym-
pärille. Käyttöliittymäkeskeisyys sopi hyvin Flashin aikajanaa hyödyntävään työnkul-
kuun, jossa sovelluksen näkymät on järjestetty aikajanalle eri avainruutuihin [25, s. 20]. 
Sovelluksista erottui neljä tehtäviltään erilaista näkymää: lataus-, valikko-, lista- ja si-
sältönäkymä. 
 
Latausnäkymä oli näkymistä ainoa passiivinen. Sen tehtävänä on ollut informoida käyn-
nissä olevasta latausoperaatiosta, johon ei ole voinut vuorovaikuttaa, sillä Flash Lite 1.1 
-sovelluksissa latausoperaation keskeyttämiseen on vain yksi keino: sovelluksen sulke-
minen. Sisällön lataus on toteutettu automaattisena, ja se on ollut yleensä sovellusten 
ensimmäinen näkymä ennen sovelluksen päävalikkoa. Sisällön lataaminen heti käynnis-
tettäessä on ollut vallitsevana käytäntönä, koska käytön aikaiset latausoperaatiot voisi-
vat hidastaa sovelluksen käyttöä. 
 
Päävalikon ja sitä seuraavien alavalikoiden tehtävänä on ollut jäsennellä sovellusten si-
sältö sopivan kokoisiin osiin. Päävalikko on yleensä toteutettu kolmesta tai neljästä ku-
vakkeellisesta painonapista, jonka alapuolelle on sijoitettu kuvakkeen tekstitarkenne. 
Alavalikoissa nappien määrä on vaihdellut kahdesta kuuteen. Jokainen pää- ja alavali-
koiden napeista on kuvannut yhtä sisältökategoriaa, joka ilmenee napin kuvakkeesta ja 
tekstistä. Pää- ja alavalikot ovat muodostaneet sovellusten puumaisen navigointiraken-
teen, jonka haarojen päässä sijaitsevat lista- tai sisältönäkymät. 
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Listanäkymä oli valikko- ja sisältönäkymien hybridi, sillä se on samalla valikkotyyppi-
nen navigointinäkymä ja sisältöelementti. Listanäkymästä on yleensä siirrytty sisältönä-
kymään, mutta sitä on myös käytetty sovellusten ulkopuolisen sisällön linkittämiseen. 
Yleisin sovellusten ulkopuolinen sisältö ovat olleet videotiedostot, joita ei ole voinut 
esittää Flash Lite 1.1 -sovelluksissa. Listanäkymän sisältönä on käytetty tekstisisältöä, 
jonka laajuudesta riippuen listan solut ovat olleet yksi-, kaksi- tai kolmirivisiä. Sisältö-
näkymässä on yleensä käytetty ainoastaan tekstisisältöä. Näkymän kontrolleja on käy-
tetty tekstin selaamiseen. 
 
Toisinaan sovelluksiin on pitänyt suunnitella myös räätälöityjä näkymiä, jotka ovat toi-
minnallisuudeltaan vastanneet lataus-, valikko- tai sisältönäkymää. Toteutukset ovat ol-
leet enimmäkseen kokeiluluontoisia yrityksiä tuoda sovelluksiin graafista sisältöä. Jois-
sakin tapauksissa sisällön laajuus on myös pakottanut keksimään räätälöityjä ratkaisuja 
sen esittämiseen. Urheilusovelluksissa on usein paljon taulukoita esimerkiksi tulosten 
esittämiseen. Taulukot ovat aina vaatineet räätälöintiä, sillä niissä on vaihteleva määrä 
sarakkeita ja rivejä ja yleensä ne eivät mahdu kerralla matkapuhelimen näytölle. 
 
On epärealistista pyrkiä suunnittelemaan käyttöliittymäkomponentteja, jotka soveltuvat 
kaikkiin mahdollisiin tilanteisiin. Mielestäni suurimmat edut oli mahdollista saavuttaa 
yleiskäyttöisillä komponenteilla, joita voi käyttää useimpiin käyttötarkoituksiin käytet-
tävyyttä heikentämättä. Joskus sovelluksia suunniteltaessa on pitänyt tehdä kompromis-
seja, jotka vaikuttavat sisällön esittämiseen. Käyttöliittymäkomponenteista koostetuissa 
sovelluksissa tilanne tuskin muuttuu, sillä yleiskäyttöisyys tarkoittaa myös vakioitua si-
sällön esittämistapaa. Tietyt näkymät, kuten valikkonäkymä, soveltuvat myös heikom-
min yleistettäväksi, koska niissä on käytetty paljon vaihtuvaa grafiikkaa ja painonappien 
määrä ja sijainti on ollut sovellus- ja valikkokohtaista. 
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5  Käyttöliittymäkomponenttien suunnittelu 
 
5.1  Tuotannolliset lähtökohdat 
 
Sovelluksissa on käytetty paljon Nokian S60- ja Series 40 -puhelinten käyttöliittymästä 
tuttuja rakenteita. Valikot, listat ja tekstikentät ovat tuttuja kaikille Nokian puhelinta 
käyttäville. Puhelinten käyttöjärjestelmä on myös järjestetty samanlaisella hierarkkisella 
rakenteella kuin sovelluksissa. Sisällön mukaan kategorioihin järjestetyt rakenteet voi-
vat yksinkertaistaa sovelluksessa navigoimista, mutta siitä tulee sitä työläämpää mitä 
useampiin kategorioihin sisältö on jaettu. Käytettävyyden kannalta on ensisijaista, että 
sisältö on järjestetty mahdollisimman loogisesti, jotta loppukäyttäjän ei tarvitse arvuu-
tella etsimänsä sisällön sijaintia. Toisaalta rakenteen valinta on ollut loogista, koska se 
on tuttu Nokian puhelimista. Tavoitteena on ollut tehdä sovellusten käyttö mahdollisim-
man helpoksi Nokian puhelinta käyttäneelle, jotta sovelluksiin ei tarvitse tehdä käyttö-
ohjetta. [26, s. 87.] En myöskään nähnyt mitään syytä hylätä tätä ajattelutapaa kompo-
nentteja suunnitellessani. 
 
Kaikki sovellukset on suunniteltu tavallisella näppäimistöllä varustetuille Nokian puhe-
linmalleille, joissa on Flash Lite -alusta esiasennettuna. Sovelluksia ei ole suunniteltu 
käytettäväksi kosketusnäytöllisissä puhelimissa, kuten Nokia 5800 XpressMusic, mutta 
niitä on voinut käyttää puhelimella, jossa on kosketusnäytön lisäksi kaksi toimintonäp-
päintä ja selausnäppäin. Ainakin Windows Mobile -käyttöjärjestelmää käyttävissä puhe-
limissa on suosittu tällaisia toteutuksia. Maksullisten sovellusten aktivoimiseen on myös 
tarvittu numeronäppäimiä. Valitettavasti ensimmäiset kosketusnäytölliset Nokian puhe-
limet julkistettiin vasta insinöörityön valmistumisen jälkeen, joten en voinut ottaa niitä 
huomioon komponentteja suunnitellessani. 
 
Mobiililaitteiden näyttö on yksi käytettävyyttä eniten rajoittavista tekijöistä. Niitä on eri 
muotoisia ja eri kokoisia, ja niiden kuvanlaadussa on myös suuria eroja. Yleisin matka-
puhelimissa käytetty näyttökoko on ollut 240 x 320 pikselin pystynäyttö, jonka kuva-
suhde on 3:4. Samaa näyttökokoa on käytetty myös vaakasuuntaisena, jolloin kuvasuh-
de on käänteinen, 4:3. Kuvassa 2 esitetään Nokian puhelimissa käytettyjen 240 x 320 
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pikselin näyttöjen variaatioita. Kuten kuvasta näkee, pienimpien kahden tuuman ja suu-
rimpien 2,8 tuuman näyttöjen kokoero on huomattava. Tiheämpi pikselidensiteetti ei 
kuitenkaan automaattisesti tarkoita parempaa kuvanlaatua, sillä eri puhelinten kuvanlaa-
dussa on silminnähtäviä eroja näytön koosta riippumatta. Kalliimmissa laitteissa on 
yleensä suurempi ja parempilaatuinen näyttö. 
 
 
Kuva 2: Nokian S60 3rd Edition -puhelinten 240 x 320 ja 320 x 240 pikselin näyttöjen 
fyysisen koon suhde [27] 
 
Vektorigrafiikan käyttö sovelluksissa on poistanut tarpeen tehdä sovellusversioita eri 
näyttökonfiguraatioille. Nokian puhelimissa Flash Lite -alusta skaalaa sovelluksen auto-
maattisesti näytölle sopivaksi, joten sovelluksista on tarvinnut tehdä enää yksi versio 
yleisimmälle 240 x 320 pikselin näyttökoolle. Muiden näyttövariaatioiden huomioimi-
nen on ollut kuitenkin tärkeää sisällön suunnittelussa, jotta sama sisältö olisi tulkittavis-
sa kaikilla eri näytöillä. Näytön koolla ja sen kuvanlaadulla on erityisen suuri vaikutus 
etenkin tekstisisältöön. Vaikka erot voivat olla jo grafiikan osalta silmämääräisesti ha-
vaittavissa, tekstisisällön osalta ne voivat olla huomattavia. Tekstin luettavuuden kan-
nalta tekstikenttään tulisi mahtua yhdelle riville vähintään 24–30 merkkiä, jotta teksti ei 
rivittyisi liian usealle riville vaikeuttaen lukemista [28, s. 41]. On tärkeää ottaa huomi-
oon, että teksti skaalautuu muun sovelluksen mukana. Alun perin esimerkiksi 15 pisteen 
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teksti voi skaalautua jopa puoleen alkuperäisestä, jolloin sen lukeminen vaikeutuu enti-
sestään. Kuvasta 3 näkee, että 240 x 320 pikselin näytölle suunnitellun sisällön esittämi-
seen käytetään pienimmillään noin neljäsosa alkuperäisistä pikseleistä. Kuva ei ota huo-
mioon näyttöjen fyysisiä kokoja, ainoastaan pikselimäärän. Siitä puuttuvat insinöörityön 
jälkeen julkistetut näyttökoot: 360 x 480 ja 360 x 640, joita käytetään ainoastaan 
Nokian kosketusnäytöllisissä puhelinmalleissa. Nokian E90 Communicatorin laajakuva-
näyttöä ei ole tuettu, koska siinä on myös 240 x 320 pikselin näyttö. 
 
Kuva 3: Tuettujen Nokian matkapuhelinten näyttöjen resoluutiot pikseleinä ja pikselien 
lukumäärän suhde [6] 
 
Lukuun ottamatta aivan pienimpiä näyttöresoluutioita Nokian puhelimissa käytettyjen 
näyttöjen pikselikoot ovat hyvin lähellä toisiaan. 240 x 320 pikselin näyttöjen resoluutio 
on arviolta noin 150 pikseliä tuumalla. Sitä tiheämpi pikselidensiteetti ei välttämättä pa-
ranna kuvanlaatua, mutta se mahdollistaa pienempien kirjasinkokojen käytön. Toisaalta 
alle 240 x 320 pikselin näytöillä varustettuja puhelimia on kuitenkin suhteessa eniten. 
Näissä, usein halpapuhelimissa, on yleensä käytetty kaikkein heikkolaatuisimpia näyttö-
jä. Silti Flash Lite -sovellukset toimivat halvoissa Series 40 -puhelimissa joskus jopa 
nopeammin kuin kalliimmissa S60-älypuhelimissa. Syitä voi olla monia: Raskaampi 
Symbian-käyttöjärjestelmä voi hidastaa puhelimen toimintaa useiden sovellusten ollessa 
päällä samanaikaisesti. Suuremmat ja tarkemmat näytöt voivat myös hidastaa puhelin-
ten toimintaa, koska ne vaativat tehokkaampaa grafiikkaprosessointia. Älypuhelinten 
tekniikka on kuitenkin kehittynyt tasaisesti, ja kalliimmissa malleissa on jo käytetty use-
ampia prosessoriytimiä multimediasovellusten tarpeisiin. Uudemmat Flash Lite -versiot 
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ovat aina edeltäjiään tehokkaampia ja mahdollistavat monimutkaisempien sovellusten 
kehittämisen. 
 
5.2  Mobiilikäyttöliittymäsuunnittelu 
 
Matkapuhelimen pitää olla niin pieni, että se kulkee vaivattomasti mukana kaikkialla. 
Tekniikan kehitys on mahdollistanut matkapuhelinten koon pienenemisen, mutta käyttö-
liittymän kehitys rajoittaa sitä. Matkapuhelimet ovat nykyään paljon enemmän kuin 
vain tietokone: niissä on kamera, videokamera, internetselain, mp3-soitin ja paljon muu-
ta. Kuvallisen sisällön yleistyessä puhelinten näyttöjen kokoa on pitänyt kasvattaa ja 
näyttöjen pitää toistaa useampia värejä ja pikseleitä. Näppäimistölle on puolestaan entis-
tä vähemmän tilaa. Suosiotaan kasvattavat kosketusnäytölliset puhelimet ovat yksi rat-
kaisu ongelmaan: Näppäimistön sisällyttäminen näyttöön mahdollista suuremman näyt-
töpinta-alan ja tietyissä käyttösovelluksissa numero- tai kirjainnäppäimistöä ei tarvita 
lainkaan, jolloin suuremmalle näytölle mahtuu myös enemmän sisältöä. [26, s. 12–13.] 
Näyttöjen pinta-alat ovat vain murto-osa tietokoneen näyttöjen pinta-alasta, ja niiden re-
soluutio voi olla yli kaksinkertainen tietokoneen näyttöön verrattuna. Matkapuhelimen 
näyttöä katsotaan kuitenkin paljon lähempää kuin tietokoneen näyttöä, siksi resoluutio 
on suurempi. 
 
Matkapuhelimet eivät voi mobiilin luonteensa takia kasvaa enää suuremmiksi, joten 
käytössä oleva näyttöpinta-ala on käytettävä mahdollisimman tehokkaasti. Näytölle ei 
mahdu samanaikaisesti laajoja sisältökokonaisuuksia, joten puhelimen näyttöpinta-alaa 
pyritään kasvattamaan ohjelmistollisesti esimerkiksi suurennus- ja vieritystoimintojen 
avulla [26, s. 30]. Suurennustoiminto mahdollistaa laajojen sisältökokonaisuuksien esit-
tämisen näytöllä samalla kertaa pienemmässä koossa. Tästä yleiskuvasta löytää nope-
ammin haluamansa kohdan, jonka voi suurentaa tulkittavaksi. Sisällön skaalaaminen on 
hyvin raskas toimenpide matkapuhelimen prosessorille ja vaatii monimutkaista ohjel-
mointia hyvän käyttökokemuksen saavuttamiseksi. Sen yleisin käyttökohde on puhelin-
ten internetselaimet. Suurennustoimintoon on yleensä sisällytetty myös vieritystoiminto. 
Vieritystoimintoa käytettäessä sisältö ulottuu näytön ulkopuolelle, jolloin sisältöä joutuu 
vierittämään näytöllä. Vierityspalkit auttavat havainnollistamaan sisällön laajuutta, ja 
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joillakin kosketusnäytöillä niistä voi myös vierittää sisältöä kuten tietokoneella. [26, s. 
34–36.] 
 
Suurimmassa osassa matkapuhelimista navigointinäppäimet sijaitsevat lähellä näytön 
alareunaa: selausnäppäin keskellä puhelinta ja toimintonäppäimet reunoilla, kuten ku-
van 4 puhelinmalleissa. Navigointinäppäimet ovat puhelimen pääasialliset hallintalait-
teet, joten käyttöliittymän elementtien sijoittelun tulisi noudattaa niiden fyysistä sijainti-
a. Toimintonäppäimille osoitettujen toimintojen pitää olla yhtenäisiä kautta linjan, ja se-
lausnäppäimellä kontrolloitavien käyttöliittymäelementtien liikesuunnan pitää vastata 
näppäimen liikesuuntaa. Sovellusten pitäisi myös reagoida napin painalluksiin välittö-
mästi. Toistuvat tapahtumat tallentuvat loppukäyttäjän motoriseen muistiin, jolloin so-
velluksen käytöstä tulee refleksinomaista. Toimintojen epäyhteneväisyys kostautuu täl-
löin toistuvina virhepainalluksina. [26, s. 60–63.] 
 
 
Kuva 4: Toiminto- ja selausnäppäinten sijainti eri näppäimistökonfiguraatioissa 
 
Useimmat mobiilisovellukset päivittävät sisältönsä verkosta. Sisällön laajuus ja tyyppi 
vaihtelevat eri sovellusten kesken. Käyttöliittymän suunnittelussa on varauduttava sisäl-
lön laajuuden vaihteluihin, ja sovelluksen toiminnallisuuden pitää sopeutua esitettävään 
sisältöön, jotta se on loppukäyttäjän tavoitettavissa laajuudestaan huolimatta. Samanlai-
set ratkaisut eivät toimi tietokoneiden ja mobiililaitteiden kesken, sillä matkapuhelimien 
näytölle mahtuu paljon vähemmän informaatiota. Sisältöä ei voi esittää matkapuheli-
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missa samassa laajuudessa kuin tietokoneilla, vaan sen määrää pitäisi supistaa tai keksiä 
parempi tapa esittää sitä. [26, s. 96–99.] 
 
Mobiililaitteiden viihdearvo kasvaa niiden näyttöjen kehittymisen, niille suunnattujen 
palvelujen ja niiden kasvavan tiedonsiirtonopeuden myötä. Viihdearvo on kasvanut 
etenkin graafisten käyttöliittymien yleistyessä, kuvallisen sisällön esityskyvyn myötä. 
Sisällön pitää kuitenkin olla helposti lähestyttävää ja loppukäyttäjän ennakko-odotusten 
mukaista, sillä tyytymätön käyttäjä hylkää palvelun nopeasti. Sisältöä tuotettaessa on 
myös huomioitava pienten laitteiden ominaisuudet ja rajoitteet. Esimerkiksi ääni voi 
olla parhaimmillaan käytettävyyttä tukeva elementti ja huonoimmillaan toistuvasti är-
syttävä tai käyttöä häiritsevä elementti. Video- ja kuvasisällön osalta taas on huomioita-
va näytön vaikutus sisällön tulkittavuuteen; on hyvä suosia esimerkiksi yleis- ja lähiku-
via. [26, s. 108–109.] 
 
Vaikka suuri osa mobiililaitteille tarjottavasta sisällöstä on jo multimediaa, suurin osa 
informaatiosisällöstä on vielä tekstiä. Mobiililaitteista etenkin matkapuhelimet on suun-
niteltu käytettäväksi yhdellä kädellä, jolloin käyttäjä voi samanaikaisesti keskittyä use-
ampaan asiaan [26, s. 51]. Vastaavasti keskittymiskyky jakaantuu eri toimintojen kes-
ken, mikä tekee sisällön tulkinnasta vaikeampaa. Muita tekstin tulkitsemiseen vaikutta-
via tekijöitä ovat esimerkiksi näytön heijastukset, väärä fontti, liian pieni fonttikoko ja 
liian pieni kontrasti tekstin ja taustan välillä. Kontrastin tulisi olla sitä suurempi, mitä 
pienempää teksti on. Pienillä näytöillä pitäisi myös suosia kapeahkoja, yksinkertaisia ja 
suoralinjaisia fontteja, ja rivinvälistystä pitäisi kasvattaa noin kymmenen prosenttia. 
Pienikokoisessa tekstissä ei pitäisi käyttää kursivointia eikä reunojen pehmennystä, sillä 
ne toistuvat sotkuisina. [26, s.118–121.] 
 
Graafiset käyttöliittymät eivät olisi saavuttaneet nykyistä käytettävyyden tasoa ilman 
kuvakkeiden käyttöä. Kuvakkeet mahdollistavat monimutkaisempien toimintojen yksin-
kertaistamisen käyttäjälle ymmärrettäviksi asioiksi muodostamalla asiayhteyksiä arki-
päiväisiin tarkoituksiin ja tehtäviin. Niiden merkitykset on kuitenkin ensin opittava, jo-
ten niiden yhteyteen sijoitetaan yleensä toimintaa selittävä tai tarkentava teksti. Huonos-
ti suunnitellut tai liian vähän toisistaan eroavat kuvakkeet voivat myös vaikeuttaa käyt-
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töä. Kuvakkeita käytetäänkin usein ilmaisemaan tiettyä kokonaisuutta, jonka osa-aluei-
den erottamiseen niiden merkityserot eivät enää riitä. [26, s. 124–125.] 
 
5.3  Komponentit 
 
Flash Lite -sovelluskehitykseen käytetty Flash CS3 -ohjelmisto toimii WYSIWYG-peri-
aatteella (What You See Is What You Get). Sen työnkulku painottuu graafisiin element-
teihin, joita siirretään tai liikutellaan Stagella, näyttöalueella. Graafinen työnkulku on 
pysynyt Flashissa dominoivana kautta sen historian, ja se perustuu siihen, että Flash 
suunniteltiin alun perin animaatiotyökaluksi. Skriptauksen ja myöhemmin ohjelmoinnin 
merkitys on kasvanut vähitellen internetin kehittyessä. Aluksi skriptaamalla tuotiin in-
teraktiivisuutta animaatioihin, ja ohjelmoinnilla voitiin myöhemmin lisätä toiminnalli-
suutta animaatioiden muuttuessa sovelluksiksi. 
 
Sovellusten tuotannon siirtäminen ohjelmointiin painottuneilta työntekijöiltä graafisesti 
suuntautuneille työntekijöille edellytti muutosta sovelluskehitysprosessiin. Prosessia piti 
muuttaa siten, että se soveltuisi paremmin Flash CS3:n luontaiseen graafiseen työnkul-
kuun. Oli mahdotonta olettaa, että täysin ohjelmointitaidoton henkilö voisi tuottaa so-
velluksia, joissa lähes kaikki toiminnallisuus on ohjelmoitua. Flash-työskentely vaatii 
kuitenkin väistämättä perehtymistä ActionScriptiin, joten lähdin työhön oletuksella, että 
kaikki Flash-osaajat ovat perehtyneet kieleen ja sen rakenteisiin ainakin jollain tasolla. 
 
Komponenttien toiminnallisuus toteutettiin ActionScript 2:lla Flash Lite 2.0 -yhteenso-
pivaksi. Käyttöliittymän visualisoinnissa käytettiin apuna Adobe Fireworks CS3:a, ja 
komponentit toteutettiin Adobe Flash CS3:lla. Komponenttien testaamiseen käytettiin 
Adobe Device Central CS3 -ohjelmistoa, joka on suunniteltu Adoben CS3-ohjelmisto-
perheen tuotteilla toteutetun mobiilisisällön esikatseluun ja Flash Lite -sovellusten tes-
taamiseen. 
 
Komponenttien toteuttaminen Flash Lite 2.0:lla 1.1:n sijaan mahdollistaa paljon moni-
mutkaisempien sovellusten kehittämisen. Suurin syy tähän on mahdollisuus käyttää 
ActionScript 2 -olio-ohjelmointikieltä, joka tehostaa ja monipuolistaa Flash Lite -ohjel-
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mistokehitystä. Samalla oli kuitenkin vaarana innostua liikaa tarjolla olevista mahdolli-
suuksista ja hukata Flash Lite 2.0:n tuoma tehokkuuden kasvu monimutkaisemmalla to-
teutuksella. Pahimmassa tapauksessa lopputulos olisi voinut vaatia liikaa prosessointite-
hoa tai muistia toimiakseen kaikissa yhteensopivissa puhelinmalleissa ja samalla hei-
kentää käytettävyyttä. Kaikkien parannusten tuli ensisijaisesti parantaa käytettävyyttä 
tai tehostaa sovelluskehitysprosessia. Toisaalta graafisesti laadukkaat käyttöliittymät on 
koettu usein todellista helppokäyttöisemmiksi, joten pyrin, kohtuuden rajoissa, suunnit-
telemaan käyttöliittymäkomponenteille laadukkaan ja yhtenäisen ulkoasun. 
 
5.3.1  Ulkoasu 
 
Käyttöliittymää suunnitellessani halusin varata mahdollisimman suuren osan 240 x 320 
pikselin alasta sisällölle. Tavoitteenani oli luoda minimalistinen kokonaisuus, jossa si-
sältö olisi pääosassa ja graafiset elementit tukisivat sitä. Samalla syntyi ajatus läpinäky-
vistä elementeistä, jotka mahdollistaisivat käyttöliittymän räätälöimisen haluttuun väri-
maailmaan pelkkää taustakuvaa vaihtamalla. Tällöin graafisia elementtejä ei tarvitsisi 
muokata erikseen yksilöidyn ilmeen saavuttamiseksi. Koska tausta voisi olla periaat-
teessa jopa täysin valkoinen tai musta, suunnittelin kaikki graafiset elementit kahdesta 
päällekkäisestä kerroksesta: tummasta taustasta ja vaaleasta edustasta. Tumman kerrok-
sen tehtävänä oli tummentaa vaaleaa taustaa ja vaalean kerroksen tehtävänä vaalentaa 
tummaa taustaa. Perimmäisenä tavoitteena oli säilyttää tekstin luettavuus siedettävänä 
taustaväristä riippumatta. Kokeilujeni perusteella äärimmäisen tumman tai vaalean taus-
tan käyttöä pitäisi kuitenkin välttää. 
 
Sisällön käytettävyys ei kuitenkaan rajoitu pelkkään taustaan, sillä usein sisältöä on 
enemmän kuin näytölle mahtuu – sitä pitää voida navigoida. Graafisten elementtien piti 
siis viestiä sisällön laajuudesta ja siitä, mikä osa sisällöstä näytöllä näkyy. Valitsin 
osoittimen väriksi taustaelementtien edustaa vaaleamman sävyn. Kuvassa 6 näkyy, 
kuinka listan osoittimen vaalea sävy toistuu myös vierityspalkeissa, joita käytetään yhtä 
lailla navigointiopasteena. Vierityspalkit koostuvat taustan tavoin tummasta ja vaaleasta 
elementistä. Kuten kuvasta 6 näkee, tumma tausta ulottuu aina yhden pikselin vaalean 
edustan ympärille. Ääriviivoista syntyvä kontrasti nostaa elementit irti taustasta. Sama 
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syvyysvaikutelman periaate toistuu kaikkialla ulkoasun sävyvalinnoissa: aktiiviset 
elementit ovat kirkkaampia kuin passiiviset elementit ja tausta [26, s. 145]. 
 
Kuva 5: Käyttöliittymän graafisten elementtien ulkoasu ja vaaleustasojen käyttö 
navigointiopasteena 
 
Käyttöliittymän graafiset elementit voidaan jakaa kolmeen ryhmään sävynsä perusteel-
la: tumma tausta on tarkoitettu otsikoille tai opasteille, vaalea tausta tumman päällä 
tekstisisällölle ja vaaleimmat elementit navigointiopasteiksi, sillä ne ovat käyttöliitty-
män aktiiviset elementit. Syy, miksi listan osoitin ja vierityspalkit ovat aktiivisia sisäl-
lön sijasta, perustuu siihen, että vieritettäessä sisältöä tiettyyn suuntaan sisältö liikkuu-
kin itseasiassa päinvastaiseen suuntaan – sisältönäkymä siirtyy haluttuun suuntaan [26, 
s. 61]. Navigointielementit ovat kuitenkin poikkeus, sillä ne siirtyvät sisältönäkymän si-
sällä haluttuun suuntaan. Ne siis havainnollistavat, mihin suuntaan sisältönäkymää voi 
siirtää. 
 
Alkuperäisessä suunnitelmassa tekstisisällön piti tulla tummalle taustalle, sillä käyttä-
mäni lähdemateriaalin perusteella mobiililaitteissa tuli suosia vaaleaa tekstiä tummalla 
taustalla [26, s. 118]. Tutkiessani asiaa matkapuhelimessa huomasin kuitenkin, että tum-
ma tausta itseasiassa vaikeutti tekstin tulkitsemista, koska näytölle muodostuneet heijas-
tumat olivat sitä voimakkaampia, mitä enemmän tummaa pintaa näytöllä oli, joten vaih-
doin tumman taustan vaaleaan. Harkitsin aluksi myös värisävyjen käyttöä navigointiele-
menteissä, jotta ne erottuisivat muista elementeistä paremmin, mutta se olisi ollut risti-
riidassa personoitavan värimaailman osalta, eikä värien käytölle ollut välttämätöntä tar-
vetta. Lopullisesta versiosta on myös poistettu lähes kaikki liukuvärit, joita käytetään 
nykyaikaisissa käyttöliittymissä hyvin paljon, sillä runsas läpinäkyvyyden käyttö aiheut-
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taa jo riittävästi haasteita mobiililaitteen prosessorille. Liukuvärit kuluttavat myös 
enemmän muistia kuin muu vektorigrafiikka. 
 
Käyttöliittymän elementtien sijoittelu vastaa Crenetin sovellusten yleistä ohjeistusta. 
Elementit suunniteltiin siten, että sisältö peittää mahdollisimman suuren osan 240 x 320 
pikselin näytöstä. Halusin kuitenkin levittää käyttöliittymän graafisten elementtien reu-
noja sisältöalueen ulkopuolelle antaakseni niistä todellista leveämmän vaikutelman 320 
x 240 pikselin vaakanäytöllä katsottaessa, jolloin sisältöalueen molemmille puolille jää 
paljon tyhjää tilaa. Kuvassa 6 on esitetty pisteviivalla käyttöliittymän komponenteille 
varatut alueet: Alueen alareunassa on koko taustan leveydelle levittyvä 430 x 25 pikse-
lin alapalkki ja sen yläpuolella on muille komponenteille varattu 260 x 295 pikselin 
alue. Komponenttien graafisten elementtien reunat ulottuvat molemmilta puolilta 10 
pikseliä 240 x 320 pikselin sisältöalueen ulkopuolelle, mutta sisältöelementit eivät saa 
ylittää 240 x 320 pikselin näyttöalueen rajoja. 
 
Kuva 6: Sovelluksen koko ja käyttöliittymän elementtien asemointi 
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5.3.2  Toiminnallisuus 
 
Tutkin mahdollisuutta toteuttaa käyttöliittymäkomponenttien toiminnallisuus oliopoh-
jaisena, joko hyödyntämällä Flashin komponenttiarkkitehtuuria tai suunnittelemalla 
oman luokkakirjaston. Oliopohjaisten toteutusten etuna on se, että graafiset elementit ja 
luokkakirjastossa sijaitseva toiminnallisuus on erotettu toisistaan, mikä parantaa uudel-
leenkäytettävyyttä ja helpottaa ylläpitoa [25, s. 22]. Kumpikaan toteutustavoista ei kui-
tenkaan osoittautunut täysin sopivaksi, ja ne olivat lisäksi hyvin ohjelmointiorientoitu-
neita, mikä oli ristiriidassa työn tavoitteiden kanssa. Erillisistä ActionScript-tiedostoista 
koostuvan luokkakirjaston käyttö olisi voinut aiheuttaa ongelmia, koska sovelluksen toi-
minnallisuus on irrallaan sovelluksen FLA-tiedostosta sen kääntämiseen asti [25, s. 
136]. Flashin valmiiden käyttöliittymäkomponenttien käyttöä ei puolestaan suositeltu 
Flash Lite -sovelluksissa suurten teho- ja muistivaatimusten takia [29]. Lisäksi kompo-
nenttiarkkitehtuurin mukaiset komponentit olisivat olleet rakenteeltaan monimutkaisia, 
ja niiden konfigurointiin olisi vaadittu suhteellisen paljon ohjelmointia. 
 
Komponenttien käyttö ei tietääkseni ole kovin yleistä – olen itsekin käyttänyt niitä vain 
kerran. Flashin käyttäjille tuntemattoman teknologian hyödyntäminen olisi voinut osoit-
tautua huonoksi vaihtoehdoksi, joten päätin soveltaa kaikille Flash-sovelluksia tehneille 
tuttua MovieClip-oliota komponenttien runkona. MovieClip on Flash-sovellusten run-
gon muodostavan pääaikajanan kaltainen rakenne, joka voi sisältää sisäkkäisiä 
MovieClip-olioita, graafisia elementtejä ja ActionScript-koodia samanaikaisesti [25, s. 
21]. Käyttöliittymän graafisten elementtien ja toiminnallisuuden sijoittaminen samaan 
rakenteeseen heikentää käyttöliittymäkomponenttien uudelleenkäytettävyyttä, mutta py-
rin helpottamaan komponenttien toiminnallisuuden päivitystä sijoittamalla kaiken ohjel-
makoodin samaan paikkaan komponentit aikajanan ensimmäiseen ruutuun. Näin välte-
tään Flash-sovelluksissa yleistä ongelmaa, jossa toiminnallisuus on jaettu graafisiin ele-
mentteihin, mikä tekee sen päivittämisestä lähes mahdotonta [25, s. 22].  
 
Pyrin suunnittelemaan komponentit siten, että sovelluksen koostamisvaiheessa ei tarvit-
se tehdä mitään muutoksia komponentin eli MovieClip-olion sisältämään koodiin. Käyt-
töliittymäkomponenttien ulkoasua muutettaessa pitää kyllä siirtyä komponentin sisään, 
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jolloin sen koodi on esillä, mutta kaikki tarvittavat muutokset pystyy tekemään koodiin 
koskematta, koska se on irrallaan käyttöliittymän elementeistä. Oletin komponentteja 
suunnitellessani, että tärkein komponenttien ulkoasuun liittyvä muutos on graafisten ja 
tekstielementtien sijainnin ja koon, tekstin koon ja graafisten elementtien ulkoasun 
muuttaminen. Kaikki komponenteissa tehdyt ratkaisut pohjautuivat tähän olettamuk-
seen. 
 
Sijoitin komponenttien muuttumattomat graafiset elementit suoraan komponentin aika-
janalle, mutta siirtyvät ja muuttuvat elementit ovat komponenttien ulkopuolisia 
MovieClip-olioita. Esimerkiksi vierityspalkkien pitää olla erillisiä MovieClip-olioita, 
jotta niitä voi siirrellä sovelluksen suorituksen aikana ohjelmallisesti. Komponentteihin 
sijoitettujen MovieClip-olioiden ja tekstikenttien oikea nimeäminen on olennainen osa 
komponenttien toiminnan kannalta, koska ohjelmakoodi ei näe näyttöalueelle sijoitettu-
ja elementtejä, jollei niitä ole nimetty oikein. Komponenttien ulkopuolistenkin element-
tien ulkoasua voi muuttaa komponentista käsin. En käyttänyt komponenteissa yhteisiä 
graafisia elementtejä, vaikka ne olisivat säästäneet muistia, koska on mahdollista, että 
sovelluksen koostaja haluaisikin suunnitella eri komponenteille erilaisen graafisen ulko-
asun. Jaetut graafiset elementit vaikeuttaisivat ulkoasun variointia. 
 
Crenetin sovelluksissa on käytetty tekstikentissä toimintoa, joka tallentaa tekstikentässä 
käytetyn fontin tarvittavat kirjaimet bittikartoiksi, jotta ne toistuvat oikein, vaikka mo-
biililaitteessa ei olisi vastaavaa fonttia. Menetelmän etuna on se, että fonttien koko säi-
lyy skaalattaessa ennallaan suhteessa muihin elementteihin, mutta käytettävät merkit on 
pitänyt sisällyttää jokaiseen tekstikenttään erikseen. Tekstikentissä on yleensä käytetty 
Trebuchet MS -fonttia, johon on pitänyt sisällyttää 388 merkkiä sisältävä Latin 1 -mer-
kistö, jossa on mukana suomen kielen aakkoset. Mikäli merkistön sisällytys on unohtu-
nut, teksti näkyy valitun fontin sijasta puhelimen oletusfontilla. Flash Lite 2.0:ssa oli 
mahdollista sisällyttää koko fontti vektoreina sovellustiedostoon, jolloin samasta fontis-
ta voidaan käyttää useita eri kokoja eikä merkistöjä tarvitse sisällyttää tekstikenttiin ol-
lenkaan. Oletin, että koko fontin sisällyttäminen kasvattaisi sovellustiedoston kokoa lii-
kaa, mutta näin ei kuitenkaan tapahtunut, joten päätin käyttää sisällytettyä fonttia kaikis-
sa komponenteissa. 
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Työn tuloksena syntyneet komponentit ovat itsenäisiä toiminnallisuuskokonaisuuksia 
siinä mielessä, että ne eivät tarvitse palveluja muilta komponenteilta. Alapalkkikompo-
nenttia lukuun ottamatta komponentit eivät voi sijaita samassa aikajanan ruudussa, kos-
ka ne on tarkoitettu käytettäväksi yksitellen koko näytöllä. Jokainen komponentti käyt-
tää ActionScript 2:n Object-luokan näppäinkuuntelijoita tarvittavien näppäimien kuun-
teluun. Ne eivät kuitenkaan tiedosta sovelluksen muita rakenteita, joten sovellukset vaa-
tivat jatkossakin pääohjelman muodostamista ohjelmoimalla. Voidaan ajatella, että 
komponentit tarjoavat pääohjelmalle palveluita sisällön esittämiseen, mutta pääohjel-
man pitää syöttää niille oikea sisältö ja vastaanottaa mahdollinen syöte loppukäyttäjän 
vuorovaikutuksesta. 
 
Pääohjelman tehtävänä on hallinnoida sovelluksen näkymissä liikkumista. Sen toimin-
not ovat siis hyvin tuttuja kaikille Flashia käyttäneille – liikkumista ruudusta toiseen. 
Komponenteilla pitää kuitenkin olla rajapinta, jolla pääohjelma kommunikoi niiden 
kanssa. Pyrin pitämään komponenttien rajapinnat, eli metodit, mahdollisimman yksin-
kertaisina, mutta komponenttien alustus oli hieman ongelmallista. Tiettyyn aikajanan 
ruutuun tullessa Flash suorittaa ruudussa olevan ohjelmakoodin ennen graafisten ele-
menttien piirtämistä näytölle [25, s. 20]. Valitettavasti pääaikajanalla oleva koodi suori-
tetaan ennen ruudussa olevien MovieClip-olioiden koodia, joten komponenttien metodit 
eivät toimi. Tämä johtuu Flashin alustustoiminnoista, jotka alustavat ensin uloimpien 
rakenteiden koodin ja siirtyvät sitten syvemmälle rakenteeseen [25, s. 328]. Kutsuttaes-
sa komponenttien metodeja on siis odotettava komponenteissa olevan koodin alustamis-
ta. Ratkaisin ongelman käyttämällä komponentin rajapinnassa vakioitua funktioraken-
netta, jonka ansiosta komponentti voi kutsua pääaikajanalla olevaa koodia eikä päinvas-
toin. Tällöin ohjelman koostajan ei tarvitse huolehtia komponenttien alustustoimintojen 
oikeellisuudesta. 
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Alapalkkikomponentti 
 
Alapalkki on ollut Crenetin sovelluksissa keskeisin käyttöliittymäelementti, ja se juon-
taa juurensa Nokian puhelinten käyttöliittymästä. Toisin kuin muut komponentit, ala-
palkki on tarkoitettu käytettäväksi kaikkialla sovelluksessa. Alapalkkikomponentti pitää 
sijoittaa sovelluksen pääaikajanalla eri kerrokseen kuin muut komponentit, jotta niitä 
voi käyttää samanaikaisesti. 
 
Komponentissa on 430 x 25 pikselin tumma taustaelementti, jonka päällä on vierekkäin 
kolme vaaleaa läpinäkyvää 24 pikselin korkuista liukuvärielementtiä. Alapalkin rooli 
sovelluksessa on tiedottaa loppukäyttäjälle, mitä toimintoja puhelimen toimintonäppäi-
mille on asetettu. Nokian vanhempien puhelinmallien käyttöliittymässä on käytetty kah-
ta toimintonäppäintä: vasemman- ja oikeanpuoleista, mutta uudemmissa käyttöliittymä-
versioissa on alkanut yleistyä kolmas, keskimmäinen toimintonäppäin. Kyseessä on siis 
ohjaimen eli viisisuuntaisen näppäimen keskikohta, jolla hyväksytään valintoja. Esi-
merkkiä noudattaen lisäsin komponenttiin kolmannen tekstikentän keskimmäiselle toi-
mintonäppäimelle, kuten kuvasta 7 näkee. 
 
Kuva 7: Alapalkki Flash-kehitysympäristössä ja sovellusta käytettäessä 
 
Vasemman- ja oikeanpuoleisille toimintonäppäimille asetetut funktiot ovat yleensä liit-
tyneet joko sovelluksessa navigoimiseen tai niille on asetettu erikoistehtäviä. Lukusuun-
nan perusteella vasemmanpuoleiselle näppäimelle tulisi asettaa negatiivisia toimintoja ja 
oikeanpuoleiselle positiivisia toimintoja [26, s. 61]. Crenetin sovelluksissa oikeaa näp-
päintä on käytetty liikkumiseen hierarkiassa ylöspäin eli takaisin edelliseen näkymään. 
Vasemmanpuoleista on puolestaan käytetty esimerkiksi sovelluksesta poistumiseen, mi-
kä eroaa Nokian puhelinten käyttöliittymässä totutusta konventiosta, jossa takaisin-pai-
nike muuttuu lopuksi lopeta-painikkeeksi. Painikkeen sijaintia on muutettu totutusta, 
koska useat sovelluksia kokeilleet poistuivat vahingossa sovelluksesta palatessaan pää-
valikkoon. S60- ja Series 40 -puhelimissa toimintonäppäimille asetetut toiminnot eroa-
vat toisinaan tapauskohtaisesti. Toimintonäppäinten käyttö on refleksinomaista, sillä 
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niitä käytetään usein samoissa asiayhteyksissä, joten molempien matkapuhelinalustojen 
toiminnot pitää huomioida asetettaessa niille toimintoja. Komponentti kuuntelee vasem-
man- ja oikeanpuoleisen toimintonäppäimen painalluksia aina, kun painettavan näppäi-
men tekstikentässä on tekstiä. Se ei kuitenkaan kuuntele keskimmäistä toimintonäppäin-
tä, jota käytetään vuorovaikuttamiseen muissa komponenteissa. 
 
Latauskomponentti 
 
Sisällön lataaminen sovelluksiin on ollut ongelmallista Flash Lite 1.1 -sovelluksissa, sil-
lä latausprosesia ei ole voinut keskeyttää ohjelman suorituksen aikana. Loppukäyttäjälle 
pitäisi aina antaa mahdollisuus keskeyttää käynnissä oleva aikaa vievä prosessi. Sovel-
luksia käytettäessä voi tulla tilanteita, joissa lataustapahtuma pitkittyy esimerkiksi pal-
velinongelmien takia. Tällöin latausprosessi kestää niin kauan, kunnes puhelinalustalle 
määritelty enimmäisyhteysaika täyttyy ja sovelluksen suoritus keskeytyy. Enimmäisyh-
teysaika on yleensä noin kaksi minuuttia. Pahimmassa tapauksessa sovelluksen loppu-
käyttäjä on siis joutunut odottamaan kaksi minuuttia pelkän virheilmoituksen takia. 
 
Flash Lite 2.0 -sovelluksissa voi käyttää puutteellisen loadVariables-funktion sijasta 
ActionScript 2:n LoadVars-luokkaa, joka mahdollistaa latausprosessin keskeyttämisen. 
Sovelluksissa on käytetty paljon taulukkomuotoista tekstisisältöä, mutta Flash Lite 1.1  
-alusta ei tunne taulukkomuuttujaa. Tästä syystä taulukkoja on simuloitu lähettämällä 
numeroituja nimi-arvopareja, jotka loadVariables-funktio on automaattisesti tallentanut 
sovelluksen muistiin. LoadVars-luokan tapahtumakuuntelijan toteuttava asynkroninen 
onLoad-funktio mahdollistaa kuitenkin ladattujen muuttujien käsittelyn ennen niiden 
tallentamista sovelluksen muistiin. Funktion avulla oli mahdollista muuttaa taulukkoa 
simuloiva muuttujaryhmä oikeaksi taulukkomuuttujaksi. Numeroitujen muuttujien  kä-
sittely oli kuitenkin turhan monimutkaista, joten korvasin ne yhdellä nimi-arvoparilla, 
joka sisälsi kaikki taulukon solut yhdessä tekstimuuttujassa erotinmerkillä erotettuna. 
Valitsin erotinmerkiksi pystyviivan, koska sitä ei yleensä käytetä tekstissä. 
 
Kuvassa 8 on esitetty latauskomponentin ulkoasu kehitysympäristössä ja valmiissa so-
velluksessa. Komponentin tausta on värisävyjen käytöstä tekemäni suunnitelman mu-
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kaisesti tumma, koska komponentti on passiivinen. Komponentti koostuu kolmesta in-
formaatioelementistä ja latausanimaatiosta. Lisäsin latauskomponenttiin uutena toimin-
nallisuutena kaksi graafista elementtiä. Ne toteuttavat matkapuhelimen perustoiminnal-
lisuutta: niistä selviää käytettävän matkapuhelinverkon sukupolvi ja yhteyden voimak-
kuus. Toiminnot voivat osoittautua tarpeelliseksi, jos loppukäyttäjä on tietoinen verkko-
yhteyden sukupolven ja voimakkuuden vaikutuksesta tiedonsiirtonopeuksiin matkapu-
helimen ja verkon välillä. 
 
Kuva 8: Latauskomponentti Flash-kehitysympäristössä ja sovellusta käytettäessä 
 
Matkapuhelinverkon voimakkuutta kuvaava elementti on viidestä ruudusta koostuva 
MovieClip-olio. Ruudut kuvaavat yhteysvoimakkuutta 20 prosentin askelin. Kompo-
nentti ohjailee elementtiä käyttäen puhelinalustakohtaisia fscommand2-funktion 
GetSignalLevel- ja GetMaxSignalLevel-rajapintoja, joiden suhdeluku kertoo yhteysvoi-
makkuuden prosentteina [30; 31]. Matkapuhelinverkon sukupolvea kuvaava elementti 
on kolmesta ruudusta koostuva MovieClip-elementti, jota komponentti ohjailee käyttä-
mällä puhelinalustakohtaista fscommand2-funktion GetNetworkGeneration-rajapintaa. 
Rajapinta palauttaa numeron väliltä [-1, 3]. Kuten taulukosta 1 näkee, rajapinta ei tun-
nista 3.5G:tä, joka on yleisnimitys 3G-verkon tiedonsiirtoa nopeuttavalle HSPA-tekno-
logialle (High Speed Packet Access) [32]. 
 
 
 
 
 
 
39 
 
Taulukko 1: Matkapuhelinverkon sukupolven tarjoavan rajapinnan arvot [33] 
fscommand2(”GetNetworkGeneration”) 
-1: Puhelinalusta ei tue rajapintaa. 
0: Tuntematon mobiiliverkkosukupolvi 
1: 2G 
2: 2.5G 
3: 3G 
 
Komponentin tekstielementti sisältää esimuotoiltuja fraaseja, jotka informoivat loppu-
käyttäjää lataustapahtuman etenemisestä. Tekstielementin taustalla oleva toiminnalli-
suus on toteutettu käyttäen puhelinalustakohtaista fscommand2-funktion 
GetNetworkRequestStatus-rajapintaa. Funktio palauttaa numeron väliltä [-1, 10], jossa 
jokainen numero vastaa tiettyä prosessin tilaa tai virheilmoitusta [34]. Taulukossa 2 on 
esitetty komponentin käyttämät fraasit verrattuna eri tiloihin. Virhetilainteissa pelkkä la-
tauskomponentin teksti ei kuitenkaan riitä, vaan komponentti palauttaa virheilmoituk-
sen, jolloin virhetilanteiden käsittely jää sovelluksen koostajan vastuulle. Olettaen, että 
latauskomponenttia käytetään lataamaan koko sovelluksen sisältö kerralla, paras tapa re-
agoida virheeseen voisi olla esimerkiksi virheilmoituksen esittäminen. Lisäksi olisi jär-
kevää antaa loppukäyttäjälle mahdollisuus poistua sovelluksesta tai yrittää uudelleen. 
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Taulukko 2: Lataustapahtuman edistymistä kuvaavan tekstielementin tilat [34] 
fscommand2(”GetNetworkRequestStatus”) Teksti 
0: Palvelinyhteys on muodostettu. Ladataan 
1: Verkkoyhteyttä muodostetaan. 
2: Verkkoyhteyttä ei ole vielä muodostettu. 
3: Palvelinyhteyttä muodostetaan. 
10: Yhteyspyyntöä ei ole vielä tehty. 
Yhdistetään 
palvelimeen 
4: Virhe verkkoyhteydessä Verkkovirhe 
5: Palvelimeen ei saatu yhteyttä. 
6: Palvelin palautti HTTP-virhekoodin. 
7: Virhe nimipalvelimella 
9: Yhteys kesti liian pitkään. 
Yhteysvirhe 
8: Yhteyspyyntö suoritettu. Valmis 
-1: Puhelinalusta ei tue rajapintaa. Ladataan... 
 
Listakomponentti 
 
Listakomponentti on keskeinen sovelluksen rakenteen kannalta. Sitä käytetään tauluk-
komuotoisen sisällön esittämiseen. Listakomponentin navigointiluonteen ansiosta sitä 
voi käyttää linkitettäessä samanarvoista sisältöä joko sovelluksen sisältä tai ulkopuolel-
ta. Listakomponentti sijoittuu sovelluksen valikoiden ja sisältökomponenttien väliin, 
mutta se ei ole välttämätöntä. Listan monitoimisen luonteen takia se piti suunnitella 
mahdollisimman monipuolista käyttöä ajatellen. Listakomponentin avulla voi esittää 
useita samankaltaisia sisältöinstansseja ja antaa loppukäyttäjälle mahdollisuuden päättää 
itse, mihin instansseihin haluaa tutustua lähemmin. Taulukossa 3 näkyvät kaikki kom-
ponentin suunnittelussa huomioimani sisältöskenaariot. 
 
 
 
 
 
  
41 
 
Taulukko 3: Listakomponentin käyttöskenaariot 
Linkitettävä sisältö Komponentin sisältö Sisällön sijainti 
tekstejä tekstien otsikot tekstikomponentti 
taulukkoja taulukoiden kuvaukset taulukkokomponentti 
tideoita videoiden kuvaukset videokomponentti 
internetsisältöä sisällön kuvaukset internetselain 
puhelinnumeroita numeroiden haltijat puhelin 
SMS-palveluja palvelujen nimet tekstiviestisovellus 
MMS-palveluja palvelujen nimet multimediaviestisovellus 
sähköpostiosoitteita osoitteiden haltijat sähköpostisovellus 
 
Kuten taulukosta 3 näkee, Flash Lite -sovellukset voivat käynnistää tiettyjä puhelimen 
sovelluksia loppukäyttäjän suostumuksella. Kutsut tehdään getURL-funktiolla, jolle 
syötetään valitun viestintätavan parametrit: internetselaimelle www-osoite, puhelimelle 
puhelinnumero, tekstiviestisovellukselle ja multimediaviestisovellukselle puhelinnume-
ro ja viesti ja sähköpostisovellukselle sähköpostiosoite, otsikko ja viesti. ActionScript 
2:n System.capabilities-luokan muuttujia tutkimalla voi selvittää, onko tarvittava vies-
tintäsovellus mahdollista käynnistää. Sähköpostille muuttuja on hasEmail, multimedia-
viestisovellukselle hasMMS ja tekstiviestisovellukselle hasSMS. Puhelimen ja internet-
selaimen toimivuutta ei ilmeisesti voi varmistaa kuin kokeilemalla. [35, s. 85; 36.] 
 
Listojen kohdalla suurin ongelma on ollut tekstisisällön pituus. Sovelluksiin on tehty 
niitä kaikkiaan yksi-, kaksi- ja kolmirivisiä tekstien arvellun pituuden mukaan. Lyhyt 
teksti kolmirivisessä listassa on varsinaista näyttöalan tuhlausta. Ratkaisin ongelman 
animoimalla listan solujen tekstikentät ohjelmallisesti. Animaatio alkaa sekunnin kulut-
tua listan osoittimen saapumisesta soluun, jos teksti ei mahdu kokonaisuudessaan teksti-
kenttään. Teksti animoituu oikealta vasemmalle, ja sekunti animaation päättymisestä 
teksti palaa alkutilaansa. Tekstin animoiminen oli kuitenkin kyseenalainen ratkaisu, sillä 
sitä pitäisi välttää, koska teksti on monimutkaista vektorigrafiikkaa ja sitä on melko pal-
jon. Paljon suurempi ongelma on kuitenkin se, että listakomponentin läpinäkyvyyden 
vuoksi Flash Lite -alusta piirtää koko listakomponentin uudelleen joka kerta, kun teksti 
siirtyy animaatiossa. Tällöin myös kaikki muut tekstikentät pitää piirtää uudelleen. Mo-
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lemmat tekijät hidastavat animaation virkistystaajuutta huomattavasti, mikä voi vaikeut-
taa animoidun tekstin lukemista. Toteutustapa oli kuitenkin perusteltu, sillä se parantaa 
komponentin käytettävyyttä. 
 
Listaa selataan navigointinäppäimellä ylös tai alas. Alaspäin selattaessa listan osoitin jää 
sen toiseksi viimeiseen elementtiin, kunnes listan viimeinen teksti tulee sen viimeiseen 
elementtiin ja osoitin siirtyy sen päälle. Vastaava toiminto jättää osoittimen listan toi-
seen elementtiin alkuun selattaessa. Tällöin ainoastaan tekstisisältö vaihtaa paikkaa lis-
tassa. Toiminnallisuutta on käytetty sovelluksissa yleisesti, sillä sen avulla loppukäyttä-
jä tietää, milloin lista on alussa ja milloin lopussa, mutta se ei aina riitä. Joskus voi olla 
tarpeellista tietää, kuinka laaja lista on. Kuvassa 9 näkyy otsikon vieressä info-teksti-
kenttä, josta näkee listan osoittimen sijainnin listassa ja sen pituuden. 
 
Kuva 9: Listakomponentti Flash-kehitysympäristössä ja sovellusta käytettäessä 
 
Listakomponentin elementit koostuvat kolmesta MovieClip-oliosta, joista kahdessa on 
pyöristykset. Kuten kuvasta 9 näkyy, kyseessä on listan ensimmäinen ja viimeinen ele-
mentti, jotka samalla kuvaavat listan alkua ja loppua. Kolmas elementti kuvaa kaikkia 
niiden välissä olevia elementtejä. Elementeillä on kaksi avainruutua niiden eri tiloille: 
toinen tila kuvaa listan osoitinta eli valittua tilaa. Komponentin käytön kannalta on yh-
dentekevää, montako erilaista elementtiä listassa on, kunhan ne on nimetty oikein. 
Suunnittelin nimittäin listakomponenttiin toiminnallisuutta, jolla listan elementtien lu-
kumäärän muuttaminen olisi mahdollisimman yksinkertaista. Alustushetkellä listakom-
ponentti käy lävitse kaikki nimeämiskäytännön mukaan nimetyt elementit item0:sta 
eteenpäin ja tallentaa ne muistiin. Tällä tavalla toteutettuna sovelluksen koostajan ei tar-
vitse syöttää käytettävien elementtien lukumäärää komponentille, vaan elementit sijoite-
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taan graafisen työnkulun mukaisesti komponenttiin ja nimetään järjestyksessä alusta 
loppuun. 
 
Tekstikomponentti 
 
Sovellusten tekstinäkymissä otsikkokentän laajuus on pitänyt arvioida etukäteen aivan 
kuten listaelementeissä. Moniriviset otsikkokentät ovat olleet ongelmallisia, sillä ne 
ovat vieneet tilaa itse tekstisisällöltä. Halusin siirtää otsikkokentän pois tekstin tieltä sitä 
vieritettäessä, jotta mahdollisimman suuri osa näyttöalasta tulisi hyötykäyttöön. 
ActionScript 2:n TextFormat-luokan avulla oli mahdollista esittää sekä otsikko että lei-
päteksti erikokoisena samassa tekstikentässä. Kuten kuvasta 10 näkyy, Flash-kehitys-
ympäristössä otsikko ja leipäteksti ovat erillisiä tekstikenttiä, jotta niiden kokoa pystyy 
muuttamaan suoraan tekstikentän asetuksista. Tekstikomponenttia alustettaessa luodaan 
kuitenkin uusi tekstikenttä, joka ulottuu otsikkokentän vasemmasta yläkulmasta leipä-
tekstikentän oikeaan alakulmaan. Otsikko- ja leipäteksti sijoitetaan sitten tähän uuteen 
tekstikenttään, ja ne muotoillaan alkuperäisten tekstikenttien asetusten mukaan. Näin ot-
sikkokenttä vierittyy muun tekstin mukana ja koko näyttöala saadaan käytettyä tehok-
kaasti hyväksi.  
 
Kuva 10: Tekstikomponentti Flash-kehitysympäristössä ja sovellusta käytettäessä 
 
ActionScript 2:n tekstikenttiin tuoma uusi toiminnallisuus mahdollisti myös tekstikentti-
en sisällön laajuuden mukaan skaalautuvan vierityspalkin toteuttamisen tekstikompo-
nenttiin. Flash Lite 1.1 -sovelluksissakin on ollut mahdollista tehdä vierityspalkkeja, 
mutta skaalautuvan vierityspalkin avulla loppukäyttäjä hahmottaa tekstikentän sisällön 
laajuuden paremmin. Suunnittelin komponenttiin vierityspalkin, jossa oli pyöristetyt 
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päät, koska pelkkä suorakulmio ei mielestäni sopinut komponenttien yleisilmeeseen. 
Palkki piti kuitenkin jakaa kolmeen osaan, jotta päät säilyttäisivät muotonsa palkkia 
skaalattaessa. 
 
Tekstitaulukkokomponentti 
 
Taulukkomuotoisen tekstisisällön esittäminen sovelluksissa on aina vaatinut räätälöityjä 
ratkaisuja: taulukon leveys, tekstikenttien lukumäärä ja leveydet. Tekijät ovat vaihdel-
leet sovelluskohtaisesti, mutta sisältöä on myös pitänyt typistää tai jättää pois, mikäli 
taulukon leveys on ylittänyt näytön leveyden. Vakioidulle ratkaisulle selvästi oli tarvet-
ta, sillä urheilusovelluksissa on ollut yleensä paljon taulukkoja, joiden räätälöiminen vie 
aikaa. 
 
Toteutin taulukkokomponentin ensimmäisen version luomalla jokaiselle otsikolle ja sa-
rakkeelle oman tekstikentän, joiden näkyvyys rajattiin luomalla sisältöalueen kokoinen 
maski tekstikentille. Epäilin kuitenkin maskin käytön hidastavan sovelluksen toimintaa, 
joten päädyin lopulta muodostamaan taulukkorakenteen käyttämällä ainoastaan kahta 
tekstikenttää ja saman TextFormat-luokan toiminnallisuutta kuin tekstikomponentissa. 
TextFormat-luokan käyttö perustui sarakkeiden leveyden mukaan määriteltyihin sarkai-
miin eli tabulatuurimerkkeihin. Otsikot ja sarakkeet syötetään komponentille taulukko-
muuttujissa, jotka puretaan tekstikenttiin muodostamalla taulukoista tekstimuuttuja otsi-
koille ja sisällölle. Sarakkeet erotetaan toisistaan syöttämällä niiden väliin sarkainmerk-
ki, ja rivit erotetaan toisistaan syöttämällä niiden väliin rivinvaihto. 
 
Kuten kuvasta 11 näkee, otsikot ja sisältö ovat eri tekstikentissä, koska sisältöä voi vie-
rittää myös pystysuunnassa, jolloin otsikoiden pitää pysyä paikallaan. Vaakasuunnassa 
otsikot vierittyvät linjassa sisällön kanssa. Koska otsikot ja sisältö ovat eri tekstimuuttu-
jia, sisältöä sarakkeisiin jakavan toiminnallisuuden suunnittelussa oli tärkeää säilyttää 
otsikko- ja sisältösarakkeet yhtä leveinä. Käyttöliittymän visuaalisen suunnitelman mu-
kaisesti opasteeksi tarkoitettu otsikkokenttä on tummalla taustalla ja itse navigoitavaksi 
tarkoitettu sisältö vaalealla taustalla. Koska kentät ovat erillisiä, niiden muotoilua voi 
muuttaa erillään toisistaan. 
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Kuva 11: Taulukkokomponentti Flash-kehitysympäristössä ja sovellusta käytettäessä 
 
Taulukkokomponentti käyttää samaa pystysuuntaista vierityspalkkia kuin tekstikompo-
nentti. Säilytin vaakasuuntaisen vierityspalkin erillisenä, jotta sen ulkoasua voi muokata 
vaikuttamatta pystypalkkiin. Molemmat vierityspalkit skaalautuvat sisällön laajuuden 
mukaan. Vaaka- ja pystysuuntaista vierityspalkkia ei suositella käytettäväksi samanai-
kaisesti [26, s. 34]. Suositus perustuu ilmeisesti vierityspalkkien käyttöön kosketusnäy-
töllisissä puhelimissa, joissa sisältöä vieritetään suoraan vierityspalkkia siirtämällä. 
Suositus on kuitenkin perusteltu, sillä taulukkokomponentin vierittäminen tuntuu hie-
man oudolta, vaikka sen toiminta on täysin loogista. Kyse on ehkä siitä, että tällaista rat-
kaisua käytetään yleensä ainoastaan älypuhelinten internetselaimissa. Komponentti tar-
joaa kuitenkin tehokkaan keinon esittää taulukkomuotoista sisältöä ilman entisiä rajoi-
tuksia. 
 
Videotoistinkomponentti 
 
Joissain Flash Lite 1.1 -sovelluksissa on jo käytetty videosisältöä, mutta sitä ei ole ollut 
mahdollista esittää itse sovelluksessa, vaan sovelluksesta on käynnistetty puhelimen 
oletusvideotoistin, joka on huolehtinut videotiedoston lataamisesta ja esittämisestä. Ole-
tusvideotoistin on voitu käynnistää joko selaimen kautta käyttämällä getURL-funktiota 
tai suoraan kutsumalla videosovellusta fscommand-funktion Launch-rajapinnan kautta. 
Toteutus on toiminut kohtalaisesti, mutta molemmat videotoistimen käynnistystavat ei-
vät toimi kaikissa puhelinmalleissa – toiminta pitäisi testata kaikissa malleissa erikseen. 
Sovelluksesta poistuminen on myös ongelmallista, sillä se heikentää sovellusten käytet-
tävyyttä. Kaikki puhelinmallit eivät myöskään tue sovellusten moniajoa, mikä tarkoittaa 
sitä, että uuden sovelluksen käynnistyessä vanha sovellus sammuu. 
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Flash Lite 2.0 -sovelluksissa puolestaan voi toistaa videosisältöä. Toisin kuin tietoko-
neille suunnitellut Flash-versiot Flash Lite 2.0 -alusta ei sisällä videotiedostojen esittä-
miseen tarvittavia koodekkeja, vaan videoiden toistamiseen on suunniteltu video-olio, 
joka käyttää puhelimen oletusvideotoistinta Flash Lite -sovelluksen sisällä. Video-olio 
tarjoaa rajapinnan oletusvideotoistimeen, jonka kautta voi hallita videoiden toistoa. Ra-
japinta on kuitenkin puutteellinen, sillä sen kautta ei voi esimerkiksi muuttaa videon ää-
nenvoimakkuutta tai kelata sitä. Rajapinta ei myöskään toteuttanut toimintoa, jonka 
avulla saisi selville, milloin palvelimelta ladattavan tiedoston toisto alkaa. Olin tehnyt 
komponenttiin samanlaisen latausanimaation kuin latauskomponenttiin, mutta testates-
sani videokomponenttia puhelimessa latausanimaatio sai videon välkkymään. Puheli-
men prosessointiteho ei ilmeisesti riittänyt videon ja animaation samanaikaiseen esittä-
miseen, eikä animaatiota voinut pysäyttää, koska videon toiston alkamisesta ei saanut 
tietoa. Tästä syystä videotoistinkomponentti soveltuu ainoastaan striimatun videosisäl-
lön toistamiseen, sillä sen toisto alkaa jo muutaman sekunnin kuluessa videon lataami-
sen alkamisesta. Striimattaessa puhelin tallentaa videota puskuriin, jonka täyttyessä tois-
to alkaa. Tällöin latausanimaation puuttumisella ei ole niin suurta merkitystä. 
 
Kuvassa 12 vasemmalla näkyy video-olio, jonka varaamalla alueella videokuva näkyy. 
Asetin videon toistoalueeksi 240 x 180 pikseliä, mikä vastaa sovelluksen sisältöalueen 
levyistä videota 4:3:n kuvasuhteella. Uudemmissa matkapuhelimissa voi toistaa MP4-
formaattiin pakattua videota, mutta vanhemmat mallit tukevat ainoastaan 3GP-formaat-
tia. MP4-formaatti toimii ilmeisesti kaikissa Nokian puhelinmalleissa, joissa on Flash 
Lite 2.0, tai uudempi, esiasennettuna [6]. 3GP-formaatin käyttö voi kuitenkin olla järke-
vää, mikäli halutaan varmistaa, että video toimii kaikissa tuetuissa puhelinmalleissa. 
Jotkin puhelinmallit skaalaavat pienemmän 3GP-videon koko toistoalueelle, toiset taas 
lisäävät videon ympärille toistoalueen reunoille yltävät mustat reunukset. Koska kom-
ponentti käyttää puhelimen oetusvideotoistinta, on tärkeää ohjeistaa sovellusten käyttä-
jiä videotoistimen verkkoasetusten oikeellisuudesta, sillä puutteelliset asetukset estävät 
videon lataamisen.  
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Kuva 12: Videokomponentti Flash-kehitysympäristössä ja sovellusta käytettäessä 
 
Videokomponentissa on video-olion lisäksi kaksi painiketta ja infotekstikenttä. Teksti-
kenttä korvaa puuttuvan latausanimaation informoimalla loppukäyttäjää videon latautu-
misesta. Lataamisen ja toiston aikana tekstikentässä on teksti ”ladataan...”. Jos videon 
toisto on keskeytetty tai video on loppunut, kentässä lukee ”pysäytetty”, kuten kuvassa 
12 oikealla. Painikkeista ylempi on toisto- ja taukopainike, alempaa painamalla video 
siirtyy alkuun. 
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6  Komponenttikirjaston käyttö 
 
Valmiit käyttöliittymäkomponentit sijoitettiin FLA-tiedostoon, joka toimii komponentti-
kirjastona ja josta niitä voi kopioida sovelluksiin. Kirjastotiedoston voi tuoda sovellus-
tiedostoon myös komennolla File > Import > Open External Library, joka avaa kirjasto-
tiedoston erilliseen kirjastoikkunaan. Molemmissa tapauksissa komponentin siirtäminen 
aikajanalle kopioi komponentin ja sen käyttämät graafiset elementit sovellustiedoston 
omaan kirjastoon. Kuva 13 kuvaa komponenttien keskinäistä hierarkiaa, jota sovellusten 
rakenne yleensä noudattaa. Kuvan yläreunassa oleva nuoli kuvaa aikajanaa, jolle sovel-
lukset koostetaan komponenteista kuvan osoittamassa järjestyksessä: ensin alustetaan 
alapalkki, sitten ladataan sisältö. Loput komponentit vastaavat sisällön esittämisestä. 
Käsin koostettavat valikkonäkymät sijoittuvat hierarkiassa latauskomponentin ja lista-
komponentin väliin. Kuten kuvasta näkyy, alapalkkikomponentti voi olla olemassa sa-
manaikaisesti muiden komponenttien kanssa, mutta ne eivät voi olla olemassa keske-
nään samanaikaisesti. 
 
Kuva 13: Komponenttikirjaston rakenne ja komponenttien ryhmittely ja sijoittelu 
sovelluksen aikajanalla 
 
49 
 
Sovelluksen aikajanan ensimmäisessä ruudussa Flash Lite -alusta konfiguroidaan toista-
maan sovellus halutulla tavalla. Sovellus asetetaan näkymään koko näytöllä kutsumalla 
fscommand2-funktion FullScreen-rajapintaa. Samalla Flash Lite -alustan ylä- ja alapalk-
ki katoavat näytöltä. Alapalkissa toiminnallisuus korvataan käyttämällä alapalkkikom-
ponenttia, joka ottaa toimintonäppäinten toiminnot hallintaansa Flash Lite -alustalta kut-
suttaessa fscommand2-funktion SetSoftKeys-rajapintaa. 
 
Alapalkkikomponentti 
 
Alapalkkikomponentilla on kolme eri metodia: init, update ja terminate, jotka löytyvät 
taulukosta 4. Init-metodia käytetään komponentin alustukseen – sille syötetään paramet-
reinä vasemmanpuoleisen, keskimmäisen ja oikeanpuoleisen toimintonäppäimen tekstit 
ja sovellukseen sisällytetyn fontti-olion nimi. Jos toimintonäppäimelle ei aseteta toimin-
toa, parametriksi syötetään tyhjä teksti-muuttuja. Jatkossa toimintonäppäinten tekstejä 
päivitetään update-metodilla, jolle ei enää syötetä fonttia. Terminate-metodi vapauttaa 
alapalkkikomponentilta sen varaaman muistin. Tavallisessa käytössä sitä ei kuitenkaan 
tarvita, sillä alapalkkikomponentti on suunniteltu käytettäväksi koko sovelluksen suori-
tuksen ajan. 
 
Taulukko 4: Alapalkkikomponentin ohjelmointirajapinnat 
function input(){ 
    alapalkki.init("Vasen", "Keski", "Oikea", "fontti"); 
} 
function leftSoftKey(){ 
    //vasemmalle toimintonäppäimelle asetettu toiminnallisuus tähän 
} 
function rightSoftKey(){ 
    //oikealle toimintonäppäimelle asetettu toiminnallisuus tähän 
} 
alapalkki.update("Vasen", "", "Oikea"); 
alapalkki.terminate(); 
 
Alapalkkikomponentti voi kutsua kolmea eri pääaikajanalla sijaitsevaa funktiota: input, 
leftSoftKey ja rightSoftKey. Input-funktio yksinkertaistaa komponentin alustusta, koska 
komponentti pystyy sen avulla alustamaan itsensä, kun se on valmis. LeftSoftKey-funk-
tioon sijoitetaan vasemmalle toimintonäppäimelle asetettu toiminnallisuus, 
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rightSoftKey-funktioon puolestaan oikealle toimintonäppäimelle asetettu toiminnalli-
suus. Komponentti kutsuu näitä funktioita ainoastaan, jos painetun toimintonäppäimen 
tekstikenttä ei ole tyhjä. 
 
Latauskomponentti 
 
Latauskomponentilla on kaksi metodia: init ja terminate. Metodit on listattu taulukossa 
5. Niiden toiminnallisuus vastaa edellä kuvattua – ainoastaan init-metodin parametrit 
eroavat. Latauskomponentille syötetään vastaavan palvelinsovelluksen tai -skriptin 
URL-osoite, josta sisältö ladataan, ja käytettävä fontti. Terminate-metodi keskeyttää la-
taustapahtuman ennenaikaisesti ja vapauttaa komponentin varaaman muistin. Se tarjoaa 
mahdollisuuden keskeyttää lataustapahtuma hallitusti poistumatta sovelluksesta. Tapah-
tuman päätyttyä onnistuneesti tai virheeseen komponentti kutsuu pääaikajanalla sijaitse-
vaa output-funktiota, johon latauksen jälkeinen toiminnallisuus sijoitetaan. Virhetilan-
teessa komponentti palauttaa funktioon virheilmoituksen, johon reagoiminen on sovel-
luksen koostajan harkinnassa. 
 
Taulukko 5: Latauskomponentin ohjelmointirajapinnat 
function input(){ 
    lataaja.init("http://www.palvelin.fi/sovellus.php", "fontti"); 
} 
function output(success:Boolean, errorMessage:String){ 
    if(success){ 
        //lataustapahtuman päättymistä seuraava toiminnallisuus tähän 
    }else{ 
        //virhettä seuraava toiminnallisuus tähän 
    } 
} 
lataaja.terminate(); 
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Listakomponentti 
 
Listakomponentilla on kaksi metodia: init ja terminate, jotka löytyvät taulukosta 6. Init-
metodin parametreiksi syötetään listan valitun elementin järjestysnumero, listan yläpuo-
lella näkymättömissä olevien sisältöelementtien lukumäärä, otsikkoteksti, sisältötekstit 
Array-muuttujassa ja käytettävä fontti. Kaksi ensimmäistä parametria ovat tärkeitä listan 
käytettävyyden kannalta niissä tapauksissa, joissa listaan palataan takaisin sisältönäky-
mästä. Tällöin näiden parametrien avulla listakomponentti siirtyy samaan tilaan, jossa 
se oli edellisellä näyttökerralla. Listan alkutilassa molempien muuttujien arvo on nolla. 
 
Taulukko 6: Listakomponentin ohjelmointirajapinnat 
function input(){ 
    lista.init(valittu, kohdistus, "Otsikko", sisältö, "fontti"); 
} 
function output(activeItem:Number, contentOffset:Number){ 
    //valintaa seuraava toiminnallisuus tähän 
} 
lista.terminate(); 
 
Kun loppukäyttäjä hyväksyy valitun listaelementin painamalla keskimmäistä toiminto-
näppäintä, komponentti kutsuu sovelluksen pääaikajanalla sijaitsevaa output-funktiota, 
jolle se syöttää valitun elementin järjestysnumeron ja sisällön kohdistukseen käytettävän 
numeron. Nämä kaksi numeroa voidaan syöttää listalle siihen palattaessa muistitoimin-
nallisuuden saavuttamiseksi. Niiden avulla päätellään myös, mitä sisältöä listakompo-
nenttia seuraavassa sisältönäkymässä esitetään tai mistä internetosoitteesta videotiedos-
to ladataan, sillä niiden summa on valitun sisältöelementin järjestysnumero listakompo-
nenttiin ladatussa Array-muuttujassa. Terminate-metodi vapauttaa listakomponentin va-
raaman muistin, ja sitä pitää kutsua esimerkiksi siirryttäessä sovelluksessa takaisin lista-
komponenttia edeltävään näkymään. 
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Tekstikomponentti 
 
Tekstikomponentin init-metodiin syötetään parametreiksi otsikkoteksti, sisältöteksti ja 
käytetty fontti. Taulukon 7 ensimmäisessä solussa havainnollistetaan tekstikomponentin 
käyttöä listan yhteydessä: listakomponentissa valittu sisältö määritetään komponentin 
palauttamien numeromuuttujien summan avulla halutuista Array-muuttujista. Tässä ta-
pauksessa listakomponenttiin olisi syötetty sisällöksi otsikot-niminen Array-muuttuja. 
Jos komponenttia ei käytetä listakomponentin yhteydessä, parametrit voi korvata halu-
tuilla tekstimuuttujilla. Terminate-funktiota pitää kutsua siirryttäessä takaisin edelliseen 
näkymään. 
 
Taulukko 7: Tekstikomponentin ohjelmointirajapinnat 
function input(){ 
    tekstikenttä.init(otsikot[valittu + kohdistus], tekstit[valittu + kohdistus], "fontti"); 
} 
tekstikenttä.terminate(); 
 
Taulukkokomponentti 
 
Taulukkokomponentin metodit on listattu taulukossa 8. Komponentin toiminnallisuus 
muistuttaa läheisesti tekstikomponentin toiminnallisuutta, mutta taulukkokomponentin 
init-metodin ensimmäiset parametrit ovat Array-muuttujia. Ensimmäisessä parametrissa 
syötetään komponentille sarakkeiden otsikot. Toinen parametri on kuitenkin rakenteel-
taan kaksiulotteinen Array-muuttuja, jossa hakasulkeiden sisään sijoitetaan kaikkien 
taulukon sarakkeiden tekstit omiin soluihinsa. Muu toiminnallisuus vastaa täysin teksti-
komponentin toiminnallisuutta. 
 
Taulukko 8: Taulukkokomponentin ohjelmointirajapinnat 
function input(){ 
    taulukko.init(otsikot, [sarake1, sarake2, sarakeN], "fontti"); 
} 
taulukko.terminate(); 
 
 
 
53 
 
Videotoistinkomponentti 
 
Videotoistinkomponentin init-metodiin syötetään parametreiksi internetosoite, josta vi-
deotiedosto ladataan, ja komponentissa käytettävä fontti. Useiden videolinkkien hallin-
taan voi käyttää listakomponenttia, jolloin valittu videolinkki selviää samalla periaat-
teella kuin tekstikomponentin yhteydessä, kuten taulukosta 9 näkee. Koska videosisältö 
ladataan internetistä, komponentissa on latauskomponentista tuttua toiminnallisuutta la-
taustapahtuman keskeyttämiseen ja epäonnistuneen lataustapahtuman virheenkäsitte-
lyyn. Toisin kuin latauskomponentissa videotoistinkomponentti ei kutsu output-funktio-
ta lataustapahtuman päätyttyä, vaan loppukäyttäjä poistuu näkymästä omatoimisesti. 
 
Taulukko 9: Videotoistinkomponentin ohjelmointirajapinnat 
function input(){ 
    videotoistin.init(videot[valittu + kohdistus], "fontti"); 
} 
function output(success:Boolean, errorMessage:String){ 
    //virheestä seuraava toiminnallisuus tähän 
} 
videotoistin.terminate(); 
 
Komponenttien päivitys 
 
Komponentteja käyttämällä voi helposti nostaa sovellusten uudelleenkäyttöastetta. Siir-
tyminen henkilötasolla harjoitetusta koodin uudelleenkäytöstä järjestelmällisempään ja 
laajempaan yrityksen sisäiseen uudelleenkäyttöön vaatii kuitenkin sitoutumista. Työn 
tuloksena syntyneet käyttöliittymäkomponentit ovat vasta ensimmäinen vaihe kohti jär-
jestelmällistä uudelleenkäyttöä. Komponenttikirjasto vaatii ylläpitoa, ja sitä pitäisi myös 
laajentaa etsimällä sovelluksista uusia uudelleenkäytettäväksi soveltuvia toiminnalli-
suuskokonaisuuksia. [24, s. 165–167.] Mobiililaitteille optimoidun Flash-teknologian 
kehitysvauhti on kiihtynyt huomattavasti viimeisen puolentoista vuoden aikana. Jos 
komponenttikirjastoa ei päivitetä jatkuvasti tekniikan ja käyttöliittymien kehittyessä, 
komponenttien elinkaari voi jäädä huomattavan lyhyeksi. 
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Komponenttien graafisten elementtien ja ohjelmakoodin sijoittaminen samaan rakentee-
seen heikensi niiden päivitettävyyttä. Ongelma on suurin silloin, kun komponenttien 
graafisten elementtien ulkoasua muutetaan. Tällöin komponenttia ei voi vain vaihtaa uu-
teen, sillä graafiset elementit muuttuisivat takaisin alkuperäisiksi. Paras tapa päivittää 
komponentin toiminnallisuus vaikuttamatta sen graafisiin elementteihin on vaihtaa pel-
kästään komponentin ensimmäisessä avainruudussa sijaitseva ohjelmakoodi kokonai-
suudessaan päivitettyyn. Jos komponenttiin on tehty hyvin laajoja muutoksia, voi koko 
komponentin vaihtaminen olla ainoa ratkaisu. Tällöin graafisten elementtien ulkoasu pi-
tää muuttaa uudelleen päivityksen yhteydessä. 
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7  Yhteenveto 
 
Insinöörityön tuloksena syntyneet käyttöliittymäkomponentit ovat toisaalta työvälineitä, 
joiden tarkoituksena on yksinkertaistaa mobiilisovellusten koostamista, toisaalta niistä 
muodostuu myös lopputuotteena syntyvän sovelluksen käyttöliittymä. Niillä on siis kak-
si eri käyttötarkoitusta, joihin niiden pitää soveltua mahdollisimman hyvin. Komponent-
tien suunnitteluprosessi alkoi käyttöliittymän suunnittelusta ja eteni niin sanotun kom-
ponenttiarkkitehtuurin suunnittelun kautta itse komponenttien toteutukseen. Työ ei kui-
tenkaan ollut aivan näin suoraviivaista, sillä uusia toteutusideoita syntyi koko kehitys-
prosessin ajan. Valmiit komponentit ovatkin syntyneet usean kehitysversion tuloksena. 
 
Loppukäyttäjän näkökulmasta pyrin lisäämään komponentteihin mahdollisimman pal-
jon käytettävyyttä parantavaa toiminnallisuutta, kuten tekstin laajuuden mukaan skaa-
lautuvat vierityspalkit. Komponenttien käyttäjän, eli sovellusten koostajan, näkökulmas-
ta tavoitteenani oli toteuttaa komponenttien käyttö mahdollisimman tarkoin Flash-sovel-
luskehittimen graafisen työnkulun kaltaisena. Ohjelmistokomponentithan ovat tunnetus-
ti enemmän ohjelmoijien kuin suunnittelijoiden työvälineitä. Vaikka komponenteissa on 
ohjelmointirajapintoja, niissä on pyritty mahdollisimman yksinkertaisiin ja selkeisiin ra-
kenteisiin. 
 
Komponenteista koostettavien sovellusten ulkoasun räätälöinti oli yksi tärkeimmistä 
komponenttikirjaston suunnittelussa huomioitavista tekijöistä. Komponenttien läpinäky-
vyys mahdollistaa käyttöliittymän väriskaalan muuttamisen nopeasti, koska sovelluksen 
taustan värit toistuvat komponenteissa. Suuremmat muutokset ulkoasuun pitää kuitenkin 
tehdä suoraan komponentteihin. Siksi olikin tärkeää säilyttää komponenttien graafiset 
elementit erillään niiden toiminnallisuudesta, jotta ulkoasuun tehtävät muutokset eivät 
vaikuta komponenttien toimintaan. Komponentit myös mukautuvat sovelluksen suori-
tuksen aikana automaattisesti niiden sisältöön ja ulkoasuun tehtyihin muutoksiin. Ta-
voitteena oli, että komponentteja voisi räätälöidä mahdollisimman monipuolisesti tarvit-
sematta syöttää mitään tekstimuotoisia määrittelytietoja. 
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Vaikka komponenttikirjasto täyttää annetut vaatimukset mielestäni melko hyvin, sen 
pitkäkestoisemmalle käytölle on jo ilmennyt haasteita. Insinöörityön valmistumisen jäl-
keen markkinoille on alkanut ilmestyä yhä enemmän kosketusnäytöllisiä matkapuhelin-
malleja, joiden suosio kasvaa. En suunnitellut komponentteja kosketusnäytöllä käytettä-
väksi, koska siinä vaiheessa Nokialla ei vielä ollut kosketusnäytöllistä puhelinta – nyt 
on.  
 
Kosketusnäyttö eroaa vuorovaikutustapana huomattavasti perinteisestä painikkeisiin pe-
rustuvasta, joten sekä kosketusnäytöllä että näppäimillä käytettävän sovelluksen suun-
nittelu voi olla haastavaa. Kannattaako tehdä kompromissi näiden vuorovaikutustapojen 
välillä, vai olisiko järkevämpää tehdä sovelluksista jatkossa kaksi eri versiota? Ainakin 
laitteiden väliset erot tekevät sovellusten kehittämisestä entistä monimutkaisempaa, mi-
kä on ristiriidassa insinöörityön tavoitteiden kanssa. Luulen, että jatkossa Flash Lite -so-
vellusten kehitystä tulisi viedä graafisesta työnkulusta enemmän ohjelmistokehityksen 
suuntaan, sillä nykyisen kaltaiset staattisesti muotoillut käyttöliittymät eivät pysty mu-
kautumaan tarpeeksi hyvin erimuotoisille ja -kokoisille näytöille. 
 
Tässä vaiheessa on epäselvää, miten komponenttikirjastoa hyödynnetään sovellusten ke-
hittämiseen, mutta se soveltuu hyvin esimerkiksi nopeasti koostettavien demosovellus-
ten tuottamiseen. Vaikka komponetteja ei koskaan käytettäisi kaupallisissa sovelluksis-
sa, niihin suunniteltuja ratkaisuja ja niiden toiminnallisuutta voidaan hyödyntää yksin-
kertaisesti myös muissa sovelluksissa. Yrityksessä tehtävät strategiset ratkaisut ovat 
avainasemassa komponenttikirjaston jatkokäytöstä päätettäessä. 
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