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Abstract - This research aims to design and 
implement an application that can determine the 
percentage of similarity to the C code and post 
using Rabin-Karp algorithm. In this application the 
input use is a code C and Pascal who type *. C and 
*. Pas, while the output of the application is in the 
form of percentage similarity of both the tested code 
and the processing time required in each process. 
The results of this study are called "Similarty 
Checked" is developed using Borland Delphi 7. This 
application can determine the percentage of 
similarity of code under test. On the application of 
"Similarity Checked", there are 5 stages of a 
process called preprocessing to prepare the 
program code before checking the similarity of two 
documents, that are: case folding, filtering, parsing, 
k-gram, hashing and two-stage process to obtain the 
percentage of similarity checking code ie: checking 
the rabin-Karp algorithm and determination of the 
value of similarity calculated by dice similarity 
coeficients. Testing is done by trying out some of the 
code C and Pascal programs are different, and by 
using k-gram values are different. Based on the 
testing that has been done, showed that the 
application has been designed to determine the 
percentage of similarity of code C and Pascal 
programs were tested. 
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I. Pendahuluan 
 
Dengan perkembangan dunia teknologi dewasa 
ini yang semakin pesat membawa banyak pengaruh 
baik itu positif maupun negatif. Salah satu dampak 
negatif dari perkembangan teknologi adalah 
memudahkan orang dalam melakukan kecurangan-
kecurangan yang dapat menimbulkan kejahatan. 
Kecurangan yang sering terjadi akibat perkembangan 
teknologi adalah menjiplak hasil karya orang lain yang 
kemudian menjadikan seolah-olah hasil karyanya 
sendiri. Pencegahan dalam pencontekan merupakan 
salah satu cara yang paling efektif untuk meningkatkan 
kualitas pendidikan, sehingga mahasiswa institusi 
pendidikan dapat mengembangkan kreativitas serta 
imajinasinya secara alamiah. 
Faktanya para mahasiswa yang melakukan 
pencontekkan pada saat ini sudah sangat familiar 
dengan proses yang namanya copy-paste sehingga 
dengan mudahnya menyalin hasil pekerjaan orang lain, 
hal ini menimbulkan kemalasan pada mahasiswa dan 
juga masalah dalam tahap evaluasi terhadap hasil 
pembelajaran mahasiswa, hasil survei yang dilaporkan 
oleh Roberts, Anderson, & Yanish (dalam artikel 
penelitian Dr. Budi Astuti, M.Si., 2012) terhadap 422 
mahasiswa pada universitas negeri bahwa setidaknya 
mahasiswa telah terlibat dalam satu jenis pelanggaran 
akademik selama disurvei dengan kurun waktu satu 
tahun. Pelanggaran akademik seperti perilaku plagiat 
dicuri dari internet, e-mail, dan alat komunikasi digital 
lainnya. Peningkatan jumlah pelaku plagiat terus 
mengalami kenaikan sampai tahun 2000, terindikasi 
dengan adanya perbandingan satu dari delapan makalah 
mahasiswa dinyatakan “bermasalah”. Laporan hasil 
studi dari University of Minnesota menjelaskan bahwa 
riset terhadap 4000 ribu peneliti, terdapat satu dari tiga 
peneliti atau ilmuwan yang melakukan tindakan 
plagiat, sebesar 22% diantaranya menggunakan data-
data penelitian yang “sembarangan”, dan sejumlah 
15% kadang-kadang memotong data-data yang tidak 
menguntungkan. Pelanggaran-pelanggaran terhadap 
etika akademis tersebut sering disebut scientific 
misconduct atau academic misconduct, atau lebih 
spesifik research misconduct. 
Kebiasaan ini tidak  hanya terjadi di kalangan 
mahasiswa tingkat sarjana, di kalangan para akademisi 
senior yang seharusnya terhormat karena derajat 
keilmuannya, kebiasaan copy-paste ini seolah-olah 
lumrah dan dapat dimaklumi. (Indonesiabuku, 7 
Desember 2011).
[1]
 
Dengan adanya fakta di atas maka akan dirancang 
aplikasi yang lebih fokus ke arah pengkoreksian tugas 
maupun project pemrograman mahasiswa yang 
dianggap rentan akan terjadinya pencontekkan. 
Proses pengecekan persentase nilai similarity dari 
kode program ini menggunakan algoritma Rabin-Karp 
dan akan melalu beberapa tahap yang disebut tahap 
preprocessing, output dari aplikasi yang dirancang 
adalah berupa persentase nilai similarity dari kode 
program yang diuji. 
 
 
 
 
II. Teori Dasar 
 
2.1 Similarity [2] 
Similarity atau similaritas merupakan tingkat 
perbandingan persentase kemiripan antar dokumen 
yang diuji. Similarity ini akan menghasilkan nilai 
dimana nilai tersebut yang akan dijadikan acuan dalam 
menentukan persentase tingkat kemiripan sebuah 
dokumen yang diuji. Besarnya persentase similarity 
akan dipengaruhi oleh tingkat kemiripan dari dokumen 
yang diuji semakin bersar persentase similarity maka 
tingkat kemiripan akan semakin dianggap tinggi. 
(dalam skripsi Eko Nugroho., 2012) 
 
2.2 Plagiarisme[2] 
Plagiarisme berasal dari bahasa latin, 
”plagiarius” yang berarti pencuri. Plagiarisme 
didefinisikan sebagai tindakan mengambil, 
mengumpulkan atau menyampaikan pemikiran, tulisan 
atau hasil karya orang lain selayaknya itu adalah hasil 
karya diri sendiri tanpa persetujuan dari pemilik hasil 
karya tersebut. Dengan kata lain, melakukan 
plagiarisme bearti mencuri hasil karya atau 
kepemilikan intelektual orang lain. Ide atau materi 
apapun yang diambil dari sumber lain untuk 
penggunaan secara tertulis maupun lisan harus 
disetujui oleh pemilik hasil karya tersebut, terkecuali 
informasi tersebut merupakan pengetahuan umum. 
Beberapa Tipe plagiarisme yaitu : 
1. Word-for-word plagiarism adalah menyalin setiap 
kata secara langsung tanpa diubah sedikitpun. 
2. Plagiarism of authorship adalah mengakui hasil 
karya orang lain sebagai hasil karya sendiri dengan 
cara mencantumkan nama sendiri menggantikan 
nama pengarang sebenarnya. 
3. Plagiarism of ideas adalah mengakui hasil 
pemikiran atau ide orang lain. 
4. Plagiarism of source, jika seorang penulis 
menggunakan kutipan dari penulis lainnya tanpa 
mencantumkan sumbernya. 
 
2.2.1 Metode Pendeteksi Plagiarisme 
Metode pendeteksi plagiarisme dibagi menjadi 
tiga bagian yaitu metode perbandingan teks lengkap, 
metode dokumen fingerprinting, dan metode kesamaan 
kata kunci. Metode pendeteksi plagiarisme dapat 
dilihat pada gambar: (Stein, 2006)
[3]
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Gambar 2. Skema Metode Pendeteksi Plagiarisme 
 
 
 
2.3 Preprocessing[2] 
Tahap ini melakukan analisis semantik 
(kebenaran arti) dan sintaktik (kebenaran susunan) 
teks. Tujuan dari pemrosesan awal adalah untuk 
mempersiapkan teks menjadi data yang akan 
mengalami pengolahan lebih lanjut. Operasi yang dapat 
dilakukan pada tahap ini meliputi part-of-speech (PoS) 
tagging, menghasilkan parse tree untuk tiap-tiap 
kalimat, dan pembersihan teks. (Eko Nugroho, 2012) 
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Gambar 1. Alur Preprocessing 
 
2.4 K-Gram 
K-Gram adalah rangkaian terms dengan panjang 
K. Kebanyakan yang digunakan sebagai terms adalah 
kata. K-Gram merupakan sebuah metode yang 
diaplikasikan untuk pembangkitan kata atau karakter. 
Metode K-Gram ini digunakan untuk mengambil 
potongan-potongan karakter huruf sejumlah k dari 
sebuah kata yang secara kontinuitas dibaca dari teks 
sumber hingga akhir dari dokumen.(Kadek Versi Yana 
Yoga, Kumpulan Artikel Mahasiswa, 2012)
[4]
 
Dalam Markov Model nilai K-Gram yang sering 
digunakan yaitu, 2-gram (bigram), 3-gram (trigram) 
dan seterusnya disebut K-Gram (4-gram, 5-gram dan 
seterusnya). Dalam natural language processing, 
penggunaan K-Gram (atau lebih dikenal dengan n-
gram), proses parsing token (tokenisasi) lebih sering 
menggunakan 3-gram dan 4-gram, sedangkan 2-gram 
digunakan dalam parsing sentence, misal dalam part-
of-speech (POS). Penggunaan 2-gram dalam tokenisasi 
akan menyebabkan tingkat perbandingan antar karakter 
akan semakin besar. Contohnya pada kata „makan‟ dan 
„mana‟ yang merupakan dua kata yang sama sekali 
berbeda. Dengan menggunakan metode bigram dalam 
mencari similarity, hasil dari bigram tersebut yaitu kata 
“makan” akan menghasilkan bigram ma, ak, ka, an 
serta kata “mana” akan menghasilkan bigram ma, an, 
na. Dengan demikian, akan terdapat kesamaan dalam 
pengecekannya similarity. Namun jika menggunakan 
3-gram (“makan” = mak, aka, kan dan “mana” = man, 
ana) atau 4-gram  (“makan” = maka, akan, dan “mana” 
= mana) akan mengecilkan kemungkinan terjadinya 
kesamaan pada kata yang strukturnya berbeda. 
 
 
 
 
function Rabin Karp(string s[1..n], string sub[1..m]) 
       hsub := hash(sub[1..m])  
for i from 1 to n-m+1 
 if hs = hsub  
          if s[i..i+m-1] = sub  
        return i  
 hs := hash(s[i+1..i+m])  
return not found  
2.5 Algoritma Rabin-Karp 
Algoritma Rabin-Karp diciptakan oleh Michael 
O. Rabin dan Richard M. Karp pada tahun 1987 yang 
menggunakan fungsi hashing untuk menemukan 
pattern di dalam string teks.  
Karakteristik Algoritma Rabin-Karp : 
- Menggunakan sebuah fungsi hashing  
- Fase prepocessing menggunakan kompleksitas waktu 
O(m) 
- Untuk fase pencarian kompleksitasnya : O(mn) 
- Waktu yang diperlukan O(n+m) 
 
2.5.1 Konsep Algortima Rabin-Karp 
Algoritma rabin-karp adalah algoritma 
pencocokan string yang menggunakan fungsi hash 
sebagai pembanding antara string yang dicari (m) 
dengan substring pada teks(n). Apabila hash value 
keduanya sama maka akan dilakukan perbandingan 
sekali lagi terhadap karakter-karakternya. Apabila hasil 
keduanya tidak sama, maka substring akan bergeser ke 
kanan. Pergeseran dilakukan sebanyak (n-m) kali. 
Berikut merupakan pseudocode dari algoritma Rabin-
Karp : 
  
 
 
 
 
 
 
 
 
 
 
2.5.2 Hashing[2] 
Hashing adalah suatu cara untuk mentransformasi 
sebuah string menjadi suatu nilai yang unik dengan 
panjang tertentu (fixed-length) yang berfungsi sebagai 
penanda string tersebut. Hash function atau fungsi hash 
adalah suatu cara menciptakan fingerprint dari berbagai 
data masukan. Hash function akan mengganti atau 
mentranspose-kan data tersebut untuk menciptakan 
fingerprint, yang biasa disebut hash value. 
Algoritma rabin-karp didasarkan pada fakta jika 
dua buah string sama maka harga hash valuenya pasti 
sama. Akan tetapi ada dua masalah yang timbul dari 
hal ini, masalah pertama yaitu ada begitu banyak string 
yang berbeda, permasalahan ini dapat dipecahkan 
dengan meng-assign beberapa string dengan hash 
value yang sama. Masalah yang kedua belum tentu 
string yang mempunyai hash value yang sama cocok 
untuk mengatasinya maka untuk setiap string yang di-
assign dilakukan pencocokan string secara brute-force. 
(dalam skripsi Eko Nugroho., 2012) 
 
2.5.3 ASCII 
Nilai hash yang akan dicari dengan fungsi hash 
dalam algoritma Rabin-Karp merupakan representasi 
dari nilai ASCII (American Standar Code for 
Information Interchange) yang menempatkan angka 
numerik pada karakter, angka, tanda baca dan karakter-
karakter lainnya. 
ASCII menyediakan 256 kode yang dibagi ke 
dalam dua himpunan standar dan diperluas yang 
masing-masing terdiri dari 128 karakter. Himpunan ini 
merepresentasikan total kombinasi dari 7 atau 8 bit, 
yang kemudian menjadi angka dari bit dalam 1 byte. 
ASCII standar menggunakan 7 bit untuk tiap kode dan 
menghasilkan 128 kode karakter dari 0 sampai 127 
(heksadesimal 00H sampai 7FH). Himpunan ASCII 
yang diperluas menggunakan 8 bit untuk tiap kode dan 
menghasilkan 128 kode tambahan dari 128 sampai 255 
(heksadesimal 80H sampai FFH). 
 
2.5.4 Rolling Hash 
Algoritma Rabin-Karp menggunakan fungsi hash 
yang disebut dengan  rolling hash untuk menentukan 
apakah kata-kata yang dicocokkan sama. Rolling  hash 
adalah sebuah fungsi hash yang input-nya dikelompokkan 
ke dalam suatu blok yang digerakkan melewati input 
secara keseluruhan. Beberapa fungsi hash 
memungkinkan rolling hash untuk dikomputasi 
dengan cepat. Nilai hash yang baru dapat dengan 
cepat dihitung dari nilai hash yang lama dengan 
cara menhilangkan nilai lama dari kelompok hash 
dan menambahkan nilai baru ke dalam kelompok 
tersebut.  
Kunci dari performa algoritma Rabin-Karp adalah 
komputasi yang efektif  dari nilai hash dari substring-
substring yang berurutan pada teks. Algoritma Rabin-
Karp melakukan perhitungan nilai hash dengan 
memperlakukan setiap substring sebagai sebuah 
angka dengan basis tertentu, di mana basis yang 
digunakan pada umumnya merupakan bilangan prima 
yang besar. Misalnya, jika substring yang ingin dicari 
adalah “dia” dan basis yang digunakan adalah 101,  
nilai hash yang dihasilkan adalah 100 x 10
2
 + 105 x 
10
1
 + 97 x 10
0
 = 11147 (nilai ASCII dari „d‟ adalah 
100, „i‟ adalah 105, dan nilai ASCII dari „a‟ adalah 97).  
 
2.5.5 Dice Similarity Coeficients 
Untuk menghitung nilai similarity dari dokumen 
fingerprint yang didapat maka digunakan Dice 
Similarity Coeficients dengan cara menghitung nilai 
dari jumlah K-Gram yang digunakan pada kedua 
dokumen yang diuji, sedangkan dokumen fingerprint 
didapat dari jumlah nilai K-Gram yang sama. Nilai 
Similarity tersebut dapat dihitung dengan 
menggunakan : 
S =
2C
A + B
 
 
Dimana S merupakan nilai similarity, dan C 
merupakan jumlah K-Gram yang sama dari dua buah 
teks yang di bandingkan, sedangkan A, B merupakan 
jumlah K-Gram dari masing-masing teks yang 
dibandingkan. (Kadek Versi Yana Yoga, Kumpulan 
Artikel Mahasiswa, 2012)
[4]
 
 
Untuk menentukan jenis plagiarisme antara 
dokumen yang diuji ada 5 jenis penilaian persentase : 
(Mutiara Agustina, 2008 dalam skripsi Eko Nugroho, 
2012)
[2]
 
1. 0% : Hasil uji 0% berarti kedua dokumen tersebut 
benar-benar berbeda baik dari segi isi dan kalimat 
secara keseluruhan 
2. < 15%: Hasil uji 15% berarti kedua dokumen 
tersebut hanya mempunyai sedikit kesamaan 
3. 15-50%: Hasil uji 15-50% berarti menandakan 
dokumen tersebut termasuk plagiat tingkat sedang 
4. >50%: Hasil uji lebih dari 50% berarti dapat 
dikatakan bahwa dokumen tersebut mendekati 
plagiarisme 
5. 100%: Hasil uji 100% menandakan bahwa 
dokumen tersebut adalah plagiat karena dari awal 
sampai akhir mempunyai isi yg sama persis. 
 
III. Hasil dan Pembahasan 
 
 Pada tahap ini, perancangan perangkat lunak 
direalisasikan sebagai serangkaian program atau unit 
program dengan melakukan beberapa pengujian 
terhadap fungsi-fungsi yang dimiliki oleh sistem, 
performa dari sistem maupun dari algoritma yang 
digunakan.  
 Pemrosesan data pada sistem dapat digambarkan 
dalam diagram alir kerja sebagai berikut. 
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Gambar 3. Diagram Alir Kerja sistem 
 
 Untuk menjelaskan urutan-urutan proses yang 
terdapat pada aplikasi yang dirancang menggunakan 
algoritma Rabin-Karp ditunjukkan dengan diagram 
overview dan flowchart yang dapat dilihat pada gambar 
4 dan 5. 
1.0
Preprocessing
2.0
Perbandingan Kode 
Program Dengan 
Algoritma Rabin-Karp
Dosen
Dosen
Kode
Program C atau Pascal
Kode Program
Hasil Hashing 
Setelah Melewati 
Tahap Preprocessing
Pesentase Nilai
Similarity
Pembanding
Hasil Pengecekan
File Kode Program 
File Log
Gambar 4. Diagram Overview Sistem 
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Gambar 5. Flowchart Sistem 
 
Dalam flowchart sistem terdapat proses yang 
dinamakan preprocessing yang digambarkan dengan 
flowchart pada gambar 6. 
 
Case Folding
Filtering
Parsing
Mulai
Selesai
Kode Program C
No
Yes
Hashing
 
Gambar 6. Flowchart Sistem Preprocessing 
 
 
Sedangkan untuk perhitungan nilai hashing 
digambarkan dalam flowchart hashing seperti pada 
gambar 7. 
Mulai
For  a = 0 to  kgram(length)
Nilai,hasil= array of integer,
a, b,c,d integer
k-gram=4
hasil=hasil+(nilai[c]*(power(11,d-c)));
Nilai hashing
No
Selesai
Index Terakhir
 Nilai Hashing
Yes
 
Gambar 7. Flowchart Hashing (preprocessing) 
 
Berikut adalah antarmuka dari aplikasi 
pengecekan Similarity kode program C dan Pascal 
beserta fiturnya.  
 
 
Gambar 8. Antarmuka Menu Filtering 
 
 
Gambar 9. Antarmuka Menu Parsing 
 
 
Gambar 10. Antarmuka Menu K-Gram 
 
 
Gambar 11. Antarmuka Menu Hashing 
 
 
Gambar 12. Antarmuka Menu Pengecekan Rabin-Karp 
 
 
Gambar 13. Antarmuka Preview Nilai similarity dan 
Preprocessing 
 
 
Gambar 14. Antarmuka Log Waktu Proses  
Hasil dari pengujian terhadap aplikasi dengan 
menggunakan nilai K-Gram yang berbeda dapat dilihat 
pada tabel di bawah ini. 
Tabel 1. Hasil Pengecekan Kode Program 
Hasil Pengecekan Kode Program dengan 
Algoritma Rabin-Karp 
83879 58890 62184 62184 62184 62184 62184 
62184 62184 62184 62184 143680 143680 50904 
50904 50904 50904 50904 50904 50904 50904 
62184 62184 62184 62184 62184 62184 62184 
62184 62184 83780 71603 70272 70272 
Hasil Pengecekan Nilai Similarity = 12,21 % 
 
Tabel 2. Hasil Perhitungan Nilai Similarity  
Hasil Perhitungan Similarity  
Kode Program dengan Algoritma Rabin-Karp 
A = 181 (panjang index) 
B = 376 (panjang index) 
C = 34   (panjang index) 
S =
2(34)
181 + 376
 x 100 % 
S =
68
557
 x 100 % 
S = 0,12208 x 100 % 
Hasil Pengecekan Nilai Similarity = 12,21 % 
 
Berikut ini adalah analisis hasil perancangan dan 
pengujian aplikasi pengecekan nilai similarity kode 
program:   
1. Tingkat kecepatan waktu proses tergantung pada 
besarnya kode program dan jumlah nilai k-gram 
yang digunakan. 
2. Semakin besar nilai k-gram yang digunakan maka 
jumlah persentase nilai similarity akan semakin 
kecil dan sebaliknya semakin kecil nilai k-gram 
maka jumlah persentase nilai similarity akan 
semakin besar. 
3. Persentase similarity kode program yang didapat 
juga dipengaruhi oleh penggunaan nilai dari k-
gram yang dinamis yang merupakan variasi dari 
berbagai nilai k-gram yang digunakan. 
4. Proses hashing dan proses pengecekan dengan 
algoritma rabin-karp dibagi menjadi dua proses, 
proses hashing masuk di bagian preprocessing 
dan  pengecekan dengan algoritma rabin-karp 
dilakukan sendiri sebelum menentukan nilai 
similarity dari kode program yang diuji. 
 
 
 
 
 
 
 
 
 
 
 
 
 
VI.   Kesimpulan 
 
Berdasarkan hasil analisis dan pengujian terhadap 
aplikasi penetuan similarity kode program C dan Pascal 
dengan menggunakan algoritma Rabin-Karp ini maka 
dapat disimpulkan bahwa: 
1.  Berdasarkan hasil pengujian aplikasi yang 
dirancang dapat melakukan pengecekan similairty 
dari kode program yang diuji. 
2.   Tingkat persentase similarity dipengaruhi oleh 
nilai dari K-Gram yang digunakan dalam proses 
pengujian. Semakin besar nilai K-Gram yang 
digunakan maka semakin kecil persentase 
similarity yang didapat dari proses pengujian 
kode program. 
3. Waktu proses di tahap preprocessing akan 
berbeda pada setiap jenis dan panjang kode 
program yang diuji. 
4. Aplikasi yang dirancang diharapkan membantu 
proses evaluasi hasil belajar mahasiswa baik itu 
berupa tugas maupun dalam ujian. 
 
Referensi 
 
[1]  IndonesiaBuku.2011, Desember 7. Hasil Rapat 
Senat : Dekan FKIP Terbukti Plagiat Di Atas 90 %. 
Februari 10, 2013. http://indonesiabuku.com/?p=11325 
[2]  Nugroho, Eko. 2011. Perancangan Sistem Deteksi 
Plagiarisme Dokumen Teks Dengan Menggunakan 
Algoritma Rabin-Karp. Program Studi Ilmu Komputer, 
Universitas Brawijaya Malang. Januari, 25, 2012. 
 http://blog.ub.ac.id/ecoorner/files/2011/03/Bab12345.p
df 
[3]  Stein, B., and Meyer, S. zu Eissen. 2006. Near 
Similarity Search and Plagiarism Analysis. Germany. 
Februari, 8, 2013.  
http://citeseerx.ist.psu.edu/viewdoc/download?doi=10.1
.1.83.825&rep=rep1&type=pdf 
[4]  Yoga, Kadek Versi Yana. 2012. Pengembangan 
Aplikasi Pendeteksi Plagiarisme Pada Dokumen Teks 
Menggunakan Algoritma Rabin-Karp. Desember, 29, 
2012. http://www.pti-
undiksha.com/karmapati/vol1no4/3.pdf 
 
Biografi 
 
Ade Mirza Surahman lahir di Selimbau, 14 Agustus 
1990. Ia menerima gelar ST dari Fakultas Teknik 
Universitas Tanjungpura pada tahun 2013. 
