Abstract -The
Introduction
Due to enormous development in internet technology the security of data has now become a very important challenge in data communication network. One can not send any confidential data in raw form from one machine to another machine as any hacker can intercept the confidential message. This will be more prominent when someone is sending some confidential matter over the mail such as question paper or Bank statement or any other confidential matter. There is no guarantee that the message will not be intercepted by anyone. This may be further worse during e-banking or ecommerce where the real data should not be intercepted by any hacker. When a client is sending some confidential matter from client machine to another client machine or from client machine to server then that data should not be intercepted by someone. The data must be protected from any unwanted intruder otherwise any massive disaster may happen at any time. The disaster may happen if we send plain text or clear text from one computer to another computer. To get rid of this problem one has to send the encrypted text or cipher text from client to server or to another client. Due to this problem network security and cryptography is now an emerging research area where the people are trying to develop some good encryption algorithm so that no intruder can intercept the encrypted message. The classical cryptographic algorithm can be classified into two categories: (i) symmetric key cryptography where the single key is used for encryption and for decryption purpose. (ii) public key cryptography where two different keys are used one for encryption and the other for decryption purpose. Depending on the problem sometimes symmetric key algorithms are applied and sometimes public key cryptography algorithm is applied. The merit of symmetric key cryptography is that the key management is very simple as one key is used for both encryptions as well as for decryption purpose. In case of symmetric key cryptography the key should be maintained as secret key. In public key cryptography the encryption key remains as public but the decryption key should be kept as secret key. The public key methods have got both merits as well as demerits. The problem of public key cryptosystem is that one has to do massive computation for encrypting any plain text. Moreover in some public key cryptography the size of encrypted message may increase. Due to massive computation the public key crypto system may not be suitable in security of data in sensor networks. So the security problem in sensor node is a real problem. However, there is quite a number of encryption methods have came up in the recent past appropriate for the sensor nodes. In the present work we are proposing a symmetric key method which is an updated DJSSA algorithm(1) where we have used a random key generator for generating the initial key and that key is used for encrypting the given source file. In the present method the authors have added one module with DJSSA(1) algorithm. Before we apply DJSSA method we read 6 characters from the original file and then change the bit pattern as shown below: We interchange the bits as follows: (bit-8 of byte-1,bit-7 of byte-2), (bit-7 of byte-1, bit-8 of byte-2), (bit-6 of byte-1, bit-5 of byte-2), (bit-4 of byte-1, bit-3 of byte-2), (bit-3 of byte-1, bit-4 of byte-2), (bit-2 of byte-1, bit-1 of byte-2), (bit-1 of byte-1, bit-2 of byte-2). It shows the original 6 characters will be encrypted or rather modified after bit interchange. After this bit interchange divide the 6 characters into 2 blocks each containing 3 characters and then search the corresponding blocks in the random key matrix file to get the corresponding encrypted pattern and then we write the encrypted message in another file. For searching characters from the random key matrix we have used MSA method which was proposed by Nath et.al (2) . In the present work there is a provision for encrypting message multiple times. Before we apply actual encryption method each time we first interchange the bits as shown in table-1 to make the entire process more secured. The key matrix contains all possible words comprising of 3 characters each generated from all characters whose ASCII code is from 0 to 255 in a random order. The pattern of the key matrix will depend on text_key entered by the user. To make the key matrix random we have used our own randomization algorithm which we generate from initial text_key. Nath et.al (2) proposed a simple algorithm to obtain the randomization number and encryption number from the text_key. To decrypt any file one has to know exactly what is the key matrix and to find the random matrix theoretically one has to apply 16777216! trial runs and it is almost intractable. We apply our method on possible files such as executable file, Microsoft word file, excel file, access database, foxpro file, text file, image file, pdf file, video file, audio file, oracle database and we found in all cases it giving 100% correct solution while encrypting a file and decrypting a file. The present method can be used for encrypting digital signature, watermark before embedding in some cover file to make the entire system full secured. 
Generation of 65536X256 Random Key Matrix:
To create Random key matrix of size (65536x256) we have to enter a text-key which is a secret key. The size of text-key must be less than or equal to 16 characters long. These 16 characters can be any of the 256 characters (ASCII code 0 to 255). From the text-key we calculate (i) randomization number and (ii) encryption number using some simple algorithm which we will be showing below. This method is very much sensitive on the relative position of each character. Now we will show how we can calculate (i) Randomization number and (ii) encryption number from a a given text-key :
We choose the following table for calculating the place value and the power of characters of the incoming key: ------ (1) So if our text-key is "AB" then from equation (1) we get Sum=65*161 + 66 * 162 =17936
Now we have to calculate 2 parameters from this sum (i) Randomization number(n1) and (ii) Encryption number(n2) using the following method:
To calculate Randomization number(n1):
Calculate sum of product of each digit in Sum and its place value in that sum as follows: num1=1*1+7*2+9*3+3*4+6*5=84 Now n1=Mod(sum, num1)=Mod(17936 , 84)=44 Note: if n1=0 then we set n1=num1 and if n1>8 then n1=n1/8
To calculate Encryption number(n2):
Calculate the product of each digit in the Sum by its position in the sum in reverse order as follows: num2=6*1+3*2+9*3+7*4+1*5=72 Now calculate n2=Mod(sum, num2) =Mod(17936,72) =8 Note: if n2=0 then we set n2=num2 and if n2>15 then we set n2=n2/15
Now we explain how we have made the random key of size 65536x256 which is used for encryption as well as for decryption purpose. We create the random key file in a step by step manner as follows. It is difficult to store 50331648 (=65536x256x3 characters) elements in some array hence we store the entire key in a file. We divide the entire key into 4096 blocks where each block contains 64x64 words and each word contains 3 characters. We create each block separately in computer in random order and then we apply randomization methods one by one on it and then write on to an external file again in some random order. The basic idea of randomization process is to make the key matrix totally random so that no one can guess it in advance. Now we show the original key matrix(256x256x3x256) which contains 1024x4 blocks each of size 64x64x3 characters: We generate each block in a 3-dimensional array of size(64x64x3) where we store 3 lettered words starting from a word 000 to final word 255255255 in some random order. The words in each block we generate in computer internal memory and then apply 5 randomization methods one after another in a random order and then write onto key file again in random order. The following randomization process we apply serially on each block internally. We apply the below methods in random to make the elements in each block as random as possible. The following are the operations we execute serially one after another. Step-1: Function cycling() Step-2: Function upshift() Step The above randomization process we apply for n1 times and in each time we change the sequence of operations to make the system more random. Once the randomization is complete we write one complete block in the output key file. Now we show how we apply encryption process on a particular file. For this we choose our last randomized 4x4 matrix(table-9). We apply the following encryption methods:
Case-I : Suppose we want to encrypt DAA and CDA which appears on the same row. Then the encrypted message will be DDA and DBA. Case -II : Suppose we want to encrypt CCA and ACA where CCA and ACA appears on the same column in the key matrix. The encrypted message will be CDA and CBA. Case-III: Suppose we want to encrypt ACA and DDA which appears in two different rows and different columns then the encrypted message will be ADA and DBA. The decryption process will be just the opposite path of encryption process. Our method supports both multiple encryption and multiple decryption process.
3.

Results and Discussion:
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The present method can be used to encrypt password, question paper, bank transaction report, small database, in government office, railways etc. This method may be further extended by introducing bit exchange and DJJSA algorithm in serial order to make the entire system hard to decrypt by any intruder.
Conclusion
In the present work we use the maximum encryption number=15 and maximum randomization number=8. We have used the key matrix of size 65536x256x3 . This key may be generated in 16777216! ways. So in principle it is not possible for any one to decrypt the encrypted text without knowing the exact key. In the present work we have used two stages of encryption one by exchanging bits and then by changing pattern according to random key matrix. Our method is essentially block cipher method and it will take more time if the files size is large and the encryption number is also large. The merit of this method is that it is almost impossible to break the encryption algorithm without knowing the exact key matrix and the bit exchange method. We propose that this encryption method can be applied for data encryption and decryption in banks, in defense for sending confidential data. This work may be further extended by introducing random bit exchange before we begin encryption method using DJSSA algorithm.
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