Abstract: Currently, there are two mainstream process modelling paradigms: the traditional activity-centric approach and the recent artefact-centric approach. Several approaches have been proposed for configuration of traditional activity-centric business processes; however, to the best of our knowledge, few approaches have been developed for artefact-centric business processes. This paper fills this gap by proposing a novel configuration approach for artefact-centric business processes. The configuration of artefact-centric process modelling is achieved by the configuration of artefact lifecycle models for all the involved artefact classes. First, we apply deterministic finite automaton to formalise an artefact lifecycle model (ALM). To derive configurable ALM, we propose merger operation for ALMs. Also, an artefact lifecycle graph (ALG) is proposed to describe ALM as a state diagram, and the structural soundness of ALG is also presented. Then, we propose configurable artefact lifecycle graph (C-ALG) to describe the configurable artefact lifecycle model, in which arcs and sets of business rules can be defined to be configurable points. Finally, by configuring C-ALGs for each artefact class with our individualisation algorithm, structurally sound artefact lifecycle models are derived (including data models of artefacts, associated services and business rules), thus resulting a complete configured artefact-centric process model.
Introduction
Variants of the same process can be encountered within one organisation or across different organisations (van der Aalst, 2012) . Therefore, these organisations can benefit from configurable process models. A configurable process model is an integrated representation of multiple variants of a business process. It is designed to be individualised to meet a particular set of requirements. In essence, configurable process models are process models with configuration options (Schunselaar et al., 2012) . The user has the possibility to configure the configurable process model by making configuration choices for options. These configurations are used to deduce the process models from the configurable process model, by taking the different choices for the configuration options into account. Therefore, configurable process models enable to promote systematic reuse of proven or common practices. By configuration, we can reduce the process modelling effort and improve the quality of process models.
Reference process models play an important role for the alignment and configuration of commercial off-the-shelf enterprise systems to requirements of an organisation . They are reusable conceptual models that depict recommended structures and processes. However, these models do not capture the potential configuration alternatives, i.e., lack of representation of variation points and configuration decisions. As a result, analysts are given little guidance as to which model elements need to be removed, added or modified to address a given requirement. Therefore, configurable process models are proposed to address the problem. As event-driven process chains (EPCs) are widely used for reference process modelling (cf. the SAP reference model) (La Rosa et al., 2008) , an extended reference modelling language, named configurable event-driven process chains (C-EPCs), is proposed by Rosemann and van der Aalst (2007) . C-EPCs allow capturing the core configuration patterns. In C-EPCs, configurable functions can be left 'activated' (ON), or restricted to 'excluded' (OFF) or 'optional' (OPT); configurable control-flow connectors can be restricted to a less expressive connector type. The notations for C-EPCs focus on capturing tasks and control-flow dependencies, neglecting equally important aspects of business processes such as data flow, material flow and resource management. Therefore, La Rosa et al. (2008) extend EPCs with notions of roles and objects, named integrated event-driven process chains (iEPCs). The configurable iEPCs (C-iEPCs) is also proposed. The proposed extension supports the representation of a range of variations in the way roles and objects are associated with tasks. The syntactic correctness and soundness of iEPC are studied in Mendling et al. (2008) . An implementation for generating correct EPCs from C-EPCs is proposed by Mending et al. (2006) , which is guided by a minimality criterion.
Business process modelling is an essential tool for organisations. Business process models convey business intent and serve as the basis of communication amongst a variety of stakeholders in a business. Most of the work on modelling business processes is activity-centric. Recently, an artefact-centric approach to business process modelling has emerged, where a business process is modelled as the interacting lifecycles of artefacts (Liu et al., 2007; Liu and Caswell, 2003) . Some work on formal specification of artefact-centric approach is studied (Hull et al., 2013; Fritz et al., 2009; Bhattacharya et al., 2007b Bhattacharya et al., , 2009 Gerede et al., 2007) . The benefits of this approach are documented in a number of case studies (Hull, 2008; Bhattacharya et al., 2007a; Cohn and Hull, 2009) . Recognising the importance of integrating data with processes, the business process management community is embracing a shift from traditional activity-centric process modelling to artefact-centric process modelling. However, during this trend, the study on artefact-centric business process configuration is still blank, since the existing approaches on configurable process modelling only focus on activity-centric business processes. To enhance the efficiency of artefact-centric business process modelling and to improve the quality of process models, the study on artefact-centric business process configuration becomes a necessity. However, artefact-centric approach is a brand new manner for business process modelling, so we have to rethink its corresponding process configuration methodology.
In artefact-centric process modelling, a process model consists of two parts: information/data model of artefacts and lifecycle model. The information model captures the business data, and the lifecycle model captures how the business data evolve through business operations. In this paper, we propose configurable artefact-centric process modelling, which is realised by configurable artefact lifecycle modelling. We propose configurable artefact lifecycle graphs (C-ALGs) to describe configurable artefact lifecycle models (ALMs) by which both information model and lifecycle model can be configured for all the involved artefact classes in the process.
The rest of this paper is organised as follows. Section 2 presents the artefact-centric business process modelling approach. Section 3 introduces our configurable artefact-centric process modelling approach. The configurable artefact lifecycle modelling approach is presented in Section 4. Section 5 reviews the work related to the artefact-centric business process modelling and the notion of configurable process model. Finally, this paper concludes with a summary and the future work in Section 6.
artefact-centric business process modelling
Business processes describe how work is coordinated to achieve operational and strategic business goals. Traditional workflow models are based on a procedural paradigm for specifying how a business process or workflow is supposed to operate, and methodologies to design workflows in those models are typically founded on a process-centric perspective (Bhattacharya et al., 2009; Zhang et al., 2013) . Any business, no matter what physical goods or services it produces, relies on business records (Nigam and Caswell, 2003) . It needs to record details of what it produces in terms of concrete information. Business artefacts are a mechanism to record this information in units. The contexture of a business is manifested in the business artefacts themselves; the behaviour of a business is manifested in all the activities the business performs (Liu et al., 2007) . In traditional process modelling, the emphasis is on the behavioural space; the contextural aspects are defined as the data attribute inputs and outputs of the work activities. In artefact-centric process modelling, contextural and behavioural aspects are given equal emphasis; each work task is defined with respect to the business artefact (s) on which the task operates (Fritz et al., 2009; Van der Aalst et al., 2005) .
artefact-centric business process model
We define an artefact-centric business process model by drawing lessons from (Bhattacharya et al., 2009; Yongchareon and Liu, 2010) . In the artefact-centric approach, a business process can be constructed using business artefacts. An artefact stores its business relevant information and its lifecycle. The state transition of artefacts is achieved by a service and is controlled by a set of business rules. Generally, an artefact-centric business process model consists of sets of artefact classes, services, and business rules. Formally, we define an artefact-centric business process model as Definition 1.
Definition 1: (artefact-centric process model, ACPM) . An artefact-centric process model is a triple Π = (Z, V, R), where Z is an artefact schema, V and R are sets of services and business rules over Z, respectively.
An artefact is a key business entity involved in business process(es). Each artefact contains a set of data attributes and states. We define artefact class to describe the data structure for homogeneous artefact instances as Definition 2. An artefact-centric process may involve multiple artefacts in which one of them is the key artefact. An artefact can include a special data attribute which stores the identifier of another artefact (the value of the key data attribute) so that an artefact can reference another artefact. Thus, we define artefact schema as Definition 3.
Definition 2: (artefact class). An artefact class abstracts a group of artefacts with their data attributes and states. An artefact class C is a tuple, i.e., C = (A, S) where,
is an attribute of a scalar-typed value (string and real number) or an undefined value
state, s init is the initial state and S F is the set of final states.
Definition 3: (artefact schema
). An artefact schema Z contains a set of artefact classes, i.e., Z = {C 1 , C 2 , ···, C n } where
A service is a task that is used to perform read/write operations on some artefact (s). V = {v 1 , v 2 , ···, v z } is the set of services, internal or external (Liu et al., 2013; Zhang and Yang, 2013; Kang et al., 2012) ; a service v may read/update the data attributes of one or more artefact classes, denoted by v.rw = {C 1 , C 2 , ···, C K } where C 1 , C 2 , ···, C k are artefacts that are read/updated by v. More specifically, we define which specific data attributes are read/written by v, i.e., v.r = {A r1 , A r2 , ···, A rk }, v.w = {A w1 , A w2 , ···, A wk }, where A ri ⊆ C i .A and A wi ⊆ C i .A. Here, A ri or A wi may be an empty data attribute set, while at least one of them must be non-empty set, otherwise C i should be removed from c.rw. We denote that
is the set of services associated with artefact class C i .
In the traditional activity-centric modelling approach, business logics are defined explicitly using control flows and activities. In contrast, in artefact-centric approach, we use a business rule to associate service(s) with artefact (s) in a condition-action style, which is defined as Definition 4. Let R = {r 1 , r 2 , ···, r m } be the set of business rules involved in the process.
is the set of business rules associated with artefact class C i .
Definition 4: (Business rule).
A business rule regulates which service is invoked under what pre-condition. The conditional effect is also defined to restrict the postcondition after performing such service. Business rule r can be defined as a triple r = (α, v, β) where:
• α and β are the pre-condition and post-condition, respectively. Both are defined by a quantifier-free first-order logic formula • v ∈ V is a service to be performed. A service may be involved with several artefact classes.
We restrict both pre-and post-conditions to be expressed by a conjunctive normal form. Atomic formulas are built using predicates and terms in the standard manner. Terms include variables (i.e., artefacts, data attributes, states) and constants (i.e., the domains of data attributes and states). Predicates include two types of predicates over schema Z:
1 state predicate (by instate predicate) 2 attribute predicate (by defined predicate or scalar comparison operators) (Ngamakeur et al., 2012) .
Specifically, we write defined(C, α) if attribute α ∈ C.A of artefact class C has a value; and instate(C, s) if s ∈ C.S of artefact class C is active. Initially, instate(C, s init ) implies that ∀α ∈ C.A, we have ¬defined(C, α). A complete set of business rules defined for a particular process model specifies the control logic (named ECA flow) of the whole process from the beginning to the termination of the process. In order to maintain the existence of valid state changes of an artefact in business rule r, we require that there exists a couple of instate predicates of that artefact in both pre-condition and post-condition of r, i.e., we have states s x , s y ∈ C.S such that instate(C, s x ) exists in r.α and instate(C, s y ) exists in r.β. The state change refers to either a transition from one state to another state, or to itself. Let T C ⊆ C.S × R C × C.S be a 3-ary transition relation where R C is a set of business rules associated with artefact class C. A transition t = (s s , r i , s t ) ∈ T C where s s , s t ∈ C.S means that the state of the artefact will change from source state s s to the target state s t , if the pre-condition r i .α holds. Each artefact has a lifecycle in an artefact-centric process. An ALM defines the state transition of an artefact class. Given an artefact-centric process model, a lifecycle model of an artefact can be generated by deriving from corresponding business rules that are used to induce state transitions of the artefact. We adopt the deterministic finite automaton (DFA) (Sipser, 2006) to formalise the lifecycle model of each artefact class as Definition 5.
Definition 5: (ALM).
Given an artefact-centric process model Π = (Z, V, R) and artefact class C = (A, S) where C ∈ Z, the ALM for C can be formalised as a DFA 0 ( , , , , )
• Q C is finite set of states, where Q C = C.S
• Σ C is the finite alphabet of input symbols, where
• q 0 ∈ Q C is the initial start state, where q 0 = C.S.s init
• F C ⊆ Q C is the set of final states, where
where 2 C R is the power set of R C . Note that in ALM C , each element in alphabet Σ C is a non-empty subset of R C . Thus, for θ ∈ Σ C , q 0 , q 1 ∈ Q C , δ(q 0 , θ) = q 1 , |θ| >1 means any one business rule r i ∈ θ can be triggered to change the state of C from q 0 to q 1 by invoking the service r i .V, i.e., (q 0 , r i , q 1 ). However, note that only one business rule can be triggered in the real process execution. If A is the set of all strings that machine ALM C accepts, we say that A is the language of machine ALM C and write L(ALM C ) = A. We say that ALM C recognises A.
A sample artefact-centric process model
Our sample business process is adapted from a simple online ordering process. The process starts when a customer places an order including billing information through a web site. Then the order is sent to a manufacturing factory where the ordered product is assembled, tested and packaged. Finally, the product is shipped to the customer. For our business scenario, we define a primary set of artefact classes used for the product ordering and shipping processes. Figure 1 shows the business artefacts identified from the example, i.e., order (key artefact), shipment and invoice.
After identifying business artefacts, a lifecycle for each business artefact must be discovered. Business-relevant phases are represented as stages in the lifecycle of a business artefact. These stages are formed to describe lifecycle of the artefact. Then, the lifecycle is visualised by using state diagrams as shown in Figure 2 . The lifecycle of an Order artefact has ten stages. Once an Order artefact is created, its state is moved from init to add_order_item. At this state, a customer may add one or more products to his order. When a customer finishes adding products, the lifecycle is transited from add_order_item to creating_shipping. At the same time, the Shipment artefact is created. Then, the customer makes a payment and the state of Order artefact is changed to billed. After that, an order is sent to a factory to be processed. This phase is depicted by processing_order_item state and processing_complete state. The next three states which are ready_for_shipping, in_shipping and shipped represent delivery phase of this order process. Closed state is used to indicate the completion of the business process. In the lifecycle model, two components that are essential for constructing a complete business process: services (a.k.a. tasks) and business rules. An association between services and business artefact (s) is specified by using business rules as to describe on what condition such service is performed on the artefact (s). A label on a transition (arrow) denotes the associated business rule that corresponds to the transition. We can see that rule r 4 is involved in two transitions in both Order and Invoice artefact lifecycles. Table 1 Example of business rules r 1 : Customer requests to make an order o Table 1 shows an example subset of business rules that are used in our product ordering process. Each rule describes which service is invoked and which artefact (s) is changed under what conditions. As for business rule r 1 , the pre-condition is that artefact Order o is in init state, and its data attributes: orderID, customerName and customerAddress are not defined. If this pre-condition is satisfied, then a service createOrder() is invoked and the artefact o is updated. After that, a post-condition should be satisfied, i.e., the state of artefact o is changed from init to add_order_item; its data attributes: orderID, customerName and customerAddress are defined and are assigned with specific values.
Configurable artefact-centric process modelling
For a business process, we assume that multiple similar artefact-centric process models Π 1 , Π 2 , ··· are derived in different organisations from the same integrated (or configurable) artefact-centric process model Π. For any artefact class C and any
and .
C C R R′ ⊆
Inversely, if we have similar artefact-centric process models Π 1 , Π 2 , ···, we can obtain the integrated artefact-centric process model Π by merging Π 1 , Π 2 , ···. A configurable process model is an integrated representation of multiple variants of similar business processes. To obtain a configurable process model, we merge process models. Merging a set of process models should be such that the behaviour of a configurable process model is (an over-approximation of) the union of allowed behaviour from the different process models (Schunselaar et al., 2012) . As mentioned before, artefact-centric process models contain artefact classes, services, business rules, so we have to merge the three types of sets by doing union operation.
As for two artefact-centric process models Π 1 = (Z, V, R) and Π 2 = (Z, V, R), they share similar business logic. Some of their artefact classes may have the same names (denoted by Π 1 .Z.C i = Π 2 .Z.C j ), i.e., they are derived from the same artefact class, while the artefacts may have different data attributes, and different lifecycles. Let Π m be the merger of Π 1 and Π 2 . In the following, we give the merger algorithm of two artefact-centric process models as Algorithm 1.
In fact, we can also do the merger for each artefact class separately. For instance, if Π 1 .Z.
. , . , . ,
and likewise, for
Algorithm 1 Merger of two artefact-centric process models 
10:
11: end for
In artefact-centric approach, a business process is modelled as the interacting lifecycles of artefacts. According to the definition of ALM in Section 2, three core constructs of artefact-centric process model (i.e., artefact classes, services, and business rules) are all reflected in the ALMs. Take the artefact class C as an example, the states of the artefact and the involved business rules R C are clearly shown in its ALM C ; the involved services V C are determined by R C ; the data attributes of the artefact are implicitly determined by the input and output of the involved services V C . Therefore, C = (A, S), V C , R C are all implicitly included in ALM C . Based on the above observations, the merger of two artefact-centric process models can be achieved by merging the ALMs for each artefact class. Likewise, the configuration of artefact-centric process modelling can be achieved by the configuration of ALM for each artefact class. Therefore, the configuration of ALMs should be the point for the configuration of artefact-centric process models, which will be introduced in detail in Section 4.
Configurable artefact lifecycle modelling
In activity-centric process configuration modelling approaches, they mainly focus on capturing tasks and control-flow dependencies, even though data and resources are also considered in process configuration in La Rosa et al. (2008) . In artefact-centric process model, we have data model and lifecycle data for artefacts; while activities (i.e., services) and gateways are expressed implicitly in business rules, since business rules govern the controlling mechanism of the whole process. According to the analysis in Section 3, the configuration of artefact-centric process model can be transformed into the configurations of ALMs for all the involved artefact classes. If the ALMs are determined, then the corresponding artefact-centric process model is determined. In this section, we present the definition of artefact lifecycle graph (ALG) to describe the ALM in a graphical manner. We also propose the structural soundness of ALG. To obtain configurable ALM, then we introduce the formal merger of two ALMs by using our proposed merger operation. A merger algorithm for two ALGs is also proposed. We define configuration points in the merged ALM to generate the configurable ALM with an algorithm. Finally, a configuration (individualisation) algorithm is proposed for the configurable ALM to generate structurally sound ALMs.
Description of ALM
Based on the formal definition of ALM, we define the graphical description for ALM as a state diagram, which is named ALG.
Definition 6: (ALG). Let an ALM for artefact class
F C ), the corresponding ALG is a directed graph. Each directed arc is attached with a set of business rules. It can be denoted by a four tuple ALG C = (S C , A C , R C , l C ), where, • S C is the finite set of states (i.e., nodes) of the artefact class C, i.e., S C = Q C • A C ⊆ S C × S C is the finite set of directed arcs, i.e., the transitions of ALM of artefact class C • R C is the set of business rules associated with artefact class C
C R C C l A → −∅ is a function which maps each arc onto a non-empty subset of R C , which is defined as follows:
For e = (s x , s y ) ∈ A C , |l C (e)| >1 means any one business rule in l C (e) can be triggered to take the transition from state s x to s y by invoking the corresponding service. Remember that the state diagram (i.e., ALG) and the formal description of ALM contain the same information, only in different form. Thus, we may use both of them alternatively to say the same thing in this paper. An ALG has one type of node (i.e., state). Relation A C specifies the set of arcs connecting states. There should be only one initial state, while there can be at least one final state. Each node of the ALG should lie on at least one directed path from the initial state to a final state. To formalise these requirements, we define some additional concepts and introduce some notations. For n ∈ S C , we define its input/output node set, i.e., •n = {m | (m, n) ∈ A C } is the set of input nodes; and n• = {m | (n, m) ∈ A C } is the set of output nodes. Therefore, we have 0 { || | 0}, C q n n = = i and F C = {n || n •| = 0}. In ALG, a directed path p from a node n 1 to a node n k is a sequence <n 1 , n 2 , ···, n k > such that (n i , n i+1 ) ∈ A C for 1 ≤ i ≤ k-1. These notations allow for the definition of structural soundness for ALG.
Definition 7: (Structural soundness). An ALG ALG C = (S
C , A C , R C , l C )
is structurally sound if and only if it fulfils the following requirements:
• there is only one state s ∈ S C such that |•s| =0 (i.e., the initial state)
• there is at least one state s ∈ S C such that |s•| =0 (i.e., a final state) • for n ∈ S C , n lies on at least one path from the initial state to a final sate.
In Figure 2 , the ALGs are shown for artefact class order, shipment, and invoice, in which there are three types of states: the initial states (denoted by open circles), the intermediate states (denoted by rectangles), and the final states (denoted by thick rectangles). Clearly, the ALGs in Figure 2 fulfil the above requirements and are therefore structurally sound. As a matter of fact, in a meaningful artefact-centric business process, its artefact lifecycles should be all structurally sound in practice.
Merger of ALMs
We define merger operation for two ALMs. Let two ALMs be 
Definition 8: (Merger operation, +). Let two ALMs be
Σ m and δ m are defined as:
,
ALMs are described by ALGs. Therefore, next we consider how two ALGs are merged. Let two ALGs be ( , , , ) 
Based on the above analysis, we propose the corresponding merger algorithm of two ALGs for one artefact class as Algorithm 2. Clearly, each step in the merger algorithm for two ALGs keeps the property of structural soundness of the original ALGs. Therefore, if the original ALGs are structurally sound, the merger algorithm is able to ensure the structural soundness of the resulting ALG.
Next, we present an example to illustrate the merger algorithm of two ALGs. Figure 3 shows the merger of two ALGs. We can see the merged graph includes all the elements of ALG it is attached with {r 6 }.
According to Formula (1), in ALG m the edge (A, B) is attached with {r 1 , r 6 } as shown in Figure 3 . Similarly, for each artefact class, we can merge two ALGs from two artefact-centric process models respectively. Three ALGs in Figure 3 correspond to three finite automatons, and their recognisable languages are listed as follows: Before merging, we can keep a record of recognisable languages of the original ALGs. Therefore, the records provide the guideline about how to go back to original ALGs by configuring the merged ALG.
Algorithm 2 Merger of two ALGs
Input: ( , , , ) , ( , , , )
// merging nodes/states, arcs, and business rules respectively 
Configurable ALM
This section introduces the notion of configurable ALM. An artefact-centric process model includes artefact classes, services, and business rules. Business rules are reflected in lifecycle models and also the associated services are specified. The input and output of services determine the data attributes of artefact classes. Therefore, to make an artefact-centric process model configurable, we make the corresponding ALMs configurable. We define configuration points in the merged ALG. In , e A e A ∉ ∧ ∈ then e in ALG m can be defined to be configurable. Each configurable arc can be selected (i.e., unchanged) or blocked (i.e., the whole branch starting with the arc is removed) in configuration. (2) For e ∈ A m , if ( ) ( () () ) ,
e A e A l e l e ∈ ∧ ∈ ∧ ≠ then l m (e) in ALG m is configurable. For e ∈ A m , if l m (e) is configurable, then |l m (e)| > 1. Each business rule in l m (e) can be selected or removed while at least one business rule in l m (e) should be selected in configuration, i.e., l m (e) can be configured to a non-empty subset of itself. Thus, we formalise the C-ALG as Definition 9 in which only arcs and sets of business rules can be defined to be configurable points. 
Definition 9: (C-ALG). A C-ALG for artefact class
C is a set of configuration requirements.
RS
C is the set of logical expressions where the atomic statements bind the configurable points to concrete values, e.g., for e 0 , e 1 ∈ A C , 'l C (e 0 ) = {r 1 }] and 'e 1 = blocked' where l C (e 0 ) is a configurable set of business rules and e 1 is a configurable arc. Therefore, an configurable requirement can be expressed like 'l C (e 0 ) = {r 1 }' ⇒ 'e 1 = blocked'.
Next, we propose an algorithm to generate configurable ALM based on the merged ALG m as Algorithm 3. With algorithm 3, the bold parts of C-ALG in Figure 4 are defined to be configurable, i.e., arcs (C, D), (C, E) are configurable, and l m ((A, B) ) is configurable. As can be seen from Figure 4 , the derived configurable ALM includes all the behaviour of the original ALMs before merging.
Algorithm 3 Generating configurable ALM

Input:
( , , ,
// set of nodes whose outdegree is more than 1 in ALG m 
Configuration of ALM
An artefact-centric process is modelled as the interaction of artefact lifecycles. Thus, the configuration of artefact-centric process model consists of the configuration of ALMs for each artefact class. Therefore, we define the configuration of an ALM by configuring the C-ALG as Definition 10.
Definition 10: (Configuration
) is a C-ALG. A configuration assigns values to configurable points. For x ∈ A C , x can be configured to selected or blocked; for y ∈ A C , y can be configured to be a non-empty subset of itself.
As for configuration of an ALM, arc configuration should be done first. If a configurable arc is blocked, then associated business rules should be removed directly without configuration. Our individualisation algorithm in Algorithm 4 applies a valid configuration to a structurally sound ALG, since each configuration step does not break the property of structural soundness of the C-ALG with the post-processing (lines 7 to 12). Lines 1 to 14 conduct arc configuration for configurable arcs; and lines 15 to 18 conduct business rule configuration for configurable sets of business rules. By using Algorithm 4, original or new ALMs can be derived, which indicates that the proposed configuration approach is reversible.
Algorithm 4 Individualisation
for each arc e ∈ A C // e is formalised as e = (s x , s y ) 3: assign a value for e according to configuration requirements;
4:
if e = 'blocked'
5:
6:
// remove e and l C (e) from C-ALG C ;
7:
while :
For each outgoing e of n;
9:
10: In an artefact-centric process model, some business rules may be included in multiple ALMs. For instance, r 4 and r 5 in Figure 2 are involved in both Order and Invoice lifecycle models. Therefore, the configuration of business rules contained in multiple ALMs should be consistent as well as the associated arcs. The right part of Figure 4 shows two configurations derived from the same configurable ALM. Clearly, the resulting ALGs in Figure 4 are structurally sound based on Definition 6. In configuration 1, l C ( (A, B) ) is configured to {r 6 }, and both arcs (C, D) and (C, E) are configured to be selected; in configuration 2, l C ( (A, B) ) is configured to {r 1 , r 6 }, and arcs (C, D) and (C, E) are configured to be selected and blocked, respectively. 
then we have C 1 = (A 1 , S 1 ) and C 2 = (A 2 , S 2 ). The relevant information of two configured ALMs is shown in Table 2 . As can be seen from Figure 4 and Table 2 , by configuring the C-ALG, both the data model and lifecycle model of the artefact are specified. Therefore, by configuring each configurable ALM for each artefact class, the whole artefact-centric business process model can be derived, which indicates the effectiveness of our proposed approach. 
Related work
Reference process models in commercial use lack a representation of variation points and configuration decisions. This shortcoming is addressed by the concept of configurable process model (Rosemann and van der Aalst, 2007) . This concept is a step forward towards systematic reuse of (reference) process models. As EPCs are widely used for reference process modelling (La Rosa et al., 2008) , an extended reference modelling language, named C-EPCs, is proposed by Rosemann and van der Aalst (207) . However, this configurable process modelling language focuses on the control-flow perspective and fails to capture resources, data and physical artefacts participating in the process. To address this problem, La Rosa et al. (2008) extend the original EPC notations by associating roles and objects to functions, in an integrated event-driven process chain (iEPC), and the corresponding configurable integrated event-driven process chain (C-iEPC) is also proposed. Configuration algorithms are proposed for C-EPC and C-iEPC respectively (La Rosa et al., 2008; Rosemann and van der Aalst, 2007) , but there is no proof-of-concept implementation yet. Mending et al. (2006) implement the automated configuration algorithm to generate correct EPCs from C-EPC guided by a minimality criterion, and the semantic and syntactic problems of model transformation are taken into account.
Obtaining a configurable process model can be done via the merger of process models. There are two requirements for the derived configurable process model: 1 every instantiation of the configurable process model yields a sound process model 2 the configurable process models are reversible, i.e., the models used for obtaining the configurable model should be instantiations of the configurable model.
A number of merging techniques have been proposed in literature. Gottschalk (2009) elaborates on the merger of process models into a single configurable process model. While one has to perform a post-processing step to transform the process model into a sound process model. Li et al. (2008) present an approach for creating a new reference model based on models mined from a log. In the paper by Mendling and Simon (2006) , an approach is presented to merge the different views on a process model. This approach does not yield configurable models. Sun et al. (2006) focus on merging block-structured process models. However, these techniques allow for the instantiation of unsound process model from a configurable process model. Furthermore, some techniques are not reversible. Therefore, to address these problems, Schunselaar et al. (2012) capture the control-flow of a process by a CoSeNet: a configurable, tree-like representation of the process model, which is sound by construction, and the merger of two CoSeNets into another CoSeNet is reversible. Most of the work in modelling business processes is activity-centric. While, recently artefact-centric approach to business process modelling has emerged, where a business process is modelled as the interacting lifecycles of artefacts (Kumaran et al., 2008) . The notion of business artefact was originated in Nigam and Caswell (2003) where business operational model can be constructed using a collection of lifecycles of all artefacts and their interaction. The operational model based on business artefacts provides the benefits that are flexibility of the representation, ability for analysing changes, and ability for managing application. Moreover, Liu et al (2007) proposed nine operational patterns to promote business process modelling. The concept of business artefact was further adopted in Bhattacharya et al. (2009) as a business process model can be constructed using four core constructs: artefacts, artefact lifecycles, services, and association. To realise an artefactcentric model, this paper proposed a three-layer framework: business operations model, conceptual flow, and workflow. Gerede and Su (2007) focused on the middle layer of the framework to study the specification and verification of artefact behaviours in artefact-centric business process models. The formal analysis of artefact-centric business process models is further studied in Gerede et al. (2007) and Bhattacharya et al. (2007b) . There are also some other works that extend the artefact-centric approach, like Yongchareon and Liu (2010) , and Yongchareon et al. (2011) . Therefore, artefact-centric business process modelling approach has attracted more and more attention, and the benefit of this approach are documented in a number of case studies (Hull, 2008; Bhattacharya et al., 2007a) . However, the mentioned configuration and merger approaches for process models before focus on traditional activity-centric process models. However, no corresponding approach has been developed for artefact-centric business processes. The declarative modelling manner in artefact-centric approach makes its configuration challenging. Therefore, this paper focuses on solving the problem of configuration for artefact-centric process models.
Conclusions
This paper presents a novel configuration approach for artefact-centric business processes. We propose to apply DFA to formally define the ALM. Further, we propose the definition of ALG to describe the ALM. We develop the mechanism of the merger and configuration of ALMs. Finally, the configuration of the artefact-centric business process model is realised through the configuration of ALMs for all the involved artefact classes in the process. The configurable artefact-centric business process model in our approach is reversible with guidelines, and yields sound process models.
In future work, we will study the behavioural soundness of the derived ALMs in configuration.
