











El  proyecto  ha  consistido  en  el  desarrollo  de  una  aplicación  que  ayuda  a 
realizar  tareas  musicales  de  composición  en  un  entorno  gráfico  multipista, 
automatizando ciertos procedimientos y facilitando otros, haciendo posible ver y 
escuchar el  resultado   de  ideas musicales de una manera  rápida,  trabajando 
con una notación textual. 
La aplicación ofrece procedimientos de creación y modificación de fragmentos 
musicales  que  han  sido  ampliamente  usados  en  la  composición  desde  el 







facilitating  others.  The  application  makes  possible  to  listen  and  to  view  the 
result of musical ideas, easy and quicly, working with textual notation. 
Orfeo  offers  procedures  to  create  and  modify  musical  fragments,  that  have 







































































escuchar el  resultado   de  ideas musicales de una manera  rápida,  trabajando 
con una notación basada en un  lenguaje de notación musical  textual  llamado 
ABC. 
Orfeo  ofrece  procedimientos  de  creación  y  modificación  de  fragmentos 


































un  documento  en  ABC  a  otros  formatos  que  nos  permitan  ver  la 
representación  en  partitura  y  escucharlo  en  formato  Midi.  El  hecho  de  que 
existan  distintas  versiones  de  ABC  hace  que  las  aplicaciones  que  traducen 
ABC  a  PostScript  o  Midi  ofrezcan  resultados  distintos  dependiendo  de  la 
versión ABC utilizada. 
El  lenguaje  que  utiliza  Orfeo  para  editar  fragmentos  musicales  es  un 
subconjunto de ABC. De esta forma podemos visualizar  y escuchar la música 




Instrumentos  Musicales).  Se  trata  de  un  protocolo  industrial  estándar  que 











PostScript  es  un  Lenguaje  de  Descripción  de  Página  ,  utillizado  en muchas 
impresoras  y  como  formato  de  transporte  de archivos  gráficos  en  talleres de 
impresión profesional. 




El  capítulo  2  está  dedicado  a  explicar  los  lenguajes  que  emplea Orfeo  para 
generar  y  editar  fragmentos  musicales.  En  el  capítulo  3  se  explica  cómo 
ejecutar  y  usar  la  aplicación.  El  capítulo  4  está  dedicado  a  aspectos  de 
implementación. Las herramientas utilizadas para crear y usar Orfeo se pueden 
consultar en el capítulo 5. En el capítulo 6 aparecen las principales dificultadas 
halladas  en  la  realización  del  proyecto.  En  el  capítulo  7  se  comentan  los 
objetivos alcanzados y posibles ampliaciones de la aplicación.  La organización 
interna  de  los  miembros  del  grupo  para  la  elaboración  del  proyecto  se 
encuentra en el capítulo 8. El capítulo 9 es un apéndice con información sobre 







































Por  ejemplo:  las  notas  sol  sostenido  y  la  bemol  son  enarmónicas.  Si 
utilizáramos otros sistemas las notas sol sostenido y la bemol tendrían distintos 
sonidos. 
Por  lo  tanto  Orfeo  mostrará  sol  sostenido  o  la  bemol  dependiendo  de  la 
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fundamental    (nota  midi  asociada  al  Grado  en  la  tonalidad  de  referencia, 





















































Suponiendo  que  el  directorio  donde  se  encuentra  la  aplicación  java.exe  sea 


































· Botón  Reproducir:  reproduce  las  pistas  seleccionadas  (campo    Out 
seleccionado) . 
· Botón Ver Partitura: muestra en partitura las pista seleccionadas. 






















la  sintaxis  cuando  se  intenta  aplicar  un  cambio  de  compás,  tonalidad, 
escala,  tempo,  se  realiza  un  procedimiento  compositivo  o  se  intenta 
mostrar la partitura o la pianola y reproducir la obra. 












· Cargar  Progresiones:  carga  desde  un  archivo  progresiones,  que  se 
añaden  al  menú  Generar  Progresión.  El  fichero  debe    tener  una 
progresión por línea. Cada progresión debe estar formada por al menos 
un acorde. 
· Cargar  Ritmo:  carga  desde  un  archivo  de  ritmos,  que  se  añaden  al 
menú Generar Ritmo. El fichero debe  tener un patrón rítmico por línea. 
· Cargar  Percusión:  carga  desde  un  archivo  de  percusiones,  que  se 
añaden al menú Generar Percusión. El fichero debe  tener un patrón de 
percusión por línea. 
















todas  las  opciones  del  menú  desplegable  del  campo  de  edición). 
Cuando seleccionamos una pista el contenido de  la pista en  la que se 
































· Generar  Progresión:  genera  una  progresión  armónica  teniendo  en 

















El  resto de opciones genera el  fragmento de duración total  la suma de 
las  duraciones  de  la  progresión  en  semicorcheas.  Dependiendo  del 
compás podrán  ser  uno  o  varios  compases. Si  no ocupa uno o varios 
compases completos, el compás se rellena con silencios. 
· Generar Ritmo: genera el ritmo seleccionado en el que las duraciones 









en  las  que  cada  nota midi  tiene  asociada  un  sonido de percusión. En 
esta  ocasión  no  se  utiliza  la  tónica  sino  la  nota  asociada  al  número 







generan  con  duración  1.  Hay  que  tener  en  cuenta  que  al  generar  el 
acorde no se eliminan notas del compás por lo tanto hay que controlar la 




· Modular  Tonalidad: modula  el  fragmento  seleccionado  a  la  tonalidad 




· Modular  Escala:  modula  el  fragmento  seleccionado  a  la  escala 
seleccionada.  Deben  seleccionarse  uno  o más  compases  enteros  y  la 
selección no debe terminar con el carácter de separación de compás ‘|’. 
Resultado 





















· Fusionar:  fusiona en un   acorde  las notas seleccionadas. La duración 
del  acorde  se  obtiene  sumando  las  duraciones  de  las  notas 
seleccionadas. 
Resultado 





































existencia  de  este  tipo  de  herramienta  en  los  secuenciadotes  MIDI  es  una 
práctica habitual. En concreto, el desarrollo de la misma se ha inspirado en la 
aplicación "cakewalk". 
La  Pianola  ofrece  al  usuario  una  interfaz  en  donde  las  notas  musicales  se 
representan con las 128 notas MIDI. 
Mediante el uso de la Pianola se posibilita una edición y corrección de notas lo 
mas  cómoda  posible.  El modo  texto  desaparece  y  la  totalidad  del  uso  de  la 
pianola  se  hace  con  el  ratón.  De  esta  manera  se  puede  crear  una  nota 




su  duración.  Los  cambios  de  compás  se detectan visualmente por el distinto 





















· botón  de  disminución  del  tamaño  de  la  rejilla  de  compases: 
Del mismo modo que en el botón anterior,  cada vez que se pincha en
44 









ha  pulsado  tendrá  efecto  hasta  que  se  deshabilite.  Si  el  botón  se 
encuentra habilitado tendrá un color diferente de modo indicativo de que 






















Una  vez  seleccionada,  las  notas  de  la  escala  seleccionada  quedan 
dibujadas de distinto color en el teclado de piano transversal.
45 
· menú  desplegable  de  elección de  tonalidad:  determina  la  tonalidad 
que usará la escala seleccionada. 
El par (escala,tonalidad) seleccionado determina las teclas que se pintarán de 












Octava  C  C#  D  D#  E  F  F#  G  G#  A  A#  B 
0  0  1  2  3  4  5  6  7  8  9  10  11 
1  12  13  14  15  16  17  18  19  20  21  22  23 
2  24  25  26  27  28  29  30  31  32  33  34  35 
3  36  37  38  39  40  41  42  43  44  45  46  47 
4  48  49  50  51  52  53  54  55  56  57  58  59 
5  60  61  62  63  64  65  66  67  68  69  70  71 
6  72  73  74  75  76  77  78  79  80  81  82  83 
7  84  85  86  87  88  89  90  91  92  93  94  95 
8  96  97  98  99  100  101  102  103  104  105  106  107 
9  108  109  110  111  112  113  114  115  116  117  118  119 
10  120  121  122  123  124  125  126  127 















la  herramienta  a  través  de  la  cual  se  interactúa  con  la  partitura  que  se  va 
generando. Va a permitir al usuario añadir una nueva nota, mover una nota de 





Orfeo  genera  automáticamente  notación  ABC  a  partir  del  contenido  de  la 
pianola.  El  panel  de  edición  también muestra  en  notación  ABC  el  contenido 








La  apariencia  visual  es  una  serie  de  líneas  verdes  horizontales  que  van 
marcando  las  diferentes  notas midi  yendo en  todo momento  en  consonancia 
con el  teclado de piano  transversal. También dispone de una serie de  líneas 




ordenadas  es  directamente  la  nota  midi  que  representa.  De  esta  manera, 





duración  con  respecto  al  tiempo  de  estos  cuadrados  dependerá  de  la 
correspondiente duración del compás. 
En  relación a  la modificación de  la duración de  la nota, el  tamaño de  la nota 
representado  por  la  longitud  del  rectángulo  coloreado  en  rojo  se  verá 
aumentado en una  unidad musical más  o  por  el  contrario disminuido en una 
unidad  musical  menos  dependiendo  de  la  naturaleza  de  la  modificación, 
Aportando  en  todo  momento  claridad  visual  del  tamaño  de  cada  nota  en  la 




si  el  usuario  está  moviendo  el  puntero  del  ratón  para  añadir  una  nota  o 
cambiarla  de  lugar  y  la  pianola  detecta  que  el  puntero  se  sale  del  rango 
superior  o  inferior  representado  en  ese momento  en  la  rejilla,  el movimiento 
pertinente del scroll se hará de modo automático. 
El scroll horizontal se comporta de un modo similar al scroll vertical, haciendo 














se  quiere  que  empiece  a  sonar  y  desplazar  el  ratón  sin  soltar  el  botón  en 
función de la duración que se le quiera dar. No podrán quedar notas solapadas 
en  ningún  momento.  Solo  se  permitirá  que  dos  notas  puedan  sonar  en  un 
mismo  tiempo  si  empiezan  a  la  vez.  Dando  la  posibilidad  de  crear  acordes. 
Pero  si  dos  notas  empiezan  en  lugares  diferentes  y  en  algún  momento  su 





a  cabo  esta  tarea,  simplemente  se  debe  pinchar  con  el  botón  izquierdo  del 
ratón  en  la  nota  que  se  desea  cambiar  de  sitio  y  hacer  el  desplazamiento 
deseado  sin  soltar  el  ratón.  El  nuevo  emplazamiento  de  la  nota  se  verá 















el  botón  derecho  en  la  nota  que  se  desea modificar  de  tamaño  y  hacer  un 
desplazamiento  hacia  la  derecha  si  se  desea  aumentar  la  duración  o  un 
desplazamiento hacia la izquierda si lo que se desea es disminuir la duración, 
(los  desplazamientos  se  efectúan  sin  soltar  el  botón).  Una  vez  efectuada  la 
modificación,  al  soltar  el  botón  derecho  los  nuevos  cambios  quedarán 
establecidos. 
*La  pianola  no  puede  mostrar  dosillos  ni  tresillos.  Tampoco  permite  dibujar 
notas que comenzando en posiciones distintas del eje x compartan espacio en 























representación  a  bajo  nivel  basándonos  en  la  representación  midi  y 
representación en prolog. 









las  notas  se  representan  con  los  objetos  CelulaMusical.  Estas  células  se 












































ParserOutMidiABC:  traduce  el  contenido  de  una  pista  del  vector 






















































En  este  estado el control  recae en  la  interfaz principal y  los cambios que se 
realizan  en  el  campo  edición  se  reflejan  posteriormente  en  la  pianola  si  es 
visualizada  puesto  que  cuando  la  variable  hayPianola  tiene  el  valor  false 
significa la pianola no está siendo visualizada. 
Tanto los cambios producidos en el campo de edición que se ven reflejados en 














































· ObjetoCompas:  estos  objetos  se  almacenan  en  el  vector 






Para  realizar  la  implementación de  la  interfaz de usuario de  la pianola se ha 
utilizado  tanto AWT como Swing. Debido a que el  lenguaje de programación 
Java es  independiente de  la plataforma en que se ejecuten sus aplicaciones, 
tanto  el  AWT  como  el  Swing  es  independiente  de  la  plataforma  en  que  se 
ejecute.  Proporcionan  un  conjunto  de  herramientas  para  la  construcción  de 
interfaces gráficas que tienen apariencia y comportamiento semejante en todas 
las  plataformas  que  se  ejecute.  Fueron  diseñados    pensando  en  que  el 
programador  no  tuviese  que  preocuparse  de  detalles  como  controlar  el 
movimiento  del  ratón  o  leer  el  teclado.  Constituyen  unas  librerías  de  clases 
orientadas a objeto para cubrir estos recursos y servicios de bajo nivel. 




ello  se  ha      creado  una  nueva  clase que  extiende de  “JPanel”  donde  se  ha 
sobrescrito el método “getPreferredSize()” para poder modificar su tamaño. 
­El segundo panel es “PanelScroll2” que es un JScrollPane con el scrollbar 
horizontal  deshabilitado.  En  su  interior  encontramos  un  “PanelPiano”  que 
extiende  “JPanel”  y  reescribe  el  método  “paintComponent”  para  pintar  el 






“paintComponent”  para  que  refresque  su  contenido.  Como  la  longitud  de  la 
rejilla puede crecer dinámicamente de manera  indefinida hacia  la derecha se 
habilita un scrollbar horizontal. El contenido de “PanelScroll” no es mas que un 
objeto  de  la  clase  “PanelPianola”.  Esta  última  clase  extiende  “JPanel”  y 
sobrescribe  el método  “paintComponent”  para  pintar  correctamente  todas  las 
líneas  horizontales  y  verticales  de  la  rejilla  y  las  notas  introducidas  por  el 
usuario de la aplicación. 
El  scrollbar  vertical  que  permite  al  usuario  moverse  de  arriba  a  abajo  para 
seleccionar  la  nota  deseada  tiene  que  ser  el  mismo  para  los  dos  últimos 





resolución  de  la  pianola,  basta  con  cambiar  dinámicamente  el  valor  del 
parámetro y refrescar los paneles. 



















automático cuando se detecta que una nota  intenta  rebasar  los bordes de  la 
parte visible de la rejilla. Para ello es necesario hacer corresponder la posición 
global  de  la  nota  dentro  de  la  rejilla  con  la  posición  que  ocupa dentro  de  la 
parte  visible.  Ya  que  cualquier  evento  del  ratón  se  localiza  en  función de  la 
parte de la rejilla que en esos momentos es visible. 
En  el  proceso  de  desarrollo,  se  pensó  en  conseguir  una  rejilla  que  pudiera 
crecer hacia la derecha de una manera “infinita” (limitado por supuesto por los 
recursos  de  la  máquina  física  donde  se  ejecuta  la  aplicación).  Se  marcó  el 
objetivo de que ORFEO no limitara el tamaño de las columnas de la rejilla de la 
pianola.  Para  ello,  se  creó  un  nuevo  parámetro  “numColum”  en  la  clase 
“PanelPianola”  para  almacenar  la  información  del  número  de  columnas 
actuales. Una vez parametrizada la clase, se añadieron nuevas sentencias de 








Para  realizar  la  parte  de  nuestra  aplicación  que  comprende  los 
predicados  lógicos  que  tratan  las  notas  y  aplican  diversas  transformaciones 
musicales  a  nuestra  composición  se  precisaba  un  entorno  capaz  de  tratar 
algoritmos  con  la  mayor  fluidez  posible.  Para  lograrlo  se  decidió  utilizar  el 
lenguaje Prolog, y en concreto el entorno de desarrollo de Prolog denominado 
SWI­Prolog. 
Este  entorno  de  trabajo  es  de  libre  distribución,  como  el  resto  de  las 
tecnologías y programas que se han utilizado en la aplicación. Para descargar 
la versión que se precise en función del sistema operativo, obtener información 
sobre  el  modo  en  que  trabaja  el  entorno,  o  consultar  manuales  y  posibles 






facilitado  el  uso de predicados  que  retrasarían un programa escrito  en otros 
lenguajes,  así  como por  ser  un  entorno ampliamente  conocido  y utilizado en 
múltiples áreas de desarrollo e investigación. Además el hecho de que sea una 
aplicación ligera simplifica su manejo e instalación. 
SWI­Prolog  es  un  entorno  con  grandes  ventajas  para  una  aplicación 


















TuProlog  es  un  motor  de  Prolog  basado  en  java  y  diseñado  para 
aplicaciones  de  Internet  e  infraestructurales.  Por  esta  razón,  tuProlog  está 
diseñado  para  destacar  en    algunos aspectos  que  le hacen  interesante para 
nuestro tipo de aplicación en concreto: 
Tiene  requerimientos  mínimos  para  poder  ser  ejecutado,  ya  que 
solamente requiere la presencia de la máquina virtual de Java y una invocación 




motor  de  Prolog,  fácilmente  utilizable  como  un  objeto  autónomo  de  Java, 
accesible  por  medio  de  un  interfaz  mínimo.  Su  minimalismo  le  hace 
conveniente  para  construir  applets,  agentes  de  Internet  e  infraestructuras  de 
poco  peso,  donde  el  grosor  de  software  y  la  sobrecarga  pueden  ser 
simplemente inaceptables. 
Además  es  altamente  configurable,  gracias  a  la  carga  y  descarga  de 






Allí  podemos  obtener  información  completa  sobre  sus  ampliaciones, 
















­Cada  paréntesis  formado  por  dos  componentes  numéricas,  está 
representando una  nota.  Las  componentes  (X,Y)  indican  la nota que se está 
tratando (X) y la duración (Y) de la misma. 
­Las  notas  pueden  tomar  valores  numéricos  comprendidos  entre  0  y  127, 
representando así las 128 notas posibles en Midi. 










distintos  compases  Estas  marcas  consisten  en  la  letra  ‘s’,  entre  comillas 
simples,  este  carácter  lo  reconocerán nuestros  predicados  como un  carácter 
reservado y lo tratarán en consecuencia. 
Además  de  marcas  de  final  de  compás,  tenemos  la  marca  de  ligado 
entre dos o más compases. Esta marca se usará en el caso en que la duración 
de  una  nota  no  quepa  en  un  compás  (por  haber  más  notas  en  el  mismo 
compás  y  tener más duración que  la  restante en el  compás o bien por  tener 
una duración mayor a la del propio compás) y por tanto queden ligados dos o 
más  compases.  La marca  consiste  en usar  un par  (1001,0) seguido de  la  ‘s’ 
usada para marcar el final de un compás normalmente. Se emplea un número 











Los  dosillos  y  tresillos  son  agrupaciones  de  dos  o  tres  notas,  su 
tratamiento  requiere  el  uso  de  una  sintaxis  especial  para  distinguirlos  de 
acordes y notas ordinarias. Para representar dosillos y tresillos se ha utilizado 
la siguiente notación: 
­En el caso del dosillo:  ['d',(Nota1, Dur1),(Nota2, Dur2),'f'], siendo  'd'  la 
marca de inicio de dosillo, y 'f' la marca de finalización del mismo. 
­En el caso del tresillo hay dos opciones, que tenga dos notas de distinta 










Además  de  listas  de  notas  formando melodías  se  usan  también  otras 




En  este  apartado  se  va  a  comentar  la  funcionalidad  y  sintaxis  de  los 
predicados Prolog más importantes de la aplicación para tener una visión más 














generar(Tonalidad,  TipoEscala,  Compas,  Octava,  ListaEntrada, 
ListaGenerada). 
· Tonalidad: Número entero que indica la tonalidad que será aplicada a las 
notas  que  generaré  el  predicado.  Puede  tomar  cualquier  valor  par 
comprendido entre el 0 y el 22. 
· TipoEscala:  Indica  el  tipo  de  escala  que  queremos  para  nuestros 
compases, es un natural. Puede tomar valores desde el cero al nueve y 
además el 20, 21 y 22. 
· Compas:  Define  el  tipo  de  compás  que  usamos,  lo  hemos  notado 
usando dos cifras numéricas positivas con un guión entre ambas; siendo 
sus posibles valores: 2­4, 3­4, 4­4, 3­8, 6­8, 9­8 y12­8. 
· Octava:  Nos  señala  la  octava  en  la  que  trabajamos  mediante  otro 
número natural, siendo cero su valor por defecto. 
· La  lista  de  entrada  ListaEntrada  tendrá  elementos  del  tipo: 






· ListaGenerada:  Lista  de  salida  que  contendrá  una  lista  formada  por 
pares de notas (NotaMidi, Duracion) siendo ambos parámetros números 
enteros,  formando acordes   de  tres notas que son  representados a su 
vez por una lista anidada de pares iguales a los descritos. 
Funcionamiento:  El  predicado  llama  a  un  predicado  auxiliar  llamado 
generarAux,  necesario  porque  incluye  un  nuevo  parámetro: 
DuraciónAcumulada,  que  lleva  la  duración  que  hemos  gastado  del  compás 
actual,  es  necesaria  para  poder  saber  en qué  lugares se han de colocar  las 
marcas  de  final  de  compás  y  ligadura.  Este  predicado,  que  realiza  todo  el 









































Esta  regla  funciona  leyendo notas de  listaIN1, si  la nota es distinta de 
1000 se lee una nota de listaIn2 y se añade a la salida las nota de listaIN2 con 












Como  podemos  observar,  es  una  versión  simplificada  de  los  anteriores 
predicados.  La  diferencia  radica  en  que  en  este  caso  simplemente  se  irán 





Este predicado  fue  la primera versión de  lo que   ahora es Generar,  la 
principal  diferencia  radica  en  que  mediante  el  uso  de  Tema,  la  creación  de 



















· Acorde:  Es  un  acorde  formado  por  pares  de  números,  como  los  ya 
vistos. 
· AcordeInv: Es el parámetro de salida que contiene el acorde invertido. 









Este  predicado  recibe  una  lista  con  elementos(notamidi,duración)  que 






















devuelve  formando un acorde  según  se  explica más  abajo. Su  sintaxis  es  la 
siguiente: 
fusionar(ListaEntrada,ListaSalida) 















acorde  con  cada  nota  con una  duración  igual a duración del acorde dividido 
entre el número de notas del acorde si la división es exacta. Si no lo es: 
Mira si el  resto de duración entre el número de elementos más uno es 
cero.  Si  es  cero  la  duración  de  la  notas  arpegiadas  es  el  resultado  de  la 
división, y pone uno más de los elementos aleatoriamente. Si no lo es: 
Mira si el resto de duración entre el número de elementos menos uno es 

























Esta  regla  recibe como entrada  la  lista a modificar, pudiendo contener 



















lista  de  entrada,  es  decir,  mira  si  se  encuentran  en  la  escala  definida  por 
Tonalidad y TipoEscala, si la nota está, halla su posición y calcula la posición 
de  la  nueva  nota,  armonizada  en  función  del  parámetro  de  tipo  entero
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Parámetro. Entonces añade a la lista de salida un acorde formado por la nueva 
































de  entrada.  Recibe  como  argumentos  el  número  por  el  que  multiplicar  sus 






compás,  dosillos,  etcétera  para  poder  tratar  la  lista  primero  en  reglas  que 
afectan  a  la  duración  de  las  notas  y  después  volver  a  poner  las marcas  en 
donde corresponda. Con la lista ListaNormalizada va rellenando los compases 








ello  recibe  además  de  la  lista  un  parámetro  P  que  indicará  el  número  de 
































































Esta  regla  modula  las  notas  de  su  lista  de  entrada  en  función  de  si 
pertenecen  a  una  escala  determinada  por  sus  variables  Tonalidad  y 
EscalaOrigen. Además, tiene otro parámetro además de la lista de entrada y de 































Funcionamiento:  Va  procesando  las  notas  de  ListaIn  de  la  siguiente  forma: 
Vemos  si  la  nota  que  estamos  procesando  está  en 
escalaArmonía(Tonalidad,Escala,Lista).  Si  está  obtenemos  su  posición  y 
añadimos  a  la  lista  de salida  la nota que corresponde a    (posición+p) en    la 





























Para  la  interfaz  y  la  pianola  usamos  java.  Hemos  elegido  este  lenguaje  de 
programación por varios motivos: 
­  Teníamos experiencia en el desarrollo de aplicaciones java. 
­  Nos  ofrece  facilidades  para  desarrollar  interfaces  gráficas  de 
usuario. 
­  Es  un  sistema multiplataforma que  nos permite  hacer  versiones 
para distintos sistemas operativos con cambios mínimos. 
­  La  existencia  de  las  librerías  de  tuprolog  nos  permitía  integrar 
fácilmente el código prolog en la interfaz. 
Para  la  implementación  de  las  reglas  de  generación  y  modificación  de 
fragmentos  musicales  escogimos  Prolog  porque  teníamos  cierta  experiencia 




· Jbuilder 2005 Foundation de uso  libre. Ha sido  la aplicación en  la que 
hemos construido la interfaz y la pianola y todo el código java. 
· SWI­PROLOG:  empleado  para  desarrollar  los  procedimientos 
compositivos en prolog, aunque Orfeo no lo utiliza a la hora de ejecutar 
el código escrito en prolog. 
· Tuprolog:  librería  java  que  permite  integrar  archivos  de prolog en una 
aplicación java. Estas librerías emulan el comportamiento de prolog. 
5.2.Herramientas integradas 
· Abc2midi:  aplicación que   permite crear un archivo midi a partir de un 
archivo en notación ABC. 








formato.  Ghostscript  permite  presentar  datos  PS    en  la  pantalla  y 
además  traducirlos  de  manera  que  puedan  ser  impresos  en  una 
impresora  con  capacidad  gráfica  mediante  el  uso  del  controlador  de 
dicha impresora. 
· Gsview32:  es  un  visor  de  libre  distribución  para  archivos  PS.  Usado 








sido  el  de  comunicar  eficazmente  la  interfaz  con  la  pianola.  El  problema  a 
resolver era cómo poder expresar el contenido en formato ABC en la pianola, 
sin  perder  información  y  cómo  recuperar  la  información  de  la  pianola  para 






Por  suerte  el  código  del  entorno  de  desarrollo  SWI­Prolog  se  adaptó  con 
bastante comodidad, salvo algunas llamadas que no tenían su equivalente en 
el parser que utilizamos, TuProlog, del que hablaremos en su sección. 
Otro  inconveniente  que  planteaba  Prolog  era  la  notación,  nuestra 
aplicación  usa  una  versión  de  la  notación  musical  ABC,  pero  Prolog  debía 
recibir cifras numéricas para poder tratar con ellas con facilidad. De este modo, 




compases,  etcétera.  Para  solventarlo  fuimos  definiéndonos  caracteres 
reservados, (como se puede ser en la sección Sintaxis Utilizada y Estructuras 







se está usando  realmente para  llevar a cabo el desarrollo de  la parte  lógico­ 
algorítmica  es  código  compatible  con  tuProlog,  que  además  lo  es  con  SWI­ 
Prolog,  que  es  el  entorno  usado  para  realizar  todo  tipo  de  pruebas  y 
modificaciones.  Pero  debemos  ajustarnos  a  los  parámetros  que  nos marque 
tuProlog,  sino,  aunque  nuestro  programa  funcione  sobre  SWI­Prolog,  puede 
que no lo haga al integrarlo con Java.
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Esta  peculiaridad  nos  ha  obligado  a  tener  que  desechar  algunas 
funciones  predefinidas  en  SWI­Prolog  y  definir  unas  propias  o  bien  usar 
librerías de tuProlog que contuvieran los predicados que necesitábamos. 
El caso de length(Lista, Longitud) es uno de los primeros. Lo utilizamos 
en  diversas  operaciones  de  nuestra  aplicación,  en  principio  llamando  a  la 





Por  otro  lado,  también  hubo  funciones,  como  random(N)  o  el 
procedimiento de ordenación quicksort, en que  tuvimos que  recurrir a buscar 
librerías de tuProlog que permitieran su uso. 









El  objetivo  de  la  aplicación  era  ayudar  al  compositor  en  labores  tediosas  y 
hacer  posible  la  escritura  rápida  de  ideas  musicales.  Este  objetivo  ha  sido 









· Añadir  más  opciones  como  la  posibilidad  de  más  tipos  de  compases 
(configurables  desde  archivo),  soporte  para  más  grupos  a  parte  de 







· Integrar  Orfeo  y  Genaro,  añadiendo  de  esta  forma  la  posibilidad  de 
armonizar una melodía automáticamente. 
· Introducir un nuevo lenguaje que permita generar obras con reglas que 
definan  la  forma  y  estructura    de  la  composición  con  un  nivel  de 
abstracción mayor que el disponible actualmente. 
· Versión  para  entornos  Linux.    Se  puede  obtener  sin  demasiados 
cambios  debido  a  que  las  aplicaciones  java  son  multiplataforma. 
Simplemente  deberíamos  hacer   modificaciones  en  las  llamadas  a  los 
programas  auxiliares  para  que  ejecutaran  aplicaciones  de  Linux.  Se 

















Hemos  aprovechado  al  máximo  el  correo  electrónico  convirtiéndose  en  el 
verdadero medio  de  comunicación  y  transmisión de  código  y  documentación 
entre los integrantes del proyecto. 
El  encargado  de  desarrollar  la  interfaz  principal  mantenía  siempre  la  última 
versión  de  la  aplicación  con  las  tres  áreas  de  trabajo  integradas.  De  esta 
manera no convivían versiones integradas en las que cada parte fuera de una 
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