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Introduction
Nanotechnology in all its variety is considered to be one of the key technologies of the 21st century. The success of this fascinating technology is particularly based on its versatility. It will bring about fundamental changes in basic research as well as in many sectors of industry and daily life due to electronics used in the health care system. It makes use of the effects of very small structures in the range of a few nanometres. Both physical and chemical properties of a material, e.g. conductivity, melting point or colour, change drastically on the nano level. In addition, these nanostructures are much more reactive than their micron-size counterparts. These modified properties open up new technological possibilities, but as with any new emerging technology, questions about potential risks or hazards have to be taken into account too. Therefore, it is important to enable the consumer to make responsible decisions about the opportunities and risks of nanotechnology based on sound, balanced, up-to-date and, most importantly, value-free information. The importance of this fact has been shown by a variety of national and international publications on nanotechnology [1] [2] [3] [4] . However, many consumers miss reliable and understandable information on nanomaterials, including the benefits and opportunities of this emerging technology as well as potential hazards for humans and the environment. The project DaNa (Acquisition, evaluation and public-oriented presentation of society-relevant Data and findings relating to Nanomaterials) funded by the German Federal Ministry of Education and Research (BMBF) aims to create this transparency for the broader public by collecting and evaluating current scientific literature on nanotechnology and presenting these findings in a popular way for interested laymen [5, 6] . For this communication approach the nanospecific knowledge is first collected and evaluated by a team of interdisciplinary experts and in a next step transferred to a communication portal-in our case, the website www.nanoobjects.info. All articles published on the DaNa website are designed to meet the needs and interests of different recipient groups ranging from interested citizens to journalists and scientists from other or related research areas. A certain knowledge about the technology and the nanomaterials used is presumed, as the core part of the knowledge base is structured according to the nanomaterials. While this design appeals very much to the scientific community, it often poses a barrier for interested laymen. Usually they have a particular nano-related application or product in mind that they want to know more about but they are missing the link to the nanomaterial applied. This phenomenon has also been described in a survey conducted by Grobe and colleagues [1] . They analyzed the state of knowledge on nanotechnology in the population of Switzerland and Germany with a focus on how consumers actually gather information on this new technology. It became clear that during recent years the knowledge on nanotechnology and its applications has been decreasing in the population paralleled by an increase in fear of potential risks due to ignorance. Participants in the survey stated that knowledge about whether or not nanomaterials are employed for the different applications and products is lacking as is knowledge about which nanomaterials have been used. This fact makes it very hard for the consumer to actively search for adequate information. Application-oriented facts on nanomaterials already exist on the DaNa website but are scattered throughout the articles on the different nanomaterials within the underlying content management system (CMS) Jahia. This often complicates the search for the desired information. Facing the challenge of addressing the needs and expectations of the websites visitors, we wanted to create simple application-based access to the portal. On the one hand, the aim is to link applications and corresponding nanomaterials together and provide the respective brief toxicological facts of relevance to the user. On the other hand, this new tool needs to be user friendly and easy to navigate in order to encourage longer visits on the website. From the perspective of the editors and administrators, this entry point needs to be easily manageable and compatible with the existing CMS. Our methodical approach for solving this problem and addressing all points mentioned above was first, to analyze the state of the scattered information and next, determine which facts are needed for the planned applicationbased approach. As the existing CMS System Jahia has limitations in expressing n:m relationships, a plan of direct implementation was abandoned in favour of the development of a new administrative tool called DaNaVis. Requirements for this new tool were first, storage of the extracted knowledge in a central and homogenous way and second, the visualization and integration of the new database in the existing CMS. The main contribution of our paper is an approach to how complex and profound knowledge about the opportunities and risks of new and emerging technologies such as nanotechnology can be published in a user-friendly way without losing any information. We illustrate the DaNa project's methodology for assessing and reviewing current research and project results and will then demonstrate the process of publication of these results on the website. Therefore, the existing backend system needs to be extended in order to allow the combined implementation of a standard CMS together with an external customized database that enables all fine-tuning steps necessary to fully support the requirements of our complicated data model. Based on this technology, we can increase the accessibility and user friendliness of the DaNa project results by means of interactive visualization components. First, in section 2, we introduce the DaNa project with its aims and the methodology developed for literature assessment using tools such as the Literature Criteria Checklist. Then we will look into challenges arising when trying to model the concepts of DaNa within a general standard CMS. Section 3 deals with our proposed solutions for overcoming these technical challenges. The next section, section 4, gives a basic overview of the implementation concept for these solutions. How these components can be integrated into our backend architecture is described in detail in section 5. Starting with the relational data model, we cover the administrative user interface based on the Django web framework and explain how the relational database model can be mapped onto a logical graph model. After briefly describing the technical part of the client side's visualization component, a use case in section 6 shows how the user's search for application-oriented information on nanomaterials is facilitated. Our final section offers an outlook on future research work.
The DaNa project
This sections introduces the DaNa project and provides an overview of the underlying methodology regarding literature assessment and structural design of website articles. The core part of the knowledge representation-the so-called DaNa Knowledge Base on Nanomaterials-is explained in detail on a logical level to better understand the challenges arising from an implementation point of view.
DaNa-methodology: literature assessment and article design
DaNa is a project funded by the German Federal Ministry of Education and Research (BMBF) and supported by the Swiss government. A major aim of DaNa is to provide scientifically profound but equally easy to understand information for the general public about nanotechnology and the possible implications for humans and the environment. The vision is to enable the visitor of the DaNa website to make responsible decisions about the opportunities and risks of nanotechnology. In an interdisciplinary approach, scientists from different research areas such as human and environmental toxicology, biology, physics, chemistry and sociology work side by side to wrap up the actual state of knowledge on the website within the DaNa Knowledge Base. Results from projects, scientific publications and the latest news on human and environmental toxicology are assembled and evaluated prior to publishing. In order to facilitate the evaluation process of scientific publications and to address the need to have a common set of quality criteria for well-prepared scientific publications, the DaNa expert team developed a methodology, the so-called Literature Criteria Checklist 3 (see figure 1 ).
It includes mandatory and optional criteria regarding the three different topics relevant for nanotoxicity assessment: (1) physico-chemical characterization, (2) biological parameters and (3) general information. This set of quality parameters matches quality criteria that have been acknowledged within the worldwide scientific community. All publications used for creating content for the DaNa Knowledge Base have been evaluated using this procedure prior to publishing. Addressing the needs and interest of the different target groups (laymen, stakeholders or scientists) within a single article required a sophisticated article structure with increasing levels of complexity (see figure 2 ).
The screenshots derived from the DaNa website www.nanoobjects.info show in detail the designed text structure for articles published on the knowledge base using the titanium dioxide-'dermal uptake' section as an example. The text design aims to address the needs of different recipient groups by increasing the depth of detail as the chosen article expands.
Knowledge representation within the DaNa Knowledge Base nanomaterials
As explained in the previous section, the DaNa Project aims at offering scientifically profound information for the broader public on the toxicological effects of nanomaterials on humans and the environment. Using the DaNa literature evaluation methodology (see section 2.1), the online platform 'DaNa Knowledge Base Nanomaterials' was created containing current information on the most common nanomaterials used in today's technologies. Key structuring elements for displaying the collected nano-related information for each individual nanomaterial are on the one hand materialspecific aspects and on the other hand toxicological data regarding effects on humans and the environment (see figure 3 ). The toxicology sections (in blue) cover the whole 'life cycle' of a nanomaterial with regards to exposure, uptake, application and behaviour of the nanomaterial in the respective setting, whereas the material section (in red) gives an overview on production, material properties, usage and applications. Within this framework, the basic questions regarding any risk assessment are being answered: how do we get in contact with the nanomaterial (exposure), what happens at the contact site upon exposure (uptake) and finally what occurs after the uptake (behaviour). Each of these building blocks offers further details which are organized in several categories as is displayed in figure 3 . Regarding exposure to nanomaterials, the section takes into account the in vivo and in vitro situations, whereas the uptake section focuses on the different uptake routes for nanoobjects (skin, lung, gastro-intestinal tract). Behavioural aspects are addressed relating to cells or, for example, to the blood-brain barrier. Taken together the nanomaterial turns out to be the central entity of the knowledge base and is also the key entry point to the DaNa Knowledge Base. 
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Analysis
This section deals with challenges arising when publishing the results of the DaNa project. After identification of these challenges, solution approaches will be presented and evaluated regarding their applicability towards the specific DaNa requirements.
Challenges in publishing DaNa articles and project results
As described in the previous section 2.2, the information in the knowledge base is structured according to specific nanomaterials offering the different sections (exposure, uptake, behaviour, material overview) that further expand into subsections (e.g. exposure via the lung, skin and gastrointestinal tract). In order to find the desired information, the visitor has to know in advance which material he is looking for. However, if the person's interest results from specific applications such as nanomaterials used in cosmetics or in the plastics industry, there is no quick and easy way to do so. The visitor would have to search each individual nanomaterial section if the desired application is mentioned in the text or not. This situation is shown in figure 4 . In contrast to members from the scientific community, most interested laymen visit the DaNa portal with an information need that has a strong application-oriented background. A possible scenario is that a consumer may have heard about nanotechnology from different media sources as a new and emerging technology. Surprisingly for him, he has already been personally in contact with this new technology via everyday products. This fosters the need to find out which of his other products or applications are being affected by nanotechnology. However, while the strong focus of the DaNa Knowledge Base on actual nanomaterials is very appealing for experts to quickly access the desired information alongside with the respective references, interested laymen will perceive this pre-conditioned structure as a barrier to the application-related information that they are looking for. Furthermore, this structuring not only complicates the localization of the desired information, but once the correct nanomaterial has been chosen, the user has to navigate through the whole DaNa classification system (see figure 3 ) in order to find suitable as well as application-related knowledge elements. To overcome this pitfall and increase the website's appeal for the greater public, this flow of information has to be turned upside down. Applying this approach, the user will start with an actual application of interest and then receives additional information on other nanomaterials connected to the same application or vice versa. This reversed set-up clearly demonstrates that the main value is not within the classification system, but within the relationships between the entities that are classified within that system. 
Extension of the existing data structure
Due to the fact that information on applications is only implicitly available in the textual descriptions of the nanomaterials or the respective toxicological sections, the details on the application areas need to be expatiated. Figure 5 shows the existing data model of the DaNa Knowledge Base that results from the written articles using the Jahia Portal CMS software [7] . The absence of an explicit application entity is caused by the limited expressiveness of n:m relationships in the Jahia CMS system. Figure 6 shows an extended version of the existing entity relationship model displayed in figure 5 . For this model an additional entity 'application' was introduced that extends the binary relationships between a 'material' and the entities exposure and uptake to ternary relationships. From a semantical point of view each instance of exposure and uptake can be interpreted as information belonging to the combination of a 'material' and an 'application'. The behaviour entity is not directly linked with the new application entity which is due to the fact that a nanomaterial behaves independently from a specific application once it has infiltrated a chosen system (body, cell, environment). The new entities exposure type, uptake type and behaviour type were introduced for visualization reasons (i.e. providing pictures and captions for the different types).
To provide this additional information on explicit applications, another administrative tool had to be developed (see section 5.2). It enables editors to store extracted knowledge resulting from literature review (see section 2.1) in a central and homogenous way according to the DaNa knowledge representation.
Visualization approaches for the new information tool
The next logical step after the extension of the database structure is how the cumulated information can be displayed in an adequate and easy accessible way. We suggest two different solutions that are explained in detail in the following paragraphs.
Graph-based visualization approach.
This approach uses a graph-based layout for visualization. The applications and nanomaterials together with the respective toxicological knowledge are represented as an undirected graph comprised of nodes and edges. A node is visualized with a label (i.e. 'zinc oxide') and an optional graphical icon. When hovering over the node with the cursor arrow, the textual content is displayed and in a next step the corresponding information text (extracted from the DaNa Knowledge Base) is displayed in a separate area on the screen. The relationships between the different materials, applications and toxicological information are represented as edges between the nodes. A mock-up with exemplary data is shown in figure 7 .
Here the user learns that the nanoforms of 'titanium dioxide' and 'zinc oxide' are ingredients of sunscreens and that there is additional information on toxicology-related facts, e.g. dermal uptake provided.
For the layout of the graph, different algorithms can be used that are based on the distribution of nodes and edges between them [8, 9] . One concept option is to minimize the required space for the final graph. Another algorithm creates a graphical layout with evenly distributed nodes and a minimized number of intersections between the edges. Taken together, these two methods facilitate the generation of a compact layout that meets all aesthetic requirements. 
Table-based visualization.
An alternate solution to the graph-based visualization is a tabular layout with a table consisting of a header, columns and rows. The row-header is used to list all different node types, namely 'nanomaterials', 'applications' and toxicological knowledge (uptake, exposure) that are connected. The cells below the header represent the individual nodes sorted by name. A mock-up of this solution approach is shown in figure 8 . The nodes of each type reside in separate columns. Equally to the graph-based solution, a node is given a label and an optional image representing its semantics. The textual content of a node is shown in a tooltip once the user hovers over the cell with the cursor arrow, subsequently displaying the respective additional information text segments. Alphabetical sorting of the label names facilitates the search process. The tables are interactive meaning when a user clicks on a cell, all related cells are activated and change their colour. To further enhance the visibility of theses links, it is also feasible to display connecting lines between the activated cells (see figure 9 ). For example clicking on the item 'sunscreen' causes the nanomaterials 'titanium dioxide' and 'zinc oxide' to change their colour and/or have lines drawn between them, linking them to the toxicological facts on the potential dermal uptake of these nanomaterials.
Evaluation of the suggested visualization approaches
The table-based presentation seems to be more structured compared to the graph-based approach as the nodes are arranged by node type and alphabetically sorted by name. However, depending on the screen resolution of the user, a table with a large number of rows could exceed the user's viewport forcing him to constantly scroll for the desired information. In the case of additional connecting lines between activated cells this scenario gets even worse. In contrast to that, a graph-based visualization is advantageous and easier to handle as the layout algorithm can accommodate to the amount of nodes. Furthermore, the representation of the edges between the different nodes is directly visible. Because graphs are generated dynamically based on the relationships between the individual nodes, they do not require a pre-selection of one or more nodes to display the relationships in contrast to the table-based approach. A graph can also be enhanced by means of animations or by making it interactively explorable using dynamic loading of further graph nodes. However, when publishing such advanced graphs on a website, extended drawing capabilities are necessary as graphs are not covered by the HTML standard. This can be overcome by either using third-party plugins such as Adobe Flash [10] , JavaFX [11] or by the usage of new tools from the popular HTML5 standard such as Canvas [12] or SVG [13] . Unfortunately, many mobile devices do not support the usage of plugins and at the time of writing the new HTML5 features are not yet available for the majority of all current browsers. Keeping this in mind, the table-based approach is advantageous due to a wider acceptance by the different browsers. Here the visualization can be mapped onto the native HTML elements whilst implementing the interaction logic in standard JavaScript. Both approaches have their pros and cons, so a major requirement for the underlying software is to allow the implementation of both visualization options which will be described in detail in the next chapter. A decoupled approach is needed in order to quickly adapt to changes in the browser market share in the future. So once the users with a lack of HTML5 support are in a clear minority, the graph visualization can be shipped upon the public DaNa website. However, up until now this is not the case, resulting in the tablebased approach as the current method of choice for visualization. The implementation of this option is covered in the following sections.
Concept
This section will describe the conceptual implementation of the DaNa Knowledge Base followed by a detailed explanation of the separate components in section 5. As the DaNa website is a public webportal, a popular three-tier architecture was chosen which separates the clients from the backend application logic as well as from the underlying databases. A schematic overview is given in figure 10 .
With the main target group of the DaNa website being the general public, interested visitors access the website using a browser from a mobile or desktop device that communicates with the webserver via standard HTTP. The website's second user group is the DaNa project team that communicates with the protected areas of the backend system after successful authentication via a secured connection. To facilitate the content management of the website, the Jahia Portal CMS was the tool of choice covering different sections such as the glossary, project sites or the knowledge base on nanomaterials from the website. In order to understand the overall picture of this particular architectural design and especially for our mentioned scenario, it is necessary to take into account the advantages and limitations of the Jahia CMS. The current section will focus on the language used in Jahia to represent content elements of a website and will demonstrate by means of an example the lack of expressiveness for n:m relationships. This lack of support for n:m relationships demands the implementation of additional components (DaNaVis) that are discussed in detail in the next section 5. A unique feature of Jahia, besides its integral support for multilingual articles, is the fact that pages are not regarded as a 'black box'. Within a lot of CMS applications, pages are usually represented using a single text area, whose formatting capabilities are extended using a rich text editor. This puts a burden on non-tech-savvy editors as they have to map the structure of the content they want to publish onto the formatting capabilities of the rich text editor. These challenging tasks become even more difficult when it comes to maintaining this mapping across several pages of the same type. In contrast to this, in Jahia, each page is associated with a specific page type [7] . This allows the CMS to capture content according to a predefined structure allowing the editor to simply fill in the blanks. Such a predefined structure is composed in Jahia by combining sets of predefined information modelling constructs, the so-called 'containers' and 'fields'. This page type is based on a tree structure consisting of containers and fields that model the content of a site. Containers are a logical entity that groups either other singleContainers, containerLists or fields. A singleContainer is used to implement a 1:1 relationship to another container. A containerList is a 1:n relationship representing a list of containers. Fields are the smallest modelling unit for structuring the content of a certain data type. Supported data types for a field include, but are not limited to smallText, bigText, drop-down selections, dates, page links, numbers,Booleans and colours. Thefollowingexampleshowninlisting1willexplainindetailtheJahiamodellingconstructs and necessary configurations in order to implement a 'Frequently Asked Questions (FAQ)' section on the DaNa website. This section is supposed to contain a list of questions with corresponding answers (Q&A). By means of this example the power and limitations of the Jahia modelling concept will become apparent and also why an extension of the existing backend architecture is required. The definition of the FAQ page type itself starts in line 9 by being classified as a subtype of the page type 'jnt:page'. For the intended layout of the FAQ page-a short title followed by a list of questions and answers-the appropriate amount of containers and fields needs to be added to the page type. This is realized in line 10 by adding the main building block 'faqContainer' to the page type. The respective container type is defined in line 5 by declaring it a subtype of the base container type 'jnt:container'. This step not only models the title displayed on top of the page but also the assigned container for the list of questions and answers. The page's title is generated by adding a field with the smallText type called 'faqTitle' (line 6). In order to accommodate a large number of Q&A pairs the usage of a containerList (line 7) is necessary because this container type is able to model collections or 1:n relationships to other entities. Another entity in our example, the container type 'faqQA', is displayed in line 1. This container is composed of only two fields representing a single Q&A pair with the question being assigned the smallText (line 2) and the answer the bigText (line 3). Based on this concept, all page types of a Jahia CMS-driven website are defined. Jahia uses these metadata to generate forms where the editors can insert and modify content according to the specified structure. The power of this concept lies within its expressiveness for hierarchical structuring of content elements. Many areas of the DaNa webportal can be modelled using this technique and the generated forms facilitate the editor's daily workflow with a more structured approach to publishing. The advantage of this feature is that it simplifies the work of the editors, freeing them from having to map the structure using a rich text editor component. However, the limitation of this approach is its lack of the capability to express n:m relationships, this being a key requirement when implementing the visualizations described in the previous section 3.3. Furthermore, while containers can logically group fields and other containers, adding relationships between containers and assigning them attributes is not possible, as it cannot be expressed using the language provided by Jahia. To overcome this, an external system is required that models the data for the suggested separate visualization options. Though this course of action introduces a media discontinuity as well as a partial data redundancy within the webportal by duplicating the information on nanomaterials and applications between separate databases, the only available choice was to create and introduce the DaNaVis (DaNa Visualization) system. It is built upon the following components:
• DaNaVis Administrator: a separate administration interface based on the Django web framework [14] , which allows the DaNa editors to manage the relationship information residing between applications and materials.
• DaNaVis Mapping Engine: a configuration framework which maps the results of arbitrary SQL queries to a JSON representation [15] , that can be understood by the user interface component, namely the table and graph visualization tools within the browser. • DaNaVis REST API: tool used for data interchange between the DaNaVis database and the user interface components. Based on a clearly defined URL structure, an endpoint for AJAXbased data access is created. The underlying Django application is responsible for extracting the parameters sent from the user interface component and invoke the DaNaVis Mapping Engine to transform the relational data into an object graph which is subsequently sent back to the browser.
• DaNaVis Widget: the actual user interface component, which renders the visualization explained in the previous chapter.
Having described the logical structure of the new backend architecture along with the role of the participating components, in the next sections we will focus on the implementation aspects of these systems.
Implementation of the DaNaVis system
The following sections will explain in detail the data model as well as all components used to implement the DaNaVis system that operate on top of this data model.
DaNaVis data model
The resulting relational DaNaVis data model is shown in the following figure 11 . For purposes of clarity the connecting lines between the picture table and all individual type tables have been omitted.
In figure 11 , it is shown that the visualized node type application is connected to the respective table (e.g. uptake or exposure). The individual ids are directly mapped to the corresponding node ids and the node picture is referenced with the picture table using a foreign key. The picture table consists of a column for the image id, a caption and a URL link to the actual image on the file system. The application nodes have a label that is mapped to the shorttext table. Besides the surrogate key for the shorttext itself, the object id, the content type id and the language id used for the short descriptions need to be specified in order to uniquely identify a record in this table. This structure describes a general design for internationalization of the node labels based on the generic foreign keys of the Django framework. With the language id being a foreign key towards the language table it is possible to store multilingual content for a yet unknown amount of languages. The content type refers to the different node types such as application, material or uptake. Based on the object id, content type id and language id, the DaNaVis REST API [16] is able to determine the individual node properties that in turn are then sent back to the client interface. The structure of the material table is identical to the application table. The information about a specific uptake resides in the uptake table with separate columns for its id, the uptake type, the application and the material. The node labels reside in the shorttext table containing the multilingual short description texts. The actual elaborate texts describing the uptake are located in the text table used to store longer text descriptions. The same modelling technique is used analogously for the exposure node types. The behaviour table differs slightly as it is not referenced to the application table with a foreign key.
DaNaVis Administrator
This section focuses on the implementation of an administrative tool for the DaNa project team after the new data model for the extended DaNa Knowledge Base has been described. This administration tool enables editors to store extracted knowledge resulting from the literature review (see section 2.1) in a central and homogenous way.
Domain model based on the Django ORM.
The first step is to implement a new tool to capture the information structured according to the DaNa approach. Django, a popular framework, was chosen as it provides a module for building web interfaces according to a user defined relational model [14] . This implementation requires the translation of the relational model into the modelling constructs of the Django ORM. The main building blocks are Python classes used to establish the data access layer for the DaNaVis database. The starting points for this model are relational tables whoseobjectrepresentationsareshowninlisting2. Asshowninlisting2allclassesarederivedfromthemainModelclassofDjangoinorderto inherit data access functionality, which is mixed in using Python's metaclass facilities. The Language class (line 1) is mapped onto the language table specifying the two fields for name and language abbreviation in order to model the locale code. The Shorttext and Text classes share a similar structure and are used to model the multilingual node labels. They only differ in the first line with the Shorttext class containing a single line text field (line 6) versus the Text class with a rich-text-editor driven multiline text field (line 13). Both contain a generic relation that allows for the usage of multiple text versions (e.g. different languages) for any class of the domain model. The content type field stores the actual object type referencing the ContentType id which is generated by Django for all domain classes. The object idfieldcontainstheidoftheobjectinstance.Inthefollowinglisting3,theusage of these classes throughout the rest of the domain model is exemplary shown. The Picture class models the caption and the representation of the actual file system. Instances of this class are used within the classes Material, Application and Uptaketype. Besides this similarity, all of these mentioned classes possess a generic foreign key relating to the Shorttext class in order to generate a multilingual label for a name or text for a short description. An instance of an Uptaketype could be, e.g. dermal uptake of nanomaterials via the skin. The Uptake class itself contains instances of such possible uptakes (e.g. skin, lung, etc) combined with a specific material used in a distinct application such as titanium dioxide ('material') within sunscreen ('application'). The final piece is the description field, which also has a generic relation to the Text class to create multiline text fields available in different languages. The last line (line 11) registers a model class at the admin HTML module which in turn automatically selects the matching fields for the underlying class by applying metaclass introspection. The system has assigned an attached default widget to each known field type of the ORM, e.g. a CharField will be mapped to an HTML Text-Input box and a ForeignKey field will result in a Select-Combo box pre-filled with instances derived from the referenced table. In addition to these default widgets, class-based hooks are available to accommodate these mapping efforts. In the case of model classes, these hooks are provided by the ModelAdmin superclass.
Administrative interfaces based on the
The inlines field represents a list of form elements that adds the form widgets for a related model directly into the current form. In our case, this means that when a label is added for a certain material there is no need to first add a Shorttext instance elsewhere in the administration system, thus improving the user friendliness of the system. This can be realized by subclassing the superclass GenericTabularInline that generates a tabular layout, in which each row represents an inline form to capture a model instance by mapping each field to a column of the table. The resulting visualization of the administrative user interface is shown in the following figure 12 .
The upper panel of figure 12 shows a screenshot of user interface for editing materials. The first form elements refer to the referenced picture followed by the visual representation of the GenericTabularInline. This table contains instances of the Shorttext model class rendered as rows of the inline form. With this significant improvement the editor is able to edit the multilingual labels in situ.
The lower panel displays the screenshot for a possible editing scenario, e.g. inserting the details for a specific uptake type. In this example, detailed information on titanium dioxide (material) applied in sunscreen (application) in combination with dermal uptake is entered using the respective Select-Combo Boxes. In this setting, a different version of the GenericTabularInline is applied. Here instances of the Text model class are rendered as rows of the inline form. Next, the model class contains a multi-line text field based on a visual rich text editor for entering and formatting the short text descriptions using the TinyMCE editor [17] included in the first column. These short description texts are usually followed by a link manually generated by the editors that forwards the user to the detailed information provided within the Jahia portal. This information is accessible to the public user after navigating through the visualization tool in his or her own browser. Using this technique by creating a bridge between the DaNaVis system and the main Jahia CMS, the user first gets a general overview before delving deeper into the topics of interest. This approach is further illustrated in section 6 by means of a use case.
DaNaVis API and mapping engine
The next step in this process is to enable the public access to the data collecting meaning the contents of the DaNaVis system needs to be published onto the Jahia Portal. This can be realized using the DaNaVis widget, a client-side JavaScript [15] application which implements the tablebased visualization introduced in section 3.3.2. Regardless of the implementation details of the user interface code a universal back end is necessary that delivers the generated data according to the requirements of both visualization options (table and graph). Using this approach new visualization options can be added in the future without making changes to the backend necessary.
As the CMS Jahia is used to publish the textual contents of the DaNa projects results, the DaNaVis system represents only an endpoint for the client-side visualization widgets and does not serve HTML interfaces itself. To achieve this, a REST-based data interchange API [16] is introduced as an additional component on the server side besides the administrative interface. The following listing5isanexcerptoftheURLswhichareexposedasaRESTwebserviceAPIviatheDaNaVis back end. The listing describes an excerpt of the configuration file of the URL dispatcher component of the Django framework for the DaNaVis API. The mapping of the different URLs to specific functions is realized using regular expressions [18] . First the dispatcher compares the URL to the specified regular expression patterns (lines 2 and 4). Then the first pattern that matches is selected and the associated function is invoked. Additionally using the Python syntax extension for regular expressions (?<name> pattern), named parameters can be passed on to the specified functions. For example the first URL endpoint 'api/list' (line 2) is mapped to the function danavis.views.list N odeT ypes responsible for listing all available node types of the system. In this case no parameters are passed down to the invoked function. The second pattern (line 4) hands over the three parameters nodeI d, distance and lang to the function danavis.views. index.
By simply sending a HTTP request to the address http://host/api/material/42/3/de, the clientside widget is able to retrieve the material nodes that lie within a maximal range of three traversal relationship steps of the node with the id 42.
Based on this universal endpoint, the options for implementing different client-side visualizations are not limited to a specific language or frameworks. Once a request to one of the configured URLs is dispatched to the particular view function, the data access to the DaNaVis database is executed. Then the results are processed and transformed into JSON format and consequently sent back to the client. To overcome the discrepancy between the relational model and the object graph that is encoded in JSON, a mapping engine was developed to facilitate the communication between the two components. An overview of this concept [19, 20] is displayed in figure 13 .
The relational model is comprised of tables and columns containing foreign keys to implement an application-oriented scheme. However, due to normalization reasons, the necessary data to describe a single logical node can be scattered across several tables. The mapping engine is now used to execute queries to generate nodes together with their corresponding properties on a semantically higher level in order to hide the details derived from the normalized database model. As an example, the node 'B1' in figure 13 not only contains the columns of table 'Beta', but also the column 'I' of table 'Gamma'. To achieve this, a configuration file serves as input to the mapping engine, which in turn describes the structure of a node type and its properties as well astherequiredqueriestoretrievethem.Thefollowinglisting6isanexcerptoftheconfiguration file used in the DaNaVis Mapping Engine. In this case, the configuration for the node type material is shown. The format of the configuration file is based on the JSON syntax [15] . Node properties are represented as keys, with its value being the query which is responsible for loading of the associated data. Placeholders within the queries like 'object id=:material'areprocessedbythemapping engineandreplacedwithactualvaluesduringtheruntime.Thefollowinglisting7showsthe configuration for the uptake node type, which also contains the relationships to the node types application and material. The mapping engine loads the configuration file and iterates through all existing node types. First, for each node the respective result set for the id property is loaded. As each id of this result set has an existing node instance, in the next step all placeholders listed in the other queries can be replaced with the current id of this iteration step. Then all subsequent queries for the current node type can be performed with the respective results being stored in a temporary dictionary. Here the node properties for all node instances are stored until the end of the processing. After all instances of a node type have been processed the engine moves on to the next node type. Having completed these tasks for all node types, the dictionary is transformed into JSON and subsequently stored in a cache in order to avoid further queries as part of subsequent requests. The cache itself is integrated into the administrative interface to regenerate JSON data if changes have been made to the database ensuring that no stale cache entries are served to the public. 
DaNaVis widget
As explained in the previous section, using the DaNaVis widget allows for the publishing of the DaNaVis contents on the Jahia Portal thus making it publicly accessible for the broader public. The next aim is now to integrate the client-side widget into the Jahia-driven CMS pages as shown in figure 14 which illustrates the interaction between the client and the server.
In order to integrate the client-side widget into the Jahia-driven CMS pages, a script reference to a JavaScript file which implements the table-based visualization is inserted into the desired Jahia page alongside additional configuration parameters. First, the JavaScript file is loaded from the DaNaVis API webserver which consequently loads the necessary initial data to display the starting screen of the table-based widget. As the server-side was designed and implemented in a universal way allowing for different visualization options, the server is able to respond to AJAX requests to load subsequent data necessary, for example, to accommodate the graph-based layout. At first, only parts of the graph are shown to the user then it will expand on demand into further detail only after specific user interaction. The data structure that is used by the widget is similar to the configuration file shown inlisting7.Thefollowinglisting8depictsanexemplarydataset,whichcanbeusedforthedifferent visualization options in a similar fashion. Here some node properties need to be transformed making it easier for the visualization components to request further data. The id property and the references in the adjacencies property arerewrittenbythemappingengineasshowninlisting8.Nowthatwehavedescribedandexplained
Step 2 : Choosing the nanomaterial/application of interest
Step 3 :Selecting desired information
Step 1 : Choosing an application or a nanomaterial in detail all necessary components for the implementation of the DaNaVis, the following section will illustrate by means of a use case how the final construct can be used by a typical visitor of the DaNa website.
Use case
When applying all described methods from the previous section 5, this results in a new tool on the DaNa website-the so-called Slot-machine-an application-based database that allows for mapping of connections between actual application(s) of different nanomaterials and their possible effects on humans and the environment. This section will explain in detail all necessary steps needed to obtain the sought-after information contained within this new tool (see figure 15 ), which is essentially the implementation of the concept shown in section 3.3.2. A typical visitor of the DaNa website usually starts off with a specific question regarding either an application or a nanomaterial of interest and is looking for further information. Using this playful approach the visitor quickly gets access to the desired information and if greater interest is generated, is then forwarded to the detailed information provided in the main part of the knowledge base. Figure 15 describes a possible scenario where the user wants to find out more about coatings for cars and the nanomaterials used in this case. In a first step, he selects the application 'Lacquer and Plastics Additives' possibly due to a recent newspaper article on the environmental effects of this particular type of nanomaterial. Consequently he gets a list of all nanomaterials used in this application area indicated by red highlighting. Next, he selects the nanomaterial of interest (e.g. cerium oxide, carbon nanotubes, zinc oxide, etc) from this list, in this case 'cerium oxide'.
Subsequently he is offered a selection of information regarding the material, exposure, uptake and behaviour with each subitem providing a brief summary and further links to the knowledge base. In terms of environmental effects of cerium dioxide nanomaterials, the database states that exposure to the environment is very low and thus poses no threat for the environment or its organisms. To sum it up, the user's need to easily get short and compact information regarding the initial question is fulfilled and further details can be obtained from the main knowledge base.
Related work
Finding optimal approaches for capturing, evaluating and giving free web-based access to scientific knowledge is an ongoing research topic. Related work in the field of nanotechnology is for example the NHECD database [21] . Its architecture is split into a CMS and another component based on text mining methods and algorithms in order to automatically update the knowledge repository on environmental and health effects following exposure to nanoparticles. Within DaNa however, we do not follow a fully automated approach, but rather have a team of interdisciplinary scientists to collect, evaluate and extract latest research findings that in turn will contribute to our knowledge base.
Approaches from other scientific areas vary in their underlying technologies regarding similar purposes. Within the field of aerospace engineering, Dadzie et al [22] optimized knowledge reuse and knowledge sharing using domain ontologies from the semantic web. Chen et al [23] applied linked data technologies to bridge barriers in knowledge representation in the field of bioinformatics. This topic was reinforced in [24] where these technologies were characterized as key enablers for web-based knowledge discovery that is based on universal, interoperable and harmonized biological knowledge sources. TOPSAN for example is a dynamic web database intended for exploring structural genomics efforts [25] . Within the 'BioIntelligence Framework' [26] a lack of expressiveness for their use case within the relational model lead to a graph data model stored in the HyperGraphDb.
As can be seen by this related research work, the expressiveness of traditional technologies can be a limiting factor when it comes to developing new ways for sharing scientific knowledge. Similar to our challenges in publishing DaNa project results, the authors overcame these barriers by usage of graph-based data models within relational data stores, RDF triple stores or explicit graph databases. In our case, the expressiveness of our CMS was the limiting factor, which led to the creation of a graph-based relational data model in DaNaVis to capture toxicological knowledge within applications or products consisting of nanomaterials.
Conclusion
The DaNa project uses an interdisciplinary approach to process research results on nanomaterials and their effects on humans and the environment in a way that makes them understandable for interested laymen. The scientific results of current and recent projects along with data from the literature provide a basis for a critical but balanced evaluation of nanomaterials and their toxicological properties. All data available on the DaNa Website is evaluated with regard to their scientific value prior to publishing using the DaNa Literature Criteria Checklist. The results of DaNa are published on a website and via other media.
In this paper, we demonstrated technical challenges that arose during the modelling of the DaNa concepts and the solutions that were developed to solve them. The main pitfall we addressed resides within the DaNa Knowledge Base, which is a part of the website. It was created by using the DaNa evaluation methodology with a strong focus on the individual nanomaterials, making it a great reference for experts. On the other hand, this setup poses a greater barrier for interested laymen who usually have a specific application in mind. As this application-oriented information is scattered throughout the different articles on nanomaterials within the underlying Jahia CMS, there was no simple way to quickly retrieve short information regarding a specific application.
The main objective was therefore to implement a visual component within the DaNa Knowledge Base that increases the accessibility of the available information for the general public. This was achieved by complementing the existing nanomaterial-guided structure of the DaNa Knowledge Base with an application-oriented entry point that allows for an easy navigation between the different content structures in a playful manner.
As the expressiveness of the modelling language of the Jahia CMS was not sufficient for this scenario, we chose to build DaNaVis, which stores the data required for our interactive component. In DaNaVis, a relational data model meeting the requirements of the DaNa classification system was designed and implemented using the Django framework to build an administrative user interface. On top of that, a webservice interface based on the REST principle was created, by which data for different graphical visualization solutions is provided in a consistent and universal format. Our solution for this was the employment of a client-side JavaScript widget, which is currently used to visualize the relationships between nanomaterials and their corresponding applications. Its functionality has been demonstrated in the context of a use case (see section 6).
Currently, our implementation is subject to a usability study in order to verify our assumptions regarding the increased accessibility and user friendliness for interested laymen. We expect the results to be positive, however, there are still potential areas for improvement. Due to more data being entered into the DaNaVis Administrator, the current implementation requires too many clicks as well as too much scrolling to get to the desired information. Based on the results of the study, we will optimize our implementation. We are also looking into extending the DaNa classification system to cover risk aspects like risk assessment and risk management on the same level as exposure, uptake and behaviour. The DaNaVis data model will have to be extended as will the configuration for the mapping engine. Beyond that, these changes are transparent to the rest of our implementation due to the design of our extensible architecture.
