This paper presents an empirical analysis of the Open Source development process from the point of view of the involvement of the developers in the production process. The study focuses on how developers contribute to projects in terms of involvement, size and kind of their contribution. Data have been collected from 53 Open Source projects and target application domains include different areas: web and application servers, databases, operating systems, and window managers. Collected data include the number of developers, patterns of code modifications, and evolution over the time of size and complexity.
Introduction
Nowadays, there is an increasing interest in Open Source Software (OSS), not only from the point of view of the final user, but also from the point of view of the development process. The success of some Open Source projects has promoted interest regarding how OSS is developed and what are the approaches used. However, there are only a few evidence regarding the quality and the effectiveness of the open source development process and this lack of knowledge is creating several myths [6, 7, 13] .
The aim of this paper is to investigate the Open Source development through the comparison of different projects in terms of the involvement of developers and code produced. The projects considered in the study are Open Source products belonging to very different application domains: web and application servers, databases, operating systems, and window managers. A prior study [21] showed that even if Open Source projects are heterogeneous, the developers and the projects themselves behave in very similar ways. Even if every Open Source project is unique in terms of rules, people, and management, the behavior of developers does not change too much across different projects. There is a common approach to software development going beyond rules, people, and management. This paper extends previous work done in [21] by increasing the number of projects analyzed. The article is organized as follows: Sec. 2 introduces the background of the study; Sec. 3 describes the data collection; Sec. 4 presents the analysis; Section 5 summarizes the results; finally, Sec. 6 draws the conclusions and presents future work.
Background
The Open Source community includes very different actors, such as single developers, universities, non-profit organizations (e.g., Free Software Foundation, Apache Software Foundation, Debian, etc.), and commercial organizations (e.g., IBM, Sun Microsystems, Novell, RedHat, etc.) [4, 15] . Due to this heterogeneity, contributions to open source projects come from two kinds of people: volunteers and corporate developers.
Volunteers are developers that spend part of their spare time writing code for the community. For these people, developing open source code in not the main activity, it is a hobby [16] . On the other hand, corporate developers are regular employees of companies promoting or participating in open source projects. In this case, developing open source software is the main activity for which they are paid for. Usually, only corporate developers follow a process. Therefore, only a subset of the total contributions comes from a structured development process. Since contributions come from developers working in different environments and without any superimposed process, we expect that development patterns vary across projects. However, successful projects are not based on unstructured development: there is a small set of rules that every developer has to follow. Such rules include restricted access to the source code repositories, only some developers can actually change the code [12] . The others have to send their modifications to the authorized developers that evaluate the contributions and accept or reject them.
Usually, such loose control of the process includes only coding standards for names and formats. Therefore, there are no constraints for the personal coding style and behavior of the developers. Such unstructured process should generate software with undefined quality. For instance, developers are not forced to fix bugs before adding new functionalities; they can implement nearly every kind of feature they like without considering the needs of the users and their priorities, etc. All these behaviors are also dependant on the project and the developer. Every project can define its own policy and, inside a single project, developers can behave differently, since their freedom is usually very high. These heterogeneous approaches are likely to cause the production of software with undefined level of quality. However, this is the approach adopted in nearly all the open source projects.
Most of the open source projects are just toy projects [2, 15] . Such projects are usually small, relay on a couple of very good developers, and become obsolete very fast. Usually, these projects are started to solve a specific problem for which no tools are available. After the problem is solved, the developers are rarely interested in maintaining the tool, but they allow anyone to use it and modify it. In this way, useful tools become outdated soon, if there are no developers interested in the project with the skills required to carry on the development. However, this does not happen for all the projects. Among such toy projects there are a few that are more ambitious and are able to attract a larger number of developers for several reasons [15] . In this case, there are quite a small number of core developers and a larger number of contributors [12] . The core developers are the architects of the project, provide the majority of the code, and decide how the project evolves. For these reasons, the number of the core developers is critical. If such group is too small, the project is highly dependant on the gurus who started the project. On the contrary, if the group is large enough, the project is able to survive and evolve even if the developers who started it decide to leave. In this last case, the number of core developers is enough to carry on the development of the project keeping it up-to-date. According to these considerations, open source software is affected by a set of critiques regarding its undefined process and quality; dependence on gurus; lack of updates; and many others. The aim of this research is to verify whether some of these critiques are valid or not.
Data Collection
The study has been carried out through the analysis of 53 projects (Table 1) The tool used to analyze source code is able to extract information from C/C++ and Java programs [20] . Some of the projects considered include a small amount of code written with different programming languages (i.e. Ant, Perl, and Bash scripts); however, we think that such contributions are small and should not affect the results of the analysis since the amount of code is less than 5% of the entire project. In this study we do not consider the potential effects of such extra code that should be investigated in the future. Table 1 shows basic characteristics of the projects included in this study:
• Language used.
• The number of source code files analyzed (C/C++ and Java files only excluding any other languages), including C/C++ headers.
• The number of unique contributors. This number includes only the trusted contributors who are the developers able to commit changes into repositories. Usually, these developers do not only develop code but they also collect code from other developers, evaluate it, and accept or reject the contributions [19] . The number of developers who are actually contributing to the projects is much higher. However, it is not possible to determine such number from the data stored in the CVS repositories.
• The number of commits. This is the number of atomic modifications made to the source code at file level.
• ∆LOC: number of lines of code (LOC) added since the beginning of the project.
It is calculated as follows:
and N is the number of files of the project.
• ∆C: cyclomatic complexity (C) [11] added since the beginning of the project, calculated as follows:
• T number of months of the project considered in the study. Table 1 does not include the absolute values of LOC and C. This is because some projects started from an empty repository (e.g., Xalan and Xerces), while others started importing a previous version (e.g., Apache and Tomcat). This does not represent a problem for the analysis, since the study focuses on the evolution of the source code, therefore only the variations are considered and shown in the table. Table 2 summarizes the contributions to the projects by different developers and points out that the Pareto rule is valid in most of the cases. A small number of the developers (about 20%) provide most of the contributions (about 80%). This is true from the point of view of both the total number of commits and the total number of lines of code (added, removed, or modified).
In some cases (e.g., XFree86 3.0 and 4.0), most of the commits are made using a shared login in the CVS system. For this reason, it is not possible to identify the single developers but there is only a virtual main contributor who has provided more than 95% of the code. Therefore, in such cases the Pareto rule cannot be verified. According to Figs. 1 and 2, in most of the projects, only about 15-30% of the developers who are able to commit source code are the people who drive the development. This means that if the team is small the development is guided by 2-3 gurus and the project is highly dependant on them. On the other hand, if the project is large enough, the dependency on gurus is reduced and the project is likely to survive even if some of the main developers decide to leave. Based on several studies on code evolution [1, 3, 8, 9 , 10] and on refactoring [5] , we have developed the classification showed in Table 3 . Moreover, for each type of modification, we identify whether they are additions, removals, or modifications of code.
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The sample includes 53 products: 12 written in C/C++, 39 in Java, and 2 in C/C++ and Java, with a number of files between 28 (XML Forrest) and 5,279 (XFree86 4.0), and duration between 4 (XML Forrest) and 109 (OpenBSD) months. The considered products belong to very different application domains including: web and application servers, databases, operating systems, and window managers.
Major versions of the projects Apache, Tomcat, Cocoon, Turbine, and XFree86 are considered as separate projects, since they are very long lasting projects and stored in different repositories.
Data Analysis
The analysis of data is made through the different techniques described here below. 
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Contribution analysis
To identify patterns in the behavior of the developers, a time series analysis technique has been used. A sequence analysis identifies a set of phases of a model and evaluates their evolution in time. This kind of analysis is based on categorical data and its aim is to identify patterns. The considered technique is a sequence analysis that comes from the social sciences called gamma analysis [14] . We classify source code modifications into three categories (Table 3) . Hence, the phases considered for the analysis are listed in Table 4 . The gamma analysis is able to describe the order of the phases in a sequence and provide a measure of the overlapping of the phases. It is based on the gamma score, which is a non-parametric statistic based on the ordinal relationship of Goodman and Kruskal [14] defined as follows:
where P is the number of A-phases preceding the B-phases and Q is the number of A-phases following the B-phases (A and B phases represent two symbols or sequences of symbols). The γ calculated in this way is symmetric and varies between −1 and +1. Its meaning is summarized in Table 5 . The gamma score is used to calculate the precedence score and the separation score. The precedence score measures how frequently one symbol precedes the other.
It is positive if A-phases precede B-phases, negative if B-phases precede A-phases
and zero if the phases are mixed. The separation score measures how much separated the phases are. It is positive if it is more frequent that A-phases precede or follow B-phases and zero if the phases are mixed. The precedence score is the mean of the gamma scores:
where N is the number of phases and γ (A,i) is the gamma score calculated between the phases A and i. The precedence score varies between −1 and +1. The separation score is the mean of the absolute value of the gamma scores:
It varies between 0 and +1. A separation score of 0 means that the phases are independent, while +1 means that there is a separation among the phases. The values of γ and s are calculated for each file in the project. Then, their values for the whole project are calculated as a weighted average as follows:
where γ i , s i , v i are the precedence score, the separation score, and the number of versions of the file i. Table 6 shows that most of the modifications made to the source code (more than 80%) belong to the phases: 000, 010, 110, and 111.
This means that most of the contributions are:
• Cosmetic changes of the code and refactoring without affecting structural and non-structural instructions • Non-structural modifications • Structural and non-structural modifications at the same time • Structural, non-structural, and comment modifications at the same time All other kinds of modifications are less than 25% of all the contributions (Fig. 3) . Therefore, these are the phases that mainly affect how software development is carried out. On the other hand, the behavior of the separation scores is more meaningful. Considering the main phases identified in Table 6 , more than 80% of the values are above 0.30. Figures 4-7 show the distributions of the separation scores of 000, 010, 110, and 111. This means that each kind of these contributions tend to occur before or after all the others. Therefore, when developers write these kinds of contributions they focus on them and tend to implement them separately from all the others. This implementation pattern is common in all the projects considered in the study.
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Correlation analysis
The visual inspection suggests that the distributions of the data are not normal. This hypothesis has been verified using the Kolmogorov-Smirnov test [17] . Consequently, the analysis is based on non-parametric techniques. In particular, it is not possible to use the Pearson correlation coefficient because it is based on a linear model; hence, the correlation analysis is based on the calculus of the Spearman correlation coefficient [17] . The separation scores of the most relevant kind of contributions identified in Sec. 4.1 are negatively correlated with the number of versions of the files belonging to the projects (Table 7 ). All the values are significant at the 0.01 level (except the ones identified by *). This value is more strict than commonly accepted in software engineering [18] . This means that in every project the separation among phases decreases with the increasing of the number of versions of the files of the project. On the other hand, there are no significant correlations among the evolution of the number of lines of code, the McCabe cyclomatic complexity, the number of modifications (structural, non-structural, and comment), and the separations scores. This means that in nearly all the projects the separations scores are independent from:
• the number of lines of code modified;
• the McCabe cyclomatic complexity modified;
• the number of modifications (structural, non-structural, and comment) introduced.
Therefore, the pattern of the modifications is independent from the amount of code modified.
Results
According to the data collected, even if the 53 projects considered belong to very different application domains, their behavior is very similar. In nearly all the cases, there is a set of core developers (about 20% of the total) that develop most of the code (about 80%). This means that the final product is highly dependant on such a small group and on its quality. In many cases, such group includes 8-12 people, not just a couple. Therefore, the project is not dependant on a couple of gurus but on a team. According to the classification of the modifications presented, about 80% of the modifications in a project belong to a subset of the possible modifications.
In particular:
• Cosmetic changes of the code and refactoring without affecting structural and non-structural instructions • Non-structural modifications • Structural and non-structural modifications at the same time • Structural, non-structural, and comment modifications at the same time Moreover, the development pattern is the same. Modifications are not performed in an ordered way but developers tend not to mix different kinds of modifications. They focus on a modification per time. As expected, this separation is negatively correlated with the number of versions of a file. This could mean that if there are many changes, the developers have to implement many kinds of modifications at the same time and they cannot focus on a single modification per time. However, the patterns of modifications are independent from the number of lines of code modified, from the algorithmic complexity of the code, and from the number of modifications introduced.
Conclusions and Future Work
This paper has presented an empirical review of the open source software development through the analysis of 53 projects belonging to very different application domains. The results show that even if the projects are very different and developed by different people; the average behavior is the same in all the cases.
In this study we have analyzed source code written in C/C++ and Java and we have not considered the potential effects of script source code (i.e. Ant, Perl, Bash, etc.). Such effects should be investigated in the future. In addition, this study does not consider Open Source projects written in programming languages like C#, PHP, Python, Ruby, etc.; therefore we will extend our analysis to projects written in such languages to verify whether they behave in the same way.
