Web caching server is one of the important components of any web site, as it makes the access of users to web content much faster while balancing the network and server load. There are many caching approaches proposed in order to solve this problem. Classically, we know several caching algorithms like FIFO, LRU, LRU-min and etc. Most of them have their advantages and disadvantages based on specific context. The purpose of this paper is to introduce the new concept of caching objects along with their related content and test the performance of the proposed caching method using CPN Tools simulator program. It is generally known that the use of Colored Petri Nets (CPNs) for modeling the simulation of new idea is one of the popular methods of system evaluation throughout software development projects. Moreover it could be very handy in describing the overall logic of the system. The CPN Tools is one of the most robust simulator programs which supports all necessary tools and functions to build and run the simulation model for CPN. Therefore in this paper, we will use CPN Tools software in order to build a simulator for our innovative caching approach named as web caching with related content. Then we will analyze the results derived from the simulation of our model and will make corresponding conclusions.
INTRODUCTION
Nowadays while the Internet is becoming normal kind of things in our society, it is natural that the access to web content is becoming terser. The need for efficient web caching servers is constantly growing.
Generally speaking, we know that web cache is logically located between web server (origin server) and clients accessing the web content. One of its major functions is to handle the requests coming from clients and response as fast as possible. Web cache retrieves the requested objects from its cached memory, but if it does not exist, it will request it from web server and copies it to its own memory. With such simple mechanism, web cache could reduce the latency, because the request is satisfied from the cache which is closer to the client. So it takes less time to get the representation of requested object from cache and display it to the client, than retrieving it from origin server. This makes the Web seem faster. and project some future works to be done to enhance our approach.
RELATED STUDIES
Caching algorithms also referred as replacement algorithms are optimizing instructions that computer program or hardware-maintained structure can follow to [2, 3, 4] .
The topic of caching data with related content is previously researched by Michael Rabinovich et al. [5] and he calls this method as prefetching. Prefetching refers to performing work in anticipation of future needs. The idea of prefetching Web pages has surely occurred to many as they used their browsers. It often takes too long to load and display a requested object; by the same token, several seconds usually elapse between consecutive requests by the same user. It is natural to wonder if the time between two requests could be used to anticipate and prefetch the second Web object so that it could be displayed with little or no delay. The goal of prefetching is to display Web objects on the user's screen faster than if prefetching were not employed and the objects were demand-fetched, that is, downloaded after the user requested them.
Prefetching mechanisms are user-transparent, meaning that prefetching takes place without the user being involved or even aware of it. User-transparent prefetching is probably the only practical approach because of the highly dynamic and wideranging nature of many browsing sessions; usually, the user is unable to predict the URLs of objects to be visited, except possibly for the top-level object of a Web site.
A transparent prefetcher is necessarily speculative, meaning that the prefetching system makes guesses about a user's future object references. For example, a prefetcher could infer future user behavior from past references to the same or similar objects made either by the same user or many users. Another source of information for the prefetcher is the content of the Web object that is currently viewed by the user. 
CACHING WITH RELATED CONTENT
In the previous section we considered various replacement algorithms from theory.
We have also discussed about the concept of prefetching. This section will describe the new approach for caching web content.
The main difference between prefetching and our approach is that we deal the requested data and its related content as a whole. So we can apply any replacement algorithm to cached data and at the same time to its related content. Similarly, in our method we separate the notion of data into two classes. One is the data type representing its own content and second is the data type standing for the reference to the first data type and including necessary information such as file name and its size. This approach will help us to share the same data by many complex objects including requested data and its related content. It will prevent the caching server requesting from origin server extra times for the same data which is cached already.
Consequently it will reduce the burst of requests between origin server and caching server. We will apply our replacement al-gorithm only to referential data type, checking if the data it refers is also referred by another object. If it is not referred by another object, we will remove the actual data from our caching memory. Playing with referential data types is lot faster than replacing the actual data. Therefore the replacement algorithms could be used efficiently and improve the internal processing of caching server. <Table 1> summarizes the differences between prefetching and caching with related content. find what data to delete and the actual data from real caching list will be deleted.
In caching the web objects along with their related content, we consider the web object and its related content as one encap- simply makes reference to them and does not request it from web server. If they do not exist within real caching server, they will be downloaded from web server.
While allocating them to real caching server and creating references for them, cache server will check for available memory.
If there is no available memory, it will continually remove encapsulated packages with related content according to some replace- will be placed to real caching server. The related web resources will be placed to real caching server separately while to referential caching server as one encapsulated object.
CPN MODEL
We built two CPN models for simulating the web caching both with classical caching approach and with proposed method. 
CPN Model for FIFO Caching
In this model, we have three color set declarations, so it means that we deal with After the data is successfully cached to caching list, the getData transition will be enabled, as its guard gives true result. Through firing getData, we send the requested web object to the client and wait for next request.
CPN Model for FIFO Caching with Related Content
In this model, we make some changes to previously discussed CPN Model. Firstly we will describe the generation of requests.
It is a bit sophisticated then just randomly selecting the web objects from domain as a request. In this module, we use some stochastic techniques to define the probability of the client's decision. Normally, the users after opening the web page, they click on the links located within that link. We as-sume that the user has 50% likelihood for clicking the hyperlink within opened page.
The 50% likelihood is when the user accesses the other web page which may be not within the opened web page. This mechanism is implemented in CPN Tools in such way as follows.
In CPN shown in <Figure 4> is a sub- As we are adding data in the form of batch and we have already predefined that the batch consists of 4 objects where 1 st is the requested object and the other 3 are the related data. We have mentioned about antiCData place in our previous example. In this model, every time when we append relSites list to caching list, we take 4 tokens from antiCData. It means that we are using more memory than in our previous example.
As measurement of memory, we are counting the number of tokens stored in caching list, so respectively if the batch consists of 4 objects, we have to take 4 tokens from antiCData place. On the other hand, while removing the data from caching list, we take 4 topmost objects from caching list and push them back to UData. We also input 4 E tokens to antiCData place, in order to enable cacheData transition.
INITIAL SETUP AND EXPERIMENTAL

RESULTS
In this section we will compare the results derived from simulation of both models and prove the efficiency of the proposed This means that the efficiency of our proposed method is continuously increasing.
So we have seen that the use of FIFO caching with related content makes dramatic improvements to the performance of caching server. So we can conclude that our method paid off our efforts. The proposed method is specifically designed for web caching, so it could be implemented in future proxy cache servers.
CONCLUSION AND FUTURE
PERSPECTIVES
There are still many issues that should be researched on proposed topic. For example,
as it was mentioned above in this paper, the 
