Ambient Occlusion by Kohoutek, Martin
VSˇB – Technicka´ univerzita Ostrava
Fakulta elektrotechniky a informatiky
Katedra informatiky
Zastı´neˇnı´ okolı´m
Ambient Occlusion
2014 Bc. Martin Kohoutek


Ra´d bych podeˇkoval Ing. Toma´sˇi Fabia´novi za umozˇneˇnı´ pra´ce na tomto te´matu a pod-
porˇenı´ me´ho za´jmu o oblast pocˇı´tacˇove´ grafiky. Take´ deˇkuji za na´vrhy a prˇipomı´nky
k pra´ci.
Abstrakt
Te´matem diplomove´ pra´ce je pochopenı´ a na´sledna´ implementace nejpouzˇı´vaneˇjsˇı´ch al-
goritmu˚, ktere´ slouzˇı´ k vy´pocˇtu zastı´neˇnı´ okolı´m ve 3D sce´neˇ. Zastı´neˇnı´ bodu sce´ny
okolı´m uda´va´ mnozˇstvı´ sveˇtla dopadajı´cı´ho do dane´ho bodu, cozˇ zpu˚sobuje zatemneˇnı´
rohu˚ objektu˚ a kontaktnı´ stı´ny mezi objekty. Toto zastı´neˇnı´ je dı´lcˇı´m jevem globa´lnı´ho
osveˇtlenı´. Proto je prvnı´ cˇa´st pra´ce zameˇrˇena na metody, ktere´ pocˇı´tajı´ globa´lnı´ osveˇtlenı´
nebo jeho cˇa´sti. Ve druhe´ cˇa´sti pra´ce se veˇnuji prˇı´mo zastı´neˇnı´ okolı´m. Pocˇı´naje zmı´neˇnı´m
prvnı´ metody pocˇı´tajı´cı´ zastı´neˇnı´ v kazˇde´m bodeˇ 3D sce´ny, azˇ po nejpouzˇı´vaneˇjsˇı´ apro-
ximace tohoto jevu, ktere´ pracujı´ nad informacemi o pixelech obrazu zı´skany´mi beˇhem
vykreslova´nı´.
Klı´cˇova´ slova: zastı´neˇnı´ okolı´m, globa´lnı´ osveˇtlenı´, vykreslenı´ v rea´lne´m cˇase, aproxi-
mace v prostoru obrazu
Abstract
The topic of this diploma thesis is understanding and subsequent implementation of
the most widely used algorithms that are used to calculate ambient occlusion in a 3D
scene. Occlusion of a point in scene indicates the amount of light reaching to that point,
which causes darkening the corners of objects and contact shadows between objects.
This occlusion is a partial phenomenon of global illumination. Therefore, the first part
of this thesis is focused on methods that calculate global illumination or its part. The
second part is devoted directly to ambient occlusion. Starting by mentioning the first
method that calculates occlusion at each point in a 3D scene, to the most commonly
used approximation of this phenomenon, which operate over information about pixels of
image acquired during rendering.
Keywords: ambient occlusion, global illumination, real-time rendering, screen space
approximation
Seznam pouzˇity´ch zkratek a symbolu˚
BRDF – Bidirectional Reflectance Distribution Function
HDR – High Dynamic Range
fps – Frames Per Second
AO – Ambient Occlusion
SSAO – Screen Space Ambient Occlusion
HSAO – Horizon Split Ambient Occlusion
HBAO – Horizon Based Ambient Occlusion
SAO – Scalable Ambient Obscurance
MVAO – Multiview Ambient Occlusion
MIP – Multum In Parvo
OpenGL – Open Graphics Library
GLSL – OpenGL Shading Language
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71 U´vod
Hernı´ pru˚mysl se neusta´le vyvı´jı´ a vy´voja´rˇi se snazˇı´ sve´ aplikace co nejvı´ce prˇiblı´zˇit realiteˇ,
a to hlavneˇ po graficke´ stra´nce s vyuzˇitı´mmetod jako jsou meˇkke´ stı´ny, HDR a dalsˇı´ post-
process efekty. Vylepsˇujı´ se detaily modelu˚, zvysˇuje se celkovy´ pocˇet objektu˚ ve sce´neˇ a
zdokonaluje se vy´pocˇet osveˇtlenı´ sce´ny. Pra´veˇ osveˇtlenı´ hraje velkou roli ve vy´sledne´m
snı´mku aplikace. Pro vy´pocˇet prˇesneˇjsˇı´ho a prˇesveˇdcˇiveˇjsˇı´ho osveˇtlenı´ ve sce´neˇ slouzˇı´
metody globa´lnı´ho osveˇtlenı´.
Globa´lnı´ osveˇtlenı´ vytva´rˇı´ zastı´neˇnı´ sce´ny pod objekty a kolem nich (tzv. kontaktnı´
stı´ny), krva´cenı´ barev, kaustiky a dalsˇı´. Tyto metody urcˇujı´ osveˇtlenı´ nejen z prˇı´speˇvku˚
paprsku˚ sveˇtelne´ho zdroje (prˇı´me´ osveˇtlenı´), ale take´ z odrazˇeny´ch paprsku˚ od objektu˚
sce´ny (neprˇı´me´ osveˇtlenı´). Mezi hlavnı´ metody globa´lnı´ho osveˇtlenı´ patrˇı´ ray tracing,
path tracing, sledova´nı´ fotonu˚, radiozita. Efekty globa´lnı´ho osveˇtlenı´ jsou velice jemne´ a
jako samotne´ se mohou zda´t nepodstatne´, ale ve vy´sledne´m obraze sce´ny jsou hlavnı´mi
prvky prˇida´vajı´cı´mi na realisticˇnosti. Tyto metody jsou ovsˇem vy´pocˇetneˇ na´rocˇne´ a pro
vykreslova´nı´ hernı´ grafiky v rea´lne´m cˇase zatı´m nepouzˇitelne´. Proto bylo nutne´ upustit
od urcˇity´ch aspektu˚ globa´lnı´ho osveˇtlenı´ a vznikl ambient occlusion (zastı´neˇnı´ okolı´m),
ktery´ aproximuje osveˇtlenı´ prostrˇedı´.
Ambient occlusion je algoritmus, ktery´ nepocˇı´ta´ vsˇechny prvky globa´lnı´ho osveˇtlenı´,
ale veˇnuje se pouze cˇa´sti prˇı´me´ho osveˇtlenı´. Je to aproximace velikosti osveˇtlenı´ dane´ho
bodu, ktery´ mu˚zˇe by´t zastı´neˇn objekty sce´ny. Prˇida´va´ tak do obrazu kontaktnı´ stı´ny mezi
objekty, ktere´ prˇida´vajı´ dojem hloubky a vza´jemne´ polohy objektu˚. Vy´pocˇet zastı´neˇnı´
byl do prˇı´chodu screen-space metod prova´deˇn jako prˇı´pravny´ krok prˇed vykreslovacı´
smycˇkou. Tento vy´pocˇet stacˇilo prove´st pouze jednou, kdy se zı´skane´ hodnoty ulozˇily
do textury a pote´ se pouzˇı´valy prˇi vykreslova´nı´. Dany´ postup je vhodny´ pro staticke´
sce´ny. Pro dynamicke´ sce´ny by bylo trˇeba zastı´neˇnı´ prˇepocˇı´ta´vat a proto vznikly pra´veˇ
screen-space algoritmy, ktere´ vy´pocˇet zastı´neˇnı´ aproximujı´.
Cı´lem pra´ce bylo sezna´mit se pra´veˇ s teˇmito metodami vy´pocˇtu zastı´neˇnı´, porozumeˇt
jim a zvolenou metodu naimplementovat. Vybral jsem si metody SSAO (4.1) a HBAO
(4.3), ktere´ jsou v soucˇasne´ dobeˇ teˇmi nejpouzˇı´vaneˇjsˇı´mi.
82 Globa´lnı´ osveˇtlenı´
Prˇedstavte si venkovnı´ sce´nu za dennı´ho svitu, kdy je aktivnı´ pouze jeden zdroj sveˇtla
- Slunce. V tomto prˇı´padeˇ jsou objekty vystavene´ prˇı´me´mu za´rˇenı´ osveˇtleny a jasneˇ
viditelne´. Ostatnı´ majı´ mezi sebou a zdrojem sveˇtla neˇjakou prˇeka´zˇku a jsou ve stı´nu.
Nemajı´ uzˇ tak vy´raznou barvu, ale nejsou zcela cˇerne´. To, zˇe vidı´me objekty, ktere´ nejsou
prˇı´mo vystaveny za´rˇenı´ a jsou ve stı´nu znamena´, zˇe bud’jsou tyto objekty zdrojem a sveˇtlo
emitujı´ nebo odra´zˇı´ sveˇtlo prˇicha´zejı´cı´ odjinud. Protozˇe veˇtsˇina objektu˚ sveˇtlo neemituje,
jedna´ se o druhy´ prˇı´pad.
Sveˇtlo se tedy sˇı´rˇı´ prostorem tak, zˇe se odra´zˇı´ od povrchu objektu˚. Odra´zˇı´ se do vsˇech
smeˇru˚ s ru˚znou intenzitou. Po kontaktu s povrchem se vzˇdy urcˇita´ cˇa´st sveˇtla odrazı´
a cˇa´st je povrchem absorbova´na. Do oblastı´ zakryty´ch prˇeka´zˇkami se tedy sveˇtlo sˇı´rˇı´ z
ru˚zny´ch smeˇru˚. Cˇa´st prˇı´chozı´ho sveˇtla se odrazı´ od atmosfe´ry, ktera´ se tı´mto jevı´ jako
modra´. Slunce avsˇak poskytuje tolik sveˇtla, aby paprsky procha´zejı´cı´ atmosfe´rou, ktere´
se odra´zˇı´ mezi objekty, mohly vytvorˇit vsˇudyprˇı´tomne´ sveˇtlo prostrˇedı´, dı´ky ktere´mu
prakticky nenarazı´me na absolutneˇ cˇerny´ stı´n.
Obra´zek 1: Vliv neprˇı´me´ho osveˇtlenı´. Prvnı´ obraz je vytvorˇen jen s pomocı´ prˇı´me´ho
osveˇtlenı´. Na dalsˇı´ch je prˇida´no neprˇı´me´ osveˇtlenı´ 1 odraz a 2 odrazy kazˇde´ho paprsku
ve sce´neˇ. Prˇevzato z [1]
Tento princip vza´jemne´ho osveˇtlova´nı´ ploch se nazy´va´ interreflekce (neprˇı´me´ osveˇt-
lenı´). Osveˇtlovacı´ model v pocˇı´tacˇove´ grafice, ktery´ rˇesˇı´ vza´jemne´ za´rˇenı´ se nazy´va´ glo-
ba´lnı´ osveˇtlenı´. Prˇedstavuje paprsky sveˇtla odra´zˇejı´cı´ se ve sce´neˇ mezi objekty, ktere´
nakonec dorazı´ do oka pozorovatele (kamery). Beˇzˇny´ vykreslovacı´ postup, ktery´ pocˇı´ta´
pouze se sveˇtlem prˇicha´zejı´cı´m prˇı´mo ze sveˇtelne´ho zdroje se nazy´va´ prˇı´me´ osveˇtlenı´.
Globa´lnı´ osveˇtlenı´ pocˇı´ta´ prˇı´me´ i neprˇı´me´ osveˇtlenı´ ve sce´neˇ, ktere´ prˇedstavuje vykreslo-
vacı´ rovnice:
Lo(X,ωo) = Le(X,ωo) +

Ω
fr(X,ωi, ωo) Li(X,ωi) (ωi · n) dωi , (1)
kde Lo je odchozı´ za´rˇenı´ bodu X smeˇrem ωo, Le je materia´lem emitovane´ za´rˇenı´,

Ω je
integra´l prˇes hemisfe´ru kolem bodu X, fr je funkce odrazivosti materia´lu (BRDF) a Li je
prˇı´chozı´ za´rˇenı´ ze smeˇru ωi (inverznı´ vektor dopadajı´cı´ho za´rˇenı´). Skala´rnı´ soucˇin ωi · n
9zeslabuje hodnotu prˇı´chozı´ho za´rˇenı´ podle u´hlu mezi teˇmito vektory. Tuto rovnici lze
rozdeˇlit na 3 cˇa´sti, ktery´mi jsou:
• Termı´n Le , ktery´ reprezentuje vlastnı´ za´rˇenı´ povrchu.
• Funkce fr upravujı´cı´ odrazˇeny´ paprsek.
• Termı´n Li (ωi · n) , ktery´ prˇedstavuje mnozˇstvı´ prˇı´chozı´ho (prˇı´me´ho i neprˇı´me´ho)
za´rˇenı´.
Algoritmy pro vy´pocˇet zastı´neˇnı´ okolı´m, ktere´ jsou te´matem te´to pra´ce lze reprezen-
tovat pra´veˇ poslednı´m termı´nem vykreslovacı´ rovnice, avsˇak pouze pro prˇı´me´ osveˇtlenı´.
Obra´zek 2: Hemisfe´ra kolem bodu X se smeˇrem odchozı´ho za´rˇenı´ ωo a inverznı´m smeˇrem
prˇı´chozı´ho za´rˇenı´ ωi. Prˇevzato z [12]
Protozˇe vı´me, zˇe absolutneˇ tmave´ oblasti neexistujı´ a nechceme, aby aplikace vypadaly
umeˇle, je nutnostı´ do nich zaintegrovat globa´lnı´ osveˇtlenı´, nebo alesponˇ jeho cˇa´st. Nynı´
se podı´va´me nametody globa´lnı´ho osveˇtlenı´, ktere´ jsou prˇesneˇjsˇı´ a vypadajı´ le´pe, ale jsou
na´rocˇneˇjsˇı´ na vy´pocˇet a v hernı´m pru˚myslu jesˇteˇ nepouzˇitelne´.
2.1 Ray tracing (sledova´nı´ paprsku)
Sledova´nı´ paprsku je metoda generova´nı´ obrazu, kdy kazˇdy´m pixelem obrazu vysˇleme
paprsek a prova´dı´me testova´nı´, zda protnul neˇjakou cˇa´st geometrie sce´ny. Kazˇdy´ vy-
generovany´ paprsek shromazˇd’uje prˇi putova´nı´ sce´nou informaci o barveˇ, ktera´ bude
tvorˇit vy´slednou barvu pixelu obrazu. Pro kazˇdy´ paprsek je potrˇeba projı´t vsˇechny poly-
gony modelu˚ ve sce´neˇ, cozˇ je na´rocˇne´ na vy´pocˇet. Pro rychlejsˇı´ vyhleda´va´nı´ se pouzˇı´va´
stromovy´ch struktur, ktere´ deˇlı´ objekty a jejich troju´helnı´ky do hierarchicke´ struktury.
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Obra´zek 3: Sourˇadny´ syste´m (uvw) kamery E vu˚cˇi sourˇadne´mu syste´mu sce´ny (xyz) a
pocˇa´tku O. Prˇevzato z [2]
Geometrie je zobrazena v uvw sourˇadne´m syste´mu se strˇedem promı´ta´nı´ (pozice ka-
mery) E. Sourˇadnice w ve vy´sledku uda´va´ vzda´lenost od kamery a uv jsou sourˇadnice
pixelu na obrazovce.Ma´me-li promı´tacı´ rovinu ve vzda´lenostiw= n, potrˇebujeme vypocˇı´-
tat pozice bodu˚, ktere´ na ni lezˇı´, v sourˇadne´m syste´mu sce´ny (xyz). Tyto body pak tvorˇı´
pixely vy´sledne´ho obrazu. Ze strˇedu promı´ta´nı´ E teˇmito body posı´la´me paprsky (polo-
prˇı´mky) a prova´dı´me test na protnutı´ geometrie, ktera´ je nejblı´zˇe E. Paprsek je definova´n
jako:
p(t) = E + d(t) , (2)
kde E je pozice kamery, d je smeˇrovy´ vektor z kamery k pixelu pru˚meˇtny a t je parametr,
ktery´ urcˇuje vzda´lenost protnute´ho objektu od kamery. Prˇi kontaktu paprsku s geometriı´
za´lezˇı´ na vlastnostech povrchu, ktery´ ovlivnˇuje chova´nı´ paprsku po dopadu a jeho barvu.
Informaci o barveˇ paprsku tvorˇı´ ambientnı´ osveˇtlenı´ objektu, difu´znı´ odraz prˇı´me´ho
paprsku sveˇtla od povrchu, zrcadlovy´ odraz paprsku sveˇtelne´ho zdroje, zrcadlovy´ odraz
paprsku prˇicha´zejı´cı´ho od jine´ho objektu a lomene´ sveˇtlo na pru˚hledne´m povrchu.
vypocitej vektory u, v, w
pro kazdy pixel v obraze
{
vypocitej paprsek pro dany pixel
nastav t min na maximalni hodnotu a vymaz objekt min
pro kazdy objekt ve scene proved test na protnuti paprskem
{
pokud paprsek protina tento objekt a vzdalenost t je mensi nez t min
{
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t min = t
objekt min = objekt
}
}
pokud nebyl objekt min nastaven
{
nastav barvu pixelu na barvu pozadi
}
jinak
{
vygeneruj paprsek ke kazdemu zdroji svetla, pro zjisteni stinu
pokud povrch objektu odrazivy, vygeneruj odrazeny paprsek a rekurzivne testuj paprsek
pokud je povrch objektu pruhledny, vygeneruj paprsek lomu a rekurzivne testuj paprsek
vypocitej barvu pixelu pro objekt min ze ziskanych paprsku
}
}
Vy´pis 1: Pseudoko´d sledova´nı´ paprsku˚
V prˇı´padeˇ doplneˇnı´ algoritmu o vı´ce paprsku˚ v mı´steˇ pru˚secˇı´ku paprsku s geometriı´
lze simulovat zastı´neˇnı´ sce´ny dane´ termı´nem prˇı´chozı´ho (prˇı´me´ho) osveˇtlenı´ ve vykreslo-
vacı´ rovnici 1. S kazˇdy´m takto vygenerovany´m paprskem se provede test na protnutı´ ge-
ometrie. Pokud je pru˚secˇı´k vzda´leny´ od pocˇa´tku paprsku do zvolene´ hodnoty τ , prˇispı´va´
tento paprsek k vy´sledne´mu zastı´neˇnı´ bodu.
2.2 Path tracing (sledova´nı´ cest)
Sledova´nı´ cest vycha´zı´ z metody sledova´nı´ paprsku˚, avsˇak je schopno simulovat meˇkke´
stı´ny, kaustiky, zastı´neˇnı´ a neprˇı´me´ osveˇtlenı´, ktere´ je v ostatnı´ch rˇesˇenı´ch nutne´ specia´lneˇ
naimplementovat. Tato metoda tedy rˇesˇı´ vsˇechny cˇa´sti vykreslovacı´ rovnice 1.
Vykreslova´nı´ probı´ha´ tak, zˇe se opeˇt kazˇdy´m pixelem vysˇle paprsek. Paprsku se
nastavı´ va´haw = 1. Prˇi protnutı´ nejblizˇsˇı´ho objektu se v bodeˇ protnutı´ na´hodneˇ rozhodne,
zda pocˇı´tat odrazˇene´ nebo emitovane´ sveˇtlo. Prˇi volbeˇ emitovane´ho se vra´tı´ hodnota
emisnı´ funkce povrchu vyna´sobena´ va´hou. U reflektovane´ho paprsku se va´ha vyna´sobı´
hodnotou odrazivosti povrchu a na´hodneˇ se vygeneruje odrazˇeny´ paprsek, ktery´ se bude
rekurzivneˇ trasovat. Takto paprsek pokracˇuje, dokud nenarazı´ na zdroj sveˇtla. Postup
vykreslova´nı´ mu˚zˇe by´t i opacˇny´, kdy se paprsky generujı´ ze sveˇtelny´ch zdroju˚ a koncˇı´ na
promı´tacı´ rovineˇ kamery. Takto se vygenerujı´ paprsky pro kazˇdy´ pixel vı´cekra´t a vy´sledne´
hodnoty se zpru˚meˇrujı´.
2.3 Radiozita
Hlavnı´ vyuzˇitı´ radiozity je ve vy´pocˇtu sˇı´rˇenı´ sveˇtla interie´rem s difu´znı´mi povrchy. Ra-
diozita je mnozˇstvı´ za´rˇenı´, ktere´ opousˇtı´ plochu. Je za´visla´ na geometrii a materia´lech
ve sce´neˇ a na rozmı´steˇnı´ a intenziteˇ sveˇtel. Neza´visı´ na pozici pozorovatele, proto stacˇı´
vyzarˇova´nı´ sce´ny vypocˇı´tat pouze jednou a pote´ tyto data vyuzˇı´vat k vykreslova´nı´. Pro
popis algoritmu jsem vyuzˇil zdroj [3].
12
Algoritmus pocˇı´ta´ se zachova´nı´m energie v uzavrˇene´m prostoru, kdy vyzarˇovana´
a absorbovana´ energie plosˇky je rovna energii dopadajı´cı´ na plosˇku a jejı´m samotne´m
vyzarˇova´nı´. Na rozdı´l od sledova´nı´ paprsku˚, kdy kazˇde´mu pixelu obrazu prˇideˇlujeme
barvu, pocˇı´ta´ radiozita intenzitu v kazˇde´m bodeˇ sce´ny. Pro vy´pocˇet intenzit ve sce´neˇ je
trˇeba plochy objektu˚ rozdeˇlit na mensˇı´. Kazˇde´ plosˇce se vypocˇı´ta´ intenzita vyzarˇova´nı´.
Protozˇe se prˇedpokla´da´ konstantnı´ vyzarˇova´nı´ na cele plosˇce, je trˇeba v mı´stech zmeˇny
intenzity vyzarˇova´nı´ sı´t’geometrie zjemnit. Prˇedem ovsˇem nevı´me, jake´ vyzarˇova´nı´ bude
v kazˇde´m mı´steˇ sce´ny. Na zacˇa´tku se hustota sı´teˇ nastavı´ intuitivneˇ. Vy´pocˇet se pote´
prova´dı´ ve vı´ce krocı´ch, kdy po vy´pocˇtu vyzarˇova´nı´ se kazˇda´ sı´t’objektu podle vy´sledku˚
upravı´, dokud nenı´ hustota sı´tı´ optima´lnı´.
Pro vy´pocˇet vyzarˇova´nı´ plosˇky slouzˇı´ tato rovnice:
Bi = Ei + ρi
n
j=1
BjFj→i
Aj
Ai
, (3)
kde Bi je vy´sledne´ vyzarˇova´nı´ plosˇky, Ei je jejı´ vlastnı´ za´rˇenı´, ρi je koeficient odrazu a n
je pocˇet plosˇek. Fj→i zohlednˇuje vza´jemnou polohu dvou plosˇek a uda´va´, jak velka´ cˇa´st
za´rˇenı´ plosˇky j prˇipadne plosˇce i a A je velikost plosˇky.
Obra´zek 4: Vza´jemne´ za´rˇenı´ plosˇek. Prˇevzato z [3]
Aby prˇi ru˚zny´ch intenzita´ch mezi jednotlivy´mi plosˇkami nedocha´zelo ke skokove´
zmeˇneˇ jasu vedoucı´ho k viditelny´m artefaktu˚m, je trˇeba mezi hodnotami neˇjak inter-
polovat. Nejprve hodnoty vyzarˇova´nı´ plosˇek prˇeneseme do uzlu˚ sı´teˇ. To provedeme
zpru˚meˇrova´nı´m hodnot plosˇek, ktery´ch je bod sı´teˇ soucˇa´stı´. Pro zı´ska´nı´ intenzit osveˇtlenı´
na cele´m povrchu objektu se pote´ interpoluje mezi hodnotami intenzit ve vrcholech sı´teˇ.
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Obra´zek 5: Vyzarˇova´nı´ uzlu jako pru˚meˇrna´ hodnota okolnı´ch plosˇek. Prˇevzato z [3]
V tomto prˇı´padeˇ je intenzita v bodeˇ X rovna soucˇtu plosˇek a azˇ f, ktera´ je podeˇlena
jejich pocˇtem. Takto je proveden vy´pocˇet pro kazˇdy´ bod uvnitrˇ sı´teˇ a jsou zamaskova´ny
velke´ zmeˇny intenzity oza´rˇenı´ mezi sousednı´mi body. Skokove´ zmeˇny intenzit ovsˇem
nechceme zamaskovat na hrana´ch a v rozı´ch objektu˚, kde bychom ztratili pojem o tvaru
objektu. Pro tyto prˇı´pady se pouzˇı´va´ extrapolace mezi intenzitami sousednı´ch bodu˚.
2.4 Fotonove´ mapy
Fotonove´ mapy jsou dvou-pru˚chodovy´ algoritmus, ktery´ oddeˇluje vy´pocˇet osveˇtlenı´ od
geometrie. V prvnı´m kroku se prova´dı´ emitova´nı´ fotonu˚ a jejich ukla´da´nı´ do fotonovy´ch
map, ve druhe´m se prˇistupuje k teˇmto mapa´m a prova´dı´ se vy´pocˇet prˇı´chozı´ho a odrazˇe-
ne´ho za´rˇenı´. Pomocı´ tohoto algoritmu je mozˇne´ vypocˇı´tat neprˇı´me´ osveˇtlenı´ a kaustiky.
V porovna´nı´ s radiozitou, ktera´ je rychlejsˇı´ pro jednoduche´ sce´ny s difu´znı´mi povrchy, je
sˇka´lova´nı´ v komplexnı´ch sce´na´ch u fotonovy´ch map lepsˇı´.
Principem algoritmu je podle [4] emitova´nı´ a sledova´nı´ fotonu˚ ve sce´neˇ. Fotony jsou
cˇa´stice, ktere´ jsou emitova´ny sveˇtelny´mi zdroji ve sce´neˇ. Prˇi kolizi s povrchem se ucho-
va´vajı´ do fotonovy´ch map, ktere´ reprezentujı´ mnozˇstvı´ prˇı´chozı´ho oza´rˇenı´ urcˇite´ho bodu
povrchu. Tyto mapy se pote´ pouzˇijı´ k vy´pocˇtu barvy vy´sledne´ho bodu obrazu. Fotonove´
mapu jsou neza´visle´ na pohledu.
Veˇtsˇinou jsou generova´ny dveˇ fotonove´ mapy:
• Mapa pro difu´znı´ povrchy s mensˇı´ hustotu fotonu˚ a vysˇsˇı´mi u´rovneˇmi energiı´
fotonu˚. Jako hruba´ aproximace intenzity sveˇtla ve sce´neˇ. Fotony jsou emitova´ny
vsˇemi smeˇry a po dopadu zachyta´va´ny do mapy.
• Mapa pro odrazive´ povrchy a kaustiky s vysˇsˇı´ hustotu fotonu˚ a nizˇsˇı´mi u´rovneˇmi
energiı´ fotonu˚. Vytvorˇena emitova´nı´m fotonu˚ smeˇrem k odrazivy´m povrchu˚m a
zachyta´va´nı´m dopadu odrazˇeny´ch fotonu˚ na difu´znı´ povrch.
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Obra´zek 6: Vytva´rˇenı´ fotonovy´ch map. Vlevo pro kaustiky, vpravo globa´lnı´ fotonova´
mapa
Mozˇnost oddeˇlenı´ teˇchto map je velice vy´hodne´, protozˇe lze rozdeˇlit jednotlive´ cˇa´sti
vykreslovacı´ rovnice 1 a ulozˇit je zvla´sˇt’domapy. Tı´m se oddeˇlı´ fotony s ru˚znou hustotou a
intenzitami, cozˇ umozˇnˇuje oddeˇlenı´ jednotlivy´ch cˇa´stı´ vykreslovacı´ rovnice a jejich rˇesˇenı´
ru˚zny´mi technikami. Fotonove´ mapy tak prˇina´sˇı´ variabilitu ve vykreslova´nı´ sce´ny.
2.4.1 Prvnı´ pru˚chod – trasova´nı´ fotonu˚
Pro kazˇde´ sveˇtlo ve sce´neˇ vygenerujeme urcˇite´ mnozˇstvı´ fotonu˚, mezi ktere´ rozdeˇlı´me
celkovou sı´lu sveˇtla. Ta je da´na tı´m, kolik energie dane´ sveˇtlo vyzarˇuje. Uda´va´ se neˇkolik
typu˚ sveˇtelny´ch zdroju˚, kde kazˇdy´ typ vyzarˇuje fotony jiny´mzpu˚sobem. Pro plosˇne´ sveˇtlo
je vybra´n na´hodny´ bod na jeho povrchu a na´hodny´ smeˇr v hemisfe´rˇe kolem tohoto bodu,
ktery´ urcˇuje smeˇr sˇı´rˇenı´ fotonu. U bodove´ho sveˇtla jsou naopak fotony vysı´la´ny vsˇemi
smeˇry a rozlozˇenı´ teˇchto smeˇru˚ je uniformnı´.
Obra´zek 7: Typy sveˇtelny´ch zdroju˚
Podle typu sce´ny mu˚zˇe by´t zpu˚sob sˇı´rˇenı´ fotonu˚ ze zdroje sveˇtla upraven. Ve sce´neˇ s
maly´m pocˇtem objektu˚ se mu˚zˇe sta´t, zˇe veˇtsˇina fotonu˚ vyslany´ch ze zdroje nedopadne na
zˇa´dny´ povrch. Emitova´nı´ teˇchto fotonu˚ je tedy ztra´tou cˇasu. Pro u´pravu sˇı´rˇenı´ se pouzˇı´va´
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projekcˇnı´ch map, ktere´ jsou reprezentova´ny bitmapami. Jde o mapu objektu˚ z pohledu
zdroje sveˇtla obsahujı´cı´ bunˇky, ktere´ urcˇujı´, zda je v jejich smeˇru objekt nebo ne. Ovlivnˇujı´
tak, zda se majı´ fotony v dane´m smeˇru emitovat. Se znalostı´ teˇchto map jsou emitova´ny
fotony se zdroje sveˇtla. Po dopadu fotonu na povrch zjistı´me z materia´lu povrchu, jak
velka´ cˇa´st fotonu je pohlcena, odrazˇena a jaka´ cˇa´st se dostane pod povrch a bude se sˇı´rˇit
tam.
Protozˇe prˇedpokla´da´me pouzˇitı´ desı´tek tisı´c azˇ milio´nu˚ fotonu˚, ktere´ bude trˇeba cˇasto
procha´zet beˇhem vykreslova´nı´, je nutne´ ukla´dat je do datove´ struktury stromu (nejcˇasteˇji
vyvazˇovany´ kd-tree), ktera´ na´m zajistı´ rychlejsˇı´ procha´zenı´ a vyhleda´va´nı´ fotonu˚.
struct photon {
float x, y, z; // pozice fotonu
char p[4]; // intenzity RGB slozek
char phi, theta; // smer dopadu fotonu
short flag ; // priznak pro kd−strom
}
Vy´pis 2: Struktura pro ulozˇenı´ fotonu podle [4]
Hodnoty x, y, z uda´vajı´ pozici fotonu ve sce´neˇ. Ta mu˚zˇe by´t eventua´lneˇ komprimo-
va´na do 24 bitu˚. Intenzity jednotlivy´ch RGB slozˇek jsou ulozˇeny ve 4 bytech ve formeˇ
Wardova RGBE forma´tu, ktery´ ukla´da´ RGB slozˇky jako 3 byty a jeden byte slouzˇı´ jako
sdı´leny´ exponent. Ten umozˇnˇuje rozsˇı´rˇenı´ rozsahu kazˇde´ barevne´ slozˇky a hlavneˇ vysˇsˇı´
prˇesnost s nizˇsˇı´mi pameˇt’ovy´mi na´roky. Da´le jsou ve strukturˇe u´hly dopadu fotonu na
povrch ve sfe´ricky´ch sourˇadnicı´ch. Protozˇe beˇhem vykreslova´nı´ budou fotony procha´-
zeny mnohokra´t a funkce jako cos() a sin() jsou poneˇkud na´rocˇne´, je vhodne´ mı´t pro tyto
u´hly vyhleda´vacı´ tabulku s vy´sledny´m smeˇrem teˇmto u´hlu˚m odpovı´dajı´cı´m.
2.4.2 Druhy´ pru˚chod – vykreslova´nı´
Pro vykreslova´nı´ se pouzˇı´va´ klasicke´ sledova´nı´ paprsku˚, kdy vysˇleme kazˇdy´m pixelem
promı´tacı´ roviny paprsek. Velikost osveˇtlenı´ bodu, ktery´ protnul testovacı´ paprsek, je
da´no hustotou fotonu˚, ktere´ uda´vajı´ vyzarˇova´nı´ kazˇde´ho bodu. Kolem takove´ho bodu
v urcˇite´m polomeˇru zı´ska´va´me fotony a vy´slednou hodnotu interpolujeme. Proto nepo-
trˇebujeme mı´t fotony v kazˇde´m bodeˇ povrchu, ale pa´r fotonu˚ kolem testovane´ho bodu.
Za´lezˇı´ take´ na volbeˇ polomeˇru testovane´ oblasti. Ten by meˇl by´t proporciona´lneˇ u´meˇrny´
k pocˇtu vygenerovany´ch fotonu˚. Maly´ polomeˇr vu˚cˇi hustoteˇ fotonu˚ vede k vytva´rˇenı´
zasˇumeˇle´ho obrazu. Zvysˇova´nı´ pocˇtu fotonu˚ a prohleda´va´nı´ veˇtsˇı´ oblasti zlepsˇuje kvalitu
vy´sledne´ho obrazu, avsˇak navysˇuje vy´pocˇetnı´ cˇas.
Provy´pocˇet hustoty fotonu˚ vkonkre´tnı´mbodeˇpovrchu sepouzˇı´va´ na´sledujı´cı´ rovnice.
Uda´va´ prˇı´speˇvek odrazˇene´ho za´rˇenı´, ktere´ je zpu˚sobene´ prˇı´my´m za´rˇenı´m zdroje sveˇtla.
Jedna´ se o nejdu˚lezˇiteˇjsˇı´ cˇa´st odrazˇene´ho za´rˇenı´, proto musı´ by´t vypocˇtena co nejprˇesneˇji.
Lr(X, ω) =

Ω
fr(X, ωi, ω)Li(X, ωi)cos(θi) dωi , (4)
kde Ω je hemisfe´ra kolem bodu povrchu X, ωi je smeˇr prˇı´chozı´ho za´rˇenı´, ω je smeˇr
odchozı´ho za´rˇenı´, fr je obousmeˇrna´ distribucˇnı´ funkce odrazivosti (BRDF), Li je velikost
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prˇı´chozı´ho za´rˇenı´, dωi je prostorovy´ u´hel dopadu prˇı´chozı´ho za´rˇenı´ hemisfe´ryΩ a cos (θi)
je faktor ovlivnˇujı´cı´ velikost prˇı´chozı´ za´rˇenı´. V te´to rovnici nahradı´me prˇı´chozı´ za´rˇenı´ Li
za´rˇenı´m Ei, ktere´ uda´va´ soucˇet hodnot fotonu˚ Φi na jednotkovou oblast A dane´ touto
rovnicı´:
Ei =
n
i=0
Φi
A
. (5)
S prostorovy´m u´hlem dωi mu˚zˇeme vyja´drˇit diferencia´lnı´ rovnici za´rˇenı´ dEi s vyuzˇitı´m
prˇı´chozı´ho za´rˇenı´ Li jako:
dEi(ωi) = Li(ωi)cos(θi) dωi
Li(ωi) =
dEi(ωi)
cos(θi) dωi
.
(6)
Po dosazenı´ termı´nu prˇı´chozı´ho za´rˇenı´ v rovnici 4 a vykra´cenı´ termı´nu˚ cos(θi) dωi
dostaneme vy´slednou rovnici pro vy´pocˇet odrazˇene´ho za´rˇenı´ v dane´m bodeˇ X, ktere´ je
da´no fotony v tomto bodeˇ a vlastnostı´ povrchu dany´mi BRDF funkcı´ fr.
Lr(X, ω) =

Ω
fr(X, ωi, ω) dEi(ωi) . (7)
Pro vy´pocˇet odrazivy´ch a leskly´ch ploch se nepouzˇı´va´ vy´pocˇet z fotonovy´ch map
pomocı´ integra´lu, protozˇe by bylo trˇeba velke´ mnozˇstvı´ fotonu˚. Pro usˇetrˇenı´ pameˇti se
pouzˇı´va´ trasova´nı´ Monte Carlo metodou, ktera´ spocˇı´va´ v testova´nı´ na´hodny´ch vzorku˚ a
na´hodne´m rozhodova´nı´, co se bude dı´t s paprskem po dopadu. Tento zpu˚sob vy´pocˇtu
leskly´ch a odrazivy´ch povrchu˚ poda´va´ postacˇujı´cı´ vy´sledky i za pouzˇitı´ nı´zke´homnozˇstvı´
testovacı´ch paprsku˚.
Pro vykreslova´nı´ kaustik je pouzˇita fotonova´ mapa pro kaustiky s vysˇsˇı´ hustotou
fotonu˚. Z te´to mapy jsou jasneˇ viditelna´ mı´sta s velkou hustotou fotonu˚ v urcˇite´ oblasti
(mı´sta, kde se nacha´zejı´ kaustiky). Tyto data se pouzˇijı´ v rovnici 7 a vy´sledkem je velikost
osveˇtlenı´ pomocı´ kaustik v dane´m bodeˇ. Prˇesnost vy´pocˇtu vyzarˇova´nı´ povrchu uda´va´
pocˇet fotonu˚, ktere´ vysˇleme ze zdroje sveˇtla. Zvysˇova´nı´ pocˇtu fotonu˚ zlepsˇuje kvalitu
obrazu, ale zpomaluje jeho vy´pocˇet, proto volba pocˇtu fotonu˚ za´lezˇı´ na aplikaci a na
pozˇadovane´ kvaliteˇ vy´sledku.
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3 Ambient Occlusion
Okolnı´ osveˇtlenı´ (ambient illumination) je aproximace sveˇtla, ktere´ prˇicha´zı´ do sce´ny a
odra´zˇı´ se od objektu˚ ve sce´neˇ. Ambient occlusion (zastı´neˇnı´ okolı´m) je u´tlum sveˇtla, ke
ktere´mu docha´zı´, kdyzˇ je okolnı´ osveˇtlenı´ blokova´no objektem nebo jeho cˇa´stı´ v urcˇi-
te´m bodeˇ sce´ny. Jedna´ se o hrubou simulaci globa´lnı´ho osveˇtlenı´ ve sce´neˇ (dı´lcˇı´ efekt
globa´lnı´ho osveˇtlenı´).
Jak okolnı´ osveˇtlenı´, tak i zastı´neˇnı´ jsou podstatne´ pro lepsˇı´ pochopenı´ tvaru˚ a hloubky
v rea´lne´m prostrˇedı´. Proto je i ve virtua´lnı´m prostrˇedı´ snaha tento jev napodobit a prˇidat
tak do sce´ny ztmavenı´ rohu˚ objektu˚ a kontaktnı´ stı´ny. Principem zastı´neˇnı´ je, zˇe v kazˇde´m
bodeˇ povrchu uvazˇujeme hemisfe´ru (prˇı´padneˇ sfe´ru) Ω, ktera´ jej obklopuje. Velikost
zastı´neˇnı´ v kazˇde´mbodeˇ povrchu jepote´ da´noplochou te´to hemisfe´ry, doktere´ nezasahuje
zˇa´dny´ objekt sce´ny, prˇı´padneˇ zˇa´dna´ cˇa´st vlastnı´ geometrie objektu.
Vy´slednou plochu zastı´neˇnı´ hemisfe´ry zı´ska´me tak, zˇe z bodu P vedeme urcˇity´ pocˇet
paprsku˚, ktere´ slouzˇı´ k testova´nı´, zda sevdane´msmeˇrunenacha´zı´ cˇa´stmodelu.Vprˇı´padeˇ,
zˇe paprsek beˇhem sve´ho putova´nı´ neprotnul zˇa´dnou geometrii, je bod v tomto smeˇru
dostupny´ pro prˇı´chozı´ osveˇtlenı´. Vy´pocˇet velikosti zastı´neˇnı´ v bodeˇ P s norma´lou n je
pocˇı´ta´n jako:
A(P,n) =
1
π

Ω
V (P, ω) max(n · ω, 0) dω , (8)
kde ω jsou vsˇechny vektory v dane´ hemisfe´rˇe, V je funkce viditelnosti, kde V = 1, kdyzˇ je
v dane´m smeˇru paprsku prˇeka´zˇka a V = 0, kdyzˇ paprsek na prˇeka´zˇku nenarazı´. Skala´rnı´
soucˇin n · ω prova´dı´ va´hova´nı´ zastı´neˇnı´ (kosinova´ distribuce) podle odklonu testovacı´ho
paprsku od norma´ly a funkcemax() zajisˇt’uje testova´nı´ pouze v hemisfe´rˇe kolem norma´ly.
Protozˇe integrujeme prˇes hemisfe´ru, je trˇeba vy´sledek znormalizovat koeficientem 1π .
3.1 Vy´pocˇet zastı´neˇnı´ objektu˚
Prˇi popisu jednoho z prvnı´ch algoritmu˚ vy´pocˇtu zastı´neˇnı´ jsem vycha´zel ze zdroje [10],
ktery´ je z roku 2004 a rˇesˇı´ vy´pocˇet zastı´neˇnı´ v kazˇde´m bodeˇ povrchu sce´ny. Hlavnı´
mysˇlenkou realizace co nejprˇesneˇjsˇı´ho vy´pocˇtu zastı´neˇnı´ je prˇı´pravny´ krok, ktery´m je
trˇeba zastı´neˇnı´ vypocˇı´tat a pote´ pouzˇı´t zı´skane´ hodnoty beˇhem vykreslova´nı´. Ma´me-li
objekt, u ktere´ho chceme prove´st vy´pocˇet zastı´neˇnı´, musı´me zna´t pro kazˇdy´ bod jeho
povrchu dveˇ vlastnosti:
Dostupnost bodu P pro vsˇudyprˇı´tomne´ osveˇtlenı´
Uda´va´ velikost nezastı´neˇne´ plochy hemisfe´ry v bodeˇ P, kterou prˇicha´zı´ sveˇtlo k
dane´mu bodu. Jedna´ se o intenzitu osveˇtlenı´ dane´ho bodu v rozmezı´ 0 – 1 (0
znamena´ zastı´neˇny´ bod, 1 znamena´ zcela osveˇtleny´ bod), ktera´ mu˚zˇe by´t pozdeˇji
zobrazena nebo pouzˇita spolecˇneˇ s barevny´m obrazem sce´ny.
Pru˚meˇrny´ smeˇr b nezastı´neˇne´ cˇa´sti hemisfe´ry
Smeˇr, ktery´m prˇicha´zı´ nejvı´ce sveˇtla. Tento vektor b slouzˇı´ pro zı´ska´nı´ barvy z
environmenta´lnı´ mapy a ovlivnˇuje tak vy´slednou barvu bodu P.
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Obra´zek 8: Uka´zka bodu P s norma´lou n a vy´sledny´m smeˇrem nezastı´neˇne´ hemisfe´ry b
Naobra´zku 8 zna´zornˇujı´ cˇerne´ body vrcholy geometrie, ktere´ spojuje zelena´ cˇa´ra prˇed-
stavujı´cı´ troju´helnı´ky modelu. Tato geometrie obklopuje z poloviny bod P a zpu˚sobuje
jeho zastı´neˇnı´. Vektor smeˇru b a velikost dostupnosti bodu jsou hodnoty, ktere´ nejsou
za´visle´ na pozici sveˇtla. Jsou za´visle´ pouze na geometrii, proto mohou by´t vypocˇteny v
prˇı´pravne´ fa´zi a pote´ uzˇ jen pouzˇı´va´ny ve fa´zi vykreslova´nı´. Tyto hodnoty je trˇeba vy-
pocˇı´tat pro kazˇdy´ troju´helnı´k objektu. Pote´ se pro kazˇdy´ vrchol sı´teˇ ulozˇı´ hodnota rovna
pru˚meˇru hodnot troju´helnı´ku˚, ktere´ jej obklopujı´. Prˇi vykreslova´nı´ je da´no zastı´neˇnı´ v
kazˇde´m bodeˇ troju´helnı´ku interpolacı´ mezi hodnotami vrcholu˚.
Bod P zı´ska´me jako strˇed troju´helnı´ka a vy´pocˇet dostupnosti bodu a smeˇru nezastı´-
neˇne´ cˇa´sti probı´ha´ na´sledujı´cı´m zpu˚sobem. Pro kazˇdy´ bod P se vygenerujı´ testovacı´ smeˇry
paprsku˚ (uka´zka ko´du 4) uniformneˇ rozlozˇene´ uvnitrˇ jednotkove´ hemisfe´ry, ktera´ je ori-
entovana´ kolem norma´ly n bodu P. Ty sledujeme po jejich cesteˇ z bodu P a zjisˇt’ujeme, zda
narazily na jiny´ troju´helnı´k sce´ny, cozˇ znamena´ blokova´nı´ sveˇtla v tomto smeˇru. Vektory
paprsku˚, ktere´ neprotnuly zˇa´dnou geometrii scˇı´ta´me a ve vy´sledku vektor znormalizu-
jeme. Tak zı´ska´me jednotkovy´ vektor nezastı´neˇne´ho smeˇru b.
pro kazdy trojuhelnik sceny
{
vypocitej stred trojuhelniku
vytvor mnozinu paprsku ve smeru hemisfery
Vector nezastineny smer = Vector(0, 0, 0);
int pocet nezastinenych = 0;
pro kazdy paprsek
{
kdyz (paprsek neprotnul zadny trojuhelnik)
{
nezastineny smer += paprsek.smer; // pricti aktualni smer paprsku
++pocet nezastinenych; // inkrementuj pocet prispevku
}
}
nezastineny smer = normalize(nezastineny smer);
dostupnost bodu = pocet nezastinenych / pocet paprsku;
}
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Vy´pis 3: Pseudoko´d vy´pocˇtu dostupnosti a vektoru smeˇru maxima´lnı´ho osveˇtlenı´ bodu
podle [10]).
Vytvorˇenı´ mnozˇiny paprsku˚ v hemisfe´rˇe spocˇı´va´ v na´hodne´m generova´nı´ vektoru se
sourˇadnicemi x, y, z. Ten se generuje do te´ doby, dokudnelezˇı´ uvnitrˇ jednotkove´ hemisfe´ry
orientovane´ kolem norma´ly n. Je potrˇeba vygenerovat na´hodne´ hodnoty ve vsˇech trˇech
sourˇadny´ch osa´ch uvnitrˇ jednotkove´ sfe´ry (od -1 do 1). U vygenerovane´ho vektoru se
otestuje jeho velikost a orientace vu˚cˇi norma´le troju´helnı´ku. Pokud projde teˇmito testy,
navra´tı´ se znormalizovany´ vektor.
while (true) {
// nastav nahodne hodnoty souradnic smeru paprsku v rozmezi −1 az 1
x = RandomFloat(−1, 1);
y = RandomFloat(−1, 1);
z = RandomFloat(−1, 1);
if (x ∗ x + y ∗ y + z ∗ z > 1) continue; //pokud je mimo jednotkovou sferu vygeneruj novy
if (dot(Vector(x, y, z) , n) < 0) continue; //pokud je paprsek v opacne hemisfere vygeneruj
novy
return normalize(Vector(x, y, z)) ; // vrat normalizovany vektor
}
Vy´pis 4: Metoda generujı´cı´ uniformneˇ rozlozˇene´ paprsky v orientovane´ hemisfe´rˇe
podle [10]).
3.2 Vykreslenı´ pomocı´ vypocˇtene´ho zastı´neˇnı´
Pro vykreslenı´ zastı´neˇnı´ je trˇeba poslat na grafickou kartu do vertex shaderu spolu s in-
formacemi o vykreslovane´m troju´helnı´ku i hodnoty dostupnosti a nejme´neˇ zastı´neˇne´ho
smeˇru. Tyto hodnoty zastı´neˇnı´ jsou, jak jizˇ bylo zmı´neˇno, prˇi odesla´nı´ do fragment sha-
deru interpolova´ny mezi jednotlivy´mi vrcholy troju´helnı´ku. Ty pote´ vyuzˇijeme k urcˇenı´
vy´sledne´ barvy pixelu obrazu.
Takovy´ vy´pocˇet zastı´neˇnı´ se rˇadı´ do fyzika´lneˇ prˇesneˇjsˇı´ch. Vy´pocˇet sce´ny se 150000
troju´helnı´ky, kde na kazˇdy´ bylo pouzˇito 512 testovacı´ch paprsku˚, trval v roce 2004 na
procesoru AMD Athlon 1800XP prˇiblizˇneˇ 4 minuty.
V dalsˇı´ kapitole se budu veˇnovat prˇı´stupu˚m k vy´pocˇtu zastı´neˇnı´, ktere´ jej rˇesˇı´ v
rea´lne´m cˇase. Protozˇe je toto te´ma v poslednı´ch pa´r letech popula´rnı´ a snad kazˇde´ studio
ma´ snahu zave´st tento prvek do sve´ hry nebo aplikace, musı´ by´t vy´pocˇty co nejrychlejsˇı´,
aby nezpomalovaly vykreslovacı´ smycˇku. Na druhou stranu by nemeˇl prˇı´lisˇ zasahovat
do sce´ny, ale jen dotva´rˇet dojem realisticˇnosti. Proto se bude jednat o pouhe´ aproximace
zastı´neˇnı´ s docela prˇekvapivy´mi vy´sledky.
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4 Zastı´neˇnı´ v rea´lne´m cˇase
4.1 Screen-Space Ambient Occlusion
Tato metoda je nejjednodusˇsˇı´ a pravdeˇpodobneˇ nejrozsˇı´rˇeneˇjsˇı´ metodu vy´pocˇtu zastı´neˇnı´
okolı´m s prˇijatelny´mi vy´sledky. Vyvinul ji vy´voja´rˇ Cryteku, Vladimir Kajalin, v roce 2007,
kdy byla poprve´ pouzˇita ve hrˇe Crysis. K realizaci tohoto algoritmu se vyuzˇı´va´ pouze
depth bufferu z pohledu pozorovatele. Rˇesˇenı´ se rychle uchytilo a bylo pouzˇito ve hra´ch
jako S.T.A.L.K.E.R.: Clear Sky(2008), ARMA 2(2009), The Elder Scrolls V: Skyrim(2011).
Mysˇlenka algoritmu je takova´, zˇe se vyuzˇı´va´ depth bufferu jako aproximace geometrie
viditelne´hoobrazu.Z teˇchtohodnot lze vypocˇı´tat zastı´neˇnı´ ve screen-space (prostorpixelu˚
obrazu). Zajisˇt’uje to mozˇnost prˇesunu veˇtsˇiny operacı´ z procesoru a prova´deˇnı´ vy´pocˇtu
zastı´neˇnı´ na graficke´ karteˇ, ktery´ je navı´c neza´visly´ na slozˇitosti sce´ny.
Prˇı´stup byl zpocˇa´tku zalozˇen na testova´nı´ okolnı´ch pixelu˚ depth bufferu, ktery´ doka´-
zal vypocˇı´tat ztmavenı´ v oblastech okraju˚ objektu˚ a zı´skat tak jejich siluety. Pro docı´lenı´
efektu zastı´neˇnı´ okolı´m byl vy´pocˇet omezen na blı´zke´ objekty a po neˇkolika iteracı´ch a
optimalizacı´ch byl vytvorˇen algoritmus nazvany´ Screen-Space Ambient Occlusion.
4.1.1 Algoritmus
Princip algoritmu je takovy´, zˇe pro kazˇdy´ pixel obrazu je v jeho okolı´ testova´no neˇko-
lik bodu˚ v prostoru kamery. Ty jsou projektova´ny do screen-space a jejich hloubka je
porovna´na s hloubkou ulozˇenou v depth bufferu. Tı´m se zjistı´, zda je testovany´ bod
nad povrchem (hloubka mensˇı´ nezˇ hodnota v bufferu) nebo pod nı´m (hloubka veˇtsˇı´ nezˇ
hodnota v bufferu).
Pro snı´zˇenı´ pocˇtu testovacı´ch vzorku˚ je pouzˇita randomizace vzorku˚. Testovacı´ vzorky
jsou na´hodneˇ rozdeˇleny kolem strˇedu testovacı´ sfe´ry bodu P. Toho je dosazˇeno v shader
programu na graficke´ karteˇ pomocı´ funkce reflect, ktera´ vracı´ odrazˇeny´ paprsek dany´
norma´lou n a incidentnı´m paprskem i. Jako incidentnı´ paprsek i je pouzˇit testovacı´ vektor
z vygenerovane´ sfe´ry. Norma´lu n pro odrazˇenı´ tohoto paprsku prˇedstavuje na´hodneˇ
vygenerovany´ vektor. Tı´mto rˇesˇenı´m se zamezı´ vytva´rˇenı´ fragmentu˚ jako jsou pa´sy jedne´
barvy tzv. banding.
vec3 reflect (vec3 i , vec3 n) {
return i − 2 ∗ dot( i , n) ∗ n;
}
Vy´pis 5: Funkce pro vy´pocˇet odrazˇene´ho paprsku
Protozˇe algoritmus netestuje body okolı´ v hemisfe´rˇe, ale v cele´ sfe´rˇe kolem bodu P,
padne velke´ mnozˇstvı´ testovacı´ch bodu˚ na rovny´ch plocha´ch pod povrch. To zpu˚sobı´
zatemneˇnı´ rovny´ch ploch, kde by nemeˇlo k zˇa´dne´mu zastı´neˇnı´ docha´zet. Vy´sledkem je
zatemneˇnı´ cele´ho obrazu v mı´stech objektu˚ sce´ny a obraz je zasˇedly´.
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Obra´zek9: Sce´na zastı´neˇnı´ okolı´mvypocˇtena´ SSAOmetodouspolecˇnostiCrytek. Prˇevzato
z [5]
Pro odstraneˇnı´ sˇedy´ch ploch je trˇeba vy´pocˇet zastı´neˇnı´ upravit. Pokud velka´ cˇa´st
vzorku˚ spada´ pod povrch plochy, nenı´ nutne´ tyto vzorky generovat a pocˇı´tat s nimi.
Proto lze tyto testovacı´ vzorky vypustit a pocˇı´tat zastı´neˇnı´ bodu P pouze v hemisfe´rˇe
orientovane´ kolem jeho norma´ly n.
4.1.2 Norma´loveˇ orientovana´ hemisfe´ra
Abychom mohli generovat testovacı´ body, ktere´ budou uvnitrˇ hemisfe´ry orientovane´
kolem norma´ly n bodu P, je trˇeba zna´t tyto norma´ly. Ty lze zı´skat dveˇma zpu˚soby:
V prˇı´pravne´m kroku spolu s generova´nı´m depth bufferu
Sce´na se nejprve vykreslı´ z pohledu pozorovatele do bufferu s RGBA texturou, kde
RGB slozˇky tvorˇı´ norma´ly objektu˚ transformovane´ norma´lovou maticı´. Slozˇka A
reprezentuje linearizovanou hloubku pixelu.
VS
void main() {
vec4 MVP pos = MVP ∗ vec4(inPosition, 1.0);
vec4 MV pos = MV ∗ vec4(inPosition, 1.0);
normal = N ∗ inNormal; //transformace normaly normalovou matici
depth = MV pos.z;
depth = (−depth − near) / ( far − near); // linearizace hloubky
gl Position = MVP pos;
}
FS
void main() {
color = vec4(normal.x, normal.y, normal.z, depth); // vystup do textury (RGB −
normala, A − hloubka)
}
Vy´pis 6: Shader programy pro zı´ska´nı´ norma´ly a hloubky pixelu
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Toto rˇesˇenı´ je pouzˇito v implementaci SSAO prakticke´ cˇa´sti.
Beˇhem vy´pocˇtu zastı´neˇnı´
Prˇi vy´pocˇtu zastı´neˇnı´ lze vypocˇı´tat norma´lu v pixelu pomocı´ derivacı´ dx, dy ve
smeˇrech x a y nad depth bufferem.
Toto rˇesˇenı´ je pouzˇito v implementaci HBAO prakticke´ cˇa´sti.
Da´le musı´ by´t vygenerova´ny testovacı´ body v hemisfe´rˇe (stejneˇ jako v kapitole 3.1).
Kazˇdy´ tento bod je prˇi vy´pocˇtu zastı´neˇnı´ opeˇt odrazˇen kolem vygenerovane´ norma´ly
funkcı´ reflect pro zamezenı´ vytva´rˇenı´ artefaktu˚, ktere´ vyvola´vajı´ umeˇly´ dojem. Navı´c
musı´ by´t u odrazˇene´ho paprsku proveden test na jeho orientaci vu˚cˇi norma´le, zda lezˇı´
ve spra´vne´ hemisfe´rˇe. Odrazˇene´ paprsky maskujı´ artefakty, ale prˇida´vajı´ do obrazu sˇum,
ktery´ je nutne´ nakonec minimalizovat.
Obra´zek 10: (a) Obraz s jednolity´mi plochami. (b) Obraz s na´hodneˇ odrazˇeny´mi vzorky
odstranˇujı´cı´ artefakty. (c) Druhy´ obraz s pouzˇitı´m rozmaza´nı´
Zasˇumeˇly´ obraz zastı´neˇnı´ se vykreslı´ pomocı´ fragment shaderu do textury. Ta je po-
sla´na do shaderu˚ gaussovske´ho rozostrˇenı´, kde je kazˇdy´ pixel rozostrˇen maskou velikosti
5x5. Rozostrˇenı´ je provedeno v horizonta´lnı´m a vertika´lnı´m smeˇru zvla´sˇt’(viz 4.3.4). Vy´-
sledek rozostrˇenı´ je nakonec spojen s barevny´m obrazem sce´ny. Posloupnost akcı´ pro
vy´pocˇet zastı´neˇnı´ a vykreslenı´ obrazu je na´sledujı´cı´:
1. Vykresli sce´nu a ulozˇ linearizovanou hloubku a norma´ly pixelu˚ do textury.
2. Vykresli polygon prˇes celou obrazovku SSAO shaderem a vy´sledek ulozˇ do textury.
3. Proved’ rozostrˇenı´ textury v horizonta´lnı´m smeˇru.
4. Proved’ rozostrˇenı´ textury ve vertika´lnı´m smeˇru.
5. Smı´chej rozostrˇeny´ vy´sledek zastı´neˇnı´ s barevny´m obrazem sce´ny nebo vykresli
pouze obraz zastı´neˇnı´.
V roce 2008 spolecˇnost NVIDIA prˇisˇla s metodou, ktera´ je zalozˇena na hleda´nı´ linie
horizontu kolem testovane´ho bodu P jako algoritmus HBAO[ 4.3]. Tato metoda pracuje
pouze ve screen-space (2D), kde se prova´dı´ sledova´nı´ paprsku testovacı´ho smeˇru.Odpada´
tak potrˇeba sledovat paprsky ve view-space (3D) a pote´ je projektovat do screen-space.
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4.1.3 Vy´sledky aplikace
Vy´sledne´ cˇasy vykreslovacı´ smycˇky s SSAO algoritmem. Jedna´ se o pru˚meˇrny´ cˇas kazˇde´
u´lohy na jeden snı´mek aplikace. Cˇasy jsou meˇrˇene´ na mobilnı´ graficke´ karteˇ NVIDIA
GeForce GT 740M.
Pocˇet smeˇru˚ Vygenerova´nı´ Vy´pocˇet zastı´neˇnı´ Vy´pocˇet Celkem fps
depth a normal barevne´ho
bufferu obrazu
8 2,05 ms 0,95 ms 3,12 ms 6,12 ms 74
32 2,08 ms 2,68 ms 3,19 ms 7,95 ms 61
48 2,01 ms 3,75 ms 3,18 ms 8,94 ms 49
Tabulka 1: Pru˚meˇrne´ cˇasy jednotlivy´ch cˇa´stı´ vykreslovacı´ smycˇky pro jeden snı´mek apli-
kace. SSAO algoritmus v rozlisˇenı´ 800px × 600px.
Pocˇet smeˇru˚ Vygenerova´nı´ Vy´pocˇet zastı´neˇnı´ Vy´pocˇet Celkem fps
depth a normal barevne´ho
bufferu obrazu
8 3,13 ms 2,15 ms 4,09 ms 9,37 ms 65
32 3,08 ms 6,23 ms 4,43 ms 13,74 ms 48
48 3,15 ms 8,75 ms 4,02 ms 15,92 ms 38
Tabulka 2: Pru˚meˇrne´ cˇasy jednotlivy´ch cˇa´stı´ vykreslovacı´ smycˇky pro jeden snı´mek apli-
kace. SSAO algoritmus v rozlisˇenı´ 1366px × 768px.
Pocˇet smeˇru˚ Vygenerova´nı´ Vy´pocˇet zastı´neˇnı´ Vy´pocˇet Celkem fps
depth a normal barevne´ho
bufferu obrazu
8 4,36 ms 5,06 ms 5,24 ms 14,66 ms 40
32 4,18 ms 15,37 ms 5,34 ms 24,89 ms 26
48 4,16 ms 21,62 ms 5,28 ms 31,06 ms 23
Tabulka 3: Pru˚meˇrne´ cˇasy jednotlivy´ch cˇa´stı´ vykreslovacı´ smycˇky pro jeden snı´mek apli-
kace. SSAO algoritmus v rozlisˇenı´ 1920px × 1080px.
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Obra´zek 11: Vykreslenı´ cˇa´sti modelu Stanford dragon metodou SSAO s 8 testovacı´mi
paprsky. Vlevo bez rozostrˇenı´, vpravo s gaussovsky´m rozostrˇenı´m
Obra´zek 12: Vykreslenı´ cˇa´sti modelu Stanford dragon metodou SSAO s 48 testovacı´mi
paprsky. Vlevo bez rozostrˇenı´, vpravo s gaussovsky´m rozostrˇenı´m
4.2 Horizon-Split Ambient Occlusion
HSAO je algoritmus z roku 2007 prˇedstaveny´ spolecˇnostı´ NVIDIA (zdroj [6]), ktery´ vy-
cha´zı´ z hleda´nı´ horizontu˚ kolem testovane´ho bodu P. Nalezenı´m horizontu v urcˇite´m
smeˇru rozdeˇluje hemisfe´ru na dveˇ cˇa´sti. Jedna je odkryta´ a vhodna´ pro testova´nı´ zastı´-
neˇnı´, druha´ cˇa´st je pod u´rovnı´ horizontu a jejı´ testovacı´ paprsky lze proto prˇeskocˇit. Navı´c
lze zastı´neˇnı´ pod horizontem vypocˇı´tat zjednodusˇeneˇ v 1D prostoru (mı´sto 2D).
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Obra´zek 13: (a) Cˇervene´ paprsky protı´najı´ povrch S v okolı´ bodu P. (b) Vy´pocˇet velikosti
horizontu postupny´m prˇikla´neˇnı´m paprsku˚ smeˇrem k pozorovateli. Prˇevzato z [6]
Velikost horizontu v urcˇite´m smeˇru H(θ) je vy´sˇka od bodu P po konec paprsku ho-
rizontu, ktery´ zacˇı´na´ v bodeˇ P a protı´na´ horizont. Hodnota vy´sˇky je normalizovana´ na
rozsah od 0 do 1. Smeˇr teˇchto paprsku˚ je zpocˇa´tku nastaven na tecˇnu roviny bodu P
(kolma´ k norma´le n) a postupneˇ se prˇikla´neˇjı´ smeˇrem k pozorovateli, dokud je de´lka
paprskumensˇı´ nezˇ radius testova´nı´ r. Rovnice pro vy´pocˇet tohoto zastı´neˇnı´ je na´sledujı´cı´:
A = 1− 1
π
 2π
θ=0
T (θ) dθ +
 2π
θ=0
 1
z=H(θ)
Vω(n · ω) dω

. (9)
Vy´pocˇet se skla´da´ ze dvou cˇa´stı´. Prvnı´ je 1-dimenziona´lnı´ integra´l, ktery´ se nazy´va´
zastı´neˇnı´ horizontem a pocˇı´ta´ jej ve smeˇru θ. Autorˇi vycha´zı´ z vlastnosti, zˇe T (θ) =
H(θ)2, a proto pro kazˇdy´ smeˇr θ nenı´ trˇeba testova´nı´ paprsku˚ v hemisfe´rˇe. To umozˇnˇuje
soustrˇedit se na testova´nı´ paprsku˚ v druhe´ cˇa´sti a prˇitom zna´t zastı´neˇnı´ horizontem.
Druha´ cˇa´st je integra´l ve 2D, kde se prova´dı´ vy´pocˇet funkce viditelnosti pro nezastı´neˇnou
cˇa´st hemisfe´ry danou horizonty. Tato cˇa´st rovnice se nazy´va´ zastı´neˇnı´ norma´ly. Rovnice
zastı´neˇnı´ horizontem slouzˇı´ pro spojite´ povrchy a zastı´neˇnı´ norma´ly pro vy´pocˇet zastı´neˇnı´
mezi objekty (kontaktnı´ stı´ny).
Algoritmus vyuzˇı´va´ pro vy´pocˇet depth bufferu a normal bufferu sce´ny, kde se zna-
lostı´ norma´ly kazˇde´ho pixelu obrazu a hloubek okolnı´ch pixelu˚ je mozˇne´ vypocˇı´tat vy´sˇky
horizontu˚ a funkce viditelnosti. Prˇestozˇe je algoritmus interneˇ zalozˇeny´ na vy´pocˇtu zastı´-
neˇnı´ ve view-space (prostor kamery), probı´ha´ hleda´nı´ horizontu na prˇı´mce projektovane´
do screen-space (obraz po aplikaci projekce). Jedna´ se o optimalizaci sledova´nı´ paprsku
(ray-marching) pode´l prˇı´mky horizontu z testovacı´ hemisfe´ry.
Prˇi procha´zenı´ pixelu˚ obrazu je nejprve nutne´ vypocˇı´tat pozici pixelu v prostoru ka-
mery. Da´le se vygenerujı´ paprsky orientovane´ kolem norma´ly n bodu P v na´hodny´ch
smeˇrech θ. Pro kazˇdy´ takovy´ paprsek se v jeho smeˇru θ procha´zı´ depth buffer a hleda´ se
horizontH(θ). Na´sledneˇ je vypocˇtena hodnota zastı´neˇnı´ horizontem T (θ) a paprsky nor-
ma´ly, smeˇrˇujı´cı´ nad horizonty, uda´vajı´ zby´vajı´cı´ cˇa´st rovnice zastı´neˇnı´. Takto je zpracova´n
kazˇdy´ bod viditelne´ho obrazu sce´ny.
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4.2.1 Hleda´nı´ horizontu a vy´pocˇet jeho prˇı´speˇvku k zastı´neˇnı´
Pro nalezenı´ horizontu ve smeˇru θ je potrˇeba nale´zt smeˇr vektoru, ktery´ vycha´zı´ z bodu
P a je tecˇnou k horizontu, tedy bodu maxima´lneˇ omezujı´cı´m hemisfe´ru v tomto smeˇru.
Nejprve zvolı´me paprsek horizontu jako tecˇnu roviny t v bodeˇ P urcˇene´ jejı´ norma´lou n
(h = (P, t)). Jeho de´lka je omezena velikostı´ testovacı´ hemisfe´ry. Koncovy´ bod Q paprsku
nynı´ projektujeme do screen-space prostoru pozorovatele a porovna´me jeho hloubku s
prˇı´slusˇnou v depth bufferu. Pokud je hodnota depth bufferu blı´zˇe pozorovateli (horizont
stoupa´) a jsou splneˇny dalsˇı´ podmı´nky, je paprsek horizontu nastaven tı´mto smeˇrem
(prˇikloneˇn k pozorovateli) a jeho velikost je nastavena na velikost polomeˇru hemisfe´ry r.
Podmı´nkami pro prˇijetı´ nove´ho horizontu jsou:
• koncovy´ bod paprsku horizontu Q je ve vzda´lenosti maxima´lneˇ r
• paprsek horizontu ma´ spra´vny´ smeˇr (smeˇrˇuje stejny´m smeˇrem jako tecˇna roviny
bodu P)
Obra´zek 14: Hleda´nı´ horizontu v HSAO algoritmu. Prˇevzato z [6]
Pro jeden smeˇr θ je tento proces opakova´n v Ns krocı´ch.
H(θ) :=
h ← T //nastav horizont na tecnu roviny v bode P
for i ← 1..Ns //hledej horizont v krocich Ns
do Q← P + i R
Ns
h //nastav koncovy bod paprsku horizontu
if ISBELOW(Q, S) //Q je pod povrchem S //pokud je pod povrchem S
then I ← INTERSECT(Q − E, S) //nastav I jako projekci Q na povrch S
if LENGTH(I − P) < R and DOT(I − P, T) > 0 //pokud je delka paprsku mensi nez
polomer a ma spravny smer
then h ← NORMALIZE(PROJn,t (I − P)) //nastav horizont
return DOT(h, n) //vrat velikost horizontu
Vy´pis 7: Pseudoko´d vy´pocˇtu velikosti horizontu podle [6]
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Tento algoritmus slouzˇı´ pro vy´pocˇet horizontu v jednom smeˇru od bodu P. Abychom
zı´skali hodnoty horizontu˚ v cele´ hemisfe´rˇe a z nich velikost zastı´neˇnı´ bodu P horizontem,
je trˇeba projı´t vsˇechny smeˇry kolem norma´ly n. Pocˇet teˇchto smeˇru˚ je Nd a celkovy´
prˇı´speˇvek zastı´neˇnı´ horizontem uda´va´ na´sledujı´cı´ rovnice:
OT =
1
π
 2π
θ=0
T (θ) dθ
=
1
π
 2π
θ=0
 H(θ)
z=0
(n · ω) dω .
(10)
Pro vy´pocˇet integra´lu je pouzˇito cylindricky´ch sourˇadnic (r, θ, z), kde dw = dz dwr a
r = 1. Cˇa´st hemisfe´ry pod u´rovnı´ horizontu je nahrazena hemisfe´rami s rozmeˇremH(θi),
ktere´ zaujı´majı´ u´hel α = θi+1 − θi = 2π/Nd kolem norma´ly. Vy´pocˇet hodnoty zastı´neˇnı´
OT lze vyja´drˇit takto:
OT =
1
π
Nd
i=1
 H(θi)
0
 θi+1
θi
(n · ω) dθ dz
=
α
π
Nd
i=1
 H(θi)
0
(n · ω) dz
=
2
Nd
Nd
i=1
 H(θi)
0
z dz
=
1
Nd
Nd
i=1
H2(θi) dz .
(11)
4.2.2 Zastı´neˇnı´ norma´ly
Pro kazˇdy´ paprsek horizontu hi je ve zbyle´ cˇa´sti hemisfe´ry bodu P vygenerova´no Nn
paprsku˚, testujı´cı´ch kolizi s objekty v teˇchto smeˇrech. Kazˇdy´ z teˇchto paprsku˚ koncˇı´ v
urcˇite´ vy´sˇce zk nad bodem P a tvorˇı´ vy´secˇ v hemisfe´rˇe znacˇenou Πk. Zastı´neˇnı´ norma´ly
ve smeˇru tecˇny ti je vypocˇteno jako:
ON,i(zk) =
1
π
 θi+1
θ=θi
 zk+1
zk
V (ω)(n · ω) dω
=
α
π
 zk+1
zk
V (ω)(n · ω) dω
=
2
Nd
 zk+1
zk
V (ω)z dω
=
1
Nd
(z2k+1 − z2k)V (ω) .
(12)
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Pro kazˇdou vy´secˇΠk se provede vy´pocˇet funkce viditelnostiV ω) ve smeˇru paprsku rk.
Ten je rozdeˇlen naNs kroku˚, ve ktery´ch se postupneˇ zı´ska´vajı´ hodnoty z depth bufferu. Z
teˇchto hodnot se zjisˇt’uje, zda je v dane´m smeˇru prˇeka´zˇka a bod bude zastı´neˇn. Vy´sledky
funkce viditelnosti z kazˇde´ho krokuNs a v kazˇde´m smeˇruNd se secˇtou a vydeˇlı´ celkovy´m
pocˇtem. To uda´va´ celkove´ zastı´neˇnı´ norma´ly dane´ rovnicı´:
ON =
Nd
i=1
Nn
k=1
V (ω)
NnNd
. (13)
Jakmile jsou vypocˇteny prˇı´speˇvky zastı´neˇnı´ horizontem OT a zastı´neˇnı´ norma´ly ON ,
tak se provede vy´pocˇet celkove´ hodnoty zastı´neˇnı´ bodu P jako:
A = 1− (OT +ON ) . (14)
4.2.3 Parametry zastı´neˇnı´
Vlastnosti, ktere´ ovlivnˇujı´ rychlost vy´pocˇtu a kvalitu jeho vy´sledku jsou polomeˇr vy´pocˇtu
zastı´neˇnı´, pocˇet testovacı´ch smeˇru˚ kolem norma´ly n, pocˇet testovacı´ch smeˇru˚ nad hori-
zontem a pocˇet kroku˚ prˇi sledova´nı´ testovacı´ho paprsku. Podrobneˇjsˇı´ popis parametru˚:
Polomeˇr vlivu zastı´neˇnı´ r
Tento parametr urcˇuje velkost polomeˇru testovacı´ hemisfe´ry. Zveˇtsˇova´nı´ polomeˇru
vede k situaci, kdy je trˇeba pro veˇtsˇı´ plochu vı´ce paprsku˚ pro zachova´nı´ kvality.
Take´ to zpu˚sobuje veˇtsˇı´ mı´ru zastı´neˇnı´ sce´ny, protozˇe bude do testovacı´ hemisfe´ry
zasahovat vı´ce objektu˚.
Pocˇet smeˇru˚ Nd
ParametrNd uda´va´, kolik smeˇru˚ zastı´neˇnı´ se bude pocˇı´tat kolem norma´ly n a bude
tvorˇit horizont H(θ) na hemisfe´rˇe.
Pocˇet norma´lovy´ch paprsku˚ Nn
Tato hodnota urcˇuje, kolik paprsku˚ bude vygenerova´no ve zby´vajı´cı´ cˇa´sti hemisfe´ry
nad horizontem, ktere´ slouzˇı´ pro testova´nı´ zastı´neˇnı´ jiny´m objektem sce´ny.
Pocˇet kroku˚ Ns
Poslednı´ parametr je pocˇet kroku˚, ktery´ se pouzˇı´va´ u hleda´nı´ horizontu a testova´nı´
paprsku˚ s objekty. Urcˇuje pocˇet kroku˚, ktere´ musı´ udeˇlat kazˇdy´ vyslany´ paprsek
u obou metod. Hlavneˇ tı´mto parametrem je ovlivnˇova´n vy´sledek algoritmu a jeho
rychlost.
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Obra´zek 15: (a) Zastı´neˇnı´ horizontem (b) Zastı´neˇnı´ norma´ly (c) Vy´sledne´ zastı´neˇnı´ zı´skane´
algoritmem HSAO slozˇene´ z hodnot zastı´neˇnı´ (a) a (b). Prˇevzato z [6]
4.3 Horizon-Based Ambient Occlusion
4.3.1 Algoritmus
Algoritmus HBAO (podle [7]) je zalozˇen, stejneˇ jako SSAO na znalosti depth a normal
bufferu sce´ny. Velikost zastı´neˇnı´ u te´to metody je opeˇt da´na pomeˇrem zastı´neˇne´ plochy
hemisfe´ry v aktua´lnı´m bodeˇ k jejı´ celkove´ plosˇe. Tato hodnota se aproximuje procha´zenı´m
depth bufferu v neˇkolika smeˇrech od bodu P a hleda´nı´m nejnizˇsˇı´ch hodnot z-bufferu, tedy
hodnot nejblizˇsˇı´ch pozorovateli. Tyto hodnoty jsou nazy´va´ny horizonty a prˇedstavujı´
vy´secˇ na testovacı´ hemisfe´rˇe.
Obra´zek 16: Vykrojenı´ hemisfe´ry horizonty trˇı´ testovany´ch smeˇru˚
Prˇestozˇe se jedna´ o screen-space metodu, je vy´pocˇet zastı´neˇnı´ prova´deˇn ve view-
space tedy v prostoru kamery. Pro kazˇdy´ procha´zeny´ bod obrazu (aktua´lnı´ i testovany´)
je tedy nutne´ prove´st jeho rekonstrukci do view-space. Zna´me-li nastavenı´ projektivnı´
matice a uv sourˇadnice aktua´lnı´ho pixelu obrazovky, mu˚zˇeme prove´st transformaci ze
screen-space do view-space jako:
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vec3 GetViewPos(vec2 uv) {
// ziskani hloubky z textury a prevod rozsahu (z 0 −> 1 na −1 −> 1)
float depth = texture(depth map, uv).r ∗ 2.0 − 1.0;
// prevod uv souradnic (z 0 −> 1 na −1 −> 1)
uv = uv ∗ 2.0f − 1.0f;
// ziskani screen−space pozice
// a pridani hloubky jako z−ove souradnice
vec4 pos SS = vec4(uv, z, 1.0f);
// vynasobeni screen−space pozice inverzni projektivni matici
// − prevod do view−space
vec4 pos VS = inverse(projection matrix) ∗ pos SS;
// transformace z homogennich souradnic
return pos VS.xyz / pos VS.w;
}
Vy´pis 8: Rekonstrukce view-space pozice
Pro kazˇdy´ bod P, kde pocˇı´ta´me zastı´neˇnı´ opeˇt procha´zı´me okolnı´ body v urcˇity´ch
smeˇrech. Pocˇet smeˇru˚ je prˇedem dany´ a jsou uniformneˇ rozlozˇeny kolem referencˇnı´ho
bodu P. Kazˇdy´ smeˇr je rozdeˇlen na neˇkolik cˇa´stı´, po ktery´ch procha´zı´me depth buffer.
Smeˇry testovacı´ch paprsku˚ se pro kazˇdy´ pixel otocˇı´ kolem P o na´hodny´ u´hel a navı´c se
posunou o na´hodnou hodnotu po uv sourˇadnicı´ch, cozˇ zabranˇuje jizˇ zna´my´m artefaktu˚m
a vytva´rˇı´ v obraze sˇum.
Obra´zek 17: Uka´zka 4 testovacı´ch paprsku˚ otocˇeny´ch o na´hodny´ u´hel kolem P
Kazˇdy´ takto vygenerovany´ paprsek procha´zı´ depth buffer sce´ny v dane´m smeˇru od
bodu P. Ma´me-li definovany´ polomeˇr testovacı´ oblasti r, pak pro x vzorku˚ vypocˇteme
krok s, se ktery´m se bude procha´zet depth buffer ve smeˇru paprsku jako s = r/x.
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Prˇi hleda´nı´ horizontu v aktua´lnı´m smeˇru se pouzˇı´va´metody raymarching.Na zacˇa´tku
si ulozˇı´mehodnotuhorizontu jakomaxima´lnı´mozˇnouhloubku. Pote´ procha´zı´me zvoleny´
smeˇr po krocı´ch s a hleda´me minima´lnı´ hodnotu hloubky, tedy maxima´lnı´ horizont a
vypocˇteme vektor h, ktery´ k neˇmu smeˇrˇuje z bodu P.
Obra´zek 18: Uka´zka ray marchingu prˇi hleda´nı´ horizontu
Pro vy´pocˇet zastı´neˇnı´ potrˇebujeme zna´t vektor tecˇny roviny t v bodeˇ P, ktery´ spolu
s u´hlem k horizontu bude uda´vat prˇı´speˇvek zastı´neˇnı´ v dane´m smeˇru kolem norma´ly.
Tecˇnu mu˚zˇeme zı´skat pomocı´ prˇevodu sousednı´ch hodnot bodu P z depth bufferu do
prostoru kamery, ze ktery´ch zı´ska´me derivace ve smeˇrech u a v. Teˇmito hodnotami se
vyna´sobı´ smeˇr kroku prˇı´ hleda´nı´ horizontu, cˇı´mzˇ zı´ska´me vektor tecˇny v dane´m bodeˇ:
// potrebujeme znat rozliseni vykreslovaneho obrazu
vec2 res = vec2(width, height) ;
// prevracena hodnota rozliseni nam udava velikost jednoho pixelu
// pri prochazeni uv float souradnic textury od 0 do 1, ktera
// je potrebna pro ziskani sousednich hodnot bodu P
vec2 inv res = 1.0f / res;
// ziskame okolni hodnoty bodu ve view−space kolem bodu P s inUV
// souradnicemi na obrazovce
vec3 p l = GetViewPos(inUV + vec2(−inv res.x, 0));
vec3 p r = GetViewPos(inUV + vec2(inv res.x, 0));
vec3 p t = GetViewPos(inUV + vec2(0, inv res.y));
vec3 p b = GetViewPos(inUV + vec2(0,−inv res.y));
// vypocteme minimalni diference ve smerech u a v od bodu P
// jako minimalni vzdalenost okolnich bodu od bodu P
vec3 dPdu = MinDiff(P, p l , p r ) ;
vec3 dPdv = MinDiff(P, pB, pT) ∗ (res.y ∗ inv res .x) ;
// tecnu ziskame pomoci vypoctenych derivaci ve smerech uv
// a smeru kroku delta uv
vec3 t = delta uv.x ∗ dPdu + delta uv.y ∗ dPdv;
Vy´pis 9: Vy´pocˇet tecˇny bodu P z hodnot jeho okolı´
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Nynı´ zna´me pro bod P jeho tecˇnu t a vektor horizontu h. Potrˇebujeme vypocˇı´tat
velikosti u´hlu˚αt aαh, ktere´ tyto vektory svı´rajı´ s rovinou xy, ktera´ je kolma´ k pozorovateli.
Vyuzˇijeme goniometricke´ funkce arctan() na vektory takto:
αt = arctan

t.z
∥t.xy∥

αh = arctan

h.z
∥h.xy∥

.
(15)
Hodnota zastı´neˇnı´ pro jeden smeˇr kolem norma´ly bodu P je da´n rozdı´lem sinu˚ u´hlu
horizontu a u´hlu tecˇny bodu P. Pro vy´sledne´ zastı´neˇnı´ v bodeˇ P secˇteme prˇı´speˇvky zastı´-
neˇnı´ ze vsˇech smeˇru˚ kolem norma´ly a hodnotu vydeˇlı´me pocˇtem smeˇru˚. Prˇi procha´zenı´
smeˇru a hleda´nı´ horizontu v kazˇde´m kroku testujeme hodnotu depth bufferu, zda nenı´
aktua´lnı´m horizontem. Pokud je hodnota aktua´lnı´m maximem, prˇicˇteme k zastı´neˇnı´ da-
ne´ho smeˇru jizˇ zminˇovany´ rozdı´l sinu˚ u´hlu˚ horizontu a tecˇny:
A = sin(αh)− sin(αt) . (16)
Obra´zek 19: Vektor horizontu a tecˇna uda´vajı´cı´ hodnotu zastı´neˇnı´
4.3.2 Proble´m nı´zke´ teselace
Tento proble´m nasta´va´ v prˇı´padeˇ, kdyzˇ prova´dı´me vy´pocˇet zastı´neˇnı´ v mı´steˇ veˇtsˇı´ zmeˇny
geometrie (naprˇ. mezi dveˇma troju´helnı´ky). V tomto mı´steˇ se meˇnı´ norma´la a tedy i tecˇna´
rovina. Tecˇna roviny smeˇrˇuje dovnitrˇ geometrie a vznika´ tak chybne´ zastı´neˇnı´. Rˇesˇenı´
proble´mu spocˇı´va´ ve vytvorˇenı´ efektivnı´ tecˇny jejı´m posunem smeˇrem k norma´le, tedy
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prˇicˇtenı´m u´hlu (tzv. biasu) k aktua´lnı´ tecˇneˇ roviny. Tento posun roviny zamezı´ vzniku
nespra´vne´ho zastı´neˇnı´.
Obra´zek 20: Efektivnı´ tecˇna roviny bodu P po prˇicˇtenı´ biasu
Obra´zek 21: Vliv biasu na zastı´neˇnı´. Vlevo obraz bez biasu, vpravo nastaven bias na 20
stupnˇu˚
4.3.3 Proble´m skokove´ zmeˇny zastı´neˇnı´
Omezenı´ vy´pocˇtu zastı´neˇnı´ jen na oblast hemisfe´ry kolem bodu P vede k proble´mu ne-
znalosti sce´ny. Mezi dveˇma sousednı´mi body v rovineˇ, kde prova´dı´me vy´pocˇet zastı´neˇnı´,
mu˚zˇe dojı´t ke skokove´ zmeˇneˇ te´to hodnoty. Bod P0 ve sve´ hemisfe´rˇe nenarazı´ na zˇa´dnou
prˇeka´zˇku, ale hemisfe´ra sousednı´ho bodu P1 jizˇ prˇeka´zˇku objevı´ a vznika´ tı´m vysoka´
zmeˇna zastı´neˇnı´ mezi dveˇma pixely vy´sledne´ho obrazu.
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Obra´zek 22: Odhalenı´ prˇeka´zˇky bodem P1
Pro zamaskova´nı´ tohoto jevu je trˇeba nahradit tyto skoky funkcı´ u´tlumu, napodobujı´cı´
zatemneˇnı´ (tzv. obscurance podle [11]), ktere´ zjemnı´ prˇechod mezi velky´mi zmeˇnami
intenzity osveˇtlenı´:
W (r) = 1− r2, r = ∥S− P∥
rp
, (17)
kde W je funkce u´tlumu pro testovany´ bod S (potencia´lnı´ novy´ horizont) a r je jeho
vzda´lenost od bodu P upravena´ velikostı´ testovacı´ hemisfe´ry rp v bodeˇ P. Tento u´tlum se
neaplikuje na vy´sledne´ zastı´neˇnı´, ale na´sobı´me jı´m kazˇdy´ testovany´ bod, ktery´ ma´ u´hel
horizontu veˇtsˇı´ nezˇ maxima´lnı´ a sta´va´ se tak aktua´lnı´m horizontem. Metoda se nazy´va´
per-sample attenuation (u´tlum pro kazˇdy´ vzorek).
// prochazeni smeru v num samples krocich velikosti delta uv
for ( int i = 1; i <= num samples; ++i) {
// pricteni kroku delta uv k uv souradnicim
uv += delta uv;
// ziskani bodu S k testovani
s = GetViewPos(uv);
// tangens uhlu vektoru horizontu
tan s = Tangent(p, s);
// vypocet vzdalenosti od bodu P
d2 = Length(s − p);
// test jestli je S uvnitr testovaci hemisfery
// a jestli bude novym horizontem
if (d2 < r2 && tan s > tan h) {
float sin s = TanToSin(tan s);
// vynasobeni zastineni utlumem zavislym na vzdalenosti S od P
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ao += Falloff (d2) ∗ (sin s − sin h);
// nastaveni aktualniho horizontu
tan h = tan s;
sin h = sin s ;
}
}
Vy´pis 10: Vy´pocˇet zastı´neˇnı´ v urcˇite´m smeˇru
4.3.4 Proble´m na´hodny´ch testovacı´ch paprsku˚
Na´hodna´ rotace testovacı´ch smeˇru˚ a jejich ofset ma´ svu˚j vy´znam. Zamezuje vytva´rˇenı´
celistvy´ch map podobne´ho odstı´nu a opakova´nı´ testovany´ch smeˇru˚ vedoucı´ch k nezˇa´-
doucı´m artefaktu˚m ve vy´sledne´m obraze zastı´neˇnı´. Na druhou stranu na´hodne´ vzorky
nevytva´rˇı´ plynule´ prˇechody zastı´neˇnı´, ktere´ bychom potrˇebovali, ale vytva´rˇı´ v obraze
sˇum. Aby byl vy´sledny´ dojem realisticˇteˇjsˇı´ a nestahoval sˇpatnou kvalitou pozornost, je
trˇeba zastı´neˇnı´ prˇed smı´cha´nı´m s barevny´m obrazem rozmazat. Na obraz se pouzˇije
gaussovske´ rozostrˇenı´ v horizonta´lnı´m a vertika´lnı´m smeˇru. Gaussovske´ rozostrˇenı´ lze
vypocˇı´tat jednı´m pru˚chodem obrazu, kdy se pouzˇije konvoluce s gaussovskou maskou.
Pro urychlenı´ vy´pocˇtu se vyuzˇı´va´ vy´hody gaussovske´ho rozostrˇenı´, kdy mu˚zˇeme masku
rozdeˇlit, prove´st dva pru˚chody (horizonta´lnı´ a vertika´lnı´) a minimalizovat tak mnozˇstvı´
potrˇebny´ch vy´pocˇtu˚.
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4.3.5 Vykreslovacı´ smycˇka
Obra´zek 23: HBAO vykreslovacı´ smycˇka
Vprvnı´mkroku sevykreslı´ nepru˚hledna´ geometrie.Vy´stupemvykreslenı´ je normal buffer
a depth buffer obrazu z prostoru kamery a barevny´ obraz s phongovy´m stı´nova´nı´m.
Textury norma´l a hloubek se vyuzˇijı´ v dalsˇı´m kroku prˇi vy´pocˇtu zastı´neˇnı´. Da´le na´sleduje
rozostrˇenı´ obrazu zastı´neˇnı´. Takto rozostrˇeny´ obraz da´le smı´cha´me s barevny´m obrazem
zı´skany´m v prvnı´m kroku. Jelikozˇ je obraz zastı´neˇnı´ v odstı´nech sˇedi, mu˚zˇeme prove´st
mı´cha´nı´ jako na´sobenı´ barevne´ho obrazu hodnotami obrazu zastı´neˇnı´.
4.3.6 Parametry zastı´neˇnı´
Velikost polomeˇru
Uda´va´, jak velka´ bude testovacı´ oblast.
Velikost bias u´hlu
Velikost u´hlu, ktery´ bude prˇicˇten k tecˇneˇ bodu P pro odstraneˇnı´ nespra´vne´ho zastı´-
neˇnı´.
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Pocˇet smeˇru˚
Pocˇet testovacı´ch smeˇru˚ kolem bodu P. Z te´to hodnoty se vypocˇte u´hel, o ktery´ se
budou jednotlive´ smeˇry paprsku˚ ota´cˇet kolem P.
Pocˇet kroku˚
Pocˇet testovany´ch horizontu˚ v dane´m smeˇru paprsku. Tı´mto cˇı´slem se vydeˇlı´ veli-
kost polomeˇru a zı´ska´me velikost jednoho testovacı´ho kroku.
Kontrast
Uda´va´ mı´ru zastı´neˇnı´. Touto hodnotou se vyna´sobı´ vy´sledna´ hodnota zastı´neˇnı´.
Velikost u´tlumu
Omezuje velikost u´tlumu zastı´neˇnı´. Hodnotou se upravuje u´tlum, ktery´m se na´sobı´
kazˇda´ hodnota prˇispı´vajı´cı´ k zastı´neˇnı´.
Velikost rozostrˇenı´
Upravuje rozptyl vzorku˚ prˇi vy´pocˇtu rozostrˇenı´ a uda´va´ tak mı´ru rozostrˇenı´.
4.3.7 Vy´sledky aplikace
Vy´sledne´ cˇasy vykreslovacı´ smycˇky s HBAO algoritmem. Jedna´ se o pru˚meˇrny´ cˇas kazˇde´
u´lohy na jeden snı´mek aplikace. Cˇasy jsou meˇrˇene´ na mobilnı´ graficke´ karteˇ NVIDIA
GeForce GT 740M.
Pocˇet smeˇru˚ Vygenerova´nı´ Vy´pocˇet zastı´neˇnı´ Vy´pocˇet Celkem fps
x pocˇet kroku˚ depth bufferu barevne´ho
obrazu
4 × 4 3,08 ms 3,84 ms 3,11 ms 10,03 ms 83
8 × 8 3,08 ms 13,31 ms 3,08 ms 19,47 ms 44
16 × 16 3,22 ms 51,13 ms 3,07 ms 57,42 ms 17
Tabulka 4: Pru˚meˇrne´ cˇasy jednotlivy´ch cˇa´stı´ vykreslovacı´ smycˇky pro jeden snı´mek apli-
kace. HBAO algoritmus v rozlisˇenı´ 800px × 600px.
Pocˇet smeˇru˚ Vygenerova´nı´ Vy´pocˇet zastı´neˇnı´ Vy´pocˇet Celkem fps
x pocˇet kroku˚ depth bufferu barevne´ho
obrazu
4 × 4 3,58 ms 7,58 ms 3,38 ms 14,54 ms 55
8 × 8 3,57 ms 28,5 ms 3,42 ms 35,49 ms 26
16 × 16 3,58 ms 109,44 ms 3,45 ms 116,47 ms 8
Tabulka 5: Pru˚meˇrne´ cˇasy jednotlivy´ch cˇa´stı´ vykreslovacı´ smycˇky pro jeden snı´mek apli-
kace. HBAO algoritmus v rozlisˇenı´ 1366px × 768px.
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Pocˇet smeˇru˚ Vygenerova´nı´ Vy´pocˇet zastı´neˇnı´ Vy´pocˇet Celkem fps
x pocˇet kroku˚ depth bufferu barevne´ho
obrazu
4 × 4 5,1 ms 15,2 ms 4,27 ms 24,57 ms 33
8 × 8 5,0 ms 57,1 ms 4,26 ms 66,36 ms 14
16 × 16 4,66 ms 218,9 ms 4,26 ms 227,82 ms 4
Tabulka 6: Pru˚meˇrne´ cˇasy jednotlivy´ch cˇa´stı´ vykreslovacı´ smycˇky pro jeden snı´mek apli-
kace. HBAO algoritmus v rozlisˇenı´ 1920px × 1080px.
Obra´zek 24: Vykreslenı´ cˇa´sti modelu Stanford dragon metodou HBAO s nastavenı´m
testovacı´ch paprsku˚ 4 × 4. Vlevo bez rozostrˇenı´, vpravo s gaussovsky´m rozostrˇenı´m
Obra´zek 25: Vykreslenı´ cˇa´sti modelu Stanford dragon metodou HBAO s nastavenı´m
testovacı´ch paprsku˚ 16 × 16. Vlevo bez rozostrˇenı´, vpravo s gaussovsky´m rozostrˇenı´m
4.4 Scalable Ambient Obscurance
V roce 2011 prˇisˇlo hernı´ studio Vicarious Visions s algoritmem pro rˇesˇenı´ zastı´neˇnı´ na-
zvany´m Alchemy Ambient Obscurance (origina´l zde [8]). Pro vy´pocˇet je trˇeba mı´t depth
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a normal buffer. Motivacı´ autoru˚ pro vytvorˇenı´ nove´ metody zastı´neˇnı´ bylo vytvorˇenı´
prˇesneˇjsˇı´ho a sˇka´lovatelne´ho (prˇes velke´ prostory, azˇ po vra´sky v oblicˇeji) rˇesˇenı´ zastı´-
neˇnı´, ktere´ by meˇlo intuitivnı´ parametry a bylo schopne´ realizovat zastı´neˇnı´ na ru˚zny´ch
platforma´ch (Xbox 360 azˇ Windows s Direct3D 11 hardwarem) v rozmezı´ 3–5 ms.
Pro rozlisˇenı´ 1280 × 720 a 12 vzorku˚ na pixel trval vy´pocˇet na karteˇ GeForce 580
3 ms (4,5 ms na Xbox 360). Tyto vy´sledky by se zda´ly postacˇujı´cı´ a take´ zı´skaly v hernı´m
pru˚myslu znacˇnou pozornost. Nicme´neˇ McGuire, Mara a Luebke v roce 2012 vytvorˇili
algoritmus zalozˇeny´ na Alchemy AO, ktery´ je prˇi zachova´nı´ cˇasu vy´pocˇtu schopen vy-
pocˇı´tat zastı´neˇnı´ v rozlisˇenı´ 1920 × 1080.
Obra´zek 26: Vy´sledek Scalable AO v porovna´nı´ s prˇedchozı´m algoritmem Alchemy AO.
Prˇevzato z [8]
Scalable Ambient Obscurance odstranˇuje potrˇebu normal bufferu a k vy´pocˇtu potrˇe-
buje zna´t pouze depth buffer. Ten je veˇtsˇı´ nezˇ velikost obrazovky, aby do zastı´neˇnı´ mohly
prˇispı´vat i cˇa´sti geometrie, ktere´ lezˇı´ mimo viditelnou cˇa´st sce´ny. Nad teˇmito daty se
provede neˇkolik vy´pocˇtu˚, urcˇujı´cı´ch viditelnost bodu 0 ≤ A ≤ 1.
4.4.1 Prˇesnost depth bufferu
Jelikozˇ se k vy´pocˇtu vyuzˇı´va´ pouze tohoto bufferu, je nutne´ aby obsahoval co nejprˇes-
neˇjsˇı´ hodnoty. Vzˇdy se pozornost soustrˇedila na zvysˇova´nı´ prˇesnosti depth bufferu, ale
autorˇi algoritmu se veˇnovali prˇesnosti rekonstrukce view-space pozic a norma´l ze zna-
losti depth bufferu. Protozˇe kazˇda´ aritmeticka´ operace prˇina´sˇı´ chybu vy´pocˇtu, je trˇeba ji
minimalizovat naprˇ. teˇmito kroky:
• vy´pocˇet modelview-projection prova´deˇt na CPU s prˇesnostı´ double, pote´ odeslat
na GPU s prˇesnostı´ single
• volba vzda´lene´ orˇezove´ roviny zf = ∞, minimalizujı´cı´ pocˇet operacı´ s plovoucı´
desetinnou cˇa´rkou
• prˇi na´sobenı´ vektoru se sloupcovou maticı´ pouzˇı´vat na´sobenı´ vektorem zleva v =
vTP
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4.4.2 Hierarchie depth bufferu
V tomto pru˚chodu jsou hloubky prˇeva´deˇny z prostoru obrazu do prostoru kamery (po-
zorovatele). Po prˇevodu je vytvorˇena hierarchie depth bufferu pro rychlejsˇı´ vy´pocˇet za-
stı´neˇnı´. Pro prˇevod kazˇde´ho pixelu depth bufferu z rozmezı´ 0≤ d≤ 1 do z< 0 je pouzˇita
tato rovnice:
z(d) =
c0
d · c1 + c2 , (18)
kde c = [zn, -1, 1] pro zf =∞, jinak c = [znzf , zn−zf , zf ]. Hodnoty zn a zf jsou vzda´lenosti
orˇezovy´ch rovin projekce od pozice pozorovatele. Protozˇe se budou hodnoty hloubek
pixelu˚ obrazu vyhleda´vat prˇi vykreslova´nı´ cˇasto, vytvorˇı´ se pro uchova´nı´ informacı´ o
hloubce kazˇde´ho pixelu obrazu MIP mapy se snizˇujı´cı´m se rozlisˇenı´m. Prˇi procha´zenı´
urcˇite´ rovneˇ MIP mapy zu˚sta´va´ jejı´ cˇa´st v cache pameˇti a veˇtsˇina prˇı´stupu˚ pro cˇtenı´ bude
z te´to pameˇti, cozˇ urychlı´ vyhleda´va´nı´ a vy´pocˇet.
4.4.3 Distribuce testovacı´ch bodu˚
Tento krok vytva´rˇı´ s testovacı´ bodu˚ v hemisfe´rˇe v prostoru kamery kolem bodu C. Pro
zı´ska´nı´ testovacı´ch bodu˚ je trˇeba zna´t referencˇnı´ bod C a jeho norma´lu nC . Tyto hodnoty
jsou vypocˇteny rekonstrukcı´ ze screen-space do view-space z hloubky pixelu obrazovky
zC = z(x’, y’) pomocı´ rovnic:
(xC , yC) = zC ·

1− P0,2
P0,0
− 2(x
′ + 12)
w · P0,0 ,
1 + P1,2
P1,1
− −2(y
′ + 12)
h · P1,1

nC = normalize

∂C
∂y′
× ∂C
∂x′

,
(19)
kde w a h jsou rozmeˇry obrazu, x’ a y’ jsou pozice pixelu obrazu. Prvnı´ rovnice zı´ska´
pozici bodu v prostoru kamery pomocı´ inverznı´ projekce. Druha´ rovnice zı´ska´ norma´lu
bodu C pomocı´ derivacı´ ve smeˇru x a y. Testovacı´ vzorky jsou tvorˇeny odsazenı´m, ktere´
se prˇicˇte k aktua´lnı´ pozici pixelu (x’, y’). Vypocˇtene´ vzorky tvorˇı´ spira´lu kolem tohoto
bodu. Vy´pocˇet je na´sledujı´cı´:
αi =
1
s
(i+ 0.5)
r′ =
−rS′
zc
hi = r
′αi
θi = 2παiτ + φ
ui = (cosθi, sinθi) ,
(20)
kde r’ je polomeˇr testovacı´ch vzorku˚, ktery´ odpovı´da´ testovane´ oblasti ve screen-sapce a
je vztazˇeny´ k vzda´lenosti od pozorovatele. Parametr τ je pocˇet rotacı´ kolem bodu C, φ je
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u´hel na´hodne´ rotace pixelu. Testovacı´ bod vznikne prˇicˇtenı´m odsazenı´ k aktua´lnı´ pozici
pixelu obrazovky. Hodnota odsazenı´ je hi ui, kde ui je smeˇr posunu testovacı´ho bodu od
pozice (x’, y’) a hi je vzda´lenost, o kterou bude bod posunut. Dı´ky kvalitneˇjsˇı´ distribuci
testovacı´ch vzorku˚ a hierarchii depth bufferu je vy´pocˇet zastı´neˇnı´ metodou SAO rychlejsˇı´
nezˇ prˇedchu˚dcem tohoto algoritmu - Alchemy AO.
Obra´zek 27: Porovna´nı´ distribuce testovacı´ch vzorku˚ Alechemy AO a Scalable AO algo-
ritmu. U SAO algoritmu jsou vyznacˇeny barevneˇ jednotlive´ MIP u´rovneˇ depth bufferu.
Prˇevzato z [8]
4.5 Multiview Ambient Occlusion
Tento algoritmus je zalozˇen namysˇlence, zˇe pro zdokonalenı´ vy´sledne´ho zastı´neˇnı´ nestacˇı´
jen jeden pohled, ale je trˇeba zastı´neˇnı´ pocˇı´tat z vı´ce pozic ve sce´neˇ. Za´rovenˇ je pouzˇitelny´
pro prostrˇedı´ se slozˇity´mi geometriemi a velky´m mnozˇstvı´m zastı´neˇnı´. Vyuzˇı´va´ znalosti
depthbufferu z jine´hopohedunezˇ aktua´lnı´ho, jakovprˇı´padeˇ, kdyve sce´neˇ pocˇı´ta´me stı´ny.
V tomto prˇı´padeˇ nepotrˇebujeme dalsˇı´ zdroje pro vy´pocˇet zastı´neˇnı´, nebot’ vyuzˇı´va´me
znalosti depth bufferu sce´ny z pohledu kamery a stı´nove´ mapy z pozice zdroje sveˇtla.
Pohledu˚ pro vy´pocˇet zastı´neˇnı´ mu˚zˇe by´t ve vy´sledku vı´ce, ale ve veˇtsˇineˇ prˇı´padu˚ stacˇı´ k
pohledu pozorovatele prˇidat pohled ze sveˇtelne´ho zdroje (mysˇleno u venkovnı´ch sce´n).
Vy´pocˇet zastı´neˇnı´ se prova´dı´ libovolnou zprˇedchozı´chmetod.Algoritmus lze tedypouzˇı´t
na libovolnou screen-space metodu vy´pocˇtu zastı´neˇnı´. Informace o tomto algoritmu jsem
cˇerpal z [9].
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4.5.1 Va´hova´nı´ pohledu˚
U screen-space metod vy´pocˇtu zastı´neˇnı´ se prˇedpokla´da´ viditelnost vsˇech bodu˚ obrazu,
u ktery´ch se pocˇı´ta´ zastı´neˇnı´, a jejich okolı´. Mohou nastat prˇı´pady, kdy testovane´ okolı´
bodu P obsahuje body, ktere´ by zastı´neˇnı´ bodu mohlo neprˇı´zniveˇ ovlivnit. Proto tento
algoritmus pocˇı´ta´ s vı´ce pohledy a vy´sledne´ zastı´neˇnı´ se vypocˇı´ta´ va´hova´nı´m vsˇech
prˇispı´vajı´cı´ch pohledu˚. Pro n pohledu˚ ve sce´neˇ je zastı´neˇnı´ bodu P vypocˇteno jako:
O(P) =
n
v=1
Ov(P)w(v,P)
n
v=1
w(v,P)
, (21)
kde v je aktua´lnı´ pohled, Ov je zastı´neˇnı´ v bodeˇ pohledu v a w(v,P) je va´ha v bodeˇ P pro
pohled v. Ke kazˇde´mu obrazu zastı´neˇnı´ tak prˇiby´va´ matice hodnot, ktera´ uda´va´ va´hy
kazˇde´ho pixelu pro vy´sledny´ obraz. Vliv konkre´tnı´ho bodu P pohledu v na vy´sledny´
obraz ovlivnˇujı´ trˇi faktory:
1. viditelnost bodu P v pohledu v
2. natocˇenı´ plochy obsahujı´cı´ bod P vzhledem k pohledu v
3. vzda´lenost projektovane´ho bodu P do pohledu v
Tyto vlastnosti ovlivnˇujı´ velikost prˇı´speˇvku zastı´neˇnı´ urcˇite´ho pohleduOv(P) k celko-
ve´mu zastı´neˇnı´. Velikost takove´ho prˇı´speˇvku pohledu v je da´na va´hovacı´ funkcı´ jako:
w(v,P) = bwd(v,P) + (1− b)wn(v,P) , (22)
kdewd (va´ha vzda´lenosti) awn (va´ha smeˇru) jsou va´hovacı´ funkce pro aktua´lnı´ pohled v a
b je koeficient smı´cha´nı´ teˇchto va´hovacı´ch funkcı´. Pomocı´ tohoto koeficientu lze pozmeˇnit
vy´pocˇet zastı´neˇnı´ tak, zˇe je upravenapriorita vlivuvzda´lenosti bodu˚ sce´ny a vliv orientace
teˇchto bodu˚ na vy´sledny´ obraz.
4.5.2 Va´ha vzda´lenosti
Va´hovacı´ funkce vzda´lenosti ovlivnˇuje va´hu bodu tak, zˇe uprˇednostnˇuje projektovane´
body do aktua´lnı´ho pohledu, ktere´ jsou blı´zˇe aktua´lnı´mu bodu P. Naopak vzda´leneˇjsˇı´
body potlacˇuje. Zamezuje to pocˇı´ta´nı´ zastı´neˇnı´ v mı´stech skokovy´ch zmeˇn hloubek jako
jsou okraje objektu˚, cozˇ by vedlo k nespra´vny´m prˇı´speˇvku˚m zastı´neˇnı´. Va´ha vzda´lenosti
pro bod P pohledu v je da´na sledova´nı´m pru˚meˇru vzda´lenostı´ testovacı´ch vzorku˚ od
bodu P takto:
wd(v,P) = 1− 1
Nsrmax
Ns
i=1
min(∥P− Si∥, rmax) , (23)
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kde Ns uda´va´ pocˇet testovacı´ch vzorku˚ a rmax je polomeˇr testovacı´ hemisfe´ry. Funkce
min() zajisˇt’uje testova´nı´ uvnitrˇ hemisfe´ry a Si je projektovany´ boddopohledu v. Vy´sledna´
va´ha uda´va´ neprˇı´mo viditelnost bodu P v dane´m pohledu, nebot’vysˇsˇı´ pocˇet zastı´neˇny´ch
bodu˚ okolı´ zvysˇuje pru˚meˇrnou vzda´lenost a snizˇuje va´hu pohledu v.
Obra´zek 28: MVAO va´ha vzda´lenosti. Velke´ rozdı´ly mezi hloubkami v depth bufferu
mohou ve´st ke vzniku neprave´ho zastı´neˇnı´. Tyto body je trˇeba potlacˇit. Prˇevzato z [9]
4.5.3 Va´ha smeˇru
Funkce va´hy smeˇru snizˇuje vliv vzorku˚ na povrchu, ktery´ smeˇrˇuje stejny´m smeˇrem
jako aktua´lnı´ pohled. V prˇı´padeˇ, kdy se norma´la povrchu se smeˇrem pohledu rozbı´hajı´,
zvysˇuje se pravdeˇpodobnost projektova´nı´ testovane´ho bodu na vzda´lenou cˇa´st geometrie
nebo jiny´ objekt. Tyto vzorky by byly projektova´ny do pohledu pozorovatele s velkou
pravdeˇpodobnostı´ mimo oblast bodu P a zpu˚sobovaly by nechteˇne´ zastı´neˇnı´. U zastı´neˇnı´
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pomocı´ vı´ce pohledu˚ je toto riziko podstatneˇ veˇtsˇı´. Proto je trˇeba teˇmto vzorku˚m snı´zˇit
va´hu, a tı´m je potlacˇit. Vy´pocˇet va´hy smeˇru je jednoduchy´:
wn(v,P) = max(0, lv · n) , (24)
kde lv je vektor smeˇrˇujı´cı´ z bodu P do strˇedu projekce pohledu v. Jedna´ se tedy o skala´rnı´
soucˇin norma´ly povrchu n s tı´mto smeˇrovy´m vektorem, ktery´ je omezen funkcı´ max() na
maxima´lnı´ u´hel 90◦ mezi teˇmito vektory.
Obra´zek 29: MVAO va´ha smeˇru. Projekce bodu˚ smeˇrˇujı´cı´ch od norma´ly bodu P mohou
zpu˚sobit zkreslenı´ zastı´neˇnı´. Prˇevzato z [9]
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5 Za´veˇr
Cı´lem te´to pra´ce bylo porozumeˇt a implementovat metody pro vy´pocˇet zastı´neˇnı´ okolı´m,
ktere´ jsou v poslednı´ch letech hojneˇ vyuzˇı´va´ny v hernı´m pru˚myslu. Pro implementacˇnı´
cˇa´st jsem zvolil dveˇ nejpouzˇı´vaneˇjsˇı´ metody zastı´neˇnı´ SSAO a HBAO. Ty jsem naimple-
mentoval a otestoval na modelech z [13] a [14].
SSAO je starsˇı´ metodou, ktera´ prosˇla vy´vojem a s omezenı´m vy´pocˇtu na hemisfe´ru
kolem bodu poda´va´ pouzˇitelne´ vy´sledky. Zvolil jsem si ji proto, zˇe je jednoducha´ na
implementaci a je nejpouzˇı´vaneˇjsˇı´ metodou vy´pocˇtu zastı´neˇnı´ v rea´lne´m cˇase. Nenı´ sice
tak prˇesna´, ale je rychlejsˇı´ na vy´pocˇet. Nakonec jsem byl jejı´mi vy´sledky prˇekvapen.
HBAO je druha´ metoda kterou jsem zvolil pro implementaci, nebot’ je noveˇjsˇı´ a je
neusta´le vyvı´jena a optimalizova´na pro rychlejsˇı´ vykreslova´nı´, aby postupneˇ nahradila
SSAO. Dı´ky hleda´nı´ horizontu v depth bufferu jsem byl schopen docı´lit prˇesneˇjsˇı´ch vy´-
pocˇtu˚ tam, kde postupneˇ docha´zı´ ke zmeˇna´m hloubky v testovane´m smeˇru. Algoritmus
je schopen rozpozna´vat zmeˇny hloubky po cesteˇ paprsku a tı´m da´va´ vyniknout detailu˚m
objektu.
Rychlost obou algoritmu˚ jsem testoval na sve´m notebooku s grafickou kartouNVIDIA
GeForce GT 740M. Pro maxima´lnı´ testovane´ rozlisˇenı´ obrazu (1920 × 1080) trvalo vyge-
nerova´nı´ textur (s hloubkami a norma´lami pixelu˚), potrˇebny´ch pro vy´pocˇet zastı´neˇnı´, a
samotny´ vy´pocˇet zastı´neˇnı´ metodou SSAO se 48 testovacı´mi vzorky pouhy´ch 25,78 ms.
U HBAO algoritmu s podobny´m pocˇtem vzorku˚ (8 × 8) tento vy´pocˇet trval 62,1 ms. To
je vı´ce nezˇ dvojna´sobny´ na´ru˚st vy´pocˇetnı´ho cˇasu, ktery´ favorizuje SSAOmetodu. HBAO
je modula´rneˇjsˇı´ metoda, u ktere´ lze nastavovat vı´ce parametru˚ (naprˇ. bias, u´tlum), dı´ky
ktery´m vytva´rˇı´ v urcˇity´ch prˇı´padech prˇesveˇdcˇiveˇjsˇı´ vy´sledky. Tyto parametry by bylo
mozˇne´ prˇidat i do SSAO, avsˇak s dopadem na vy´kon. Myslı´m si tedy, zˇe v mnohy´ch
prˇı´padech postacˇuje jednodusˇsˇı´ rˇesˇenı´ zastı´neˇnı´ pomocı´ SSAO.
Prˇi implementaci teˇchto algoritmu˚ jsem vyuzˇil znalostı´ z graficky´ch prˇedmeˇtu˚ u pro-
ble´mu˚ s transformacemi mezi prostory, zmeˇnami sourˇadny´ch syste´mu˚ a vztahu˚ mezi
vektory v prostoru. Pro implementaci teˇchto metod jsem prostudoval algoritmy rˇesˇı´cı´
globa´lnı´ osveˇtlenı´, ktere´ meˇ zaujaly a ra´d bych se o tuto oblast v budoucnu zajı´mal.
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A Uka´zka SSAO na modelu Stanford dragon
Obra´zek 30:Model Stanforddragonvykreslen zastı´neˇnı´mSSAOse 48 testovacı´mipaprsky
Obra´zek 31: Model Stanford dragon vykreslen opeˇt zastı´neˇnı´m SSAO se 48 testovacı´mi
paprsky. Nynı´ s rozostrˇenı´m, ktere´ zakry´va´ sˇum v obraze
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B Uka´zka SSAO na modelu Sponza
Obra´zek 32:Model Sponza vykreslen zastı´neˇnı´m SSAO se 48 testovacı´mi paprsky. Je videˇt
sˇum a chybne´ zastı´neˇnı´ na hrana´ch uvnitrˇ oblouku˚
Obra´zek 33: Model Sponza vykreslen opeˇt zastı´neˇnı´m SSAO se 48 testovacı´mi paprsky a
rozostrˇenı´m efektu zastı´neˇnı´ zakry´vajı´cı´ sˇum
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C Uka´zka HBAO na modelu Stanford dragon
Obra´zek 34: Model Stanford dragon vykreslen zastı´neˇnı´m HBAO s 8 testovacı´mi smeˇry
a 8 kroky
Obra´zek 35: Model Stanford dragon vykreslen zastı´neˇnı´m HBAO s 8 testovacı´mi smeˇry,
8 kroky a rozostrˇenı´m
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D Uka´zka HBAO na modelu Sponza
Obra´zek 36: Model Sponza vykreslen zastı´neˇnı´m HBAO s 8 testovacı´mi smeˇry, 8 kroky a
u´hlem biasu 10 stupnˇu˚
Obra´zek 37: Model Sponza vykreslen zastı´neˇnı´m HBAO s 8 testovacı´mi smeˇry, 8 kroky.
Opeˇt prˇida´n bias 10 stupnˇu˚ a rozostrˇenı´
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E Barevny´ obraz modelu Sponza
Obra´zek 38: Barevny´ obraz modelu Sponza bez zastı´neˇnı´
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Obra´zek 39: Barevny´ obraz modelu Sponza s rozostrˇeny´m zastı´neˇnı´m SSAO
Obra´zek 40: Barevny´ obraz modelu Sponza s rozostrˇeny´m zastı´neˇnı´m HBAO. U HBAO
metody je videˇt zastı´neˇnı´ i v mı´stech geometrie, ktera´ je natocˇena´ od pozorovatele (ob-
louky, sloupy)
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F Vykreslenı´ 100 modelu˚ Stanford dragon
Obra´zek 41: Vykreslenı´ 10M troju´helnı´ku˚ metodou zastı´neˇnı´ SSAO se 32 testovacı´mi
paprsky. Vykreslenı´ sce´ny (vygenerova´nı´ depth a normal bufferu) trvalo 104ms a vy´pocˇet
zastı´neˇnı´ 15 ms
Obra´zek 42:Vykreslenı´ 10M troju´helnı´ku˚metodouzastı´neˇnı´HBAOse 6 testovacı´mi smeˇry
a 6 kroky v kazˇde´m smeˇru. Vykreslenı´ sce´ny (vygenerova´nı´ depth bufferu) trvalo 102 ms
a vy´pocˇet zastı´neˇnı´ 12 ms
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G Vykreslenı´ 1024 modelu˚ Stanford dragon
Obra´zek 43: Vykreslenı´ 102M troju´helnı´ku˚ metodou zastı´neˇnı´ SSAO se 32 testovacı´mi pa-
prsky. Vykreslenı´ sce´ny (vygenerova´nı´ depth a normal bufferu) trvalo 1003 ms a vy´pocˇet
zastı´neˇnı´ 15 ms
Obra´zek 44: Vykreslenı´ 102M troju´helnı´ku˚ metodou zastı´neˇnı´ HBAO se 6 testovacı´mi
smeˇry a 6 kroky v kazˇde´m smeˇru. Vykreslenı´ sce´ny (vygenerova´nı´ depth bufferu) trvalo
1002 ms a vy´pocˇet zastı´neˇnı´ 14 ms
