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Zweifeln ist der Anfang der Wissenschaft;
wer an nichts zweifelt, pru¨ft nichts,
wer nichts pru¨ft, entdeckt nichts,
wer nichts entdeckt, ist blind
und muß blind bleiben.1“
1Johann Christian Wiegleb (1732–1800), deutscher Apotheker und Chemiker, aus [Wiegleb 1777]

Kurzfassung
Im rechnergestu¨tzten Bauplanungsprozess arbeiten verschiedene Fachplaner an der ge-
meinsamen Aufgabe, ein Bauwerk zu planen, zusammen. Verfu¨gbare Kooperations-
ansa¨tze bescha¨ftigen sich mit versionierten und verteilten Bauwerksmodellen, die auf
Basis der Objektorientierung virtuelle Bauwerkszusta¨nde beschreiben. Die in diesen
zustandsorientierten Modellen unberu¨cksichtigten Zustandsa¨nderungen fu¨hren zu der-
zeitigen Problemen beim Austausch, beim Vergleich und bei der Zusammenfu¨hrung
von versionierten Bauwerksinformationen.
Gegenstand der vorliegenden Arbeit ist die Entwicklung eines verarbeitungsorientier-
ten Ansatzes zur ganzheitlichen Betrachtung der Bauwerksmodellierung. Neben der
zustandsorientierten Beschreibung eines virtuellen Bauwerks werden zusa¨tzlich a¨nde-
rungsorientierte Informationen in Form von Modellieroperationen in der Modellbildung
beru¨cksichtigt. Es wird eine Modellierungssprache definiert, um Operationen formal zu
beschreiben. Modellieroperationen bilden eine Verarbeitungsschnittstelle fu¨r Objekt-
modelle, repra¨sentieren Entwurfsabsichten, reichern bestehende Bauwerksmodelle mit
A¨nderungssemantik an und tragen zur Konsistenzsicherung in diesen Modellen bei.
Neuartige Kooperationskonzepte fu¨r den Austausch, den Vergleich und das Zusam-
menfu¨hren von versionierten Bauwerksinformationen werden auf Grundlage des vorge-
schlagenen Ansatzes entwickelt.
Sowohl das Modell als auch die Sprache werden unabha¨ngig von aktuellen Technolo-
gien formal beschrieben. Die prinzipielle Anwendbarkeit des vorgeschlagenen Ansatzes




Several actors involved in the computer-supported building planning process work to-
gether towards a common goal — the design of a building. Available cooperation ap-
proaches focus on versioned and distributed building models which describe virtual
building states on the basis of the object-oriented method. State changes remain un-
considered and lead to known problems when exchanging, comparing and merging
versioned building information.
The work presented deals with the development of a processing-oriented approach
for the integral consideration of building modeling. In addition to the state-oriented
description of a virtual building, change-oriented information is provided by means
of model operations. A new modeling language is defined for the formal description
of operations. Model operations establish a processing interface for object models,
represent design intents, enhance existing building models with change semantics and
add to the consistency of these models. New enhanced concepts for cooperation are
defined on the basis of the approach presented. These concepts provide functionality for
cooperation when exchanging, comparing and merging versioned building information.
Both the model and the language are formally described in order to be independent of
current technologies. The applicability of the approach proposed is verified in principle
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1 Einleitung
”
Im Bauwesen reicht das klassische Planungsmaterial von textuellen Be-
schreibungen und zeichnerischen Darstellungen bis hin zu ra¨umlichen, maß-
sta¨blichen Modellen aus geeigneten Materialien. Bei der rechnergestu¨tzten
Planung wird das Planungsmaterial durch Produktmodelle repra¨sentiert.
[. . . ] Jedes Modell ist immer nur ein mehr oder weniger genaues Abbild
eines Ausschnitts der Wirklichkeit. Es wird als Grundlage fu¨r die in der je-
weiligen Doma¨ne zu treffenden Planungsentscheidungen gewa¨hlt. So ist das
Modell eines Bauwerks fu¨r einen Architekten ganz anders geartet als fu¨r den
Tragwerksplaner oder den Ingenieur fu¨r die Technische Geba¨udeausru¨stung.
Die Integration aller Informationen zur Planung, Erstellung, Verwaltung
und zum Ru¨ckbau eines Geba¨udes in einem einzigen Modell erscheint zwar
theoretisch denkbar, praktisch aber kaum sinnvoll zu sein. Vielmehr werden
objektorientierte Partialproduktmodelle entwickelt, die die jeweilige Sicht
des Fachplaners abbilden ko¨nnen.“
aus [Firmenich u. Rank 2007, S. 121]
”
Projects in civil and building engineering generally require a close coopera-
tion between separate engineering teams from various disciplines towards a
common goal. Engineering cooperation is based upon communication proces-
ses that need to support the specific needs of engineering projects. Currently,
by far most projects are still relying for these purposes on a set of Techni-
cal Documents that is exchanged between engineering teams. [. . . ] Digital
technologies have not changed this approach fundamentally yet. Most of-
ten application software is used to produce the same documents as before,
digital exchange formats are used to speed up the process of information in-
terchange. This optimizes individual steps in the process but does not change
the fundamental approach with all its inherent problems.“




Bauplanungsprozess: Im Bauplanungsprozess arbeiten verschiedene Fachplaner an
einer gemeinsamen Aufgabe – der Planung eines Bauwerks – zusammen. Verfu¨gbare
Kommunikations- und Softwaretechnologien unterstu¨tzen diesen Prozess heutzutage
vorwiegend durch digitale Medien. So wird beispielsweise zur Architekturplanung, zur
Tragwerksplanung, fu¨r die TGA1-Planung und auch zur Bauablaufplanung eine Viel-
zahl von Fachsoftware eingesetzt, um Teile eines virtuellen Bauwerks im Rechner zu
bearbeiten. Die erzeugten Bauwerksinformationen werden mit dem Ziel der Koopera-
tion zwischen den einzelnen Planungsbeteiligten ausgetauscht.
Rechnergestu¨tzte Kooperation: Die rechnergestu¨tzte Kooperation wird in [Ru¨ppel
2007a] in vier Ebenen gegliedert. In der Kommunikationsschicht werden Planungsdaten
u¨ber moderne Rechnernetzwerke2 zwischen den Fachplanern u¨bertragen. Den Fach-
planern sind in der Organisationsschicht Rollen zugeordnet, die jeweilige Hoheiten,
Rechte und Fa¨higkeiten definieren. Die Koordinationsschicht beschreibt die Ablauf-
steuerung der Planung auf der Basis von Prozessmodellen, welche Planungsaktivita¨ten
und Planungszusta¨nde abbilden. Die Ressourcenschicht fasst Bauwerksmodelle und die















Bild 1.1: Integrative Kooperation im Bauplanungsprozess nach [Ru¨ppel 2007a]
Kooperationskonzepte: Die Komplexita¨t der spezialisierten Planungsaufgaben hat
zu einer großen Anzahl verschiedener Datenmodelle und Fachapplikationen im Bauwe-
1Technische Geba¨udeausru¨stung
2z. B. das Internet
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sen gefu¨hrt. Traditionelle Kooperationsansa¨tze bescha¨ftigen sich mit deren Integrati-
on durch Standardisierung von Datenstrukturen und widmen sich darauf basierenden
Konzepten bei der Versionierung, beim Austausch und der Archivierung sowie beim
Vergleich und bei der Zusammenfu¨hrung von Bauwerksinformationen. Den Stand der
Forschung bilden verteilte Bauwerksmodelle, die auf Basis der Objektorientierung den
virtuellen Bauwerkszustand beschreiben und versionieren. In diesen zustandsorientier-
ten Modellen bleibt die Verarbeitungssemantik – a¨nderungsorientierte Informationen,
die den Planungsvorgang charakterisieren – unberu¨cksichtigt. Dieser Umstand spiegelt
sich in derzeitigen Problemen beim Austausch, beim Vergleich und bei der Zusam-
menfu¨hrung von versionierten Bauwerksinformationen wider. Neben kumulierenden In-
formationsverlusten beim Austausch ko¨nnen Entwurfsabsichten3 nicht abgebildet und
infolgedessen auch nicht beim Vergleich und bei der Zusammenfu¨hrung von Planungs-
informationen herangezogen werden. Eine ausreichende Kooperationsunterstu¨tzung ist
auf Grundlage von versionierten Bauwerkzusta¨nden allein somit nicht gegeben. Hier
bietet der in der vorliegenden Arbeit verfolgte Ansatz neue Mo¨glichkeiten, diese Pro-
bleme zu lo¨sen.
1.2 Einfu¨hrende Beispiele
Im Folgenden werden zwei einfache Beispiele vorgestellt, um die Unterschiede und Vor-
teile des in dieser Arbeit verfolgten Ansatzes gegenu¨ber herko¨mmlicher Modellbildung
zu veranschaulichen.
1.2.1 Schachpartie
Modellbildung: Das Modell des Schachspiels beinhaltet das Schachbrett mit 64 Fel-
dern, die 16 weißen und 16 schwarzen Schachfiguren sowie die Schachregeln, welche die
Spielzu¨ge und das Schlagen der Figuren festlegen. Um den Spielstand zu beschreiben,
werden die Positionen einzelner Schachfiguren auf dem Brett angegeben.


















Bild 1.2: Schlussstellung und Spielzu¨ge einer Schachpartie4
3engl. design intents
4 1 Einleitung
Spielstrategie: Am Ende einer Schachpartie stehen noch einzelne Figuren auf dem
Schachbrett. Das Ergebnis des Spiels ist als Zustand sichtbar, wie es dazu kam jedoch
nicht. Schachinteressierten genu¨gt es nicht, das Ergebnis einer Schachpartie als Schluss-
stellung auf dem Brett zu sehen. Sie wollen jeden einzelnen Spielzug nachvollziehen und
die Spielstrategien erkennen. Deshalb wird, wie im Bild 1.2 auf Seite 3 dargestellt, bei-
spielsweise in Zeitungen zusa¨tzlich zum Ergebnis die Sequenz der einzelnen Zu¨ge von
Spielbeginn an in einer bestimmten Notation bzw. Sprache abgedruckt. Es wird also
nicht nur das Spielergebnis als Zustand (Position der Figuren), sondern zusa¨tzlich auch
die Spielhistorie als A¨nderungsvorgang (Zu¨ge der Figuren) dargestellt.
1.2.2 Volumenmodellierung
Modellbildung: In der Volumenmodellierung wird unter anderem zwischen zwei Mo-
dellierungsansa¨tzen unterschieden. Wa¨hrend ein B-Rep5-Modell die Geometrie und To-
pologie der Volumenoberfla¨che beschreibt, wird das Volumen in einem CSG6-Modell als
Konstruktionsbaum mit boolschen Operationen auf primitive Grundko¨rper abgebildet.
Um das Ergebnis eines Volumenentwurfs darzustellen, wird die Oberfla¨chenbescheibung
an Visualisierungssoftware weitergegeben.
1:700 0 1 0
2:22 ACIS/Scheme AIDE - 7.0 11 ACIS 7.0 NT 24 Thu May 27 
09:50:57 2004
3:1 9.9999999999999995e-007 1e-010
4:body $-1 -1 $-1 $1 $-1 $2 #
5:lump $-1 -1 $-1 $-1 $3 $0 #
6:transform $-1 -1 1 0 0 0 1 0 0 0 1 5 0.25 2.5 1 no_rotate
no_reflect no_shear #
7:shell $-1 -1 $-1 $-1 $-1 $4 $-1 $1 #
8:face $5 -1 $-1 $6 $7 $3 $-1 $8 reversed single #
9:fmesh-eye-attrib $-1 -1 $-1 $-1 $4 #
10:face $9 -1 $-1 $10 $11 $3 $-1 $12 forward single #
11:loop $-1 -1 $-1 $-1 $13 $4 #
12:plane-surface $-1 -1 $-1 -2 0 0.5 0 0 1 1 0 0 forward_v I I 
I I #
...
285:straight-curve $-1 -1 $-1 4 -1.75 -2.5 0 -1 0 I I #
286:point $-1 -1 $-1 4 -0.25 -2.5 #





1:(define w1(solid:block 0 0 0 10 0.5 5))
2:(define w2(solid:block 8 -3 0 9 0 3.5))







Bild 1.3: Repra¨sentationen eines einfachen Volumenmodells nach [Firmenich 2004]
4Schlussstellung der Partie: Computerprogramm Deep Blue vs. Kasparow, Spiel 1, Philadelphia 1996
5Boundary Representation
6Constructive Solid Geometry
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Interpretierbarkeit und Aussagekraft: Die CSG-Volumenmodellierung entspricht
im Hinblick auf den Konstruktionsvorgang der Arbeitsweise von Fachplanern, um Bau-
werksgeometrien dreidimensional zu entwerfen. Das Gesamtmodell wird beispielsweise,
wie im Bild 1.3 veranschaulicht, durch Vereinigung von Wandvolumina und Subtrak-
tion des O¨ffnungsvolumens konstruiert. Der komplexen und fu¨r den Fachplaner un-
versta¨ndlichen B-Rep-Beschreibung des resultierenden Geometriemodells (288 Zeilen
im SAT-Format von ACIS7, Bildhindergrund) steht die kompakte, versta¨ndliche und
aussagekra¨ftige CSG-Darstellung in Form von Modellieroperationen (4 Zeilen in der
Scheme-Sprache von ACIS, Bildvordergrund) gegenu¨ber.
1.2.3 Diskussion
Analogie: Bereits an diesen einfachen Beispielen wird der Vorteil einer ganzheitli-
chen Betrachtungsweise deutlich. Neben der Abbildung des Ergebnisses als Zustand
wird in der Modellbildung zusa¨tzlich die Entstehungsgeschichte als A¨nderungsvorgang
beru¨cksichtigt. U¨bertragen auf die Modellierung von Bauwerken im Planungsprozess
bedeutet dies:
• Zusa¨tzliche, a¨nderungsorientierte Informationen u¨ber die Entwurfsgeschichte und
die verfu¨gbaren zustandsorientierten Bauwerksinformationen bilden eine ganz-
heitliche Entwurfsbetrachtung.
• Modellieroperationen ermo¨glichen die Beschreibung der Verarbeitungs- bzw. A¨n-
derungssemantik und erlauben so die Speicherung von Entwurfsintentionen.
• Die Verarbeitung von zustandsorientierten Bauwerksmodellen durch den Fachpla-
ner basiert in der Regel auf Kommandos. Das bedeutet, das Speichern a¨nderungs-
orientierter Informationen bedarf keines zusa¨tzlichen Bearbeitungsaufwandes.
• Eine Sprache zur Formulierung von Modellieroperationen dient einer kompakten,
aussagekra¨ftigen und vom Fachplaner interpretierbaren Darstellung von A¨nde-
rungsinformationen.
1.3 Abgrenzung und Zielsetzung
Kooperationsebene: Im Rahmen dieser Arbeit wird die Kooperationsunterstu¨tzung
innerhalb der Ressourcenschicht (vgl. Bild 1.1 auf Seite 2) betrachtet. Es wird unter-
sucht, wie Planungsmethoden, Bauwerksmodelle und Fachapplikationen erweitert wer-
den mu¨ssen, um den vorgeschlagenen Modellierungsansatz im vernetzt-kooperativen
Bauplanungsprozess anzuwenden.
Fachdoma¨ne: Innerhalb der Bauwerksplanung werden Planungsdoma¨nen wie bei-
spielsweise die Architekturplanung, die Tragwerksplanung, die TGA-Planung und die
Bauablaufplanung unterschieden. Zur direkten Umsetzung in Fachapplikationen sind
7s. [Corney u. Lim 2001]
6 1 Einleitung
Doma¨nenmodelle zu komplex, als dass sie umfassend verarbeitet werden ko¨nnen. Bei-
spielsweise ist keine Software bekannt, die sa¨mtliche fachlichen Planungsaufgaben wie
Berechnung, Bemessung und Dokumentation innerhalb der Doma¨ne Tragwerksplanung
abdeckt. Aus diesem Grund erfolgt eine weitere Unterteilung einer Planungsdoma¨ne
in verschiedene Fachdoma¨nen. Der Doma¨ne Tragwerksplanung sind beispielsweise die
Fachdoma¨nen FEM8-Analyse, Tragwerksbemessung und Zeichnungserstellung zugeord-
net. Innerhalb der einzelnen Fachdoma¨nen sind verschiedene Fachapplikationen mit





























Bild 1.4: Fachdoma¨ne in der Bauplanung
Fachdoma¨neninterne Kooperation: Diese Arbeit widmet sich nicht einer Koopera-
tionsunterstu¨tzung durch die Integration verschiedener Planungs- und Fachdoma¨nen.
Vielmehr wird die fachdoma¨neninterne Zusammenarbeit betrachtet. Es wird unter-
sucht, wie diverse, fu¨r eine Planungsaufgabe eingesetzte Fachapplikationen mit ihren
unterschiedlich strukturierten Datenmodellen integriert werden ko¨nnen.
Zielsetzung: Die Ziele der vorliegenden Arbeit betreffen die Entwicklung eines Modells
und einer Sprache fu¨r die verarbeitungsorientierte Modellierung sowie deren Anwen-
8Finite Elemente Methode
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dungskonzepte bei der fachdoma¨neninternen Kooperation im rechnergestu¨tzten Bau-
planungsprozess. Diese ko¨nnen wie folgt zusammengefasst werden:
• Entwicklung eines Modells zur ganzheitlichen, verarbeitungsorientierten Betrach-
tungsweise der Bauwerksmodellierung. Das verarbeitungsorientierte Modell soll
das virtuelle Bauwerk sowohl zustandsorientiert als auch a¨nderungsorientiert be-
schreiben.
• Entwicklung einer Modellierungssprache zur Beschreibung von Modellieropera-
tionen als Grundlage der standardisierten Verarbeitung von Bauwerksmodellen.
Diese Sprache ist im Hinblick auf die Anwendbarkeit sowohl in der Benutzer-
und Programmierschnittstelle von Fachapplikationen als auch zur persistenten
Speicherung von A¨nderungen zu konzipieren.
• Beru¨cksichtigung, Wiederverwendung und Erweiterung verfu¨gbarer Methoden,
Modelle und Applikationen der derzeitigen rechnergestu¨tzten Bauplanung.
• Dauerhafte, formale und von konkreten Umsetzungstechnologien unabha¨ngige
Beschreibung des Modells und der Sprache auf der Basis der Mengenlehre und
der Relationenalgebra einerseits und einer Grammatik andererseits.
• Entwicklung neuer Kooperationskonzepte zur Unterstu¨tzung der Versionierung,
des Austauschs, der Archivierung, des Vergleichs und der Zusammenfu¨hrung von
Bauwerksinformationen innerhalb von Fachdoma¨nen auf Grundlage des neuen
Modellierungsansatzes.
1.4 Vorgehensweise
Aufbau der Arbeit: Die vorliegende Arbeit ist in die folgenden sieben Kapitel ein-
geteilt, wobei die Kapitel 3, 4 und 5 den Kern der Arbeit bilden.
Kapitel 2 – Stand der Technik und Forschung: Nachdem die Einleitung den
Gegenstand, die Motivation und die Zielsetzung der Arbeit dargelegt hat, bescha¨ftigt
sich das zweite Kapitel mit dem aktuellen Stand der Technik und Forschung. Ausge-
hend von der Definition grundlegender Begriffe werden die objektorientierte Methode
zur Bauwerks- und Fachapplikationsmodellierung und die darauf basierenden Konzep-
te bei der Versionierung, beim Austausch, bei der Archivierung, beim Vergleich und
bei der Zusammenfu¨hrung von Bauwerksinformationen in der vernetzt-kooperativen
Bauwerksplanung beleuchtet. Begleitend dazu werden Probleme identifiziert sowie Zu-
sammenha¨nge und Abgrenzungen zur vorliegenden Arbeit dargelegt.
Kapitel 3 – Modellbildung: Das dritte Kapitel beschreibt den verarbeitungsorien-
tierten Modellierungsansatz. Aufbauend auf den Ansa¨tzen der Objekt-, der Versions-
und der A¨nderungsorientierung wird der vorgeschlagene Ansatz als ganzheitliche Be-
trachtung entwickelt. Zusa¨tzlich zur Zustandsbeschreibung in Form von Bauwerksver-
sionen werden Zustandsa¨nderungen des virtuellen Bauwerks als Sequenz von Model-
lieroperationen betrachtet. Mit der Absicht, das vorgeschlagene Modell dauerhaft und
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formal zu beschreiben, wird eine mathematische Formulierung auf Basis der Mengen-
lehre und der Relationenalgebra vorgestellt. Auf Grundlage des entwickelten Modells
wird die Bedeutung von Modellieroperationen im Kontext der Bauwerksmodellierung
herausgestellt.
Kapitel 4 – Operative Modellierungssprache: Das vierte Kapitel stellt eine Spra-
che zur Beschreibung von Modellieroperationen in der Verarbeitungsorientierung vor.
Nach der Einfu¨hrung einiger Grundlagen werden ausgehend von den Anforderungen an
eine operative Modellierungssprache drei aufeinander aufbauende Sprachebenen unter-
schieden. Es wird untersucht, wie die Sprache zur Formulierung von Modellierprogram-
men, Modellieroperationen und A¨nderungen angewendet werden kann. Fu¨r jede dieser
Ebenen wird die Sprachsyntax formal durch eine Grammatik definiert und anhand von
Beispielen verdeutlicht. Es wird großer Wert auf die detaillierte Beschreibung der vor-
gestellten Modellierungssprache gelegt, sodass auch fachfremde Ingenieure die formale
Struktur, die Funktionsweise und die Anwendung der Sprache verstehen ko¨nnen.
Kapitel 5 – Anwendungskonzepte: Das fu¨nfte Kapitel widmet sich den Anwen-
dungskonzepten der verarbeitungsorientierten Modellierung und der operativen Mo-
dellierungssprache im Bauplanungsprozess. Es werden die Standardisierung operativer
Modelle in Fachdoma¨nen untersucht und die Umsetzung operativer Modelle in Fach-
applikationen beschrieben. Daru¨ber hinaus werden Betrachtungen zur Anwendung der
Sprache in den Benutzer- und Programmierschnittstellen von Fachapplikationen sowie
zu neuen Kooperationskonzepten beim Austausch, bei der Archivierung, beim Vergleich
und bei der Zusammenfu¨hrung von versionierten Bauwerksinformationen durchgefu¨hrt.
Kapitel 6 – Pilotimplementierung: Im sechsten Kapitel wird die prinzipielle An-
wendbarkeit des verarbeitungsorientierten Ansatzes und der Modellierungssprache auf
Basis eines Open-Source-Systems nachgewiesen. Es wird sowohl die sprachbasierte als
auch die objektorientierte Umsetzung eines operativen Zeichnungsmodells beispielhaft
gezeigt. Zur Verifikation des Ansatzes und der Sprache wird die Anwendung des ope-
rativen Zeichnungsmodells in der Benutzer- und Programmierschnittstelle des Open-
Source-Systems sowie beim Vergleich und bei der Zusammenfu¨hrung von Zeichnungs-
versionen vorgestellt.
Kapitel 7 – Zusammenfassung und Ausblick: Die Arbeit schließt im siebenten
Kapitel mit einer Zusammenfassung, den Erkenntnissen aus dieser Arbeit und einem
Ausblick auf ku¨nftige Forschungsarbeiten.
2 Stand der Technik und Forschung
”
Zweifeln ist der Anfang der Wissenschaft;
wer an nichts zweifelt, pru¨ft nichts, wer nichts pru¨ft, entdeckt nichts,
wer nichts entdeckt, ist blind und muß blind bleiben.“
Johann Christian Wiegleb (1732–1800), aus [Wiegleb 1777]
Dieses Kapitel bescha¨ftigt sich mit dem aktuellen Stand der Technik und Forschung in
der rechnergestu¨tzten Bauplanung. Aufbauend auf der Definition grundlegender Begrif-
fe werden die objektorientierte Methode zur Bauwerks- und Fachapplikationsmodellie-
rung und die darauf basierenden Kooperationskonzepte zur Versionierung, beim Aus-
tausch, bei der Archivierung, beim Vergleich und bei der Zusammenfu¨hrung von Bau-
werksinformationen beleuchtet. Begleitend dazu werden Probleme identifiziert sowie
Zusammenha¨nge und Abgrenzungen zur vorliegenden Arbeit dargelegt. Es sei darauf
hingewiesen, dass dieses Kapitel keinen umfassenden U¨berblick u¨ber den aktuellen For-
schungsstand1 auf dem Gebiet der vernetzt-kooperativen Bauwerksplanung darstellt,
sondern lediglich die fu¨r diese Arbeit relevanten Technologien und Konzepte in der
fachdoma¨neninternen Kooperation betrachtet.
2.1 Grundlagen und Begriffe
In diesem Abschnitt werden zuna¨chst grundlegende, relevante Begriffe vorgestellt und
deren Bedeutung und Verwendung im Zusammenhang mit dieser Arbeit festgelegt.
2.1.1 Modelle
Modell und Modellbildung: Die Abstraktion eines Systems auf die fu¨r eine be-
stimmte Aufgabe wesentlichen Elemente mit ihren Beziehungen zueinander basiert
ha¨ufig auf einer Theorie2 und wird Modell genannt. Als System wird meistens die Wirk-
lichkeit verstanden. Der Vorgang der Erstellung eines Modells heißt Modellbildung.
Wa¨hrend mathematische Modelle beispielsweise Differentialgleichungssysteme darstel-
len, basieren physikalische Modelle zusa¨tzlich auf physikalischen Gesetzma¨ßigkeiten3.
Computermodelle im Bauwesen sind im Allgemeinen digitale Modelle zur Planung,
Berechnung und Visualisierung von Bauwerken mit dem Computer.
1s. hierzu [Ru¨ppel 2007b] und auch [Weise 2006]
2z. B. Balkentheorie bzw. Biegetheorie des Balkens (I. Ordnung: EIw′′′′(x) = q(x))
3z. B. Gravitation
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Fachliches Modell: Die Beschreibung des Zustands und des Verhaltens von Bauwer-
ken oder Bauwerksteilen als System aus einer fachlichen Sicht heraus wird fachliches
Modell genannt. Auf Basis der Balkentheorie wird beispielsweise ein Biegebalkenmodell
mit Gleichlast entwickelt, welches sowohl den Zustand des Balkens durch seine La¨nge





Fachliche Instanz: Eine konkrete Auspra¨gung, ein Exemplar des fachlichen Modells
wird fachliche Instanz genannt. Ein Biegebalken beam01 mit einer La¨nge von 10 m und
einer Gleichlast von 4 kN/m stellt mit einem maximalen Biegemoment von 50 kNm
eine Instanz des fachlichen Modells Biegebalken mit Gleichlast dar.
Computermodell/ Bauwerksmodell: Eine Datenstruktur und darauf basierende
Algorithmen zur rechnerinternen Abbildung des Zustands und des Verhaltens eines
fachlichen Modells heißt Computermodell. Im Rahmen dieser Arbeit wird ein Compu-
termodell als Abstraktion eines fachlichen Modells und nicht als direkte Abstraktion
der Realita¨t verstanden. Es wird demnach davon ausgegangen, dass fu¨r jedes Com-
putermodell ein entsprechendes fachliches Modell existiert. Dem Stand der Technik
entsprechend werden im Bauplanungsprozess objektorientierte Computermodelle4 ver-
wendet. Das vorgestellte fachliche Biegebalkenmodell kann beispielsweise durch die
Klasse Load mit dem Attribut value:double und die Klasse Beam mit den Attribu-
ten length:double, qload:Load und der Methode double:getMaxMoment() abstrahiert
werden. Computermodelle werden im Folgenden Bauwerksmodelle oder vereinfachend
Modelle genannt.
Modellinstanz/ Bauwerksinstanz: Zur Laufzeit einer Fachapplikation wird ein
Computermodell instanziiert, indem Objekte erzeugt werden. Die konkrete Auspra¨gung
eines Biegebalkens als Objekt beam01:Beam mit der La¨nge length=10.0 und einem
Lastobjekt qload:Load mit dem Attributwert value=4.0 auf der Basis des beschriebe-
nen Bauwerksmodells heißt Modellinstanz oder Bauwerksinstanz.
Abstrahieren und Instanziieren: Den Zusammenhang zwischen den Vorga¨ngen des
Abstrahierens und des Instanziierens in der Modellbildung ist im Bild 2.1 veranschau-
licht.
Ausgewertete Modelle: Bauwerksmodelle, die ein fachliches Modell zustands- bzw.
ergebnisorientiert5 beschreiben, werden ausgewertete Modelle genannt. Sie bilden den
Planungsgegenstand als Ergebnis bzw. Zustand wa¨hrend der Verarbeitung ab. In der
Volumenmodellierung stellt das B-Rep-Modell ein Volumen in ausgewerteter Form mit
Punkten, Kanten und orientierten Fla¨chen dar und ist demnach ein ausgewertetes
Modell.
Nicht-ausgewertete Modelle: Bauwerksmodelle, die ein fachliches Modell a¨nderungs-
bzw. verhaltensorientiert6 beschreiben, werden als nicht-ausgewertete Modelle bezeich-
net. Sie bilden den Planungsgegenstand als Prozess bzw. Vorgang der Verarbeitung ab.
4s. Abschnitt 2.2.1 auf Seite 14
5auch: deklarativ, das Was beschreibend
6auch: prozedural oder imperativ, das Wie beschreibend
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Bild 2.1: Abstrahieren und Instanziieren in der Modellbildung
Um einen Zustand zu erzeugen, werden nicht-ausgewertete Modellinstanzen zu ausge-
werteten Modellinstanzen evaluiert. In der Volumenmodellierung stellt das CSG-Modell
ein Volumen als Konstruktionsbaum mit primitiven Grundko¨rpern und boolschen Ope-
rationen dar und ist demnach ein nicht-ausgewertetes Modell. CSG-Modellinstanzen
werden als Ergebnis der CSG-Operationen zu B-Rep-Modellinstanzen ausgewertet, um
beispielsweise das Volumen zu bestimmen oder am Bildschirm zu visualisieren.
Hybride Modelle: Bauwerksmodelle, die ein fachliches Modell sowohl zustands- als
auch a¨nderungsorientiert beschreiben, werden als hybride Modelle bezeichnet. Ein Bei-
spiel hierfu¨r sind CSG-Modelle, die zusa¨tzlich ausgewertete B-Rep-Informationen an
den Knoten des Konstruktionsbaumes speichern.
2.1.2 Applikationen
Applikation: Computerprogramme bzw. Softwareanwendungen, die Informationen
auf der Basis von Computermodellen im Rechner verarbeiten, heißen Applikationen.
Es wird zwischen Systemsoftware (Betriebssystem, Gera¨teverwaltung, U¨bersetzer usw.)
und Anwendersoftware (Fachapplikationen) unterschieden.
Fachapplikation: Computerprogramme, die von Fachplanern zur Lo¨sung von Proble-
men innerhalb einer Fachdoma¨ne verwendet werden, heißen Fachapplikationen. Im Bau-
planungsprozess werden unterschiedliche Fachapplikationen fu¨r jeweils unterschiedliche
Aufgaben (z. B. Fassadenentwurf, Bewehrungsplanung, FEM-Berechnungen, Kalkula-
tion usw.) eingesetzt. Das einer Fachapplikation zugrunde liegende Computermodell
basiert auf einem fachlichen Modell. So existiert beispielsweise eine Fachapplikation
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zum Entwurf und zur Berechnung des maximalen Moments eines Biegebalkens mit
Gleichlast.
2.1.3 Kooperation
Kooperation: Die Zusammenarbeit verschiedener Fachplaner im Prozess der Bau-
werksplanung am gemeinsamen Planungsgegenstand zum gemeinsamen Ziel hin wird
Kooperation7 genannt. Sie basiert auf der Kommunikation der Beteiligten unterein-
ander und der Koordination der einzelnen fachlichen Teilprozesse8. Die kooperative
Bauwerksplanung ist durch ihren iterativen und verteilten Charakter gekennzeichnet.
Auf dieser Basis hat [Bretschneider 1998] verschiedene Kooperationsarten beschrieben.
Kooperationsarten: Hinsichtlich der Zeit werden die synchrone und die asynchrone
Kooperation unterschieden. Wa¨hrend synchrone Kooperation zur selben Zeit stattfin-
det, wird bei der asynchronen Kooperation zu unterschiedlichen Zeitpunkten zusam-
mengearbeitet. Betrachtet man den Planungsgegenstand, dann wird bei synchroner
Kooperation zusa¨tzlich zwischen wechselseitiger und paralleler Kooperation differen-
ziert. Synchron wechselseitig meint das gleichzeitige Arbeiten an denselben Teilen des
Planungsmaterials, wa¨hrend beim synchron parallelen Zusammenarbeiten Fachplaner
gleichzeitig unterschiedliche Teile des Planungsmaterials bearbeiten.
Kooperationsphasen: Die Kooperation im Bauplanungsprozess ist nach [Firmenich
2002], [Beer 2006] und [Weise 2006] durch drei sich zyklisch wiederholende Planungs-
phasen gekennzeichnet. Im ersten Planungsschritt wa¨hlen die Fachplaner die beno¨tigte
Teilmenge des gesamten Planungsmaterials aus. In der zweiten Phase erfolgt in einem
privaten Arbeitsbereich die synchrone oder asynchrone Bearbeitung dieser Teilmen-
ge, die im dritten Schritt in den gemeinsamen Informationsbestand zuru¨ckgeschrieben
wird. Diese drei Kooperationsphasen zusammen bilden eine sogenannte lange Transak-
tion9.
Kooperationskonzepte: Zur umfassenden Unterstu¨tzung der einzelnen Kooperati-
onsarten und -phasen mu¨ssen die bei der Bauwerksplanung entstehenden Informationen
verwaltet werden. In dieser Arbeit werden mit Informations- bzw. Datenmanagement10
folgende Begriffe zusammengefasst:
• Versionierung: Im Planungsprozess wird der Zustand der Bauwerksinformatio-
nen iterativ gea¨ndert. Das Vorhalten bzw. Einfrieren bestimmter Planungssta¨nde
wird Versionierung genannt. Wa¨hrend der Bauwerksplanung entstehen Planungs-
revisionen und auch Planungsvarianten. Beispielsweise erhalten technische Zeich-
nungen einen A¨nderungsindex und einen Zeitstempel als Versionskennzeichen.
Gepru¨fte und somit als verbindlich bzw. gu¨ltig erkla¨rte Versionen des Planungs-
materials bilden die Grundlage fu¨r die nachfolgenden Planungsschritte und wer-
den als Freigabesta¨nde11 bezeichnet.
7lat. cooperatio, deutsch: Zusammenarbeit, Mitwirkung
8vgl. [Ru¨ppel 2007a]
9engl. long-duration transaction, vgl. [Katz 1990] und [Firmenich 2002]
10engl.: information management, data management
11s. [DIN 6789-5 1995]
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• Austausch: Die am Planungsprozess beteiligten Fachplaner tauschen versionier-
te Bauwerksinformationen untereinander aus, um diese in ihren Fachapplikation
weiter zu verarbeiten.
• Archivierung: Bei der Bauwerksplanung werden Planungsinformationen aus recht-
lichen Gru¨nden u¨ber lange Zeitra¨ume archiviert. Der Aufbewahrung von Papier-
pla¨nen in Planschra¨nken aus den Zeiten manueller Planerstellung steht die heu-
tige Langzeitarchivierung von digitalen Bauwerksinformationen gegenu¨ber.
• Vergleich: Die wa¨hrend der kooperativen Bauwerksplanung entstehenden Pla-
nungssta¨nde werden zur A¨nderungsermittlung bei Revisionen, zur Gegenu¨ber-
stellung von Varianten und zur Konflikterkennung miteinander verglichen. Dieser
Vorgang wird Vergleich (Diff) genannt. Das Ergebnis eines Informationsvergleichs
sind die Unterschiede der verglichenen Versionssta¨nde und eventuelle Konfliktsi-
tuationen.
• Zusammenfu¨hrung: Im Zuge der kooperativen Bauwerksplanung entstehen Pla-
nungsvarianten und auch Planungskonflikte, die im Prozess einer Zusammenfu¨h-
rung (Merge) zu einem neuen, gu¨ltigen Planungsstand vereinigt werden.
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2.2 Bauwerksmodelle und Fachapplikationen
Dem Stand der Technik entsprechend wird die Objektorientierung als Methode in der
Softwareentwicklung eingesetzt. Aufbauend auf einer kurzen Einfu¨hrung in diese Me-
thode werden objektorientierte Bauwerksmodelle und objektorientierte Fachapplika-
tionen als Basis des kooperativen Bauplanungsprozesses innerhalb von Fachdoma¨nen
betrachtet.
2.2.1 Objektorientierte Methode
Objektorientierung: Nach [Claus u. Schwill 2001] stellt die Objektorientierung eine
Methode aus der Informatik dar, um auf Basis von Objekten einerseits Informationen
darzustellen, zu strukturieren, zu verarbeiten, zu u¨bertragen und zu speichern und
andererseits, um Softwaresysteme zu planen, zu entwerfen und umzusetzen (s. [Booch
1994] und [Balzert 2005]). Mit Hilfe dieser Methode werden sowohl Computermodelle
als auch Applikationen objektorientiert entwickelt.
Objekt: Ein Objekt abstrahiert ein Element eines betrachteten Systems12 und bildet
dessen Eigenschaften und Verhalten zur Lo¨sung einer bestimmte Aufgabe ab. In [Booch
1994] wird ein Objekt wie folgt definiert.
“An object has state, behavior, and identity; the structure and behavior of
similar objects are defined in their common class; [. . . ]”
Klasse: In der Objektorientierung werden Datenstrukturen (Zustand) und Algorith-
men bzw. Verarbeitungsmethoden (Verhalten) als Einheit der Modellbildung zusam-
mengefasst und in Klassen definiert. Ein Objekt ist die Instanz oder Auspra¨gung einer
Klasse.
Attribut: Die Eigenschaften eines Objekts beschreiben seinen Zustand. Sie werden
in Klassen als Attribute definiert und zur Laufzeit einer Fachapplikation mit Werten
belegt. Attributwerte speichern die Daten des abzubildenden Systems.
Methode: Das Verhalten eines Objekts wird durch seine Methoden abgebildet. Me-
thoden werden in Klassen definiert und zur Laufzeit einer Fachapplikation ausgefu¨hrt,
um den Objektzustand zu a¨ndern.
Objektorientiertes Modell: Eine strukturierte Klassenmenge zur Beschreibung von
Objekten mit Attributen und Methoden dient der rechnerinternen Abbildung von fach-
lichen Modellen eines Bauwerks oder von Bauwerksteilen. Sie stellt ein objektorientier-
tes Modell bzw. Computermodell dar (s. Bild 2.2). Zur Laufzeit einer Applikation wird
das Computermodell instanziiert und als strukturierte Objektmenge bzw. Objektmo-
dell verarbeitet.
12hier ist das betrachtete System ein fachliches Modell eines Bauwerks oder Bauwerksteils




Bild 2.2: Aufbau eines objektorientierten Modells
Datenkonsistenz:Daten- bzw. Attributkapselung13 ist ein Prinzip der Objektorientie-
rung. Es beschreibt das Schu¨tzen von Daten vor direktem externem Zugriff. Die interne
Struktur der Daten bleibt dem Entwickler vorbehalten. Als einheitliche Schnittstelle
kapseln Methoden die Daten, kontrollieren den Zugriff und stellen so die Konsistenz der




Bild 2.3: Prinzip der Datenkapselung
Grafische Notation: Die UML14 (Unified Modeling Language) stellt als standar-
disierte Modellierungssprache unter anderem grafische Diagramme zur Veranschau-
lichung und Dokumentation objektorientierter Systeme bereit. Im Rahmen der vor-
liegenden Arbeit werden als grafische Notation das UML-Klassendiagramm und das
UML-Zustandsdiagramm verwendet.
2.2.2 Bauwerksmodelle
DFG-Schwerpunktprogramm 694: Im DFG15-Schwerpunktprogramm
”
Objektori-
entierte Modellierung in Planung und Konstruktion“ wurde die Objektorientierte Me-
thode als Modellierparadigma fu¨r Problemstellungen aus dem Bereich der Planung und
der Konstruktion im Bauwesen erforscht. Die Ergebnisse und Erkenntnisse werden in
[Hartmann 2000, S. 24] wie folgt zusammengefasst:
• Mit der Objektorientierung steht
”
ein informatisches Kalku¨l zur Beschreibung,
Erfassung und computergerechten Repra¨sentation von komplexen bzw. hochgradig
komplexen Ingenieurproblemen [. . . ] zur Verfu¨gung. Sowohl die statische Pro-
blemstruktur als auch die dynamische Verhaltensstruktur sowie die funktionalen
Aspekte eines Problems lassen sich schlu¨ssig abbilden.“
13auch Sichtbarkeits- oder Geheimnisprinzip
14s. [OMG 2003], [Booch u. a. 2001] und [Rumbaugh u. a. 2001]
15Deutsche Forschungsgemeinschaft
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•
”
Das objektorientierte Paradigma erlaubt es [. . . ], Softwaresysteme zu schaf-
fen, die nicht nur technische, informatische Eigenschaften [. . . ] wie Effizienz,
Schnelligkeit, Wiederverwendbarkeit abdecken, sondern auch menschenorientier-
te Aspekte wie individuelle Auslegung, gute Bedienbarkeit, interaktive Einbindung
von Anwendern oder kooperative Aspekte.“
Objektorientiertes Bauwerksmodell: Auf der Basis der Objektorientierung werden
Computermodelle zur Beschreibung von Bauwerken oder Bauwerksteilen entwickelt.
Diese Modelle werden objektorientierte Bauwerksmodelle genannt. Im Rahmen dieser
Arbeit wird zwischen ausgewerteten, nicht-ausgewerteten und hybriden Bauwerksmo-
dellen unterschieden.
Ausgewertete Bauwerksmodelle
Industry Foundation Classes: Die Industry Foundation Classes16 (IFC) sind an die-
ser Stelle als bekanntestes ausgewertetes Bauwerksmodell zu nennen. Die Einordnung
der IFC in die Kooperationskonzepte des Bauplanungsprozesses wird im Abschnitt 2.3
auf Seite 22 beschrieben.
Native Bauwerksmodelle: Die nativen Computermodelle verfu¨gbarer Fachapplika-
tionen im Bauwesen beschreiben das Bauwerk in ausgewerteter Form als Zustand.
Aufgrund der Vielzahl von Fachapplikationen existiert auch eine große Anzahl von
Modellen. Beispielsweise setzen die DWG-Datenbasis der AutoDesk-Produkte17, die
DGN-Datenbasis von Microstation18 und auch die NDW-Datenbasis der Software All-
plan BIM19 ein natives, ausgewertetes Bauwerksmodell um.
Nicht-ausgewertete und hybride Bauwerksmodelle
Nicht-ausgewertetes Volumenmodell: Als nicht-ausgewertetes Bauwerksmodell ist
das CSG-Modell der Volumenmodellierung im Bauwesen zu nennen. Es ist jedoch keine
Fachapplikation bekannt, die ein reines CSG-Modell implementiert. Zur Auswertung
werden CSG-Modellinstanzen in B-Rep-Modellinstanzen u¨berfu¨hrt, um beispielsweise
das Volumen zu bestimmen.
Hybride Volumenmodelle: Hybride Bauwerksmodelle sind derzeit u¨berwiegend bei
der Geometrie- bzw. Volumenmodellierung von Bauwerken zu finden. In sogenann-
ten parametrischen Volumenmodellierern wie beispielsweise Pro/ENGINEER20, Solid-
16s. [Adachi u. a. 2003], [Eastman 1999, S. 279 ff.] und [Kiviniemi u. a. 2008]
17CAD- und BIM-Lo¨sungen: AutoCAD, AutoCAD Architecture, AutoCAD Revit usw., s. http:
//www.autodesk.de
18Integrierte CAD-Plattform fu¨r Architekten und Ingenieure von Bentley, s. http://www.bentley.
com/de-DE/Products/MicroStation/
19CAD-Lo¨sung fu¨r Architektur und Ingenieurbau von Nemetschek, s. http://www.allplan.de
20Integrierte 3D-CAD/CAM/CAE-Lo¨sung von PTC, s. http://www.ptc.com/products/
proengineer
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Works21 und Generative Components22 werden hybride Computermodelle zur Volu-
menbeschreibung verwendet. Neben der Abbildung des ausgewerteten Volumens spei-
chern Konstruktionsba¨ume die Entwurfshistorie als nicht-ausgewertete Operations-
struktur.
Probleme von objektorientierten Bauwerksmodellen
Objektidentifikation: Zur Laufzeit einer Fachapplikation wird einem Objekt bei der
Erzeugung ein tempora¨rer oder transienter Identifikator zugeordnet. In der Regel ist
ein transienter Identifikator die Adresse des Objekts im Arbeitsspeicher. Wird ein Ob-
jekt persistent gespeichert und anschließend von einer Fachapplikation geladen, erha¨lt
es einen anderen, neuen transienten Objektidentifikator. Transiente Objektidentifika-
toren sind zeitabha¨ngig und deshalb zur Identifikation von Objekten im kooperativen
Bauplanungsprozess ungeeignet ([Beer 2006]). In [Weise 2006] wird gezeigt, dass in
aktuell eingesetzten Modellen am Beispiel von IFC-Datensa¨tzen
”
[. . . ] der Anteil der eindeutig identifizierbaren Objekte [. . . ] fu¨r praxisre-
levante Problemstellungen zwischen 5% und deutlich unter 1% liegt.“
Aus diesem Grund werden in [Bilchuk 2005] und [Beer 2006] persistente Objektidenti-
fikatoren (POIDs) eingefu¨hrt, die innerhalb einer Modellinstanz bzw. eines Dokuments
eindeutig und u¨ber die gesamte Lebensdauer eines Objekts konstant sind. Im Rahmen
dieser Arbeit werden die POIDs als Operanden in Modellieroperationen verwendet.
Die Verfu¨gbarkeit von POIDs stellt somit eine Anforderung an die zugrunde liegenden
Bauwerksmodelle dar.
Verarbeitungssemantik: Obwohl die Objektorientierte Methode die Beschreibung
von Objekten als Einheit von Attributen und Verarbeitungsmethoden vorsieht, werden
letztere bei der Definition von Bauwerksmodellen oft vernachla¨ssigt. Am Beispiel der
IFC ist ersichtlich, dass die Verarbeitungssemantik, das heißt eine Beschreibung, wie
IFC-Objektmodelle konsistent zu verarbeiten sind, fehlt. Es werden lediglich Implemen-
tierungshinweise23 in Form detaillierter Klassenstrukturen mit Attributdefinitionen fu¨r
die Entwicklung von IFC-basierten Fachapplikationen gegeben.
Erste Ansa¨tze zur Abbildung einer Verarbeitungssemantik sind in den Konstruktions-
ba¨umen von parametrisierten Volumenmodellen zu erkennen. Hier wird der Konstrukti-
onsvorgang implizit in der Modellinstanz festgehalten. Im Gegensatz zum vorgeschlage-
nen Modellierungsansatz bleibt die Verarbeitung der geometrischen Parameter (Attri-
bute) selbst unberu¨cksichtigt. In der vorliegenden Arbeit wird ein Ansatz zur Definition
und Standardisierung der Verarbeitungssemantik von objektorientierten Bauwerksmo-
dellen durch Modellieroperationen vorgestellt.
21CAD fu¨r den Maschinenbau von SolidWorks, s. http://www.solidworks.de/pages/products/
3dmech.html
22Parametrisches und assoziatives Entwurfssystem auf Basis von Bentley’s Microstation, s. [Aish 2005]
und http://www.bentley.com/en-US/Markets/Building/GenerativeComponents.htm
23s. [Liebich 2004]
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Modellinstanzkonsistenz: Die fehlende Verarbeitungssemantik in der Definition von
objektorientierten Computermodellen fu¨hrt zu Problemen hinsichtlich der Konsistenz
von Bauwerksinstanzen. Wa¨hrend der Verarbeitung von Bauwerksinformationen mit
einer Fachapplikation muss sichergestellt werden, dass die in der Modellinstanz abge-
bildeten Informationen widerspruchsfrei sind. In [Laabs 1998] und [Hanff 2003] werden
Ansa¨tze zur Konsistenzsicherung in objektorientierten Bauwerksinstanzen vorgeschla-
gen. [Laabs 1998] stellt ein auf Objektmengen basierendes Beobachterkonzept vor, wel-
ches einerseits mengenstrukturierte Modelle voraussetzt und andererseits nur fu¨r kleine
Teilmodelle handhabbar ist, da sehr komplexe Strukturen bei großen Modellen ent-
stehen. Im Unterschied dazu wird in [Hanff 2003] eine verzo¨gerte Aktualisierung der
Objektmenge auf Grundlage von Abha¨ngigkeiten vorgeschlagen. Dieser Ansatz setzt
die zusa¨tzliche Implementierung eines generalisierten Schnittstellenapparats (Zugriff
auf Attribute und auf Ein- und Ausgabeparameter von Methoden, Aktualisierungsme-
thoden fu¨r Attribute) voraus, die durch eine separate Klassenbeschreibung in XML
generiert werden kann. Beide Ansa¨tze ko¨nnen nicht auf verfu¨gbare, bereits in Fachapp-
likationen implementierte Computermodelle angewendet werden, sondern sind lediglich
fu¨r Neuentwicklungen relevant. In der vorliegenden Arbeit wird gezeigt, wie auf Basis
von Modellieroperationen die Konsistenz von verfu¨gbaren Bauwerksinstanzen in bereits
existierenden Fachapplikationen wa¨hrend der Verarbeitung sichergestellt werden kann.
2.2.3 Fachapplikationen
Fachapplikation: Neben den Bauwerksmodellen werden auch die Fachapplikationen
auf Grundlage der Objektorientierung entwickelt. Eine objektorientierte Fachapplika-
tion stellt ein Softwareprogramm dar, mit dem ein Fachplaner eine Bauwerksinstanz
verarbeitet. In Analogie zu einem Betriebssystem24 ist der typische Aufbau einer ob-




Bild 2.4: Aufbau einer objektorientierten Fachapplikation
In der Komponente Ein-/Ausgabe wird die grafische oder alphanumerische Benutzerin-
teraktion des Fachplaners mit der Fachapplikation abgebildet. In Anlehnung an das
objektorientierte Kommando-Entwurfsmuster26 werden Benutzereingaben in der Kom-
ponente Befehl durch Befehlsobjekte abstrahiert. Die Befehle dienen der Verarbeitung
des Modells und sind aus diesem Grund von fundamentaler Bedeutung fu¨r die vor-
liegende Arbeit. Das Konzept der Verarbeitungsabstraktion durch Befehle wird hier
aufgegriffen und zur Kooperationsunterstu¨tzung erweitert.
24Benutzerschnittstelle — Verarbeitungseinheit(Prozesse) — Dateisystem, vgl. [Bourne 1988]
25CAD-Fachapplikation der Firma AutoDesk, http://www.autodesk.de/autocad
26engl.: Command, s. [Gamma u. a. 2002]
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Benutzerschnittstellen: Grafische Benutzerschnittstellen27 werden dem Stand der
Technik entsprechend auf Basis der Objektorientierung ereignisorientiert28 entwickelt.
Zum einen dienen sie der Pra¨sentation des Objektmodells, zum anderen nehmen sie
die Eingabe des Fachplaners entgegen. Der Fokus in dieser Arbeit liegt auf den Einga-
bemo¨glichkeiten. Die grafischen Benutzerschnittstellen verfu¨gbarer Fachapplikationen
innerhalb einer Fachdoma¨ne ko¨nnen unter anderem wie folgt charakterisiert werden:
• Sie sind sehr komplex im Funktionsumfang.
• Sie unterscheiden sich stark zwischen den einzelnen Fachapplikationen.
• Sie a¨ndern sich zum Teil auch mit jeder neuen Applikationsversion.
Die Auffassung der hohen Komplexita¨t wird auch von Don Norman29 in einem aktuellen
Interview auf SPIEGEL ONLINE vertreten (s. [Norman 2008]):
”
Die Kommandozeile ist schnell. Man muss einfach eingeben, was man vom
Computer will. [. . . ] Die grafische Benutzeroberfla¨che ist großartig, gerade
weil man sich nichts merken muss. Aber sie funktioniert nur, wenn man
aus wenigen Sachen auswa¨hlen muss.“
Diese Nachteile vorhandener Benutzerschnittstellen lassen den Schluss zu, dass (a)
verfu¨gbare Fachapplikationen nur noch von geschulten Spezialisten zu bedienen bzw.
zu beherrschen sind und (b) es sich deshalb lohnt, u¨ber eine einfache Kommandospra-
che als standardisierte, zusa¨tzliche Benutzerschnittstelle zu Fachapplikationen inner-
halb einer Fachdoma¨ne nachzudenken. Daru¨ber hinaus fo¨rdert eine alphanumerische
Benutzereingabe die Makrofa¨higkeit von Fachapplikationen insofern, dass Eingaben
als Makros aufgezeichnet und beispielsweise mit anderen Parametern wieder abgespielt
werden ko¨nnen.
Programmierschnittstellen: Die Programmierschnittstellen30 von objektorientier-
ten Fachapplikationen dienen der Vergro¨ßerung ihres Funktionsumfangs durch die Er-
weiterung des nativen Modells und das Hinzufu¨gen entsprechender Verarbeitungsbefeh-
le. Mit Hilfe von Programmierschnittstellen werden beispielsweise bauwesenspezifische
Fachapplikationen auf der Basis allgemeiner CAD-Systeme entwickelt31. In [Beucke
u. a. 1990] werden verschiedene Ebenen von Programmierschnittstellen bezu¨glich de-
ren Offenheit unterschieden. Die Tabelle 2.1 auf der na¨chsten Seite stellt diese Ebenen
dar und ordnet ihnen Anwender und Anwendungen zu, wobei sich diese Arbeit mit den
hervorgehobenen Ebenen bescha¨ftigt.
27engl.: Graphical User Interface (GUI)
28s. [Gumm u. Sommer 2002, S. 246 ff.]
29geboren 1935, emeritierter Professor fu¨r Kognitionswissenschaften an der University of California,
San Diego und lehrender Professor fu¨r Informatik an der Northwestern University in Chicago
30Application Programming Interface (API)
31z. B. ObjektARX-Programmierschnittstelle fu¨r AutoCAD, s. http://www.objectarx.com und
http://www.autodesk.de/autocad
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API-Ebene Anwender Anwendung
Standardaktionen,






Tabelle 2.1: Ebenen von Programmierschnittstellen
Mit Bezug auf die vorliegende Arbeit werden folgende Probleme mit derzeit verfu¨gbaren
Programmierschnittstellen identifiziert:
• Sie sind sehr komplex in der Anwendung.
• Es existieren keine Standards.
• Der Austausch modellerweiternder Informationen ist problematisch.
Aufgrund der hohen Komplexita¨t ist es nur professionellen Programmierspezialisten
mo¨glich, verfu¨gbare objektorientierte Programmierschnittstellen zu verwenden. Fach-
planer selbst ko¨nnen auf dieser Basis keine einfachen Modellierprogramme zum auto-
matisierten Modellieren umsetzen. Infolge fehlender API-Standards ist eine Portierung
von auf API-Basis erstellten Fachapplikationen bzw. einfachen Modellierprogrammen
von einem Softwaresystem in ein anderes nahezu unmo¨glich. Ferner ko¨nnen Bauwerks-
informationen, die auf der Grundlage von Modellerweiterungen erstellt worden sind,
auch nur bei Verfu¨gbarkeit dieser Erweiterung wiederverwendet werden.
Kommandosprachen: Nach [Claus u. Schwill 2001] stellt eine Kommandosprache32
eine alphanumerische Schnittstelle zwischen Betriebssystem und Benutzer dar. Mit Hil-
fe einer Kommandosprache werden Auftra¨ge an einen Rechner formuliert. Ein Kom-
mandointerpreter (auch: Shell) evaluiert die Benutzereingaben und fu¨hrt entsprechende
Aktionen aus. Ein Kommando setzt sich in der Regel aus einem Aktionswort und einer
Parameterliste zusammen.
Skriptsprachen: Die Konzepte der Kommandosprachen finden sich in Skriptsprachen
wieder, wenngleich diese eine Erweiterung der Kommandosprachen darstellen. Mit Hil-
fe von Skriptsprachen ko¨nnen kleine, u¨berschaubare Programme formuliert werden,
die unter anderem vorhandene Programme oder Prozeduren nacheinander oder koope-
rierend ablaufen lassen. Skriptsprachen werden interpretiert und zeichnen sich durch
folgende Eigenschaften aus:
• Variablen- und Prozedurenkonzept,
32engl.: command language
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• im Allgemeinen nicht typisiert,
• Kontrollstrukturen (Sequenz, Verzweigung und Wiederholung),
• Makrofa¨higkeit durch Kommandosequenzen.
Eine sehr bekannte und ma¨chtige Skriptsprache ist Tcl/ Tk33. Die Aktualita¨t dieser
Skriptsprache zeigt sich am State-of-the-art–FEM34-Framework OpenSees, welches Tcl
verwendet und um Kommandos zur Modellierung, Analyse und Ausgabespezifikation
von FE-Simulationen erweitert (s. [Mazzoni u. a. 2006] und [Gerold u. Koch 2007]). Wei-
terhin beachte man den Erfolg der Skriptsprachen JavaScript und PHP im Internet.
Beispielsweise ist ein Großteil der verfu¨gbaren web-basierten Content-Management-
Systeme35 auf der Basis dieser Skriptsprachen erfolgreich entwickelt worden. Nicht
zuletzt sei die Shell-Skript-Programmierung36 von Betriebssystemen erwa¨hnt. Fu¨r Sys-
temadministratoren haben Shell-Skripte eine große Bedeutung, weil sie damit (a) auf
verfu¨gbare Funktionalita¨t, die durch grafische Benutzerschnittstellen nicht zuga¨nglich
ist, zugreifen und (b) administrative Konfigurationen automatisiert ablaufen lassen
ko¨nnen.
Fachsprachen: Im Zusammenhang mit dieser Arbeit stellt eine Fachsprache eine kom-
mandobasierte Sprache zur Beschreibung von Modellieroperationen innerhalb einer
Fachdoma¨ne dar. In [Dahlenburg 1996] wird eine Fachsprache fu¨r die Fachdoma¨ne
Gestaltmodellierung in fru¨hen Phasen des architektonischen Entwurfs entwickelt und
umgesetzt. Es wird damit nachgewiesen, dass eine Fachsprache vorteilhaft im rechner-
gestu¨tzten Entwurfsprozess eingesetzt werden kann: Die Sprache dient
• als Werkzeug fu¨r die Protokollierung von Objektmodellen (Entwurfsabsicht),
• als Schnittstelle fu¨r Anwendungsprogrammierer zur Schaffung spezifischer CAD-
Systeme (API) und
• als formale Grundlage fu¨r verschiedenste Interaktionstechniken (UI).
Die vorliegende Arbeit greift den Ansatz einer Fachsprache zur sprachbasierten Defini-
tion von Modellieroperation in einer Fachdoma¨ne auf, geht aber u¨ber die Anwendung
in Benutzer- und Programmierschnittstellen hinaus. In dieser Arbeit wird auf der Ba-
sis einer verarbeitungsorientierten Modellbildung eine operative Modellierungssprache
entwickelt und deren Anwendung im Hinblick auf die fachdoma¨neninterne Kooperation
untersucht.
33Tool command language und Toolkit, deutsch: Werkzeugbefehlssprache und Werkzeugkasten, s.
[Ousterhout 1995], [Harrison 1997] und [Flynt 1999]
34Finite Element Method, s. [Cook u. a. 1989]
35CMS, deutsch: Inhaltsverwaltungssystem, i. A. zur Verwaltung von Webseiteninhalten
36z. B. Unix-Shell, Windows PowerShell usw.
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2.3 Kooperationskonzepte
In diesem Abschnitt werden die Anwendung der objektorientierten Bauwerksmodelle
und Fachapplikationen und die darauf basierenden Kooperationskonzepte bei der Ver-
sionierung, beim Austausch, bei der Archivierung, beim Vergleich und bei der Zusam-
menfu¨hrung von Bauwerksinformationen innerhalb einzelner Fachdoma¨nen des Bau-
planungsprozesses beleuchtet.
DFG-Schwerpunktprogramm 1103: Im DFG-Schwerpunktprogramm 1103
”
Ver-
netzt-kooperative Planungsprozesse im Konstruktiven Ingenieurbau“ wurden verteilte
Produktmodelle, netzwerkgerechte Prozessmodelle, verteilte Simulationen und Agen-
tensysteme im Hinblick auf die arbeitsteilige Projektbearbeitung im Informations- und
Kommunikationsverbund des Konstruktiven Ingenieurbaus erforscht. Die Ergebnisse
und Erkenntnisse werden in [Ru¨ppel 2007b] zusammengefasst. Der Themenbereich Ver-
teilte Produktmodelle ist von großer Bedeutung fu¨r diese Arbeit, da sich dieser der Un-
tersuchung der verteilten Bearbeitung einer objektorientierten Bauwerksinstanz und
deren Konsistenzerhaltung als zentralen Forschungsgegenstand widmet (s. [Firmenich
u. Rank 2007]).
2.3.1 Versionierung von Bauwerksinformationen
Ausgehend von der Forderung nach langen Transaktionen37 ist die Versionierung als
Basis einer verteilten Bearbeitung des gemeinsamen Planungsmaterials allgemein an-
erkannt. In [Katz 1990], [Firmenich 2002], [Beer 2006], [Beucke 2006] und [Weise 2006]
wird gezeigt, wie versionierte Modelle die Konsistenz und die Nachvollziehbarkeit der
verteilten Bauwerksinformationen im Ingenieurwesen gewa¨hrleisten. Grundsa¨tzlich wer-
den zwei Versionierungsansa¨tze unterschieden: der versionsorientierte und der a¨nde-
rungsorientierte Ansatz.
Versionsorientierter Ansatz
Versionssta¨nde: Beim versionsorientierten Ansatz werden die einzelnen Versionssta¨n-
de als Zusta¨nde der Modellinstanz – als Modellinstanzversionen – explizit gespeichert.
Im Hinblick auf die Granularita¨t des Versionierungsgegenstandes wird zwischen Doku-
mentversionierung und Objektversionierung unterschieden.
Dokumentversionierung: Die von Fachapplikationen verarbeiteten Objektmodelle
werden traditionell in nativen Dokumenten bzw. Dateien gespeichert. Zur Verwal-
tung von Dokumenten im Bauplanungsprozess werden Dokumentenmanagementsys-
teme (DMS) eingesetzt. Die Einordnung und die Anwendungsbereiche von DMS sind
in [Klingelho¨ller 2001] und [Gulbins u. a. 1999] beschrieben und ko¨nnen wie folgt zu-
sammengefasst werden. DMS dienen der Unterstu¨tzung des gesamten Dokumentlebens-
zyklus
• bei der Erstellung, Verteilung und Verwaltung,
37vgl. Abschnitt 2.1.3 auf Seite 12
2.3 Kooperationskonzepte 23
• bei der Erfassung, Indizierung und Archivierung,
• bei der Verwaltung von Zugriffsberechtigungen und
• bei der Versionierung.
DMS sind in Bezug auf deren Anwendung im verteilten Bauplanungsprozess mit Ein-
schra¨nkungen verbunden, die eine nur eingeschra¨nkte Kooperationsunterstu¨tzung er-
mo¨glichen. Einerseits bilden DMS lediglich lineare Dokumenthistorien, das heißt aus-
schließlich Revisionen, aber keine im Bauplanungsprozess auftretenden Varianten ab.
Andererseits ist festzuhalten, dass DMS den Versionenvergleich und die Zusammenfu¨h-
rung von Versionen nicht unterstu¨tzen ko¨nnen, da ihnen die Struktur und der Inhalt
der versionierten, nativen Dokumente nicht bekannt sind (s. [Beer 2006] und [Firmenich
u. a. 2005]).
Objektversionierung: Im Unterschied zur Dokumentversionierung wird in der Ob-
jektversionierung das Objekt als Einheit der Versionierung betrachtet. In [Firmenich
2002] wird ein Versionierungsmodell auf Basis einer strukturierten Objektversionsmen-
ge mit Bindungen sowie Operationen zur konsistenten verteilten Bearbeitung im Bau-
planungsprozess vorgestellt. Auf dieser Grundlage hat [Beer 2006] die Anwendung die-
ses Ansatzes im Hinblick auf verteilte Modelle und Applikationen untersucht, wobei –
wie auch in dieser Arbeit – großer Wert auf die Wiederverwendbarkeit verfu¨gbarer Bau-
werksmodelle und Fachapplikationen gelegt wird. In [Nour u. a. 2006] und [Weise 2006]
wird gezeigt, wie die Objektversionierung im Rahmen von IFC-Bauwerksinstanzen ein-
gesetzt werden kann.
In [Weise 2006] wird auf Basis der Objektversionierung ein Ansatz zur Abbildung von
A¨nderungen in der modellbasierten Objektplanung vorgestellt. A¨nderungen dienen da-
bei der Dokumentation, der Bewertbarkeit und der Korrigierbarkeit von Planungs-
schritten. Im Unterschied zur vorliegenden Arbeit werden (a) die A¨nderungssemantik
im Objektkontext38 und nicht imModellkontext definiert und (b) die Objekta¨nderungen
zwischen Versionssta¨nden im Nachhinein auf Basis heuristischer Verfahren berechnet.
Gegenstand der vorliegenden Arbeit ist die Definition von Modellieroperationen, die di-
rekt der Beschreibung von semantischen A¨nderungen zwischen Versionssta¨nden dienen
und ohnehin von Fachplanern als Befehle instanziiert werden.
A¨nderungsorientierter Ansatz
A¨nderungen: Im Unterschied zum versionsorientierten Ansatz werden im a¨nderungs-
orientierten Modell nicht die einzelnen Versionsta¨nde, sondern die A¨nderungen zwi-
schen diesen gespeichert. Die Versionssta¨nde werden dann durch die Ausfu¨hrung bzw.
die Anwendung der A¨nderungen erzeugt.
Softwareentwicklung: Im Prozess der Softwareentwicklung werden zur effizienten
Speicherung und Verwaltung von Quellcodeversionen in Versionskontrollsystemen39
38Erzeugen, Vera¨ndern, Lo¨schen, Teilen, Zusammenlegen und Evolution unabha¨ngiger Modellobjekte
39engl.: Version Control System (VCS)
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unter anderem a¨nderungsorientierte Ansa¨tze verfolgt40. Im Unterschied zum Baupla-
nungsprozess werden bei der Softwareentwicklung aber fast ausschließlich Textdoku-
mentversionen verwaltet, deren A¨nderungen sich aufgrund der bekannten A¨nderungs-
semantik mit verfu¨gbaren Algorithmen41 ermitteln lassen (s. [Ramunno 2005] und [Fir-
menich u. a. 2005]).
Bauplanungsprozess: A¨nderungsorientierte Ansa¨tze zur Versionsmodellierung im Bau-
planungsprozess sind neben [Weise 2006] nicht bekannt. Die Abgrenzung zur vorliegen-
den Arbeit ist bereits oben dargelegt, wird aber in den folgenden Abschnitten noch
weiter konkretisiert.
Kombinierter Versionierungsansatz
Vereinheitlichter Versionierungsansatz: In [Zeller 1997] wird nachgewiesen, dass
der versionsorientierte und der a¨nderungsorientierte Ansatz im Ergebnis a¨quivalent
sind. Um die Vorteile beider Ansa¨tze kombinieren zu ko¨nnen, wird weiterhin ein ver-
einheitlichtes Versionierungsmodell fu¨r das Software-Configuration-Management42 vor-
geschlagen. In [Firmenich 2002] wird bereits gezeigt, wie der versionsorientierte Ansatz
aus der Softwareentwicklung auf den verteilten Bauplanungsprozess u¨bertragen wer-
den kann. Darauf aufbauend wird im Rahmen der vorliegenden Arbeit der a¨nderungs-
orientierte Ansatz untersucht, ein kombinierter verarbeitungsorientierter Modellierungs-
ansatz vorgestellt und dessen Anwendung bei der Versionierung von Bauwerksinforma-
tionen gezeigt.
2.3.2 Austausch von Bauwerksinformationen
Standardisierung:Der Informationsaustausch beschreibt den Vorgang des Austauschs
der versionierten Bauwerksinstanzen zwischen verschiedenen Fachapplikationen. Die
grundlegende Idee des Austauschs basiert auf einem zu definierenden bzw. zu vereinba-
renden Modellstandard fu¨r die Beschreibung der auszutauschenden Bauwerksinforma-
tionen. Dieser Standard wird unabha¨ngig von der Art des Workflows43 beim Austausch
festgelegt. Im Rahmen dieser Arbeit wird zwischen der Standardisierung ausgewerteter,
nicht-ausgewerteter und hybrider Modelle unterschieden.
ISO-STEP-Standard: Von großer Bedeutung fu¨r den Austausch von Bauwerksinfor-
mationen als Produktdaten ist der ISO-STEP44-Standard (
”
Standard for the Exchange
of Product Data“). Unter anderem werden in diesem Standard die Sprache EXPRESS
(ISO 10303-11) als Formalismus zur Modelldefinition und die alphanumerische Re-
pra¨sentation der auszutauschenden Modellinstanzen (ISO 10303-21) festgelegt.
40vgl. [Zeller 1997]
41z. B. longest common subsequence problem, s. [Hunt u. McIlroy 1976]
42SCM
43dokumentenbasiert oder modellserverbasiert
44Bezeichnung fu¨r ISO 10303
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Ausgewertete Modelle
Standardisierte Bauwerksinformationsmodelle: Ein Bauwerksmodell, welches
sa¨mtliche, den Lebenszyklus eines Bauwerks betreffenden Informationen integrierend
in einem Modell abbildet, heißt Bauwerksinformationsmodell45 (BIM) oder auch Pro-
duktdatenmodell. Dem Stand der Forschung entsprechend sind die Industry Foundation
Classes46 (IFC) als bekanntestes standardisiertes BIM zu nennen. Die IFC stellen einen
Versuch der IAI47 dar, ein sehr komplexes, integriertes Bauwerksinformationsmodell
mit semantischen Objekten wie Wa¨nden, Stu¨tzen, Decken, Tu¨ren, Fenstern, Da¨chern,
Treppen, Gela¨nder usw. zu entwickeln. Es zielt auf die Integration aller Planungs-
doma¨nen (Architekturplanung, Tragwerksplanung, TGA-Planung (HVAC), Bauablauf-
planung usw.) in ein Modell ab. Der Austausch von IFC-Bauwerksinstanzen zwischen
den Planungsbeteiligten basiert (a) traditionell auf Dokumenten im STEP-Format oder
(b) auf einen sogenannten IFC-Modellserver (s. [Kiviniemi u. a. 2005]), welcher auch den
Zugriff auf Teilmodelle erlaubt. Gegenstand der vorliegenden Arbeit ist nicht der Aus-
tausch von ausgewerteten Bauwerksinformationen zwischen verschiedenen Planungs-
oder Fachdoma¨nen, sondern der Austausch nicht-ausgewerteter Bauwerksinstanzen in-
nerhalb einer Fachdoma¨ne.
Standardisierte Fachdoma¨nenmodelle: Zur Komplexita¨tsreduktion in BIMs wer-
den Partialmodelle fu¨r die jeweiligen Fachdoma¨nen (hier: Fachdoma¨nenmodelle) ein-
gefu¨hrt. Diese werden in [Willenbacher 2002, S. 53] wie folgt definiert:
”
Ein Partialmodell spezifiziert ein phasen- bzw. disziplinspezifisches objekt-
orientiertes konzeptuelles Schema, demnach eine abgeschlossene Menge von
Objektbeschreibungen und deren Relationen untereinander als Teilmenge
des Bauwerksmodells. Die Objektmengen der Partialmodelle sind nicht not-
wendigerweise disjunkt bzw. redundanzfrei.“
In den IFC sind diese Partialmodelle im sogenannten Domain Layer als Architec-
ture Domain, Structural Analysis Domain, HVAC Domain, Construction Management
Domain und Facilities Management Domain vorgesehen, mit der Version IFC2x Edi-
tion 2 allerdings noch nicht vollsta¨ndig verfu¨gbar48. Als weitere Beispiele fu¨r Fach-
doma¨nenmodelle werden nachfolgende Standards aufgefu¨hrt:
• Stahlbau: CIMsteel49 als integrierte Modellspezifikation fu¨r Stahlbaukonstruktio-
nen; entspricht dem ISO-STEP Part 230
”
Application protocol: Building struc-
tural frame: Steelwork“ und ist Teilmenge von ISO-STEP Part 214
”
Application
protocol: Core data for automotive mechanical design processes“(CIMsteel Inte-
gration Standard CIS/2, s. [Crowley u. Watson 2000])
45engl. Building Information Model (BIM)
46s. [Adachi u. a. 2003], [Eastman 1999, S. 279 ff.] und [Kiviniemi u. a. 2008]
47International Alliance for Interoperability, s. http://www.iai-international.org/
48s. [Adachi u. a. 2003]
49Computer Integrated Manufacturing for Constructional Steelwork
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• 3D-Zeichnungsmodell: DXF50 als Quasi-Standard von AutoDesk fu¨r ein geome-
trieorientiertes 3D-Konstruktionsmodell (s. [Rudolph u. a. 1993] und [AutoDesk
2008])
• 2D-Zeichnungsmodell: STEP-CDS51: Dem Standard ISO-STEP Part 202
”
Ap-
plication protocol: Associative draughting“ entsprechendes Modell fu¨r 2D-Kon-
struktionszeichnungen (s. [Haas 1998])
Informationsaustausch: Der Informationsaustausch auf der Basis standardisierter
ausgewerteter Modelle ist im Bild 2.5 dargestellt. Wa¨hrend das Bild 2.5a den Aus-
tausch von Bauwerksinformationen zwischen verschiedenen Fachdoma¨nen mittels IFC
darstellt, wird im Bild 2.5b der Austausch innerhalb einer Fachdoma¨ne am Beispiel
von DXF veranschaulicht.
 Fachapplikation Objektplanung
Eingabe Befehl Modell O
IFC
 Fachapplikation Tragwerksplanung




 Fachapplikation 3D-Konstruktion X
Eingabe Befehl Modell X
DXF
 Fachapplikation 3D-Konstruktion Y




Bild 2.5: Informationsaustausch auf Basis standardisierter ausgewerteter Modelle
Informationsverluste: Als grundlegendes Problem beim Austausch von Bauwerksin-
stanzen auf der Basis ausgewerteter Modelle wird der Informationsverlust bei der Da-
tentransformation sowohl zwischen nativen Modellen (BX , BY , BZ) direkt als auch zwi-
schen nativen Modellen und Standardmodellen (S) identifiziert (vgl. [Beucke 2002] und
[Firmenich 2004]). Aufgrund der unterschiedlichen Informationsmengen und -struktu-
ren werden bei der Transformation (trf) die Informationen des einen Modells nur un-
vollsta¨ndig im anderen Modell abgebildet. Das Bild 2.6 veranschaulicht diesen Sachver-
halt. Eine verlustfreie Informationsu¨bertragung ist hier nur innerhalb der Schnittmenge
S ∩BX ∩BY ∩BZ mo¨glich.
50Drawing Exchange Format





Bild 2.6: Informationsmengen von Modellen nach [Beucke 2002]
Das Bild 2.7 verdeutlicht, dass der so entstehende Informationsverlust im verteilten
Planungsprozess sogar kumuliert. Die Informationsverluste werden als Differenzen von
Informationsmengen beschrieben.
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Bild 2.7: Kumulierender Informationsverlust nach [Firmenich 2004]
In der Fachapplikation X wird die Modellinstanz B in der Version BaX erzeugt und
auf Basis eines Standardmodells S in die Version Sa transformiert. Der dabei auftre-
tende Informationsverlust wird mit BaX \ Sa beschrieben. Zur Weiterverarbeitung mit
der Fachapplikation Y wird die Version Sa zuna¨chst in die native Modellinstanzversion
BaY u¨berfu¨hrt, was wiederum mit dem Informationsverlust Sa \BaY einhergeht. Nach
der Weiterverarbeitung der Modellinstanz zur Version BbY wird diese mit dem Infor-
mationsverlust BbY \Sb ins Standardformat Sb transformiert. Die bis dahin verlorenge-
gangenen Informationen ko¨nnen nicht kompensiert werden, summieren sich demnach
auf. Zu Beginn der Verarbeitung der Modellinstanzversion BbZ mit der Fachapplikation
Z werden die kumulierenden Informationsverluste mit (BaX \Sa)∪ (Sa \ZaY )∪ (BbY \
Sb) ∪ (Sb \BbZ) beschrieben.
Beschreibt man die Informationsverluste ∇, unabha¨ngig von einem bestimmten na-
tiven Modell, auf Basis zustandsorientierter Informationsmengen im Standardformat
S, dann ergibt sich der im Bild 2.8 auf der na¨chsten Seite dargestellte kumulierende
Informationsverlust ∇a,c = ∇a,b ∪ ∇b,c beim sequentiellen Austausch von Bauwerks-
zusta¨nden.







∇a,c =∇a,b ∪ ∇b,c
Bild 2.8: Informationsverluste in Bezug auf zustandsorientierte Informationsmengen im
Standardformat S
Im Gegensatz zum standardisierten Austausch von ausgewerteten Bauwerkszusta¨nden
verwendet der vorgeschlagene verarbeitungsorientierte Modellierungsansatz nicht-aus-
gewertete, a¨nderungsorientierte Informationen beim Datenaustausch. Diese Art des In-
formationsaustauschs ist durch nicht-kumulierende Informationsverluste gekennzeich-
net.
Entwurfsabsichten: Ein weiteres Problem betrifft die U¨bertragbarkeit von Entwurfs-
absichten52. Ausgewertete Modelle beschreiben lediglich den Zustand der Modellin-
stanz, nicht aber wie dieser im Entwurfsprozess entstanden ist. Aus diesem Grund
ko¨nnen auf der Basis standardisierter ausgewerteter Modelle keine Entwurfsabsichten
zwischen den Fachplanern u¨bertragen werden. Im Rahmen der vorliegenden Arbeit
werden die Entwurfsintentionen als A¨nderungen im verarbeitungsorientierten Modell
beru¨cksichtigt, beim Austausch von Bauwerksinformationen u¨bertragen und vorteilhaft
fu¨r die Archivierung, den Vergleich und die Zusammenfu¨hrung eingesetzt.
Nicht-ausgewertete Modelle
Standardisiertes historienbasiertes parametrisches Modell: In [Mun u. a. 2003]
und [Choi u. a. 2002] wird der Informationsaustausch auf Basis von standardisierten
Modellierkommandos als makro-parametrischer Ansatz vorgeschlagen. Ausgehend von
der verfu¨gbaren Makrofa¨higkeit53 von CAD-Systemen werden native CAD-Makrodatei-
en in Standardmakros und umgekehrt u¨bersetzt und so nicht-ausgewertete Bauwerks-
instanzen ausgetauscht (s. Bild 2.9). Als Vorteil dieses Ansatzes wird die u¨bertragbare
Entwurfshistorie herausgestellt. Die Anwendbarkeit wird am Beispiel der CAD-Systeme
CATIA54 und SolidWorks55 nachgewiesen. Die Arbeiten von [Mun u. a. 2003] und [Choi
u. a. 2002] fließen zum Teil in den im folgenden Abschnitt beschriebenen ISO-STEP-
Standard ein.
Abgrenzung: Der in dieser Arbeit verfolgte Ansatz greift die Idee des Austauschs
standardisierter Befehle als nicht-ausgewertete Informationen auf und verallgemeinert
diesen in dem neuen verarbeitungsorientierten Modell. Dieses vorgeschlagene Modell
findet nicht nur beim Austausch, sondern auch bei der Versionierung, der Archivierung,
beim Vergleich und bei der Zusammenfu¨hrung von Bauwerksinstanzen Anwendung.
52engl.: design intents
53Funktionalita¨t zum Aufzeichnen und Abspielen nativer Befehlen in Textform
54CAD/CAM/CAE-Softwaresuite von Dassault Syste`mes, s. http://www.3ds.com/products/
catia/catia-discovery/




 Fachapplikation CAD X
Ein-/Ausgabe Befehl X Modell X
1*
 Fachapplikation CAD Y
Ein-/Ausgabe Befehl Y Modell Y
1*
Bild 2.9: Informationsaustausch auf Basis standardisierter Makrodateien
Hybride Modelle
ISO-STEP-Standard: In [Pratt 2003], [Pratt u. a. 2005] und [Pratt u. Kim 2006]
wird vorgeschlagen, sowohl die Entwurfshistorie als prozeduralen Konstruktionsvor-
gang als auch das Entwurfsergebnis als explizite Repra¨sentation in einem hybriden
oder sogenannten dualen Modell zu beschreiben und fu¨r den Informationsaustausch zu
verwenden. Diese Arbeiten sind in den ISO-STEP-Standard, speziell in dessen Teile
[ISO 10303-55 2002], [ISO 10303-111 2003] und [ISO 10303-112 2004] eingeflossen. Das
Bild 2.10 zeigt die schematische Darstellung des Informationsaustauschs auf der Basis
standardisierter hybrider Modelle.
STEP
 Fachapplikation 2D-Konstruktion X
Ein-/Ausgabe Befehl X Modell X
1*
 Fachapplikation 2D-Konstruktion Y
Ein-/Ausgabe Befehl Y Modell Y
1*
Bild 2.10: Informationsaustausch auf Basis standardisierter hybrider Modelle
Beispiel 2.1: Hybride Modellinstanz nach ISO 10303-112
Der im Bild 2.11 auf der na¨chsten Seite veranschaulichte Vorgang einer 2D-Konstruktion
am Beispiel einer abgerundeten Ecke wird im anschließenden Listing 2.1 als hybride
Modellinstanz im STEP-Format nach [ISO 10303-112 2004] dargestellt. In Zeile 2 ist
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Bild 2.11: Beispiel fu¨r hybride Modellinstanz aus [ISO 10303-112 2004, S. 63 ff.]
1 ...
#10= PROCEDURAL_SHAPE_REPRESENTATION_SEQUENCE(’Example ’,
3 (#33 ,#34 ,#13 ,#14 ,#12 ,...),$,’sketch1 ’);
...
5 #12= SKETCH_CREATE_FILLET(’Fillet1 ’ ,#17,#18,2.,.T.);
#13= SELECTED_ITEMS_IN_PROCEDURAL_SHAPE_REP(’’ ,(#17));
7 #14= SELECTED_ITEMS_IN_PROCEDURAL_SHAPE_REP(’’ ,(#18));
...
9 #17= TRIMMED_CURVE(’’ ,#21 ,(#37) ,(#38) ,.T.,.CARTESIAN .);
#18= TRIMMED_CURVE(’’ ,#22 ,(#39) ,(#40) ,.T.,.CARTESIAN .);
11 #21= LINE(’’ ,#37 ,#25);
#22= LINE(’’ ,#39 ,#26);
13 ...
...




19 #30= DIRECTION(’’ ,(0.,-1.,0.));
...
21 #33= SKETCH_CREATE_LINE_2POINTS(’line1 ’ ,#37 ,#38);
#34= SKETCH_CREATE_LINE_2POINTS(’line2 ’ ,#39 ,#40);
23 ...
#37= CARTESIAN_POINT(’point1 ’ ,(0. ,10. ,0.));
25 #38= CARTESIAN_POINT(’point2 ’ ,(10. ,10. ,0.));
#39= CARTESIAN_POINT(’point3 ’ ,(10. ,10. ,0.));
27 #40= CARTESIAN_POINT(’point4 ’ ,(10. ,3. ,0.));
...
Listing 2.1: Hybride Modellinstanz nach ISO 10303-112
Abgrenzung: Wie auch der historienbasierte parametrische Ansatz wird der hybride
Modellierungsansatz nach [ISO 10303-112 2004] nur im Hinblick auf die Anwendbar-
keit beim Informationsaustausch untersucht. Daru¨ber hinaus beschra¨nken sich diese
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Ansa¨tze lediglich auf geometrische und topologische Bauwerksinformationen. Gegen-
stand der vorliegenden Arbeit ist ein allgemeingu¨ltiger hybrider Modellierungsansatz,
der (a) in allen Fachdoma¨nen der Bauwerksplanung eingesetzt werden kann und der (b)
neben der Anwendung beim Austausch auch die Versionierung, die Archivierung, den
Vergleich und die Zusammenfu¨hrung von Bauwerksinformationen in der kooperativen
Planung unterstu¨tzt.
2.3.3 Archivierung von Bauwerksinformationen
Bei der Bauwerksplanung mu¨ssen Planungsinformationen aus rechtlichen Gru¨nden u¨ber
lange Zeitra¨ume archiviert werden. Wa¨hrend in den Zeiten manueller Planerstellung
die Aufbewahrung von Papierpla¨nen in Planschra¨nken im Vordergrund stand, besteht
heute die Aufgabe, digitales Planungsmaterial lesbar und interpretierbar im Sinne einer
Langzeitarchivierung vorzuhalten. Dem Stand der Technik entsprechend werden Doku-
mentenmanagementsysteme56 mit angeschlossenen Langzeitarchivierungssystemen ein-
gesetzt. Im Folgenden wird die Archivierung von Bauwerksinformationen im Hinblick
auf die Art und die Modellstruktur der zu archivierenden Informationen betrachtet.
Multimediaformat PDF: Wie in [Butke 2006] beschrieben, gewinnt das PDF/A57-
Format als Dokumentenformat fu¨r die Langzeitarchivierung im Bauwesen immer mehr
an Bedeutung. Auf der Basis von Texten, Bildern und Grafiken wird der Planungsstand
in Form eines multimedialen, fachapplikationsunabha¨ngigen Dokuments beschrieben
und anschließend archiviert. Die direkte Weiterverarbeitung von PDF-Dokumenten in
einer Fachapplikation ist im Allgemeinen nicht mo¨glich. Im Rahmen dieser Arbeit steht
die Archivierung von in Fachapplikationen verarbeitbaren Bauwerksinformationen im
Vordergrund.
Ausgewertete Modelle
Standardisierte und native Modelle: Von Fachapplikationen werden standardisier-
te oder native Objektmodelle alphanumerisch oder bina¨r in Dokumenten gespeichert
und als Dokumentversionen in Dokumentenmanagementsystemen archiviert. Aufgrund
neuer Anforderungen an die Modelle a¨ndern diese oft ihre Struktur58. Dieser Umstand
wirkt sich nachteilig auf die Interpretierbarkeit langzeitarchivierter Daten aus. Aktuelle
Fachapplikationen ko¨nnen
”
alte“ Modellinstanzen unter Umsta¨nden u¨berhaupt nicht
mehr oder nur mit großem Konvertierungsaufwand interpretieren. Dass die Interpre-
tierbarkeit jedoch von gro¨ßter Bedeutung bei der digitalen Langzeitarchivierung ist,
wird am Beispiel der urspru¨nglichen Intention des DXF-Standards in [Rudolph u. a.
1993, S. 38 ff.] deutlich:
56s. [Klingelho¨ller 2001] und [Gulbins u. a. 1999]
57Portable Dokument Format/ Archive, plattformu¨bergreifendes Dateiformat fu¨r Dokumente von der
Firma Adobe Systems, s. http://www.adobe.com/devnet/pdf/pdf_reference.html, standardi-
siert in ISO 19005-1 (2005)
58auch als Schemaevolution bezeichnet
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”
Selbst wenn es in 20 Jahren kein Programm mehr gibt, das DXF-Dateien
versteht, so ist dieses Format doch so einfach und dokumentiert, dass die
Inhalte nachvollziehbar sind.59“
Nicht-ausgewertete und hybride Modelle
ISO-STEP-Standard: In [Pratt 2007] wird darauf hingewiesen, dass der Standard
ISO-STEP empfiehlt, sowohl die Konstruktionshistorie als auch explizite Repra¨sentation
einer Modellinstanz zu archivieren. Der Vorschlag, sowohl nicht-ausgewertete als auch
ausgewertete Informationen zur Langzeitarchivierung zu speichern, wird auch in dieser
Arbeit aufgegriffen.
Sprachbasierter Standard: Im vorgeschlagenen Modellierungsansatz erfolgt die Ar-
chivierung von Bauwerksinformationen zum Teil auf der Basis sprachbasiert definier-
ter Modellieroperationen. In dieser Arbeit wird gezeigt, wie die eingefu¨hrte operative
Modellierungssprache vorteilhaft zur Langzeitarchivierung von Bauwerksinformationen
eingesetzt werden kann.
2.3.4 Vergleich von Planungssta¨nden
Die im kooperativen Bauplanungsprozess entstehenden unterschiedlichen Versionen
des Planungsmaterials werden miteinander verglichen, um (a) bei Planungsrevisionen
A¨nderungen zu ermitteln, (b) im Falle von Planungsvarianten alternative Entwu¨rfe ge-
genu¨berzustellen und (c) mo¨gliche Planungskonflikte zu erkennen und zu visualisieren.
Im Folgenden wird der Vergleich von Planungsversionen auf der Basis von ausgewerte-
ten, nicht-ausgewerteten und hybriden Bauwerksmodellen untersucht.
Ausgewertete Modelle
Dokumentversionen: Der Vergleich von Dokumentversionen im Bauplanungspro-
zess ist neben herko¨mmlicher Standardsoftware (Textverarbeitung, Tabellenkalkula-
tion usw.) ausschließlich aus dem Bereich von CAD-Konstruktionssoftware bekannt.
In [Richter u. Beucke 2006] und [Ramunno 2005] werden die verfu¨gbaren Werkzeuge
PlanDiffViewer von WeltWeitBau60 sowie compareDWG von Furix61 im Hinblick auf
deren Praxisrelevanz untersucht. Der PlanDiffViewer fu¨hrt den Zeichnungsvergleich
auf applikationsunabha¨ngiger HP-GL62-Grafikebene durch, was bedeutet, dass die na-
tiven, urspru¨nglichen Objektinformationen63 beim Vergleich unberu¨cksichtigt bleiben.
Das Werkzeug compareDWG basiert hingegen auf dem direkten Vergleich von Modell-
objekten der DWG-Datenbasis64, ist aber fest an das DWG-Datenformat gebunden.
59Das DXF-Format in der aktuellen Version [AutoDesk 2008] ist zwar gut dokumentiert, aber dennoch
sehr komplex und ohne Weiteres nicht einfach nachvollziehbar
60WeltWeitBau Ingenieurgesellschaft fu¨r angewandte Bauinformatik mbH, http://www.wwbau.de/
61Furix AutoCAD Tools, http://www.furix.com/
62Hewlett Packard Graphic Language, Grafikformat fu¨r Drucker bzw. Plotter
63z. B. Layer
64s. Abschnitt 2.2.2 auf Seite 15
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Die Untersuchungen in [Richter u. Beucke 2006] und [Ramunno 2005] kommen zu dem
Schluss, dass die verfu¨gbaren Werkzeuge zum Vergleich von CAD-Dokumentversionen
nur eingeschra¨nkt einsetzbar sind. Die Ursachen werden hauptsa¨chlich auf das Fehlen
persistenter Objektidentifikatoren zuru¨ckgefu¨hrt.
Objektversionen: Um die Probleme beim Vergleich von Dokumentversionen zu behe-
ben, wird in [Richter u. Beucke 2006], [Weise 2006] und [Scha¨fer 2006] der Vergleich auf
der Basis von Objektversionen vorgeschlagen. Dieser setzt prinzipiell die Verfu¨gbarkeit
persistenter Objektidentifikatoren voraus, wenngleich auch in [Weise 2006] ein heu-
ristisches Verfahren zur Objektidentifikation vorgestellt und fu¨r den Vergleich heran-
gezogen wird. Im Unterschied zur Dokumentversionierung werden bei der Objektver-
sionierung hinzugefu¨gte, modifizierte und gelo¨schte Objekte gekennzeichnet, was den
Aufwand beim Versionenvergleich erheblich reduziert. Dennoch ist dieser Ansatz mit
folgenden Problemen verbunden. Die unterschiedlichen Zusta¨nde eines Objekts werden
in den Attributwerten der entsprechenden Objektversionen gespeichert. Als Ergebnis
des Vergleichs werden dem Fachplaner Unterschiede auf Basis von Objektattributen
pra¨sentiert, obwohl dem Planer weder die Attributbedeutung noch die Semantik der
Unterschiede bzw. der native Modellkontext bekannt sind. Beispielsweise fu¨hrt eine
kleine A¨nderung am Planungsgegenstand zu A¨nderungen mehrerer Attributwerte in
verschiedenen Objekten. Der Vergleich auf der Basis von Objektversionen ergibt hier
mehrere einzelne Unterschiede, die kontextfrei und unabha¨ngig voneinander betrachtet,
keine verwertbare Aussagekraft besitzen. Im Rahmen dieser Arbeit wird gezeigt, wie
auf der Basis des vorgeschlagenen verarbeitungsorientierten Modellierungsansatzes die-
se fehlende A¨nderungssemantik abgebildet und vorteilhaft fu¨r den Versionenvergleich
und die Unterschiedpra¨sentation herangezogen werden kann.
Nicht-ausgewertete und hybride Modelle
Bauplanungsprozess: Der Vergleich von Planungssta¨nden auf der Grundlage nicht-
ausgewerteter oder hybrider Modelle im Bauwesen ist derzeit nicht bekannt und wird
in der vorliegenden Arbeit als neuartiger Ansatz untersucht.
2.3.5 Zusammenfu¨hrung von Planungssta¨nden
Das im kooperativen Planungsprozess verarbeitete versionierte Planungsmaterial bein-
haltet neben Revisionen auch Planungsvarianten und -konflikte. Ziel der Zusammen-
fu¨hrung sind das Verschmelzen von Planungsvarianten und das notwendige Auflo¨sen
von Planungskonflikten, indem nach einem Vergleich in der Regel zwei Versionen zu
einer neuen, gu¨ltigen Version zusammengefu¨hrt werden. Im Folgenden wird das Zu-
sammenfu¨hren von versionierten Bauwerksinformationen auf Grundlage ausgewerteter,
nicht-ausgewerteter und hybrider Bauwerksmodelle vorgestellt.
Ausgewertete Modelle
Dokumentversionen: Wie in [Richter u. Beucke 2006] und [Ramunno 2005] darge-
legt, existieren neben in Standardsoftware implementierter Funktionalita¨t derzeit keine
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Werkzeuge zur Unterstu¨tzung der Zusammenfu¨hrung von Dokumentversionen im Bau-
planungsprozess. Wie oben beschrieben, widmen sich verfu¨gbare Werkzeuge lediglich
dem Dokumentenvergleich. Erste Ansa¨tze zur Zusammenfu¨hrung sind dahingehend zu
erkennen, dass beispielsweise ermittelte Unterschiede als separate Dokumente gespei-
chert und so eventuell fu¨r eine Zusammenfu¨hrung genutzt werden ko¨nnen.
Objektversionen: In [Beer 2006], [Richter u. Beucke 2006] und [Scha¨fer 2006] wird
neben dem Vergleich auch die Zusammenfu¨hrung von Bauwerksinformationen auf der
Basis von Objektversionen vorgeschlagen. Analog zum Vergleich erfolgt die Zusam-
menfu¨hrung von Planungssta¨nden durch das Betrachten der die Zusta¨nde beschrei-
benden Objektattribute. Im Falle der Zusammenfu¨hrung ist nicht nur der lesende,
sondern der weitaus problematischere schreibende Zugriff auf die Objektattribute not-
wendig. Sind, wie in vielen nativen Objektmodellen, keine geeigneten Zugriffsmethoden
dafu¨r vorgesehen, dann steht dieser Ansatz im Widerspruch mit dem objektorientier-
ten Prinzip der Datenkapselung65 und die Datenkonsistenz ist nicht nur auf Model-
linstanzebene, sondern sogar auf Objektebene gefa¨hrdet. Die Zusammenfu¨hrung auf
der Basis von einzelnen Objektattributen ist fu¨r den Fachplaner aufgrund der fehlen-
den Attribut- und Unterschiedsemantik ohne Weiteres nicht mo¨glich. Zusa¨tzlich stellt
die in Objektzusta¨nden nicht abbildbare, jedoch fu¨r die Zusammenfu¨hrung notwendige
A¨nderungssemantik einen Mangel dar, weil Entwurfsintentionen nicht beru¨cksichtigt
werden ko¨nnen.
Nicht-ausgewertete und hybride Modelle
Objekta¨nderungen: Das derzeit einzige bekannte Zusammenfu¨hrungsverfahren von
versionierten Bauwerksinformationen auf Basis von A¨nderungen ist in [Weise 2006] be-
schrieben. Die auf Grundlage von Planungsversionen berechneten Objekta¨nderungen
werden im Zusammenfu¨hrungsprozess wiederverwendet, indem diese in Kombinati-
on angewendet oder bei Konflikten einzeln u¨bernommen oder verworfen werden. Im
Unterschied zur vorliegenden Arbeit wird die A¨nderungssemantik im Objektkontext
definiert. Der fehlende Modellkontext beim Zusammenfu¨hren kann auch hier zu in-
konsistenten Modellzusta¨nden fu¨hren. Daru¨ber hinaus werden Objekta¨nderungen zur
Abbildung von fachlichen Entwurfsintentionen als unzureichend erachtet. In der vor-
liegenden Arbeit werden Modellieroperationen auf Modellebene definiert, um diese zur
Wiederverwendung von Entwurfsabsichten und zur Konsistenzsicherung wa¨hrend der
Zusammenfu¨hrung heranzuziehen.
65s. Abschnitt 2.2.1 auf Seite 14
3 Modellbildung
”
Der menschliche Geist ist unfa¨hig, anders als in Modellen zu denken.“
Christian Wissel, aus [Wissel 1989]
Dieses Kapitel stellt den verarbeitungsorientierte Modellierungsansatz vor. Aufbauend
auf den Ansa¨tzen der Objekt-, der Versions- und der A¨nderungsorientierung wird der
vorgeschlagene Modellierungsansatz als ganzheitliche Betrachtung entwickelt und an
einem begleitenden Beispiel erla¨utert. Mit der Absicht, das verarbeitungsorientierte
Modell dauerhaft und formal zu beschreiben, wird eine mathematische Formulierung
auf Basis der Mengenlehre und der Relationenalgebra vorgestellt. Auf Grundlage des
entwickelten Modells wird die Bedeutung von Modellieroperationen im Kontext der
Bauwerksmodellierung herausgestellt.
3.1 Modellierungsansatz
Gegenstand des vorgeschlagenen verarbeitungsorientierten Modellierungsansatzes ist
nicht die Beschreibung eines Objektmodells einer Fachapplikation als Ergebnis der
Planung (objektorientierter Ansatz ), sondern die Beschreibung der Modellverarbei-
tung mit einer Fachapplikation als Prozess der Planung. Dieser Prozess wird nicht
wie im herko¨mmlichen Sinne durch in Nachfolgerbeziehung stehende Versionen (ver-
sionsorientierter Ansatz ) allein, sondern zusa¨tzlich durch die im Verarbeitungsprozess
entstehenden A¨nderungen (a¨nderungsorientierter Ansatz ) beschrieben.
Begleitendes Beispiel: In den folgenden Abschnitten veranschaulicht ein kleines Bei-
spiel den vorgeschlagenen Ansatz. Dazu wird angenommen, dass eine fachliche Bau-
werksinstanz aus den Elementen Wand x, Last y und O¨ffnung z besteht (s. Bild 3.1).
Eine fiktive Fachapplikation dient der Dimensionierung und der Bemessung der Wand








Objekt: Dem objektorientierten Modellierungsansatz folgend werden die Elemente der
fachlichen Instanz durch Objekte abstrahiert. Der Zustand der Objekte wird durch ihre
Attributwerte definiert, ihr Verhalten wird durch die Methoden beschrieben.
Beispiel 3.1: Objekte
Die Elemente der fachlichen Instanz werden durch die im Bild 3.2 dargestellten Objekte
x, y und z abstrahiert. Der Zustand der O¨ffung ist beispielsweise durch ihre Abmessun-
gen bestimmt. Der Zustand der Wand wird durch ihre Abmessungen und die Position





Bild 3.2: Objekte als abstrahierte Elemente der fachlichen Instanz
Objektorientiertes Modell: Gleichartige Objekte werden in Klassen zusammen-
gefasst und strukturiert. Ein objektorientiertes Modell ist eine strukturierte Menge
von Klassen zur Beschreibung eines vollsta¨ndigen fachlichen Modells. Die Beziehungen
zwischen Elementen des fachlichen Modells werden auf das objektorientierte Modell
u¨bertragen, indem die Klassen Beziehungen zwischen Objekten definieren.
Beispiel 3.2: Objektorientiertes Modell
Die Objekte x, y und z sind unterschiedlichen Typs und werden jeweils durch ihre
KlasseWand, Last bzw. O¨ffnung beschrieben. Das Bild 3.3 veranschaulicht das objekt-
orientierte Modell als UML-Klassendiagramm. Die Beziehungen zwischen Wand und




Bild 3.3: Objektorientiertes Modell zur Abstraktion des fachlichen Modells
Modellinstanz: Eine strukturierte Menge von Objekten heißt Instanz des objektorien-
tierten Modells oder Modellinstanz und wird mit einer Fachapplikation erzeugt und
verarbeitet. In einer Modellinstanz haben alle Objekte einen Zustand. Der Zustand der
Modellinstanz wird als Gesamtheit der einzelnen Objektzusta¨nde verstanden.
Beispiel 3.3: Modellinstanz
Die Modellinstanz B besteht aus den Objekten x, y und z und wird durch das im Bild
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3.3 dargestellte objektorientierte Modell definiert. Das Bild 3.4 zeigt die Modellinstanz







Bild 3.4: Modellinstanz als abstrahierte fachliche Instanz
Zusammenfassung: Beim objektorientierten Ansatz wird das fachliche Modell durch
ein objektorientiertes Modell abstrahiert. Elemente des fachlichen Modells werden
durch Klassen abgebildet. Eine Fachapplikation instanziiert das objektorientierte Mo-
dell zur Modellinstanz. Die Modellinstanz stellt eine strukturierte Menge von Objekten
dar. Wa¨hrend der Verarbeitung der Modellinstanz werden Objekte erzeugt, von einem
Zustand in den na¨chsten u¨berfu¨hrt und gelo¨scht.
3.1.2 Versionsorientierter Ansatz
Verarbeitung: Bei der Verarbeitung einer Modellinstanz mit einer Fachapplikation
wird der Zustand von Objekten gea¨ndert, was gleichzeitig auch eine Zustandsa¨nderung
der Modellinstanz bedeutet. Beim versionsorientierten Ansatz steht als Versionsmodell
der Zustand der Modellinstanz im Mittelpunkt der Betrachtung.
Objektversionen: Eine Objektversion beschreibt das Objekt in einem ausgezeichne-
ten Zustand. Da ein Objekt mehrere Zusta¨nde annehmen kann, werden mehrere Ob-
jektversionen einem Objekt zugeordnet. Der Zustand eines Objekts wird in der Regel
durch die Methoden des Objekts gea¨ndert.
Virtuelle Objektversionen: In [Firmenich 2002] werden virtuelle Objektversionen
als besondere Objektversionen identifiziert. Wa¨hrend die Ursprungsobjektversion den
virtuellen Objektzustand vor der Instanziierung definiert, beschreiben die gelo¨schten
Objektversionen den virtuellen Objektzustand nach dem Entfernen einer Objektversi-
on.
Objektversionsgraph: Im Objektversionsgraphen werden nach [Firmenich 2002] die
A¨nderungsbeziehungen zwischen einzelnen Objektversionen eines Objekts veranschau-
licht. Die Knoten des Graphen sind die Objektversionen, die Kanten bilden die Zu-
standsa¨nderungen des Objekts ab.
Beispiel 3.4: Objektversionen
Dem Objekt z, welches die O¨ffnung beschreibt, sind die Objektversionen zβ, z0, z1,
z2 und z3 zugeordnet. Dabei ist zβ die Ursprungsobjektversion. Das Bild 3.5 auf der
na¨chsten Seite veranschaulicht den Objektversionsgraphen des Objekts z und die ent-










Modellinstanzversion: Eine strukturierte Menge von Objektversionen heißt Modell-
instanzversion. Eine Modellinstanzversion beschreibt die Modellinstanz in einem aus-
gezeichneten Zustand. Dieser Zustand ist durch die Gesamtheit der einzelnen Objekt-
zusta¨nde – der Objektversionen – definiert. In einer Modellinstanzversion darf pro
Objekt maximal eine ihm zugeordnete Objektversion enthalten sein.
Beispiel 3.5: Modellinstanzversion
Die Modellinstanzversion Bb besteht aus den Objektversionen x1, y0 und z1. Das Bild









Versionsgraph: Im versionsorientierten Ansatz wird der Versionsgraph zur Abbildung
der Nachfolgerbeziehungen zwischen den Versionen einer Modellinstanz eingefu¨hrt. Die
Knoten des Graphen sind die einzelnen Modellinstanzversionen, die durchgezogenen
Kanten bilden die einzelnen Nachfolgerbeziehungen ab. Fu¨r eine Modellinstanz existiert
genau ein Versionsgraph.
Beispiel 3.6: Vereinfachter Versionsgraph
Der Modellinstanz B sind die Modellinstanzversionen Ba, Bb und Bc zugeordnet. Das
Bild 3.7 veranschaulicht einen Auszug aus dem Versionsgraphen von B und die ent-
sprechenden Zusta¨nde der fachlichen Instanz.
Revision und Variante: Beim versionsorientierten Ansatz bietet der Versionsgraph
die Mo¨glichkeit, Revisions- und Variantenbeziehungen zwischen einzelnen Modellin-
stanzversionen zu erkennen. Zwischen zwei Modellinstanzversionen besteht eine Revi-
sionsbeziehung, wenn eine Version durch Nachfolgerbeziehungen im Versionsgraph aus




















Bild 3.7: Auszug aus dem Versionsgraphen der Modellinstanz
wird dann als Revision der anderen Modellinstanzversion bezeichnet. Zwischen zwei
Versionen besteht eine Variantenbeziehung, wenn zwei Modellinstanzversionen nicht
jeweils auseinander hervorgegangen, aber dennoch aus einer gemeinsamen Vorga¨nger-
version entstanden sind. Die gemeinsame Vorga¨ngerversion heißt Ursprungsversion, die
entstandenen Modellinstanzversionen werden als Varianten oder Alternativen bezeich-
net.
Zusammenfu¨hrung: Die im kooperativen Planungsprozess entstehenden Modellin-
stanzversionen bilden mitunter einzelne Teillo¨sungen oder Varianten innerhalb der ge-
samten Planungsaufgabe ab. Enthalten die Teillo¨sungen oder Varianten wichtige Infor-
mationen zur Beschreibung der Gesamtlo¨sung, dann mu¨ssen einzelne Modellinstanzver-
sionen in einem Abstimmungsprozess zu einer Gesamtversion zusammengefu¨hrt wer-
den. Eine Zusammenfu¨hrung ist im Versionsgraphen dadurch zu erkennen, dass die
zusammengefu¨hrte Version mehr als eine Vorga¨ngerversion aufweist bzw. die zusam-
menzufu¨hrenden Versionen eine gemeinsame Nachfolgerversion haben.
Virtuelle Modellinstanzversion: Eine Modellinstanzversion, die keine Vorga¨nger-
version hat, heißt leere oder virtuelle Modellinstanzversion. Diese Modellinstanzversion
ist virtuell, weil sie die virtuellen Ursprungsobjektversionen entha¨lt. Die virtuelle Mo-
dellinstanzversion beschreibt den Zustand der Modellinstanz vor deren Instanziierung
in einer Fachapplikation, wird aber formal als Knoten im Versionsgraphen dargestellt.
Beispiel 3.7: Versionsgraph mit virtueller Modellinstanzversion, Revision, Variante
und Zusammenfu¨hrung
Im Bild 3.8 auf der na¨chsten Seite sind der vollsta¨ndige Versionsgraph der Modellin-
stanz B (3.8a) und die entsprechende Entwicklung der fachlichen Instanz (3.8b) dar-
gestellt. Die virtuelle Modellinstanzversion ist Bβ. Die Version Bc ist gleichzeitig eine
Revision von Bb und eine Variante zu Bd. Die Varianten Bc und Bd werden zur Mo-
dellinstanzversion Be zusammengefu¨hrt, indem der Zustand 1 der Wand x und der
Zustand 1 der Last y aus der Version Bc und der Zustand 3 der O¨ffnung z aus der










































(b) Entwicklung der fachlichen Instanz
Bild 3.8: Versionsgraph der Modellinstanz und Entwicklung der fachlichen Instanz
Zusammenfassung: Beim versionsorientierten Ansatz wird als Erweiterung des ob-
jektorientierten Ansatzes die Modellinstanz versioniert, indem Objektversionen ein-
gefu¨hrt werden. Eine Objektversion beschreibt ein Objekt in einem ausgezeichneten Zu-
stand. Eine strukturierte Menge von Objektversionen wiederum stellt einen ausgezeich-
neten Zustand der Modellinstanz – die Modellinstanzversion – dar. Die Nachfolgerbe-
ziehungen zwischen einzelnen Modellinstanzversionen, Revisionen, Varianten und Zu-
sammenfu¨hrungen werden im Versionsgraphen der Modellinstanz veranschaulicht. Bei
Zusammenfu¨hrungen ko¨nnen im Versionsgraphen sowohl die zusammenzufu¨hrenden als
auch die zusammengefu¨hrten Versionen identifiziert werden. Der Zusammenfu¨hrungs-
vorgang selbst ist nicht abbildbar.
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3.1.3 A¨nderungsorientierter Ansatz
Verarbeitung: Beim a¨nderungsorientierten Ansatz steht weniger der Zustand der zu
verarbeitenden Modellinstanz, sondern vielmehr der Prozess der A¨nderung der Modell-
instanz im Mittelpunkt der Betrachtung. Eine Fachapplikation verarbeitet die Modell-
instanz, indem sie eine Modellinstanzversion durch eine fachtypische A¨nderung in die
na¨chste Modellinstanzversion u¨berfu¨hrt.
Operation: Die kleinste Verarbeitungseinheit wird Operation genannt. Eine Operati-
on definiert einen fachtypischen Verarbeitungsschritt, der fu¨r eine ausgewa¨hlte Menge
von Objekten die Zusta¨nde der Objekte in die jeweils nachfolgenden Objektzusta¨nde
u¨berfu¨hrt. Wie diese U¨berfu¨hrung innerhalb der Objekte umgesetzt wird, ist Gegen-
stand des Abschnitts 3.3 in diesem Kapitel.
Beispiel 3.8: Operationen










Operatives Modell: Wa¨hrend das objektorientierte Modell ein fachliches Modell als
Zustand beschreibt, abstrahiert das operative Modell die Verarbeitung. Das operati-
ve Modell besteht aus einer Menge von fachtypischen Operationen zur umfassenden
Verarbeitung einer Modellinstanz in einer Fachapplikation.
Beispiel 3.9: Operatives Modell
Die Gesamtheit der im Beispiel 3.8 aufgelisteten Operationen bildet das operative Mo-
dell zur Verarbeitung des im Beispiel 3.2 auf Seite 36 dargestellten objektorientierten
Modells.
Operationsinstanz: Die in einer Fachapplikation instanziierten Operationen heißen
Operationsinstanzen. Sie stellen konkrete Verarbeitungsschritte zur Laufzeit dar und
operieren auf der Modellinstanz.
Beispiel 3.10: Operationsinstanzen
In der Tabelle 3.1 auf der na¨chsten Seite sind fu¨r die Operationen des operativen
Modells exemplarische Operationsinstanzen mit Identifikatoren (ID) angegeben.
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Operation Operationsinstanz ID
Wand erzeugen Wand x mit Ho¨he 3 m und o1
La¨nge 4 m erzeugen
Wandabmessungen a¨ndern Wand x auf La¨nge 6 m a¨ndern o2
Wand bemessen Wand x bemessen o3
Last erzeugen Last y mit Wert 5 kN/m erzeugen o4
Lastwert a¨ndern Last y auf Wert 10 kN/m a¨ndern o5
O¨ffnung erzeugen O¨ffnung z mit Ho¨he 0.8 m, Breite 1.2 m o6
und Position (2 m, 1 m) erzeugen
O¨ffnungsabmessungen a¨ndern O¨ffnung z auf Ho¨he 2 m und o7
Breite 0.8 m a¨ndern
O¨ffnung z auf Ho¨he 0.8 m und o8
Breite 2 m a¨ndern
O¨ffnung z auf Ho¨he 2 m und o9
Breite 1.2 m a¨ndern
O¨ffnung verschieben O¨ffnung z um Vektor (2 m, -0.2 m) o10
verschieben
O¨ffnung z um Vektor (-2 m, 0.2 m) o11
verschieben
O¨ffnung z um Vektor (0 m, -0.2 m) o12
verschieben
Tabelle 3.1: Operationen und Operationsinstanzen
A¨nderung: Eine Folge von Operationsinstanzen wird A¨nderung δ genannt. Eine A¨nde-
rung beschreibt die U¨berfu¨hrung der Modellinstanz von einer Version in eine andere
Version.
Beispiel 3.11: A¨nderung
Das Bild 3.9 verdeutlicht die A¨nderung δa,b der Version Ba zur Version Bb. Diese
A¨nderung wird durch die Folge der Operationsinstanzen 〈o2, o7, o10〉 beschrieben (vgl.
Tabelle 3.1).
Operative Modellinstanzversion: Im a¨nderungsorientierten Ansatz wird eine Mo-
dellinstanzversion auf Basis von A¨nderungen operativ beschrieben. Im Gegensatz zum
versionsorientierten Ansatz, bei dem eine Version als Zustand der Modellinstanz aus-






































Bild 3.9: A¨nderung der Modellinstanz
Beispiel 3.12: Operative Modellinstanzversionen
Die operative ModellinstanzversionM(Bc) wird durch die Folge von A¨nderungen 〈δβ,a,
δa,b, δb,c〉 beschrieben. Die A¨nderungssequenz 〈δβ,a, δa,d〉 definiert die operative Modell-
instanzversionM(Bd). Das Bild 3.10 verdeutlicht diesen Sachverhalt unter Verwendung
der Operationsinstanzen der Tabelle 3.1 auf Seite 42.
δβ,a = 〈o1, o4, o6〉, δa,b = 〈o2, o7, o10〉













Bild 3.10: Operative Modellinstanzversionen
A¨nderungsbaum: Im a¨nderungsorientierten Ansatz wird ein Graph zur Abbildung
der A¨nderungsbeziehungen zwischen den Versionen einer Modellinstanz eingefu¨hrt. Die
Knoten des Graphen sind die einzelnen Modellinstanzversionen, die gestrichelten Kan-
ten bilden die einzelnen A¨nderungen ab. Jede Version ist durch genau eine A¨nderung
aus einer anderen Version hervorgegangen. Diese Eigenschaft fu¨hrt zu dem Schluss,
dass der betrachtete Graph ein Baum ist. Er wird im Folgenden als A¨nderungsbaum
bezeichnet. Jeder Knoten im A¨nderungsbaum hat im Gegensatz zum Versionsgraphen
genau eine Eingangskante. Fu¨r eine Modellinstanz existiert genau ein A¨nderungsbaum.
Zusammenfu¨hrung: Dem a¨nderungsorientierten Ansatz folgend wird im Zusammen-
fu¨hrungsprozess genau eine Ausgangsversion durch A¨nderung in eine neue Modell-
instanzversion u¨berfu¨hrt. Eine Zusammenfu¨hrung wird im A¨nderungsbaum demnach
durch eine A¨nderung beschrieben. Aus diesem Grund sind im A¨nderungsbaum die
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zusammenzufu¨hrenden Versionen und die zusammengefu¨hrte Version nicht identifizier-
bar. Jedoch bietet der a¨nderungsorientierte Ansatz die Mo¨glichkeit, den Zusammenfu¨h-
rungsprozess auf Basis der in den zusammenzufu¨hrenden operativen Modellinstanzver-
sionen gespeicherten A¨nderungen durchzufu¨hren. Das bedeutet, die A¨nderungen, die
zu den zusammenzufu¨hrenden Zusta¨nden der Modellinstanz gefu¨hrt haben, ko¨nnen im
Zusammenfu¨hrungsprozess als Verarbeitungsschritte wiederverwendet werden.
Beispiel 3.13: A¨nderungsbaum und Zusammenfu¨hrung
Fu¨r die im Bild 3.8a des Beispiels 3.7 auf Seite 40 dargestellten Modellinstanzversionen
Bβ, Ba, Bb, Bc, Bd und Be der Modellinstanz B wird im Bild 3.11 der A¨nderungsbaum
mit entsprechenden A¨nderungen dargestellt. Die Zusammenfu¨hrung der Varianten Bc
und Bd zur Modellinstanzversion Be ist im A¨nderungsbaum der Modellinstanz B durch
die A¨nderung δa,e beschrieben. Diese Zusammenfu¨hrung ist dadurch gekennzeichnet,
dass die Last im Zustand y1 aus der Version Bc und die O¨ffnung im Zustand z3 aus
der Version Bd in die Version Be zu u¨bernehmen sind. Diejenigen A¨nderungen, die
zu diesen Zusta¨nden fu¨hren, bilden die Basis fu¨r die neue A¨nderung δa,e. Auf Grund-
lage der in den operativen Modellinstanzversionen M(Bc) und M(Bd) gespeicherten
Operationsinstanzen o2, o5 bzw. o12 wird die neue A¨nderung δa,e erzeugt.










Bild 3.11: A¨nderungsbaum der Modellinstanz
Zusammenfassung: Beim a¨nderungsorientierten Ansatz wird im Gegensatz zum ver-
sionsorientierten Ansatz die Verarbeitung der Modellinstanz als Sequenz von A¨nderun-
gen gespeichert. Eine A¨nderung u¨berfu¨hrt eine Modellinstanzversion in eine ande-
re Modellinstanzversion und wird dabei als Folge von Verarbeitungsschritten – den
Operationsinstanzen – formuliert. Eine Folge von A¨nderungen, die auf der virtuel-
len Version operiert, heißt operative Modellinstanzversion. Eine Operationsinstanz
stellt eine konkrete Auspra¨gung einer Operation dar. Die Menge aller verfu¨gbaren
fachtypischen Operationen abstrahiert die Verarbeitung der Modellinstanz und wird
operatives Modell genannt. Die A¨nderungsbeziehungen zwischen einzelnen Versionen
werden im A¨nderungsbaum der Modellinstanz veranschaulicht. Im Unterschied zum
Versionsgraphen ko¨nnen zusammenzufu¨hrende und zusammengefu¨hrte Versionen im
A¨nderungsbaum nicht identifiziert werden. Dennoch ist die Wiederverwendung gespei-
cherter A¨nderungen im Zusammenfu¨hrungsprozess von Vorteil. Die Zusammenfu¨hrung
selbst wird als Vorgang wiederum durch eine A¨nderung beschrieben.
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3.1.4 Verarbeitungsorientierter Ansatz
Verarbeitung: Beim verarbeitungsorientierten Ansatz ist, wie der Name bereits an-
gibt, die ganzheitliche Verarbeitung der Modellinstanz Gegenstand der Betrachtung.
Diese Verarbeitung wird als Kombination des versionsorientierten und des a¨nderungs-
orientierten Ansatzes modelliert, sodass Informationen sowohl u¨ber die Zusta¨nde der
Modellinstanz – die Versionen – als auch u¨ber die Verarbeitungsschritte der Modellin-
stanz – die A¨nderungen – abgebildet werden ko¨nnen.
Verarbeitungsgraph: Fu¨r eine Modellinstanz werden die Versionen, die Nachfolger-
beziehungen aus dem Versionsgraphen und die A¨nderungsbeziehungen aus dem A¨nde-
rungsbaum im Verarbeitungsgraphen dargestellt. Die Knoten des Graphen sind die
Versionen, eine Kantenmenge bildet die Nachfolgerbeziehungen ab und eine weitere
Kantenmenge beschreibt die A¨nderungsbeziehungen zwischen den einzelnen Modellin-
stanzversionen.
Zusammenfu¨hrung: Im verarbeitungsorientierten Ansatz ist eine Zusammenfu¨hrung
von Modellinstanzversionen im Verarbeitungsgraphen dadurch gekennzeichnet, dass
sowohl die zusammenzufu¨hrenden und zusammengefu¨hrten Versionen identifizierbar
sind, aber auch die im Zusammenfu¨hrungsprozess ausgefu¨hrten A¨nderungen gespei-
chert werden.
Beispiel 3.14: Verarbeitungsgraph
Im Bild 3.12 auf der na¨chsten Seite wird die Verarbeitung der fachlichen Instanz (3.12b)
durch den Verarbeitungsgraphen der Modellinstanz B (3.12a) dargestellt. Es werden
die einzelnen Modellinstanzversionen und sowohl ihre Nachfolgerbeziehungen als auch
A¨nderungsbeziehungen veranschaulicht. Die die A¨nderungen beschreibenden Operati-
onsinstanzen sind der Tabelle 3.1 auf Seite 42 zu entnehmen.
δβ,a = 〈o1, o4, o6〉, δa,b = 〈o2, o7, o10〉
δb,c = 〈o5, o8, o11〉, δa,d = 〈o9, o12〉
δa,e = 〈o2, o5, o12〉
Zusammenfassung: Beim verarbeitungsorientierten Ansatz steht die Verarbeitung
der Modellinstanz im Vordergrund. Als Kombination des versionsorientierten und des
a¨nderungsorientierten Ansatzes werden die Modellinstanzzusta¨nde als Versionen und
die Verarbeitungsschritte als A¨nderungen gespeichert. Im Hinblick auf den Zusam-
menfu¨hrungsprozess werden die jeweiligen Mo¨glichkeiten dieser beiden Ansa¨tze dazu























































(b) Entwicklung der fachlichen Instanz
Bild 3.12: Verarbeitungsgraph der Modellinstanz und Entwicklung der fachlichen In-
stanz
Verarbeitungsorientierung: Das Bild 3.13 verdeutlicht die Beziehungen und Zusam-
menha¨nge zwischen dem objektorientierten, dem versionsorientierten und dem a¨nde-
rungsorientierten Ansatz. Die auf Basis der Objektorientierung beschriebenen Informa-
tionen werden mit Hilfe der Versionsorientierung versioniert. Der a¨nderungsorientierte
Ansatz modelliert die Verarbeitung dieser Bauwerksinformationen auf der Grundlage
von A¨nderungen. Die ganzheitliche Betrachtung dieser Ansa¨tze wird in dieser Arbeit
als verarbeitungsorientierte Modellierung verstanden. In der Versionsorientierung wird
das Versionieren des Modellzustandes betrachtet, in der A¨nderungsorientierung steht
das Modellverhalten in Form von A¨nderungen im Vordergrund. Die Stellung der Ver-

















































Bild 3.14: Matrix der Modellierungsansa¨tze
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3.2 Mathematische Beschreibung
In diesem Abschnitt wird eine allgemeingu¨ltige und u¨bertragbare Formulierung des ver-
arbeitungsorientierten Modells auf Basis der Mengenlehre und der Relationenalgebra
vorstellt.
3.2.1 Grundlagen
Objekt: In der objektorientierten Modellierung abstrahiert ein Objekt ein Element
der fachlichen Instanz, indem es dessen Zustand in Attributen und dessen Verhalten in
Methoden nachbildet.
Modellinstanz: Das von einer Fachapplikation zur Verarbeitung instanziierte objekt-
orientierte Modell heißt Modellinstanz B und wird durch eine strukturierte Menge von
Objekten beschrieben.
B := {b | b ist ein Objekt der Modellinstanz} (3.1)
Operationsinstanzmenge: Eine Operationsinstanz verarbeitet die Modellinstanz, in-
dem sie auf derselben operiert. Dabei wird zwischen lesenden Operationsinstanzen und
schreibenden Operationsinstanzen unterschieden. Lesende Operationsinstanzen stel-
len Abfragen dar, welche bestimmte Informationen u¨ber die Modellinstanz ermitteln.
Schreibende Operationsinstanzen fu¨gen der Modellinstanz Objekte hinzu, vera¨ndern
oder lo¨schen vorhandene Objekte. Die Menge aller Operationsinstanzen, die die Mo-
dellinstanz verarbeiten, heißt Operationsinstanzmenge Ω.
Ω := {ω | ω ist eine Operationsinstanz auf der Modellinstanz B} (3.2)
Operationsmenge: Gleichartige Operationsinstanzen werden durch Operationen ty-
pisiert und zusammengefasst. Die Menge aller Operationen heißt Operationsmenge T .
Das operative Modell wird durch die Operationsmenge T beschrieben.
T := {t | t ist eine Operation des operativen Modells} (3.3)
Operationsabbildung: Jede Operationsinstanz ω ∈ Ω ist genau einer Operation t ∈
T zugeordnet. Diesen Sachverhalt beschreibt die Operationsabbildung τ .
τ : Ω→ T := {(ω, t) ∈ Ω× T | ω ist eine Operationsinstanz (3.4)
der Operation t}
Beispiel 3.15: Operationsabbilung
Das Bild 3.15 zeigt eine Operationsabbildung τ mit einer Operationsinstanzmenge Ω
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und einer Operationsmenge T .
T = {erzeugeWand, erzeugeFenster, verschiebe, loesche}
Ω = {loesche(b), erzeugeWand(0, 0, . . . , 2, a), verschiebe(2, 1, 1, a),
erzeugeWand(1, 2, .., 1, b)}
τ = {(erzeugeWand(0, 0, . . . , 2, a), erzeugeWand),
(erzeugeWand(1, 2, .., 1, b), erzeugeWand),









Tτ : Ω→ TΩ
Bild 3.15: Operationsabbildung
Objektversion: Durch die Verarbeitung der Modellinstanz mit Operationsinstanzen
vera¨ndern Objekte ihren Zustand. Ein ausgezeichneter Zustand eines Objekts wird Ob-
jektversion genannt. Der Zustand vor der Instanziierung eines Objekts heißt Ursprungs-
objektversion, der Zustand nach dem Lo¨schen einer Objektversion wird als gelo¨schte
Objektversion bezeichnet. Die Ursprungsobjektversion und die gelo¨schten Objektversi-
on werden virtuelle Objektversionen genannt, weil das Objekt eigentlich keinen Zustand
hat. Versionsbeziehungen zwischen einzelnen Objektversionen einer Modellinstanz wer-
den durch die Objektversionsrelation in [Firmenich 2002] beschrieben, hier aber nicht
weiter betrachtet.
Modellinstanzversion: Im Bauplanungsprozess wird die Modellinstanz B von meh-
reren beteiligten Planern iterativ und zum Teil auch zeitgleich bearbeitet, sodass ver-
schiedene Versionen der Modellinstanz B entstehen. Eine Version der Modellinstanz
heißt Modellinstanzversion Bx, beschreibt die Modellinstanz B im Zustand x und wird
durch eine strukturierte Menge von Objektversionen beschrieben. Zu Beginn der Pla-
nung existiert eine virtuelle Version β der Modellinstanz, welche die virtuellen Ur-
sprungsobjektversionen entha¨lt.
Bx := {b | b ist eine nicht-virtuelle Objektversion (3.5)
der Modellinstanz B im Zustand x}
β : virtuelle Modellinstanzversion (3.6)
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A¨nderung: Eine Folge von auf eine Modellinstanzversion angewendeten Operations-
instanzen ω ∈ Ω wird als A¨nderung δ bezeichnet.
δ := 〈ωi, . . . , ωk〉 mit ωi, . . . , ωk ∈ Ω (3.7)
Das Bild 3.16 zeigt eine A¨nderung δx,y, die auf die Modellinstanzversion Bx angewendet
wird. Es entsteht die Version By. Die Ausfu¨hrung einer A¨nderung wird durch eine




Gerichter Graph: Ein Gebilde G = (K;R) wird gerichteter Graph genannt, wenn K
die Knotenmenge und R ⊆ K ×K die Kantenmenge des Graphen ist. Eine gerichtete
Kante vom Knoten a ∈ K zum Knoten b ∈ K wird als geordnetes Paar (a, b) ∈ R
formuliert (vgl. [Pahl u. Damrath 2000, S. ?]).
G := (K;R) (3.8)
K : Knotenmenge
R ⊆ K ×K : Kantenmenge der geordneten Knotenpaare
Pfad im Graphen: Eine Folge von Kanten im gerichteten Graphen G = (K;R)
heißt Pfad p, wenn der Endknoten jeder Kante mit Ausnahme der letzten Kante dem
Anfangsknoten der folgenden Kante entspricht (vgl. [Pahl u. Damrath 2000, S. 568]).
Eine Kante (a, b) ∈ R eines Pfades p wird als Element des Pfades (a, b) ∈ p definiert.
px := 〈(x0, x1), (x1, x2), . . . , (xn−1, xn)〉 :
n∧
j=1
((xj−1, xj) ∈ R) (3.9)
Kettung von Pfaden: Gegeben seinen zwei Pfade px = 〈(x0, x1), . . . , (xl−1, xl)〉 und
py = 〈(y0, y1), . . . , (ym−1, ym)〉 in einem gerichteten Graphen G = (K;R). Ist der End-
knoten xl ∈ K der letzten Kante (xl−1, xl) ∈ R von px gleich dem Anfangsknoten y0
der ersten Kante (y0, y1) ∈ R von py, dann existiert ein Pfad pz als Kettung px ◦ py.




((zj−1, zj) ∈ R) ∧
i∧
j=1
((zj−1, zj) ∈ px) ∧
n∧
j=i
((zj, zj+1) ∈ py)
Beispiel 3.16: Kettung von Pfaden
Das Bild 3.17 veranschaulicht die Pfade px und py in einem gerichteten Graphen mit
px = 〈(a, b), . . . , (d, e)〉 und py = 〈(e, f), . . . , (h, i)〉 .
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a b d e... f h i...
px py
pz = px ∘ py
... ...
Bild 3.17: Kettung von Pfaden in einem gerichteten Graphen
Die Kettung der Pfade px und py ergibt sich zum Pfad pz = px ◦ pz mit
pz = 〈(a, b), . . . , (d, e), (e, f), . . . , (h, i)〉 .
Durchschnitt von Pfaden: Gegeben seinen zwei Pfade px = 〈(x0, x1), . . . , (xl−1, xl)〉
und py = 〈(y0, y1), . . . , (ym−1, ym)〉 in einem gerichteten Graphen G = (K;R). Ist eine
Folge von Kanten 〈(z0, z1), . . . , (zn−1, zn)〉 in beiden Pfaden px und py enthalten, dann
wird diese Folge mit Pfad pz als Durchschnitt px ∩ py bezeichnet.




((zj−1, zj) ∈ R ∧ (zj−1, zj) ∈ px ∧ (zj−1, zj) ∈ py)
Beispiel 3.17: Durchschnitt von Pfaden
Das Bild 3.18 veranschaulicht die Pfade px und py in einem gerichteten Graphen mit
px = 〈(a, b), . . . , (d, e), . . . , (g, h)〉 und py = 〈(d, e), . . . , (g, h), . . . , (j, k)〉 .
d... e g h...
px
py
pz = px ∩ py
j...a b... k ...
Bild 3.18: Durchschnitt von Pfaden in einem gerichteten Graphen
Der Durchschnitt der Pfade px und py ergibt sich zum Pfad pz = px ∩ py mit
pz = 〈(d, e), . . . , (g, h)〉 .
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3.2.2 Versionsgraph
Menge der Modellinstanzversionen: Die Menge aller Modellinstanzversionen in-
klusive der virtuellen Modellinstanzversion β heißt V .
V := {v | v ist eine Modellinstanzversion} (3.12)
Nachfolgerrelation:Die Nachfolgerbeziehungen zwischen Modellinstanzversionen wer-
den durch die Nachfolgerrelation EN beschrieben. Ist die Version b ∈ V Nachfolgerver-
sion von a ∈ V , dann ist das geordnete Paar (a, b) Element der Nachfolgerrelation EN .
Die virtuelle Version β ist keine Nachfolgerversion einer anderen Version.
EN := {(a, b) ∈ V × V | b ist die Nachfolgerversion von a ∧ b 6= β} (3.13)
Versionsgraph: Die Versionen der Modellinstanz und ihre Nachfolgerbeziehungen
werden im sogenannten Versionsgraphen GN der Modellinstanz veranschaulicht. Die
Knotenmenge des Graphen GN ist die Menge V der Modellinstanzversionen und die
Kantenmenge entspricht der Nachfolgerrelation EN . Der Versionsgraph ist ein gerich-
teter, zyklenfreier Wurzelgraph mit der virtuellen Modellinstanzversion Bβ als Wurzel-
knoten.
GN := (V ;EN) (3.14)
Grafisch werden die Knoten des Versionsgraphen durch Kreise und die Kanten durch
durchgezogene Linien mit ausgefu¨lltem Pfeil dargestellt.
Beispiel 3.18: Versionsgraph der Modellinstanz
Das Bild 3.19 zeigt den Versionsgraphen GN der Modellinstanz B mit Bβ als virtuelle
Modellinstanzversion, den Versionen Ba, Bb, Bc, Bd und Be sowie den Nachfolgerbezie-
hungen.
β = Bβ
V = {Bβ, Ba, Bb, Bc, Bd, Be}





Bild 3.19: Versionsgraph GN der Modellinstanz B
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Pfad im Versionsgraphen: Eine Folge von Kanten im gerichteten, zyklenfreien Ver-
sionsgraphen GN heißt Pfad p im Versionsgraphen, wenn der Endknoten jeder Kante
mit Ausnahme der letzten Kante dem Anfangsknoten der folgenden Kante entspricht.
px := 〈(x0, x1), (x1, x2), . . . , (xn−1, xn)〉 :
n∧
j=1
((xj−1, xj) ∈ EN) (3.15)
Beispiel 3.19: Pfad im Versiongraphen
Das Bild 3.20 veranschaulicht den Pfad px von der Version Ba zur Version Bg im
Versionsgraphen.
px = 〈(Ba, Bb), . . . , (Bf , Bg)〉
Ba Bb Bf Bg...
px
... ...
Bild 3.20: Pfad im Versionsgraphen
Transitive Hu¨lle der Nachfolgerrelation: Die Relation H(EN) ⊆ V × V heißt
transitive Hu¨lle der Nachfolgerrelation EN . Das geordnete Paar (a, c) ist Element von
H(EN), wenn im Versionsgraphen GN ein Pfad von a ∈ V nach c ∈ V existiert.
H(EN) := {(a, c) ∈ V × V | es existiert ein Pfad von a nach c} (3.16)
Beispiel 3.20: Transitive Hu¨lle
Fu¨r den im Bild 3.19 dargestellten Versionsgraphen ergibt sich folgende transitive Hu¨lle
H(EN) der Nachfolgerrelation EN .
H(EN) = {(Bβ, Ba), (Bβ, Bb), (Bβ, Bc), (Bβ, Bd), (Bβ, Be), (Ba, Bb), (Ba, Bc),
(Ba, Bd), (Ba, Be), (Bb, Bc), (Bb, Be), (Bc, Be), (Bd, Be)}
Revision und Variante: Im Versionsgraphen werden sowohl Revisionen als auch
Varianten abgebildet. Existiert im Versionsgraphen ein Pfad von a ∈ V nach c ∈ V ,
dann ist c eine Revision von a, andernfalls ist c eine Variante zu a.
c ist Revision von a :⇔ (a, c) ∈ H(EN) (3.17)
c ist Variante zu a :⇔ (a, c) /∈ H(EN) (3.18)
Beispiel 3.21: Revision und Variante
Im Versionsgraphen des Bildes 3.19 ist Bc eine Revision von Bb und gleichzeitig eine
Variante zu Version Bd (vgl. Beispiel 3.20).
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Zusammenfu¨hrung von Versionen im Versionsgraphen: Die durch das paral-
lele und iterative Arbeiten entstehenden Versionen beschreiben jeweilige Teillo¨sungen
der gesamten Planungsaufgabe. Enthalten die Teillo¨sungen wichtige Informationen zur
Beschreibung der Gesamtlo¨sung, dann mu¨ssen unterschiedliche Versionen, das heißt Va-
rianten und auch Revisionen in einem Abstimmungsprozess zu einer Gesamtversion zu-
sammengefu¨hrt werden. Die Menge der zusammenzufu¨hrenden Modellinstanzversionen
heißt Zusammenfu¨hrungsmenge S. Die bei der Zusammenfu¨hrung entstehende Modell-
instanzversion wird Zusammenfu¨hrungsversion γ ∈ V der Zusammenfu¨hrungsmenge S
genannt.
S := {a ∈ V | Die Modellinstanzversion a (3.19)
wird zusammengefu¨hrt} ⊂ V
γ ∈ V : Zusammenfu¨hrungsversion der Zusammenfu¨hrungsmenge S (3.20)
Die Zusammenfu¨hrung der Modellinstanzversionen a, . . . , c ∈ V zur Zusammenfu¨h-
rungsversion γ ∈ V wird durch eine Menge von Kanten (a, γ), . . . , (c, γ) ∈ S × {γ} ⊂
EN im Versionsgraphen GN beschrieben. Diese Menge heißt Menge Σ der Zusam-
menfu¨hrungskanten. Nach einer Zusammenfu¨hrung haben die Versionen a, . . . , c die
gemeinsame Nachfolgerversion γ.
Σ := {(a, γ) ∈ S × {γ} | Die Modellinstanzversion a wird (3.21)
zur Zusammenfu¨hrungsversion γ zusammengefu¨hrt } ⊂ EN
Beispiel 3.22: Zusammenfu¨hrung von Versionen im Versionsgraphen
Im Bild 3.21a werden die Versionen Ba und Bc zur Version Bd zusammengefu¨hrt.
Die Version Bc ist eine Revision der Version Ba. Im Bild 3.21b werden die Versionen
Bc und Bd zur Version Be zusammengefu¨hrt. Die Version Bd ist eine Variante zur
Version Bc. Die Zusammenfu¨hrungen werden jeweils durch die Zusammenfu¨hrungs-
menge S, die Zusammenfu¨hrungsversion γ und die Menge Σ der Zusammenfu¨hrungs-
kanten beschrieben.
Sa = {Ba, Bc} Sb = {Bc, Bd}
γa = Bd γ
b = Be









(b) Zusammenfu¨hrung von Varianten Bc und Bd
Bild 3.21: Versionsgraphen mit Zusammenfu¨hrungen
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Zusammenfu¨hrungsinformationen im Versionsgraphen: Der Versionsgraph bil-
det die Versionen und ihre Nachfolgerbeziehungen ab. Somit werden Informationen
daru¨ber gespeichert, welche Version aus einer Zusammenfu¨hrung hervorgegangen ist
und welche Versionen zusammengefu¨hrt wurden.
3.2.3 A¨nderungsbaum
A¨nderungsrelation: Die A¨nderungsbeziehungen zwischen den Modellinstanzversio-
nen werden durch die A¨nderungsrelation EA beschrieben. Eine Version a ∈ V der
Modellinstanz wird zur Version b ∈ V , wenn auf a eine A¨nderung angewendet wird.
Die virtuelle Version β entsteht nicht durch die Anwendung einer A¨nderung auf eine
andere Version.
EA := {(a, b) ∈ V × V | die Version b entsteht durch die (3.22)
Anwendung einer A¨nderung auf die Version a ∧ b 6= β}
A¨nderungsmenge: Die Menge aller auf die Modellinstanz B angewendeten A¨nde-
rungen heißt A¨nderungsmenge ∆.
∆ := {δ | δ ist eine A¨nderung auf der Modellinstanz B} (3.23)
A¨nderungsabbildung: Jedem geordneten Paar (a, b) ∈ EA ist die A¨nderung δ ∈ ∆
zugeordnet. Diesen Sachverhalt beschreibt die A¨nderungsabbildung α.
α : EA → ∆ := {((a, b), δ) ∈ EA ×∆ | der Kante (a, b) ist die (3.24)
A¨nderung δ zugeordnet} mit α((a, b)) = δ
A¨nderungsbaum: Die Versionen der Modellinstanz und ihre A¨nderungsbeziehungen
werden im Graphen GA dargestellt. Die Knotenmenge des Graphen GA ist die Menge
V der Versionen und die Kantenmenge entspricht der A¨nderungsrelation EA. Jeder
Kante (a, b) ∈ EA ist eine A¨nderung δ ∈ ∆ zugeordnet. Die Version b ∈ V entsteht,
wenn genau eine A¨nderung δ ∈ ∆ auf genau der Version a ∈ V ausgefu¨hrt wird.
Daraus folgt, dass jeder Knoten v ∈ V des Graphen GA, mit Ausnahme des Knotens
der virtuellen Version β, genau einen Vorga¨ngerknoten hat. Der Graph GA ist somit ein
Wurzelbaum mit der virtuellen Version β als Wurzelknoten und wird A¨nderungsbaum
GA der Modellinstanz genannt.
GA := (V,∆;EA, α) (3.25)
Grafisch werden die Knoten des A¨nderungsbaumes durch Kreise und die Kanten durch
gestrichelte Linien mit ausgefu¨lltem Pfeil dargestellt. Die den Kanten durch die A¨nde-
rungsabbildung zugeordneten A¨nderungen erscheinen als Texte auf den Kanten.
Beispiel 3.23: A¨nderungsbaum der Modellinstanz
Das Bild 3.22 auf der na¨chsten Seite zeigt den A¨nderungsbaum GA der Modellinstanz B
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mit der virtuellen Version β, den Versionen Ba, Bb, Bc, Bd und Be und den ausgefu¨hrten
A¨nderungen δβ,a, δa,b, δb,c, δa,c und δa,e (vgl. Versionsgraph GN der Modellinstanz B im
Bild 3.19 auf Seite 52).
β = Bβ
V = {Bβ, Ba, Bb, Bc, Bd, Be}
EA = {(Bβ, Ba), (Ba, Bb), (Bb, Bc), (Ba, Bd), (Ba, Be)}
∆ = {δβ,a, δa,b, δb,c, δa,d, δa,e}










Bild 3.22: A¨nderungsbaum GA der Modellinstanz B
Wurzelpfad: Gegeben sei x0 ∈ V als Wurzelknoten des A¨nderungsbaumes GA. Dann
existiert genau ein Wurzelpfad r(xn) vom Wurzelknoten x0 bis zum entsprechenden
Versionsknoten xn ∈ V im A¨nderungsbaum GA.
r(xn) := 〈(x0, x1), (x1, x2), . . . , (xn−1, xn)〉 :
n∧
j=1
((xj−1, xj) ∈ EA) (3.26)
Beispiel 3.24: Wurzelpfad im A¨nderungsbaum
Fu¨r die Modellinstanzversion Bc im A¨nderungsbaum des Bildes 3.22 wird der Wurzel-
pfad r(Bc) angegeben.
r(Bc) = 〈(Bβ, Ba), (Ba, Bb), (Bb, Bc)〉
Operative Modellinstanzversion: Gegeben sei die Modellinstanzversion xn ∈ V .
Dann wird die operative Modellinstanzversion M(xn) durch die Folge der den im Wur-
zelpfad r(xn) des A¨nderungsbaumes GA enthaltenen Kanten zugeordneten A¨nderungen
beschrieben. Diese Folge von A¨nderungen stellt eine operative Beschreibung der Mo-
dellinstanzversion xn dar.




(δj−1,j = α((xj−1, xj)) ∧ (xj−1, xj) ∈ EA)
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Beispiel 3.25: Operative Modellinstanzversion
Es wird die Version Bc im A¨nderungsbaum des Bildes 3.22 auf Seite 56 betrachtet. Die
operative Beschreibung der Version Bc entspricht der operativen Modellinstanzversion
M(Bc).
M(Bc) = 〈δβ,a, δa,b, δb,c〉
Zusammenfu¨hrung von Versionen im A¨nderungsbaum: Die Modellinstanzver-
sionen xl, . . . , ym ∈ V werden zur Zusammenfu¨hrungsversion γ ∈ V zusammengefu¨hrt.
Die Zusammenfu¨hrungsmenge S ist demnach
S = {xl, . . . , ym} ⊂ V .
Dann ergeben sich die im A¨nderungsbaum des Bildes 3.23 veranschaulichten Wurzel-
pfade r(xl), . . . , r(ym) zu
r(xl) = 〈(x0, x1), . . . , (xl−1, xl)〉
...






















r(ε) = r(zn 1)
r(γ) = r(zn)
Bild 3.23: Wurzelpfade bei einer Zusammenfu¨hrung im A¨nderungsbaum
Die Folge der gemeinsamen Kanten der Wurzelpfade r(xl), . . . , r(ym) wird als Durch-
schnitt r(xl) ∩ . . . ∩ r(ym) bestimmt und heißt Ursprungspfad r(zn−1).
r(zn−1) := r(xl) ∩ . . . ∩ r(ym) = 〈(z0, z1), . . . , (zn−2, zn−1)〉
Der Endknoten zn−1 ∈ V des Ursprungspfades r(zn−1) wird Ursprungsversion ε ∈ V
der Zusammenfu¨hrungsmenge S genannt.
ε ∈ V : Ursprungsversion der Zusammenfu¨hrungsmenge S (3.28)
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Die Zusammenfu¨hrung der Versionen xl, . . . , ym ∈ V zur Zusammenfu¨hrungsversion
ε ∈ V wird durch die Zusammenfu¨hrungsa¨nderungskante σ ∈ EA von der Ursprungs-
version ε zur Zusammenfu¨hrungsversion γ ∈ V im A¨nderungsbaum GA beschrieben.
Die bei einer Zusammenfu¨hrung ausgefu¨hrten A¨nderungen δε,γ ∈ ∆ werden der Zusam-
menfu¨hrungsa¨nderungskante (ε, γ) ∈ EA zugeordnet. Der Wurzelpfad r(γ) der Zusam-
menfu¨hrungsversion γ wird als Kettung des Wurzelpfads r(ε) der Ursprungsversion ε
mit dem Pfad der Zusammenfu¨hrungsa¨nderungskante σ ∈ EA formuliert.
σ := (ε, γ) ∈ EA (3.29)
α(σ) := δε,γ ∈ ∆ (3.30)
r(γ) := r(ε) ◦ 〈σ〉 (3.31)
Beispiel 3.26: Zusammenfu¨hrung von Versionen im A¨nderungsbaum
Im Bild 3.24a wird die Zusammenfu¨hrung der Versionen Ba und Bc zur Version Bd
dargestellt. Die Version Bc ist eine Revision der Version Ba. Im Bild 3.24b werden
die Versionen Bc und Bd zur Version Be zusammengefu¨hrt. Die Version Bd ist eine
Variante zur Version Bc. In den A¨nderungsba¨umen ist zu erkennen, dass sowohl im
Bild 3.24a als auch im Bild 3.24b die Version Be durch die Anwendung der A¨nderung
δa,e entstanden ist. Die Information, welche Versionen zusammengefu¨hrt wurden, wird
durch die A¨nderungsba¨ume nicht beschrieben. Die im Bild 3.24 dargestellten Zu-
sammenfu¨hrungen werden jeweils durch die Zusammenfu¨hrungsmenge S, die Zusam-
menfu¨hrungsversion vγ, die Ursprungsversion vε und die Zusammenfu¨hrungsa¨nderungs-
kante σ beschrieben (vgl. Beispiel 3.22 auf Seite 54).
Sa = {Ba, Bc} Sb = {Bc, Bd}
γa = Bd γ
b = Be
εa = Ba ε
b = Ba
σa = (Ba, Bd) σ
b = (Ba, Bd)



















(b) Zusammenfu¨hrung von Varianten Bc und Bd
Bild 3.24: A¨nderungsba¨ume mit Zusammenfu¨hrungen
Zusammenfu¨hrungsinformationen im A¨nderungsbaum: Der A¨nderungsbaum
bildet die Modellinstanzversionen und ihre A¨nderungsbeziehungen ab. Im Gegensatz
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zum Versionsgraphen werden keine Informationen daru¨ber gespeichert, welche Versio-
nen zusammengefu¨hrt werden und welche Version dabei entsteht. Jedoch wird die bei
der Zusammenfu¨hrung ausgefu¨hrte A¨nderung als Kante im A¨nderungsbaum beru¨ck-
sichtigt.
3.2.4 Verarbeitungsgraph
Verarbeitungsgraph: Zur ganzheitlichen Modellierung der Modellinstanzversionen
(V ), der A¨nderungen (∆), der Nachfolger- und A¨nderungsbeziehungen (EN , EA) sowie
der A¨nderungsabbildung (α) wird der Verarbeitungsgraph GV eingefu¨hrt.
GV := (V,∆;EN , EA, α) (3.32)
Beispiel 3.27: Verarbeitungsgraph der Modellinstanz
Das Bild 3.25 zeigt den Verarbeitungsgraphen GV der Modellinstanz B mit der virtu-
ellen Modellinstanzversion Bβ, den Versionen Ba, Bb, Bc, Bd und Be, der Nachfolger-
relation EN , der A¨nderungsrelation EA, der A¨nderungsmenge ∆ und der A¨nderungs-
abbildung α. Daru¨ber hinaus stellt der Graph eine Zusammenfu¨hrung mit der Zusam-
menfu¨hrungsmenge S, der Zusammenfu¨hrungsversion γ, der Menge der Zusammen-
fu¨hrungskanten Σ, der Zusammenfu¨hrungsa¨nderungskante σ und der Ursprungsversion
ε dar.
β = Bβ
V = {Bβ, Ba, Bb, Bc, Bd, Be}
EN = {(Bβ, Ba), (Ba, Bb), (Bb, Bc), (Ba, Bd), (Bc, Be), (Bd, Be)}
EA = {(Bβ, Ba), (Ba, Bb), (Bb, Bc), (Ba, Bd), (Ba, Be)}
∆ = {δβ,a, δa,b, δb,c, δa,d, δa,e}
α = {((Bβ, Ba), δβ,a), ((Ba, Bb), δa,b), ((Bb, Bc), δb,c), ((Ba, Bd), δa,d), ((Ba, Be), δa,e)}
S = {Bc, Bd}
γ = Be, Σ = {(Bc, Be), (Bd, Be)}










Bild 3.25: Verarbeitungsgraph GV der Modellinstanz B
Unversionierte Modellinstanz: In einer unversionierten Umgebung wird auf der
virtuellen Version β genau eine A¨nderung δβ ausgefu¨hrt, welche die Modellinstanz
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B als einzige Version erzeugt. Die A¨nderung δβ wird durch die Operationsinstanzen
ω0, . . . , ωn ∈ Ω beschrieben und heißt operative Modellinstanz M(B).
M(B) := δβ mit δβ = 〈ω0, . . . , ωn〉 ∧ ω0, . . . , ωn ∈ Ω (3.33)
∧ ω0 operiert auf β
Das Bild 3.26 veranschaulicht diesen Sachverhalt.
β B
δβ
Bild 3.26: Unversionierte Modellinstanz B
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3.3 Bauwerksmodelle
Dem Stand der Technik1 entsprechend werden fu¨r den Prozess der rechnergestu¨tzten
Bauwerksplanung fachliche Modelle in objektorientierte Computermodelle u¨berfu¨hrt.
In diesem Abschnitt wird der verarbeitungsorientierte Ansatz im Hinblick auf die Bau-
werksmodellierung beleuchtet. Dabei wird sowohl auf die Stellung als auch die Bedeu-
tung der Operationen im Kontext von Bauwerksmodellen eingegangen.
3.3.1 Identifikation
Identita¨t: In der Objektorientierung haben Objekte eine Identita¨t, eine Eigenschaft,
welche sie eindeutig von anderen Objekten unterscheidet. Diese Eigenschaft wird zur
Identifizierung von Objekten bei der Verarbeitung eines objektorientierten Bauwerks-
modells durch Operationen verwendet.
Transienter Objektidentifikator: Zur Laufzeit einer Fachapplikation wird einem
Objekt bei der Erzeugung ein tempora¨rer oder transienter Identifikator zugeordnet. In
der Regel ist ein transienter Identifikator die Adresse des Objekts im Arbeitsspeicher.
Eine Fachapplikation identifiziert zur Laufzeit ein Objekt auf Basis seines transienten
Identifikators. Wird ein Objekt gespeichert und anschließend von einer Fachapplikation
geladen, erha¨lt es einen anderen, neuen transienten Objektidentifikator. Transiente
Objektidentifikatoren sind zeitabha¨ngig und deshalb zur Identifikation von Objekten
im verarbeitungsorientierten Modell unbrauchbar.
Persistenter Objektidentifikator: Ein persistenter Objektidentifikator – POID2 –
ist u¨ber die gesamte Lebensdauer eines Objekts konstant und demnach nicht zeitabha¨n-
gig. Im verarbeitungsorientierten Modellierungsansatz wird genau eine Modellinstanz
betrachtet. Aus diesem Grund ist es erforderlich, dass die POIDs innerhalb einer Mo-
dellinstanz eindeutig sind.
Operanden: Operationen verarbeiten eine Modellinstanz, indem sie auf Modellobjek-
ten operieren. Die Liste von Objekten, die von einer Operation verarbeitet werden soll,
heißt Operandenliste. Zur Kennzeichnung eines Objekts als Operand werden POIDs
verwendet.
Beispiel 3.28: Operanden einer Operation
Gegeben sind je eine Operation zum Erzeugen, zum Modifizieren und zum Lo¨schen
eines Wandobjekts. Beim Erzeugen des Objekts wird der Operand <objA@x0fe7c> als
POID spezifiziert. In der Modifikationsoperation und beim Lo¨schen dient diese POID
als Operand in der Operandenliste [<objA@x0fe7c>,...]. Die nachfolgende Sequenz
von Operationen verdeutlicht die Verwendung von POIDs als Operanden.
Erzeuge Wand <objA@x0fe7c> mit . . . ;
Modifiziere Objekte [<objA@x0fe7c>, ...] durch . . . ;
Lo¨sche Objekte [<objA@x0fe7c>, ...];




Attribute: In objektorientierten Modellen speichern Attribute die Daten. Jedem At-
tribut kommt dabei eine bestimmte Bedeutung oder Aussagekraft3 zu. Das Wissen
u¨ber die Bedeutung und die Verwendung der Attribute hat im Allgemeinen nur der
Entwickler bzw. Programmierer des Modells.
Beispiel 3.29: Attributsemantik
Zur geometrischen Repra¨sentation einer Wand werden vier private Attribute zur Spei-
cherung von Koordinaten (x1,y1,x2,y2) definiert. Mit dem Ziel, eine gleichbleiben-
de Genauigkeit im gesamten Koordinatensystem der geometrischen Modellinstanz zu
gewa¨hrleisten, speichert der Entwickler die Koordinaten in einem Weltkoordinatensys-
tem. Die Semantik der privaten Attribute ist nach außen nicht sichtbar.
Methoden: Zur Verarbeitung der Attribute stellen Objekte Methoden als Objekt-
schnittstelle nach außen bereit. In [Laabs 1998] werden neben Managementmethoden
und privaten Hilfsmethoden weitere Arten von Methoden unterschieden:
• Zugriffsmethoden sorgen fu¨r den lesenden (get) und schreibenden (set) Zugriff
auf die Attribute.
• Anwendungsmethoden modellieren das Verhalten der Objekte.
Zugriffsmethoden: Anwendungsprogrammierer verwenden Zugriffsmethoden, um in
einem fest definierten Kontext lesend und schreibend auf die als privat deklarierten Ob-
jektattribute zuzugreifen. Dieser Zugriffskontext legt die Semantik der Zugriffsmetho-
den fest. Nicht zwangsla¨ufig geben die get-Methoden den tatsa¨chlichen Attributwert
zuru¨ck, sondern setzen diesen zuna¨chst in einen vereinbarten Kontext. Ferner werden
set-Methoden dazu verwendet, eine U¨berpru¨fung des Attributwerts im Kontext eines
Wertebereichs vorzunehmen, bevor ein Wert im Attribut gespeichert wird. Im Hin-
blick auf ihre Verwendung besitzen Zugriffsmethoden eine gro¨ßere Aussagekraft als die
semantisch niederwertigen Attributwerte.
Beispiel 3.30: Semantik von Zugriffsmethoden
Mit Bezug auf das Beispiel 3.29 werden Zugriffsmethoden fu¨r die Koordinatenattribute
der Wand definiert. Es wird vereinbart, dass an der Schnittstelle der Zugriffsmetho-
den sog. Nutzerkoordinaten verwendet werden.Das bedeutet eine Transformation von
Welt- in Nutzerkoordinaten beim lesenden und von Nutzer- in Weltkoordinaten beim
schreibenden Zugriff. Eine solche Vereinbarung definiert den semantischen Kontext der
Zugriffsmethoden4. Das Bild 3.27 stellt diesen Sachverhalt dar.
Anwendungsmethoden: Anwendungsmethoden bilden das Verhalten von Objekten
ab. Sie dienen nicht der gezielten Verarbeitung einzelner Attribute, sondern vielmehr
der Verarbeitung des Objekts als Ganzes. Die Semantik der Anwendungsmethoden
entspricht somit den Verhaltensweisen eines Objekts.
3auch Semantik













Bild 3.27: Semantik von Zugriffsmethoden
Beispiel 3.31: Semantik von Anwendungsmethoden
Mit Bezug auf die vorangegangenen Beispiele 3.29 und 3.30 wird ein Transformations-
verhalten der Wand in der Anwendungsmethode transf(m00,m10,m01,m11,m02,m12)
definiert. Die Methode fu¨hrt eine affine 2D-Transformation der Wand auf Basis der
durch die U¨bergabeparameter definierten Transformationsmatrix aus. Dieses Verhalten
kennzeichnet die Bedeutung der Anwendungsmethode. Das Bild 3.28 veranschaulicht












Bild 3.28: Semantik von Anwendungsmethoden
Operationen: Wa¨hrend Anwendungsmethoden das Verhalten einzelner Objekte defi-
nieren, dienen Operationen der Beschreibung des Verhaltens einer gesamten Modellin-
stanz. Operationen verarbeiten die Modellinstanz, indem sie auf Basis der Methoden
auf die einzelnen Modellobjekte lesend oder schreibend zugreifen. Die Semantik der
Operationen ist im Kontext der Verarbeitung einer Modellinstanz definiert. Analog zu
Methoden, die die Objektschnittstelle darstellen, sind Operationen als Modellschnitt-
stelle zu verstehen. Im Verarbeitungskontext einer Modellinstanz haben Operationen
eine ho¨here Aussagekraft als die Methoden der einzelnen Modellobjekte.
Beispiel 3.32: Semantik von Operationen
In den vorangegangenen Beispielen 3.29, 3.30 und 3.31 werden die Eigenschaften und
das Verhalten eines Wandobjekts dargestellt. Die Wand ist aber nur ein Teil des kom-
plexen Objektmodells. In diesem Beispiel wird das Verhalten einer Modellinstanz als
Ganzes betrachtet. Es wird die Operation rotate zur Rotation von geometrischen Mo-
dellobjekten, zu denen auch Wandobjekte za¨hlen, definiert. Das Bild 3.29 auf der
na¨chsten Seite verdeutlicht das Verhalten der Modellinstanz bei Rotation der beiden
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Wandobjekte objA und objB um den Punkt (2,3) bei einem Winkel von 15◦. Zur
Ausfu¨hrung dieser Operationsinstanz werden die entsprechenden Anwendungsmetho-
den der Wandobjekte gerufen. Es wird deutlich, dass die Operation rotate eine gro¨ßere
Aussagekraft besitzt als eine Objektmethode. Sie ist semantisch hochwertiger als die
einzelnen Anwendungsmethoden transform(), da sie zum einen eine spezielle Trans-
























Bild 3.29: Semantik von Operationen
Zusammenfassung: Zur Verarbeitung der in einem Objektmodell als Attributwerte
gespeicherten Daten sieht die Objektorientierung Methoden vor. Methoden bilden die
Objektschnittstelle und beschreiben das Verhalten eines Objekts. Das Verhalten ei-
ner Modellinstanz, bestehend aus mehreren Modellobjekten, wird durch Operationen
definiert. Diese Operationen bilden die Schnittstelle zum objektorientierten Bauwerks-
modell – die Modellschnittstelle. Im Hinblick auf die Verarbeitung der Daten sind Me-
thoden semantisch hochwertiger als die Attribute selbst. Des Weiteren besitzen Ope-
rationen im Sinne der Verarbeitung einer Modellinstanz eine ho¨here Aussagekraft als










Bild 3.30: Semantik im objektorientierten Modell
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3.3.3 Konsistenz
Konsistenz: Im Rahmen der Betrachtungen in dieser Arbeit wird mit Konsistenz die
Widerspruchsfreiheit innerhalb eines Systems verstanden. Das System ist in diesem
Fall die Modellinstanz. Es wird zwischen struktureller und inhaltlicher Konsistenz so-
wie zwischen lokaler und globaler Konsistenz unterschieden. Strukturelle Konsistenz
meint die Widerspruchsfreiheit innerhalb der Datenstruktur, wa¨hrend inhaltliche Kon-
sistenz auf die Widerspruchsfreiheit in der Bedeutung der Daten abzielt. Die lokale
Konsistenzbedingung ist erfu¨llt, wenn jeweils die Eigenschaften eines Modellobjekts
widerspruchsfrei sind. Globale Konsistenz hingegen meint die Widerspruchsfreiheit al-
ler Objektzusta¨nde untereinander innerhalb einer Modellinstanz.
Beispielhaftes Modell: Im Bild 3.31 ist das UML-Klassendiagramm eines einfachen
Modells zur Beschreibung eines Balkens mit einer Gleichlast dargestellt. Die nicht-
negative La¨nge l des Balkens wird durch die Methode setL(s), der Wert w der Gleichlast
wird durch die Methode setW(w) gea¨ndert. Zur Bemessung des Balkens speichert die
Statik das maximale Biegemoment des Balkens als Attribut m. Die Methode updateM()
aktualisiert den Wert des Biegemoments, indem die Methode getM() des Balkens zur













Bild 3.31: Einfaches objektorientiertes Modell
Datenebene: In objektorientierten Modellen werden zur Speicherung von Daten At-
tribute verwendet. Jedes Attribut ist einem bestimmten Datentyp zugeordnet. Bei der
U¨bersetzung eines objektorientierten Programmcodes sorgt der Compiler fu¨r die struk-
turelle Konsistenzsicherung auf Datenebene, indem er eine Typu¨berpru¨fung vornimmt.
Beispiel 3.33: Konsistenz auf Datenebene
Das Bild 3.32 veranschaulicht die Datenkonsistenz des Balkens. Der Zustand 1 des
Balkenattributes ist konsistent. Der fiktive Attributzustand 2 stellt dagegen auf Da-
tenebene einen inkonsistenten Zustand dar, da der Wert des Attributes nicht dem









Bild 3.32: Konsistenz auf Datenebene
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Objektebene:Dem objektorientierten Prinzip der Datenkapselung5 entsprechend wer-
den die Attribute vor unerlaubtem Zugriff geschu¨tzt. Der innere Aufbau und die Bedeu-
tung der Attribute bleiben in der Regel dem Entwickler vorbehalten. Die Verwendung
der Attribute erfolgt im Allgemeinen u¨ber Methoden. Innerhalb der Methoden werden
Attribute in einer Transaktion verarbeitet, indem die Werte auf Gu¨ltigkeit u¨berpru¨ft
und abha¨ngige Attribute innerhalb des Objekts aktualisiert werden. Ein Objekt ist vor
und nach der Ausfu¨hrung einer Methode konsistent, kann innerhalb einer Methode je-
doch kurzzeitig einen inkonsistenten Zustand einnehmen. Die Methoden eines Objekts
stellen somit die lokale, inhaltliche Konsistenz innerhalb des Objekts – auf Objektebene
– sicher.
Beispiel 3.34: Konsistenz auf Objektebene
Das Bild 3.33 zeigt ein UML-Zustandsdiagramm fu¨r das Balkenobjekt balken. Nach der
Instanziierung (Objektzustand 1) und nach der Skalierung der La¨nge (Objektzustand
2) befindet sich das Balkenobjekt in einem konsistenten Zustand. Der Methodenaufruf
setL(-2) a¨ndert die La¨nge des Balkens auf einen negativen Wert (Objektzustand 3),














Bild 3.33: Konsistenz auf Objektebene
Diese Inkonsistenz auf Objektebene im Objektzustand 3 la¨sst den Schluss zu, dass der
Methode setL(s) die Aufgabe zukommen muss, den Wert der La¨nge l zu u¨berpru¨fen,
bevor dieser als Attributwert gespeichert wird, um die inhaltliche Konsistenz des Bal-
kenobjekts zu sichern.
Transaktionskonzept: Das aus der Datenbanktechnologie bekannte ACID-Transakti-
onskonzept6 wird auf das verarbeitungsorientierte Modell u¨bertragen. Die Ausfu¨hrung
einer Operationsinstanz stellt als kleinste Verarbeitungseinheit eine Transaktion mit
entsprechenden Eigenschaften dar:
Atomicity (Atomarita¨t): Eine Operationsinstanz wird entweder vollsta¨ndig oder gar
nicht ausgefu¨hrt.
Consistency (Konsistenz): Eine Operationsinstanz verarbeitet die Modellinstanz, in-
dem sie diese von einem konsistenten Zustand in den na¨chsten konsistenten Zu-
stand u¨berfu¨hrt, ohne jedoch zu jedem dazwischenliegenden Zeitpunkt die Kon-
sistenz zu gewa¨hrleisten.
5auch Attributkapselung oder Sichtbarkeits- bzw. Geheimnisprinzip, s. [Booch 1994] und [Balzert
2005]
6Atomicity, Consistency, Isolation, Durability, deutsch: Atomarita¨t, Konsistenz, Isolation, Dauerhaf-
tigkeit, s. [Date 2000, S. 459]
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Isolation (Isolation): Operationsinstanzen werden voneinander unabha¨ngig – isoliert
– betrachtet. Das bedeutet, dass sich in Ausfu¨hrung befindliche Operationsin-
stanzen nicht gegenseitig beeinflussen.
Durability (Dauerhaftigkeit): Das Ergebnis einer erfolgreich ausgefu¨hrten Operati-
onsinstanz ist dauerhaft. Im Falle des Systemabsturzes einer Fachapplikation ist
zwar nicht der Zustand der Modellinstanz, aber die Operationsinstanz als Teil
einer A¨nderung persistent gespeichert. So kann bei Bedarf ein Zustand der Mo-
dellinstanz wiederhergestellt werden.
Modellinstanzebene: Im vorgeschlagenen verarbeitungsorientierten Modellierungs-
ansatz wird innerhalb einer Transaktion die Modellinstanz von Operationsinstanzen
verarbeitet, indem diese die Zusta¨nde der entsprechenden Modellobjekte a¨ndern. Eine
Modellinstanz befindet sich vor und nach der Ausfu¨hrung einer Operationsinstanz in
einem konsistenten Zustand, kann aber wa¨hrend der Ausfu¨hrung zeitweise inkonsistent
werden. Dem Prinzip der Datenkapselung folgend, kapseln die Operationsinstanzen die
Modellobjekte und sorgen somit fu¨r die Sicherstellung der globalen, inhaltlichen Kon-
sistenz auf Modellinstanzebene. Den Operationen kommt dabei die Aufgabe zu, die
Modellinstanz als Ganzes widerspruchsfrei zu halten, indem Abha¨ngigkeiten innerhalb
der Modellinstanz aktualisiert werden. Das Prinzip der Modellkapselung zur Konsis-




Bild 3.34: Daten- und Modellkapselung zur Konsistenzsicherung
Beispiel 3.35: Konsistenz auf Modellinstanzebene
Das Bild 3.35 auf der na¨chsten Seite zeigt ein UML-Zustandsdiagramm fu¨r die Mo-
dellinstanz. Nach der Erzeugung befindet sich die Modellinstanz in einem konsistenten
Zustand (Modellinstanzzustand 1). Die Operationsinstanz –Wert der Gleichlast auf 4
kN/m setzen– ruft die Methode setW(4) des Gleichlastobjekts, um den Wert der Last
auf 4.0 zu setzen. Das Gleichlastobjekt last befindet sich in einem lokal, inhaltlich kon-
sistenten Zustand. Die gesamte Modellinstanz ist jedoch inhaltlich inkonsistent, da der
Wert des Biegemoments m im Statikobjekt statik nicht dem aktuellen Modellinstanz-
zustand entspricht (Modellinstanzzustand 2).
Das Beispiel verdeutlicht, dass die Operationsinstanz fu¨r die globale, inhaltliche Kon-
sistenz der Modellinstanz verantwortlich sein muss. Innerhalb der Operationsinstanz –
Wert der Gleichlast auf 4 kN/m setzen – kann nicht nur die Methode setW(4) geru-
fen werden, sondern zusa¨tzlich muss auch der Zustand des Statikobjekts statik durch
Aufruf der Methode updateM() aktualisiert werden. Erst dann befindet sich die Mo-
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Bild 3.35: Konsistenz auf Modellinstanzebene
Fachliche Ebene: Eine Modellinstanz befindet sich aus fachlicher Sicht in einem kon-
sistenten Zustand, wenn ingenieurtechnische Nachweise7 auf Basis der abstrahierten
fachlichen Instanz erfu¨llt werden. Die Sicherung der fachlichen Konsistenz erfolgt –
zum Teil auch rechnergestu¨tzt8 – auf Grundlage von Ingenieurwissen. Diese Form der
Konsistenzsicherung wird in dieser Arbeit nicht weiter betrachtet.
Beispiel 3.36: Konsistenz auf fachlicher Ebene
Fu¨r den Nachweis der Gebrauchstauglichkeit darf ein Balken eine maximale Durchbie-
gung nicht u¨berschreiten. Die fachliche Instanz befindet sich demnach in einem inkon-
sistenten Zustand, wenn die auf Basis des maximalen Biegemoments ermittelte Durch-
biegung des Balkens gro¨ßer ist als der in einer bauartspezifischen Norm festgelegter
Grenzwert.
Zusammenfassung: In der Objektorientierung stellen Methoden die inhaltliche Kon-
sistenz auf Objektebene sicher, indem sie die in Attributen gespeicherten Daten kapseln.
Die in der A¨nderungsorientierung eingefu¨hrten Operationen erweitern das objektorien-
tierte Prinzip der Datenkapselung. Sie dienen der Sicherung der inhaltlichen Konsistenz
auf Modellinstanzebene, indem sie die Modellobjekte kapseln. Dieses Prinzip wird als
Modellkapselung bezeichnet. In der Tabelle 3.2 sind zusammenfassend die Konsisten-





Fachliche Instanz Ingenieurtechnische Nachweise
Tabelle 3.2: Konsistenzebenen und Konsistenzsicherung
7bspw. Nachweise der Tragfa¨higkeit und der Gebrauchstauglichkeit (vgl. [Schneider 2002])




Dem Stand der Technik entsprechend9 werden im Prozess der rechnergestu¨tzten Bau-
werksplanung objektorientierte Fachapplikationen eingesetzt, die Bauwerksmodelle in-
stanziieren und verarbeiten. In diesem Abschnitt wird der verarbeitungsorientierte
Ansatz im Hinblick auf die Fachapplikationen beleuchtet. Dabei wird sowohl auf die
Stellung als auch die Bedeutung der Operationen im Kontext von Fachapplikationen
eingegangen.
3.4.1 Komponenten
Modellkomponente: Eine Fachapplikation instanziiert das objektorientierte Modell
innerhalb der Modellkomponente. Dem verarbeitungsorientierten Ansatz folgend wer-
den die Zusta¨nde der Modellinstanz B – die Modellinstanzversionen10 – vorgehalten.
Das Laden und das persistente Speichern von Modellinstanzversionen werden der Mo-
dellkomponente zugeordnet. Verfu¨gbare Fachapplikationen besitzen im Allgemeinen
Funktionalita¨t zum Laden und zum Speichern von Dokumenten im nativen Dateifor-
mat. Eine Modellinstanzversion entspricht somit einem Dokument, was einen ausge-
zeichneten Zustand der Modellinstanz beschreibt.
Verarbeitungskomponente:Die Verarbeitungskomponente einer Fachapplikation ver-
arbeitet die Modellinstanz, indem sie Operationen instanziiert und auf die Modellin-
stanz anwendet. Der Prozess der Verarbeitung wird auch Modellieren genannt. Aus
diesem Grund werden im Folgenden die Begriffe Operation undModellieroperation syn-
onym verwendet. Ein Merkmal des verarbeitungsorientierten Ansatzes ist das Vorhalten
von A¨nderungen δ ∈ ∆11 der Modellinstanz B. Das Aufzeichnen von A¨nderungen im
Modellierungsprozess und das Einspielen bzw. Anwenden von A¨nderungen sind Aufga-
be der Verarbeitungskomponente. Persistente A¨nderungen werden in A¨nderungsdateien
gespeichert. Die Operationen bilden den Kern der Verarbeitungskomponente und stel-
len die Schnittstelle zwischen der Modellkomponente und der Ein-/Ausgabekomponente
einer Fachapplikation dar.
Ein-/Ausgabekomponente: Die Benutzerschnittstelle einer Fachapplikation nimmt
die Eingabe des Benutzers entgegen, zeigt den Modellinstanzzustand in der Ausga-
be an und wird im Rahmen dieser Arbeit als Ein-/Ausgabekomponente bezeichnet.
Die Eingabe des Benutzers wird zu einer Operationsinstanz ausgewertet und auf die
Modellinstanz angewendet.
Fachapplikation: Aus Sicht des verarbeitungsorientierten Modellierungsansatzes be-
steht eine Fachapplikation aus drei Komponenten: Ein-/Ausgabe, Verarbeitung und
Modell. Durch die Operationen kommt der Verarbeitungskomponente eine besondere
Bedeutung zu. Sie dienen (a) der Verarbeitung/ Modellierung und (b) der Beschrei-
bung von A¨nderungen einer Modellinstanz. In einer Fachapplikation bilden die Opera-
tionen die Schnittstelle zwischen der den Benutzer repra¨sentierenden Eingabe und der
9vgl. Kapitel 2 auf Seite 9
10vgl. Abschnitte 3.1.2 S. 38 und 3.2.1 S. 49
11vgl. Abschnitte 3.1.3 S. 42 und 3.2.1 S. 50
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zu verarbeitenden Modellinstanz. Das Bild 3.36 veranschaulicht die Architektur einer









Bild 3.36: Operationen in einer Fachapplikation
3.4.2 Modellieroperationen
Modellieren: Eine Operation stellt die kleinste fachtypische Verarbeitungseinheit bei
der Manipulation einer Modellinstanz in einer Fachapplikation dar. Der Benutzer ei-
ner Fachapplikation instanziiert eine Operation, um damit zu modellieren. Fu¨r eine
bestimmte fachliche Planungsaufgabe stehen dem Planer in einer Fachapplikation fest-
gelegte Modellieroperationen zur Verfu¨gung. Die Anwendung einer instanziierten Mo-
dellieroperation auf die Modellinstanz ist Aufgabe der Verarbeitungskomponente.
Operationsgruppierung: Modellieroperationen ko¨nnen generell in modellvera¨ndern-
de und nicht-modellvera¨ndernde Operationen unterschieden werden. Die modellvera¨n-
dernden Modellieroperation werden wie folgt gruppiert:
Hinzufu¨gen (ADD): Modellobjekte werden in einem bestimmten Verarbeitungskon-
text erzeugt und der Modellinstanz hinzugefu¨gt.
Modifizieren (MODIFY): Selektierte Modellobjekte werden modifiziert, das heißt, ihr
Zustand wird vera¨ndert.
Lo¨schen (REMOVE): Selektierte Modellobjekte werden aus der Modellinstanz ent-
fernt.
Konfigurieren (SET): Der Verarbeitungskontext wird konfiguriert.
Sonstige (MISC): Modellieroperationen werden ru¨ckga¨ngig gemacht (undo), wieder-
hergestellt (redo) oder wiederholt (again).
Nicht-modellvera¨ndernde Modellieroperationen manipulieren die Modellinstanz nicht
direkt, dienen jedoch zum einen dazu, Modellobjekte fu¨r anschließende Modifikationen
auszuwa¨hlen bzw. zu selektieren und zum anderen, Information u¨ber den Zustand der
Modellinstanz und die Zusta¨nde der Modellobjekte abzufragen.
Selektieren/ Deselektieren (SELECT/UNSELECT): Modellobjekte werden zur Ver-
arbeitung selektiert und nach dem Abschluss von Modifikationen deselektiert.
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Abfragen (GET): Der Zustand der Modellinstanz oder der Zustand der selektierten
Modellobjekte wird abgefragt.
Verarbeitungsprozess: Der Prozess der Verarbeitung einer Modellinstanz wird vom
Benutzer gesteuert. Folgende Eigenschaften kennzeichnen die Arbeitsweisen eines Fach-
planers:
• Der Planer arbeitet immer in einem fest definierten, aber modifizierbaren Verar-
beitungskontext. Beim Hinzufu¨gen eines Modellobjekts werden nicht alle Eigen-
schaften des Objekts vom Fachplaner spezifiziert. Alle nicht spezifizierten Eigen-
schaften werden dem aktuellen Verarbeitungskontext entnommen.
• Zur gezielten Modifikation einzelner Modellobjekte geht der Planer wie folgt vor.
Er selektiert zuna¨chst die zu modifizierenden Modellobjekte. Dann a¨ndert er ihre
Eigenschaften. Ist die Modifikation abgeschlossen, hebt er die Selektion auf.
Verarbeitungsregeln: Die beschriebene Vorgehensweise unterliegt gewissen Verar-
beitungsregeln. Modellobjekte stehen nur dann fu¨r eine Modifikation, das Lo¨schen und
eine Abfrage zur Verfu¨gung, wenn sie zuvor hinzugefu¨gt und anschließend selektiert
worden sind. Weiterhin mu¨ssen Kontexteigenschaften verfu¨gbar sein, um sie bei Kon-
figurationen verwenden zu ko¨nnen. Das Bild 3.37 zeigt die Gruppen von Modellierope-
rationen und veranschaulicht gleichzeitig ihre Anwendungsreihenfolge im Hinblick auf





Bild 3.37: Gruppierung und Anwendungsreihenfolge von Modellieroperationen
Beispiel 3.37: Verarbeitungskontext und Modellobjekte im Verarbeitungsprozess
Mit einer fiktiven Fachapplikation werden ebene Stabwerke berechnet. Knoten, Sta¨be,
Auflager und Lasten sind Modellobjekte mit entsprechenden Attributen. Der Verar-
beitungskontext der Fachapplikation ist durch die aktuell eingestellten Eigenschaften
fu¨r das Material, den Querschnitt und die Stabendgelenke festgelegt. Ein beispielhaf-
ter Verarbeitungsprozess zur Modellierung eines Dreigelenkrahmens wird im Bild 3.38
abgebildet und anschließend beschrieben.
a b
c d







1. Die Fachapplikation wird gestartet, Material- und Querschnittsbibliotheken wer-
den geladen. (ADD) – Es findet eine Initialisierung des Verarbeitungskontexts
statt, indem ein Standardmaterial, ein Standardquerschnitt und ein Standard-
stabendgelenk eingestellt werden. (SET)
2. Der Fachplaner konstruiert die Knoten des Stabwerks. (ADD)
3. Der Fachplaner erzeugt zwei vertikale Sta¨be a und b, indem er die Stabendkno-
ten spezifiziert. Das Material, der Querschnitt und die Stabendgelenke werden
dem aktuellen Kontext entsprechend den Sta¨ben zugeordnet. (SELECT, ADD,
UNSELECT)
4. Der Fachplaner a¨ndert den Verarbeitungskontext, indem er einen anderen aktu-
ellen Querschnitt einstellt. (SET)
5. Der Fachplaner erzeugt auf Basis der vorhandenen Knoten zwei horizontale Sta¨be
c und d, die entsprechend des gea¨nderten Verarbeitungskontexts jeweils ein Mate-
rial, einen (anderen) Querschnitt und Stabendgelenke erhalten. (SELECT, ADD,
UNSELECT)
6. Nach Auswahl der Knoten fu¨gt der Fachplaner je ein Gelenklager am Anfang A
des Stabes a und am Ende B des Stabes b ein. (SELECT, ADD, UNSELECT)
7. Der Fachplaner selektiert den Stab c. (SELECT) – Anschließend a¨ndert er das
rechte Stabendgelenk C in eine gelenkige Verbindung zum angeschlossenen Stab.
(MODIFY) – Der Stab c wird deselektiert. (UNSELECT)
8. Der Fachplaner fu¨gt eine vertikale Gleichlast q und eine horizontale Einzellast H
hinzu. (ADD) – Der Dreigelenkrahmen ist modelliert und der Planer startet die
Berechnung. (GET)
3.4.3 Persistente A¨nderungen
A¨nderungen: Eine Folge von im Verarbeitungsprozess instanziierten und angewende-
ten Modellieroperationen wird als A¨nderung der Modellinstanz betrachtet. A¨nderungen
werden von der Verarbeitungskomponente einer Fachapplikation in persistenter Form
aufgezeichnet und auch wieder ausgefu¨hrt bzw. angewendet. Diese Vorga¨nge werden im




Bild 3.39: Journaling und Patching
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Journaling: Das Aufzeichnen persistenter A¨nderungen im Verarbeitungsprozess einer
Modellinstanz mit einer Fachapplikation wird als Journaling12 definiert. Eine persisten-
te A¨nderung ist eine Folge von Operationsinstanzen, welche die Modellinstanz von einer
Version in die darauffolgende Version u¨berfu¨hrt. Wa¨hrend der Planer die Modellinstanz
mit einer Fachapplikation verarbeitet, werden Operationsinstanzen entsprechend des
operativen Modells persistent gespeichert. Die Modellobjekte werden durch ihre per-
sistenten Objektidentifikatoren (POIDs) als Operanden gekennzeichnet.
Patching: Das Einspielen bzw. Anwenden von gespeicherten A¨nderungen auf eine Mo-
dellinstanz in einer Fachapplikation wird als Patching13 definiert. Die in den persisten-
ten A¨nderungen gespeicherten Operationsinstanzen werden in der Verarbeitungskom-
ponente der Fachapplikation sequenziell auf die Modellinstanz angewendet, um einen
bestimmten Zustand der Modellinstanz – eine Modellinstanzversion – zu erzeugen.
12engl.: journal, deutsch: Protokoll; vgl. Journal-Dateien zum Abspeichern nativer Befehlsfolgen in
CAD-Systemen, s. [Beucke 2002]
13engl.: patch, deutsch: reparieren, flicken; Analogie: Die Aktualisierung eines Betriebssystems durch
Softwareupdates wird auch Patching genannt.
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4 Operative Modellierungssprache
“Language is a purely human and noninstinctive method of communicating ideas,
emotions, and desires by means of a system of voluntarily produced symbols.”
Edward Sapir (1884–1939), aus [Sapir 1921]
In diesem Kapitel wird eine Sprache zur Beschreibung von Modellieroperationen in
der verarbeitungsorientierten Bauwerksmodellierung vorgestellt. Nach der Einfu¨hrung
einiger Grundlagen werden, ausgehend von den Anforderungen an eine operative Mo-
dellierungssprache, drei aufeinander aufbauende Sprachebenen unterschieden. Es wird
untersucht, wie die Sprache zur Formulierung von Modellierprogrammen, Modellier-
operationen und A¨nderungen angewendet werden kann. Fu¨r jede dieser Ebenen wird




Sprachen werden in natu¨rliche Sprachen und ku¨nstliche Sprachen eingeteilt. Wa¨hrend
Deutsch und Englisch natu¨rliche Sprachen darstellen, za¨hlen Programmiersprachen wie
Java oder HTML zu den ku¨nstlichen Sprachen. Formal beschreibbare Sprachen werden
formale Sprachen genannt. Formale Sprachen sind eine Teildisziplin der Mathematik
und stellen ein eigensta¨ndiges Wissensgebiet in der theoretischen Informatik dar. Um
Sprachen beschreiben zu ko¨nnen, werden zuna¨chst nachfolgende Begriffe eingefu¨hrt
und deren Bedeutung erkla¨rt.
Lexik: Die Gesamtheit der Wo¨rter einer natu¨rlichen Sprache bzw. die Gesamtheit der
Symbole einer formalen Sprache wird Vokabular oder Lexik genannt (lex ).
Syntax: Die Syntax1 ist die Lehre vom Satzbau einer natu¨rlichen Sprache bzw. vom
Wortbau einer formalen Sprache (syn).
Semantik: Die Lehre von der inhaltlichen Bedeutung einer natu¨rlichen oder formalen
Sprache ist die Semantik2 (sem).
Die nachfolgenden Definitionen zur Beschreibung einer formalen Sprache lehnen sich
an [Broy 1998a, S. 26 ff.] an.
1griech.: syntaxis, deutsch: die Zusammenstellung
2altgriech.: semantikos, deutsch: anzeigend
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Symbol: Ein Symbol ist ein definiertes Zeichen zur Darstellung einer Information in
einer Sprache.
Alphabet: Ein Alphabet C beschreibt eine endliche Menge von Symbolen.
C := {c | c ist ein Symbol} (4.1)
Wort: Eine endliche Folge 〈c1, c2, . . . , cn〉 von Symbolen eines Alphabets C heißt Wort
wn der La¨nge n. Das Wort der La¨nge 0 heißt leeres Wort ε (nicht zu verwechseln mit
der Ursprungsversion ε der Zusammenfu¨hrungsmenge S aus Gleichung 3.28 auf Seite
57).
wn := 〈c1, c2, . . . , cn〉 :
n∧
i=1
(ci ∈ C) (4.2)
ε := w0 (4.3)
Wortmenge: Die Menge aller endlichen Wo¨rter u¨ber einem Alphabet C heißt Wort-
menge3 C∗. Alle Wo¨rter der La¨nge n u¨ber einem Alphabet C werden in der Wortmenge




Ck = C0 ∪ C1 ∪ C2 ∪ . . . ∪ Ck (4.4)
Formale Sprache: Jede Teilmenge L ⊂ C∗ von Wo¨rtern u¨ber einem Alphabet C heißt
formale Sprache u¨ber C.
L := {w | w ist ein Wort der Sprache L u¨ber dem Alphabet C} ⊂ C∗ (4.5)
Fu¨r eine formale Sprache wird ein Alphabet definiert, welches die Menge der Symbole
darstellt. Durch eine Syntax wird die Aneinanderreihung dieser Symbole zu Wo¨rtern
beschrieben. Haben die Symbole und die syntaktischen Regeln einer formalen Spra-








Bild 4.1: Formale Sprache
Beispiel 4.1: Formale Sprache
Fu¨r eine formale Sprache wird das Alphabet C = {’3’, ’44’, ’=’} definiert. Unter
Verwendung der Syntax der Formelsprache der Mathematik ko¨nnen nun beispielsweise
3oder Wortschatz
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die nachfolgenden zwei Wo¨rter gebildet werden, die jeweils eine Aussage darstellen.
Aussagen ko¨nnen wahr oder falsch sein.
Wort 1 : 3 = 44
Wort 2 : 3 = 3
Natu¨rliche Sprache: Zur Beschreibung einer natu¨rlichen Sprache sind im Grun-
de zwei formale Sprachen notwendig. Eine formale Sprache beschreibt die Lexik der
natu¨rlichen Sprache als Menge der Buchstabenfolgen (Wo¨rter) u¨ber dem Buchstabenal-
phabet der natu¨rlichen Sprache. Die zweite formale Sprache betrachtet die Syntax
der natu¨rlichen Sprache, indem sie die Menge an gu¨ltigen Wortfolgen (Sa¨tzen) u¨ber
dem Wortalphabet beschreibt. Im Allgemeinen existiert fu¨r eine natu¨rliche Sprache ein
Buchstabenalphabet, welches die Menge der Buchstaben definiert. Aus diesen Buchsta-
ben werden Wo¨rter gebildet. Das Vokabular oder die Lexik einer natu¨rlichen Sprache
ist meistens in Wo¨rterbu¨chern zu finden. Die syntaktischen Regeln einer natu¨rlichen
Sprache legen den Satzbau fest, um mit Wo¨rtern korrekte Sa¨tze zu bilden. Wird sowohl
den einzelnen Wo¨rtern als auch der Aneinanderreihung von Wo¨rtern eine Bedeutung
zugeordnet, dann ko¨nnen Menschen mit Sa¨tzen kommunizieren. Diesen Sachverhalt







Bild 4.2: Natu¨rliche Sprache
Programmiersprache: Eine Programmiersprache ist eine formale Sprache und dient
dazu, mit Hilfe von alphanumerischen Zeichen ein Computerprogramm zu formulieren.
Zur Beschreibung der Lexik einer Programmiersprache werden gu¨ltige alphanumeri-
sche Zeichen definiert, die nach lexikalischen Regeln zu Terminalsymbolen (s. Abschnitt
4.1.2) der Programmiersprache zusammengesetzt werden. Auf der Basis syntaktischer
Regeln werden anschließend mit Terminalsymbolen Programme formuliert. Im Sinne
einer formalen Sprache ist ein Programm ein Element der Programmiersprache und ent-
spricht somit einem Wort (vgl. Gleichung 4.5 auf Seite 76). Sind die Bedeutung der Ter-
minalsymbole und die Bedeutung syntaktischer Regeln festgelegt, kann ein Programm
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Grammatik einer Programmiersprache: Die formale Beschreibung der Lexik und
der Syntax einer Programmiersprache durch lexikalische bzw. syntaktische Regeln wird
Grammatik genannt. Die meisten Programmiersprachen sind der Klasse der sogenann-
ten kontextfreien4 Sprachen zugeordnet und besitzen dementsprechend kontextfreie
Grammatiken. Zur einfachen Darstellung kontextfreier Grammatiken wird die BNF-
Notation herangezogen.
4.1.2 BNF-Notation
Fu¨r die formale Beschreibung von Grammatiken kontextfreier Sprachen wird neben
Syntaxdiagrammen5 auch die BNF-Notation6 (Backus-Naur-Form) verwendet. Die BNF
stellt einen Formalismus dar, mit dem auf Basis regula¨rer Ausdru¨cke sowohl lexikalische
als auch syntaktische Regeln einer Programmiersprache formuliert werden.
Regula¨rer Ausdruck: Ein regula¨rer Ausdruck ist eine Notation, mit der Mengen von
Symbolfolgen beschrieben werden ko¨nnen. Wa¨hrend bei der Definition von lexikali-
schen Regeln Zeichenfolgen betrachtet werden, definieren syntaktische Regeln Folgen
von Symbolen. Nachfolgend aufgefu¨hrte regula¨re Ausdru¨cke werden in dieser Arbeit
verwendet.
a | b | c : Entweder Symbol a oder b oder c
~[a] : Nicht Symbol a
[a - z] : Symbole a bis z
( a )? : Entweder 0 oder 1 mal Symbol a
( a )+ : Mindestens 1 mal Symbol a
( a )* : Beliebig oft Symbol a
Beispiel 4.2: Regula¨rer Ausdruck
Gegeben ist eine Symbolmenge C = {’x’, ’y’, ’z’}. Zur Beschreibung von gu¨ltigen
Symbolfolgen wird nachfolgender regula¨rer Ausdruck definiert.
~[z] ( x )+ ( y | z )?
Auf der Basis ko¨nnen nun auszugsweise folgende Symbolfolgen gebildet werden:
Symbolfolge 1 : xx
Symbolfolge 2 : yxxxz
Symbolfolge 3 : yxy
Terminalsymbol: Ein Terminalsymbol (kurz: Terminal) wird mit Hilfe von lexikali-
schen Regeln auf der Basis von regula¨ren Ausdru¨cken mit alphanumerischen Zeichen
definiert und stellt ein syntaktisches Symbol der zu beschreibenden Programmierspra-
che dar. Terminalsymbole einer Programmiersprache sind Schlu¨sselwo¨rter, Kommen-
tare, Bezeichner, Konstanten, Zahlen, Zeichenketten, Wahrheitswerte und Operatoren.
In BNF-Notation werden Terminalsymbole wie folgt definiert.
4auch Typ-2-Sprache in der Chomsky-Hierarchie, s. [Broy 1998b, S. 212 ff.]
5s. [Gumm u. Sommer 2002, S. 121 ff.] und [Broy 1998a, S. 82 ff.]
6s. [Broy 1998a, S. 78 ff.] und [Aho u. a. 1988, S. 26 ff.]
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< TERMINAL : ... >
Nichtterminalsymbol: Ein Nichtterminalsymbol (kurz: Nichtterminal oder Nonter-
minal) ist eine syntaktische Hilfseinheit oder eine Variable, die eingefu¨hrt wird, um
syntaktische Regeln zu formulieren.
Startsymbol: In einer BNF-Grammatik wird ein Nichtterminalsymbol als sogenanntes
Startsymbol ausgezeichnet.
Produktionsregel: Eine Regel zur Beschreibung eines eingefu¨hrten Nichtterminal-
symbols wird Produktionsregel (kurz: Produktion) genannt. Bei einer Produktion steht
auf der linken Seite das Nichtterminalsymbol und auf der rechten Seite ein regula¨rer
Ausdruck, der eine Symbolfolge aus Terminalsymbolen und anderen Nichtterminalsym-
bolen definiert. Produktionsregeln stellen die syntaktischen Regeln bei der Definition
einer Grammatik dar. In BNF-Notation sieht eine Produktionsregel beispielsweise wie
folgt aus.
Nonterminal -> <TERMINAL> | OtherNonterminal
Grammatik: Als Grammatik zur Beschreibung der Syntax einer Programmiersprache
wird ein Gebilde aus Terminalsymbolen, Nichtterminalsymbolen, Produktionen und ei-
nem Startsymbol verstanden. Ausgehend von dem Startsymbol ko¨nnen alle Programme
einer Programmiersprache durch Anwendung der Produktionsregeln abgeleitet werden.
Beispiel 4.3: Einfache Grammatik in BNF
Es wird eine Grammatik zur Formulierung einer einfachen Gleichung definiert. Bei-
spielsweise besteht die Gleichung der Form a + b − c ∗ d + e : f . . . + y = z aus einer
beliebigen Anzahl von Operanden, den Operatoren fu¨r Addition, Subtraktion, Multi-
plikation und Division, dem Gleichheitsoperator und einem Ergebnis. Dazu werden die
Terminalsymbole <ZAHL>, <ADD>, <SUB>, <MUL>, <DIV> und <GLEICH> durch lexikalische
Regeln als Zeichenfolgen definiert. Daru¨ber hinaus werden die Nichtterminalsymbole
Gleichung, Operand, SumOper, MulOper und Ergebnis zur Formulierung der Produkti-
onsregeln verwendet. Das Nichtterminalsymbol Gleichung bildet das Startsymbol der
Grammatik.
// Lexikdefinition (Zeichenfolgen): Terminalsymbole
< ZAHL : ["1"-"9"] ( ["0"-"9"] )* >
< ADD : "+" >
< SUB : "-" >
< MUL : "*" >
< DIV : ":" >
< GLEICH : "=" >
// Syntaxdefinition (Symbolfolgen): Nichtterminalsymbole
Gleichung -> Operand ( SumOper Operand )*
<GLEICH> Ergebnis
Operand -> <ZAHL> | Produkt
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SumOper -> <ADD > | <SUB>
MulOper -> <MUL> | <DIV>
Produkt -> <ZAHL> MulOper <ZAHL>
Ergebnis -> <ZAHL>
Auf Basis dieser Grammatik kann beispielsweise die nachfolgende Gleichung formuliert
werden. Diese Gleichung ist ein Element der durch die Grammatik beschriebenen Spra-
che. Wird diese Sprache als Programmiersprache betrachtet, dann stellt die Gleichung
ein gu¨ltiges Programm dar.
34− 3 ∗ 6 + 13 = 29
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4.2 Anforderungen an die Modellierungssprache
Grundsa¨tzlich wird zwischen zwei Anforderungen im Hinblick auf die Verwendung der
operativen Modellierungssprache unterschieden. Modellieroperationen werden einer-
seits in der alphanumerischen Schnittstelle7 einer Fachapplikation vom Planer instan-
ziiert und auf die Modellinstanz angewendet, um diese zu bearbeiten (Eingabe). An-
dererseits dienen Modellieroperationen der persistenten Beschreibung von A¨nderungen
(Persistenz ), die wa¨hrend der Verarbeitung einer Modellinstanz mit einer Fachappli-
kation vorgenommen werden.
4.2.1 Eingabe
Beschreibung von Modellieroperationen: Fu¨r eine Fachapplikation stehen eine
Reihe von Modellieroperationen zur Verfu¨gung, um die Modellinstanz zu verarbeiten.
Innerhalb der Benutzerschnittstelle (UI8) instanziiert der Fachplaner sprachbasiert die
Modellieroperationen, um Modellobjekte hinzuzufu¨gen, zu selektieren, zu vera¨ndern,
zu lo¨schen, um den Verarbeitungskontext zu konfigurieren oder Abfragen zu stellen.
Die Sprache zur Beschreibung dieser Modellieroperationen wird im Kontext dieser Ar-
beit als OML9 definiert. Modellieroperationen sind Gegenstand der OML-Ebene der
Modellierungssprache. Die Anwendungskonzepte der OML in der Benutzerschnittstelle
einer Fachapplikation werden im Abschnitt 5.2 dieser Arbeit behandelt.
Beschreibung von Modellierprogrammen: Die Erweiterung der OML um ein
Variablenkonzept, ein Prozedurenkonzept sowie Programmkontrollstrukturen bildet
die operative Programmiersprache, die im Kontext dieser Arbeit als OPL10 definiert
wird. Modellierprogramme sind der OPL-Ebene der Modellierungssprache zugeord-
net. Die OPL wird vom Fachplaner bzw. Programmierer in der Programmierschnitt-
stelle (API11) einer Fachapplikation verwendet, um parametrisierte Modellierprogram-
me zu formulieren. Bei der Ausfu¨hrung eines Modellierprogramms werden Variablen
ausgewertet, Prozeduren und Kontrollstrukturen so aufgelo¨st, dass eine Sequenz von
alphanumerisch instanziierten Modellieroperationen der OML entsteht. Diese OML-
Anweisungen operieren dann auf der Modellinstanz. Die Anwendungskonzepte der OPL
in der Programmierschnittstelle einer Fachapplikation werden im Abschnitt 5.3 dieser
Arbeit behandelt.
Eingabesprache: Die Zielsetzung, die operative Modellierungssprache als Eingabe-
sprache zu verwenden, fu¨hrt zur Anforderung, die Sprache imperativ 12 und mo¨glichst
einfach zu gestalten. Modellieroperationen der OML sollen vom Fachplaner selbst in-
stanziiert und zur Modellinstanzverarbeitung verwendet werden. Fu¨r diese Aufgabe
eignen sich Kommando- bzw. Skriptsprachen (vgl. Abschnitt 2.2.3 auf Seite 18), mit
7zusa¨tzlich zur grafischen Benutzerschnittstelle, vgl. Abschnitt 2.2.3 auf Seite 18
8engl. User Interface
9Operative Modellierungssprache, engl. Operative Modeling Language
10Operative Programmiersprache, engl. Operative Programming Language
11engl. Application Programming Interface
12auch: anweisungsorientiert, vgl. imperative Programmiersprache, [Gumm u. Sommer 2002, S. 112]
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denen Anweisungen einfach formuliert werden ko¨nnen. Aus diesem Grund lehnt sich
die Syntax der vorgeschlagenen operativen Modellierungssprache stark an die Syntax
von bekannten Skriptsprachen an.
Anwendungsschema: Die Verwendung der operativen Modellierungssprache als Ein-
gabesprache fu¨r Modellierprogramme (OPL) und Modellieroperationen (OML) ver-








Bild 4.4: Modellierungssprache als Eingabesprache
4.2.2 Persistenz
Beschreibung von A¨nderungen: Neben der Verwendung der operativen Modellie-
rungssprache als Eingabesprache in Fachapplikationen dient die Sprache auch dazu,
A¨nderungen von Modellinstanzen als Sequenz von Operationsinstanzen persistent zu
beschreiben13. Fu¨r A¨nderungen werden persistente Modellieroperationen definiert und
wa¨hrend der Verarbeitung einer Modellinstanz gepra¨gt. Persistente Modellieroperatio-
nen definieren keine Variablen, Prozeduren oder Kontrollstrukturen. Die Sprache zur
Formulierung von A¨nderungen wird im Kontext dieser Arbeit als POML14 definiert.
A¨nderungen sind Gegenstand der POML-Ebene der Modellierungssprache. Um ein-
zelne Modellinstanzversionen zu erzeugen, werden die in entsprechenden A¨nderungen
gespeicherten Operationsinstanzen auf die Modellinstanz angewendet.
Persistente Identifikatoren: In A¨nderungen wird das Hinzufu¨gen, das Modifizieren
sowie das Lo¨schen von Modellobjekten beschrieben. Um die Modellobjekte zu unter-
scheiden, werden ihnen in der POML eindeutige persistente Namen, sogenannte per-
sistente Objektidentifikatoren (POIDs15), zugeordnet. In persistenten Modellieropera-
tionen dienen POIDs als Operanden.
Anwendungsschema: Die Verwendung der Modellierungssprache zur Beschreibung
von persistenten A¨nderungen verdeutlicht das Bild 4.5.
13vgl. Abschnitt 3.2.1 auf Seite 48
14Persistente operative Modellierungssprache, engl. Persistent Operative Modeling Language
15engl. Persistent Object Identifier







Bild 4.5: Modellierungssprache zur Beschreibung von persistenten A¨nderungen
4.2.3 Fachapplikationen
Der Einsatz der Modellierungssprache unter Beru¨cksichtigung der einzelnen Sprach-
ebenen wird im Kontext einer objektorientierten Fachapplikation im Bild 4.6 zusam-
menfassend veranschaulicht. Die OPL und die OML fungieren als Eingabesprache und
sind aus diesem Grund der Fachapplikationskomponente Ein-/Ausgabe zugeordnet. Die
POML ist Bestandteil der Verarbeitungskomponente Operation, da diese Operationen











Bild 4.6: Modellierungssprache in einer Fachapplikation
4.2.4 Formale Eigenschaften
Wortmengen der Modellierungssprache: Die operative Modellierungssprache ist
durch die drei vorgestellten Sprachebenen OPL, OML und POML gekennzeichnet. Jede
dieser Ebenen entspricht einer eigensta¨ndigen formalen Sprache und wird somit jeweils
durch eine Wortmenge definiert16. Die Elemente dieser Mengen sind gu¨ltige Folgen von
Anweisungen in der jeweiligen Sprache.
OPL := {x | x ist ein gu¨ltiges OPL-Programm gema¨ß OPL-Syntax} (4.6)
OML := {x | x ist eine gu¨ltige Folge von OML-Operationsinstanzen} (4.7)
POML := {x | x ist eine gu¨ltige Folge von POML-Operationsinstanzen} (4.8)
Abbildungseigenschaft: Ein Modellierprogramm als Element der Sprache OPL mit
Variablen, Prozeduren und Kontrollstrukturen wird auf eine Sequenz von Operati-
16vgl. Abschnitt 4.1.1 auf Seite 75
84 4 Operative Modellierungssprache
onsinstanzen als Element der Sprache in OML abgebildet. Dieser Folge von OML-
Operationsinstanzen wird wiederum eine persistente A¨nderung in Form einer Sequenz
von POML-Operationsinstanzen als Element der Sprache POML zugeordnet. Diese Ei-
genschaften werden durch die Abbildungen s : OPL → OML und t : OML → POML
beschrieben.
s : OPL → OML := {(x, y) ∈ OPL × OML | das OPL-Programm x (4.9)
wird einer Folge y von OML-Operationsinstanzen}
zugeordnet}
t : OML → POML := {(y, z) ∈ OML × POML | die Folge y von (4.10)
OML-Operationsinstanzen wird einer persistenten
A¨nderung z in POML zugeordnet}
Beispiel 4.4: Abbildungseigenschaft
Im Bild 4.7 ist ein OPL-Modellierprogramm dargestellt, das mit Variablen und einer
Verzweigung die Erzeugung und die Rotation eines Wandobjekts beschreibt. Dieses
Programm wird auf eine Sequenz von OML-Operationsinstanzen abgebildet (s). Den







  select [$w];
  rotate 
   $a,$b,15;
endif;
addWall .4,.4;





















Bild 4.7: Abbildungseigenschaft der Sprachebenen
Teilmengeneigenschaft: Setzt man die einzelnen Sprachen im Hinblick auf die jewei-
ligen Wortmengen in Bezug, dann ist die POML eine Teilmenge der OML und die OML
eine Teilmenge der OPL. Das bedeutet, persistente A¨nderungen in POML genu¨gen so-
wohl der Syntax der OML als auch der Syntax der OPL. Daru¨ber hinaus sind Folgen
von Operationsinstanzen in OML auch korrekte OPL-Programme. Diese Eigenschaft
wird formal wie folgt beschrieben und im Bild 4.8 veranschaulicht.
POML ⊂ OML ⊂ OPL (4.11)
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OPLOMLPOML
Bild 4.8: Teilmengeneigenschaft der Sprachebenen
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4.3 Modellierprogramme
4.3.1 Symbole und Ausdru¨cke
Im folgenden Abschnitt wird die Grammatik der Modellierungssprache der OPL-Sprach-
ebene vorgestellt. Die OPL dient der Formulierung von Modellierprogrammen, bei-
spielsweise mit Systemkommandos fu¨r Kontrollstrukturen oder zur Erzeugung grafi-
scher Komponenten. Es werden die Symbole, verwendete Datentypen und Ausdru¨cke
der Sprache beschrieben. Modellieroperationen werden in der OPL-Syntax allgemein
beru¨cksichtigt, jedoch nicht weiter konkretisiert. Die vollsta¨ndige Grammatik in BNF-
Notation ist im Anhang A.1 zu finden.
Schlu¨sselwo¨rter sind Bestandteil einer jeden Sprache. Die in der operativen Modellie-
rungssprache verwendeten Schlu¨sselwo¨rter sind als Terminalsymbole in der Grammatik
definiert. Die Tabelle 4.1 listet die eingefu¨hrten Schlu¨sselwo¨rter, deren Bedeutung, de-
ren Terminalsymbole und Verweise auf deren Verwendung in alphabetischer Reihenfolge
auf.
Schlu¨sselwort Bedeutung Terminal Abschnitt
BOTTOM Layoutkonstante: unten <BOTTOM> 4.3.5, S. 94
button Definition eines Schaltknopfes <BUTTON> 4.3.5, S. 93
buttonaction Definition einer Aktion fu¨r <BUTTONACTION> 4.3.5, S. 94
einen Schaltknopf
call Aufruf einer Prozedur <CALL> 4.3.3, S. 92
CENTER Layoutkonstante: mittig <CENTER> 4.3.5, S. 94
concat Verknu¨pfen von Zeichenketten <CONCAT> 4.3.1, S. 86
checkbox Definition einer Auswahlbox <CHECKBOX> 4.3.5, S. 93
checkget Abfrage, ob eine Auswahlbox <CHECKGET> 4.3.5, S. 94
selektiert ist
listbox Definition einer Auswahlliste <LISTBOX> 4.3.5, S. 93
listget Abfrage des selektierten <LISTGET> 4.3.5, S. 94
Elements einer Auswahlliste
const Kennzeichner zur Definition <CONST> 4.3.2, S. 90
einer Konstanten
dialog Definition eines grafischen <DIALOG> 4.3.5, S. 93
Dialogs
dialogadd Hinzufu¨gen grafischer Kompo- <DIALOGADD> 4.3.5, S. 94
nenten zu einem Dialog
dialogshow Anzeige eines grafischen Dialogs <DIALOGSHOW> 4.3.5, S. 94
else Alternative Zweig einer <ELSE> 4.3.4, S. 92
Verzweigung
endif Ende einer Verzweigung <ENDIF> 4.3.4, S. 92
endproc Ende der Definition einer <ENDPROC> 4.3.3, S. 91
Prozedur
endwhile Ende einer Wiederholung <ENDWHILE> 4.3.4, S. 92
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Schlu¨sselwort Bedeutung Terminal Abschnitt
false Wahrheitswert: falsch <FALSE> 4.3.1, S. 89
if Beginn einer Verzweigung <IF> 4.3.4, S. 92
import Laden einer Prozedurdatei <IMPORT> 4.3.3, S. 91
label Definition einer Beschriftung <LABEL> 4.3.5, S. 93
LEFT Layoutkonstante: links <LEFT> 4.3.5, S. 94
listadd Eintragen von Elementen in <LISTADD> 4.3.1, S. 90
eine Liste
listcontains Abfrage, ob ein Element Eintrag <LISTCONTAINS> 4.3.1, S. 90
einer Liste ist
listremove Austragen von Elementen aus <LISTREMOVE> 4.3.1, S. 90
einer Liste
null Nullwert <NULL> 4.3.1, S. 86
print Ausgabe auf dem Bildschirm <PRINT> 4.3.1, S. 86
proc Definition einer Prozedur <PROC> 4.3.3, S. 91
return Zuru¨ckkehren aus einer Prozedur <RETURN> 4.3.3, S. 91
RIGHT Layoutkonstante: rechts <RIGHT> 4.3.5, S. 94
text Definition eines Textfelds <TEXT> 4.3.5, S. 93
textget Abfrage des Textes eines <TEXTGET> 4.3.5, S. 94
Textfelds
TOP Layoutkonstante: oben <TOP> 4.3.5, S. 94
true Wahrheitswert: wahr <TRUE> 4.3.1, S. 89
while Beginn einer Wiederholung <WHILE> 4.3.4, S. 92
Tabelle 4.1: Schlu¨sselwo¨rter der operativen Programmiersprache OPL
Kommentare: Zur Dokumentation des Programmcodes, beispielsweise in Prozedurda-
teien, werden Kommentarzeilen mit vorangestelltem Doppel-Slash "//" zur Verfu¨gung
gestellt.
< COMMENT : "//" ... >
Bezeichner stellen Identifikatoren (<ID>) dar, die als Terminalsymbole in der Gram-
matik definiert sind. Sie dienen der Bezeichnung von Variablen (s. Abschnitt 4.3.2 auf
Seite 90), Prozeduren und Prozedurdateien (s. Abschnitt 4.3.3 auf Seite 91), grafischen
Komponenten (s. Abschnitt 4.3.5 auf Seite 93) und Modellieroperationen (s. Abschnitt
4.4 auf Seite 96).
< LETTER : ["a"-"z","A"-"Z"] >
< ID : ("_")* <LETTER> ... >
Zahlen werden in Ganzzahlen (<INTEGER>) und Fließkommazahlen (<DOUBLE>) unter-
teilt.
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< INTEGER : "0" | ( ["1"-"9"] ( ["0"-"9"] )* ) >
< EXPONENT : ["e","E"] ( ["+","-"] )? ( ["0"-"9"] )+ >
< DOUBLE : ( "0" | ["1"-"9"] ( ["0"-"9"] )* )?
"." ( ["0"-"9"] )* ( <EXPONENT> )? >
Zeichenketten (<STRING>) beginnen und enden mit einem doppelten Anfu¨hrungsstrich
(") und stellen eine beliebige Folge von Zeichen dar, in der jedoch keine Steuerzeichen
wie beispielsweise das Tabulartorzeichen auftreten du¨rfen. Steuerzeichen werden als
Literale mittels Backslash-Editing17 formuiert.
< STRING : "\"" ... "\"" >
Wahrheitswerte ko¨nnen genau zwei Zusta¨nde annehmen: entweder wahr (TRUE) oder
falsch (FALSE). Diese Eigenschaft wird durch das Nichtterminalsymbol Boolean in der
Grammatik ausgedru¨ckt.
Boolean -> <TRUE> | <FALSE>
Persistente Identifikatoren: Zur eindeutigen und persistenten Identifikation von
Modellobjekten werden persistente Identifikatoren (<POID>) eingefu¨hrt. Sie werden in
spitze Klammern gesetzt (< >), beginnen mit einem Buchstaben und du¨rfen unter
anderem keine Steuerzeichen enthalten.
< POID : "<" <LETTER> ... ">" >
Beispiel 4.5: Persistente Identifikatoren
Wa¨hrend ’<wall37>’ und ’<obj49@a846e21e56d37d:5cd4729:115cbf2f088:-7fff>’
gu¨ltige persistente Identifikatoren darstellen, sind ’<wall\13">’ und ’<24obj>’ keine
gu¨ltigen POIDs.
Operatoren: Die in der operativen Modellierungssprache definierten Operatoren
sind als Terminalsymbole in der Grammatik definiert. In der Tabelle 4.2 sind die ein-







== Vergleichsoperator: gleich <EQUALS>
!= Vergleichsoperator: ungleich <NOTEQUALS>
< Vergleichsoperator: kleiner-als <LESSTHAN>
17z. B. wird das Tabulatorzeichen durch "\t" beschrieben
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Operator Bedeutung Terminalsymbol
> Vergleichsoperator: gro¨ßer-als <GREATERTHAN>
! Logischer Negationsoperator <NOT>
&& Logischer Operator: und <AND>
|| Logischer Operator: oder <OR>
= Zuweisungsoperator <ASSIGN>
Tabelle 4.2: Operatoren der Modellierungssprache
Ausdru¨cke: Werte oder Verknu¨pfungen zwischen Werten mit Hilfe von Operatoren
heißen Ausdru¨cke (Expression). Dabei wird zwischen logischen (BoolExpr) und nicht-
logischen (NonBoolExpr) Ausdru¨cken unterschieden. Der Nullwert (<NULL>), Werte von
Bezeichnern (<ID>), persistente Identifikatoren (<POID>) und Zeichenketten (<STRING>)
sowie Variablenbezeichner (Value, s. Abschnitt 4.3.2 auf Seite 90), Listen (List, s.
Abschnitt 4.3.1 auf Seite 90) und mathematische Terme (Sum) za¨hlen zu den nicht-




| "(" (<NOT>)? BoolExpr
( (<AND> | <OR>) (<NOT>)? BoolExpr )? ")"
| "(" (<NOT>)? NonBoolExpr ( ( <EQUALS> | <NOTEQUALS>
| <LESSTHAN> | <GREATERTHAN> )
(<NOT>)? NonBoolExpr )? ")"




Sum -> Prod ( (<PLUS> | <MINUS>) Prod )?
Prod -> Exp ( (<TIMES> | <DIVIDED_BY>) Exp )?
Exp -> Unary ( <EXP> Exp )*
Unary -> ( <PLUS> )? Number
| <MINUS> Number
Number -> <INTEGER> | <DOUBLE>
| Value
| "(" Sum ")"
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Listen: Eine geordnete Folge von Ausdru¨cken wird durch eine Liste (List) beschrieben.
Die Ausdru¨cke werden dabei durch ein Komma (,) getrennt. Mittels der Anweisun-
gen listadd und listremove werden Ausdru¨cke in eine existierende Liste ein- bzw.
ausgetragen. Wa¨hrend die Anweisung listsize die Gro¨ße einer existierenden Liste
bestimmt, pru¨ft die Anweisung listcontains, ob ein angegebener Ausdruck Element
einer existierenden Liste ist. Der Zugriff auf einzelne Elemente in einer Liste wird im
Abschnitt 4.3.2 auf Seite 90 beschrieben. Fu¨r die Definition von Listen gilt nachfolgende
Syntax.
List -> "[" Expression ( "," Expression )* "]"
Anweisungen: Ein in der operativen Modellierungssprache formuliertes Programm
(Startsymbol: Start) besteht aus einer Liste von Anweisungen (StmtList). Anweisun-
gen (Statement) werden durch ein Semikolon (;) abgeschlossen. Sie stellen entweder
eine Zuweisung (Assignment) oder ein Kommando (Command) dar. Nachfolgende Syn-
tax gilt fu¨r Anweisungen.
Start -> StmtList
StmtList -> Statement ( ";" Statement )*
Statement -> Assignment | Command
Kommandos: Es wird zwischen Systemkommandos (SysCommand) und Modellierope-
rationen (ModelOperation, s. Abschnitt 4.4) unterschieden. Systemkommandos werden
durch Schlu¨sselwo¨rter (s. Abschnitt 4.3.1) der Modellierungssprache ausgedru¨ckt. Die
Tabelle 4.1 auf Seite 86 entha¨lt alle Systemkommandos und deren Bedeutung.
Modellieroperationen: Neben Systemkommandos stellen auch Modellieroperationen
(ModelOperation) Kommandos (Command) dar. Die Syntax und die Verwendung von
Modellieroperationen werden in den Abschnitten 4.4 auf Seite 96 und 4.5 auf Seite 102
vorgestellt.
Fu¨r Kommandos gilt nachfolgende Syntax.
Command -> SysCommand | ModelOperation
4.3.2 Variablen
Variablen haben einen Bezeichner (<ID>) und dienen der Speicherung von Werten.
Variablendefinition: Die Definition einer Variable ist eine Anweisung (Statement)
bestehend aus der Deklaration und der Zuweisung (Assignment). Bei der Deklaration
werden lediglich der Bezeichner (<ID>) der Variablen und die Konstanteneigenschaft
(<CONST>) festgelegt. Aus Gru¨nden der Einfachheit der Modellierungssprache muss
kein Variablentyp angegeben werden. Dieser ergibt sich aus dem der Variablen zuge-
wiesenen Wert. Die Zuweisung erfolgt mittels des Zuweisungsoperators <ASSIGN>. Der
zugewiesene Wert ist das Ergebnis eines Kommandos (Command) oder eines Ausdrucks
(Expression, s. Abschnitt 4.3.1). Die Definition von Variablen unterliegt nachfolgender
Syntax.
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Assignment -> ( <CONST> )? <ID> <ASSIGN> ( Command | Expression )
Beispiel 4.6: Variablendefinition
Gu¨ltige Variablendefinitionen sind ’a = (1+2);’, ’_list = ["din_blau", false];’,
’wall = addWall;’ und ’const PI = 3.1416;’. Beispiele fu¨r ungu¨ltige Variablende-
finitionen stellen die Anweisungen ’8abc = "Text";’ und ’x = 8abc;’ dar.
Variablenzugriff: Variablen mu¨ssen definiert sein, um auf deren Werte (Value) zuzu-
greifen. Beim Zugriff auf eine Variable wird dem Variablenbezeichner ein Dollarzeichen
($) vorangestellt. Der Zugriff auf einen Eintrag einer Liste erfolgt durch das Hinzufu¨gen
des nullbasierten Indexes des Listeneintrags in eckigen Klammern ([i]).
Value -> "$" <ID> ( "[" <INTEGER> "]" )?
Beispiel 4.7: Variablenverwendung
Der Zugriff auf die im Beispiel 4.6 definierten Variablen a, _list, wall und PI erfolgt
durch die Ausdru¨cke ’$a’, ’$_list, ’$wall’, ’$PI’. Auf den zweiten Eintrag der
Liste _list wird mit ’$_list[1]’ zugegriffen.
Variablengu¨ltigkeit: Variablen sind nur in einem bestimmten Gu¨ltigkeitsbereich18
verwendbar. Dabei wird zwischen globalen und lokalen Variablen unterschieden. Im
Programm definierte Variablen sind global, d.h. in allen Unterprogrammen bzw. Pro-
zeduren sichtbar. Variablen, die im Gegensatz dazu innerhalb von Prozeduren definiert
werden, sind auch nur innerhalb der Prozeduren – also lokal – verwendbar.
4.3.3 Prozeduren
Prozeduren haben einen Bezeichner (<ID>) und dienen der Zusammenfassung einer
Folge von Anweisungen.
Prozedurdefinition: Die Definition einer Prozedur beginnt mit dem Systemkomman-
do proc, dem Bezeichner der Prozedur (<ID>) und einer Liste von Bezeichnern (IdList)
der U¨bergabeparameter. Es folgt die Sequenz der zusammenzufassenden Anweisungen
(StmtList), welche das Systemkommando return (Return) beinhalten kann, um die
Prozedur zu beenden und einen Wert zuru¨ckzugeben. Abgeschlossen wird die Definiti-
on einer Prozedur mit dem Systemkommando endproc. Nachfolgende Syntax gilt zur
Definition von Prozeduren.
Proc -> <PROC> <ID> IdList StmtList <ENDPROC>
IdList -> <ID> ( "," <ID> )*
Return -> <RETURN> ( Expression )?
Prozedurdateien: Mehrere Prozedurdefinitionen ko¨nnen in einer Prozedurdatei mit
einem Bezeichner <ID> und der Dateiendung .pro zusammengefasst werden. Mit dem
Systemkommando import werden Prozedurdateien geladen. Der Import (Import) von
Prozedurdateien unterliegt nachfolgender Syntax.
18engl. scope
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Import -> <IMPORT> <ID>
Prozeduraufruf: Prozeduren mu¨ssen definiert sein, um sie zu verwenden bzw. auf-
zurufen. Das bedeutet, sie wurden entweder im Programm selbst definiert oder sind
Bestandteil einer geladenen Prozedurdatei. Das Systemkommando call ruft Proze-
duren anhand ihres Bezeichners (<ID>) auf und u¨bergibt entsprechende Parameter
als Argumentenliste (ArgList). Die Identifikation einer innerhalb einer Prozedurda-
tei definierten Prozedur erfolgt durch die Verkettung des Bezeichners (<ID>) der Da-
tei ohne Dateiendung, eines Punktes (.) und des Bezeichners (<ID>) der Prozedur.
Ru¨ckgabewerte einer Prozedur ko¨nnen in Variablen gespeichert werden. Nachfolgende
Syntax gilt fu¨r Prozeduraufrufe (ProcCall).
ProcCall -> <CALL> <ID> ( "." <ID> )? ( ArgList )?
ArgList -> Expression ( "," Expression )*
4.3.4 Kontrollstrukturen
Ablaufsteuerung: Kontrollstrukturen dienen der Ablaufsteuerung von Programmen.
Es wird zwischen der Sequenz, der Verzweigung und der Wiederholung unterschieden.
Sequenz: Eine Folge von nacheinander auszufu¨hrenden Anweisungen wird Sequenz
genannt. Sie spiegelt sich als Nichtterminalsymbol StmtList (s. Abschnitt 4.3.1 auf
Seite 90) in der Grammatik der Modellierungssprache wieder und bedarf demnach
keines expliziten Systemkommandos.
Verzweigung: Aufgrund einer Bedingung kann der Programmablauf verzweigen. Die
Bedingung wird als boolscher Ausdruck (BoolExpr, s. 4.3.1 auf Seite 89) formuliert. Ist
die Bedingung erfu¨llt (<TRUE>), dann wird die darauffolgende Sequenz von Anweisungen
(StmtList) ausgefu¨hrt. Andernfalls gilt der alternative Anweisungsblock StmtList)
nach dem Schlu¨sselwort else. Das Systemkommando if leitet eine Verzweigung ein,
das Systemkommando endif schließt diese ab. Da eine Verzweigung (Choice) selbst
eine Anweisung (Stmt) ist, ko¨nnen sie ineinander geschachtelt werden. Es folgt die
Syntax fu¨r eine Verzweigung (Choice).
Choice -> <IF> ";" BoolExpr ";" StmtList ";"
<ELSE> ";" StmtList <ENDIF>
Wiederholung: Bei einer Wiederholung oder einer Schleife19 wird eine Sequenz von
Anweisungen (StmtList) wiederholt, solange eine Bedingung erfu¨llt ist. Die Bedingung
wird als boolscher Ausdruck (BoolExpr, s. 4.3.1 auf Seite 89) formuliert. Das Sys-
temkommando while leitet eine Wiederholung ein, das Systemkommando endwhile
schließt diese ab. Wiederholungen ko¨nnen ineinander geschachtelt werden. Es folgt die
Syntax fu¨r Wiederholungen (Loop).




Die operative Modellierungssprache sieht Systemkommandos vor, um einfache grafische
Komponenten zu erzeugen. Grafische Komponenten sind Bestandteil von einfachen
Dialogfenstern und dienen als grafische Benutzerschnittstelle.
Definition: Die Definition einer grafischen Komponente erfolgt mit einem entspre-
chenden Systemkommando. Die Tabelle 4.3 zeigt die verfu¨gbaren Systemkommandos,
die zugeho¨rigen grafischen Komponenten sowie die Nichtterminalsymbole in der Gram-
matik.







Tabelle 4.3: Grafische Komponenten der Modellierungssprache
Label: Ein Label ist eine Beschriftung und wird durch einen Bezeichner (<ID>) und
eine Aufschrift als Ausdruck (Expression) definiert.
Text: Zur Erzeugung eines Textfelds werden ein Bezeichner (<ID>), eine Breite (<INTE-
GER>) und ein optionaler Text als Ausdruck (Expression) angegeben. In ein Textfeld
kann beliebiger einzeiliger Text eingegeben werden.
Button: Ein Button ist ein Schaltknopf und wird durch einen Bezeichner (<ID>) und
eine Aufschrift in Form eines Ausdrucks (Expression) definiert.
Checkbox: Eine Checkbox ist ein Auswahlkasten. Zu dessen Erzeugung werden ein
Bezeichner (<ID>) und eine Beschriftung als Ausdruck (Expression) definiert. Eine
Checkbox kann die Zusta¨nde markiert und nicht markiert annehmen.
Listbox: Eine Listbox ist eine Auswahlliste und wird durch einen Bezeichner (<ID>)
und eine Liste (List) der Auswahlelemente definiert. In einer Listbox kann genau ein
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Element20 der definierten Liste markiert sein.
Dialog: Ein Dialog ist ein grafisches Fenster mit einer Titelleiste und dient als Con-
tainer fu¨r die zuvor genannten grafischen Komponenten. Ein Bezeichner (<ID>) und
ein Titel als Ausdruck (Expression) werden in der Definition eines Dialogs angegeben.
Es folgt die Syntax der Systemkommandos zur Definition von grafischen Komponenten.
Label -> <LABEL> <ID> "," Expression
Text -> <TEXT> <ID> "," <INTEGER> ( "," Expression )?
Button -> <BUTTON> <ID> "," Expression
Checkbox -> <CHECKBOX> <ID> "," Expression
Listbox -> <LISTBOX> <ID> "," List
Dialog -> <DIALOG> <ID> "," Expression
Verwendung: Grafische Komponenten mu¨ssen definiert sein, um sie zu verwenden.
Ein Dialog (dialog) stellt ein Fenster dar, dem andere grafische Komponenten mit dem
Systemkommando dialogadd hinzugefu¨gt werden. Das Systemkommando dialogshow
dient zur Anzeige eines definierten Dialogs. Zur Positionierung grafischer Komponenten
in einem Dialog wird ein einfaches Layout bereitgestellt. Das Bild 4.9 veranschaulicht


















Bild 4.9: Layout in Dialogfenstern
DialogAdd:Das Systemkommando dialogadd fu¨gt einem vorhandenen Dialog (value)
eine grafische Komponente (value) hinzu und platziert diese entsprechend der ange-
gebenen Layoutkonstante.
DialogShow: Das Systemkommando dialogshow zeigt einen zu spezifizierenden Dia-
log (value) an.
TextGet: Fu¨r den Zugriff auf den Text eines Textfelds (<TEXT>) mit einem Bezeichner
(value) wird das Systemkommando textget bereitgestellt.
20hier engl. item
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ButtonAction:Das Systemkommando buttonaction ordnet einem Schaltknopf (<BUT-
TON>) mit einem Bezeichner (value) einen Ausdruck (Expression) zu, der Anweisun-
gen definiert, welche bei Aktivierung des Schaltknopfs ausgefu¨hrt werden sollen.
CheckGet: Zur Abfrage, ob eine Auswahlbox (<CHECKBOX>) mit einem Bezeichner
(value) markiert ist, wird das Systemkommando checkget bereitgestellt.
ListGet:Der Zugriff auf das markierte Auswahlelement einer Auswahlliste (<LISTBOX>)
mit einem Bezeichner (value) erfolgt mit dem Systemkommando listget.
Fu¨r das Hinzufu¨gen grafischer Komponenten in ein Dialogfenster und den Zugriff auf
definierte grafische Komponenten gilt nachfolgende Syntax.
DialogAdd -> <DIALOGADD> Value <ARGSEP> Value <ARGSEP>
( <TOP> | <BOTTOM> | <CENTER> | <LEFT> | <RIGHT> )
DialogShow -> <DIALOGSHOW> Value
TextGet -> <TEXTGET> Value
ButtonAction -> <BUTTONACTION> Value <ARGSEP> Expression
CheckGet -> <CHECKGET> Value
ListGet -> <LISTGET> Value
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4.4 Modellieroperationen
Zur Verarbeitung einer Modellinstanz mit einer Fachapplikation werden Modellierope-
rationen der OML-Sprachebene definiert. Zur Laufzeit der Fachapplikation werden die
definierten Modellieroperationen vom Fachplaner in der Benutzerschnittstelle instan-
ziiert und von der Verarbeitungskomponente auf die Modellinstanz angewendet. Die
Anwendungskonzepte fu¨r Modellieroperationen werden in den Abschnitten 5.2 und 5.3
dieser Arbeit behandelt.
4.4.1 Definition
Eine Modellieroperation (ModelOperation) ist eine Anweisung und wird durch einen
Bezeichner (<ID>) und eine Argumentenliste (ArgList) definiert. Nachfolgende Syntax
gilt fu¨r die Definition von Modellieroperationen.
ModelOperation -> <ID> ( ArgList )?
ArgList -> Expression ( "," Expression )*
Modellieroperationen der OML dienen der Beschreibung der Interaktion des Planers
mit einer konkreten Fachapplikation in der Benutzerschnittstelle. Die Fachapplikation
stellt die grafische Unterstu¨tzung des Fachplaners, beispielsweise bei der Selektion von
Modellobjekten mit der Maus, bereit. Es werden Gruppen von Modellieroperationen21
mit nachfolgender Funktionalita¨t unterschieden.
• Hinzufu¨gen von Modellobjekten – ADD
• Selektieren und Deselektieren von Modellobjekten – SELECT/UNSELECT
• Modifizieren von selektierten Modellobjekten – MODIFY
• Lo¨schen von selektierten Modellobjekten – REMOVE
• Konfigurieren des Verarbeitungskontextes – SET
• Abfragen u¨ber die Modellinstanz oder selektierte Modellobjekte – GET
• Ru¨ckga¨ngigmachen (undo), Wiederherstellen (redo) und Wiederholen (again) von
Modellieroperationen – MISC
Beispiel 4.8: Sprachbasierte Definition von Modellieroperationen
Fachapplikation: Eine Fachapplikation dient dem Entwurf und der Berechnung der
Stu¨tzmomente von Dreifeldtra¨gern. Sie verarbeitet eine Modellinstanz, die mehrere
Dreifeldtra¨ger mit jeweils einer sta¨ndigen Gleichlast g, feldweisen Verkehrslasten p und
konstantem Tra¨gheitsmoment I beschreibt. Jedem Spannfeld i sind eine La¨nge li und
eine Verkehrslast pi zugeordnet.
21vgl. Abschnitt 3.4.2 auf Seite 70
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Fachliches Modell : Der Zustand und das Verhalten des fachlichen Modells fu¨r einen sol-
chen Dreifeldtra¨ger wird durch einen Auszug aus dem Gleichungsapparat nach [Schnei-
der 2002, S. 4.19 ff.] und das Bild 4.10 beschrieben22.




































Bild 4.10: Fachliches Modell eines Dreifeldtra¨gers
Objektorientiertes Modell : Der Fachapplikation liegt das im Bild 4.11 als UML-Klas-
sendiagramm dargestellte objektorientierte Modell zugrunde. Das Modell (Model) ver-
waltet mehrere Dreifeldtra¨ger (ContBeam) und fu¨hrt die Berechnung (Analysis) durch.
Einem Tra¨ger sind eine sta¨ndige Last (DeadLoad) und drei Spannfelder (Span) zuge-









Bild 4.11: Objektorientiertes Modell fu¨r Dreifeldtra¨gerberechnung
Modellieroperationen: Zur Verarbeitung von Instanzen dieses Modells werden nachfol-
gend aufgefu¨hrte Modellieroperationen definiert. Es wird davon ausgegangen, dass nach
Erzeugung eines Dreifeldtra¨gers sa¨mtliche Lasten den Wert 0.0 haben und die La¨nge
jedes Spannfeldes mit dem Wert 1.0 belegt ist.
22Das Moment M1b ist dabei der Anteil des Stu¨tzmoments M aus dem Spannfeld 1 am Auflager b. Es
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• Tra¨ger hinzufu¨gen und positionieren (x,y)
AddBeam -> "addbeam" Number "," Number
• Tra¨ger selektien (grafisch oder mittels POID)
SelectBeam -> "selectbeam" ( <POID> )?
• Tra¨ger deselektieren (grafisch oder mittels POID)
UnselectBeam -> "unselectbeam ( <POID> )?
• Den Wert Number der sta¨ndigen Last g fu¨r aktuell selektierte oder spezifizierte
(POID) Tra¨ger a¨ndern
ModDeadLoad -> "moddeadload" Number ( ",[" <POID>
( "," <POID>)* "]")?
• Spannfeld selektieren (grafisch oder mittels POID und Nr.)
SelectSpan -> "selectspan ( "[" <POID> "," <INTEGER> "]" )?
• Spannfeld deselektieren (grafisch oder mittels POID und Nr.)
UnselectSpan -> "unselectspan ( "[" <POID> "," <INTEGER> "]" )?
• Den Wert Number der La¨nge l der aktuell selektierten oder spezifizierten (POID
und Nr.) Spannfelder a¨ndern
ModLength -> "modlength" Number ( ",[[" <POID> "," <INTEGER> "]"
( ",[" <POID> "," <INTEGER> "]" )* "]" )?
• Den Wert Number der Verkehrslast p der aktuell selektierten oder spezifizierten
(POID und Nr.) Spannfelder a¨ndern
ModLiveLoad -> "modliveload" Number (",[[" <POID> "," <INTEGER> "]"
( ",[" <POID> "," <INTEGER> "]" )* "]" )?
• Aktuell selektierte oder spezifizierte (POID) Tra¨ger lo¨schen
Remove -> "remove" ( ",[" <POID> ( "," <POID> )* "]" )?
• Berechnung und Ausgabe der Stu¨tzmomente der aktuell selektierten oder spezi-
fizierten (POID) Tra¨ger
GetSupportMoments -> "getsupportmoments ( ",[" <POID>
( "," <POID>)* "]")?
• Abfrage der gegenwa¨rtig selektierten Tra¨ger
GetSelectedBeams -> "getselectedbeams"
• Ru¨ckga¨ngigmachen der letzten, das Modell vera¨ndernden Operationsinstanz
Undo -> "Undo"




Definierte Modellieroperationen werden zur Verwendung vom Fachplaner in der Benut-
zerschnittstelle sprachbasiert instanziiert, indem die definierten Argumente mit Werten
belegt werden. In einer Fachapplikation werden instanziierte Modellieroperationen in-
terpretiert, um anschließend auf der objektorientierten Modellinstanz zu operieren.
Beispiel 4.9: Sprachbasierte Instanziierung von Modellieroperationen
Es werden die im vorangegangenen Beispiel 4.8 definierten Modellieroperationen und
die beschriebene Fachapplikation zum Entwurf und zur Berechnung von Dreifeldtra¨gern
herangezogen. Die Aufgabe besteht darin, einen Dreifeldtra¨ger mit Spannfeldla¨ngen von
4,25 m, 4,95 m und 3,8 m, einer sta¨ndigen Last von 5,4 kN/m und einer Verkehrslast
von 2,75 kN/m zu entwerfen und die maximalen Stu¨tzmomente zu bestimmen. Dazu
werden nach der Erzeugung des Tra¨gers die im Bild 4.12 dargestellten Lastfa¨lle definiert
(vgl. hierzu [Schneider 2002, S. 4.20]).
4,25m 4,95m
A B C D
3,8m





(a) LF 1: max Mb
4,25m 4,95m
A B C D
3,8m





(b) LF 2: max Mc
Bild 4.12: La¨stfalle fu¨r maximale Stu¨tzmomente
Das Listing 4.1 verdeutlicht die sprachbasierte Instanziierung der definierten OML-
Modellieroperationen. Die OML-Anweisungen (ohne Kommentare) werden zur Model-
lierung des Dreifeldtra¨gers vom Fachplaner in der Benutzerschnittstelle der beschriebe-
nen Fachapplikation eingegeben. Bei der Selektion von Modellobjekten wird der Fach-
planer grafisch unterstu¨tzt.
// Tra¨ger an Position (0,0) erzeugen
2 addbeam 0.0, 0.0;
4 // Sta¨ndige Last setzen
selectbeam; // Tra¨ger mit der Maus grafisch selektieren
6 moddeadload 5.4; // Sta¨ndige Last a¨ndern
unselectbeam; // Tra¨ger mit der Maus grafisch deselektieren
8
// La¨ngen der Spannfelder setzen
10 selectspan; // Spannfeld 1 mit der Maus grafisch selektieren
modlength 4.25; // La¨nge a¨ndern
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12 unselectspan; // Spannfeld 1 mit der Maus grafisch
// deselektiere
14 selectspan; // Spannfeld 2 mit der Maus grafisch selektieren
modlength 4.95; La¨nge a¨ndern
16 unselectspan; // Spannfeld 2 mit der Maus grafisch
// deselektieren
18 selectspan; // Spannfeld 3 mit der Maus grafisch selektieren
modlength 3.8; // La¨nge a¨ndern
20 unselectspan; // Spannfeld 3 mit der Maus grafisch
// deselektieren
22
// Verkehrslast LF 1 setzen
24 selectspan; // Spannfeld 1 mit der Maus grafisch selektieren
selectspan; // Spannfeld 2 mit der Maus grafisch selektieren
26 modliveload 2.75; // Verkehrslast a¨ndern
unselectspan; // Spannfeld 1 mit der Maus grafisch
28 // deselektieren
unselectspan; // Spannfeld 2 mit der Maus grafisch
30 // deselektieren
32 // Stu¨tzmomente ausgeben
selectbeam; // Tra¨ger mit der Maus grafisch selektieren
34 getsupportmoments; // Stu¨tzmomente berechnen
unselectbeam; // Tra¨ger mit der Maus grafisch deselektieren
36
// Verkehrslast LF 2 setzen
38 selectspan; // Spannfeld 1 mit der Maus grafisch selektieren
selectspan; // Spannfeld 2 mit der Maus grafisch selektieren
40 undo; // Selektion Spannfeld 2 ru¨ckga¨ngig machen
modliveload 0.0; // Verkehrslast a¨ndern
42 unselectspan; // Spannfeld 1 mit der Maus grafisch
// deselektieren
44 selectspan; // Spannfeld 3 mit der Maus grafisch selektieren
modliveload 2.75; // Verkehrslast a¨ndern




50 selectbeam; // Tra¨ger mit der Maus grafisch selektieren
getsupportmoments; // Stu¨tzmomente berechnen
52 unselectbeam; // Tra¨ger mit der Maus grafisch deselektieren
Listing 4.1: Sprachbasierte Instanziierung von Modellieroperationen in OML
Die Ausfu¨hrung der im Listing 4.1 instanziierten Modellieroperationen fu¨hrt zur Ausga-
be der Stu¨tzmomente (LF 1:Mb = −18.4 kNm, LF 2:Mc = −16.4 kNm). Das Bild 4.13
zeigt die Benutzeroberfla¨che einer Fachapplikation zum Entwurf und zur Berechnung
von Dreifeldtra¨gern.
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Bild 4.13: Benutzerschnittstelle einer Fachapplikation zum Entwurf und zur Berech-
nung von Dreifeldtra¨gern
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4.5 Persistente A¨nderungen
Zur Beschreibung von persistenten A¨nderungen einer Modellinstanz werden persis-
tente Modellieroperationen der POML-Sprachebene definiert. Wa¨hrend instanziierte
Modellieroperationen in OML in der Benutzerschnittstelle von Fachapplikationen ver-
wendet werden, dienen Instanzen persistenter Modellieroperationen der Speicherung
von A¨nderungen. Diese A¨nderungen ko¨nnen auf die Modellinstanz angewendet werden.
Die Anwendungskonzepte fu¨r persistente Modellieroperationen der POML-Sprachebene
werden in den Abschnitten 5.4, 5.5, 5.6 und 5.7 dieser Arbeit behandelt.
4.5.1 Definition
Persistente Modellieroperationen genu¨gen der Syntax von Modellieroperationen (vgl.
Abschnitt 4.4.1 auf Seite 96). Sie stellen demnach Anweisungen dar, die jeweils durch
einen Bezeichner (<ID>) und eine Argumentenliste (ArgList) definiert werden. Persis-
tente Modellieroperationen der POML unterscheiden sich von OML-Modellieroperatio-
nen im Hinblick auf die Semantik der Operationen. Im Gegensatz zu OML-Operationen
werden in POML-Operationen Modellobjekte beim Hinzufu¨gen, beim Modifizieren und
beim Lo¨schen direkt durch persistente Objektidentifikatoren (POIDs) als Operanden
gekennzeichnet. Hier wird bewusst auf die Verwendung einer impliziten Selektions-
menge als Grundlage der Modifikations- und Lo¨schoperationen verzichtet. Im Hin-
blick auf die Anwendung der POML beim Vergleich und beim Zusammenfu¨hren von
Modellinstanzversionen23 hat sich die Verwendung einer expliziten Operandenliste als
zweckma¨ßig herausgestellt. Folgende Grundsa¨tze gelten bei der Definition von persis-
tenten Modellieroperationen.
• Beim Hinzufu¨gen (ADD), beim Modifizieren (MODIFY) und beim Lo¨schen (RE-
MOVE) von Modellobjekten sind persistente Objektidentifikatoren (<POID>) als
Operanden anzugeben.
• Funktionalita¨t zum Selektieren und Deselektieren ist nicht Bestandteil der per-
sistenten Modellieroperationen – SELECT/UNSELECT.
• Abfragen u¨ber Modellobjekte sind keine modellvera¨ndernden Operationen und
stellen somit keine persistenten Modellieroperationen dar – GET.
• Das Ru¨ckga¨ngigmachen (undo) und das Wiederherstellen (redo) von Modellier-
operationen sind nicht Gegenstand der persistenten Modellieroperationen – MISC.
Beispiel 4.10: Sprachbasierte Definition von persistenten Modellieroperationen
Es wird die im Beispiel 4.8 auf Seite 96 beschriebene Fachapplikation zum Entwurf und
zur Berechnung von Dreifeldtra¨gern betrachtet. Zur Beschreibung von A¨nderungen ei-
ner Modellinstanz werden die nachfolgend aufgefu¨hrten persistenten Modellieropera-
tionen definiert.
23s. Abschnitte 5.6 S. 129 und 5.7 S. 139
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• Tra¨ger mit POID hinzufu¨gen und positionieren (x,y)
AddBeam -> "addbeam" Number "," Number "," <POID>
• Den Wert Number der sta¨ndigen Last g fu¨r Liste von Tra¨ger mit POIDs a¨ndern
ModDeadLoad -> "moddeadload" Number ",[" <POID> ("," <POID> )* "]"
• Den Wert Number der La¨nge l des jeweils i-ten (<INTEGER>) Spannfeldes fu¨r Liste
von Tra¨gern mit POIDs a¨ndern
ModLength -> "modlength" Number ",[[" <POID> "," <INTEGER> "]"
( ",[" <POID> , <INTEGER> "]" )* "]"
• Den Wert Number der Verkehrslast p des jeweils i-ten (<INTEGER>) Spannfeldes
fu¨r Liste von Tra¨gern mit POIDs a¨ndern
ModLiveLoad -> "modliveload" Number ",[[" <POID> "," <INTEGER> "]"
( ",[" <POID> "," <INTEGER> "]" )* "]"
• Liste von Tra¨gern mit POIDs lo¨schen
Remove -> "remove" "[" <POID> ( "," <POID> )* "]"
4.5.2 Instanziierung
Persistente Modellieroperationen werden zur Beschreibung von A¨nderungen sprachba-
siert instanziiert, indem die definierten Argumente mit Werten belegt werden. Wa¨hrend
der Verarbeitung der Modellinstanz in einer Fachapplikation zeichnet der Journaling24-
Mechanismus die persistenten A¨nderungen in POML auf.
Beispiel 4.11: Sprachbasierte Instanziierung von persistenten Modellieroperationen
Es wird der im Listing 4.1 auf Seite 99 betrachtete Entwurf eines Dreifeldtra¨gers durch
instanziierte OML-Modellieroperationen herangezogen. Wa¨hrend im Listing 4.1 die
Modellinstanz durch OML-Anweisungen in der Benutzerschnittstelle verarbeitet wird,
werden in diesem Beispiel die A¨nderung der Modellinstanz auf Basis der persistenten
Modellieroperationen beschrieben. Vorlage dafu¨r sind die im Beispiel 4.10 definierten
POML-Modellieroperationen. Das Listing 4.2 zeigt die sprachliche Instanziierung der
persistenten Modellieroperationen zur Formulierung der A¨nderung des Dreifeldtra¨gers
in POML.
// Tra¨ger erzeugt
2 addbeam 0.0, 0.0, <beam01@xyz >;
4 // Sta¨ndige Last modifiziert
moddeadload 5.4, [<beam01@xyz >];
6
// La¨ngen der Spannfelder modifiziert
8 modlength 4.25, [[<beam01@xyz > ,1]];
modlength 4.95, [[<beam01@xyz > ,2]];
24s. Abschnitt 3.4.3 auf Seite 72
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10 modlength 3.8, [[<beam01@xyz > ,3]];
12 // Verkehrslast gema¨ß LF 1 modifiziert
modliveload 2.75, [[<beam01@xyz >,1], [<beam01@xyz >,2]];
14
// Verkehrslast gema¨ß LF 2 modifiziert
16 modliveload 0.0, [[<beam01@xyz >,1]];
modliveload 2.75, [[<beam01@xyz >,3]];
Listing 4.2: Sprachbasierte Instanziierung von persistenten Modellieroperationen in
POML
Die im Listing 4.2 beschriebenen persistenten A¨nderungen zeigen im Unterschied zum
Listing 4.1 die Verwendung von persistenten Objektidentifikatoren (POIDs) und Ope-
randenlisten. Daru¨ber hinaus ist ersichtlich, dass Abfrageoperationen wie getsupport-
moments nicht Bestandteil der persistenten A¨nderung sind, weil sie die Modellinstanz
nicht vera¨ndern. Bis auf die Angabe von Operanden bzw. Operandenlisten unterschei-




Grau, teurer Freund, ist alle Theorie, und gru¨n des Lebens goldner Baum.“
Johann Wolfgang von Goethe (1749–1832), aus [Goethe 1808]
In diesem Kapitel werden die Anwendungskonzepte der verarbeitungsorientierten Mo-
dellierung und der operativen Modellierungssprache im kooperativen Bauplanungspro-
zess vorgestellt. Dazu erfolgen Untersuchungen zur Standardisierung operativer Mo-
delle in Fachdoma¨nen und zur Umsetzung operativer Modelle in Fachapplikationen.
Ferner wird die Anwendung der Sprache in den Benutzer- und Programmierschnitt-
stellen von Fachapplikationen sowie zu neuen Kooperationskonzepten beim Austausch,
bei der Archivierung, beim Vergleich und bei der Zusammenfu¨hrung von versionierten
Bauwerksinformationen betrachtet.
5.1 Operative Modelle
Die Basis fu¨r die in den folgenden Abschnitten beschriebenen Anwendungskonzepte
bilden operative Modelle. In diesem Abschnitt werden die Standardisierung operati-
ver Modelle innerhalb von Fachdoma¨nen und die Umsetzung operativer Modelle in
Fachapplikationen beschrieben.
Operative Modelle:Operative Modelle sind die abstrakte Beschreibung der Verarbei-
tung von objektorientierten Modellinstanzen in Fachapplikationen durch eine definierte
Menge von Modellieroperationen.
5.1.1 Standardisierung in Fachdoma¨nen
Fachdoma¨ne: Bei der Bauwerksplanung wird innerhalb einer Fachdoma¨ne ein be-
stimmter Planungsaspekt des Bauwerks aus einer bestimmten fachlichen Sicht betrach-
tet. Die Fachplaner verwenden dabei untereinander ein einheitliches Fachvokabular,
das in ihrer Fachsprache verankert ist. Das bedeutet, die Semantik von Begriffen ist
eindeutig innerhalb einer Fachdoma¨ne festgelegt. Jedoch unterscheiden sich die Begriff-
lichkeiten zwischen unterschiedlichen Doma¨nen. Beispielsweise kann eine Wand in der
Architekturdoma¨ne aus Sicht eines Tragwerksplaners als Scheibe bezeichnet werden.
Fachapplikationen: Zur computergestu¨tzten Bauwerksplanung werden innerhalb ei-
ner Fachdoma¨ne Fachapplikationen verschiedener Hersteller eingesetzt. Obwohl die-
se Fachapplikationen demselben Planungsaspekt zugeordnet sind, besitzen sie unter-
schiedlich strukturierte, native objektorientierte Bauwerksmodelle.
105
106 5 Anwendungskonzepte
Standardisiertes operatives Modell: Auf der Grundlage der einheitlichen Semantik
innerhalb einer Fachdoma¨ne wird die Standardisierung von Operationen zum Modellie-
ren mit Fachapplikationen vorgeschlagen. Ziel dieser Standardisierung ist die Einigung
auf eine Menge festgelegter Modellieroperationen zur Verarbeitung von unterschiedlich
strukturierten Objektmodellen. Die Menge von Standardoperationen bildet als opera-
tives Modell die Basis zur Definition einer Ordnungsstruktur innerhalb der Vielzahl
von unterschiedlichen Bauwerksmodellen und Fachapplikationen fu¨r ein und densel-
ben Planungsaspekt. Diese Ordnungsstruktur gilt fu¨r genau eine Fachdoma¨ne, ist aber
von einzelnen Fachapplikationen und somit auch von einzelnen nativen Datenmodellen
unabha¨ngig. Das Bild 5.1 verdeutlicht die Funktion des standardisierten operativen













Bild 5.1: Standardisiertes operatives Modell in einer Fachdoma¨ne
Formalisierung standardisierter Operationen: Es wird vorgeschlagen, die opera-
tive Modellierungssprache als Formalismus zur Definition von standardisierten Model-
lieroperationen zu verwenden. Neben der Festlegung der Syntax einzelner Operationen
kommt der Definition der Semantik von Argumenten eine besondere Bedeutung zu.
Beispiel 5.1: Definition einer standardisierten Operation des operativen Modells
In den Beispielen 4.8 auf Seite 96 und 4.10 auf Seite 102 werden Modellieroperationen
in OML bzw. POML zum Entwurf und zur Berechnung von Dreifeldtra¨gern definiert.
Beispielhaft wird angenommen, dass die Verarbeitung von Dreifeldtra¨gern den Pla-
nungsaspekt einer Fachdoma¨ne darstellt. Die Menge der in diesen Beispielen definierten
Operationen entspricht dem standardisierten operativen Modell dieser Fachdoma¨ne.
Die Tabelle 5.1 zeigt eine formale Definition der Operation ModLiveLoad. Es werden
sowohl die Syntax als auch die Semantik der Argumente angegeben.
5.1 Operative Modelle 107
Name ModLiveLoad
Fachdoma¨ne Verarbeitung von Dreifeldtra¨gern
Syntax ModLiveLoad -> "modliveload" Number
(OML/ ( ",[[" <POID>, "[" <POID>, <INTEGER> "]"
POML) ( ",[" <POID>, <INTEGER> "]" )* "]" )?
Semantik Modifikation der Verkehrslast auf neuen Wert Number in [kN/m]
fu¨r selektierte oder spezifizierte Spannfelder; Spezifikation: i-te
(<INTEGER>) Spannfelder der Dreifeldtra¨ger mit Identifikatoren
(<POID>s)
Tabelle 5.1: Formale Definition einer standardisierten Operation
5.1.2 Umsetzung in Fachapplikationen
Sprachbasiertes operatives Modell: Jeder Modellieroperation des operativen Mo-
dells ist eine OML-Operation zugeordnet. Jede modellvera¨ndernde Modellieroperation
wird durch eine entsprechende POML-Operation formuliert. Die sprachbasierte Be-
schreibung des operativen Modells entspricht demnach einer Menge von OML- und
POML-Operationen. Die Definition und die Instanziierung der OML-Operationen zur
Interaktion in der Benutzerschnittstelle sind im Abschnitt 4.4 auf Seite 96 beschrie-
ben. Die Definition und die Instanziierung von persistenten POML-Operationen zur
Formulierung von A¨nderungen sind im Abschnitt 4.5 auf Seite 102 erla¨utert.
Objektorientiertes operatives Modell: Jeder Modellieroperation des operativen
Modells ist in einer objektorientierten Fachapplikation eine Operationsklasse zugeord-
net. Die objektorientierte Beschreibung des operativen Modells entspricht demnach
einer Menge von Operationsklassen. Zur Abbildung der Argumente einer Modellierope-
ration werden in den Operationsklassen entsprechende Attribute vorgesehen. Wa¨hrend
der Laufzeit einer Fachapplikation werden Operationsklassen instanziiert und verarbei-
ten als Operationsobjekte die native Modellinstanz.
Operative Modelle in Fachapplikationen: Die Menge von semantischen Ope-
rationen zum Modellieren mit einer Fachapplikation wird das operative Modell der
Fachapplikation genannt. In der Ein-/Ausgabekomponente von Fachapplikationen wird
das operative Modell auf Basis der operativen Modellierungssprache beschrieben. Eine
Operation wird dabei als OML-Operation definiert und zur Laufzeit instanziiert (OML-
Operationsinstanz). In der Verarbeitungskomponente von Fachapplikationen wird das
operative Modell auf Basis der Objektorientierung beschrieben. Eine Operation wird als
Operationsklasse definiert und zur Laufzeit zum Operationsobjekt instanziiert. Opera-
tionsobjekte verarbeiten die Modellobjekte der nativen Modellinstanz einer Fachappli-
kation. Zur Formulierung von A¨nderungen wird das operative Modell auf Basis der ope-
rativen Modellierungssprache beschrieben. Eine persistente Operation wird dabei als
POML-Operation definiert und zur Laufzeit instanziiert (POML-Operationsinstanz).
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Das Bild 5.2 veranschaulicht die sprachbasierte und objektorientierte Umsetzung des

































In diesem Abschnitt wird ein Konzept zur Anwendung des verarbeitungsorientier-
ten Modells und der operativen Modellierungssprache in der Benutzerschnittstelle von
Fachapplikationen beschrieben. Es wird davon ausgegangen, dass verschiedene Fach-
applikationen unterschiedliche objektorientierte Bauwerksmodelle verwenden. Die na-
tive Ein-/Ausgabekomponente und die native Verarbeitungskomponente einer beste-
henden Fachapplikation werden dazu, wie im Folgenden beschrieben, erweitert.
5.2.1 Eingabe-/Ausgabe
Native Benutzerschnittstelle: In der nativen Benutzerschnittstelle einer Fachapp-
likation wird die Eingabe des Fachplaners entgegengenommen und ein (nativer) Be-
fehl zur Verarbeitung der nativen Modellinstanz erzeugt. Zur Nutzerinteraktion za¨hlen
Mausereignisse, das Auswa¨hlen von Menu¨eintra¨gen, das Dru¨cken von Kno¨pfen in Werk-
zeugleisten und im Allgemeinen auch das Eingeben von alphanumerischen Befehlen.
OML-Interpreter: Um die operative Modellierungssprache der OML-Sprachebene
zur Formulierung von standardisierten Operationsinstanzen in der Benutzerschnittstel-
le verwenden zu ko¨nnen, muss die native Ein-/Ausgabekomponente um einen OML-
Interpreter erweitert werden. Der OML-Interpreter wird auf Basis der OML-Gramma-
tik der standardisierten Modellieroperationen entwickelt und ist in der Lage, die al-
phanumerischen OML-Operationsinstanzen zu interpretieren und entsprechende Ope-
rationsobjekte in der Verarbeitungskomponente zu erzeugen. Der in der nativen Ein-
gabeschnittstelle spezifizierte alphanumerische Zeichenstrom wird dazu zum OML-
Interpreter umgeleitet.
OML-Eingabestrom:Der vom OML-Interpreter auszuwertende alphanumerische Zei-
chenstrom wird OML-Eingabestrom genannt. Es werden zwei Quellen fu¨r den OML-
Eingabestrom unterschieden.
• Direkte Anwenderinteraktion mit OML
• Vom Fachplaner erzeugte und in Dateien gespeicherte OML-Modelliermakros
Modelliermakros sind in Dateien zusammengefasste Folgen von OML-Operationsin-
stanzen.
Beispiel 5.2: Modelliermakros mit OML
Ha¨ufig wiederkehrende Modellierabla¨ufe werden in Modelliermakros zusammengefasst.
Fu¨r das ha¨ufige Erstellen von Zeichnungsrahmen mit einem Schriftfeld in CAD-Syste-
men ko¨nnen vorteilhaft Modelliermakros erstellt werden. In diesen Modelliermakros
werden sequentiell OML-Operationsinstanzen zusammengefasst, die Linien und Texte
in bestimmten Dicken und Ho¨hen erstellen und positionieren.
Grafische Unterstu¨tzung: Bei der Ausfu¨hrung von OML-Operationsinstanzen zur
Selektion und Deselektion1 wird der Fachplaner in der Ein-/Ausgabekomponente gra-
1Operationsgruppe SELECT/UNSELECT
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fisch unterstu¨tzt. Die Ein-/Ausgabekomponente stellt Mechanismen bereit, die zur Ob-
jektidentifikation die Maus als Eingabegera¨t heranziehen, um grafisch interaktiv zu se-
lektieren bzw. zu deselektieren. Diese Funktionalita¨t ist im Allgemeinen in bestehenden
Fachapplikationen verfu¨gbar und kann verwendet werden.
Alphanumerische Anzeige: Als Ergebnis von Abfrageoperationen2 werden Informa-
tionen u¨ber die Modellinstanz oder u¨ber einzelne Modellobjekte als alphanumerischer
Text in der Ein-/Ausgabekomponente der Fachapplikation angezeigt.
Beispiel 5.3: Anwenderinteraktion mit OML, grafische Unterstu¨tzung und alphanu-
merische Anzeige
In den Beispielen 4.8 und 4.9 auf den Seiten 96 bzw. 99 werden OML-Operationen zum
Entwurf und zur Berechnung von Dreifeldtra¨gern definiert und alphanumerisch instan-
ziiert. Im Listing 4.1 des Beispiels 4.9 auf Seite 99 werden ab Zeile 20 nacheinander der
Dreifeldtra¨ger selektiert (selectbeam;) und die Stu¨tzmomente berechnet und ausgege-
ben (getsupportmoments;). Der Anwender interagiert mit der Fachapplikation, indem
er in der Benutzerschnittstelle die OML-Operationsinstanz zur Selektion ausfu¨hrt.
OML> selectbeam
Die Fachapplikation reagiert und wartet auf die grafische Selektion des Balkens mit der
Maus durch den Planer. Der Mauscursor wird beispielsweise als Fadenkreuz dargestellt
(Bild 5.3a).
(a) Vor der Selektion (b) Nach der Selektion
Bild 5.3: Grafische Unterstu¨tzung bei der Selektion
Nachdem der Planer den Dreifeldtra¨ger grafisch identifiziert hat, wird dieser als se-
lektiert angezeigt (Bild 5.3b). Der Fachplaner instanziiert alphanumerisch die Berech-
nung und Anzeige der Stu¨tzmomente fu¨r den selektierten Dreifeldtra¨ger, indem er die
OML-Operationsinstanz zur Abfrage der Stu¨tzmomente ausfu¨hrt. Die Fachapplikation
berechnet die Stu¨tzmomente und zeigt die Ergebnisse der Abfrage alphanumerisch in
der Benutzerschnittstelle an.
OML> getsupportmoments




Native Befehle: In der nativen Verarbeitungskomponente einer Fachapplikation ste-
hen native Befehle bzw. Kommandos zur Verfu¨gung. Die nativen Befehle verarbeiten
die Modellinstanz, indem sie deren Zustand entsprechend der Applikations- und Mo-
delllogik a¨ndern.
Operationsklassen: Zur Verarbeitung der nativen Modellinstanz auf Basis des fu¨r die
Fachdoma¨ne standardisierten operativen Modells wird die Verarbeitungskomponente
einer Fachapplikation um Operationsklassen erweitert. Die in der Ein-/Ausgabekom-
ponente alphanumerisch formulierten OML-Operationsinstanzen werden in der Verar-
beitungskomponente in Operationsobjekte u¨berfu¨hrt. Operationsobjekte werden an-
schließend auf die native Modellinstanz angewendet. Dazu rufen diese entweder ent-
sprechende Methoden der Modellobjekte direkt oder verwenden native Befehle der
Fachapplikation.
5.2.3 Applikationsunabha¨ngigkeit
Standardisierte Modellierschnittstelle: Ein standardisiertes operatives Modell und
die OML-Sprachebene der operativen Modellierungssprache bilden eine Modellierschnitt-
stelle fu¨r Fachapplikationen innerhalb einer Fachdoma¨ne. Die Verwendung der OML
in der Benutzerschnittstelle macht das Modellieren unabha¨ngig von einzelnen, spe-
zifischen Fachapplikationen3. Wie im Bild 5.4 veranschaulicht, ko¨nnen Planer allein
durch Kenntnis der im operativen Modell standardisierten OML-Modellieroperationen







Bild 5.4: OML-Modellierung in beliebigen Fachapplikationen einer Fachdoma¨ne
5.2.4 Zusammenfassung
Zur Anwendung der operativen Modellierungssprache in der Benutzerschnittstelle einer
Fachapplikation wird die Ein-/Ausgabekomponente um einen OML-Interpreter erwei-
tert. Der OML-Interpreter kapselt die native Eingabe, nimmt den alphanumerischen
3Als Analogie sei hier auf die Anwendung von SQL als unabha¨ngige Definitions-, Abfrage- und
Manipulationssprache bei relationalen Datenbanken verwiesen. Siehe [Date 2000, S. 83 ff.].
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OML-Zeichenstrom entgegen und erzeugt Operationsobjekte in der Verarbeitungskom-
ponente. Der OML-Eingabestrom wird entweder direkt vom Fachplaner eingegeben
oder ist als Modelliermakro in einer Datei gespeichert. Die Verarbeitungskomponen-
te wendet erzeugte Operationsobjekte auf die native Modellinstanz an, indem sie di-
rekt oder u¨ber native Befehle auf der Modellinstanz operiert. Die Standardisierung von
Modellieroperationen durch die operative Modellierungssprache der OML-Sprachebene
bildet eine applikationsunabha¨ngige Modellierschnittstelle fu¨r Fachapplikationen einer
Fachdoma¨ne. Planer ko¨nnen mit beliebigen Fachapplikationen direkt oder u¨ber Model-










Bild 5.5: OML in der Benutzerschnittstelle einer Fachapplikation
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5.3 Programmierschnittstelle
In diesem Abschnitt wird ein Konzept zur Anwendung des verarbeitungsorientierten
Modells und der operativen Modellierungssprache in der Programmierschnittstelle von
Fachapplikationen mit unterschiedlichen objektorientierten Modellen beschrieben. Mit
Programmierung wird nicht die Erweiterung des nativen Bauwerksmodells verstan-
den, sondern das Automatisieren der Verarbeitung bzw. des Modellierens mit nativen
Modellinstanzen in Fachapplikationen. Die native Verarbeitungskomponente einer be-
stehenden Fachapplikation wird wie im vorangegangenen Abschnitt 5.2 auf Seite 109
beschrieben, um Operationsklassen erweitert. Im Folgenden werden die Erweiterungen
der Ein-/Ausgabekomponente dargelegt.
5.3.1 Eingabe-/Ausgabe
OPL-Interpreter: Um die operative Modellierungssprache der OPL-Sprachebene zur
Formulierung von Modellierprogrammen in der Programmierschnittstelle einer Fach-
applikation verwenden zu ko¨nnen, muss die native Ein-/Ausgabekomponente durch
einen OPL-Interpreter erweitert werden. Der OPL-Interpreter wird auf Basis der ap-
plikationsunabha¨ngigen OPL-Grammatik entwickelt und ist in der Lage, die alphanu-
merischen OPL-Anweisungen zu interpretieren. Der in der nativen Eingabeschnittstelle
spezifizierte alphanumerische OPL-Zeichenstrom wird dazu zum OPL-Interpreter um-
geleitet. Der OPL-Interpreter wertet das Modellierprogramm, bestehend aus Variablen,
Prozeduren und Kontrollstrukturen, in eine Folge von OML-Operationsinstanzen aus.
Diese Sequenz wird anschließend vom OML-Interpreter4 weiterverarbeitet.
OPL-Eingabestrom: Der vom OPL-Interpreter zu verarbeitende alphanumerische
Zeichenstrom heißt OPL-Eingabestrom. Es werden zwei Quellen fu¨r den OPL-Eingabe-
strom unterschieden.
• Direkte Anwenderinteraktion mit OPL
• Vom Fachplaner erzeugte und in Dateien gespeicherte OPL-Modellierprogramme
Direkte Anwenderinteraktion meint das Spezifizieren von parametrisierten OML-Opera-
tionsinstanzen auf Basis von Variablen, Prozeduren und Kontrollstrukturen durch den
Planer zur Laufzeit einer Fachapplikation. OPL-Modellierprogramme hingegen sind
Sammlungen von Prozedurdefinitionen, die in Prozedurdateien gespeichert werden.
Nachdem diese Prozedurdateien zur Laufzeit der Fachapplikation geladen wurden,
ko¨nnen die darin gespeicherten Prozeduren5 ausgefu¨hrt werden.
Beispiel 5.4: Anwenderinteraktion und Modellierprogramme mit OPL und OML
Mit Bezug auf die Beispiele 4.8 und 4.9 auf den Seiten 96 bzw. 99 wird ein OPL-
Modellierprogramm zur automatisierten Lastfallgenerierung fu¨r die maximalen Stu¨tz-
momente bei Dreifeldtra¨gern erstellt. Das OPL-Modellierprogramm wird in der im
Listing 5.1 auf der na¨chsten Seite dargestellten Prozedurdatei Traeger.pro gespei-
chert.
4s. Abschnitt 5.2.1 auf Seite 109
5vgl. Abschnitt 4.3.3 auf Seite 91
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1 // Prozedurdatei Traeger.pro
proc Run;
3 selectlist = getselectedbeams;
call Traeger.ShowDialog $selectlist [0];
5 endproc;
7 // Definieren und Anzeigen des Dialogs
proc ShowDialog beam;
9 dialog d, "Maximale Stu¨tzmomente Mb und Mc";
label l_beam , $beam;
11 ...
button b_ok , "OK";
13 action = "call Traeger.EvalDialog $complist ;";
buttonaction $b_ok , $action;
15 dialogadd $d , $b_ok , BOTTOM;




21 // Dialogkomponenten auswerten
proc EvalDialog complist;
23 ...
// Prozedur zur Lastfallgenerierung rufen




29 // Lastfall max Mc erzeugen und Ergebnisse ausgeben
proc UseLoadCaseMaxMc beam , deadload , liveload2 , liveload3;
31 moddeadload $deadload , [$beam ];
modliveload 0.0, [[$beam , 1]];
33 modliveload $liveload2 , [[$beam , 2]];
modliveload $liveload3 , [[$beam , 3]];
35 print "Lastfall max Mc:";
getsupportmoments [$beam ];
37 endproc;
Listing 5.1: Auszug aus der Prozedurdatei fu¨r ein OPL-Modellierprogramm zur
automatisierten Lastfallgenerierung bei Dreifeldtra¨gern
Nach der Erstellung des Dreifeldtra¨gers mit Hilfe der standardisierten OML-Modellier-
operationen la¨dt der Planer zur Laufzeit der Fachapplikation die Prozedurdatei Trae-
ger.pro. Anschließend selektiert er grafisch denjenigen Dreifeldtra¨ger, fu¨r den eine
automatisierte Lastfallgenerierung durchgefu¨hrt werden soll (vgl. Beispiel 5.3 auf Seite






Das Bild 5.6 veranschaulicht die Benutzerschnittstelle der Fachapplikation mit Pro-
grammdialog, in dem der Planer entsprechende Eingaben macht.
Bild 5.6: Dialog eines OPL-Modellierprogramms in einer Fachapplikation
Nach Besta¨tigung der Eingabe durch Klicken auf den OK-Knopf generiert das Model-
lierprogramm den Lastfall fu¨r das maximale Stu¨tzmoment am Auflager c und gibt die
berechneten Stu¨tzmomente aus (s. Bild 5.7).
Bild 5.7: Fachapplikation nach Ausfu¨hrung des OPL-Modellierprogramms
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5.3.2 Verarbeitung
Operationsklassen: Die Verarbeitungskomponente der Fachapplikationen wird, wie
bereits im Abschnitt 5.2.2 auf Seite 111 beschrieben, um das objektorientierte operative
Modell in Form von Operationsklassen erweitert. Zur Laufzeit der Fachapplikation
werden diese Klassen zu Operationsobjekten instanziiert und verarbeiten die native
Modellinstanz.
5.3.3 Applikationsunabha¨ngigkeit
Standardisierte Programmierschnittstelle: Standardisierte Modellieroperationen,
die OPL- und die OML-Sprachebene der operativen Modellierungssprache bilden eine
Programmierschnittstelle fu¨r die Modellierung mit Fachapplikationen innerhalb einer
Fachdoma¨ne. Die Verwendung der OPL in der Ein-/Ausgabekomponente macht das
programmierte Modellieren unabha¨ngig von einzelnen, spezifischen Fachapplikationen.
Wie im Bild 5.8 veranschaulicht, ko¨nnen Fachplaner allein durch Kenntnis der OPL-
Sprachkonstrukte und durch die standardisierten OML-Modellieroperationen beliebige
Fachapplikationen in einer Fachdoma¨ne ad-hoc programmieren und somit automatisiert
modellieren. Einmal definierte Prozedurdateien werden als OPL-Modellierprogramme
fu¨r verschiedene Fachapplikationen mit unterschiedlichen Objektmodellen eingesetzt







Bild 5.8: OPL-Programmierung von beliebigen Fachapplikationen
5.3.4 Zusammenfassung
Zur Anwendung der operativen Modellierungssprache in der Programmierschnittstelle
einer Fachapplikation wird die Ein-/Ausgabekomponente um einen OPL-Interpreter er-
weitert. Der OPL-Interpreter kapselt die native Eingabe, nimmt den alphanumerischen
OPL-Zeichenstrom entgegen und wertet die OPL-Anweisungen aus, indem eine Folge
von OML-Operationsinstanzen erzeugt wird. Diese Sequenz wird vom OML-Interpreter
weiterverarbeitet. Die Verarbeitungskomponente instanziiert entsprechende Operati-
onsobjekte und operiert mit diesen auf der nativen Modellinstanz der Fachapplika-
tion. Der alphanumerische OPL-Eingabestrom wird entweder direkt vom Fachplaner
5.3 Programmierschnittstelle 117
eingegeben oder ist als Modellierprogramm in Prozedurdateien gespeichert. Die Stan-
dardisierung der programmierten Modellierung durch die operative Modellierungsspra-
che der OPL- und OML-Sprachebene bildet eine applikationsunabha¨ngige Program-
mierschnittstelle fu¨r Fachapplikationen einer Fachdoma¨ne. Planer ko¨nnen beliebige
Fachapplikationen direkt oder u¨ber in Prozedurdateien gespeicherte OPL-Modellierpro-






Native Eingabe Nativer Befehl
OPL-Int. OML-Int. Modellieroperation Bauwerks-
modell
Bild 5.9: OPL in der Programmierschnittstelle einer Fachapplikation
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5.4 Austausch von Bauwerksinformationen
In diesem Abschnitt wird ein Konzept zur Anwendung des verarbeitungsorientier-
ten Modells und der operativen Modellierungssprache beim Austausch von Planungs-
sta¨nden zwischen Fachapplikationen mit unterschiedlichen objektorientierten Bauwerks-
modellen beschrieben. Dem Informationsaustausch kommt im verteilten Bauplanungs-
prozess aufgrund der Probleme in der Praxis durch die große Applikations- und Modell-
vielfalt eine entscheidende Bedeutung zu. Aufbauend auf der Darstellung des grund-
sa¨tzlichen Workflows innerhalb einer Fachdoma¨ne wird die Erweiterung der Verar-
beitungskomponente von Fachapplikationen um Funktionalita¨t zum Aufzeichnen von
A¨nderungen und zum Anwenden von gespeicherten A¨nderungen beschrieben. Die Vor-
teile des vorgeschlagenen Ansatzes gegenu¨ber herko¨mmlichen Verfahren schließen die-
sen Abschnitt ab.
5.4.1 Workflow
A¨nderungsdatei: Um die verteilte Kooperation innerhalb einer Fachdoma¨ne zu un-
terstu¨tzen, mu¨ssen Bauwerksinformationen zwischen den einzelnen Fachapplikationen
ausgetauscht werden. Auf Grundlage des innerhalb einer Fachdoma¨ne standardisierten
operativen Modells werden persistente A¨nderungen der Modellinstanz als A¨nderungs-
dateien zwischen Fachapplikationen ausgetauscht. A¨nderungsdateien enthalten Sequen-
zen von alphanumerischen POML-Operationsinstanzen6.
Verteilte Kooperation: Das Bild 5.10 veranschaulicht den Workflow zwischen den
Fachapplikationen X und Y beim Informationsaustausch auf Basis von A¨nderungs-
dateien. Die verteilte Verarbeitung der Modellinstanz B und der Austausch erfolgen
sequentiell. Wa¨hrend in X die Modellinstanzversion BaX erstellt wird, werden die
A¨nderungen in der A¨nderungsdatei δβ,a gespeichert. Die Anwendung dieser A¨nderungen
auf die virtuelle Version BβY fu¨hrt zur entsprechenden Version BaY in Y . Anschließend
erfolgt in Y die Weiterverarbeitung zur Version BbY , die entsprechende A¨nderungsdatei
δa,b wird gespeichert und auf die Version BaX in X angewendet. Dieser Vorgang wie-
derholt sich analog fu¨r die Modellinstanzversion Bc.
5.4.2 Ein-/Ausgabe
Benutzerschnittstelle: Die Beschreibung des Informationsaustauschs zwischen Fach-
applikationen auf Basis von A¨nderungsdateien ist von der Art der Benutzerschnittstelle
unabha¨ngig. Es spielt keine Rolle, ob native Eingabemo¨glichkeiten oder die operative
Modellierungssprache der OPL- und OML-Sprachebenen zur Eingabe verwendet wer-
den. Die Ein-/Ausgabekomponente von Fachapplikationen muss fu¨r Zwecke des Infor-
mationsaustauschs zwischen Fachapplikationen nicht erweitert werden.
6s. Abschnitt 4.5 auf Seite 102
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Bild 5.10: Sequentieller Workflow beim Austausch von Bauwerksinformationen auf Ba-
sis von A¨nderungsdateien
5.4.3 Verarbeitung
Operationsklassen: Die Verarbeitungskomponente der Fachapplikationen wird, wie
bereits im Abschnitt 5.2.2 auf Seite 111 beschrieben, um das objektorientierte operative
Modell in Form von Operationsklassen erweitert. Zur Laufzeit der Fachapplikation
werden diese Klassen zu Operationsobjekten instanziiert und verarbeiten die native
Modellinstanz.
Aufzeichnen von A¨nderungen
Journaling: Der Mechanismus zum Aufzeichnen von A¨nderungen der nativen Modell-
instanz in Form von standardisierten POML-Operationsinstanzen wird Journaling7
genannt.
Objektidentifikation: Dem vorgeschlagenen Modellierungsansatz folgend werden fu¨r
die Beschreibung von Operanden persistente Objektidentifikatoren (POIDs8) verwen-
det. Nicht alle verfu¨gbaren Fachapplikationen stellen POIDs zur persistenten Objekti-
dentifikation bereit. Aus diesem Grund za¨hlt die Generierung und die Verwaltung von
POIDs zum Funktionsumfang des Journaling-Mechanismus. Jedem Objekt der nativen
Modellinstanz wird genau eine POID zugeordnet.
POML-Rekorder: Um die Journaling-Funktionalita¨t in einer Fachapplikation umzu-
setzen, muss die Verarbeitungskomponente um einen POML-Rekorder erweitert wer-
den. Der POML-Rekorder zeichnet wa¨hrend der Verarbeitung der nativen Modellin-
stanz standardisierte POML-Operationsinstanzen in A¨nderungsdateien auf. Prinzipiell
werden fu¨r diesen Mechanismus drei Verfahren unterschieden. Das Aufzeichnen von
A¨nderungen kann
7vgl. Abschnitt 3.4.3 auf Seite 72
8s. Abschnitt 3.3.1 auf Seite 61
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• auf der Basis standardisierter OML-Modellieroperationen,
• auf Grundlage nativer Befehle oder
• als Folge von Zustandsa¨nderungen der nativen Modellinstanz
umgesetzt werden. Wa¨hrend das erste Verfahren davon ausgeht, dass die Modellin-
stanz durch standardisierte OML-Operationsinstanzen verarbeitet wird, stu¨tzen sich
die anderen Verfahren auf die native Verarbeitungs- und die native Modellkomponen-
te der Fachapplikation. Das zweite Verfahren zieht native Befehle der Fachapplikation
zur A¨nderungsbeschreibung heran. Beim dritten Verfahren wird die Modellinstanz auf
native A¨nderungen u¨berwacht. In Abha¨ngigkeit des Funktionsumfangs der Program-
mierschnittstellen von Fachapplikationen wird jeweils nur ein oder eine Kombination
mehrerer dieser Verfahren zur Umsetzung des POML-Rekorders angewendet.
Modellieroperation: Erfolgt die Verarbeitung der Modellinstanz auf der Basis von
standardisierten Modellieroperationen in Form von OML-Operationsinstanzen, dann
werden die POML-Operationsinstanzen wie im Beispiel 4.11 auf Seite 103 beschrieben
erzeugt und als A¨nderung aufgezeichnet.
Nativer Befehl: Werden in einer Fachapplikation native Befehle zur Verarbeitung
der Modellinstanz verwendet, ko¨nnen diese vorteilhaft fu¨r das Journaling herangezo-
gen werden. Die Semantik u¨ber die Zustandsa¨nderung der Modellinstanz, das heißt, was
wie gea¨ndert wurde, ist Gegenstand des nativen Befehls. Auf Basis dieser Informatio-
nen werden standardisierte POML-Operationen instanziiert und in A¨nderungsdateien
gespeichert. Dieses Verfahren eignet sich besonders gut zum Aufzeichnen von Operati-
onsinstanzen der Gruppe MODIFY9.
Native Modellinstanz:Wird die native Modellinstanz in einer Fachapplikation direkt
verarbeitet, ohne Befehle zu verwenden, dann muss der Zustand der Modellinstanz auf
A¨nderungen u¨berwacht werden. Hierfu¨r eignet sich das Beobachter-Entwurfsmuster10.
Der POML-Rekorder meldet sich als Beobachter an der Modellinstanz an und wird
u¨ber einen geeigneten Notifikationsmechanismus u¨ber Zustandsa¨nderungen der Mo-
dellinstanz informiert. Auf Grundlage dieser Informationen werden die standardisier-
ten POML-Operationen instanziiert und in der A¨nderungsdatei aufgezeichnet. Dieses
Verfahren eignet sich besonders gut zum Aufzeichnen von Operationsinstanzen der
Gruppen ADD, SET und REMOVE. Im Bild 5.11 ist das Beobachter-Konzept zur




Bild 5.11: POML-Rekorder als Beobachter des nativen Modells
9vgl. Abschnitt 3.4.2 auf Seite 70
10engl.: Observer, s. [Gamma u. a. 2002]
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Anwenden von A¨nderungen
Patching: Das Einspielen bzw. das Anwenden von gespeicherten A¨nderungen auf eine
Version der nativen Modellinstanz wird Patching11 genannt.
POML-Interpreter: Um die operative Modellierungssprache der POML-Sprachebene
zur Formulierung von A¨nderungen in der Datenschnittstelle einer Fachapplikation ver-
wenden zu ko¨nnen, muss die native Verarbeitungskomponente um einen POML-Inter-
preter erweitert werden. Der POML-Interpreter wird auf Basis der POML-Grammatik
der standardisierten Modellieroperationen entwickelt. Er ist in der Lage, die alphanu-
merisch instanziierten POML-Operationen zu interpretieren und entsprechende Opera-
tionsobjekte in der Verarbeitungskomponente zu erzeugen. Der in der A¨nderungsdatei
spezifizierte alphanumerische POML-Zeichenstrom wird dazu zum POML-Interpreter
umgeleitet.
Zusammenfassung
Zur Anwendung des standardisierten operativen Modells und der operativen Modellie-
rungssprache in der Datenschnittstelle einer Fachapplikation wird die Verarbeitungs-
komponente um einen POML-Rekorder und einen POML-Interpreter erweitert. Der
POML-Rekorder implementiert einen Journaling-Mechanismus und zeichnet die wa¨h-
rend der Verarbeitung ausgefu¨hrten A¨nderungen der Modellinstanz in Form von POML-
Operationsinstanzen in A¨nderungsdateien auf. Auf Basis dieser A¨nderungsdateien er-
folgt der Informationsaustausch zwischen den Fachapplikationen innerhalb einer Fach-
doma¨ne. Der POML-Interpreter nimmt den alphanumerischen Zeichenstrom aus der
A¨nderungsdatei entgegen, wertet die enthaltenen POML-Operationsinstanzen aus und
erzeugt entsprechende Operationsobjekte zur Verarbeitung der nativen Modellinstanz.
Die nativen objektorientierten Bauwerksmodelle der verschiedenen Fachapplikationen
bleiben beim Informationsaustausch auf der Grundlage von A¨nderungsdateien un-
beru¨hrt. Diesen Sachverhalt fasst das Bild 5.12 auf der na¨chsten Seite zusammen.
5.4.4 Applikationsunabha¨ngigkeit
Standardisierte Datenschnittstelle: Das standardisierten operative Modell und die
POML-Sprachebene der operativen Modellierungssprache bilden eine Datenschnittstel-
le fu¨r Fachapplikationen innerhalb einer Fachdoma¨ne. Die Verwendung der POML in
der Datenschnittstelle macht den Informationsaustausch unabha¨ngig von einzelnen,
spezifischen Fachapplikationen und ihren unterschiedlichen Bauwerksmodellen. Wie im
Bild 5.13 auf der na¨chsten Seite veranschaulicht, ko¨nnen Bauwerksinformationen auf
Basis der im operativen Modell standardisierten POML-Operationen zwischen beliebi-
gen Fachapplikationen innerhalb einer Fachdoma¨ne ausgetauscht werden.























Bild 5.13: POML-Informationsaustausch zwischen beliebigen Fachapplikationen
5.4.5 Semantik
Operationen: Wie bereits im Abschnitt 3.3.2 auf Seite 62 in dieser Arbeit behan-
delt, besitzen Operation im Verarbeitungskontext von Fachapplikationen eine ho¨here
Aussagekraft als die nativen Modelle der Applikationen selbst. Beim Austausch von
Bauwerksinformationen auf der Basis von Operationen ko¨nnen im Gegensatz zum Aus-
tausch von ausgewerteten Modellinstanzen zusa¨tzliche, semantische A¨nderungsinforma-
tionen zwischen einzelnen Fachapplikationen u¨bertragen werden.
Entstehungsgeschichte und Entwurfsabsicht: In Analogie zum einleitenden Schach-
beispiel des Abschnitts 1.2.1 auf Seite 3 speichern A¨nderungsdateien die Entstehungs-
bzw. Verarbeitungsgeschichte der Modellinstanz. In gewisser Hinsicht wird auf diese
Weise auch die Entwurfsstrategie und die Entwurfsabsicht12 der jeweiligen Fachplaner
beschrieben und gespeichert. Diese zusa¨tzlichen Informationen ko¨nnen beim Vergleich13
und bei der Zusammenfu¨hrung14 von Planungssta¨nden beru¨cksichtigt werden.
12engl.: design intent
13s. Abschnitt 5.6 auf Seite 129
14s. Abschnitt 5.7 auf Seite 139
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5.4.6 Informationsverluste
Datentransformation: Bei herko¨mmlichen Verfahren werden innerhalb einer Fach-
doma¨ne Bauwerksinformationen in ausgewerteter Form, als Instanzen standardisierter
zustandsorientierter Bauwerksmodelle ausgetauscht. Wie im Abschnitt 2.3.2 auf Sei-
te 24 dieser Arbeit beschrieben, werden hierfu¨r Datentransformationen von nativen
Formaten in ein Standardformat und zuru¨ck vorgenommen. Diese Datentransformatio-
nen sind zwangsla¨ufig mit kumulierenden Informationsverlusten verbunden, da einmal
im Planungsprozess verlorengegangene Informationen nicht wiederhergestellt werden
ko¨nnen.
Dateninterpretation: Beim vorgeschlagenen Anwendungskonzept werden Bauwerks-
informationen in nicht-ausgewerteter Form, als Instanzen standardisierter operativer
Modelle ausgetauscht. In diesem Verfahren werden die Daten nicht transformiert, son-
dern lediglich interpretiert und bleiben als A¨nderungsinformationen dauerhaft un-
vera¨ndert erhalten.
Informationsverluste: Beim Interpretieren und Anwenden der gespeicherten A¨nde-
rungen ko¨nnen Informationsverluste auftreten, wenn das Ergebnis auszufu¨hrender Ope-
rationsinstanzen nicht in der nativen Modellinstanz abgebildet werden kann. Jedoch
kumulieren die Informationsverluste beim sequentiellen Austausch von A¨nderungen
nicht, weil die einmal gespeicherten Informationen nicht vera¨ndert werden und in an-
deren Fachapplikationen durchaus umgesetzt werden ko¨nnen. Die Informationsverluste
treten demnach nur lokal in einzelnen Fachapplikationen auf. Das Bild 5.14 stellt diesen
Sachverhalt am Beispiel des Informationsaustauschs zwischen drei Fachapplikationen
schematisch dar. Die entstehenden Informationsverluste ∇i werden als Differenzen von
















∇Y =BaX \ BaY∇X=(BaX ∪ BbY) \ BbX ∇Z=(BaX ∪ BbY) \ BbZ
δa,b
Bild 5.14: Nicht-kumulierender, lokaler Informationsverlust beim Austausch von A¨nde-
rungen
In der Fachapplikation X wird die Modellinstanzversion BaX erzeugt und die aus-
gefu¨hrten A¨nderungen δβ,a werden gespeichert. Beim Anwenden dieser A¨nderungen auf
die native Modellinstanzversion BβY ko¨nnen lokal Informationen verlorengehen, wenn
das native Modell von B die Operationsergebnisse nicht speichern kann. Der Informati-
onsverlust in Y wird mit ∇Y = BaX \BaY beschrieben. Wa¨hrend der Verarbeitung der
Modellinstanz in Y zur Version BbY werden die A¨nderungen δa,b aufgezeichnet. Beim
Patching dieser A¨nderungen δa,b in X wird die native Version BbX mit mo¨glichem
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lokalem Informationsverlust ∇X erzeugt. Die Originalinformation der derzeitigen Mo-
dellinstanzversion Bb wird durch die Vereinigung der Informationen aus BaX und BbY
gebildet. Demnach ergibt sich der Informationsverlust ∇X zu (BaX ∪ BbY ) \ BbX . In
der Fachapplikation Z soll der Modellinstanzzustand Bb erzeugt werden. Dazu werden
die A¨nderungen δβ,a und δa,b auf die Version BβZ angewendet. Es entsteht die nati-
ve Modellinstanzversion BbZ mit mo¨glichem lokalem Informationsverlust ∇Z . Mit der
Originalinformation (BaX ∪BbY ) ergibt sich ∇Z zu (BaX ∪BbY )\BbZ . Die zu erkennen-
den Informationsverluste treten immer lokal in den jeweiligen Fachapplikationen auf,
kumulieren aber nicht.
Bezieht man die Informationsverluste, unabha¨ngig von einem bestimmten nativen Mo-
dell, allein auf die a¨nderungsorientierten Informationsmengen im Standardformat δ
(POML), dann werden die im Bild 5.15 dargestellten Informationsverluste bei loka-
ler Auswertung der A¨nderungen 〈δβ,a, δa,b, δa,c〉 zum Bauwerkszustand Bc ersichtlich.
Ein Aufsummieren von Informationsverlusten ist beim sequentiellen Austausch von







Bild 5.15: Informationsverluste in Bezug auf a¨nderungsorientierte Informationsmengen
im Standardformat δ (POML)
5.4.7 Datenmenge
Entwurfserstellung: Zu Beginn des Planungsprozesses ist die eine fachliche Instanz
beschreibende Informationsmenge leer. Die erste Phase im Entwurfsprozess ist durch
die vorwiegende Ausfu¨hrung von Operationsinstanzen zur Konfiguration des Verarbei-
tungskontexts und zum Hinzufu¨gen und Modifizieren von Modellobjekten gekennzeich-
net. Vergleicht man die Datenmenge einer ausgewerteten Modellinstanz mit der Daten-
menge der A¨nderungsdateien, dann ist die Datenmenge der gespeicherten A¨nderungen
unter Umsta¨nden gro¨ßer15. Dies steht jedoch dem Mehrnutzen im Hinblick auf die
Speicherung der Entwurfsabsicht entgegen.
Entwurfsvera¨nderung: Die folgenden Phasen der Entwurfsplanung sind durch eine
iterative Entwurfsvera¨nderung bzw. -anpassung gekennzeichnet. In diesen Phasen wer-
den vorwiegend Modifikationsoperationen instanziiert und zur Verarbeitung verwendet.
Im Gegensatz zur ersten Entwurfsphase sind die Datenmengen der A¨nderungsdateien
viel kleiner als die Dateien zur Speicherung der vollsta¨ndigen, ausgewerteten Modell-
instanz. Hier bietet der vorgeschlagene Ansatz einen großen Vorteil.
15nicht zwangsla¨ufig, vgl. Abschnitt 1.2.2 auf Seite 4
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5.4.8 Zusammenfassung
Zur Anwendung eines standardisierten operativen Modells und der operativen Mo-
dellierungssprache der POML-Sprachebene beim Informationsaustausch wird die Ver-
arbeitungskomponente von Fachapplikationen um einen POML-Rekorder und einen
POML-Interpreter erweitert. Der POML-Rekorder implementiert einen Journaling-
Mechanismus zum Aufzeichnen der bei der Verarbeitung der nativen Modellinstanz aus-
gefu¨hrten A¨nderungen in Form von POML-Operationsinstanzen in A¨nderungsdateien.
Auf Basis dieser A¨nderungsdateien wird der Austausch von Bauwerksinformationen
zwischen Fachapplikation in einer Fachdoma¨ne durchgefu¨hrt. Der POML-Interpreter
nimmt den alphanumerischen POML-Zeichenstrom aus der A¨nderungsdatei entgegen,
wertet die POML-Operationsinstanzen aus und erzeugt entsprechende Operationsob-
jekte, welche auf die native Modellinstanz der Fachapplikation angewendet werden
(Patching). Die Standardisierung von Modellieroperationen durch die operative Mo-
dellierungssprache der POML-Sprachebene bildet eine applikationsunabha¨ngige Da-
tenschnittstelle zwischen Fachapplikationen einer Fachdoma¨ne. Die Verwendung der
standardisierten POML-Operationen in A¨nderungsdateien erlaubt den Austausch von
Bauwerksinformationen zwischen beliebigen Fachapplikationen. Dieser auf Operatio-
nen basierende Austausch ermo¨glicht im Gegensatz zu herko¨mmlichen Verfahren das
U¨bertragen zusa¨tzlicher Semantik zur Beschreibung der Entstehungsgeschichte einer
Modellinstanzversion und der Entwurfsabsicht des Fachplaners. Daru¨ber hinaus ist der
vorgeschlagene Ansatz durch den großen Vorteil nicht-kumulierender Informationsver-
luste gekennzeichnet.
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5.5 Archivierung von Bauwerksinformationen
In diesem Abschnitt wird ein Konzept zur Anwendung des verarbeitungsorientierten
Modells und der operativen Modellierungssprache bei der Archivierung von Bauwerks-
informationen beschrieben. Die zu archivierenden Informationen werden auf der Basis
von Fachapplikationen mit unterschiedlichen objektorientierten Bauwerksmodellen er-
zeugt. Es wird dargelegt, dass das vorgeschlagene Konzept sehr gut zur Langzeitarchi-
vierung geeignet ist.
5.5.1 Workflow
A¨nderungsdateien: Auf Grundlage des innerhalb einer Fachdoma¨ne standardisier-
ten operativen Modells werden persistente A¨nderungen der Modellinstanz in A¨nde-
rungsdateien gespeichert. A¨nderungsdateien enthalten Sequenzen von alphanumeri-
schen POML-Operationsinstanzen16. Soll eine bestimmte Modellinstanzversion in einer
Fachapplikation wiederhergestellt werden, mu¨ssen entsprechend des a¨nderungsorien-
tierten Ansatzes die A¨nderungsdateien sequentiell auf die virtuelle Version angewendet
werden. Somit bilden die A¨nderungsdateien und die A¨nderungsrelation den Archivie-
rungsgegenstand. Es wird davon ausgegangen, dass die formale Beschreibung des stan-
dardisierten operativen Modells fu¨r eine Fachdoma¨ne verfu¨gbar ist17. Das Bild 5.16
veranschaulicht die zu archivierenden A¨nderungdateien mit ihren Beziehungen bei der

















Bild 5.16: Workflow bei der Archivierung von A¨nderungsdateien
Vollsta¨ndigkeit: Ein Nachteil bei der Archivierung von A¨nderungsinformation besteht
in der Forderung der vollsta¨ndigen Verfu¨gbarkeit aller eine Version beschreibenden
16s. Abschnitt 4.5 auf Seite 102
17s. Abschnitt 5.1.1 auf Seite 105
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A¨nderungsdateien. Fehlt eine A¨nderungsdatei, ko¨nnen betroffene Modellinstanzversio-
nen nicht mehr erzeugt werden. Deshalb wird vorgeschlagen, Meilensteinversionen und
Freigabesta¨nde der Modellinstanz zusa¨tzlich in ausgewerteter Form zu archivieren18.
5.5.2 Verarbeitung
Zur Anwendung eines standardisierten operativen Modells und der operativen Mo-
dellierungssprache der POML-Sprachebene bei der Archivierung werden die Verarbei-
tungskomponenten von Fachapplikationen entsprechend der Konzeption beim Infor-
mationsaustausch19 um Operationsklassen, einen POML-Rekorder und einen POML-
Interpreter erweitert werden.
5.5.3 Interpretierbarkeit
Dem Nachteil nach zwingender Vollsta¨ndigkeit der A¨nderungsinformationen steht der
Vorteil der einfachen Interpretierbarkeit von A¨nderungsdateien gegenu¨ber. Nicht nur
Applikationen, sondern auch die Fachplaner selbst ko¨nnen die Sequenzen von alpha-
numerischen POML-Operationsinstanzen interpretieren und von Hand in beliebigen
Fachapplikationen ausfu¨hren.
5.5.4 Applikationsunabha¨ngigkeit
Die Standardisierung des operativen Modells macht die archivierten A¨nderungen un-
abha¨ngig von speziellen Fachapplikationen in einer Fachdoma¨ne. Folglich ha¨ngen die
Archivdaten auch nicht von den nativen Bauwerksmodellen der Fachapplikationen ab.
Ziel der Archivierung ist die Gewa¨hrleistung, Informationen auch nach langer Zeit noch
wiederherstellen zu ko¨nnen. Im Laufe dieser Zeit a¨ndern sich jedoch die nativen Mo-
delle20 im Zuge der Weiterentwicklung von Fachapplikationen. Die Unabha¨ngigkeit der
archivierten A¨nderungsdateien stellt einen großen Vorteil dar. Die Verwendung einer
Sprache zur Beschreibung der zu archivierenden A¨nderungen ist mit einem weiteren
Plus verbunden. Bekanntermaßen a¨ndert sich die Syntax und die Semantik einer Spra-
che nicht so schnell, wie sich die Struktur von Datenmodellen a¨ndert21. Aufgrund dieser
Eigenschaft ist das vorgeschlagene Archivierungskonzept zur Langzeitarchivierung gut
geeignet.
5.5.5 Zusammenfassung
Auf der Basis eines standardisierten operativen Modells und der operativen Model-
lierungssprache der POML-Sprachebene werden A¨nderungsdateien fu¨r die Speiche-
rung von Bauwerksinformationen innerhalb einer Fachdoma¨ne eingesetzt. Die in den
18s. Abschnitt 2.3.3 auf Seite 31
19s. Abschnitt 5.4.3 auf Seite 119
20dieser Vorgang wird auch Schemaevolution genannt
21Analogie: SQL als unabha¨ngige Sprache fu¨r unterschiedliche Datenbanken; s. [Date 2000, S. 83 ff.]
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A¨nderungsdateien gespeicherten Sequenzen von alphanumerischen POML-Operations-
instanzen sind unabha¨ngig von Fachapplikationen und ihren nativen Bauwerksmodel-
len, ko¨nnen vom Planer selbst und nicht nur von Software interpretiert werden und
a¨ndern bekanntermaßen nicht so ha¨ufig ihre Syntax und Semantik wie native Modell-
strukturen. Diese Eigenschaften lassen den Schluss zu, dass der vorgeschlagene ver-
arbeitungsorientierte Ansatz zusammen mit der operativen Modellierungssprache der
POML-Sprachebene gut zur Langzeitarchivierung von Bauwerksinformationen geeignet
ist.
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5.6 Vergleich von Versionen
In diesem Abschnitt wird ein Konzept zur Anwendung des verarbeitungsorientierten
Modells und der operativen Modellierungssprache beim Vergleich von unterschiedli-
chen Versionen des Planungsmaterials innerhalb einer Fachdoma¨ne vorgestellt. Es wird
davon ausgegangen, dass die Versionen auf Basis verschiedener Fachapplikationen mit
unterschiedlichen objektorientierten Bauwerksmodellen erzeugt werden. Aufbauend auf
der Darstellung des grundsa¨tzlichen Workflows wird ein applikationsunabha¨ngiger Diff-
Algorithmus vorgestellt, der die Unterschiede zwischen Versionen auf der Basis der im
Verarbeitungsgraphen gespeicherten A¨nderungsinformationen ermittelt. Abschließend
wird ein Konzept fu¨r die Visualisierung von Versionsunterschieden in Fachapplikationen
vorgestellt.
5.6.1 Workflow
A¨nderungsdateien: Im iterativen und verteilten Bauplanungsprozess entstehen ver-
schiedene Zusta¨nde des Planungsmaterials – die Modellinstanzversionen. Es ist erfor-
derlich, diese Versionen zu vergleichen, um Unterschiede herauszufinden und Entwu¨rfe
gegenu¨berzustellen. Auf Grundlage des innerhalb einer Fachdoma¨ne standardisierten
operativen Modells werden die gespeicherten A¨nderungen der Modellinstanz fu¨r einen
solchen Vergleich herangezogen. Die Unterschiede zwischen einzelnen Versionen sind
explizit in den A¨nderungsdateien enthalten.
Verteilte Kooperation: Im Bild 5.17 wird der Workflow beim Vergleichen von Mo-
dellinstanzversionen veranschaulicht. Wa¨hrend in X die Modellinstanzversion BcX er-




















Bild 5.17: Workflow beim Vergleichen von Modellinstanzversionen
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Der Planer mit der Fachapplikation Y entscheidet sich, die native Version BaY auf
Basis der A¨nderung δβ,a zu generieren und anschließend eine Variantenplanung durch-
zufu¨hren. Er erstellt parallel die Version BdY und speichert die A¨nderung δa,d. In X
sollen anschließend die Varianten Bc und Bd verglichen werden, um die Entwu¨rfe ge-
genu¨berzustellen. Weiterhin wird dargestellt, dass innerhalb von Y ein Revisionenver-
gleich zwischen der Version Ba und ihrer Revision Bd erfolgt. Wie die Vergleiche auf
Basis der gespeicherten A¨nderungen durchgefu¨hrt werden, wird im folgenden Abschnitt
beschrieben.
5.6.2 Diff-Algorithmus
Verarbeitungsgraph: Der vorgestellte Algorithmus zum Vergleichen von Modellin-
stanzversionen ist unabha¨ngig von den unterschiedlichen, nativen Objektmodellen der
Fachapplikationen. Er basiert lediglich auf der im Verarbeitungsgraphen22 gespeicher-
ten A¨nderungsrelation und den A¨nderungsdateien. Die A¨nderungsrelation bildet die
A¨nderungsbeziehungen durch Kanten zwischen den Versionsknoten ab. Den Kanten
sind die A¨nderungsdateien zugeordnet.
Algorithmus: Es besteht die Aufgabe, zwei Modellinstanzversionen xl, ym ∈ V zu ver-
gleichen. Dafu¨r sind auf Basis der im Verarbeitungsgraphen gespeicherten Informatio-
nen zuna¨chst die unterschiedlichen, den Versionen zugeordneten A¨nderungssequenzen
wie folgt zu bestimmen (vgl. auf Seite 57 im Abschnitt 3.2.3):
1. Bestimmung der Wurzelpfade r(xl) und r(ym) der Modellinstanzversionen xl bzw.
ym.
2. Bestimmung der Ursprungsversion ε ∈ V als Endknoten des Durchschnittspfads
r(ε) = r(xl) ∩ r(ym).
3. Bestimmung der unterschiedlichen Teilpfade px = 〈(ε, xi), . . . , (xl−1, xl)〉 und py =
〈(ε, yj), . . . , (ym−1, ym)〉 von der Ursprungsversion ε zur jeweiligen Version xl und
ym.
4. Bestimmung der den Pfaden px und py zugeordneten Sequenzen von A¨nderungen
Dx = 〈δε,i, . . . , δl−1,l〉 und Dy = 〈δε,j, . . . , δm−1,m〉.
Beispiel 5.5: Diff-Algorithmus fu¨r Revisionen und Varianten
Revisionen: Die im Verarbeitungsgraphen des Bildes 5.17 auf Seite 129 dargestellte
Version Ba wird mit ihrer Revision Bd in der Fachapplikation Y verglichen. Die Wur-
zelpfade ergeben sich zu r(Ba) = 〈(Bβ, Ba)〉 und r(Bd) = 〈(Bβ, Ba), (Ba, Bd)〉. Als
Ursprungsversion wird die Version Ba bestimmt. Aufgrund der Revisionsbeziehung
zwischen den Versionen ergibt sich genau ein Teilpfad pd = 〈(Ba, Bd)〉 von Ba zu Bd.
Der Unterschied zwischen der Version Ba und ihrer Revision Bd ist in der diesem Pfad
pd zugeordneten A¨nderungssequenz Dd = 〈δa,d〉 gespeichert.
22s. Abschnitt 3.2.4 auf Seite 59
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Varianten: Es werden die im Verarbeitungsgraphen des Bildes 5.17 auf Seite 129 dar-
gestellten Varianten Bc und Bd in der Fachapplikation X verglichen. Die Wurzelpfa-
de der Versionen ergeben sich zu r(Bc) = 〈(Bβ, Ba), (Ba, Bb), (Bb, Bc)〉 und r(Bd) =
〈(Bβ, Ba), (Ba, Bd)〉. Als Ursprungsversion wird die Version Ba ermittelt. Folglich erge-
ben sich die unterschiedlichen Teilpfade zu pc = 〈(Ba, Bb), (Bb, Bc)〉 und pd = 〈(Ba, Bd)〉.
Die die Unterschiede zwischen Bc und Bd speichernden A¨nderungssequenzen werden
demnach als Dc = 〈δa,b, δb,c〉 und Dd = 〈δa,d〉 ermittelt.
Modellinstanzkontext: Die Anwendung des vorgestellten Algorithmus liefert bei Re-
visionenvergleich eine (Dx), beim Variantenvergleich zwei Sequenzen (Dx, Dy) von
A¨nderungen. Um diese auszuwerten, werden die in den A¨nderungen gespeicherten
POML-Operationsinstanzen betrachtet. Die Zuordnung der Operationsinstanzen zu
den Operationsgruppen ADD, MODIFY und REMOVE23 und die persistente Identifi-
kation der Operanden24 erlaubt die Bestimmung derjenigen Modellobjekte, die in der
jeweiligen Version xl oder ym hinzugefu¨gt (A), gea¨ndert (C), gelo¨scht (R) oder nicht
modifiziert (U) wurden. Die Modellobjekte b ∈ B der Modellinstanz B werden dazu in
die Objektmengen Ax, Ay, Cx, Cy, Rx, Ry, Ux, Uy eingetragen.
Ax := {b | b ist Operand einer Operationsinstanz ω in Dx (5.1)
∧ ω ist der Operationsgruppe ADD zugeordnet} ⊆ B
Ay := {b | b ist Operand einer Operationsinstanz ω in Dy (5.2)
∧ ω ist der Operationsgruppe ADD zugeordnet} ⊆ B
Cx := {b | b ist Operand einer Operationsinstanz ω in Dx (5.3)
∧ ω ist der Operationsgruppe MODIFY zugeordnet} ⊆ B
Cy := {b | b ist Operand einer Operationsinstanz ω in Dy (5.4)
∧ ω ist der Operationsgruppe MODIFY zugeordnet} ⊆ B
Rx := {b | b ist Operand einer Operationsinstanz ω in Dx (5.5)
∧ ω ist der Operationsgruppe REMOVE zugeordnet} ⊆ B
Ry := {b | b ist Operand einer Operationsinstanz ω in Dy (5.6)
∧ ω ist der Operationsgruppe REMOVE zugeordnet} ⊆ B
Ux := B \ (Ax ∪ Cx ∪Rx) (5.7)
Uy := B \ (Ay ∪ Cy ∪Ry) (5.8)
Diese Objektmengen beschreiben die jeweiligen Unterschiede der betrachteten Version
xl bzw. ym zu ihrer gemeinsamen Ursprungsversion ε. Ein semantischer Vergleich von
Varianten ist direkt nicht mo¨glich, sondern nur mit Bezug zur gemeinsamen Ursprungs-
version sinnvoll.
Vergleichsmatrix der Modellinstanzvarianten: Im Bild 5.18 auf der na¨chsten Sei-
te ist die Vergleichsmatrix der Modellinstanzversionen xl und ym dargestellt. Sie sagt
aus, wie sich ein Modellobjekt der Modellinstanz in den Varianten bezu¨glich der Ur-
sprungsversion entwickelt hat. Die jeweilige Entwicklung ist in den A¨nderungssequenzen
23Operationsgruppen: s. Abschnitt 3.4.2 auf Seite 70
24Objektidentifikation: s. Abschnitt 3.3.1 auf Seite 3.3.1
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Dx und Dy gespeichert. Es ist ersichtlich, dass ein in einer Variante hinzugefu¨gtes Mo-
dellobjekt in der anderen Variante weder hinzugefu¨gt, gea¨ndert noch gelo¨scht werden
kann, sondern unvera¨ndert sein muss. Dies liegt darin begru¨ndet, dass ein und dassel-
be Modellobjekt nur in genau einer Fachapplikation zu genau einem Zeitpunkt erzeugt
werden kann und einen eindeutigen persistenten Objektidentifikator (POID) erha¨lt. Die
potentiellen Konfliktsituationen fu¨r ein Modellobjekt sind hervorgehoben dargestellt.
Objekt
b ∈






























































Bild 5.18: Vergleichsmatrix der Modellinstanzvarianten xl und ym fu¨r ein Modellobjekt
Konflikte: Zwischen zwei Varianten xl, ym ∈ V besteht ein Entwurfskonflikt, wenn
• ein Modellobjekt in beiden A¨nderungssequenzen Dx und Dy modifiziert wurde
oder
• ein Modellobjekt in einer A¨nderungssequenz gelo¨scht und in der anderen A¨nde-
rungssequenz modifiziert wurde.
Die Menge derjenigen Modellobjekte b ∈ B, fu¨r die ein Konflikt bezu¨glich der Version
xl, ym ∈ V vorliegt, wird als Konfliktmenge K(xl, ym) definiert.
K(xl, ym) := {b | (b ∈ Cx ∧ b ∈ Cy) ∨ (b ∈ Cx ∧ b ∈ Ry) (5.9)
∨ (b ∈ Cy ∧ b ∈ Rx)}
Objektkontext: Im Gegensatz zum direkten Objektvergleich auf Basis der Attri-
butwerte25 werden im vorgeschlagenen Ansatz die Modellobjekte auf Basis der ihnen
zugeordneten Operationsinstanzen verglichen. Diejenigen Operationsinstanzen, in de-
nen das Modellobjekt als Operand spezifiziert ist, beschreiben die A¨nderungen des
Objektzustandes von der gemeinsamen Ursprungsversion zu der jeweiligen Variante.
Der Unterschied zwischen den Objektversionen ist somit explizit als Zustandsa¨nderung
verfu¨gbar. Objekte, die ihren Zustand wa¨hrend der Verarbeitung zwar a¨ndern, aber
25vgl. Abschnitt 2.3.4 auf Seite 33
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nicht als Operanden in Operationsinstanzen auftreten, sind abha¨ngige Objekte. Der Zu-
stand von abha¨ngigen Objekten wird nicht von Operationsinstanzen, sondern von ande-
ren Modellobjekten entsprechend der Logik des nativen Modells vera¨ndert. Abha¨ngige
Objekte sind nicht im operativen Modell als Operanden beru¨cksichtigt und werden
deshalb fu¨r den Vergleich von Modellinstanzversionen nicht betrachtet.
Beispiel 5.6: Vergleich im Objektkontext
Gegeben sei ein einfaches Modell zur Beschreibung einer Zeichnung bestehend aus
geometrischen Grundelementen und assoziativer Bemaßung und Schraffur. Im opera-
tiven Modell werden unter anderem Operationen fu¨r das geometrische Manipulieren
der Grundelemente (Verschieben, Rotieren, Spiegeln usw.) definiert. Die Bemaßungs-
und Schraffurobjekte sind abha¨ngige Objekte, weil sie nicht direkt von Operationsin-
stanzen verarbeitet werden, sondern ihren Zustand genau dann a¨ndern, wenn sich das
bemaßte bzw. schraffierte Grundelement in seiner Geometrie a¨ndert. Wie im Bild 5.19
veranschaulicht, a¨ndert ein Rechteckobjekt x seine geometrischen Eigenschaften von
der Zeichnungsversion Ba zur Version Bb durch die A¨nderungen δa,b und von Versi-
on Ba zur Version Bc durch die A¨nderung δa,c. In diesen A¨nderungen sind jeweils eine
Operationsinstanz zum Verschieben und eine andere zum Rotieren des Rechteckobjekts
gespeichert.
δa,b = 〈 move 1.0, 1.0, [<x>]; 〉












Bild 5.19: Vergleich im Objektkontext
Der Vergleich der Modellinstanzversion Ba mit der Revision Bc auf Basis von Attribut-
werten ergibt einen geometrischen Unterschied beim Rechteckobjekt, der nicht weiter
spezifiziert werden kann. Im verfolgten Ansatz ist dieser Unterschied explizit in der
Operationsinstanz als Rotationsvorschrift gespeichert. Der Unterschied zwischen Vari-
antenBb undBc wird in Bezug auf die UrsprungsversionBa bestimmt. Ein Vergleich auf
Basis der Attributwerte kann zwar eine jeweils unterschiedliche geometrische Manipu-
lation bezu¨glich der Ursprungsversion feststellen, doch diese nicht weiter spezifizieren.
Die Betrachtung der in den A¨nderungen enthaltenen Operationsinstanzen ergibt: Die
Versionen des Rechteckobjekts der Modellinstanzversionen Bb und Bc unterscheiden
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sich semantisch dadurch, dass das Rechteck in Bb verschoben und in Bc gedreht wurde.
Hier kommt der Vorteil des Objektvergleichs auf Basis semantischer Operationen zum
Tragen.
Operationskontext: Der Vergleich auf Basis von gespeicherten A¨nderungen bietet
einen zusa¨tzlichen Aspekt beim Vergleichen von Modellinstanzversionen – den Ver-
gleich im Operationskontext. Die gespeicherten Sequenzen von Operationsinstanzen
geben explizit Aufschluss daru¨ber, welche Teilmenge von Modellobjekten denselben
Verarbeitungsschritt erfahren hat. Das heißt, welche Objektmenge wurde gemeinsam
mit derselben Operationsinstanz manipuliert. Der Unterschied zwischen Modellinstanz-
versionen wird nicht allein als Summe der Einzelunterschiede im Objektkontext ver-
standen. Der vorgestellte Ansatz erlaubt die Bestimmung von aussagekra¨figen Unter-
schieden zwischen Versionen auf Basis von Objektmengen.
Beispiel 5.7: Vergleich im Operationskontext
Gegeben sei ein einfaches Modell fu¨r den Entwurf und die Bemessung eines Fachwerk-
tra¨gers. Im operativen Modell werden unter anderem Operationen fu¨r die Manipulation
der Querschnittseigenschaften der Fachwerksta¨be definiert. Wie im Bild 5.20 darge-
stellt, a¨ndern sich die Querschnitte der Obergurte v, w und der Untergurte x, y, z. Es
wird angenommen, dass – aufgrund einer bestimmten Entwurfsintention – wa¨hrend der
Verarbeitung die Ober- und Untergurte zusammen selektiert und anschließend durch
eine Operationsinstanz manipuliert werden.







Bild 5.20: Vergleich im Operationskontext
Ein Vergleich im Objektkontext ergibt einen Unterschied zwischen den Tra¨gerversionen
Ba und Bb, der durch die fu¨nf Einzelunterschiede der separaten Objektzusta¨nde cha-
rakterisiert ist. Im Gegensatz dazu wird beim Vergleich im Operationskontext ein Un-
terschied auf Basis der modifizierten Objektmenge {v, w, x, y, z} ermittelt. Die gemein-
same Querschnittsmodifikation aller Ober- und Untergurtobjekte unterscheidet die bei-
den Fachwerktra¨gerversionen voneinander. Dieser aussagekra¨ftige Unterschied zwischen
zwei Versionen kommt sowohl beim Revisionen- als auch beim Variantenvergleich zum
Tragen.
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5.6.3 Visualisierungskonzept
Grafische Fenster:Die Berechnung der Unterschiede zweier Versionen ist applikations-
unabha¨ngig. Zur Pra¨sentation der Vergleichsergebnisse wird jedoch die Funktionalita¨t
von Fachapplikationen zur grafischen Darstellung der Modellinstanzzusta¨nde herange-
zogen. Entsprechend der herko¨mmlichen Unterschiedvisualisierung beim Dokumenten-
vergleich26 werden hinzugefu¨gte, gea¨nderte, gelo¨schte und unvera¨nderte Modellobjekte
durch unterschiedlich farbliche Darstellung hervorgehoben. Beim Vergleich einer Ver-
sion mit ihrer Revision wird in einem grafischen Fenster der Zustand der Revision
in Bezug auf die andere Version, die Ursprungsversion dargestellt (Bild 5.21a). Beim
Variantenvergleich hingegen, werden zwei grafische Fenster verwendet, die jeweils den



















Bild 5.21: Grafische Visualisierung des Vergleichs von Modellinstanzversionen
Ordnungs- und Navigationsstruktur:Neben der grafischen Darstellung der Modell-
instanzzusta¨nde werden die ermittelten Unterschiede zwischen Versionen je nach Kon-
text aufbereitet und in einer geordneten Navigationsstruktur abgelegt.
Modellinstanzkontext: Auf Modellinstanzebene wird eine hierarchische Navigations-
struktur nach Operationsgruppen ADD, MODIFY, REMOVE und SET vorgeschlagen.
Beliebige u¨bergeordnete modellspezifische Hierarchien27 sind denkbar. Die Modellob-
jekte werden den Operationsgruppen ADD (Ax∪Ay), MODIFY (Cx∪Cy) und REMO-
VE (Rx∪Ry) entsprechend der in den Gleichungen 5.1 bis 5.6 auf Seite 131 definierten
Objektmengen zugeordnet.
Objektkontext: Die Navigationsstruktur auf Modellinstanzebene wird im Hinblick
auf die Vergleichsergebnisse auf Objektebene erweitert. Jedem Modellobjekt werden
die das Objekt verarbeitenden Operationsinstanzen sequentiell zugeordnet. Wie bereits
erwa¨hnt, werden abha¨ngige Modellobjekte im Vergleich und somit auch bei der Visua-
lisierung der Vergleichsergebnisse nicht beru¨cksichtigt. Dies reduziert die Komplexita¨t
fu¨r den Fachplaner erheblich, denn nur direkt verarbeitete Modellobjekte werden in der
Navigationsstruktur angezeigt. Operationsinstanzen der Gruppe SET konfigurieren den
26vgl. Abschnitt 2.3.4 auf Seite 32
27z. B. Gruppierungen nach Etagen, Bauteilen, Layern usw.
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Verarbeitungskontext, sind also keinem Objekt zugeordnet und werden demnach direkt
als Elemente in die Ebene der Operationsgruppe SET eingetragen.
Beispiel 5.8: Objektbezogene Navigation bei Visualisierung von Unterschieden
Das Bild 5.22 veranschaulicht schematisch die vorgeschlagene objektbezogene Naviga-
tionsstruktur bei der Pra¨sentation der Vergleichsergebnisse als Auswertung der A¨nde-
rungssequenzen Dx und Dy. In Dx werden das Modellobjekt <u> hinzugefu¨gt und
modifiziert, die Objekte <w> und <x> vera¨ndert und das Objekt <z> gelo¨scht. Die
A¨nderungssequenz Dy speichert das Hinzufu¨gen des Modellobjekts <v>, das Modifizie-
ren des Objekts <w> und das Lo¨schen der Objekte <x> und <y>. Die Modellobjekte <w>
und <x> sind hervorgehoben, weil fu¨r sie Konflikte festgestellt wurden. Wa¨hrend beide
A¨nderungssequenzen die Modifikation des Objekts <w> speichern, wird das Objekt <x>






























Bild 5.22: Objektbezogene Navigationsstruktur
Operationskontext: Fu¨r die Aufbereitung der Vergleichsergebnisse im Operations-
kontext wird ebenfalls eine hierarchische Ordnungs- bzw. Navigationsstruktur vorge-
schlagen. Die oberste Ebene entspricht wiederum den Operationsgruppen. In die darun-
terliegende Ebene werden die zugeho¨rigen Operationsinstanzen der Ausfu¨hrungsreihen-
folge entsprechend sequentiell eingetragen. Die dritte und unterste Ebene repra¨sentiert
die Modellobjekte, die mit ein und derselben Operationsinstanz verarbeitet wurden.
Auf Basis dieser Navigationsstruktur erkennt der Fachplaner, welche Modellobjekte
gemeinsam als Objektmenge manipuliert wurden.
Beispiel 5.9: Operationsbezogene Navigation bei Visualisierung von Unterschieden
Das Bild 5.23 veranschaulicht schematisch die vorgeschlagene operationsbezogene Na-
vigationsstruktur bei der Pra¨sentation der Vergleichsergebnisse in Bezug auf das vor-
angegangene Beispiel 5.8. Es ist ersichtlich, dass die Modellobjekte <u> und <w> mit
derselben Operationsinstanz modC modifiziert und die Objekte <x> und <y> gleichzeitig
gelo¨scht wurden.
























Bild 5.23: Operationsbezogene Navigationsstruktur
Schritt-fu¨r-Schritt-Vergleich: Eine weitere sinnvolle Mo¨glichkeit der Visualisierung
von Vergleichsergebnissen auf der Basis von gespeicherten A¨nderungen ist das schritt-
weise Ausfu¨hren und Ru¨ckga¨ngigmachen von Operationsinstanzen. Auf Grundlage ei-
nes langsamen
”
Vor- und Zuru¨ckspielens“ wird der Fachplaner in die Lage versetzt,
die urspru¨nglichen Entwurfsgedanken nachzuvollziehen und A¨nderungen besser zu ver-
stehen. Das Ausfu¨hren von Operationsinstanzen kann dabei objektbezogen oder ope-
rationsbezogen erfolgen. In den vorgestellten Navigationsstrukturen werden entweder
Modellobjekte oder Operationsinstanzen identifiziert. Wa¨hrend beim objektbezogenen
Abspielen nur die die ausgewa¨hlten Modellobjekte betreffenden Operationsinstanzen
angewendet werden, werden im Operationskontext alle Operationsinstanzen nachein-
ander ausgefu¨hrt. Dem Fachplaner werden so die Unterschiede zwischen den Versio-
nen anhand ausgewa¨hlter Modellobjekte bzw. der gesamten Modellinstanz Schritt fu¨r
Schritt pra¨sentiert. Diese Art der Visualisierung von Unterschieden ist auf Basis des
direkten Vergleichs der Modell- und Objektzusta¨nde nicht mo¨glich.
5.6.4 Zusammenfassung
Auf der Basis eines standardisierten operativen Modells und der operativen Model-
lierungssprache der POML-Sprachebene beschreiben A¨nderungsdateien den Verarbei-
tungsprozess von Modellinstanzen innerhalb einer Fachdoma¨ne. Die im Verarbeitungs-
graphen der Modellinstanz gespeicherten A¨nderungsinformationen bilden die Grundla-
ge fu¨r einen neuartigen, applikations- und datenmodellunabha¨ngigen Diff-Algorithmus
zum Vergleich von Modellinstanzversionen. Die Unterschiede zwischen einzelnen Ver-
sionen sind explizit als separate Sequenzen von POML-A¨nderungen gespeichert. Auf
Grundlage dieser A¨nderungssequenzen werden Modellobjekte ermittelt, fu¨r die ein Ent-
wurfskonflikt vorliegt. Im Gegensatz zu herko¨mmlichen Verfahren bietet der vorge-
stellte Ansatz die Mo¨glichkeit, Unterschiede zwischen Versionen eines Modellobjekts
nicht nur zu erkennen, sondern genau zu spezifizieren. Daru¨ber hinaus erlaubt der
Versionenvergleich im Operationskontext, Modifikationen von Objektmengen als Ein-
heit zu betrachten und so Entwurfsintentionen bei der Unterschiedbestimmung zu
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beru¨cksichtigen. Die dem Fachplaner pra¨sentierten objektbezogenen und operationsbe-
zogenen Ordnungsstrukturen sowie ein Schritt-fu¨r-Schritt-Vergleich bilden die visuelle
Basis fu¨r die Navigation durch die ermittelten Unterschiede zwischen Modellinstanz-
versionen.
5.7 Zusammenfu¨hrung von Versionen 139
5.7 Zusammenfu¨hrung von Versionen
In diesem Abschnitt wird ein Konzept zur Anwendung des verarbeitungsorientierten
Modells und der operativen Modellierungssprache beim Zusammenfu¨hren von unter-
schiedlichen Versionen des Planungsmaterials innerhalb einer Fachdoma¨ne vorgestellt.
Es wird davon ausgegangen, dass die Versionen auf Basis verschiedener Fachapplika-
tionen mit unterschiedlichen objektorientierten Modellen erzeugt wurden. Aufbauend
auf der Darstellung des grundsa¨tzlichen Workflows wird ein applikationsunabha¨ngiger
Merge-Algorithmus vorgestellt, der die unterschiedlichen Versionen auf der Basis der
im Verarbeitungsgraphen gespeicherten A¨nderungsinformationen und den Konzepten
zum Journaling und Patching zusammenfu¨hrt. Abschließend wird ein Konzept fu¨r die
visuelle Unterstu¨tzung bei der Zusammenfu¨hrung von Versionen in Fachapplikationen
beschrieben.
5.7.1 Workflow
A¨nderungsdateien: Im iterativen und verteilten Bauplanungsprozess entstehen ver-
schiedene Zusta¨nde des Planungsmaterials – die Modellinstanzversionen. Bilden diese
Versionen Teillo¨sungen innerhalb einer gro¨ßeren Planungsaufgabe ab oder bestehen
Planungskonflikte zwischen ihnen, ist es erforderlich, diese Versionen nach dem Ver-
gleichen zu einer Gesamtlo¨sung zusammenzufu¨hren. Auf Grundlage des innerhalb einer
Fachdoma¨ne standardisierten operativen Modells werden die gespeicherten A¨nderungen
der Modellinstanz fu¨r eine solche Zusammenfu¨hrung herangezogen.
Verteilte Kooperation: Im Bild 5.24 auf der na¨chsten Seite wird der Workflow
beim Zusammenfu¨hren von Modellinstanzversionen veranschaulicht. Wa¨hrend im Bild
5.24a die Version Ba und ihre Revision Bc zusammengefu¨hrt werden, ist im Bild 5.24b
die Zusammenfu¨hrung der Varianten Bc und Bd dargestellt. Ergebnis beider Zusam-
menfu¨hrungen ist jeweils die Version Be. Wa¨hrend der Zusammenfu¨hrung wird die
native Modellinstanz in der Fachapplikation X verarbeitet und die A¨nderung δa,e auf
Basis des standardisierten operativen Modells mittels Journaling aufgezeichnet. Auf
Grundlage dieser A¨nderung kann in der Fachapplikation Y der zusammengefu¨hrte Mo-
dellinstanzzustand BeY mittels Patching erzeugt werden.
5.7.2 Merge-Algorithmus
Verarbeitung: Der Algorithmus zum Zusammenfu¨hren von Modellinstanzversionen
ist unabha¨ngig von den unterschiedlichen, nativen Objektmodellen der Fachapplikatio-
nen. Er basiert zum einen auf den im Verarbeitungsgraphen28 gespeicherten A¨nderungs-
informationen und zum anderen auf den vorgestellten Konzepten zum Journaling und
Patching29 von standardisierten A¨nderungen.
Vergleich: Bevor unterschiedliche Modellinstanzversionen xl und ym zusammengefu¨hrt
werden, mu¨ssen sie miteinander verglichen werden. Der Vergleich erfolgt auf Basis des
28s. Abschnitt 3.2.4 auf Seite 59















































(b) Zusammenfu¨hrung von Varianten Bc und Bd
Bild 5.24: Workflow beim Zusammenfu¨hren von Modellinstanzversionen
im Abschnitt 5.6.2 auf Seite 130 vorgestellten Diff-Algorithmus. Ergebnis dieses Ver-
fahrens sind beim Revisionenvergleich eine Sequenz (Dx) und beim Variantenvergleich
zwei Sequenzen (Dx, Dy) von A¨nderungen sowie die Konfliktmenge K(xl, ym) im Fall
eines Variantenvergleichs.
Algorithmus: Es besteht die Aufgabe, zwei Modellinstanzversionen xl, ym ∈ V auf
der Basis der die Unterschiede speichernden Sequenzen von A¨nderungen Dx und Dy
zusammenzufu¨hren. In den A¨nderungen sind Folgen von alphanumerischen POML-
Operationsinstanzen gespeichert. Innerhalb einer Fachapplikation wird der Zusam-
menfu¨hrungsprozess wie folgt durchgefu¨hrt:
1. Herstellen des Zustands der Modellinstanz entsprechend der Ursprungsversion
ε ∈ V
2. Sequentielle Verarbeitung der Modellinstanz entsprechend der Zusammenfu¨hrungs-
intention durch:
a) Anwenden einer gespeicherten POML-Operationsinstanz aus Dx bzw. Dy
(Patching),
b) U¨berspringen der gespeicherten POML-Operationsinstanz aus Dx bzw. Dy
oder
c) Erzeugen eines neuen Verarbeitungsschrittes auf der Basis nativer Befehle
oder standardisierter Modellieroperationen (OML).
3. Sequentielles Aufzeichnen von standardisierten POML-Operationsinstanzen als
Zusammenfu¨hrungsa¨nderung (Journaling)
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Beispiel 5.10: Merge-Algorithmus fu¨r Revisionen und Varianten
Revisionen: Die im Verarbeitungsgraphen des Bildes 5.24a auf Seite 140 dargestell-
te Version Ba wird zuna¨chst mit ihrer Revision Bc verglichen. Das Vergleichsergebnis
des vorgestellten Diff-Algorithmus ist die A¨nderungssequenz Dx = 〈δa,b, δb,c〉. Anschlie-
ßend wird als Grundlage fu¨r die Zusammenfu¨hrung der native Modellinstanzzustand
BaX der gemeinsamen Ursprungsversion Ba in der Fachapplikation X hergestellt. Im
Prozess der Zusammenfu¨hrung wird auf dieser Modellinstanzversion operiert, indem
je nach Zusammenfu¨hrungsziel (a) POML-Operationsinstanzen aus Dx angewendet,
(b) u¨bersprungen oder (c) neue Operationen instanziiert werden. Wa¨hrend der Zusam-
menfu¨hrung zur Version Be wird die A¨nderung δa,e aufgezeichnet.
Varianten: Die im Verarbeitungsgraphen des Bildes 5.24b auf Seite 140 dargestellten
Varianten Bc und Bd werden verglichen. Das Ergebnis des Diff-Algorithmus sind die in
den A¨nderungssequenzen Dx = 〈δa,b, δb,c〉 und Dy = 〈δa,d〉 gespeicherten Unterschiede.
Als na¨chstes wird in der Fachapplikation X der Modellinstanzzustand BaX der gemein-
samen Ursprungsversion Ba hergestellt. Anschließend folgt die Zusammenfu¨hrung, bei
der (a) gespeicherte POML-Operationsinstanzen entweder aus Dx oder aus Dy auf die
Modellinstanz angewendet, (b) u¨bersprungen oder (c) neue Operationen instanziiert
werden. Die beim Vergleich ermittelten Konfliktsituationen zwischen Modellobjektver-
sionen werden vom Fachplaner im Sinne seiner Entwurfsintention manuell behandelt.
Analog zur Revision wird die Zusammenfu¨hrung zur Version Be als A¨nderung δa,e
aufgezeichnet.
Objektkontext: Die Zusammenfu¨hrung von Modellinstanzversionen kann objektbe-
zogen erfolgen. Ausgehend von den pra¨sentierten Vergleichsergebnissen (vgl. Abschnitt
5.6.2 auf Seite 130) werden gea¨nderte (hinzugefu¨gte, modifizierte oder gelo¨schte) Mo-
dellobjekte selektiert. Es werden die sie verarbeitenden Operationsinstanzen aus den
gespeicherten A¨nderungssequenzen ermittelt und die Operandenlisten so angepasst,
dass diese nur selektierte Modellobjekte enthalten. Anschließend ko¨nnen die angepass-
ten Operationsinstanzen sequentiell auf die Ursprungsversion angewendet werden. Der
Fachplaner steuert demnach die Zusammenfu¨hrung auf der Basis der von ihm aus-
gewa¨hlten Modellobjekte.
Beispiel 5.11: Zusammenfu¨hrung im Objektkontext
Mit Bezug auf das Beispiel 5.7 auf Seite 134 wird die Zusammenfu¨hrung der Revisio-
nen Ba und Bb zur Version Bc im Objektkontext beschrieben. Die A¨nderung δa,b der
Version Ba beschreibt die gemeinsame Manipulation der Ober- und Untergurtobjekte
v, w, x, y und z des Fachwerktra¨gers. Es entsteht die Revision Bb.
δa,b = 〈 modsection ..., [<v>, <w>, <x>, <y>, <z>]; 〉
Die Zusammenfu¨hrung basiert auf der Auswahl der als gea¨ndert markierten Modellob-
jekte. Im Bild 5.25 auf der na¨chsten Seite sind der objektbezogene Navigationsbaum
zur Visualisierung des Vergleichsergebnisses und der Fachwerktra¨ger schematisch dar-
gestellt. Die objektbezogene Zusammenfu¨hrung erfolgt nacheinander fu¨r jedes einzelne
Modellobjekt. Beispielhaft sollen alle Modifikationen aus der A¨nderung δa,b in die neue
Version Bc u¨bernommen werden. Das Bild zeigt, dass das Modellobjekt v bereits zu-
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sammengefu¨hrt wurde, das Objekt w fu¨r eine Zusammenfu¨hrung selektiert ist und die










x y z ...
modsection ... [...,<z>];
<z>
Bild 5.25: Zusammenfu¨hrung im Objektkontext
Die Zusammenfu¨hrung im Objektkontext ergibt die A¨nderung δa,c als Sequenz fu¨nf
einzelner Operationsinstanzen, die jeweils fu¨r ein Modellobjekt der Gurte die Quer-
schnittseigenschaft a¨ndert.
δa,c = 〈 modsection ... [<v>]; modsection ... [<w>]; modsection
... [<x>]; modsection ... [<y>]; modsection ... [<z>]; 〉
Die urspru¨ngliche gemeinsame Querschnittsmodifikation aller Ober- und Untergurt-
objekte wird bei der Zusammenfu¨hrung im Objektkontext in fu¨nf einzelne Modifika-
tionen aufgelo¨st. Das erwu¨nschte Zusammenfu¨hrungsergebnis wird zwar erreicht, die
urspru¨ngliche Entwurfsabsicht bleibt jedoch nicht vollsta¨ndig erhalten. Im Unterschied
zur Zusammenfu¨hrung von Objektversionen auf Attributbasis (vgl. Abschnitt 2.3.5 auf
Seite 33) wird aber die A¨nderungssemantik in Form der konkreten Operationsinstanz
modsection fu¨r einzelne Modellobjekte beru¨cksichtigt.
Operationskontext: Analog zum Vergleich kann das Zusammenfu¨hren von Modellin-
stanzversionen auch im Operationskontext erfolgen. Die gespeicherten Sequenzen von
Operationsinstanzen geben explizit Aufschluss daru¨ber, welche Teilmenge von Mo-
dellobjekten mit derselben Operationsinstanz verarbeitet wurde. Im Gegensatz zum
herko¨mmlichen Verfahren werden die Modellobjekte bei der Zusammenfu¨hrung nicht
einzeln verarbeitet, sondern ko¨nnen auf der Basis ihrer gemeinsamen Operationsinstanz
in einem Verarbeitungsschritt als Objektmenge manipuliert werden (vgl. Beispiel 5.7
auf Seite 134). Diese Art der Zusammenfu¨hrung wird somit auf der Basis von Opera-
tionsinstanzen gesteuert.
Beispiel 5.12: Zusammenfu¨hrung im Operationskontext
Mit Bezug auf das vorangegangene Beispiel 5.11 auf Seite 141 wird die Zusammenfu¨h-
rung der Revisionen Ba und Bb zur Version Bc im Operationskontext betrachtet. Im
5.7 Zusammenfu¨hrung von Versionen 143
Unterschied zur objektbezogenen Zusammenfu¨hrung wird die pra¨sentierte Operations-
instanz modsection..., [<v>, <w>, <x>, <y>, <z>]; ausgewa¨hlt. Die in der Ope-
randenliste spezifizierten Modellobjekte werden dabei markiert. Zur U¨bername aller
Modifikationen aus der A¨nderung δa,b wird die ausgewa¨hlte Operationsinstanz aus-
gefu¨hrt. Das Bild 5.26 veranschaulicht die ausgewa¨hlte Operationsinstanz im operati-












Bild 5.26: Zusammenfu¨hrung im Operationskontext
Die Zusammenfu¨hrung im Operationskontext ergibt die A¨nderung δa,c als eine einzige
Operationsinstanz, die fu¨r alle Gurtobjekte gemeinsam die Querschnittseigenschaften
a¨ndert.
δa,c = 〈 modsection ... [<v>, <w>, <x>, <y>, <z>]; 〉
Die urspru¨ngliche gemeinsame Querschnittsmodifikation aller Ober- und Untergurtob-
jekte wird bei der Zusammenfu¨hrung im Operationskontext beru¨cksichtigt und bleibt
vollsta¨ndig erhalten. Hier kommt der Vorteil einer Zusammenfu¨hrung von Modellin-
stanzversionen auf Grundlage gespeicherter Entwurfsabsichten zum Tragen.
Abha¨ngige A¨nderungen: Das Entwurfsergebnis ha¨ngt oft von der Ausfu¨hrungs-
reihenfolge der in den A¨nderungen gespeicherten Operationsinstanzen ab. Ist dies der
Fall, handelt es sich um inhaltlich voneinander abha¨ngige A¨nderungen. Beispielsweise
sind die geometrischen Transformationen Translation und Rotation nicht kommutativ,
das heißt, die Transformationsreihenfolge spielt eine entscheidende Rolle. Ein weiteres
Beispiel stellt das Hinzufu¨gen von Modellobjekten dar, das von der aktuellen Konfi-
guration des Verarbeitungskontextes30 abha¨ngt. Die Operationsinstanzen der Gruppe
ADD sind demnach abha¨ngig von denen der Gruppe SET. Auch das Lo¨schen von Mo-
dellobjekten ist in Bezug auf abha¨ngige A¨nderungen problematisch. Werden Objekte
in einer A¨nderung gelo¨scht, ist ein anschließendes Modifizieren entsprechend einer an-
deren A¨nderung unmo¨glich. Ein inkonsistenter Zustand der Modellinstanz kann jedoch
bei der vorgeschlagenen operationsbasierten Zusammenfu¨hrung nicht entstehen. Ope-
rationinstanzen sind lediglich nicht ausfu¨hrbar. Die Zusammenfu¨hrung voneinander
abha¨ngiger A¨nderungen basiert auf gespeicherten Operationsinstanzen, wird aber vom
30s. Abschnitt 3.4.2 auf Seite 70
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Fachplaner entsprechend seiner Entwurfsintention als neue A¨nderung erzeugt und in
einer neuen A¨nderungsdatei gespeichert.
Unabha¨ngige A¨nderungen: Fu¨hrt das Anwenden von A¨nderungen unabha¨ngig von
der Anwendungsreihenfolge zu ein und demselben Entwurfsergebnis, sind diese A¨nde-
rungen inhaltlich voneinander unabha¨ngig. Wird beispielsweise in einer A¨nderung das
Material eines Modellobjekts gea¨ndert und in der anderen A¨nderung eine geometrische
Transformation desselben Objekts durchgefu¨hrt, liegt zwar ein potentieller Konflikt
vor, die A¨nderungen sind aber inhaltlich voneinander unabha¨ngig. Bei der Zusam-
menfu¨hrung voneinander unabha¨ngiger A¨nderungen wird keine neue A¨nderungsdatei
erzeugt, sondern die gespeicherten A¨nderungen werden direkt und unabha¨ngig von
der Ausfu¨hrungsreihenfolge verwendet. Welche Operationen voneinander abha¨ngig und
welche voneinander unabha¨ngig sind, kann bei der Spezifikation des operativen Modells
formal festgelegt und bei der Zusammenfu¨hrung angezeigt werden.
Beispiel 5.13: Zusammenfu¨hrung voneinander abha¨ngiger und unabha¨ngiger A¨nde-
rungen
Im Bild 5.27 werden die Zusammenfu¨hrungen von abha¨ngigen und unabha¨ngigen A¨nde-
rungen veranschaulicht. Aufgrund der inhaltlichen Abha¨ngigkeit zwischen den A¨nde-
rungen δa,b und δa,c wird im Bild 5.27a die neue A¨nderung δa,d im Zusammenfu¨hrungs-
prozess erzeugt. Im Gegensatz dazu stellt das Bild 5.27b eine Zusammenfu¨hrung der
inhaltlich voneinander unabha¨ngigen A¨nderungen δa,b und δa,c dar. Hier kann die
A¨nderung δa,c auf die Version Bb oder die A¨nderung δa,b auf die Version Bc anwen-



























(b) Voneinander unabha¨ngige A¨nderungen
Bild 5.27: Zusammenfu¨hrung von A¨nderungen
Semantik und Konsistenz
Semantik: Die gespeicherten A¨nderungen repra¨sentieren, wie bereits im Abschnitt
5.4.5 auf Seite 122 dargelegt, Entwurfsabsichten der Fachplaner. Durch die Wieder-
verwendung dieser A¨nderungen im Zusammenfu¨hrungsprozess von Versionen werden
Planungsintentionen vorteilhaft beru¨cksichtigt. Diese zusa¨tzliche Aussagekraft der Mo-
dellieroperationen bleibt somit auch nach dem Prozess der Zusammenfu¨hrung erhalten.
Konsistenz: Die Verarbeitung der Modellinstanz auf Basis von Operationen sichert,
wie im Abschnitt 3.3.3 auf Seite 65 dargelegt, die Modellinstanzkonsistenz. Bei her-
ko¨mmlichen Verfahren werden Modellobjekte auf Attributbasis verglichen und anschlie-
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ßend zusammengefu¨hrt, ohne die Konsistenz auf Modellinstanzebene zu gewa¨hrleisten31.
Hier bietet der vorgeschlagene, auf Operationen basierende Merge-Algorithmus einen
signifikanten Vorteil.
5.7.3 Visualisierungskonzept
Grafische Fenster und Navigationsstrukturen: Die Zusammenfu¨hrung von Ver-
sionen erfolgt nach dem Versionenvergleich. Das im Abschnitt 5.6.3 auf Seite 135 vor-
gestellte Visualisierungskonzept fu¨r den Vergleich bildet die Grundlage fu¨r die Zu-
sammenfu¨hrung. Bei der Zusammenfu¨hrung einer Version mit ihrer Revision wird in
einem grafischen Fenster der Zustand der Revision in Bezug auf die andere Versi-
on, die Ursprungsversion dargestellt (Bild 5.28a). Im Unterschied zum Revisionenver-
gleich erscheint der Ursprungszustand als Ausgangspunkt der Zusammenfu¨hrung im
Original, der Zustand der Revision wird farblich hervorgehoben. Bei einer Varianten-
zusammenfu¨hrung hingegen werden zwei grafische Fenster verwendet, die jeweils den
Zustand der Variante in Bezug auf die gemeinsame Ursprungsversion visualisieren (Bild
5.28b). Im Gegensatz zum Variantenvergleich wird der jeweilige Variantenzustand farb-
lich markiert und der Ursprungszustand als Ausgangspunkt normal dargestellt. Der
Zusammenfu¨hrungsvorgang selbst kann in beiden Fenstern vorgenommen werden, um
die Mo¨glichkeit zu bieten, sich beispielsweise bei Konstruktionsvorga¨ngen auf die je-
weiligen alternativen Endzusta¨nde zu beziehen. Der aktuelle Modellinstanzzustand der



















Bild 5.28: Grafische Visualisierung der Zusammenfu¨hrung von Modellinstanzversionen
Navigationsstrukturen: Die zur Vergleichsvisualisierung verwendeten Navigationss-
trukturen (objektbezogen und operationsbezogen) pra¨sentieren dem Fachplaner die
Unterschiede und die Konflikte der betrachteten Modellinstanzversionen wa¨hrend des
Zusammenfu¨hrungsvorgangs (vgl. Beispiele 5.11 und 5.12 auf Seite 141 bzw. 142).
Bereits zusammengefu¨hrte Modellobjekte und dafu¨r verwendete Operationsinstanzen
werden aus den Navigationsba¨umen entsprechend entfernt. So beha¨lt der Fachplaner
den U¨berblick u¨ber noch zuzammenzufu¨hrende Modellobjekte.
31vgl. Abschnitt 2.3.5 auf Seite 33
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Operationslisten: Als weitere Navigationsstruktur zur visuellen Unterstu¨tzung der
Zusammenfu¨hrung werden Operationslisten vorgeschlagen. In einem grafischen Fenster
werden die auf Basis der Navigationsba¨ume selektierten Operationsinstanzen als Listen
dargestellt. Bei der Betrachtung von Revisionen pra¨sentiert eine Liste die Operations-
instanzen aus der beim Vergleich ermittelten A¨nderungssequenz Dx und eine andere
Liste stellt die bereits wa¨hrend der Zusammenfu¨hrung ausgefu¨hrten (u¨bernommenen
oder neuen) Operationsinstanzen dar. Im Fall einer Variantenzusammenfu¨hrung wird
neben der aktuellen Zusammenfu¨hrungsliste (Version C) fu¨r jede der zwei Varianten (A
und B) eine separate Operationsliste entsprechend der ermittelten Unterschiede (Dx
und Dy) pra¨sentiert. Das Bild 5.29 verschaulicht schematisch die Operationslisten fu¨r
eine Variantenzusammenfu¨hrung. Der Fachplaner kann auf Basis von Schaltkno¨pfen
Operationsinstanzen aus den oberen beiden Listen u¨berspringen (skip), u¨bernehmen
(grau hervorgehoben) und auf die Version C anwenden (appr) oder eine neue Anweisung
(new), je nach Zusammenfu¨hrungsintention, ausfu¨hren. Diejenigen Operationsinstan-
zen, die aufgrund von Abha¨ngigkeiten (vgl. Seite 143) generell nicht ausfu¨hrbar sind,
werden gesondert (gestrichelt) hervorgehoben.
Variante A Variante B
skipA skipB apprA apprB new
Version C
Bild 5.29: Zusammenfu¨hrung auf Grundlage von Operationslisten
Schritt-fu¨r-Schritt-Zusammenfu¨hrung: Der Fachplaner navigiert, wie auch beim
Schritt-fu¨r-Schritt-Vergleich, vorwa¨rts und ru¨ckwa¨rts durch die Gesamtheit der ihm
pra¨sentierten Unterschiede in Form von A¨nderungssequenzen. Wa¨hrend des
”
Nachspie-
lens“ entscheidet der Fachplaner, welche Operationsinstanzen ausgefu¨hrt, u¨bersprungen
oder neu erzeugt werden sollen, um betrachtete Modellinstanzversionen Schritt-fu¨r-
Schritt zusammenzufu¨hren. Das Zusammenfu¨hren auf Grundlage von Operationen er-
laubt dem Fachplaner auch das Ru¨ckgangigmachen (undo) und das Wiederherstellen




Auf der Basis eines standardisierten operativen Modells und der operativen Model-
lierungssprache der POML-Sprachebene beschreiben A¨nderungsdateien den Verarbei-
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tungsprozess von Modellinstanzen innerhalb einer Fachdoma¨ne. Die im Verarbeitungs-
graphen der Modellinstanz gespeicherten A¨nderungsinformationen bilden die Grund-
lage fu¨r einen neuartigen Merge-Algorithmus fu¨r das Zusammenfu¨hren von Versionen.
Der vorgestellte Diff-Algorithmus liefert zuna¨chst die Unterschiede zwischen einzel-
nen Planungssta¨nden als separate Folgen von POML-A¨nderungen. Auf Basis dieser
A¨nderungssequenzen werden die unterschiedlichen Modellinstanzversionen ausgehend
von ihrer Ursprungsversion zusammengefu¨hrt. Wa¨hrend des Zusammenfu¨hrungsvor-
gangs entscheidet der Fachplaner, ob die gespeicherten Operationsinstanzen angewen-
det oder u¨bersprungen werden oder grundsa¨tzlich neue Verarbeitungsanweisungen die
Modellinstanz manipulieren. Alle in diesem Prozess ausgefu¨hrten Verarbeitungsschritte
werden konsequenterweise als A¨nderung aufgezeichnet und im Verarbeitungsgraphen
hinterlegt. Dieses Vorgehen stellt zum einen die Modellinstanzkonsistenz wa¨hrend des
Zusammenfu¨hrens sicher und beru¨cksichtigt zum anderen urspru¨ngliche Entwurfsinten-
tionen im Prozess der Zusammenfu¨hrung. Die dem Fachplaner pra¨sentierten objektbe-
zogenen und operationsbezogenen Ordnungsstrukturen und Operationslisten sowie eine
Schritt-fu¨r-Schritt-Zusammenfu¨hrung bilden die visuelle Basis fu¨r die Navigation durch




Der Beweis aber muß in keinem Hirngespinst, sondern in Tatsachen bestehen.
Hierdurch unterscheidet sich unsere jetzige Zeit vorzu¨glich
von den vorigen Jahrhunderten.“
Johann Christian Wiegleb (1732–1800), aus [Wiegleb 1777]
In diesem Kapitel wird eine prototypische Umsetzung der Anwendung des verarbei-
tungsorientierten Modells und der operativen Modellierungssprache auf Basis des Open-
Source-Systems CADEMIA1 vorgestellt. Aufbauend auf der Darstellung der System-
architektur werden die Erweiterungsschnittstellen des Systems beschrieben. Anschlie-
ßend werden die sprachbasierte und die objektorientierte Umsetzung eines operativen
Zeichnungsmodells gezeigt. Zur Verifikation des vorgeschlagenen Modells und der ope-
rativen Modellierungssprache werden die Anwendung des operativen Zeichnungsmo-
dells in der Benutzer- und Programmierschnittstelle sowie beim Vergleich und bei der
Zusammenfu¨hrung von Zeichnungsversionen vorgestellt.
6.1 CADEMIA
CADEMIA stellt eine Open-Source2-Entwicklungsplattform fu¨r geometrisch orientier-
te Fachapplikationen im Bauwesen dar. Sie wurde in der objektorientierten Program-
miersprache Java3 an der Bauhaus-Universita¨t Weimar entwickelt und ist unter der
GPL4-Lizenz frei verfu¨gbar.
Systemarchitektur: Das Grundsystem von CADEMIA setzt sich aus den Komponen-
ten Ein-/Ausgabe, Befehl, View und Modell zusammen (s. Bild 6.1 auf der na¨chsten
Seite). Die alphanumerische oder grafische Anwendereingabe wird interpretiert und in
native Befehle umgesetzt. Die Befehle verarbeiten eine Instanz des Modells. Die Aus-
gabe pra¨sentiert dem Fachplaner auf der Basis von Views grafisch den Zustand der
Modellinstanz.
1s. [Firmenich u. a. 2008], [Firmenich 2006] und http://www.cademia.org, Version 1.4.1. CAPE
TOWN
2deutsch: quelloffen, s. Open Source Initiative: http://www.opensource.org
3s. [Flanagan 2003], [Horstmann u. Cornell 2003, 2002], [Hardy 2000] und http://java.sun.com









Bild 6.1: Systemarchitektur von CADEMIA
Im Folgenden werden die einzelnen Komponenten des CADEMIA-Grundsystems be-
schrieben. Dabei wird auf die Erweiterungsmo¨glichkeiten zur Umsetzung des sprachba-
sierten und des objektorientierten operativen Modells eingegangen. Neue Komponenten
bzw. Klassen sind grau dargestellt.
6.1.1 Ein-/Ausgabe
Eingabe: Die Basis fu¨r die Beschreibung von Befehlen stellt eine einfache, native
Eingabesprache dar. Sa¨mtliche Eingabeinteraktion (TextInput, MouseInput) in der
Benutzerschnittstelle (UserInterface) wird durch alphanumerischen Text repra¨sentiert
und von nativen Interpretern (ArgTokenizer, NumInterpreter) ausgewertet. Zur Inte-
gration des sprachbasierten operativen Modells implementiert ein eigener Interpreter5











Bild 6.2: Integration des sprachbasierten operativen Modells durch einen Interpreter
6.1.2 Verarbeitung
Befehle: Die Verarbeitung der Modellinstanz basiert auf nativen Befehlsobjekten. Ein
Befehlsmanager (CmdMgr) verwaltet die Befehlshistorie und sorgt fu¨r das Undo-/
Redo-Handling. Das Bild 6.3 veranschaulicht die Integration des objektorientierten
operativen Modells durch die Erweiterung des nativen Befehlsmanagers sowie die Im-
plementierung der nativen Schnittstelle fu¨r Befehlsobjekte (Cmd) und die Erweiterung
nativer Befehle (NativeCmd) zur Umsetzung von Operationsklassen (MyOpImpl, My-
OpExt).







Bild 6.3: Integration des objektorientierten operativen Modells durch Operationsklas-
sen
6.1.3 Bauwerksmodell
Zeichnungsmodell: Gegenstand der Betrachtung ist ein in CADEMIA umgesetztes
Zeichnungsmodell. Das Zeichnungsmodell ist ein natives objektorientiertes Modell zur
Beschreibung des fachlichen Modells einer technischen Zeichnung nach DIN 1356-16 mit
geometrischen Komponenten wie Linien, Polylinien, Kreisen, Bo¨gen, Bemaßung usw.,
sowie Layern und bauspezifischen Attributen wie Linienarten und Linienbreiten. Zur
Implementierung eines operativen Zeichnungsmodells muss das native Modell (Databa-
se) nicht vera¨ndert werden. Das Bild 6.4 zeigt die Umsetzung der Modellbeobachtung
(MyListener) fu¨r den Journaling-Mechanismus7. Der POIDManager verwaltet persis-
tente Objektidentifikatoren und verschiedene Objektversionen bzw. -zusta¨nde fu¨r den











Bild 6.4: Integration der Modellbeobachtung und der persistenten Objektidentifikation
6.1.4 Visualisierung
View: Die grafische Visualisierung der Modellinstanz in Fenstern (GeometryPanel)
basiert auf nativen ViewControllern und Views. Diese werden zur Umsetzung der Vi-
sualisierungskonzepte fu¨r den Vergleich8 und die Zusammenfu¨hrung9 von Zeichnungs-
versionen, wie im Bild 6.5 auf der na¨chsten Seite dargestellt, erweitert (MyViewCtrl).
6s. [DIN 1356-1 1995]
7s. 5.4.3 auf Seite 119
8s. 5.6.3 auf Seite 135










Bild 6.5: Integration der Visualisierung von Vergleichsergebnissen
6.2 Operatives Zeichnungsmodell
Das operative Zeichnungsmodell beschreibt die Verarbeitung einer Zeichnung durch
eine Menge von standardisierten Zeichnungsoperationen. Aufbauend auf der Definiti-
on dieser Zeichnungsoperationen werden die sprachbasierte und die objektorientierte
Umsetzung des operativen Zeichnungsmodells in CADEMIA verdeutlicht.
6.2.1 Zeichnungsoperationen
Sprachbasierte Definition: Das operative Zeichnungsmodell wird durch OML- und
POML-Operationen sprachbasiert definiert. In den Anha¨ngen A.2 auf Seite 196 und
A.3 auf Seite 203 sind auszugsweise die OML- bzw. die POML-Grammatiken zur De-
finition von Operationen zur Verarbeitung einer Zeichnung dargestellt. Im Folgenden
wird fu¨r jede Operationsgruppe stellvertretend eine Zeichnungs- bzw. Modellieropera-
tion beschrieben.
Hinzufu¨gen: Zeichnungsoperationen der Gruppe ADD fu¨gen der Zeichnung geometri-
sche Komponenten, Layer und Attribute hinzu. Zur persistenten Beschreibung erhalten
Komponenten und Layer persistente Objektidentifikatoren (POIDs).
Beispiel 6.1: Zeichnungsoperation AddLine
Fu¨r das Erzeugen und Hinzufu¨gen einer Linie werden die Koordinaten des Start- und
des Endpunktes P1=(x1,y1) bzw. P2=(x2,y2)) angegeben. In der Definition der ent-
sprechenden persistenten Modellieroperation wird zusa¨tzlich die POID der Linie als
Operand p festgelegt.
// OML
AddLine ::= "addline" x1=Number <ARGSEP> y1=Number
<ARGSEP> x2=Number <ARGSEP> y2=Number
// POML
AddLine ::= "addline" x1=Number <ARGSEP> y1=Number <ARGSEP>
x2=Number <ARGSEP> y2=Number <ARGSEP> p=<POID>
Selektieren/ Deselektieren: Zeichnungsoperationen der Gruppe SELECT/UNSE-
LECT werden in der Benutzer- und Programmierschnittstelle der Zeichnungsapplika-
tion verwendet, nicht aber zur Speicherung von persistenten A¨nderungen eingesetzt.
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Die Selektion bzw. Deselektion von geometrischen Komponenten kann beispielsweise
grafisch durch Objektidentifikation mit der Maus erfolgen.
Beispiel 6.2: Zeichnungsoperation Select
Fu¨r das Selektieren von Zeichnungskomponenten muss lediglich der Operationsname
angegeben werden. Der Objektidentifikator p als POID ist optional.
// OML
Select ::= "select" ( p=<POID> )?
Modifizieren: Zeichnungsoperationen der Gruppe MODIFY dienen der Modifikation
geometrischer Eigenschaften von Komponenten und fachlicher Eigenschaften von Kom-
ponenten, Layern und Attributen. Wa¨hrend in der Benutzer- und Programmierschnitt-
stelle die aktuell selektierten oder spezifizierten Komponenten bzw. Komponententeile
oder auszuwa¨hlende Layer bzw. Attribute modifiziert werden, wird bei der Definition
von persistenten Modifikationsoperationen eine POID-Liste als Operandenliste ange-
geben.
Beispiel 6.3: Zeichnungsoperation ModRotate
Fu¨r die Rotationstransformation geometrischer Komponenten werden die Koordinaten
des Ankerpunktes P=(x,y) und der Rotationswinkel w spezifiziert. Optional ist die
Operandenliste p. In der Definition der entsprechenden persistenten Modellieroperation
muss die Operandenliste p angegeben werden.
// OML
ModRotate ::= "modrotate" x=Number <ARGSEP> y=Number <ARGSEP>
w=Number ( p=PoidList )?
// POML
ModRotate ::= "modrotate" x=Number <ARGSEP> y=Number
<ARGSEP> w=Number <ARGSEP> p=PoidList
Lo¨schen: Zeichnungsoperationen der Gruppe REMOVE lo¨schen geometrische Kom-
ponenten, Layer oder Attribute. OML-Operationen beschreiben das Lo¨schen von ak-
tuell selektierten oder spezifizierter Komponenten und auszuwa¨hlenden Layern und
Attributen. Bei der persistenten Definition wird eine POID-Liste als Operandenliste
angegeben.
Beispiel 6.4: Zeichnungsoperation Remove
Das Entfernen von Zeichnungskomponenten basiert in der Benutzer- und Program-
mierschnittstelle auf der aktuellen Selektionsmenge oder auf der optional angegebenen
Operandenliste p. In der Definition der entsprechenden persistenten Modellieroperation
muss die Operandenliste p spezifiziert werden.
// OML // POML
Remove ::= "remove" (p=PoidList)? Remove ::= "remove" p=PoidList
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Konfigurieren: Zeichnungsoperationen der Gruppe SET konfigurieren den Verarbei-
tungskontext. Dazu za¨hlen beispielsweise die Einstellung fu¨r den aktuellen Layer, die
aktuellen Attribute, den Zeichnungsmaßstab, das verwendete Nutzerkoordinatensystem
und die natu¨rlichen Zeichnungseinheiten.
Beispiel 6.5: Zeichnungsoperation SetDefLayer
Das Einstellen des aktuellen Layers basiert in der Benutzer- und Programmierschnitt-
stelle auf der Auswahl von vorhandenen Layern. In der Definition der entsprechenden
persistenten Modellieroperation muss die POID des Layers als Operand p angegeben
werden.
// OML
SetDefLayer ::= "setdeflayer" ( p=<POID> )?
// POML
SetDefLayer ::= "setdeflayer" p=<POID>
Abfragen: Zeichnungsoperationen der Gruppe GET a¨ndern die Zeichnung nicht, son-
dern dienen der Abfrage von Eigenschaften der Zeichnung, von selektierten Kompo-
nenten, von auszuwa¨hlenden Layern oder Attributen sowie zur Eingabeaufforderung
von Argumenten bei Modellierprogrammen.
Beispiel 6.6: Zeichnungsoperation GetSelected
Fu¨r die Abfrage der aktuell selektierten Zeichnungskomponenten wird lediglich der




JavaCC: Fu¨r die Programmiersprache Java ist der Parsergenerator JavaCC10 frei
verfu¨gbar. Wie im Bild 6.6 veranschaulicht, wird mittels JavaCC auf der Basis ei-
ner BNF11-Grammatik und in Java-Methoden definierten Aktionen (*.jj) Quellcode






Bild 6.6: Funktionsweise des Java Compiler Compilers (JavaCC)
10Java Compiler Compiler: s. [JavaCC]
11s. Abschnitt 4.1.2 auf Seite 78
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OPL-Interpreter: Mit JavaCC und der im Abschnitt 4.3 auf Seite 86 beschriebenen
Grammatik fu¨r OPL-Modellierprogramme wird ein OPLInterpreter12 umgesetzt und
wie im Bild 6.7 dargestellt in CADEMIA integriert. Die Klasse Scope verwaltet auf
Basis einer Symboltabelle (SymbolTable) die Gu¨ltigkeitsbereiche13 sowie die Bezeichner
und Werte fu¨r Variablen und Prozeduren. Der Befehl SetOPLInterpreter ersetzt den















Bild 6.7: Integration des OPL-Interpreters
Das Listing 6.1 zeigt einen Auszug aus der JavaCC-Datei OPLInterpreter.jj zur Um-
setzung des OPL-Interpreters. Beispielsweise sind die Terminalsymbole <EOS>, <COM-
MENT>, <NULL> und <IF> ab Zeile 14, das Startsymbol Start in Zeile 21 und die
Nichtterminalsymbole StmtList, Statement, Command, ModelOperation aus der OPL-
Grammatik14 in den Zeilen 25, 30, 37 bzw. 44 definiert.
1 options { ... }
PARSER_BEGIN(OPLInterpreter)
3 ...
public class OPLInterpreter implements NumberInterpreter ,
ArgumentTokenizer {
5 Scope m_rootScope = new Scope(null);





11 // Terminalsymbole (Anweisungsende , Kommentar ,
Schlu¨sselwo¨rter , Bezeichner ,
// Zahlen , Zeichenketten , POIDs , Operatoren usw.)
13 TOKEN : {
< EOS : (";")+ >
15 | < COMMENT : "//" (~["\n","\r"])* ("\n"|"\r"|"\r\n")>
| < NULL: "null">
17 | < IF: "if" >
12vgl. Abschnitt 5.3.1 auf Seite 113
13engl.: scope, s. [Aho u. a. 1988, S. 429ff]





21 Object Start(List ret) : { Object value = null; } {
value = StmtList(ret) { return value; }
23 }
// Weitere Nichtterminalsymbole
25 Object StmtList(List ret) : { Object value = null; } {




Object Statement(List ret) : { Object value = null; } {
31 // Zuweisung
Assignment () { return null; }
33 |
// Kommando
35 value = Command(ret) { return value; }
}
37 Object Command(List ret) : { Object value = null; } {
// Systemkommando
39 value = SysCommand(ret) { return value; }
|
41 // Modellieroperation
ModelOperation(ret) { ... }
43 }
void ModelOperation(List ret) : {
45 Token opName;
List args = new ArrayList ();
47 }
{
49 opName = <ID > (ArgList(args))? {
// Name ’opName ’ und Argumente ’args’ weitergeben




Listing 6.1: Umsetzung des OPL-Interpreters mit JavaCC (Auszug)
Eingabe: Aufgrund der Tatsache, dass OML-Modellieroperationen auch der OPL-
Syntax genu¨gen15, kann der OPL-Interpreter sowohl OPL- als auch OML-Eingabestro¨-
me interpretieren. Ist der OPL-Interpreter in CADEMIA gesetzt, ko¨nnen OPL-Zeich-
nungsprogramme und OML-Zeichnungsoperationen in der Eingabe instanziiert werden.
Der OPL-Interpreter wertet Variablen, Prozeduren und Kontrollstrukturen in Folgen
von Zeichnungsoperationsinstanzen (ModelOperation) aus und gibt die Operations-
15vgl. Gleichung 4.11 auf Seite 84
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namen sowie Operationsargumente zur Instanziierung von Operationsklassen an den
Kernel weiter.
Patching16: Bevor die gespeicherten A¨nderungen auf die aktuelle Zeichnungsversion
angewendet werden, erfolgt im Befehl POMLPatch eine Schemau¨berpru¨fung hinsicht-
lich der definierten persistenten POML-Zeichnungsoperationen. Die Klasse POMLVali-
dator wird mit JavaCC auf Basis der POML-Grammatik fu¨r das operative Zeichnungs-
modell entwickelt und validiert die in den A¨nderungsdateien enthaltenen Sequenzen von
POML-Operationsinstanzen in Bezug auf Namen, Anzahl und Typen der Argumente.
Daru¨ber hinaus wird im POMLValidator eine Plausibilita¨tskontrolle durchgefu¨hrt, die
pru¨ft, ob zu modifizierende oder zu lo¨schende Zeichnungskomponenten u¨berhaupt vor-
handen sind und ob die Eindeutigkeit von POIDs gewa¨hrleistet ist (MyPOIDMgr).
Neben der Funktion eines OML-Interpreters u¨bernimmt der OPLInterpreter auch die
Aufgabe des POML-Interpreters, da POML-Operationsinstanzen in A¨nderungen auch
der OPL-Syntax entsprechen17. In dem Befehl POMLPatch wird der POML-Eingabe-
strom aus der zu spezifizierenden A¨nderungsdatei (POMLFile) zum OPL-Interpreter














Bild 6.8: Umsetzung und Integration des Patchings
6.2.3 Objektorientierte Umsetzung
Operationsklassen: Nach Interpretation und Auswertung der Operationsnamen und
-argumente werden zur Verarbeitung der Zeichnung Operationsklassen instanziiert.
Operationsklassen erweitern dazu die native Befehlsschnittstelle Cmd und fragen zur
Ausfu¨hrung Befehlsargumente entsprechend der Definition der OML- bzw. POML-
Zeichnungsoperationen ab. Das Listing 6.2 zeigt die fu¨r die Umsetzung von Operati-
onsklassen definierte Schnittstelle OMLOperation.
public interface OMLOperation extends Cmd {
2 // POML -Beschreibung der in diesem Befehl
// durchgefu¨hrten Zeichnungsa¨nderung
4 public String getPOMLString ();
16vgl. Abschnitt 5.4.3 auf Seite 119
17vgl. Gleichung 4.11 auf Seite 84
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6 // OPL -Beschreibung des Befehlsergebnisses
public String getOPLResult ();
8 }
Listing 6.2: Schnittstelle fu¨r Operationsklassen
Eine Operation liefert nach Ausfu¨hrung des Befehls die Zeichnungsa¨nderung in Form
einer sprachbasierten POML-Operationsinstanz als Zeichenkette (getPOMLString()).
Die Methode getOPLResult() wird definiert, um beispielsweise bei der Umsetzung
von Operationsklassen der Gruppe GET und der Gruppe ADD das Abfrageergebnis
bzw. die POID des hinzugefu¨gten Modellobjekts als Zeichenkette gema¨ß OPL-Syntax
zuru¨ckzugeben.
Zeichnungsoperationen: Zeichnungsoperationen implementieren die definierte Schnitt-
stelle OMLOperation fu¨r Operationsklassen. Ist fu¨r eine bestimmte Zeichnungsoperati-
on ein entsprechender nativer Befehl verfu¨gbar, dann wird dieser gekapselt18 (Bild 6.9
links). Die Umsetzung und Integration der Operationsklasse ModRotate ist beispielhaft







Bild 6.9: Integration der Operationsklasse ModRotate
Das folgende Listing 6.3 zeigt auszugsweise die Umsetzung der Operationsklasse ModRo-
tate. Diese erweitert den nativen Befehl Rotate und implementiert die Schnittstelle
OMLOperation (Zeile 1). Die Methode doCmd (Zeile 7) zur einmaligen Ausfu¨hrung einer
konkreten Operationsinstanz wird u¨berschrieben. Im Fall der nativen Eingabe fu¨hrt der
native Befehl die Rotationsoperation durch (Zeile 11), die Operationsargumente wer-
den ermittelt und vorgehalten. Beim Patching werden die Operationsargumente der
POML-Grammatik entsprechend abgefragt (ab Zeile 17) und fu¨r die native Argumen-
tenverarbeitung vorbereitet. Nach dem Anpassen der nativen Selektionsmenge in Bezug
auf die POML-Operandenliste wird der native Befehl zur Rotationsausfu¨hrung aufgeru-
fen (Zeile 23). Anschließend wird die Selektionsmenge auf ihren urspru¨nglichen Zustand
zuru¨ckgesetzt. Erfolgt die Anwenderinteraktion auf der Basis von OML-Anweisungen,
dann wird nach der Abfrage und Aufbereitung der OML-Operationsargumente (ab
Zeile 28) die native Rotationsfunktionalita¨t herangezogen (Zeile 36). Unabha¨ngig von
der Art der Eingabe wird in der Methode getPOMLString (Zeile 31) die A¨nderung der
Zeichnung als POML-Operationsinstanz fu¨r das Journaling vorgehalten. Die Methode
getOPLResult (Zeile 46) liefert "true" oder "false", je nachdem ob die Ausfu¨hrung
der Operation erfolgreich war oder abgebrochen wurde.
18vgl. Bild 5.5 auf Seite 112
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class ModRotate extends Rotate implements OMLOperation {
2 private double m_x , m_y , m_w;
private String m_list;
4 private boolean m_valid;
...
6 // Befehl einmalig ausfu¨hren
public void doCmd(Object context) throws ... {
8 ...
if (NativeMode) { // Nativer Eingabestrom
10 // Native Superklasse fu¨r Rotation rufen
super.doCmd(context);




16 else if (PatchMode) { // POML -Eingabestrom
m_x = krnl.readDouble("Enter x");
18 m_y = krnl.readDouble("Enter y");
m_w = krnl.readDouble("Enter angle");
20 m_list = readPoidList("Enter operand list");
// Argumente aufbereiten , Selektion anpassen
22 ...
super.doCmd(context);
24 // Selektion zuru¨cksetzen
...
26 }
else { // OML -Eingabestrom
28 m_x = krnl.readDouble("Enter x");
m_y = krnl.readDouble("Enter y");
30 m_w = krnl.readDouble("Enter angle");
if (knrl.hasMoreArguments ()) { // Operandenliste
32 // vorhanden?
m_list = readPoidList (); // Operandenliste lesen
34 }







42 public String getPOMLString () {
return "modrotate" + m_x + "," + m_y + "," + m_w
44 + "," + m_list + ";";
}
46 // OPL -Ergebnis: Befehl erfolgreich?
public String getOPLResult () {
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Listing 6.3: Umsetzung der Operationsklasse ModRotate (Auszug)
Existiert kein nativer Befehl fu¨r eine standardisierte Zeichnungsoperation, dann wird
ein neuer Befehl als Operationsklasse umgesetzt und, wie am Beispiel der Zeichnungs-
operation ModTransform im Bild 6.10 dargestellt, in CADEMIA integriert. Die Ver-
arbeitungsfunktionalita¨t muss folglich vollsta¨ndig neu entwickelt und direkt auf dem





Bild 6.10: Integration der Operationsklasse ModTransform
Verarbeitung: Die generische Instanziierung der Operationsklassen fu¨r Zeichnungs-
operationen basiert auf registrierten Operationsnamen. Der OPL-Interpreter liefert den
Operationsnamen und der Kernel erzeugt entsprechende Operationsobjekte, die durch
Aufruf der Methode doCmd(Object context) die Zeichnung verarbeiten. Zur Umset-
zung der Zeichnungsoperationen der Gruppe GET und fu¨r den anschließend beschriebe-
nen Journaling-Mechanismus wird der Operationsmanager (OperationMgr) eingefu¨hrt.
Dieser erweitert den nativen Befehlsmanager (CmdMgr, s. Bild 6.11 und Listing 6.4).
Nach Ausfu¨hrung einer Zeichnungsoperation wird beispielsweise das Ergebnis einer Ab-
frageoperation oder die POID einer hinzugefu¨gten Zeichnungskomponente durch den
Operationsmanager vorgehalten und vom OPL-Interpreter zur Weiterverarbeitung ab-
gerufen19.
Journaling20: Zum Aufzeichnen von A¨nderungen wird der Befehl POMLJournal um-
gesetzt. Der Operationsmanager (OperationMgr) verwaltet auf Grundlage nativer Funk-
tionalita¨t (CmdMgr) die Befehlshistorie und verwendet den POML-Rekorder (POML-
Recorder) zum Speichern der A¨nderungen in der A¨nderungsdatei (POMLFile) (s. Bild
6.11a). Fu¨r das Journaling von Zeichnungsoperationen der Gruppe MODIFY wer-
den die nativen Befehle (Rotate) von Operationsklassen (OMLOperation, ModRotate)
u¨berschrieben (s. Bild 6.11b). Das Bild 6.11c verdeutlicht die Umsetzung der Beobach-
tung der nativen Modellinstanz zum Aufzeichnen von Operationen der Gruppen ADD,
REMOVE und SET. Dazu meldet der POML-Rekorder (POMLRecorder) mehrere Be-
obachter an der Datenbasis (Database) an und wird so u¨ber Zustandsa¨nderungen der
Zeichnung informiert.
19beispielsweise, wenn die POID einer hinzugefu¨gten Linienkomponente zuru¨ckgegeben und in einer
Variablen gespeichert werden soll: a = addline 1, 2, 3, 4;
20vgl. Abschnitt 5.4.3 auf Seite 119





























(c) Beobachtung der nativen Modellinstanz (Database)
Bild 6.11: Umsetzung und Integration des Journalings
Das folgende Listing 6.4 zeigt auszugsweise die Umsetzung des Operationsmanagers
OperationMgr. Dieser erweitert den nativen Befehlsmanager CmdMgr (Zeile 1) und ver-
wendet den POML-Rekorder m_rec (Zeile 2). Ein Befehl wird in der Methode doCmd
(Zeile 5) ausgefu¨hrt. Ist das Journaling aktiviert (Zeile 7), dann werden im Fall einer
instanziierten Operationsklasse (Zeile 8) die Modellbeobachtung angehalten (Zeile 9),
native Funktionalita¨t zum Ausfu¨hren der Operation gerufen (Zeile 11), die A¨nderung
vom POML-Rekorder aufgezeichnet (Zeile 12), anschließend die Modellbeobachtung
fortgesetzt (Zeile 14) und das Operationsergebnis vorhalten (Zeile 15). Andernfalls wird
die Funktionalita¨t des nativen Befehlsmanager verwendet (Zeile 18, Zeile 21). Auf das
gespeicherte Operationsergebnis m_result kann mittels der Methode getOPLResult
(Zeile 28) zugegriffen werden.
1 public class OperationMgr extends CmdMgr {
private POMLRecorder m_rec;
3 private String m_result = null;
...
5 public int doCmd(Cmd cmd , Object context) {
...
7 if (JournalMode) { // POML -Rekorder eingeschaltet
if (cmd instanceof OMLOperation) { // Operationsklasse
9 m_rec.suspendListening (); // Modellbeobachtung
// anhalten
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11 // Operation ausfu¨hren und A¨nderung aufzeichnen
super.doCmd(cmd , context);
13 m_rec.record ((( OMLOperation)cmd).getPOMLString ());
...
15 m_rec.resumeListening (); // Modellbeobachtung
// fortsetzen
17 m_result = (( OMLOperation)cmd).getOPLResult ();
}
19 // Nativer Befehl: Ausfu¨hrung durch Superklasse
else { super.doCmd(cmd , context); }
21 }
else {
23 super.doCmd(cmd , context); // Native Ausfu¨hrung
// Vorhalten des Operationsergebnisses
25 if (cmd instanceof OMLOperation) {
m_result = (( OMLOperation)cmd).getOPLResult ();
27 } }
} ...
29 // Ru¨ckgabe des Operationsergebnisses
public String getOPLResult () { return m_result; }
31 }
Listing 6.4: Umsetzung des Operationsmanagers OperationMgr (Auszug)
6.3 Zeichnungsversionen
Der Vergleich und die Zusammenfu¨hrung von Zeichnungsversionen macht die Verwal-
tung und Visualisierung von Zeichnungskomponenten in mehreren Zusta¨nden — den
Objektversionen — notwendig. Fachapplikationen wie CADEMIA verarbeiten aber in
der Regel unversionierte Modellinstanzen und mu¨ssen deshalb erweitert werden. Im
Folgenden werden die Umsetzung und die Integration von Funktionalita¨t zum Verwal-
ten und Visualisieren mehrerer Versionen von Zeichnungskomponenten in CADEMIA
beschrieben.
6.3.1 Verwaltung
Komponentenversionen: Jeder Zustand einer Zeichnungskomponente entspricht ei-
nem Objekt vom Typ Component. Die jeweils aktuell betrachtete bzw. zu verarbeitende
Komponentenversion wird in die Komponentenmenge (ComponentSet) der Datenbasis
eingetragen. Die Verwaltung der Komponentenversionen u¨bernimmt ein Diff-Merge-
Manager (DiffMergeMgr) auf Basis der persistenten Objektidentifikatoren (MyPOID-









Bild 6.12: Verwaltung der Komponentenversionen
Vergleich und Zusammenfu¨hrung: Die Befehle (DiffCmd, MergeCmd) starten den
Vergleich bzw. das Zusammenfu¨hren von Zeichnungsversionen. Der Diff-Merge-Mana-
ger (DiffMergeMgr) implementiert den Diff- und den MergeAlgorithmus21 auf der Basis
der gespeicherten A¨nderungen (POMLFile) (s. Bild 6.13). Die berechneten Unterschie-
de werden in entsprechenden Objektmengen22 (DiffMergeList) fu¨r Zeichnungskompo-













Bild 6.13: Umsetzung und Integration des Vergleichs und der Zusammenfu¨hrung von
Zeichnungsversionen
Im Gegensatz zu Zeichnungsrevisionen wird fu¨r den Vergleich und die Zusammenfu¨hrung
von Zeichnungsvarianten zusa¨tzlich eine zweite CADEMIA-Instanz gestartet und auf
der Basis von RMI 23 mit dem Diff-Merge-Manager verbunden. Die Kommunikation
zur Visualisierungssteuerung basiert auf u¨bertragenen alphanumerischen Befehlen, die
interpretiert und anschließend ausgefu¨hrt werden (Makrofa¨higkeit).
6.3.2 Visualisierung
Zur grafischen Darstellung zweier Zusta¨nde einer Zeichnungskomponente in einem gra-
fischen Fenster wird ein DiffView-Controller (DiffViewCtrl) implementiert, der die vor-
handene Basisfunktionalita¨t (BasicViewCtrl) erweitert (s. Bild 6.14). Entsprechend
der vom Diff-Merge-Manager verwalteten Komponentenversionen erzeugt der DiffView-
Controller Ansichten einer Zeichnungskomponente (Views) im Ursprungszustand und
im Revisions- bzw. Variantenzustand. Beide Zusta¨nde werden bei selektierter Kom-
ponente gleichzeitig angezeigt. Hinzugefu¨gte Komponenten werden gru¨n, modifizierte
21s. Abschnitt 5.6.2 auf Seite 130 bzw. Abschnitt 5.7.2 auf Seite 139
22vgl. Diff-Algorithmus im Abschnitt 5.6.2 auf Seite 130
23Remote Method Invocation, deutsch: entfernter Methodenaufruf, s. [Horstmann u. Cornell 2002, S.
374 ff.]
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Bild 6.14: Integration des DiffView-Controllers
Beispiel 6.7: Visualisierung beim Variantenvergleich
Das Bild 6.15 stellt die Visualisierung einer Rechteckkomponente beim Variantenver-
gleich dar. In Anlehnung an das Bild 5.21 auf Seite 135 zeigen die Bilder 6.15a bzw.
6.15b die selektierte Darstellung der Rechteckvarianten jeweils in den grafischen Fens-
tern von unterschiedlichen CADEMIA-Instanzen.
A
(a) Rechteckversion in Variante A
B
(b) Rechteckversion in Variante B
Bild 6.15: Grafische Visualisierung einer Rechteckkomponente beim Variantenvergleich
6.3.3 Navigation
Die Umsetzung der hierarchischen Ordnungs- und Navigationsstruktur zur Unterschied-
pra¨sentation erfolgt, wie im Bild 6.16 dargestellt, durch einen Navigationsdialog (Diff-
NaviDialog). Auf der Basis des die Unterschiede vorhaltenden Diff-Merge-Managers
(DiffMergeMgr) werden entsprechend der vorgeschlagenen objekt- und operationsbezo-
genen Visualisierungskonzepte24 Baum- und Listenstrukturen (ComponentTree, Ope-
rationTree, JList) erzeugt und im Navigationsdialog angezeigt.











Bild 6.16: Integration des Navigationsdialogs zur Unterschiedpra¨sentation
Beispiel 6.8: Navigationsdialog beim Variantenvergleich
Mit Bezug auf das vorangegangene Beispiel 6.7 zeigt das Bild 6.17 den Navigations-
dialog zur Unterschiedpra¨sentation fu¨r einen Variantenvergleich. Das Objekt mit der
POID obj0@40f. . . stellt die Rechteckkomponente dar. Es ist der Konflikt zu erkennen,
dass dieses Rechteck in der einen Variante (A) verschoben und in der anderen Variante
(B) gedreht wird.
Bild 6.17: Navigationsdialog zur Unterschiedpra¨sentation von Zeichnungsvarianten
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6.4 Beispielszenarios
In diesem Abschnitt werden Beispielszenarios fu¨r das umgesetzte operative Zeich-
nungsmodell in CADEMIA beschrieben. Planungsbeispiele verdeutlichen anhand von
Screenshots die Anwendung von operativen Modellierprogrammen in der Benutzer-
und Programmierschnittstelle sowie die Anwendung des operativen Zeichnungsmodells
beim Vergleich und bei der Zusammenfu¨hrung von Zeichnungsversionen.
6.4.1 Modellierprogramme
Beispiel 6.9: Modellierprogramm zur automatisierten Lastfallgenerierung
Ein erstes Beispiel stellt das bereits vorgestellte Modellierprogramm zu automatisierten
Lastfallgenerierung innerhalb von CADEMIA fu¨r den Entwurf und die Stu¨tzmomenten-
berechnung von Dreifeldtra¨gern dar. Die Umsetzung und die Anwendung dieses Model-
lierprogramms werden im Beispiel 5.4 auf Seite 113 des Abschnitts 5.3.1 beschrieben.
Beispiel 6.10: Modellierprogramm zur automatisierten Stahlbauprofilgenerierung
Als ein weiteres Beispiel wird ein OPL-Modellierprogramm auf Basis des vorgestellten
operativen Zeichnungsmodells entwickelt. Es dient der Generierung von Stahlbaupro-
filen (IPE, HEA, HEB, U-Stahl) nach DIN 1025/ 102625 auf der Basis von gefu¨llten,
krummlinig umrandeten Fla¨chen. Das Programm stellt demnach eine Profil-Bibliothek
fu¨r die Verwendung bei der Erstellung technischer Konstruktionszeichnungen des Stahl-
baus dar.
Bild 6.18: Screenshot: CADEMIA-Umgebung fu¨r ein Modellierprogramm zur Profilge-
nerierung im Stahlbau
25s. [Schneider 2002, S. 8.169 ff.]
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Im Folgenden wird das Vorgehen fu¨r die Umsetzung und die Anwendung des Model-
lierprogramms in CADEMIA beschrieben:
1. Erzeugen der OPL-Prozedurdatei26 mit Profildaten und einfachen grafischen Ein-
gabekomponenten27
2. OPL-Interpreter starten, Prozedurdatei laden und Modellierprogramm starten
3. Profilarten auswa¨hlen, Platzierungspunkte spezifizieren und Profile generieren (s.
Bild 6.18)
4. Modellierprogramm beenden und zur nativen Umgebung zuru¨ckkehren (nativen
Interpreter setzen)
5. Native CAD-Funktionalita¨t (Hinzufu¨gen, Modifizieren von Geometriekomponen-
ten, Bemaßung, Texten usw.) zur Fertigstellung der Konstruktionszeichnung nut-
zen (s. Bild 6.19)
Bild 6.19: Screenshot: Native CADEMIA-Umgebung zur Weiterverarbeitung der Kon-
struktionszeichnung des Stahlbaus
Hinweis: Ist in einer anderen Fachapplikation innerhalb der Doma¨ne 2D-Konstruktions-
zeichnung das vorgestellte operative Zeichnungsmodell sprachbasiert und objektorien-
tiert umgesetzt, dann kann das OPL-Modellierprogramm zur Stahlbauprofilgenerierung
ohne Einschra¨nkungen und ohne Modifikationen eingesetzt bzw. wiederverwendet wer-
den.
26s. Abschnitt 4.3.3 auf Seite 91
27s. Abschnitt 4.3.5 auf Seite 93
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6.4.2 Variantenplanung fu¨r eine Kranbahn
Ausgangssituation: In einem Geba¨ude wird eine Kranbahn eingeplant. In der Fach-
applikation CADEMIA wird auf Basis der nativen Zeichnungsfunktionalita¨t die Kran-
bahn unter anderem in der Zeichnung des Geba¨udeschnitts (Schnitt A-A) konstru-
iert. Ausgehend von der virtuellen Zeichnungsversion Bβ ist der aktuelle Zeichnungs-
stand des Geba¨udeschnitts als Version Bi im nativen CADEMIA-Format in der Da-
tei Schnitt_A-A_Bi.cademia gespeichert. Die bis dahin ausgefu¨hrten A¨nderungen
〈δβ,..., . . . , δ...,i〉 werden in entsprechenden A¨nderungsdateien Schnitt_A-A_delta_*.po
ml vorgehalten. Das Bild 6.20 veranschaulicht den aktuellen Verarbeitungsgraphen fu¨r




Bild 6.20: Verarbeitungsgraph der CADEMIA-Zeichung im Ausgangszustand
A¨nderungsanforderung: Aufgrund neuer Nutzungsanforderungen muss die lichte
Ho¨he vom Geschossboden bis zum Kranhaken der Kranbru¨cke, urspru¨nglich bei 6,30
m, auf 6,50 m vera¨ndert werden. Das Bild 6.21 zeigt die Zeichnungsversion Bi des
Geba¨udeschnittes mit einer A¨nderungsanforderung an die eingeplante Kranbahn.
Bild 6.21: Screenshot: CADEMIA-Zeichnungsversion Bi mit A¨nderungsanforderung an
die eingeplante Kranbahn
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Variantenplanung: Fu¨r die Umsetzng dieser Planungsa¨nderung werden folgende zwei
Vorschla¨ge zur Modifikation der Kranbahn gemacht:
A: Die gesamte Kranbahn mit Konsolen, Kranbru¨cke, Kranbahntra¨ger und Kranfahr-
werk um 0,20 m nach oben verschieben.
B: Einen anderen Typ Kranbru¨cke mit Ho¨hengewinn einbauen und Konsolen, Kran-
bahntra¨ger und Kranfahrwerk entsprechend anpassen.
Die Varianten A und B werden auf Grundlage der Ursprungsversion Bi in separaten
Zeichnungsversionen Ba bzw. Bb konstruiert. Dazu wird die Version Bi in Form der Da-
tei Schnitt _A-A_Bi.cademia geladen, entsprechend der jeweiligen Entwurfsintention
modifiziert und jeweils als native CADEMIA-Zeichnungsdatei Schnitt_A-A_Ba.cade-
mia bzw. Schnitt_A-A _Bb.cademia gespeichert. Die dabei ausgefu¨hrten A¨nderungen
δi,a bzw. δi,b werden jeweils in eine POML-A¨nderungsdatei Schnitt_A-A_delta_ia.po
ml bzw. Schnitt_A-A_delta_ib .poml geschrieben. Wa¨hrend das Bild 6.22 den aktu-
ellen Verarbeitungsgraphen der Geba¨udeschnittzeichnung nach der Variantenplanung
darstellt, veranschaulichen die Bilder 6.23a und 6.23b auf der na¨chsten Seite die un-









Bild 6.22: Verarbeitungsgraph der CADEMIA-Zeichung nach der Variantenplanung
Variantenvergleich: In diesem Beispiel wird davon ausgegangen, dass weder Pla-
nungsvariante A noch Variante B einzeln fu¨r eine endgu¨ltige Lo¨sung infrage kommen.
Die Grundlage fu¨r eine beabsichtigte Zusammenfu¨hrung der Kranbahnvarianten bildet
der Vergleich der Zeichnungsversionen Ba und Bb. Dazu la¨dt der Fachplaner die Ur-
sprungsversion Bi der Varianten aus der Datei Schnitt_A-A_Bi.cademia in die Fach-
applikation und starten den Vergleich (DiffCmd, vgl. 6.3 auf Seite 162). Auf der Basis
der in den A¨nderungsdateien Schnitt_A-A_delta_ia.poml und Schnitt_A-A_delta_
ib.poml gespeicherten A¨nderungen werden die Unterschiede bestimmt und dem Fach-
planer pra¨sentiert. Das Bild 6.24 auf Seite 171 zeigt die CADEMIA-Fenster zur Unter-
schiedvisualisierung mit Navigationsdialog. Wa¨hrend im oberen Applikationsfenster die
Zeichnungsvariante A dargestellt ist, wird im unteren Fenster die Zeichnungsvariante
B betrachtet.
Unterschiede: Neben erkannten Konflikten fu¨r alle modifizierten Kranbahnkompo-
nenten zeigt der Operationsbaum im Navigationsdialog (Bild 6.24 auf Seite 171 rechts
oben), dass in Variante A mit der Operationsinstanz modtranslate [0.0, 0.2] alle
Kranbahnkomponenten gleichzeitig verschoben werden. Weiterhin ist im Komponen-
tenbaum des Dialogs (links oben) zu erkennen, dass die selektierte Kranbru¨cke in Vari-













modtranslate 0.0, 0.2, [[<LINE@2E5D@*D255>, 0], 
 <LINE@2E5C@*D255>];
modfeature "TEXT", ["6,50m"], [<MTEXT@2E60@*D255>];
Schnitt_A-A_delta_ia.poml
Schnitt_A-A_Ba.cademia




modtransform 0.999999933539, -3.6458494E-4, ...
0.999999933539, -0.009410481324, ..., 
[<obj73@538f5e80e331cb3b:-7ffb>];
modtranslate 1.80443749E-4, -0.298547092825, 
[<obj73@538f5e80e331cb3b:-7ffb>];
...





modfeature "TEXT", ["6,50m"], [<MTEXT@2E60@*D255>];
Schnitt_A-A_Bb.cademia
(b) Version Bb mit A¨nderung δi,b
Bild 6.23: CADEMIA-Zeichnungsvarianten mit A¨nderungen
sich einzelne Modifikationen auswirken, kann dem Fachplaner im Schritt-fu¨r-Schritt-
Vergleichsmodus im Hinblick auf die beabsichtigte Zusammenfu¨hrung pra¨sentiert wer-
den.
Variantenzusammenfu¨hrung: Folgende Randbedingungen und Anforderungen cha-
rakterisieren das favorisierte Entwurfsergebis nach einer Zusammenfu¨hrung der Pla-
nungsvarianten A und B:
a) Die Konsolen mu¨ssen aufgrund anderer Abha¨ngigkeiten unvera¨ndert bleiben.
b) Der Typ und die Position der Kranbru¨cke sind gema¨ß Planungsvariante B zu
wa¨hlen.
c) Das Kranfahrwerk ist entsprechend Planungsvariante A zu konstruieren.
d) Der Kranbahntra¨ger mit Seitenfu¨hrung ist im Hinblick auf die Ho¨he neu zu ent-
werfen.
Nachdem der Fachplaner die Varianten Ba und Bb der Geba¨udeschnittzeichung mit-
einander verglichen hat, fu¨hrt er diese gema¨ß der beschriebenen Anforderungen zu-
sammen. Dazu modifiziert der Fachplaner die bereits geladene Ursprungsversion Bi
wie folgt. Er startet die Zusammenfu¨hrung und aktiviert den Journaling-Mechanismus
(MergeCmd, vgl. 6.3 auf Seite 162). Der Fachplaner wird nun in die Lage versetzt,
ihm in Listen (s. Bild 6.24, Navigationsdialog unten) pra¨sentierte POML-Operations-
instanzen aus den gespeicherten A¨nderungen abzulehnen (a), zu u¨bernehmen und an-
zuwenden (b, c) oder auch neue native Befehle auszufu¨hren (d). Anstelle eines kom-
pletten Neuentwurfs stu¨tzt sich der Fachplaner zur Umsetzung der Anforderungen (b)
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Bild 6.24: Screenshot: CADEMIA-Umgebung beim Vergleich und beim Zusammen-
fu¨hren von Zeichnungsvarianten A (oben) und B (unten)
und (c) auf die urspru¨nglichen Entwurfsabsichten. Er selektiert die Modellobjekte der
Kranbru¨cke und wendet die objektbezogenen Operationsinstanzen aus der A¨nderung
δi,b auf diese Objekte an. Anschließend wiederholt er den Vorgang analog fu¨r die
Modellobjekte des Kranfahrwerks, der Maßlinien und des Maßtextes auf der Basis
der A¨nderung δi,a. Hier wird deutlich, dass urspru¨ngliche Planungsintentionen im Zu-
sammenfu¨hrungsvorgang vorteilhaft wiederverwendet werden ko¨nnen. Daru¨ber hinaus
bleibt die Konsistenz der Zeichnung gesichert, da entweder Operationsinstanzen oder
native Befehle auf der Zeichnung operieren. Als Ergebnis entsteht die Zeichnungsver-
sion Bc. Sa¨mtliche Verarbeitungsschritte, die im Prozess der Zusammenfu¨hrung auf
die Ursprungsversion Bi angewendet werden, zeichnet der POML-Rekorder als neue
A¨nderung δi,c auf. Wa¨hrend das Bild 6.25 den aktuellen Verarbeitungsgraphen der
Geba¨udeschnittzeichnung nach der Variantenzusammenfu¨hrung darstellt, veranschau-
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licht das Bild 6.26 die CADEMIA-Zeichnung in der Version Bc. Diese Version wird in














Bild 6.25: Verarbeitungsgraph der CADEMIA-Zeichung nach der Zusammenfu¨hrung
Bild 6.26: Screenshot: Zusammengefu¨hrte CADEMIA-Zeichnungsversion des Geba¨ude-
schnitts
Hinweis: Eine Betrachtung der Dateigro¨ßen der nativen Zeichnungsdateien *.cademia
und der Gro¨ßen der A¨nderungsdateien *.poml ergibt einen Speicheraufwand fu¨r eine
ausgewertete Zeichnung von ca. 600 KB und fu¨r eine nicht-ausgewertete A¨nderung von
ca. 2 KB. Das bedeutet, fu¨r kleine A¨nderungen kann der Speicheraufwand durch das
Vorhalten von nicht-ausgewerten Informationen erheblich reduziert werden.
7 Zusammenfassung und Ausblick
“Good positions don’t win games, good moves do.”
Gerald Abrahams (1907–1980)
7.1 Zusammenfassung
Problemstellung: Im Bauplanungsprozess arbeiten verschiedene Fachplaner an ei-
ner gemeinsamen Aufgabe – der Planung eines Bauwerks – zusammen. Verfu¨gbare
Kommunikations- und Softwaretechnologien unterstu¨tzen diesen Prozess heutzutage
vorwiegend durch digitale Medien.
Die Komplexita¨t der spezialisierten Planungsaufgaben hat zu einer großen Anzahl ver-
schiedener digitaler Bauwerksmodelle und Fachapplikationen gefu¨hrt. Traditionelle Ko-
operationsansa¨tze bescha¨ftigen sich mit der Integration von Modellen und Applikatio-
nen durch Standardisierung der unterschiedlichen Datenstrukturen und widmen sich
darauf basierenden Konzepten bei der Versionierung, beim Austausch und der Archivie-
rung sowie beim Vergleich und bei der Zusammenfu¨hrung von Bauwerksinformationen.
Dokumentenmanagementsysteme werden nach dem aktuellen Stand der Technik zur
Unterstu¨tzung der vernetzt-kooperativen Bauwerksplanung eingesetzt. Bauwerksinfor-
mationen werden in versionierten Dokumenten gespeichert. Dokumentenmanagement-
systemen ist weder die Struktur noch der Inhalt der verwalteten Dokumentversionen
bekannt. Aus diesem Grund ko¨nnen solche Systeme nur eingeschra¨nkt als Kooperati-
onsplattform genutzt werden.
Verteilte Bauwerksmodelle, die auf Basis der Objektorientierung den virtuellen Bau-
werkszustand beschreiben und versionieren, bilden den aktuellen Stand der Forschung.
In diesen zustandsorientierten Modellen bleibt die Verarbeitungssemantik – a¨nderungs-
orientierte Informationen, die den Planungsvorgang charakterisieren – unberu¨cksich-
tigt. Dieser Mangel fu¨hrt zu derzeitigen Problemen beim Austausch, beim Vergleich
und bei der Zusammenfu¨hrung von versionierten Bauwerksinformationen. Eine ausrei-
chende Kooperationsunterstu¨tzung ist auf Grundlage versionierter Bauwerkszusta¨nde
allein nicht gegeben.
Zielsetzung: Die grundlegende Idee der Verarbeitungsorientierung kann anschaulich
in Analogie zum Schachspiel beschrieben werden: Am Ende einer Schachpartie stehen
noch einzelne Figuren auf dem Schachbrett. Das Ergebnis des Spiels ist als Zustand
sichtbar – wie es dazu kam jedoch nicht. Aus diesem Grund wird beispielsweise in Zei-
tungen zusa¨tzlich zur Schlussstellung die Sequenz der einzelnen Zu¨ge von Spielbeginn
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an in einer bestimmten Notation abgedruckt. Auf Basis dieser a¨nderungsorientierten
Informationen ko¨nnen Schachinteressierte alle Zu¨ge nachvollziehen und Spielstrategien
erkennen. Zur Beschreibung einer Schachpartie ist das Spielergebnis als Zustand allein
nicht ausreichend. Die Spielhistorie wird deshalb zusa¨tzlich in Form von A¨nderungen
angegeben.
Ziel der vorliegenden Arbeit ist die Entwicklung eines Modells zur ganzheitlichen Be-
trachtung der digitalen Bauwerksmodellierung. Das verarbeitungsorientierte Modell
soll das virtuelle Bauwerk sowohl zustandsorientiert als auch a¨nderungsorientiert be-
schreiben. Dabei sind verfu¨gbare Methoden, Modelle und Applikationen der derzeitigen
Bauwerksplanung zu beru¨cksichtigen, wiederzuverwenden und zu erweitern.
Ein weiteres Ziel betrifft den Entwurf eines allgemeingu¨ltigen, u¨bertragbaren und of-
fenen Ansatzes fu¨r die Formalisierung des entwickelten verarbeitungsorientierten Mo-
dells.
Auf Grundlage des vorgeschlagenen Ansatzes sind neue Kooperationskonzepte zur Un-
terstu¨tzung des Austauschs, der Archivierung, des Vergleichs und der Zusammenfu¨h-
rung von versionierten Bauwerksinformationen zu erarbeiten.
Vorgehensweise: Die Einleitung beschreibt die Problemstellung und die Zielset-
zung der vorliegenden Arbeit. Einfu¨hrende Beispiele dienen dazu, das Anliegen und
die grundlegende Idee des vorgeschlagenen Ansatzes zu verdeutlichen. Das in dieser
Arbeit entwickelte Systemkonzept der Verarbeitungsorientierung ist im Bild 7.1 darge-
stellt.
Den Stand der Technik und Forschung (Bild 7.1 (2)) bilden die objektorientierte Me-
thode zur Bauwerks- und Fachapplikationsmodellierung und darauf basierende Koope-
rationskonzepte bei der Versionierung, beim Austausch, bei der Archivierung, beim
Vergleich und bei der Zusammenfu¨hrung von Bauwerksinformationen. Begleitend zur
Beschreibung verfu¨gbarer Ansa¨tze zur Kooperationsunterstu¨tzung werden Probleme
identifiziert sowie Zusammenha¨nge und Abgrenzungen zur vorliegenden Arbeit darge-
legt.
Aufbauend auf den Ansa¨tzen der Objekt-, der Versions- und der A¨nderungsorientie-
rung wird der vorgeschlagene Modellierungsansatz als ganzheitliche Betrachtung ent-
wickelt. Zusa¨tzlich zur Zustandsbeschreibung in Form von Bauwerksversionen werden
Zustandsa¨nderungen des virtuellen Bauwerks als Sequenz von Modellieroperationen in
derModellbildung (Bild 7.1 (3)) betrachtet. Mit der Absicht, das vorgeschlagene Modell
dauerhaft und formal zu beschreiben, wird eine mathematische Formulierung auf Basis
der Mengenlehre und der Relationenalgebra gewa¨hlt. Auf Grundlage des entwickelten
Modells wird die Bedeutung von Modellieroperationen im Kontext der objektorientier-
ten Bauwerksmodellierung herausgestellt.
In Analogie zur Schachnotation fu¨r Spielzu¨ge wird zur Formalisierung der Operatio-
nen eine operative Modellierungssprache (Bild 7.1 (4)) definiert. Ausgehend von den
Anforderungen an eine solche Sprache werden drei aufeinander aufbauende Sprachebe-
nen unterschieden. Es wird untersucht, wie die Sprache zur Formulierung von Model-
lierprogrammen, Modellieroperationen und A¨nderungen angewendet werden kann. Die







  select [$w];
  rotate 
   $a,$b,15;
endif;
addWall .4,.4;
















































Bild 7.1: Systemkonzept der Verarbeitungsorientierung
Die Anwendungskonzepte (Bild 7.1 (5)) des verarbeitungsorientierten Modells und
der operativen Modellierungssprache im kooperativen Bauplanungsprozess werden ent-
wickelt. Dazu werden die Standardisierung operativer Modelle in Fachdoma¨nen un-
tersucht und die Umsetzung operativer Modelle in Fachapplikationen beschrieben.
Daru¨ber hinaus erfolgen Betrachtungen zur Anwendung der Sprache in den Benutzer-
und Programmierschnittstellen von Fachapplikationen sowie Untersuchungen zu neuen
Kooperationskonzepten beim Austausch, bei der Archivierung, beim Vergleich und bei
der Zusammenfu¨hrung von versionierten Bauwerksinformationen.
Durch die vorgestellte Pilotimplementierung wird die prinzipielle Anwendbarkeit des
verarbeitungsorientierten Modells und der Modellierungssprache auf Basis eines verfu¨g-
baren Open-Source-Systems nachgewiesen. Es wird sowohl die sprachbasierte als auch
die objektorientierte Umsetzung eines operativen Zeichnungsmodells beispielhaft ge-
zeigt. Zur Verifikation der Lo¨sungskonzepte wird die Anwendung des operativen Zeich-
nungsmodells in der Benutzer- und Programmierschnittstelle des Open-Source-Systems
sowie beim Vergleich und bei der Zusammenfu¨hrung von Zeichnungsversionen beschrie-
ben.
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Erkenntnisse und Bewertung: Die wesentlichen Erkenntnisse aus dieser Arbeit
ko¨nnen wie folgt zusammengefasst und bewertet werden:
• Das verarbeitungsorientierte Modell stellt die ganzheitliche Betrachtung der di-
gitalen Bauwerksmodellierung dar. Hiermit wird der vereinheitlichte Zusammen-
hang zwischen dem objektorientierten, dem versionsorientierten und dem a¨nde-
rungsorientierten Ansatz hergestellt. Die formale Beschreibung des Modells auf
der Basis der Mengenlehre und der Relationenalgebra garantiert die Nachvoll-
ziehbarkeit, U¨bertragbarkeit und Offenheit des Lo¨sungsansatzes.
• Das operatives Modell bildet als Menge von Modellieroperationen eine Verarbei-
tungsschnittstelle fu¨r Objektmodelle, reichert objektorientierte Bauwerksmodelle
mit A¨nderungssemantik an und tra¨gt zur Konsistenzsicherung in diesen Modellen
bei. Zur eindeutigen Identifizierung der Modellobjekte in Bauwerksmodellen sind
persistente Objektidentifikatoren unabdingbar.
• Die operative Modellierungssprache bildet eine Schnittstelle zwischen Fachplaner
und Fachapplikation. Sie ist sowohl zur Interaktion in der Benutzerschnittstelle,
zur Formulierung von Modellierprogrammen in der Programmierschnittstelle als
auch zur Beschreibung von A¨nderungen geeignet. Die von aktuellen Umsetzungs-
technologien unabha¨ngige und damit dauerhafte Definition der Modellierungs-
sprache wird durch eine Grammatik erreicht.
• Auf der Basis der Modellierungssprache ko¨nnen Modellieroperationen innerhalb
einer Fachdoma¨ne standardisiert werden. Ein standardisiertes operatives Modell
bildet als definierte Menge von Modellieroperationen eine applikationsunabha¨ngige
Benutzer- und Programmierschnittstelle fu¨r Fachapplikationen einer Fachdoma¨ne.
Fachplaner ko¨nnen ad-hoc beliebige Fachapplikationen bedienen und automati-
siert modellieren.
• Auf der Grundlage von A¨nderungen ko¨nnen Bauwerksinformationen versioniert
werden. Operative Modelle sind sowohl in unversionierten als auch in versionier-
ten Planungsumgebungen anwendbar. In versionierten Umgebungen unterstu¨tzt
der vorgeschlagene Ansatz die asynchrone, die synchron parallele und die syn-
chron wechselseitige Kooperation.
• Der auf A¨nderungen basierende Informationsaustausch ermo¨glicht das U¨bertragen
von Entwurfsabsichten und ist durch nicht-kumulierende Informationsverluste ge-
kennzeichnet. Langzeitarchivierte A¨nderungen sind applikationsneutral und ko¨n-
nen nicht nur von Software, sondern auch vom Fachplaner interpretiert werden.
• Zur Beschreibung von Unterschieden als Ergebnis eines Vergleichs von Planungs-
sta¨nden ko¨nnen A¨nderungen vorteilhaft herangezogen werden. Im Gegensatz zu
zustandsorientierten Verfahren ist nicht nur bekannt, dass sich ein Modellobjekt
gea¨ndert hat, sondern auch wie es im Modellkontext modifiziert wurde. Im Falle
eines Vergleichs von Revisionen sind die Unterschiede explizit als A¨nderungen
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verfu¨gbar. Neben der objektbezogenen Visualisierung pra¨sentieren operationsbe-
zogene Unterschiede die urspru¨nglichen Entwurfsabsichten beim Vergleich von
Planungssta¨nden.
• Die Zusammenfu¨hrung unterschiedlicher Zusta¨nde des virtuellen Bauwerks auf
der Basis von gespeicherten A¨nderungen ist durch zwei wesentliche Vorteile ge-
genu¨ber zustandsorientierten Ansa¨tzen gekennzeichnet. Zum einen werden ur-
spru¨ngliche Entwurfsintentionen im Prozess der Zusammenfu¨hrung beru¨cksichtigt,
indem gespeicherte Modellieroperationen erneut ausgefu¨hrt werden ko¨nnen. Zum
anderen bleibt die Konsistenz der Bauwerksinformationen wa¨hrend der Zusam-
menfu¨hrung gesichert, da Modellieroperationen nicht auf Objektebene allein, son-
dern im gesamten Modellkontext wirken.
• Die Pilotimplementierung zeigt, dass operative Modelle unter Beru¨cksichtigung
der Wiederverwendung verfu¨gbarer Methoden, Modelle und Applikationen um-
gesetzt werden ko¨nnen und in Benutzer- und Programmierschnittstellen sowie
beim Vergleich und bei der Zusammenfu¨hrung von Planungssta¨nden prinzipiell
anwendbar sind.
7.2 Ausblick
Prinzipielle praktische Anwendbarkeit: Im derzeit bearbeiteten DFG1-Transfer-
projekt zum Thema
”
Operatives Modellieren im Bauwesen“ wird in Zusammenarbeit
der Bauhaus-Universita¨t Weimar und dem Praxispartner HOCHTIEF Construction
AG die prinzipielle praktische Anwendbarkeit des erforschten verarbeitungsorientier-
ten Modellierungsansatzes untersucht. Die Anwendungsbereiche gehen dabei vom In-
formationsaustausch bis hin zum Versions- und A¨nderungsmanagement inklusive des
Vergleichs von Planungssta¨nden in der Schal- und Bewehrungsplanung mit der kom-
merziellen Software AutoCAD.
Fachdoma¨nenu¨bergreifende Kooperation: Im Graduiertenkolleg 1462 an der Bau-
haus-Universita¨t Weimar zum ThemaModellqualita¨ten bescha¨ftigt sich ein Forschungs-
schwerpunkt mit der Entwicklung von Kooperationsplattformen fu¨r gekoppelte (Par-
tial-) Modelle unterschiedlicher Fachdoma¨nen. Hierzu soll ein Lo¨sungsansatz auf Ba-
sis nicht-ausgewerteter, operativer Modelle untersucht werden. Ein typischer Anwen-
dungsfall der operativen Modellierung besteht in der synchronen Manipulation einer
gemeinsamen Modellinstanz im Kontext von Mehrfeldproblemen. Dazu propagieren die
verteilt kooperierenden Ingenieure ihre A¨nderungsanforderungen zur zentralen Modell-
instanz, wo sie sequentialisiert werden. Nach der Ausfu¨hrung werden entsprechende
Antworten an die Ingenieure gesendet, damit die Visualisierung stets aktuell ist. Durch
den Einsatz operativer Modelle wird eine effiziente Wiederverwendung von Single-User-
Anwendungen in einer verteilten Umgebung erwartet. Die bisherigen Ergebnisse und
Erkenntnisse zum verarbeitungsorientierten Modellieren bilden hier die Grundlage fu¨r
ku¨nftige Forschung.
1Deutsche Forschungsgemeinschaft
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Simulationsmodellierung: Es zu untersuchen, wie auf Basis zusa¨tzlicher nicht-aus-
gewerteter Informationen Simulationsmodelle beschrieben werden ko¨nnen, indem den
Modellieroperationen eine Zeit t zugeordnet wird. Als Simulation wird hier die se-
quentielle und parallele Ausfu¨hrung von Operationsinstanzen verstanden, die eine Mo-
dellinstanz zeitabha¨ngig vera¨ndert. Beispielsweise ko¨nnen zeitabha¨ngige operative Mo-
delle zur Beschreibung von Simulationen des Bauablaufs (4D-CAD zur Planung des
Ausfu¨hrungsprozesses) und von Tragwerkssimulationen (im Entwurfsprozess) einge-
setzt werden.
Anwendungen im Baubetrieb: In [Ko¨nig u. a. 2006] wird ein fachliches Modell zur
Abbildung und Berechnung von Bauablaufpla¨nen mit verschiedenen Ausfu¨hrungsvari-
anten beschrieben. Eine Instanz dieses Modells wird parallel zur Bauausfu¨hrung ge-
pflegt und dazu verwendet, jederzeit noch ausfu¨hrbare Varianten zu bestimmen, wenn
A¨nderungen oder Sto¨rungen im geplanten Bauablauf eintreten. Entscheidungen u¨ber
die Wahl von Ausfu¨hrungsalternativen und die ausgefu¨hrte Variante selbst sollen nach-
vollziehbar gespeichert werden, um dieses Wissen in zuku¨nftigen a¨hnlichen Projekten
wiederzuverwenden. Neben der Simulation von Bauabla¨ufen kann der verarbeitungs-
orientierte Modellierungsansatz dazu herangezogen werden, Modellieroperationen zur
Manipulation der Instanz des Bauablaufmodells in Form von A¨nderungen zu beschrei-
ben und nachvollziehbar zu speichern (z. B. Entscheidungsdokumentation).
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A Grammatiken in Backus-Naur-Form
A.1 OPL fu¨r operative Modellierprogramme
1 // Terminals
< EOS : (";")+ >
3 < COMMENT : "//" (~["\n","\r"])* ("\n"|"\r"|"\r\n") >
< ARGSEP : "," >
5 < PLUS : "+" >
< MINUS : "-" >
7 < TIMES : "*" >
< DIVIDEDBY : "/" >
9 < EXP : "**" >
< EQUAL : "==" >
11 < NOTEQUAL : "!=" >
< AND : "&&" >
13 < OR : "||" >
< LESS : "<" >
15 < GREAT : ">" >
< ASSIGN : "=" >
17 < TRUE : "true" >
< FALSE : "false" >
19 < NULL : "null">
< IF : "if" >
21 < ELSE : "else">
< ENDIF : "endif">
23 < WHILE : "while" >
< ENDWHILE : "endwhile">
25 < IMPORT : "import">
< PROC : "proc" >
27 < ENDPROC : "endproc">
< CALL : "call" >
29 < PRINT : "print" >
< CONST : "const" >
31 < RETURN : "return" >
< LISTADD : "listadd" >
33 < LISTREMOVE : "listremove" >
< LISTSIZE : "listsize" >
35 < LISTCONTAINS : "listcontains" >
< CONCAT : "concat" >
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37 < DIALOG : "dialog" >
< DIALOGADD : "dialogadd" >
39 < DIALOGSHOW : "dialogshow" >
< BUTTON : "button" >
41 < BUTTONACTION : "buttonaction" >
< LABEL : "label" >
43 < TEXT : "text" >
< TEXTGET : "textget" >
45 < CHECKBOX : "checkbox" >
< CHECKGET : "checkoget" >
47 < LISTBOX : "listbox" >
< LISTGET : "listget" >
49 < TOP : "TOP" >
< BOTTOM : "BOTTOM" >
51 < CENTER : "CENTER" >
< LEFT : "LEFT" >
53 < RIGHT : "RIGHT" >
55 < INTEGER : "0" | ( ["1"-"9"] ( ["0"-"9"] )* ) >
57 < EXPONENT : ["e","E"] ( ["+","-"] )? ( ["0"-"9"] )+ >
59 < DOUBLE : ( "0" | ["1"-"9"] ( ["0"-"9"] )* )?
"." ( ["0"-"9"] )* ( <EXPONENT > )? >
61
< STRING : "\""
63 ( ~["\n","\t","\b","\r","\f","\\","\’","\"" ,]
| ("\\"
65 ( ["n","t","b","r","f","\\","’","\""]
| ["0"-"7"] ( ["0"-"7"] )?
67 | ["0"-"3"] ["0"-"7"] ["0"-"7"]
)
69 ) )* "\"" >
71 < LETTER : ["a"-"z","A"-"Z"] >





< BOOLEAN : <TRUE > | <FALSE > >
79
< POID : "<" <LETTER >
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85 ( ["n","t","b","r","f","\\","’","\"",":"]
| ["0"-"7"] ( ["0"-"7"] )?
87 | ["0"-"3"] ["0"-"7"] ["0"-"7"]
)
89 ) )* ">" >
91 // Non -terminals
Start ::= StmtList
93
StmtList ::= Statement ( <EOS > Statement )*
95
Statement ::= Assignment | Command
97
Assignment ::= ( <CONST > )? <ID> <ASSIGN >
99 ( Command | Expression )
101 Command ::= SysCommand | ModelOperation

























Print ::= <PRINT > Expression
129
Concat ::= <CONCAT > Expression <ARGSEP > Expression
131
Return ::= <RETURN > ( Expression )?
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133
Choice ::= <IF > <EOS > BoolExpr <EOS > StmtList <EOS >
135 <ELSE > <EOS > StmtList <ENDIF >
137 Loop ::= <WHILE > <EOS > BoolExpr <EOS >
StmtList <ENDWHILE >
139
ListAdd ::= <LISTADD > Value <ARGSEP > ArgList
141
ListRemove ::= <LISTREMOVE > Value <ARGSEP > ArgList
143
ListContains ::= <LISTCONTAINS > Value <ARGSEP > Expression
145
ListSize ::= <LISTSIZE > Value
147
Import ::= <IMPORT > <ID >
149
Proc ::= <PROC > <ID > IdList StmtList <ENDPROC >
151
ProcCall ::= <CALL > <ID> ( "." <ID > )? ( ArgList )?
153
Dialog ::= <DIALOG > <ID > <ARGSEP > Expression
155
DialogAdd ::= <DIALOGADD > Value <ARGSEP > Value <ARGSEP >
157 ( <TOP > | <BOTTOM > | <CENTER > | <LEFT >
| <RIGHT > )
159
DialogShow ::= <DIALOGSHOW > Value
161
Button ::= <BUTTON > <ID > <ARGSEP > Expression <ARGSEP >
163 Expression
165 ButtonAction ::= <BUTTONACTION > Value <ARGSEP > Expression
167 Label ::= <LABEL > <ID> <ARGSEP > Expression
169 Text ::= <TEXT > <ID > <ARGSEP > <INTEGER >
( <ARGSEP > Expression )?
171
TextGet ::= <TEXTGET > Value
173
Checkbox ::= <CHECKBOX > <ID> <ARGSEP > Expression
175
CheckGet ::= <CHECKGET > Value
177
Listbox ::= <LISTBOX > <ID > <ARGSEP > List
179
ListGet ::= <LISTGET > Value
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181
ModelOperation ::= <ID > ( ArgList )?
183
ArgList ::= Expression ( <ARGSEP > Expression )*
185
IdList ::= <ID > ( <ARGSEP > <ID > )*
187
Boolean ::= <TRUE > | <FALSE >
189
Expression ::= BoolExpr | NonBoolExpr
191
BoolExpr ::= Boolean
193 | "(" (<NOT >)? BoolExpr
( (<AND > | <OR >) (<NOT >)? BoolExpr )? ")"
195 | "(" (<NOT >)? NonBoolExpr
( (<EQUAL > | <NOTEQUAL > | <LESS > | <GREAT >)
197 (<NOT >)? NonBoolExpr )? ")"
199 NonBoolExpr ::= <ID>
| <POID >





207 Value ::= "$" <ID > ( "[" <INTEGER > "]" )?
209 List ::= "[" Expression ( <ARGSEP > Expression )* "]"
211 Sum ::= Prod ( (<PLUS > | <MINUS >) Prod )?
213 Prod ::= Exp ( (<TIMES > | <DIVIDED_BY >) Exp )?
215 Exp ::= Unary ( <EXP > Exp )*
217 Unary ::= ( <PLUS > )? Number
| <MINUS > Number
219
Number ::= <INTEGER >
221 | <DOUBLE >
| Value
223 | "(" Sum ")"
Listing A.1: Grammatik der operativen Modellierungssprache der OPL-Sprachebene
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...
2 // Non -terminals
PoidPnt ::= "[" <POID > <ARGSEP > <INTEGER > "]"
4
PoidList ::= "[" <POID > ( <ARGSEP > <POID > )* "]"
6 | "[" PoidPnt ( <ARGSEP > PoidPnt )* "]"
...

































44 SelCommand | Select
| SelectPoints























































MiscCommand ::= Undo | Redo | Again
102
// *** ADD ***
104 // Hinzufu¨gen einer Linie mit den Punkten P1=(x1,y1) und
// P2=(x2,y2)
106 AddLine ::= "addline" x1=Number <ARGSEP > y1=Number
<ARGSEP > x2=Number <ARGSEP > y2=Number
108
// Hinzufu¨gen eines Rechtecks mit den Punkten P1=(x1,y1)
110 // und P2=(x2,y2) auf einer Diagonalen
AddRect ::= "addrect" x1=Number <ARGSEP > y1=Number
112 <ARGSEP > x2=Number <ARGSEP > y2=Number
114 // Hinzufu¨gen eines Kreises mit dem Mittelpunkt P=(x,y)
// und dem Radius r
116 AddCirle ::= "addcircle" x=Number <ARGSEP > y=Number
<ARGSEP > r=Number
118 ...
// Hinzufu¨gen eines Textes mit dem Einfu¨gepunkt P=(x,y),
120 // dem Drehwinkel w und der Zeichenkette s
AddText ::= "addtext" x=Number <ARGSEP > y=Number <ARGSEP >
122 w=Number <ARGSEP > s=<STRING >
124 // Hinzufu¨gen einer linearen Bemaßung durch den Punkt
// P=(x,y), mit dem Bemaßungswinkel w und den Bemaßungs -
126 // punkten P1=(x1 ,y1) und P2=(x2 ,y2)
AddDim ::= "adddim" x=Number <ARGSEP >
128 y=Number <ARGSEP > w=Number
( <ARGSEP > x1=Number <ARGSEP > y1=Number )?
130 ( <ARGSEP > x2=Number <ARGSEP > y2=Number )?
132 // Hinzufu¨gen von Kopien der selektierten Komponenten auf
// Basis des Verschiebungsvektors v=(dy ,dy)
134 AddCopyTranslate ::= "addcopytranslate" dx=Number <ARGSEP >
dy=Number
136
// Hinzufu¨gen eines Layers mit der Semantik s nach Auswahl
138 // von Attibuten
AddLayer ::= "addlayer" s=<STRING >
140
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142 // Hinzufu¨gen einer Linienbreite lw mit Liniendicke d in [mm]
AddLineWidth ::= "addlinewidth" d=Number <ARGSEP > lw=<STRING >
144
// Hinzufu¨gen eines Linienmusters lp mit
146 // Strich -Lu¨cke -Liste l
AddLinePattern ::= "addlinepattern" l=List <ARGSEP >
148 lp=<STRING >
150 // Hinzufu¨gen einer Linienfarbe dp mit RGB -Werten (r,g,b)
AddDrawPaint ::= "adddrawpaint" r=<INTEGER > <ARGSEP >
152 g=<INTEGER > <ARGSEP > b=<INTEGER >
<ARGSEP > dp=<STRING >
154
// Hinzufu¨gen einer Assoziativita¨t zwischen selektierten
156 // Komponenten -Kontrollpunkten und selektierter Bemaßung
AddDimBinding ::= "adddimbinding"
158 ...
160 // *** SELECT/UNSELECT ***
// Selektieren von Komponenten
162 Select ::= "select" ( <POID > )?
164 // Selektieren von Komponenten -Kontrollpunkten mit der Maus
SelectPoints ::= "selectpoints" ( PoidPnt )?
166
// Alles selektieren
168 SelectAll ::= "selectall"
170 // Deselektieren von Komponenten
Unselect ::= "unselect" ( <POID > )?
172
// Deselektieren von Komponenten -Kontrollpunkten
174 UnselectPoints ::= "unselectpoints" ( PoidPnt )?
176 // Alles deselektieren
UnselectAll ::= "unselectall"
178 ...
180 // *** MODIFY ***
// Verschieben selektierter oder spezifizierter Komponenten
182 // oder -teile um Verschiebungsvektor v=(dx,dy)
ModTranslate ::= "modtranslate" dx=Number <ARGSEP > dy=Number
184 ( <ARGSEP > PoidList )?
186 // Rotieren selektierter oder spezifizierter Komponenten
// oder -teile um Punkt P=(x,y) mit Winkel w
188 ModRotate ::= "modrotate" x=Number <ARGSEP > y=Number <ARGSEP >
w=Number ( <ARGSEP > PoidList )?
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190
// Spiegeln selektierter oder spezifizierter Komponenten oder
192 // -teile um Gerade mit Punkten P1=(x1,y1) und P2=(x2,y2)
ModMirror ::= "modmirror" x1=Number <ARGSEP > y1=Number
194 <ARGSEP > x2=Number <ARGSEP > y2=Number
( <ARGSEP > PoidList )?
196
// Skalieren selektierter oder spezifizierter Komponenten
198 // oder -teile bzgl. Punkt P1=(x,y) um Faktoren sx und sy
ModScale ::= "modscale" x=Number <ARGSEP > y=Number
200 <ARGSEP > sx=Number <ARGSEP > sy=Number
( <ARGSEP > PoidList )?
202
// Transformieren selektierter oder spezifizierter
204 // Komponenten oder -teile auf Basis der Transformations -
// matrix T=(m00 ,m10 ,m01 ,m11 ,m02 ,m12)
206 ModTransform ::= "modtransform" m00=Number <ARGSEP >
m10=Number <ARGSEP > m01=Number <ARGSEP >
208 m11=Number <ARGSEP > m02=Number <ARGSEP >
m12=Number ( <ARGSEP > PoidList )?
210
// Modifizieren der Eigenschaft f in den Wert v fu¨r
212 // selektierte oder spezifizierte Komponenten
ModFeature ::= "modfeature" f=<STRING > <ARGSEP > v=List
214 ( <ARGSEP > PoidList )?
216 // Modifizieren des Layers nach Auswahl fu¨r selektierte
// oder spezifizierte Komponenten
218 ModLayer ::= "modlayer" ( <ARGSEP > PoidList )?
220 // Modifizieren der Linienbreite in lw fu¨r selektierte
// oder spezifizierte Komponenten
222 ModLineWidth ::= "modlinewidth" lw=<STRING >
( <ARGSEP > PoidList )?
224
// Modifizieren des Linienmusters in lp fu¨r selektierte
226 // oder spezifizierte Komponenten
ModLinePattern ::= "modlinepattern" lp=<STRING >
228 ( <ARGSEP > PoidList )?
...
230
// *** REMOVE ***
232 // Lo¨schen von selektierten oder spezifizierten Komponenten
Remove ::= "remove" ( PoidList )?
234
// Lo¨schen von Layern
236 RemLayer ::= "remlayer" ( PoidList )?
...
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238
// *** SET ***
240 // Setzen des aktuellen Zeichnungsmaßstabs s
SetScale ::= "setscale" s=Number
242
// Setzen des aktuellen Nutzerkoordinatensystems mit
244 // Rotationswinkel w und Verschiebungsvektor v=(dx,dy)
SetUserCoordSystem ::= "setucs" w=Number <ARGSEP >
246 dx=Number <ARGSEP > dy=Number
248 // Setzen der natu¨rlichen Zeichnungseinheit nu in [mm]
SetNaturalUnits ::= "setnu" nu=Number
250
// Setzen des aktuellen Layers nach Auswahl
252 SetDefLayer ::= "setdeflayer"
254 // Setzen der aktuellen Linienbreite lw
SetDefLineWidth ::= "setdeflinewidth" lw=<STRING >
256
// Setzen des aktuellen Linienmusters lp
258 SetDefLinePattern ::= "setdeflinepattern" lp=<STRING >
...
260
262 // *** GET ***
// Grafisches Abfragen eines Punktes
264 GetPoint ::= "getpoint"
266 // Abfragen einer Ganzzahl
GetInteger ::= "getint"
268
// Abfragen einer Gleitpunktzahl
270 GetDouble ::= "getdouble"
272 // Abfrage selektierter Komponenten
GetSelected ::= "getselected"
274
// Abfrage des Layers selektierter oder spezifizierter
Komponenten
276 GetLayer ::= "getlayer" ( PoidList )?
278 // Abfrage von Attributen von Layern
GetLayerAttributes ::= "getlayerattributes" ( PoidList )?
280
// Abfrage nach Linienbreite selektierter oder spezifizierter
282 // Komponenten
GetLineWidth ::= "getlinewidth" ( PoidList )?
284
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// Abfrage nach Wert der Eigenschaft f selektierter
286 // oder spezifizierter Komponenten
GetFeature ::= "getfeature" f=<STRING > ( <ARGSEP > PoidList )?
288 ...
290 // *** MISC ***
// Ru¨ckga¨ngigmachen von n Operationen
292 Undo ::= "undo" <INTEGER >
294 // Wiederherstellen von n ru¨ckga¨ngig gemachten Operationen
Redo ::= "redo" <INTEGER >
296
// Wiederholen der letzten Operation
298 Again ::= "again"
Listing A.2: Grammatik fu¨r OML-Zeichnungsoperationen (Auszug)
A.3 Auszug der POML-Zeichnungsoperationen 203
A.3 Auszug der POML-Zeichnungsoperationen
...
2 // Non -terminals
PoidPnt ::= "[" <POID > <ARGSEP > <INTEGER > "]"
4
PoidList ::= "[" <POID > ( <ARGSEP > <POID > )* "]"
6 | "[" PoidPnt ( <ARGSEP > PoidPnt )* "]"
...
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78 // *** ADD ***
// Hinzufu¨gen einer Linie mit den Punkten P1=(x1,y1) und
80 // P2=(x2,y2) und der POID p
AddLine ::= "addline" x1=Number <ARGSEP > y1=Number <ARGSEP >
82 x2=Number <ARGSEP > y2=Number <ARGSEP > p=<POID >
84 // Hinzufu¨gen eines Rechtecks mit den Punkten P1=(x1,y1)
// und P2=(x2,y2) auf einer Diagonalen und der POID p
86 AddRect ::= "addrect" x1=Number <ARGSEP > y1=Number <ARGSEP >
x2=Number <ARGSEP > y2=Number <ARGSEP > p=<POID >
88
// Hinzufu¨gen eines Kreises mit dem Mittelpunkt P=(x,y),
90 // dem Radius r und der POID p
AddCirle ::= "addcircle" x=Number <ARGSEP > y=Number
92 <ARGSEP > r=Number <ARGSEP > p=<POID >
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94 // Hinzufu¨gen eines Textes mit dem Einfu¨gepunkt P=(x,y),
// dem Drehwinkel w, der Zeichenkette s und der POID p
96 AddText ::= "addtext" x=Number <ARGSEP > y=Number <ARGSEP >
w=Number <ARGSEP > s=<STRING > <ARGSEP > p=<POID >
98
// Hinzufu¨gen einer linearen Bemaßung durch den Punkt
100 // P=(x,y), mit dem Bemaßungswinkel w, den Bemaßungspunkten
// P1=(x1,y1) und P2=(x2,y2) und der POID p
102 AddDim ::= "adddim" x=Number <ARGSEP > y=Number
<ARGSEP > w=Number <ARGSEP > x1=Number
104 <ARGSEP > y1=Number <ARGSEP > x2=Number
<ARGSEP > y2=Number <ARGSEP > p=<POID >
106
// Hinzufu¨gen von Kopien der Komponenten mit POIDs src auf
108 // Basis des Verschiebungsvektors v=(dy,dy) als neue
// Komponenten mit POIDs dst
110 AddCopyTranslate ::= "addcopytranslate" dx=Number <ARGSEP >
dy=Number <ARGSEP > src=PoidList
112 <ARGSEP > dst=PoidList
114 // Hinzufu¨gen eines Layers mit der Semantik s,
// der Linienbreite lw , des Linienmusters lp , der Linien -
116 // farbe dp , der Fu¨llfarbe fp , der Fontfamilie ff, der
// Textho¨he ts und der POID p
118 AddLayer ::= "addlayer" s=<STRING > <ARGSEP > lw=<STRING >
<ARGSEP > lp=<STRING > <ARGSEP > dp=<STRING >
120 <ARGSEP > fp=<STRING > <ARGSEP > ff=<STRING >
<ARGSEP > ts=<STRING > <ARGSEP > p=<POID >
122
// Hinzufu¨gen einer Linienbreite lw mit Liniendicke d in [mm]
124 AddLineWidth ::= "addlinewidth" d=Number <ARGSEP >
lw=<STRING >
126
// Hinzufu¨gen eines Linienmusters lp mit
128 // Strich -Lu¨cke -Liste l
AddLinePattern ::= "addlinepattern" l=List <ARGSEP >
130 lp=<STRING >
132 // Hinzufu¨gen einer Linienfarbe dp mit RGB -Werten (r,g,b)
AddDrawPaint ::= "adddrawpaint" r=<INTEGER > <ARGSEP >
134 g=<INTEGER > <ARGSEP > b=<INTEGER > <ARGSEP >
dp=<STRING >
136
// Hinzufu¨gen einer Assoziativita¨t mit POID a zwischen
138 // Komponenten -Kontrollpunkt -POIDs p1 und p2 und der
// Bemaßung mit POID p
140 AddDimBinding ::= "adddimbinding" PoidPnt <ARGSEP > PoidPnt
<ARGSEP > p=<POID > <ARGSEP > a=<POID >
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142 ...
144 // *** MODIFY ***
// Verschieben von Komponenten mit POIDs p um
146 // Verschiebungsvektor v=(dx ,dy)
ModTranslate ::= "modtranslate" dx=Number <ARGSEP >
148 dy=Number <ARGSEP > p=PoidList
150 // Rotieren von Komponenten mit POIDs p um Punkt P=(x,y)
// mit Winkel w
152 ModRotate ::= "modrotate" x=Number <ARGSEP > y=Number
<ARGSEP > w=Number <ARGSEP > p=PoidList
154
// Spiegeln von Komponenten mit POIDs p um Gerade mit
156 // Punkten P1=(x1 ,y1) und P2=(x2 ,y2)
ModMirror ::= "modmirror" x1=Number <ARGSEP > y1=Number
158 <ARGSEP > x2=Number <ARGSEP > y2=Number
<ARGSEP > p=PoidList
160
// Skalieren von Komponenten mit POIDs p bzgl. Punkt
162 // P1=(x,y) um Faktoren sx und sy
ModScale ::= "modscale" x=Number <ARGSEP > y=Number
164 <ARGSEP > sx=Number <ARGSEP > sy=Number
<ARGSEP > p=PoidList
166
// Transformieren von Komponenten mit POIDs p auf Basis
168 // der Transformationsmatrix T=(m00 ,m10 ,m01 ,m11 ,m02 ,m12)
ModTransform ::= "modtransform" m00=Number <ARGSEP >
170 m10=Number <ARGSEP > m01=Number <ARGSEP >
m11=Number <ARGSEP > m02=Number <ARGSEP >
172 m12=Number <ARGSEP > p=PoidList
174 // Modifizieren der Eigenschaft f in den Wert v fu¨r
// die Komponenten mit POIDs p
176 ModFeature ::= "modfeature" f=<STRING > <ARGSEP > v=List
<ARGSEP > p=PoidList
178
// Modifizieren des Layers zum Layer l von Komponenten
180 // mit POIDs p
ModLayer ::= "modlayer" l=<POID > <ARGSEP > p=PoidList
182
// Modifizieren der Linienbreite in lw von Komponenten
184 // mit POIDs p
ModLineWidth ::= "modlinewidth" lw=<STRING >
186 <ARGSEP > p=PoidList
188 // Modifizieren des Linienmusters in lp von Komponenten
// mit POIDs p
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190 ModLinePattern ::= "modlinepattern" lp=<STRING >
<ARGSEP > p=PoidList
192 ...
194 // *** REMOVE ***
// Lo¨schen von Komponenten mit POIDs p
196 Remove ::= "remove" p=PoidList
198 // Lo¨schen von Layern mit POIDs p
RemLayer ::= "remlayer" p=PoidList
200 ...
202 // *** SET ***
// Setzen des aktuellen Zeichnungsmaßstabs s
204 SetScale ::= "setscale" s=Number
206 // Setzen des aktuellen Nutzerkoordinatensystems mit
// Rotationswinkel w und Verschiebungsvektor v=(dx,dy)
208 SetUserCoordSystem ::= "setucs" w=Number <ARGSEP > dx=Number
<ARGSEP > dy=Number
210
// Setzen der natu¨rlichen Zeichnungseinheit nu in [mm]
212 SetNaturalUnits ::= "setnu" nu=Number
214 // Setzen des aktuellen Layers mit POID p
SetDefLayer ::= "setdeflayer" p=<POID >
216
// Setzen der aktuellen Linienbreite lw
218 SetDefLineWidth ::= "setdeflinewidth" lw=<STRING >
220 // Setzen des aktuellen Linienmusters lp
SetDefLinePattern ::= "setdeflinepattern" lp=<STRING >
222 ...
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