Abstract-This paper focuses on a novel approach for handling the present traffic situation in perspective of Bangladesh. The initial plan is to moderate the ongoing traffic predicament that currently plagues Dhaka city and gradually expand it across cities of neighboring countries. The aim of the paper is to develop a solution to counter the traffic clogging. The approach taken during the course of this research focused primarily on an experimental evaluation of the small-scale model of the traffic routing algorithms. The approach is to develop a traffic algorithm to calculate the routes with shortest possible times to destinations. We plan to implement the system's usability by providing feedback to our target users (car drivers) so that they can decide on which route to take. This will be done by means of an overhead display on the car dashboards backed up by an embedded OS or Android. For our input we plan to take the amount of cars that are at any specific route at a time and provide that data to the car driver by the means of modern 
I. INTRODUCTION
Traffic control is a rapidly evolving subject, reflective of new developments in Electrical Sensor Technology, and Information and Communication Technology. In spite of the progressions of modern technology, traffic ordeals are still endless in developing countries like Bangladesh. In Dhaka, a city of about 22 million people, traffic congestion has worsened dramatically over the last 4-5 years, in spite of the introduction of automated traffic lights. Expensive and drastic measures, such as the construction of flyovers, the construction of projects like Hatirjheel, have been implemented to counter traffic congestion [I] . However, these measures are yet to produce their desired results. At the very core of the problem is the underlying fact that only 7-8% of the land in Dhaka is used for the construction of roads and highway. A typical megalopolis dedicates around 20% of its land for these roads. Another burning issue is the increase in the number of new cars that are hitting the road.
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The eccentric behavior of road users here is further fueled by the inrush of new cars every day. Statistical report from the Bangladesh Road Transport Authority (BRTA) reveals that just short of 25 thousand new vehicles were registered in February 2015, making a total of around 2 and a quarter million registered vehicles in the country [2] .
Meanwhile, official Government of Bangladesh publications reveals the existence of over 20 thousand kilometers of urban roads and over 100 thousand kilometers of country roads as part of the national transportation network [3] . This clearly reveals that there are frequently several courses to take to reach a destination. Traffic congestion is inherently created and aggravated by people tending to follow common routes rather than taking a real-time decision to swerve into a different course. Historical analysis of common driver practices reveal that most drivers are unaware of alternate pathways and habitually select routes based on their own knowledge and tend not to venture into new roads.
Our solution approach aims to build on that and present a system that would dynamically calculate routes for the cars drivers. The system would not only help to lower the extents of traffic jam but also ensure that all roads are being evenly used.
As traffic congestion is a well-documented problem with none of the biggest cities in world immune to it, it is fair to assume that this is a well-researched topic. There have been several attempts at applying the Artificial Intelligence to tackle traffic clogging at intersections or for the intelligent routing of vehicles from one part of the city to another. Anfilets et al. [4] implemented machine learning in the form of artificial neural networks to solve the traffic light cycle paradigm. Their results showed a significant improvement in the traffic queuing at intersections when their algorithm was applied with the queue size decreasing to a satisfactory level. This paper uses a similar approach to theirs to tackle the queuing up of vehicles at these intersections. In our case, we used floating car detection method for taking the input of the traffic compared to the image processing that was used in their case. Jansson [5] used genetic algorithm to solve the traffic intersection problem by assigning optimal drive orders depending on the present traffic parameters. His work took into consideration the pedestrians' requests as well as trams' request. Our work also involves assigning specific drive orders for clearing of queues but is centered on vehicular requests only. For the rerouting of the vehicles depending on the traffic situation, we used a variant of Dijkstra' s algorithm and A *. Ohara et N oj ima [11] tested the efficacy of Dijkstra' s when the input of the weights was distance and then time. Their work showed that Dijkstra's give better results when it is used to calculate shortest times to the destination. Traffic congestion was better reduced when shortest time to destination was implemented. Their work used Inter-Vehicle Communication as a means of sharing data about the traffic conditions whereas our used Floating Car Detection technique.
Oliveira et al. [6] used the Environment Observation Method based on Artificial Neural Networks Controller, EOM-ANN controller to optimize traffic lights cycle depending on dynamic inputs. Their simulation was conducted in SUMO (Simulation of Urban Mobility) whereas our work was simulated in PTV VISSIM. It has to be noted that unlike SUMO, VISSIM keeps the provision for real time traffic manipulation and dynamically recalculates the output for any on the fly alterations. Their results also showed statistical improvements in the traffic conditions when their algorithm was applied. Nanayakkara et al. [7] developed their own GA solution to the route planning for the map of Singapore with their proposed GA using only distance information. Their algorithm is tested to find the shortest distance between any two nodes with a search space of over 1000 nodes, and is compared to ant-based route planning algorithms. Our proposed algorithm does not necessarily prioritize the shortest routes between any two nodes, but instead, the routes which can be traversed in the shortest possible times based on the traffic flow in those routes using Dijkstra's.
To supplement our algorithm, we used real time feed of the traffic which is provided by the floating cellular data or floating car data technology (FCD). This is a non-intrusive technique of gathering car volume data. The process involves triangulation of the vehicular position using signals pinged from the user's phone. On this issue our work has some similarity with Eichler [8] and Fabritiis et al. [9] . The latter involved testing on the Rome's Ring Road and used artificial neural networks and pattern matching to predict short-term arrival times of vehicles. Their work used the existing embedded Telematics platform (developed by OCTOTelematics) present in most cars in Europe to gather information about the present traffic. On Board Units (OBO) were installed in cars which relayed information to a central data system, thus providing the system with the requisite information. Due to the lack of such infrastructure in Bangladesh, we had to develop our own FCD system using a simple GPS receiver and a GSM transmitter. Our proposed version of FCD uses the existing telecommunication network to relay information to our central data base. The system analyses the density of mobile traffic to estimate traffic conditions at any point of time.
II. SYSTEM ARCHITECHTURE AND IMPLEMENTATION
Our solution approach is concerned with the collection of traffic data which allows our system to understand traffic situation at any point of time and provide users with the best possible route. In modern times there has been an advent of FCD which is gradually becoming a top choice to collect vehicle densities on roads. Our approach focuses on using this technique due to its simplicity and the fact that it doesn't need many additional components [6, 11] . This method uses cellular network data (CDMA, GSM, UMTS, and GPRS) and thus no special devices are necessary. Instead of installing beacons or tags onto the cars, this method uses the cars themselves as floating sensors to generate information on vehicle flow. Virtually every switched-on mobile phone turns into a traffic probe and is as such an anonymous source of information. Using either GPS triangulation or the hand-over data stored by the network operators' towers, the location of the mobile phone is determined [6, 11] . The structure of our entire system is illustrated in Figure 1 and the subsequent mechanism of operation is discussed in the following section namely System Implementation
A. Algorithm and Route Calculation System
For the routing of vehicles, we used a variant of the Dijkstra's algorithm. Dijkstra's is normally used for computing the shortest length in any given graph. However, the input to our algorithm was the traffic flow at any given route. The product of the traffic flow and the historical average speed of vehicles in that route was the weight assigned to that route. The speed with which we multiply will change over time depending on the new traffic flow. Dijkstra's algorithm works by beginning from the root Node and visiting all of its neighbors, ranking them based on the minimal sum of the cost of visiting edge connecting it to the root node [10] . The original variant of the algorithm stops when the end node is reached. The modification to our algorithm is that it calculates the minimum traveling time from the source node to each of the nodes in the network, thus
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[t even suggests the host of intermediary nodes that needs to be traversed for reaching a certain destination node in the shortest possible time. Dijkstra's, which is essentially a shortest path finding algorithm has seen to give improved performance and reduced congestion when it is used to calculate shortest times to a destination [ 11] . Since the vehicles are moving constantly, the traffic situation is dynamic which means that the shortest timed route calculated at the beginning may not necessary be the same throughout the course of the travel. Thus, since the route calculated involves certain key intermediary points before reaching the fmal destination, our system is designed so that when the vehicle reaches each of these points, the shortest timed route is calculated from that point to the destination. This ensures that the vehicle is always following the optimal route to reach the destination at the earliest possible time. Moreover, the system, although bears some similarities to Google Map, tends to give a more accurate estimation of the time required to reach the destination. Google Maps assumes average traffic which does not provide accurate timings, whereas our system takes into consideration the present traffic before calculating the optimal route.
We used A * algorithm along with Dijkstra's for performance analysis and time complexity. One of the limitations that is associated with Dijkstra's is its computational time. The original Dijkstra's algorithm had a time complexity of 0 ( INI 2 ) where N is the number of nodes. Our variant is based on a minimum Priority Queue, which helps in improving the time complexity from 0 (INI 2 ) to close to O(IEI+IVI\logIVI).
However, a faster variant of Dijkstra's is known as A * (A star) which is based on best first search.
A * is an algorithm that is widely used in path finding and graph traversal, the process of plotting an efficiently traversable path between points, called nodes. Noted for its performance and accuracy, it enjoys widespread use. However, in practical travel-routing systems, it is generally outperformed by algorithms which can pre-process the graph to attain better performance, although other work has found A * to be superior to other approaches. A * achieves better time performance by using heuristics.
A * despite its performance advantage over Dijkstra's, was not the algorithm of choice for the route calculations. This is due to the space complexity that is accompanied with A *. For n nodes, we would have to have n values of the heuristics. In addition to that, the dynamic state of traffic means the heuristic value will not always be appropriate for A *. Also, A * is an informed search algorithm, meaning that it first searches the routes that appear to be most likely to lead towards the goal. Consequently, all routes are never guaranteed to be taken into account as opposed to Djikstra's.
B.
System Implementation
The proposed system takes in car flow rate or in other words, volume of cars displacing a certain point at a given time using FCD, which is a modern vehicle count method. The volume of vehicles moving at a given point at a given time is the raw data for our system. Data is then fed to the system as vehicle volume indices that denotes the traffic jam condition at a specific intersection or node, on a scale of 0 to 4 with 0 meaning a 'no jam' situation and 4 classifying a total deadlock. The resolution of this scale can be altered any time based on the requirements of the system. Data would be sent to a centralized server through 3G networks for further processing. The centralized server would process the vehicle volume indices and provide the result of the route requiring shortest time to the end user by the means of an overhead display on the car dashboard and again via 3G.
The route finding algorithm was implemented in Eclipse IDE using Java programming language. The end user's inputs were 'source' and 'destination'. Basically the user needs to tell the system where he or she is presently residing and where he or she is intending to go. The system automatically calculates the route based on the traffic conditions of the nodes. Additional inputs to the system were the average speed of cars and the sensor output readings from the nodes. Comparative measurements were taken from Dijkstra's and A * algorithms' compute times. It was conducted to present a performance evaluation of the two algorithms and ultimately decide which is more efficient and convenient for our purpose. After deciding on the algorithm itself, we calculated sample routes to verify our claim and affirm its usability. The flowchart in Figure 3 portrays the underlying system. 
II I. RESULTS AND ANALYSIS
From the Eclipse IDE's internal timer, it has been found that the time required for Dijkstra's was shorter, amounting to an average of 6 milliseconds based on 10 samples. A * on the other hand required 2 milliseconds, forking upon on the same number of computations. The results are illustrated in Figure  2 . This accounts to the fact that Dijkstra's uses breadth first method of finding out routes and tends to evaluate all possible routes. Hence it requires more time to reach the desired path. A * on the other hand is a 'greedy' algorithm with searching for objective in mind. It uses heuristics to make inferences for determining alternate means to find the shortest routes. Thus, it requires significantly less time to compute. However, there is one big catch for A * which deems it very less usable for road path finding. As mentioned earlier, A * relies on heuristics and has one additional cost function which requires additional randomized assumptions. Dijkstra's doesn't suffer from this as it incorporates every single route possible and has guarantees 100% accuracy of choosing the path requiring shortest time. This means that A * is less reliable while calculating the correct choice in spite of it bearing the lowest time required tag.
The other measurement was the determination of the shortest time requiring route itself. We chose a section of Dhaka city to be the subject of our experiment and the regions include Banasree, Hatirjheel, Gulshan 1, Gulshan 2, Mohakhali, Kakoli, Badda, Pragati Sharani, Mirpur Matikata, Mirpur Cantonment, Jahangir Gate and Tejgaon. For our sample test we wanted to calculate the route requiring shortest path from Banasree to Mirpur. On the Java program, Banasree was selected as 'source' and Mirpur was selected as the 'destination'. The possible sequences of routes are shown in Table l . Five checkpoints (nodes) were defmed with the corresponding vehicle volume indices indicative of traffic jam conditions shown in Table 2 . When the program was run, the path requiring the shortest time was generated and displayed on the LCD screen which was Route 2 as shown in Figure 4 . After determining the route requiring the shortest time from source to destination, we wanted to verity and support our findings and evaluate the accuracy of our proposed system. In order to accomplish this, the first three shortest time requiring routes were noted down from the Java program in the order of their time required. In the next step the result was verified in the road traffic simulation software as shown in Figure 5 . The software was loaded with our predefined model of the selected regions of Dhaka city and the specified vehicle volume indices were inputted to replicate the traffic jam conditions. These were given in the form of vehicle densities across nodes. Next each vehicle route that was noted down earlier was analyzed individually and the vehicle travel times and vehicles cleared every hour were noted down for every case.
To reduce anomalies and randomizations, 10 runs were performed for each route in the course of 10 minutes for each and the outcomes were compiled in graphs for comparison.
The corresponding vehicle travel times are illustrated in Figure 6 while the number of vehicles cleared every hour is shown in Figure 7 . Again 10 samples were taken from 10 separate runs to lower discrepancies. As we can clearly see, of the three routes, Route 2 took the shortest travel time and also relatively cleared many vehicles. The analysis clearly asserts the accuracy of our developed algorithm and justifies its practical use to mitigate recurring traffic conditions.
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IV. DISCUSSION
During the course of our research, numerous changes had to be introduced and our design had to go through major overhauls considering many practical aspects. Initially, we planned to implement the routing system with the help of field programmable gate array (FPGA) which is widely used in industries to implement logic circuits. We conducted our experiment with FPGA and it turned out that the scope of FPGA is very limited in term of performance and processing capabilities. In order to fully incorporate algorithms like Dijkstra's, a computer with adequate processing power, memory and input output capability is required. FPGA cannot integrate such algorithms as its meager RAM and flash memory. Moreover, the only means of providing inputs to the FPGA was through push buttons or logic highs and lows. Given the number of traffic intersections whose data we had to input to the system, this method of input is very unsuitable. To the bare minimum, a system-on-chip microcomputer like the Raspberry Pi can be used that can take inputs from a wide range of devices and process information much faster with greater temporary storage support. For a full-fledged automated vehicle routing system, a compute cluster can be used that would ensure faster data processing and lower times to deliver the routes to the end users. Another dilemma we came across was the choice of the sensor for the vehicle flow measurement. Previously, we chose RFID for taking readings of vehicle density. It turned out that RFID requires invasive measures and all vehicles need to be fitted with RFID modules. Moreover, the range of RFID revealed to be very limited, extending only a meter at maximum. After numerous trials, we [mally moved to FCD which is far more convenient and reliable as it can operate using existing infrastructure, provide accurate measurement and is widely used for vehicle rate detection all over the world. Consequently using a technology with industry proven reliability called for no other questions. Another argument going for FCD is that it counts vehicles anonymously and has no way of tracking an individual. Appreciating privacy was another aspect we were concerned of while choosing a method to count cars. After our experimental evaluations, FCD turned out to be the 'de facto' standard for this mode of work.
Curtailing road traffic congestions requires extensible effort from all ends and it is never a viable deal to stick to only a handful of approaches to aid in this process. What we have presented was a mere demonstration of how introducing two different approaches can help to digitize the entire traffic flow system and in the process bring down the magnitude of traffic jams significantly across developing countries like Bangladesh. Our solution helps drivers by guiding them to take the route with lesser congestion and save their valuable time. On the broader perspective the process offloads the pressure from the jam packed road channels and hence reduces the overall traffic ordeal. Situations like gridlocks can also be avoided as the drivers are notified beforehand what is the state of the road ahead. It is also apparently clear that the much of the work of traffic police have also been reduced in this package as traffic light sequences are fully automated in this system and the traffic light controllers no longer need to be manipulated manually to cater to abnormal traffic situations.
