Surface processing tools based on Partial Differential Equations (PDEs) are useful in a variety of applications in computer graphics, digital animation, computer aided modelling, and computer vision. In this work, we deal with computational issues arising from the discretization of geometric PDE models for the evolution of surfaces, considering both normal and tangential velocities. The evolution of the surface is formulated in a Lagrangian framework. We propose several strategies for tangential velocities, yielding uniform redistribution of mesh points along the evolving family of surfaces, preventing computational instabilities and increasing the mesh regularity. Numerical schemes based on finite co-volume approximation in space will be considered. Finally, we describe how this framework may be employed in applications such as mesh regularization, morphing, and features preserving surface smoothing.
Introduction
Surface processing tools and techniques are widespread in computer graphics, animation, medical imaging, computer aided modeling, and computer vision. In recent years, there has been an increasing interest in surface motion governed by geometric PDEs.
The evolution of the surfaces can be formulated in a narrow-band level set framework, that is the surface is given in implicit form as the zero level set of a higher dimensional function, or in a more traditional Lagrangian framework.
The equations derived from solving a variational problem on the surface, or its corresponding gradient-descent flow on the surface, are generally solved on triangulated or polygonal surfaces. This involves the non-trivial discretization of the equations in general polygonal grids, as well as the difficult numerical computation of quantities such as gradients and Laplacians. It is widely accepted that computing these characteristics for iso-surfaces (implicit representations) is straightforward and more robust. Thus the level set approach lets us perform all the computations on the Cartesian grid corresponding to the embedding function. On the other hand, the level set approach requires an iso-surface detection step which can affect the accuracy of the computation.
In this work we define a finite volume method for numerically approximate PDE models on surfaces which evolve with time. We now characterize the general model of geometric surface evolution that will be considered in this paper.
Let M 0 = Image(X 0 ) := {X 0 (u), u ∈ [0, 1] × [0, 1]} be a compact, closed immersed orientable surface in R 3 . Here X 0 denotes the corresponding parameter map. A curvature-driven geometric evolution consists of finding a family M(t) = Image(X (·, t)), t ∈ [0, T ), T > 0 of smooth, closed, immersed orientable surfaces in R 3 which evolve according to the flow equation (Geometric flow) where − → N is the unit normal vector to the surface, and β is a velocity applied along the normal direction. The family parameter t can be considered as the time duration of the evolution. The family of manifolds M(t) ∈ R 4 moves along the normal direction driven by a normal velocity β which may be a function, for example, of the curvature and spatial position.
Surface motion determined by the geometric flow (1) may cause singularities and, in general, a very irregular (nonuniform) distribution of the points on the surface. The aim of this work is to introduce a regularization in the evolution process, by considering the following more general form of geometric flow
where − → T is the unit tangent vector to the surface, and α is the tangential speed. Eq. (2) represents the evolution of the surface X (u, t) along its normals with speed equal to β, and along the tangential direction with speed α. In this paper we will explore several tangential velocities, including area redistribution, edge and angle redistribution. The role of the tangential velocity is twofold. First, it avoids premature collision of mesh nodes and lets the surface evolution terminate without numerical problems which, instead, cause the crash of the evolution without tangential component. Second, the redistribution of the nodes improves the accuracy of the surface representation.
In this work, instead of considering discrete geometric flows (i.e., flows based on discrete analogous of continuous differential geometry quantities -see for example [1, 2] ) we base our work on the discretization of continuous models by a new finite volume scheme. Both surface evolution and surface diffusion models have been treated numerically through a variety of classical discretization approaches. For example, the authors in [3] use finite difference schemes, while in [4] a finite element approach is considered.
This paper is organized as follows. In Section 2 we consider two different computational approaches to surface evolution processing. Section 3 is devoted to the design of suitable tangential velocities for the surface evolution. A basic PDE surface dynamic model is proposed in Section 4. The discretization of the basic model framework based on finite co-volume schemes is provided in Section 5. In Sections 6-8, the basic PDE model is slightly modified to be able to handle some well-known problems in computer graphics, such as mesh regularization, surface smoothing (fairing), and morphing.
Surface evolution: computational approaches
The evolution of surfaces can be formulated in a narrow-band level set framework or in a more traditional Lagrangian framework. The two computational frameworks lead to different surface representations.
The level set approach uses an implicit representation of the surface M as the zero-level-set of a higher dimensional embedding function (for example the distance function) ψ :
Once the initial surface has been embedded, that is M is given by {x ∈ R
3
: ψ(x) = 0}, the surface can be evolved by embedding the motion M(t) = {x : ψ(x, t) = 0} and following the evolution of the level set function ψ. Evolving M according to the geometric flow (2) with velocity vector field v, results to solve
This common level set framework provides an easy discretization of differential operators on the Cartesian grid, and yields a natural way to handle topological changes during the interface evolution. Nevertheless, we should not forget the computational effort required, both to initially embed the surface by computing the distance function, and to finally compute the iso-surface of interest. Recently, in [5, 6] , the problem of including tangential velocities in the interface evolution process by using the level set framework has been addressed. Other authors, in [7] , describe the evolution of implicit surfaces in the level set framework in the context of cortex unfolding by designing area preserving tangential velocity.
Using the level set framework, we lose point correspondences during the surface evolution. Since, in computer graphics applications, in general, the surface is given in polygonal (triangulated) form, and related data is discretely defined on it, we want to maintain explicit correspondences from the initial interface to the evolving one. This motivates us to use the Lagrangian computational framework.
In the Lagrangian framework, the manifold evolves using a parametrization. From differential geometry we know [8] that the mean curvature vector H − → N equals the Laplace Beltrami operator (∆ M ) applied to the identity id on a surface M:
where H(X ) is the corresponding mean curvature (defined as the sum of the two principal curvatures), and − → N (X) is the outward normal on the surface at point X .
Thus, according to the geometric flow (2), considering (3) and β = −H in (2), an initial surface represented by the position vector X 0 , evolves with speed
If the tangential contribution in (4) is not considered, then the geometric flow is the mean curvature flow, which is known to have a strong regularization effect, because it is the gradient flow for the area functional. In a discrete setting, the mean curvature flow moves every vertex in the normal direction with the speed equal to a discrete approximation of the mean curvature at the vertex. It is also well known that the mean curvature flow performs well in smoothing (fairing) but produces uneven distribution of vertices.
Suitable choices for tangential velocity
We now turn to the design of nontrivial (i.e. nonzero) tangential velocities. Due to the fact that tangential velocity has no influence on the shape of the evolving surface but it controls only the parameterization of the surface, this problem has been underestimated so far.
In [9, 10] the authors consider the evolution of curves in a Lagrangian framework and propose a tangential velocity that achieves a uniform redistribution of grid points along the curve and a relative length preservation, in order to overcome numerical instabilities caused by merging of grid points. In [11] the authors discuss asymptotically uniform redistribution.
In a computer graphics context, the contribution of the tangential velocity has two aims: to obtain a more homogeneous surface representation that is a numerically simpler to process mesh, and to move the surface in space avoiding the collision of mesh nodes.
Let us consider, for example, the evolution of the star-shaped object shown in Fig. 2 (top-left), where the initial surface represented by X 0 is a mesh with 2402 points that are poorly distributed on the surface. Let the surface evolve with speed proportional to the mean curvature, i.e. following (4). If we do not consider any tangential contribution to the evolution speed, then the process fails without reaching the final evolution time, and the computation terminates due to singularities that occur during the evolution.
Motivated by the necessity of a regularization in the surface deformation process, and by the good results in [10] , we investigate suitable choices of the functions α in this section. In the next sections, we will verify how these choices perform in some well-known geometric surface flow models.
Let γ be a local geometric measure at a point of M. Consider as a strategy for preserving local geometric measures, the term:
where var is the variance of the geometric measure γ , which is the difference between the value of γ of an infinitesimal patch containing a point of M, and the average of the same measure over the entire surface γ , that is
We refer to this strategy as parameterization preserving local geometric measure.
As geometric measures γ monitored during the surface evolution, we can consider the ratio between the area a i of an infinitesimal patch around a point of M and the total area of the surface A T . In the discrete setting, for the ith mesh point, we define the local area measure as follows:
This very simple approach can lead to the question of whether other measures can be considered, such as, for example, the angles between the nodes of the mesh and the length of the edges of the mesh. In fact, we can also consider the local edge factor:
where e ij represents the edge between the nodes i and j, while with N(i) we denote the number of neighboring nodes around i. In a similar way, the local angle stretching can be measured by
where α i denotes the angle between two consecutive nodes around the ith mesh point, and α opt = j∈N(i)
.
Finally a meaningful geometric measure γ can be the local mean curvature H i of an infinitesimal patch around a point i of M.
The geometric measure γ is a function of the geometric characteristics of the surface, and therefore of the position vector X . These characteristics can be measures of local areas, local edge lengths, local mean curvature, or angle distortions. In this work these measures are tested, however other measures can be designed and applied in a similar manner. Another possibility for mesh point redistribution on evolved surfaces, is described in [10] and [12] for the curve evolution case. As is known, the diffusion equation takes a measure or a feature of a spatial field and makes it as uniform as possible along the whole field. In the tangential direction the movement is made in order to redistribute a parametric measure that represents, for example, the local area of the surface itself. Thus the diffusion of an initial measure is used to improve the quality of the mesh.
This leads us to the following choice for the tangential contribution, called locally diffusive redistribution:
In this way, for example, the local area measure γ (1) is uniformly reshaped in the way that around each node there is the same area space. Considering in Eq. (9) a combination of contributions from the different geometric measures, we get the more general locally diffusive redistribution:
where g represents a generic function of the considered geometric measures. In the examples in Sections 6-8 we have taken g as the identity function.
Thus considering a scalar field η on the surface M, since div
where ∇ M denotes the intrinsic gradient on M.
In practice, a linear combination of the two considered tangential redistributions can be applied, and η is then given by the solution of the following intrinsic Poisson equation on M:
where ε 1 , ε 2 , are positive weights for redistribution which depend on the specific application, while ξ 1 , ξ 2 , ξ 3 and ξ 4 are positive parameters which allow for selecting the different geometric measures that have to be considered.
Basic surface dynamic algorithm
In the previous section we explored some different strategies for tangential contribution in the geometric flow (4), and we introduced a PDE model (Eqs. (11) and (12)) which lets us integrate these strategies into the geometric flow scheme. Let us call this PDE model the Basic Surface Dynamic (BSD) model. In the BSD model, we treat the normal and the tangential components of the motion differently. We now focus on an algorithm which realized the BSD model.
In order to numerically approximate the PDEs on the evolving surface M(t), we need to define a discrete setting. The spatial approximation of M(t) is an evolving interpolated polyhedral mesh consisting of a union of triangles whose vertices X (t) lie on M(t), and X (t) represents the parameterization of the surface itself.
Considering a uniform discretization of the time interval [0, T ], T > 0, and using a temporal time step τ = T /N, the approximation of an evolving surface in the nth time step is denoted by a spatial vector position X n . This system of PDEs can be solved in time using a variety of explicit or implicit time integration schemes. In our computational method, we use a particularly simple time integration method that is the forward Euler scheme which yields a first order scheme in time. The BSD algorithm reads as follows.
Given an initial position vector X 0 ,
For each n = 1, . . . , N STEP 1: SOLVE FOR η:
(update the discrete position vector X n )
The normal motion controls the geometry of the surface and it is application-specific. For example, in the BSD scheme, it is the classical mean curvature motion, but, as we will see in Section 8, it can be a force pulling the surface towards a target shape. Given the selected normal motion, a suitable tangential motion is constructed in order to ensure a computational error-free evolution, which leads to a uniform final parametrization.
Before introducing a couple of applications, where this basic framework has been successfully applied, we consider in Section 5 a discretization of the BSD model based on finite covolume schemes in space. 
Finite co-volume numerical scheme
We assume that the finite volume mesh is the triangle mesh that represents the surface, consisting of triangles T i , i = 1, . . . , N t , that cover Ω, and vertices X i , i = 1, . . . , N v . For the discretization of the intrinsic diffusion part we applied the so-called co-volume method (also called the vertex-centered finite volume method). The dual mesh of control volumes
. . , N c can be constructed by defining an element M i around each vertex X i . More precisely, if N(i) is the set of 1-ring neighbor vertices of vertex X i , then the associated co-volume M i , is defined by connecting the midpoints of each 1-ring edge with the barycenters of elements (see Fig. 1 ).
Let us start considering the slightly simplified version of the BSD model,
A complete discretization of the BSD model can be easily derived by applying, in a suitable way, the following approximation schemes.
Integrating (13) and (14) over the finite co-volume M i , and the time interval (t n , t n+1 ), we get
Considering a temporal time step τ , the left-hand side of Eq. (15) is approximated by
where A i denotes the area of the co-volume M i . We use the current surface discretization as the conformal parameter space, that is for each triangle of the mesh, the triangle itself defines the local surface metric. With such an induced metric, the Laplace-Beltrami operator simply turns into a Laplacian [1] .
Using the Gauss theorem, we turn the integral of a Laplacian over a region into a line integral over the boundary of the region
Since we assumed our surface to be piecewise linear, its gradient ∇ M X is constant over each triangle of the mesh.
Following [13] we obtain (18) where α ij and β ij are the two angles opposite to the edge in the two triangles sharing the edge (X j , X i ). Analogously we have
The same approximation scheme can be applied to the first term in the right-hand side of Eq. (16). Now, since ∆ M X = −H − → N , the mean curvature normal operator can be obtained by
also known as the Laplace-Beltrami operator. We get the mean curvature value by taking the magnitude of the expression (20):
The second term in the right-hand side of (16) can be discretized using (21) into the following approximation:
Finally, in order to approximate the second term in the right-hand side of (15), we need to introduce an orthogonal local coordinate system defined by the unit vectors (e T , e N , e B ), which are the tangent, normal and binormal vectors, respectively.
Since e T and e B span the tangent plane, we get
The components of the intrinsic gradient along the tangential and binormal directions can be computed by using a finite difference approximation in order to get the N i = |N(i)| direction derivatives along the edges of a 1-ring neighbor N(i) and solving the overdetermined system of equations Ax = b, where 
For each time step, we have to solve the intrinsic Poisson equation (12) on a triangulated surface, which translates into a linear system with a sparse symmetric semi-definite matrix, and it can be solved efficiently with numerical iterative methods. Note that only the very first iteration can be expensive. In fact, for the subsequent iterations the solution η of time n is used as initial approximation for time n + 1. Since the shape and the normal motion change slowly relatively to the chosen time step, the initial approximation is typically very close to the actual solution.
In our examples, we used a preconditioned Bi-Conjugate Gradient linear solver, with the usual diagonal preconditioner which provides a significant speedup with almost no overhead.
Mesh regularization
In this section we demonstrate the advantages of using the tangential redistribution strategies discussed in Section 3. Starting from a bad parameterized initial star-shaped mesh (Fig. 2(top-left) ) with 2402 vertices, in the first example, we consider the redistribution of the vertices along the surface due to purely tangential velocity. Then in the second example a curvature-driven normal speed contribution is added to the tangential component, to obtain a redistribution of the vertices during the shape evolution process. Example 1. In Fig. 2 , in order to show the benefits of the several tangential strategies proposed in Section 3, we consider the evolution of the initial bad parameterized surface shown in Fig. 2(top-left) by means of the BSD algorithm where STEP 2 has been modified so as to consider only the tangential contribution. The example shows how the diffusion of an initial measure is used to improve the quality of a mesh. In Fig. 2(top-right) we considered only the area diffusion contribution obtained by γ (1) defined as in (6), while in Fig. 2 (bottom-left) the tangential contribution due to the edge diffusion obtained by γ (2) as in (7) is shown. Finally, in Fig. 2 (bottom-right) the resulting surface obtained by BSD with the tangential contribution due to the angle diffusion γ (3) defined in (8) is shown. Table 1 shows results for the three different tangential redistribution strategies according to (6) for areas, (7) for edges,
and (8) for angles. The ratio between minimal and maximal values of a geometric measure γ is denoted by min γ max γ
, and the 
Table 1
Results of mesh regularization without normal component. Example 2. In this second example of mesh regularization, the initial surface shown in Fig. 3 (top-left) has been evolved by using both normal components driven by mean curvature, and tangential component η as the solution of (14) . Fig. 3 shows figures from the evolution of the star-shaped surface for four different time steps. The tangential contribution allows for achieving the final required time step without any computational problems and using a time step τ = 1 × 10 −3 .
Surface smoothing (fairing)
A surface smoothing (fairing) method removes undesirable noise and uneven edges from discrete surfaces. The fairing problem arises mainly when creating high-fidelity computer graphics objects using imperfectly-measured data from the real world, captured, for example, from 3D laser scanner devices. In this section, we illustrate how the surface smoothing problem can take advantage of the tangential contribution.
One common way to attenuate noise is through a geometric diffusion equivalent to Mean Curvature Motion (MCM):
In [14] and similarly in [13] the authors present finite element schemes for MCM on triangulated surfaces. Unfortunately MCM not only decreases the geometric noise due to imprecise measurements, but also smooths out geometric features such as edges and corners of the surfaces. Recently, several authors presented anisotropic denoising of surfaces, applying image processing methodology based on nonlinear diffusion equations [4, 3, 15, 16] . It is beyond the scope of the present paper to consider novel or different strategies for introducing anisotropy to the diffusion process.
The simple model (24) can be generalized, considering an isotropic scalar function f (H) for the motion in the normal direction. Thus each point of the surface mesh is moved, at each iteration, proportionally to its local curvatures. Then we add the tangential part, in order to avoid any gathering of the points on the surface during the denoising process. The modified BSD algorithm for fairing reads as follows.
Given an initial position vector X 0 , For each n = 1, . . . , N STEP 1: SOLVE FOR η:
Using, for example, the monotonic function f (s) = 1 1+(ν/s) 2 , points with large curvature (compared to ν) move faster than points on a locally flat area. An anisotropic version of the algorithm can be obtained by replacing the normal speed component in STEP 2 with a more sophisticated feature-preserving geometric function. For example, we could consider an anisotropic diffusion tensor as function of the principal curvatures -see for a detailed analysis [4] and [17] . In order to illustrate the effect of the modified BSD scheme for smoothing, we apply the algorithm to an original surface to which uniform noise is added. The perturbed mesh with 13886 vertices is shown in Fig. 4(left) . In Fig. 4 (right) the smoothed mesh is shown after 21 time steps with τ = 1 × 10 −2 . The benefit of the tangential contribution is shown in Fig. 5 where an initial smooth star-shaped surface, Fig. 5(top-left) , is perturbed along the normal direction to give the noisy version shown in Fig. 5(top-right) . The smoothed surface shown in Fig. 5(bottom-left) is obtained applying a redistribution strategy that preserves the relative local area, that is using only the mean curvature tangential contribution in STEP 1 of the BSD scheme. The time step used is τ = 6 × 10 −4 . Without any tangential redistribution the results using the same time step degenerate. The comparison between Fig. 5(bottom-left) and Fig. 5(bottom-right) , after 15 time steps, shows these degeneracies where the mesh presents an accumulation of points that is at the star tips. A detail of Fig. 5(bottom-right) is shown in Fig. 6 where the tears are highlighted. 
Mesh morphing
Metamorphosis (or morphing) is the process of gradually transforming a surface M p (source object) into a target surface M q , passing through the intermediate surfaces M p i . It has several applications from modelling to the generation of animation sequences for the movie and advertising industries [18] . When the source and destination surfaces are given as dense, irregular connectivity meshes, such morphs are hard to compute and control. In our setting we consider two topologically equivalent meshes M p and M q , having the same number of vertices. The vertex correspondence problem (i.e., computing the association of vertices or triangles between the source mesh and the target mesh) is not discussed in the present work. In fact, as the morphing problem is considered here only as an application of the presented BSD framework, we focus only on the surface evolution process with time t ∈ [0, T ], where M(0) = M p and M(T ) = M q .
To this aim we propose a modification of the BSD algorithm, which replaces the normal velocity function by a curvature driven motion: We show two examples of morphs using this algorithm, where the tangential part defined by η is used with the aim to avoid collisions of the mesh's nodes during the transformation. Fig. 7 shows a number of frames from a sequence which transforms a dino mesh into a star-shape mesh. We know by the examples illustrated in Section 7 that the target object has a bad parameterized mesh and thus the tangential part in this case is necessary to allow for achieving the final time step without a premature crash.
Another morph sequence is shown in Fig. 8 where the semi-spherical source object is transformed into a mannequin head. This morph illustrates that the algorithm is able to handle open meshes, using suitable boundary conditions in the PDEs models. In the applications considered here, we have used natural boundary conditions.
