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Objective: However,  reviewing  and  getting  an  overview  of  the  entire  state‐of‐the‐art  and  the  –practice  in  this  area  is 
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1 INTRODUCTION 
Embedded  software  is  computer  software, written  to  control machines or devices  that  are not  typically  thought of  as 
computers, e.g.,  cars and TV. According  to  recent  surveys, approximately 90% of all processors are part of  embedded 
systems, computing systems that continually and autonomously control and react to the environment [1]. The embedded 
system  itself  is an  information processing  system  that  consists of hardware and  software  components. Nowadays,  the 
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number  of  embedded  computing  systems—  in  areas  such  as  telecommunications,  automotive,  electronics,  office 
automation, and military applications—is steadily growing [1].  
Since  software  is  a major  component  of  embedded  systems,  it  is  very  important  to properly  and  adequately  test  the 



















To address  the above need and  to  identify  the  state‐of‐the‐art and–practice  in  this area and  to  find out what we, as a 
community, know about testing embedded software, we conducted a systematic literature mapping (SLM) on the technical 
papers written by practitioners and researchers and we present a summary of its results in this article. Our review pool 
included 312  technical papers published  in  conferences and  journals. The earliest paper  [11]  included  in  the pool was 
published in 1984. Previous ‘review’ (survey) papers such as this article have appeared in different venues on other topics, 











2 BACKGROUND AND RELATED WORK 
2.1 CHALLENGES IN TESTING EMBEDDED SOFTWARE 
To better motivate the need for this review study, we summarize the characteristics of embedded systems and explain how 
these characteristic raise challenges in testing embedded systems and their embedded software. 












with  a  few  kilobytes  of memory with  the  suitable  level  of  processing  complexity  determined,  or  can  become  very 








Also, presence of non‐human  interfaces  leads  to  further challenges  in manual user‐interface  testing. To  test embedded 
software, one often has to develop and utilize more special software applications, e.g., test drivers, test agents, which need 
to be developed to provide stimulus and capture response through the non‐human interfaces of embedded systems [14]. It 

















2.2 REVIEW OF SECONDARY STUDIES IN SOFTWARE TESTING 
Since our work  is a study (review) of (primary) studies,  it  is a  ‘secondary’ study  in  the area of software testing. As the 
related work  in large, we briefly review the secondary studies in software testing. Garousi and Mäntylä conducted and 
reported a SLR of secondary studies in software testing recently [16]. Via a systematic literature search, that study identified 
a  large  number  of  secondary  studies  in  software  testing  (101 papers), which  are  listed  in  an  online  spreadsheet  [17]. 
































































































literature  (e.g.,  journal and  conference papers).  In addition  to a vast  formal  literature  in  the area of  testing  embedded 
software, there is also a vast grey literature in this area. For two reasons (as discussed next), we decided to conduct a SLM 












































SM planning and design




























































































4.1 SELECTING THE SOURCE ENGINES AND SEARCH KEYWORDS 
























inclusion/exclusion criterion  (discussed  in Section 4.2) was used  for  this purpose  (i.e., Does  the source  focus on  testing 



















to using  the reference  list of a paper (backward snowballing) or  the citations  to  the paper  to  identify additional papers 


































































































































5 DEVELOPMENT OF THE SYSTEMATIC MAP AND DATA-EXTRACTION PLAN 
To answer each of the SLM’s RQs, we developed a systematic map and then extracted data from papers to classify them 
using it. Details are discussed next. 






















































































3.1  Simulated or real system  {Simulated, real system}  S 

















4.2  Active companies  Name(s) of the company (ies) involved in the paper  M 
4.3  Highly cited papers  Citation count form Google Scholar, extracted on Feb. 28, 2016   





















6 RESULTS  
Results of the systematic mapping are presented in this section from Section 6.1 to 6.4. 



















































































































Test method / technique



















































































































































































advise  test practitioners  in  the embedded software  industry  to  review  the  list of 312 studies  in our online spreadsheet 
(goo.gl/MhtbLD) as categorized by the above six types of test activities. For example, if a test team intends to conduct test‐

















named CoCoTest  for model‐in‐the‐loop  (MiL)  testing of  continuous  controllers was presented.  [Source  133] presented 
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hardware‐in‐the‐loop  search–based  testing  approach  and  a  tool  named MESSINA  for  the  execution  of  hardware  and 
software test sequences. 
Test automation:  







































































used  to derive  test artifacts, e.g.,  [Source 54] used a  technique  called “orthogonal array‐based  robust  testing  (OART)”. 
Entitled  “Automated  generation  of  test  trajectories  for  embedded  flight  control  systems”,  [Source  58] defined  a  set of  formal 
regressive models to derive regression test cases for testing embedded flight control systems. Concolic (a portmanteau of 
concrete  and  symbolic)  testing was used  in  [Source  90]  and was  applied  in  several  case  studies on mobile programs. 
Cleanroom statistical testing was applied in [Source 248]. 
For a practitioner who is interested to adopt some of the presented techniques, it is important to know the advantages and 














Figure  5  shows  the  general  process  of model‐based  testing,  in which models  are  developed  using  either  a  forward 
engineering or a backward engineering manner. Once models are validated  themselves,  they can be used  for  test‐case 
generation (test‐case design), e.g., Finite State Machines (FSM) and its extensions are frequently used to derive test‐case 
sequences using coverage criteria such as all‐transitions coverage. Given  the  large wealth of knowledge and  industrial 

















based  software development. Embedded  systems  interact with  their  environment and often  expect  implausible  sensor 
signals as input and then stimulate the physical system. To function properly, the environment of the embedded system 




































chosen  and  the  communication with  the  external  processors  is  conducted  by  using  specific  functions  installed  in  a 
simulation integrated environment installed on the host PC. 
The next phase is HiL which provides an effective platform by adding the complexity of the “plant” (system) under control 
to  the  test  platform,  by  adding  a  mathematical  representation  of  all  related  dynamic  systems.  These  mathematical 
representations  are  referred  to  as  the  “plant  simulation”. The  embedded  system  to be  tested  interacts with  this plant 


















































these categories  (we also specify  the number of pears  in each category):  (1) Examples showing  the applicability of  test 












Some  of  the  papers  explicitly  reported  the  operating  systems  in which  the  approaches were  implemented  and  the 
experiments were conducted. In terms of majority, the most common OS’s were: Unix/Linux (in 23 papers), vxWorks (in 5 
papers),  the Windows  family  (in  5  papers),  and  other OS’s  (in  19  papers). The  others  included: QNX  in  [Source  22], 
MicroC/OS‐II in [Source 40] and [Source 50], Symbian OS in [Source 177], Embedded Configurable Operating System (eCos) 
in [Source 240], OORTX‐RXF in [Source 255], and uC/OS‐II in [Source 252]. 

























































Some of  the  real commercial systems under  test  in  the papers were  the  followings. A real controller system  for a car’s 
exterior mirror was tested in [Source 39]. A set of smart card were tested in [Source 43]. An automated target tracking radar 
system (named ATTR) was under  test  in  [Source 54]. A home security system was considered  in [Source 55]. A vehicle 
adaptive cruise controller system made by Volvo was tested in [Source 131]. 



























































































Finally, papers solely by  industrial authors often cover practical  issues,  for  instance a  test process  improvement model 

































































































coverage of  code or models  in 66 papers, detecting  real  faults  in 29 papers, detecting artificial  faults  in 50 papers, 
time/performance  of  test  approaches  in  53  papers,  and  other  evaluation methods  in  23  papers. One  can  see  that 








































7.2 BENEFITS OF THIS REVIEW 
The authors have already started  to benefit  from  the  results of  this  review.  In our ongoing collaborations with several 
industry partners  in Turkey and Austria  in  the area of  testing embedded software, our colleagues and we had various 
















provide qualitative  feedback  to us. The  following  is  the quote  response  from  that  test engineer: “Our company conducts 




activities. There are a  lot of studies  in the pool of this review study, which would benefit us. I think this  idea  is a major benefit  for 
companies  like ours. And  I hope we may realize  this  idea  [in near  future]. And as you have said  in  the paper,  I believe  that many 
companies are exactly reinventing wheel”. Note  that we did not conduct a “formal” study to solicit  the opinions of a  large 
population of practitioners about this review paper, but such a study can be conducted in future. 











used by different authors  to point  to a  similar concept.  In order  to mitigate  risk of  finding all  relevant studies,  formal 
searching using defined keywords has been done followed by manual search in references of initial pool and in web pages 
of  active  researchers  in  our  field  of  study.  For  controlling  threats  due  to  search  engines,  not  only we  have  included 
comprehensive academic databases such as Google Scholar. Therefore, we believe that adequate and inclusive basis has 
been collected for this study and if there is any missing publication, the rate will be negligible.  

















and  grey  literature  into  account  contained  sufficient  information  to  represent  the  knowledge  reported  by  previous 




academia  and  applicable  in  industry. Also, note  that our  findings  in  this  study  are mainly within  the  field of  testing 
embedded software. Beyond this field, we had no intention to generalize our results. Therefore, few problems with external 
validity are worthy of substantial attention. 
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