Many Internet applications, for example e-commerce or email services require that users create a username and password which serves as an authentication mechanism. Though text passwords have been around for a while, not much has been done in helping naive Internet users in creating strong passwords. Generally users prefer easy-to-remember passwords, but service provides prefer that users use a strong, difficult-to-guess password policy to protect their own resources. In this work we have explored how appropriate feedback on password strength can be useful in choosing a strong password. We first discuss the results of a security vs. usability study that we did, which shows the current trends in choosing passwords, and how a password cracking tools can easily guess a majority of weak passwords. Next, we propose a novel framework, which addresses our problem of enforcing password policies. Given a password policy, our framework is able to monitor password strength, and suggest passwords that are stronger. Moreover, since our passwords are pareto-efficient, and involve user participation in making a selection, we believe that our framework makes appropriate tradeoffs between password strength and difficulty in remembering. We also propose novel ways to compute the password reminder interval so that user-satisfaction remains within bounds. Experimental study shows that our approach is much better that current password creation models, and serves as a practical tool that can be integrated with Internet applications.
INTRODUCTION
E-commerce has experienced a very high growth rate in the recent decades. As part of conducting their business, most online services [2, 7, 6, 4] require users to create a username and password before using their services. Usually the username and password is the first line of defense against unauthorized access to the company's 'resources', while providing the flexibility of allowing the user to manage their accounts online.
However, this flexibility of accessing information online comes with a cost. The cost for the user is the time and complexity of creating and remembering passwords. The cost for the online service provider is non-trivial. We believe that the online service providers need to play a role apart from authenticating the users, for example, in educating the users about password usage, monitoring password strength, and enforcing the password policy before any user access.
A simple password is one that is easy to remember, but has a possibility of being too easy to guess. A strong password is usually one that is hard to guess or takes too much time to crack. These definitions are however subjective, and may depend on the implementation of the password policy. In some cases, even if a policy exists, a user may be allowed to create a password that may be either strong, or not. Very few online services make this policy mandatory. When the policy is not made mandatory, it means that users may create a password that does not conform to the policy, but the user is still able to create a new account and access their services. There are some online services, however, that try to address this security risk. For example, eBay [7] provides a hyper-link, which directs the user to a help page creating a password. Google [9] and Microsoft [13] provide a 'password meter' that shows the strength of a password string, but do not achieve the goal of educating and forcing the users to create secure passwords.
In the next section we motivate the problem, and list our contributions.
Motivation
Text passwords should be such that they are easy to remember, but also consistent with the password policy defined by the organization. A secure password is one that is both, simple and strong. There are however several challenges towards enforcing secure passwords. First, users have a valid reason to choose a simple password since they are easy to remember. Second, online service providers on the contrary, would like to enforce a strong password policy. The reason for this is that most services that use password for authentication are vulnerable to various attacks, and there is a risk of their services being misused. The confidentiality, integrity, and availability all might be at risk due to one weak password. Since the above two cases lead to conflicting goals, there are also risks involved in (a) forcing, or (b) not forcing a password policy. Forcing a policy without appropriate feedback may irritate a user if several password choices are rejected. Not enforcing a policy would allow unauthorized access (for example a dictionary attack [16] ), if users use popular or dictionary words.
The above reasons motivate us to look at a more holistic framework -one that will address multiple goals when implementing password policies. With more than 1.5 billion Internet users [3] it is a daunting task to address the problem of password policies. We see this as a 2-wall problem [10] ; the user does not know what is a strong password, and the user does not know how to create a secure password. A secure password is a password that meets the security standard, or it is pareto-efficient (explained in Section 2.5). There are however many challenges in arriving to a secure password. We discuss the challenges below.
First, a majority of non-technology savvy users are unaware of the risks, and use of simple passwords. Educating such users, more importantly, the first-time users is a challenge. Showing examples of passwords, and user-assisted learning is a better approach to educate the user. Users
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Approach and Contributions
In this paper, we address the problem of enforcing password policy by helping users choose a password. We take an approach that combines 'education', 'monitoring', and 'usability-aware enforcement', with the goal of guiding a user during the password selection process. Our framework, called iPass, is simple, yet practical in addressing the conflicting goals of security and usability. Our main contributions are listed below.
• We have developed a web-based framework, called iPass, to help users create secure passwords
• We have developed a technique that automatically suggests new passwords, and another that requires user participation to improve password strength
• We have proposed a novel technique based on pareto-efficiency to balance security and usability requirements 2 The iPass Framework Figure 4 shows the conceptual model of our iPass framework. Through education, and display of the policy and relevant guidelines conveniently to the user, we try to make users aware of how passwords can be secured. Our goal would be to guide a user to creating a secure password. As we will show in the later sections, monitoring the password and reporting potential vulnerabilities is also important. Our goal in monitoring is two fold, (1) making sure that the passwords comply with the policy, and (2) giving a feedback to the user based on the current strength (and vulnerabilities) of the password. Since this framework addresses multiple conflicting goals (usability and the security of passwords), we extend the approach to make it tunable to user satisfaction level.
Design and Implementation
We have designed and implemented a prototype implementation of our iPass framework. This password suggestion service is available at [11] . As stated earlier about iPass framework, we wish to educate the user while the password is being created. During a demonstration [12] we found this simple approach of displaying guidelines and standard and providing appropriate feedback to be quite effective. This system is implemented mainly using Python programming language, and TurboGears [19] framework for Windows XP. This minimizes the difficulty of installing and demonstrating the application. A detailed guide can be found here [11] . This service can also be run with TurboGears server as a stand-alone web server on a laptop PC.
Security Requirements
The security requirements comprise of the password policy, guidelines, and standard. These items are shown to the user on the same page, before any input is received from the user -this is the 'education' part of our approach.
The password policy and the standards remain static and can be developed off-line. In many organizations, the policy development is done in multiple stages. It is important to display the main parts of the policy (the objective, audience, approvals, and definitions) on the registration page itself, rather than provide hyper-links as in [8] , since the user may avoid reading them. The guidelines are the most important part in helping a user to create a secure password. In our approach, we first display a default guideline, which may include examples of some bad, simple, and strong passwords. It also includes 2-3 examples of secure passwords that are consistent with the password policy. At least 1 such password is just consistent with the standard, which means that it is sufficiently strong and also meets the standard shown to the user. Other passwords, are also secure but go beyond the standard recommended. Here there is room to make use of meaningful words or sentences that will serve as secure, yet easy-to-remember passwords.
It also worth noting that the guidelines are not static, they are updated as a function of the user input. When we detect that the a password does not meet the standard, or it is weak in strength, we provide various password suggestions. The user may choose from one of the suggested passwords, or provide a completely new password. We explore 6 techniques for password suggestion as described in Section 2.4. We believe that our technique recognizes a user's effort in creating passwords, contrary to the approach where a password maybe just rejected since it did not meet the standard. We haven't come across any work that suggests passwords based on the user input.
Password Policy
The following policy is used in our implementation:
• Users must have a unique username and password that obey the rules of the company (online service provider) • Users must not share their password with anyone, including customer service professionals
• The password must not be stored in written, plain text or any readable form We used the following standard for our prototype implementation:
• Password must be at least 8 characters and cannot be more than 15 characters • Password cannot contain white spaces
Guidelines
The default guidelines we present to the user are:
• Try to use at least 8 characters, the more characters the better really, but you do not want your password too long that makes it hard to memorize. Try to use at most 15 characters for your password.
• Try to use a random mixture of characters, upper and lower case, numbers, symbol, and punctuation.
• Try to create password from one phrase by changing the number, moving the symbols, changing to capital letter or the punctuation mark.
• Try not to repeat a single word twice, for example: 'bearbear'
• Try not to use a reverse a dictionary word, for example: 'raeb'
• Try to create a password that can be typed quickly to reduce shoulder-surfing.
• Try to create a password that you can remember so that you do not need to write it in any readable form.
Password Strength Validation
We have developed a validator that checks that the given password meets the standard, and determines the password strength. The validator is also able to perform sanity checks to ensure that the password does not contain personal information, such as last name, first name, social-security number or the credit-card number. Our validator is extendable, and we plan to add more rules to check for if passwords contain commonly obtainable information, such as spouse's name or city name. Current heuristic algorithm determines strength between 1-10. Another direction is to use Shannon entropy [17] to estimate the password strength. The password strength serves two purposes. First, based on the password strength only passwords that meet a certain threshold τ are suggested to users. All passwords that have strength < τ are not considered as candidate passwords. This ensures that our security requirement is met. Second, the password strength can determine how early to remind the users to update the passwords. As shown in Section 2.6 we combine this measure and the user satisfaction to estimate an interval -the users are asked to update their passwords after this interval. The intuition is that stronger password passwords may be updated less frequently than the weaker ones.
Password Suggestions
As described earlier, our framework suggests improvements to passwords if they do not meet the standards or if the user requests computer-assistance. We have explored 6 heuristics to suggest such passwords.
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For example, assuming K = 100, a user who just created a password with σ = 5 and C = 10, will be reminded after 50 days that the password needs to be updated. Another user, who created a password with σ = 5 and C = 5 would be reminded after 100 days.
This technique is in lieu with our goals, since we do not wish to annoy users (especially users that have shown low customer-satisfaction) by requesting password updates often. Remember that online service providers are at a risk of losing their customers if they are dissatisfied, and more often than not, the competitors are happy to accept new users. Our technique is simple, yet effective in balancing the security and usability of the system.
We also allow the user to override the above estimate, and specify the number of days that he or she should be reminded for updating passwords. For example, some users may know that their password is secure enough, yet, they would like to update it often. In this case the user would ignore the estimate, and just specify the number of days after which a reminder will be set out.
AVG strength of all passwords
This makes the our job even easier, since the user himself has determined the future usability of the iPass system. Experiments
We conducted a user study to test the efficacy of our techniques. We asked 100 people from various backgrounds to compare our iPass tool [11] with Microsoft Password Checker [13] (MPC) and
Google Accounts [8] (GA). The users were asked to complete a survey after finalizing their password using each tool. As part of the survey the user's were asked to provide the final password string and the satisfaction-level during the password creating process. Only 90% of the users surveyed had little or no knowledge of what is the meaning of 'dictionary attack' or 'password strength', which shows that many Internet users are unaware of how make passwords more secure.
We can see from Figure 6 that users that used our iPass tool, selected the most secure passwords. This is mainly attributed to the fact that users received feedback and were able to modify their password, or choose one that they thought was strong enough. Moreover, only pareto-efficient passwords were selected by users.
We can see from Figure 7 that users thought that iPass was more user-friendly in helping them arrive at a password, as compared to the other two. Password checker does provide an online feedback, but without suggestions on improvement, it does not seem to please users in creating a better password.
The users were also asked -whether given a choice if they would like to use such a tool again during the email account creation process. Figure 8 shows that 90% of the iPass users were affirmative, implying that we were able to balance the security and usability requirements.
As far as the time to complete the process is concerned, iPass took slightly more time than others as seen in Figure 9 . This is mainly because of the time used to provide feedback and letting user's participate in the password selection process. We believe that the advantages of doing so however, out-weigh the disadvantages of using some extra time. This is reflected in the fact that most users still would prefer to use iPass.
Last but not the least, we measured the mean recall rate, which is the percentage of passwords that were correctly remembered by the participants after 1 week. The participants in the study were initially made to create between 3-5 new passwords. The users were discouraged from writing them down on paper, or using the same password for some other purpose during that 1 week period. Only passwords that met the standards were accepted as valid password. Passwords that did not meet the standards (as stated in Section 2.2.2) were modified by the transformation rules, and the user had to choose one of the suggested password. After successfully choosing a password, the user had to provide the options for password reminder as well. All users were then asked to re-type the passwords after 1 week. On an average the users took 50 seconds to create a password and complete the registration process. Users took between 2-6 seconds to re-type the password. Apart from the above experimental (group (a)), the same process was then repeated for 3 other groups, (b) a control group that was shown the password policy, but not allowed to use the iPass suggestion tool, (c) a group that only used Microsoft Password Checker, and (d) a group that used only Google Accounts for creating a new password. Figure 4 shows the recall rates, and average strength.
The recall rate only slightly improved when the users were allowed to make 2 attempts, instead of 1. In both cases, the group that used iPass techniques (and selected the pareto-efficient passwords) did much better. The control group had recall rate much better than MPC since they were given the standard, and guidelines that would help them create good passwords. We suspect that technologysavvy users were able to create secure passwords in this case by just looking at some examples, but others either made a random character string or something that will be hard to remember. Choosing random characters improves strength, but affects the recall rate. Enforcing passwords is studied a ple, provides users with an optio Google [8] for example, provides meter'. There is also a password string and determine the strength do not achieve the goal of educati meter only tells, how strong the done to improve the strength. H serve the purpose of giving guid majority of users do not click on start using the services quickly. S and our schemes can be used in c Graphical passwords [18] , etc. but we do not compare our wor security risk and usability of text There is no work we have com and implemented from different perspectives. eB on to read about how to create passwords. Som a visual indication of the strength of a password d checker developed at Microsoft [13] that can h of the password. In our opinion, these techniq ing and forcing the users to create secure password password is, but gives no reasons or suggestion Help documents that can be read by only clickin delines, but do not explain or enforce the polic n the guidelines page, since they want to register Storing passwords in encrypted form is different conjunction with them. . and other techniques for authentication are rele rk with graphical passwords, since our work on t-based passwords. me across that tries to give a feedback to the us Figure 9 : Time taken by user to create a password reach the goal of creating a secure text password through education -starting with the initial choice of password string. Moreover, none of the schemes address customer satisfaction. Our work is novel because we try to balance the goals of password policy and the customer satisfaction (or usability) of the system.
Conclusion
We have developed a framework, called iPass, which can balance usability and security requirement of passwords. Currently our tool can be used to assist in password policy implementation, as well as a guide to select secure passwords. We have explored some important areas in this direction, including education and notion of optimality. Our user study shows that iPass is effective in helping users choose stronger passwords, as well as maintain higher usability. As part of future work, we would like to integrate this tool with email or other kind of registration services.
