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Povzetek
V diplomskem delu so predstavljene programske resˇitve pri razvoju programa
Electra za nacˇrtovanje nadzemnih elektroenergetskih vodov. Na tipicˇnem pri-
meru je predstavljena tudi uporaba programa Electra.
V uvodu so podani motivi za razvoj programa Electra ter problematika, ki
jo program naslavlja in resˇuje.
V drugem poglavju so predstavljene tehnologije in programska orodja, ki
smo jih uporabili pri razvoju aplikacije, ter platforme, na katerih se program
Electra izvaja.
V tretjem poglavju je nekoliko podrobneje predstavljeno podrocˇje, ki se
ukvarja z nacˇrtovanjem nadzemnih elektroenergetskih vodov. Na kratko so
opisane nekatere obstojecˇe resˇitve, ki to problematiko naslavljajo. Predsta-
vljen je tudi osnovni namen aplikacije Electra ter zahtevana funkcionalnost.
V cˇetrtem poglavju sta podrobneje predstavljena razvoj ter delovanje aplika-
cije. Predstavljena je implementacija uporabniˇskega vmesnika s poudarkom
na interaktivni risbi. Opisani so implementacija podatkovnega sloja apli-
kacije ter razredi za realizacijo numericˇnih izracˇunov. Podane so teoreticˇne
osnove za izracˇun povesne verizˇnice. V sklepnem delu cˇetrtega poglavja je
opisan sˇe tipicˇen potek uporabe programa, kjer je skozi uporabniˇski vmesnik
predstavljena uporaba implementirane funkcionalnosti.
V zakljucˇnem poglavju so predstavljene sklepne ugotovotve ter nekatere mozˇ-
nosti izboljˇsav.
Kljucˇne besede: nacˇrtovanje, projektiranje, nadzemni elektroenergetski
vodi, Autocad, C++, ObjectArx, Electra

Abstract
In the thesis we present some technical solutions concerning the development
of program Electra, which is used for overhead power lines planning and de-
sign. We also describe a typical example for the usage of Electra program.
We start with the motives for the development of the program and the issues
Electra addresses and solves .
In the second chapter the technology and program tools that were used for
the development of application and the platforms on which the Electra pro-
gram runs are given.
Chapter No.3 presents the field that deals with overhead power lines planning
and construction. Some actual software solutions available on the market
that adress the problem are briefed as well. The basic purpose of Electra
application is presented as well as the demanded functionality of it.
In the fourth chapter the development and functioning of application are
detailed. The implementation of user interfaces with the stress on the inter-
active drawing is shown here alongside with the implementation of the data
layer of application and the classes used for numerical calculations. Theo-
retical basis for catenary calculation is given. The second half of chapter
No.4 contains a description of typical process for program usage. The use of
implemented functionality is presented through the user interface.
We conclude with the final establisments and some possible improvements.
Keywords: planning, design, overhead power lines, Autocad, C++, Ob-
jectArx, Electra

Seznam uporabljenih kratic in
simbolov
• MFC (angl. Microsoft Foundation Classes) - Microsoftovi temeljni ra-
zredi sestavljajo knjizˇnico C++ razredov, ki ponuja objektno orienti-
rano ovojnico za vecˇino vmesnika Windows API.
• ARX (angl. Autocad Runtime eXtension) - razsˇiritve v cˇasu izvajanja
programa Autocad. Programski vmesnik do teh razsˇiritev je Objec-
tArx.
• BRX (angl. Bricscad Runtime eXtension) - razsˇiritve v cˇasu izvajanja
programa Bricscad. Programski vmesnik do teh razsˇiritev je BRX API.
• CAD (angl. Computer Aided Design) - racˇunalniˇsko podprto nacˇrtovanje
• API (angl. Application Programming Interface) - programski vmesnik
• XML (angl. Extensible Markup Language) - razsˇirljiv oznacˇevalni jezik
• DWG (angl. DraWinG) - binarna datoteka za shranjevanje podatkov in
metapodatkov o 2D in 3D nacˇrtih.Sluzˇi kot osnovna podatkovna baza
za sˇtevilne CAD platforme, med drugim tudi Autocad in Bricscad.
• CUI (angl. Custom User Interface) - sistem za prilagajanje uporabniˇskih
menijev in trakov v CAD programih po meri uporabnika ali uporabniˇskih
programov.

Poglavje 1
Uvod
Elektroenergetsko omrezˇje sluzˇi kot prenasˇalec elektricˇne energije od mesta
proizvodnje do mesta porabe. Ker je v vecˇini primerov mesto porabe precej
oddaljeno od mesta proizvodnje, se je pojavila potreba po elektricˇnih daljno-
vodih, ki so v nasˇem prostoru najpogosteje realizirani kot nadzemni elektro-
energetski vodi. Nadzemni elektroenergetski vod je gradbeni objekt, ki je v
grobem sestavljen iz vodnikov, izolatorskih sklopov in podpornih drogov s te-
melji. Nas bodo v pricˇujocˇem diplomskem delu bolj kot elektricˇne znacˇilnosti
daljnovoda zanimale mehanske znacˇilnosti ter umestitev v prostor. Mehan-
ske znacˇilnosti so dolocˇene predvsem s podpornimi drogovi, obremenjenimi
z vodniki in naravnimi dejavniki okolja, umestitev v prostor pa je pogojena
s konfiguracijo terena, poseljenostjo ter namembnostjo zemljiˇscˇ, po katerih
poteka, kakor tudi s sprejemanjem kompromisov med raznimi druzˇbenemi
in ekonomskimi interesi in seveda s cˇim nizˇjimi strosˇki izgradnje, obrato-
vanja in vzdrzˇevanja. Ob vsem nasˇtetem je potrebno uposˇtevati sˇe stroge
standarde, ki z dolocˇili zajemajo podrocˇja od varstva okolja in narave, pro-
storskega nacˇrtovanja in elektromagnetnega sevanja, pa do cˇisto gradbenih
dolocˇil, ki morajo uposˇtevati obremenitve drogov in vodnikov v odvisnosti od
pricˇakovanih podnebnih pogojev ter od uporabljenih materialov. Vse z name-
nom zagotavljanja zanesljivega in trajnega obratovanja nadzemnega elektro-
energetskega voda ob uposˇtevanju vse predpisane zakonodaje. Nacˇrtovanje
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nadzemnih elektroenergetskih vodov zato zˇe dolgo ni vecˇ trivialen proces in
nicˇ nenavadnega torej ni, da se je ob razvoju, predvsem racˇunalniˇske teh-
nologije, pojavila potreba po uporabi programskih orodij, ki bi omogocˇala
lazˇjo, hitrejˇso, fleksibilnejˇso in kar najbolj avtomatizirano izdelavo projekta
ter predpisane projektne dokumentacije za izgradnjo nadzemnih elektroener-
getskih vodov. V slovenskem prostoru vse do druge polovice devetdesetih let
prejˇsnjega stoletja ni bilo racˇunalniˇske programske opreme, ki bi resˇevala to
problematiko. Podjetje ”CGS plus” je konec devetdesetih let v sklopu svojih
programskih resˇitev za nacˇrtovnje infrastrukturnih objektov izdalo modul za
izris vzdolzˇnih profilov daljnovodov v programu Autocad. Od takrat pa vse
do sedaj je bil ta modul za marsikaterega projektanta nadzemnih elektroener-
getskih vodov nadvse dobrodosˇel in koristen pripomocˇek, ker pa so dandanes
potrebe postale vecˇje in drugacˇne, racˇunalniˇska tehnologija pa omogocˇa vecˇ
v krajˇsem cˇasu, se je tudi v podjetju ”CGS plus” pojavila potreba po izde-
lavi sodobnejˇsega programa. Kot razvijalcu v podjetju ”CGS plus” mi je bil
zaupan razvoj novega programa in glavne funkcionalnosti, ki sem jih razvil,
sem se odlocˇil opisati v tem diplomskem delu.
Moj cilj je bil program, ki bo omogocˇal dinamicˇen in medsebojno povezan
vnos in urejanje tlorisne trase daljnovoda, kot tudi vzdolzˇnega poteka daljno-
voda ter sprotne izracˇune in izrise projektiranega stanja tako v tlorisu trase,
kot tudi v vzdolzˇnem poteku ter pripadajocˇih tabelah. Podprto mora biti
vnasˇanje in urejanje podpornih drogov in vodnikov tako v tlorisu trase kot
v vzdolzˇnem poteku, pri tem pa se morajo poteki vodnikov v obliki povesne
verizˇnice in natezne sile, ki delujejo na drogove, racˇunati sproti ob vsaki spre-
membi daljnovoda. Potek terena v prikazu vzdolzˇnega poteka mora v vsakem
trenutku ustrezati projekciji trase na digitalni relief modela, po katerem trasa
poteka.
Zastavljen cilj sem v okviru tega diplomskega dela dosegel tako, da sem
razvil program, ki deluje na platformah Autocad in Bricscad ter uporablja
risbo DWG za izris, vnos, urejanje in hranjenje podatkov o daljnovodu. Za
dinamicˇnost in sprotno racˇunanje ter prikaz sem uporabil funkcionalnosti Au-
3tocada in Bricscada, ki omogocˇata prozˇenje reaktorjev in sprotno racˇunanje
in predogled izrisa glede na trenutni polozˇaj kazalca miˇske. Program sem za-
snoval kot modul programske opreme za nizkogradnjo ”CGS Infrastructure
Design Suite” podjetja ”CGS plus” zato sem lahko uporabil tudi marsikatero
funkcionalnost iz obstojecˇih modulov za nacˇrtovnje infrastrukturnih objek-
tov.
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Poglavje 2
Uporabljene tehnologije in
orodja
Aplikacija za nacˇrtovanje nadzemnih elektroenergetskih vodov Electra je bila
v celoti izdelana v programskem jeziku C++ z uporabo razvojnega okolja Vi-
sual Studio 2010. Za izdelavo pogovornih oken ter za delo s tekstovnimi nizi
in podatkovnimi tabelami je bila uporabljena Microsoftova knjizˇnica MFC.
Program je zasnovan za delovanje na platformah CAD, od katerih sta pod-
prti Autocad in Bricscad. Programski modul se v obliki dinamicˇne knjizˇnice
nalozˇi v ustrezno CAD platformo, na kateri se potem izvaja in deluje kot
njena ekstenzija. V ta namen je potrebno pri razvoju uporabiti ustrezno
knjizˇnico kot programski vmesnik za interakcijo z izbrano platformo, in si-
cer Object ARX za platformo Autocad ter BRX API za Bricscad. Program
Electra je zasnovan kot modul v okviru programskega paketa za nizkogra-
dnjo ”CGS Infrastructure Design Suite” podjetja ”CGS plus”, zato za svoje
delovanje uporablja tudi nekatere funkcionalnosti, ki se nahajajo v skupnem
jedru vseh modulov.
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2.1 C++
C++ je splosˇno namenski programski jezik, ki se prevede v strojni jezik,
kar pomeni veliko hitrejˇse izvajanje aplikacij v primerjavi s tistimi, ki so
napisane v jeziku, ki se interpretira. Omogocˇa proceduralen ali objektno
usmerjen programski pristop, zato je izredno fleksibilen za uporabo in kot tak
sˇe vedno eden najbolj priljubljenih in uporabljanih programskih jezikov. Tudi
programa Autocad in Bricscad ter njuni programski knjizˇnici ObjectARX in
BRX API so napisani v programskem jeziku C++, tako da je za kvaliteten
razvoj programske opreme za te platforme uporaba programskega jezika C++
zelo priporocˇljiva.
2.2 Microsoft Visual Studio 2010
Microsoft Visual Studio je integrirano razvojno okolje, ki se uporablja za
razvoj konzolnih aplikacij in aplikacij z graficˇnim uporabniˇskim vmesnikom.
Vkljucˇuje urejevalnik izvorne kode, urejevalnik graficˇnega uporabniˇskega vme-
snika, integrirani razhrosˇcˇevalnik ter prevajalnik. Poleg tega vkljucˇuje sˇe celo
vrsto dodatnih razvojnih orodij, ki proces razvoja, razhrosˇcˇevanja in testira-
nja sˇe dodatno olajˇsajo ter pospesˇijo. Namenjen je razvoju aplikacij, ki se
izvajajo v okoljih Microsoft Windows, Windows Mobile, Windows CE, .NET
Framework ter Microsoft Silverlight. Podpira razvoj v razlicˇnih programskih
jezikih. Za namen te diplomske naloge sem ga uporabljal kot razvojno okolje
za programski jezik C++.
2.3 MFC
Knjizˇnica MFC ponuja objektno orientirano ovojnico za vecˇino program-
skega vmesnika Windows API v obliki C++ razredov. Razredi so definirani
za sˇtevilne Windows objekte, okna ter navadne gradnike. Knjizˇnica MFC je
zelo uporabna tudi za delo s tekstovnimi nizi ter podatkovnimi tabelami in se-
znami. Kljub nekaterim pomanjkljivostim je njena uporaba zelo priporocˇljiva
2.4. AUTOCAD 7
za razvoj programov na platformah Autocad in Bricscad, saj imata oba upo-
rabniˇski vmesnik narejen s knjizˇnico MFC. Poleg tega so sˇtevilni razredi v
njunih knjizˇnicah Object ARX in BRX API izpeljani neposredno iz MFC
razredov.
2.4 Autocad
Autocad je racˇunalniˇska aplikacija podjetja Autodesk, ki je namenjena 2D
in 3D racˇunalniˇsko podprtemu nacˇrtovanju. Deluje na operacijskih sistemih
Microsoft Windows in Mac OS, od leta 2010 pa obstaja tudi kot mobilna
aplikacija za Android. Autocad podpira sˇtevilne programske vmesnike za
prirejanje in avtomatizacijo, med katerimi je najbolj uporabljan in razsˇirjen
ObjectARX. Zaradi tega dejstva Autocad zˇe dolgo ni vecˇ samo samostojni
program, ampak je tudi platforma za sˇtevilne aplikacije.
2.5 Bricscad
Bricscad je racˇunalniˇska aplikacija podjetja Bricsys, ki je namenjena 2D in
3D racˇunalniˇsko podprtemu nacˇrtovanju. Je v vecˇini najpogostejˇsih funkci-
onalnosti povsem enakovredna Autocad-u. Enako velja za njen programski
vmesnik BRX API. Zaradi precej nizˇje cene je vedno pogostejˇsa alternativa
Autocad-u.
2.6 ObjectARX
ObjectARX je programski vmesnik za prirejanje, avtomatizacijo in razsˇiritve
programa Autocad. Sestavljajo ga glave z deklaracijami ter knjizˇnice, ki se
uporabijo za generiranje datotek Windows DLL s koncˇnico arx, ki se lahko
nalozˇijo v proces Autocad-a in omogocˇajo vzajemno delovanje z aplikacijo
Autocad. Ravno tako omogocˇa direkten dostop do podatkovnih struktur
Autocad-a in njegovega graficˇnega sistema.
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2.7 BRX API
BRX API je programski vmesnik, ki je popolnoma enakovreden program-
skemu vmesniku ObjectARX, le da je narejen za Bricscad. (Za podrobnosti
glej ObjectARX)
2.8 CUI
CUI je je Autocad-ova tehnologija, ki omogocˇa prilagajanje menijev in trakov
potrebam uporabnika. To tehnologijo so privzeli tudi nekateri ostali programi
CAD, med drugimi tudi Bricscad.
2.9 Programska oprema ”CGS Infrastructure
Design Suite”
”CGS Infrastructure Design Suite” je programska oprema podjetja CGS plus,
ki je namenjena nacˇrtovanju infrastrukturnih objektov. V programski paket
so vkljucˇeni sledecˇi programski moduli:
• PLATEIA za nacˇrtovanje cest
• FERROVIA za nacˇrtovanje zˇeleznic
• AQUATERRA za nacˇrtovanje in urejanje regulacij vodotokov
• AUTOPATH za nacˇrtovanje zavijalnih krivulj in analize prevoznosti
• ELECTRA za nacˇrtovanje nadzemnih elektroenergetskih vodov
Programska oprema ”CGS Infrastructure Design Suite” deluje na platformah
Autocad in Bricscad.
Poglavje 3
Opis problema
3.1 Problematika nacˇrtovanja nadzemnih ele-
ktroenergetskih vodov
Da bi razvili kvaliteten program za nacˇrtovanje nadzemnih elektroenergetskih
vodov, moramo seveda poznati problematiko, s katero se srecˇujejo projek-
tanti. Projektant dobi nalogo speljati daljnovod iz zahtevane zacˇetne tocˇke
v zahtevano koncˇno tocˇko. Pri tem ima vnaprej dolocˇen koridor, po ka-
terem mora potekati trasa daljnovoda. Iz geodetskih sluzˇb dobi posnetke
obstojecˇega terena, po katerem naj bi potekala trasa daljnovoda. Geodetski
posnetki so dandanes v elektronski obliki, predstavljeni kot mnozˇica viˇsinskih
tocˇk, iz katerih se lahko kasneje z razlicˇnimi namenskimi racˇunalniˇskimi
orodji generira digitalni model terena. Generirani digitalni model terena se
najpogosteje uporabi v razlicˇnih CAD orodjih, kjer je prikazan kot mnozˇica
trikotnikov, ki tvorijo povrsˇino reliefa, ali pa kot mnozˇica plastnic, ki po-
vezujejo tocˇke reliefa z enako nadmorsko viˇsino. Ta relief potem sluzˇi kot
osnova za dolocˇanje viˇsinskega poteka trase daljnovoda, ki se dobi tako, da
se zacˇrtana trasa projecira na povrsˇino. Ker bomo v nadaljnem besedilu
vecˇkrat uporabili pojem stacionazˇa, velja na tem mestu zapisati njegov po-
men. Stacionazˇa je merska lestvica za oznacˇevanje dolzˇinskih polozˇajev na
trasi z opredeljenim zacˇetkom, zacˇetno vrednostjo in smerjo. Ko ima pro-
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jektant definiran tlorisni potek trase ter viˇsinski potek trase, lahko zacˇne
na traso postavljati podporne drogove ter nanje napenjati ustrezne vrvi. V
grobem locˇimo tri vrste drogov, in sicer zatezne, kotne in nosilne. Vodnike
oziroma vrvi se napenja med dva zatezna ali kotna droga, s cˇimer se ustvari
zatezno polje. Vmes se za podporo vodnikov postavlja nosilne drogove, ki pa
nimajo zatezne funkcije, ampak sluzˇijo le za nosˇenje vodnika. Na postavljene
drogove je nato potrebno skozi definirane tocˇke obesiˇscˇa napeljati sˇe zahte-
vane elektricˇne vodnike, ki nastopajo v obliki vrvi razlicˇnih tipov in sestav.
Uposˇtevati je potrebno, da dobi vsaka vrv, ki je napeta med dvema zate-
znima drogovoma in podprta z nosilnimi drogovi, obliko povesne verizˇnice,
katere oblika je odvisna od specificˇne tezˇe vrvi, faktorja elasticˇnosti, preseka
vrvi ter dodatnega zimskega bremena. Povesno verizˇnico je potrebno izri-
sati za primer najvecˇjega povesa, saj je pri nacˇrtovanju daljnovoda potrebno
uposˇtevati predpisane minimalne varnostne razdalje med vodniki in terenom
oziroma obstojecˇimi objekti. Ko projektant z uposˇtevanjem vseh omenje-
nih predpisov in omejitev zacˇrta trasni potek ter vzdolzˇni potek nadzemnega
elektroenergetskega voda, s tem delo sˇe ni zakljucˇeno. Za projektirano traso
mora izdelati sˇe tabelo vzdolzˇnega profila z vsemi kotami in stacionazˇami
daljnovoda, trasni nacˇrt daljnovoda ter nazadnje sˇe montazˇne sheme, kjer so
za vsako zatezno polje in za vsak vodnik natancˇno izracˇunane vse natezne
napetosti ter povesi vodnikov pri vseh temperaturah od −20 ◦C do +40 ◦C
stopinj celzija, pri −5 ◦C pa sˇe za primer dodatnega zimskega bremena na
vodnikih. Treba je poudariti, da je pri vsaki spremembi na trasi daljnovoda,
polozˇajev drogov, tipov vrvi ali kateregakoli drugega parametra, potrebno
ponovno izrisati vse situacijske in vzdolzˇne poteke ter ponovno izpolniti vse
pripadajocˇe tabele ter opraviti nove izracˇune vseh podatkov v montazˇnih she-
mah. Opisana problematika je zelo zgovoren motiv za izdelavo programa, ki
bi lahko kar najvecˇji del opisanega procesa avtomatiziral, pospesˇil in omogocˇil
cˇimbolj intuitivno in pregledno izdelavo in vzdrzˇevanje nacˇrta nadzemnega
elektroenergetskega voda.
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3.2 Obstojecˇe resˇitve
V Sloveniji si projektanti pri nacˇrtovanju nadzemnih elektroenergetskih vo-
dov pomagajo z razlicˇnimi orodji. Za manjˇse nizkonapetostne in srednje-
napetostne daljnovode velikokrat uporabljajo locˇene programske pripomocˇke
za racˇunanje povesov vodnikov, nateznih sil in ostalih podatkov, potrebnih
za izdelavo montazˇnih shem in vzdolzˇnih potekov. Na osnovi teh podatkov
morajo nato v enem izmed programov CAD narisati vzdolzˇne poteke, ki jih
zahteva projektna dokumentacija. V tem smislu ne moremo govoriti o pra-
vem programskem orodju za nacˇrtovanje, saj taksˇni pripomocˇki ne delujejo
med seboj povezano nad enotnimi in trajnimi podatki daljnovoda z mozˇnostjo
vizualizacije, ampak ponavadi sluzˇijo le za opravljanje izracˇunov posameznih
parametrov. Seveda pa se za nacˇrtovanje vecˇjih in kompleksnejˇsih daljnovo-
dov, najvecˇkrat visokonapetostnih, uporablja ena izmed profesionalnih pro-
gramskih oprem. Na svetovnem trgu je kar nekaj programskih resˇitev, ki se
spopadajo s problematiko nacˇrtovanja nadzemnih elektroenergetskih vodov,
ki pa se zelo razlikujejo po kompleksnosti in obsezˇnosti. Na tem mestu jih
bom nasˇtel le nekaj.
PLS-CADD je eno izmed najprofesionalnejˇsih in najbolj razsˇirjenih program-
skih orodij na svetovnem trgu, je pa tudi eno izmed najdrazˇjih, zato se pona-
vadi uporablja le za projektiranje najvecˇjih in najkompleksnejˇsih nadzemnih
elektroenergetskih omrezˇij. Omogocˇa integracijo z GIS sistemi, napredno 3D
vizualizacijo ter mozˇnost izvoza podatkov v programska orodja CAD. Pro-
gramska oprema je izdelek ameriˇskega podjetja Powerline systems. [5]
CATAN je produkt avstralskega podjetja Alliance Power and Data (APD).
Gre za relativno preprost program, ki je namenjen nacˇrtovanju manj komple-
ksnih daljnovodov. Omogocˇa vecˇino najosnovnejˇsih izracˇunov, ki se izvajajo
med samim urejanjem. Za vizualizacijo ima vgrajen svoj graficˇni vmesnik ter
omogocˇa izvoz podatkov v DXF. [6] Iz Avstralije prihajata tudi programa
LIVEWIRE ter Poles ‘n’ Wires, ki sta po kompleksnosti in funkcionalnosti
primerljiva s programom CATAN. Oba omogocˇata izvoz vzdolzˇnega poteka
v DXF za kasnejˇso vkljucˇitev v enega izmed programov CAD. [7] [8] Slo-
12 POGLAVJE 3. OPIS PROBLEMA
venski predstavnik programa za nacˇrtovanje nadzemnih elektroenergetskih
vodov je modul za nacˇrtovanje vzdolzˇnih potekov nadzemnih elektroenerget-
skih vodov podjetja CGS plus, ki je predhodnik programa, ki smo ga razvili
v okviru pricˇujocˇe diplomske naloge. Program omogocˇa izris vzdolzˇnega po-
teka direktno v risbi CAD. Omogocˇa izracˇun povesne verizˇnice, vendar le
za en vodnik za vsak vzdolzˇni potek. Omogocˇa tudi generiranje montazˇnih
tabel v tekstovni obliki. Omejitev programa je, da ne omogocˇa dinamicˇnega
spreminjanja vzdolzˇnega poteka in trase daljnovoda, ter to, da se parametri
daljnovoda ne izracˇunavajo sproti med samim vnasˇanjem drogov, ampak je
potrebno izracˇune poganjati posebej. Te omejitve so bile tudi glavni vzrok
za zasnovo novega programa, v katerem smo te pomanjkljivosti odpravili,
hkrati pa razvili nove funkcionalnosti in nadgradili obstojecˇe.
3.3 Namen aplikacije in zahtevana funkcio-
nalnost
Novo aplikacijo za nacˇrtovanje nadzemnih elektroenergetskih vodov ”Elec-
tra” smo razvili z namenom, da bi projektantom omogocˇili cˇimbolj avtoma-
tizirano in interaktivno izdelavo in vzdrzˇevanje nacˇrta trase ter vzdolzˇnega
poteka daljnovoda. Aplikacija je namenjena izdelavi gradbenega dela pro-
jektnega nacˇrta za daljnovod in za samo umestitev daljnovoda v prostor.
Zahtevana funkcionalnost aplikacije:
• delovanje na platformah Autocad in Bricscad
• mozˇnost vnosa trase na digitalni relief terena in avtomatsko projiciranje
trase na povrsˇino
• mozˇnost avtomatskga izrisa vzdolzˇnega poteka daljnovoda, na podlagi
vnesˇene trase
3.3. NAMEN APLIKACIJE IN ZAHTEVANA FUNKCIONALNOST 13
• avtomatska postavitev zacˇetnega in koncˇnega zateznega droga ter vseh
kotnih drogov na vsako tocˇko, kjer trasa spremeni smer
• mozˇnost vnosa dodatnih zateznih ali nosilnih drogov, tako v situativ-
nem, kot v vzdolzˇnem pogledu
• mozˇnost definiranja poljubnega sˇtevila vodnikov in njihovih obesiˇscˇ na
vsakem zateznem polju
• avtomatski izracˇun in izris poteka vodnikov v vzdolzˇnem pogledu v
obliki povesne verizˇnice ter prikaz varnostne viˇsine
• Vsak premik polilinije, ki predstavlja potek trase v situativnem po-
gledu, se mora avtomatsko odrazˇati v ustrezno spremenjenem vzdolzˇnem
poteku daljnovoda.
• mozˇnost interaktivnega dolocˇanja stacionazˇe drogov z vlecˇenjem miˇske
in sproten prikaz povesov vseh definiranih vrvi
• avtomatska izdelava in azˇuriranje podatkov v tabeli vzdolzˇnega poteka
• mozˇnost izracˇuna in izdelave predpisanih montazˇnih tabel v obliki te-
kstovnih datotek
14 POGLAVJE 3. OPIS PROBLEMA
Poglavje 4
Razvoj in delovanje aplikacije
4.1 Uporabniˇski vmesnik
Uporabniˇski vmesnik programa Electra sestavljajo meniji in orodni trak, po-
govorna okna, ukazna vrstica ter interaktivna risba. Ravno z implementacijo
interaktivne risbe smo nadgradili klasicˇne elemente uporabniˇskega vmesnika
in dosegli zˇeljeno dinamicˇnost in preglednost pri delu s programom, zato
bomo v nadaljevanju razvoju tega elementa uporabniˇskega vmesnika name-
nili najvecˇ pozornosti.
4.1.1 Meniji in orodni trak
Prvi od nacˇinov interakcije s programom je uporaba menijev in orodnega
traku. Meni ter orodni trak programa Electra sta vgrajena v sklop menijev
CGS Infrastructure Design Suite. Autocad platforma omogocˇa kreiranje ter
umesˇcˇanje menijev in orodnega traku med ostale Autocadove menije in oro-
dne trakove. To je omogocˇeno preko Autocadovega sistema za prilagajanje
uporabniˇskega vmesnika CUI. Do orodja za urejanje menijev in orodnih tra-
kov dostopamo tako, da prek ukazne vrstice programa Autocad pozˇenemo
ukaz CUI. Pojavi se uporabniˇski vmesnik, v katerem lahko ustvarjamo nove
menije in orodne trakove ali pa prilagajamo obstojecˇe. Omogocˇeno nam je
dolocˇanje celotnega izgleda menijev in orodnih trakov ter dolocˇanje ukazov,
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ki se pozˇenejo ob posamezni menijski izbiri. Imena funkcij, ki jih zˇelimo
poganjati iz menijev in orodnih trakov, moramo v programski kodi ostrezno
registrirati in izvoziti. V programskem vmesniku ObjectARX imamo v ta
namen pripravljen C++ makro. Na primeru 4.1 si lahko ogledamo, kako
smo izvozili funkcijo za urejanje drogov EL EDITPOST.
1 ACED ARXCOMMAND ENTRY AUTO( CElectraNewApp , CGSElectraNew , EL EDITPOST , EL EDITPOST,
ACRX CMD TRANSPARENT, NULL)
Primer 4.1: Registracija funkcije za dostopanje iz Autocada
Ustvarjeni skupek menijev in orodnih trakov shranimo v datoteko tipa cui,
ki jo nato distribuiramo skupaj s programom in ob zagonu nasˇega programa
v Autocadu z ustrezno lispovo proceduro tudi nalozˇimo. Datoteka cui je v
formatu xml, ki ga zna Autocad interpertirati in prikazati kot meni ali orodni
trak. V podrobnosti procesa ustvarjanja in kreiranja menijev ter zgradbe
datotek cui se v diplomski nalogi ne bomo spusˇcˇali.
4.1.2 Pogovorna okna
V programu Electra so pogovorna okna uporabljena za opravila kot so defini-
ranje drogov, definiranje vrvi, definiranje parametrov verizˇnic, shranjevanje
porocˇil in ostala opravila, kjer smo ocenili, da je pogovorno okno najprimer-
nejˇsa interakcija s programom. Za izdelavo pogovornih oken smo uporabili
funkcionalnosti za izdelavo uporabniˇskega vmesnika, ki ga ponuja program-
ski vmesnik ObjectARX. ObjectARX namrecˇ ponuja mnozˇico razredov AcUi
izpeljanih iz MFC razredov, s katerimi imamo mozˇnost implementirati upo-
rabniˇski vmesnik, ki je funkcionalno in vizualno konsistenten z Autocadovim
uporabniˇskim vmesnikom.[4] Razredi AcUi so kompatibilni z MFC razredi,
zato smo, kjer se nam je zdelo primerneje, uporabili kombinacijo obeh. V
programu Electra smo za implementacijo pogovornih oken uporabili sledecˇe
razrede:
• CAcUiDialog za implementacijo pogovornega okna
• CStatic za implementacijo staticˇnih tekstovnih nizov v pogovornem
oknu
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• CButton za implementacijo navadnih gumbov v pogovornem oknu
• CAcUiPickButton za implementacijo gumbov, ki vsebujejo sliko.
• CAcUiNumericEdit za implementacijo vnosnih polj, ki omogocˇajo av-
tomatsko preverjanje sˇtevilcˇnih vrednosti
• CAcUiEdit za implementacijo splosˇnih vnosnih polj v pogovornem oknu
• CComboBox za implementacijo padajocˇih izbirnih menijev v pogovor-
nem oknu
• CGridCtrl za implementacijo tabele znotraj pogovornega okna
4.1.3 Ukazna vrstica
Kljub temu da imamo na voljo vecˇ nacˇinov za vizualno bogat uporabniˇski
vmesnik, pa je za nekatera opravila sˇe vedno najprimernejˇsa in tudi najhi-
trejˇsa uporaba ukazne vrstice. Uporabniki Autocada zelo velik del interakcije
s programom opravijo preko ukazne vrstice, zato smo se je v nekaterih pri-
merih posluzˇili tudi v programu Electra. Za implementacijo interakcije prek
ukazne vrstice smo uporabili funkcije, ki jih nudi programski vmesnik Objec-
tARX [4]:
• acutPrintf za izpisovanje poljubnega teksta v ukazno vrstico
• acedGetInt za povprasˇevanje po celosˇtevilski vrednosti
• acedGetReal za povprasˇevanje po realni vrednosti
• acedGetDist za povprasˇevanje po razdalji
• acedGetAngle za povprasˇevanje po kotu
• acedGetPoint za povprasˇevanje po tocˇki
• acedGetKword za povprasˇevanje po kljucˇni besedi
• acedGetString za povprasˇevanje po tekstovnem nizu
• acedEntSel() za povprasˇevanje po entiteti
Funkcije za uporabnikov vnos vrednosti, ki imajo obliko acedGetXXX(),
pocˇakajo uporabnika, da vnese vrednost ustreznega tipa in vrnejo rezultat
v rezultirajocˇi argument. Pri uporabi teh funkcij lahko definiramo tudi po-
ljuben tekst, ki uporabnika povprasˇa po vrednosti preden pocˇaka na vnos.
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Podobno se obnasˇa tudi funkcija acedEntSel, ki povprasˇa in pocˇaka upo-
rabnika, da izbere ustrezno entiteto v risbi. Vecˇina funkcij za uporabnikov
vnos podpira vecˇ nacˇinov obnasˇanja, zato imamo na voljo funkcijo acedIni-
tGet(), ki jo z ustreznimi parametri poklicˇemo pred funkcijo za vnos ter tako
dolocˇimo njen nacˇin delovanja.[4] Primer uporabe ukazne vrstice pri interak-
ciji z uporabnikom je razviden na sliki 4.1, kjer je prikazan vnos tocˇk vzdolzˇ
trase, v katerih naj se tabelira viˇsina vrvi nad terenom.
Slika 4.1: Uporaba ukazne vrstice pri tabeliranju varnostne viˇsine.
4.1.4 Interaktivna risba
Uporaba menijev, trakov, ukazne vrstice in pogovornih oken je najbolj klasicˇen
nacˇin interakcije s programom, vendar pa si pri ustvarjanju in urejanju
tehnicˇnih risb velikokrat zˇelimo neposredne interakcije z vizualiziranimi po-
datki na zaslonu, saj je tako vsaj v prvi fazi nacˇrtovanja delo bolj intui-
tivno, manj zamudno in omogocˇa vecˇjo ustvarjalnost. Zagotavljanje taksˇnega
nacˇina dela je bil eden od nasˇih prednostnih ciljev pri izdelavi programa
Electra, zato smo se odlocˇili izkoristiti eno od poglavitnih prednosti uporabe
platforme CAD za izvajanje programa, ki je uporaba same risbe DWG za
uporabniˇski vmesnik, preko katerega so mogocˇi vnos, urejanje in vizualiza-
cija podatkov. Za realizacijo tega cilja smo uporabili razpolozˇljive vmesnike
in orodja, ki nam jih ponuja programski vmesnik ObjectARX. Ta vmesnik
nam ponuja poleg sˇevilnih osnovnih funkcij namenjenih vnosu, izbiri ali ure-
janju entitet tudi nekatere naprednejˇse funkcionalnosti, ki nam omogocˇajo
implementacijo bolj dinamicˇnih nacˇinov vnosa in urejanja podatkov. Od
slednjih smo mi uporabili Autocadove reaktorje in Jig.
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Vnos entitete
Program smo zasnovali tako, da se pri vnosu ali izracˇunu podatkov o daljno-
vodu hkrati tudi vnesejo vizualne reprezentacije teh podatkov v risbo. Ko na
primer vnesemo podatke o novem drogu daljnovoda, se na definirani staci-
onazˇi na osi v situaciji izriˇse krogec, v vzdolzˇnem profilu pa navpicˇna linija z
ustrezno viˇsino in definiranimi opisi. Podobno se pri izracˇunu verizˇnice izriˇse
polilinija, ki ponazarja potek povesˇenega vodnika in sˇe bi lahko nasˇtevali.
Elemente, ki so vnesˇeni v podatkovno bazo risbe DWG in imajo lastnost
graficˇnega prikaza v risbi, imenujemo entitete. Za programsko kreiranje in
vnos entitet v risbo smo uporabili razrede programskega vmesnika Objec-
tARX, ki so izpeljani iz razreda AcDbEntity. AcDbEntity je osnovni razred
za vse objekte podatkovne baze DWG, ki imajo graficˇno upodobitev. [4]
Nekaj tako izpeljanih razredov, ki smo jih mi najpogosteje uporabljali pri
izdelavi programa, je:
• AcDbLine za graficˇni prikaz linije
• AcDb3DPolyline za graficˇni prikaz polilinije v 3D prostoru
• AcDb2DPolyline za graficˇni prikaz polilinije v 2D prostoru
• AcDbCircle za graficˇni prikaz kroga
• AcDbText za graficˇni prikaz teksta
• AcDbBlockReference za graficˇni prikaz bloka, ki je sestavljen iz mnozˇice
poljubnih entitet in atributov, ali pa predstavlja kar drugo risbo DWG,
ki se prikazuje v trenutni risbi z definirano pozicijo in atributi.
Primer 4.2 prikazuje, kako z uporabo vmesnika ObjectARX programsko
izriˇsemo linijo v risbo DWG. Vidimo lahko, da je potrebno alocirati novo
instanco razreda AcDbLine z zacˇetno in koncˇno tocˇko ter jo dodati v bazo
DWG, natancˇneje v tabelo simbolov v zapis ACDB MODEL SPACE. Ko en-
titeto pripnemo v bazo, ji sistem dodeli unikatni kljucˇ tipa AcDbObjectId, ki
nam lahko v nadalje sluzˇi za dostop do te entitete in branje ter spreminjanje
njenih lastnosti.
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1 AcDbObjectId drawLine ( ) {
2 AcDbBlockTable ∗pBlockTable ;
3 AcDbLine ∗pLine (NULL) ;
4 AcDbBlockTableRecord ∗pBlockTableRecord ;
5 AcDbObjectId l i n e I d ;
6 AcGePoint3d s ta r tPt ( 3 . 0 , 5 . 0 , 0 . 0 ) , endPt ( 12 . 0 , 8 . 0 , 0 . 0 ) ;
7
8 pLine = new AcDbLine ( startPt , endPt ) ;
9 acdbHostAppl i cat ionServ i ce s ( )−>workingDatabase ( )−>getSymbolTable ( pBlockTable , AcDb : :
kForRead ) ;
10 pBlockTable−>getAt (ACDB MODEL SPACE, pBlockTableRecord , AcDb : : kForWrite ) ;
11 pBlockTable−>c l o s e ( ) ;
12 pBlockTableRecord−>appendAcDbEntity ( l i n e Id , pLine ) ;
13 pBlockTableRecord−>c l o s e ( ) ;
14 pLine−>c l o s e ( ) ;
15
16 return l i n e I d ;
17 }
Primer 4.2: Izris linije
Izbira entitete
Entitete, ki smo jih izrisali v risbo, nam ne predstavljajo samo izrisa elemen-
tov daljnovoda, temvecˇ tudi graficˇno ponazoritev vnesˇenih podatkov o nekem
elementu daljnovoda. Prvi korak k temu, da bi lahko posamezne objekte dalj-
novoda urejali interaktivno z miˇsko v risbi DWG, je omogocˇiti uporabniku
izbiranje entitet. To smo realizirali z uporabo funkcije acedEntSel, ki nam
omogocˇa, da v ukazno vrstico izpiˇsemo navodilo uporabniku, hkrati pa mu
vklopimo kazalec za izbiro entitete. Rezultat te funkcije je ime izbrane enti-
tete s pomocˇjo katerega lahko dobimo AcDbObjectId entitete, tega pa lahko
uporabimo za odpiranje entitete in branje ali spreminjanje njenih lastnosti.
1 AcDbObjectId Functions : : s e l e c t L i n e ( ) {
2 ads name eName ; ads po int pt ;
3 AcDbObject ∗pObj (NULL) ;
4 AcDbObjectId oid ; o id . s e tNu l l ( ) ;
5
6 i f ( acedEntSel ( T ( ”\ n I z b e r i l i n i j o : ” ) , eName , pt )==RTNORM) {
7 i f ( acdbGetObjectId ( oid , eName)==Acad : : eOk) { // Preberemo id od izbrane e n t i t e t e
8 // izbrano e n t i t e t o odpremo za branje
9 i f ( ( acdbOpenObject (pObj , oid , AcDb : : kForRead )==Acad : : eOk) && ( pObj!=NULL) ) {
10 i f (pObj−>isA ( ) !=AcDbLine : : desc ( ) ) { // I s the s e l e c t e d en t i t y an AcDbPolyline
11 oid . s e tNu l l ( ) ; //Ce e n t i t e t a n i AcDbLine , postavimo ob j e c t id na NULL
12 }
13 pObj−>c l o s e ( ) ; //Odprt objekt j e potrebno vedno z a p r e t i
14 }
15 }
16 } re turn oid ;
17 }
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Primer 4.3: Izbira linije
V primeru 4.3 lahko vidimo, kako smo z uporabo funkcije acedEntSel imple-
mentirali funkcijo za izbiro entitete tipa AcDbLine. Funkcija s sporocˇilom v
ukazni vrstici nagovori uporabnika, naj izbere linijo, pocˇaka na uporabnikovo
izbiro in nato preveri, cˇe je uporabnik izbral entiteto tipa AcDbLine. Cˇe je
temu tako, funkcija vrne ustrezen id. Na ekvivalenten nacˇin smo realizirali
tudi izbire drugih tipov entitet.
Reaktorji
Naslednja tehnologija, ki smo jo izkoristili za interaktivno delo z risbo, so
reaktorji. Reaktorji so neke vrste prekinitve, ki se prozˇijo ob dolocˇenih ak-
cijah nad autocadovimi objekti ali nad samo risbo DWG in njeno bazo. Mi
smo uporabili tip reaktorja, ki je vezan na entiteto in se prozˇi ob vsakem
njenem urejanju. Z njegovo uporabo smo dosegli, da se ob vsakem urejanju
polilinije, ki predstavlja traso daljnovoda, avtomatsko poklicˇejo funkcije za
ponoven preracˇun vseh podatkov daljnovoda ter posodobitev izrisa celotnega
vzdolzˇnega poteka vkljucˇno z drogovi in vodniki. S tem smo uporabniku
omogocˇili, da med enostavnim urejanjem autocadove polilinije sproti spre-
mlja, kako se spremembe trase odrazˇajo v vzdolzˇnem poteku daljnovoda. To
je ena od pomembnih prednosti programa Electra, saj omogocˇa uporabniku,
da v obcˇutno krajˇsem cˇasu opravi vecˇ iteracij urejanja trase daljnovoda in
tako prej pride do najustreznejˇse resˇitve.
1 c l a s s ElectraAxesModifyReactor : pub l i c AcDbObject
2 {
3 pub l i c :
4 ACRX DECLARE MEMBERS( ElectraAxesModifyReactor ) ;
5 ElectraAxesModifyReactor ( ) ;
6 void eLinkage ( AcDbObjectId i , i n t idx , double f =1.0) {mId=i ; mFactor=f ; m axisIdx=
idx ; } ;
7 void modi f ied ( const AcDbObject∗) ;
8 void openedForModify ( const AcDbObject∗) ;
9 Acad : : ErrorStatus dwgInFields ( AcDbDwgFiler∗) ;
10 Acad : : ErrorStatus dwgOutFields ( AcDbDwgFiler∗) const ;
11 Acad : : ErrorStatus dx f InF i e l d s ( AcDbDxfFiler ∗) ;
12 Acad : : ErrorStatus dxfOutFie lds ( AcDbDxfFiler ∗) const ;
13 p r i va t e :
14 AcDbObjectId mId ;
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15 double mFactor ;
16 i n t m axisIdx ;
17 AcGePoint3dArray ∗m prevPoints ;
18 } ;
19
20 BOOL addReactorToEntity ( AcDbObjectId oId , i n t idx ) ;
Primer 4.4: definicija reaktorja, ki se prozˇi ob spremembi trase
Na primeru 4.4 lahko vidimo, kako smo definirali reaktor, ki smo ga ve-
zali na polilinijo, s katero je izrisana trasa daljnovoda. Definirali smo ra-
zred ElectraAxesModifyReactor, ki je izpeljan iz osnovnega razreda AcDbO-
bject. Prekriti smo morali funkcije dwgInFields, dwgOutFields, dxfInFields
in dxfOutFields, ki se klicˇejo ob shranjevanju in nalaganju objekta. To nam
omogocˇa, da se nasˇ reaktor shranjuje v bazo DWG in bere iz nje skupaj
z entiteto, na katero smo ga vezali. Poleg teh funkcij pa imamo mozˇnost
prekrivanja sˇe sˇtevilnih notifikacijskih funkcij, ki se avtomatsko poklicˇejo ob
dolocˇeni spremembi statusa entitete. Mi smo prekrili in uporabili notifikacij-
ski funkciji openedForModify in modified. Prva se samodejno poklicˇe pred
vsako spremembo entitete, druga pa po vsaki spremembi entitete. V primeru
4.5 je komentirano, kako smo funkciji uporabili v nasˇem programu.
1 void ElectraAxesModifyReactor : : openedForModify ( const AcDbObject∗ pObj ) {
2 // pred vsako spremembo p o l i l i n i j e , k i p r e d s t a v l j a t r enutn i t l o r i s n i potek trase ,
3 // s i zapomnimo polo zˇ a j e vseh v o z l i sˇ cˇ p o l i l i n i j e , da bomo lahko o v r e d n o t i l i spremembo
4 //po kon cˇanem ure jan ju .
5 }
6 void ElectraAxesModifyReactor : : modi f ied ( const AcDbObject∗ pObj ) {
7 //Po kon cˇanem ure jan ju naredimo :
8 //−p r o j i c i r a n j e spremenjene t r a s e na d i g i t a l n i r e l i e f t e rena
9 //−pok l i cˇemo funkc i j o , k i na pod lag i pr imer jave spremenjene p o l i l i n i j e s shran jen imi
10 // polo zˇ a j i to cˇk pred urejanjem ,
11 // posodobi polo zˇ a j e ob s to j e cˇ ih drogov , po pot r eb i vnese nove
12 // t e r ponovno prera cˇuna potek vseh d e f i n i r a n i h vrv i
13 //−pok l i cˇemo f u n k c i j o za posodobitev podatkov v r a z p r e d e l n i c i vzdol zˇ nega p r o f i l a
14 }
Primer 4.5: Uporaba notifikacijskih funkcij openedForModify in modified
Ko imamo reaktor definiran, ga moramo samo sˇe vezati na izbrano entiteto,
v nasˇem primeru na polilinijo, ki predstavlja tlorisni potek trase. V ta namen
smo naredili funkcijo addReactorToEntity (glej Primer 4.6), ki vpiˇse reaktor
v ustrezen slovar baze DWG za podano os ter vezˇe reaktor na entiteto s po-
danim AcDbObjectId. To vezavo naredimo s funkcijo addPersistentReactor
programskega vmesnika ObjectARX [4].
4.1. UPORABNISˇKI VMESNIK 23
1 BOOL addReactorToEntity ( AcDbObjectId oId , i n t idx )
2 {
3 AcDbEntity ∗pEnt (NULL) ;
4 AcDbDictionary ∗pNamedObj(NULL) ,∗pNameList (NULL) ;
5 AcDbObjectId oid ; BOOL doRet (FALSE) , unlock (FALSE) ;
6 CString dctName ;
7 dctName . Format ( ( T ( ”CGSA EL AXES REACTOR %d” )+ idx ) ) ;
8
9 i f (REACTOR LOCK == 0){acDocManager−>lockDocument ( curDoc ( ) ) ; unlock=TRUE;}
10
11 AcDbDatabase ∗pDb( acdbHostAppl i cat ionServ i ce s ( )−>workingDatabase ( ) ) ;
12 i f (pDb){
13 i f (pDb−>getNamedObjectsDictionary (pNamedObj , AcDb : : kForWrite )==Acad : : eOk){
14 i f (pNamedObj−>getAt (dctName , ( AcDbObject∗&)pNameList , AcDb : : kForWrite )==Acad : :
eKeyNotFound ){
15 pNameList = new AcDbDictionary ; pNamedObj−>setAt (dctName , pNameList , o id ) ;
16 }
17 pNamedObj−>c l o s e ( ) ;
18 i f ( ! oId . i s N u l l ( ) && acdbOpenAcDbEntity (pEnt , oId ,AcDb : : kForWrite )==Acad : : eOk){
19 ElectraAxesModifyReactor ∗pObj (new ElectraAxesModifyReactor ( ) ) ; pObj−>eLinkage (
oId , idx ) ;
20 i f ( ( pNameList−>getAt ( T ( ”AXIS REACTOR” ) , o id ) )==Acad : : eKeyNotFound ){
21 pNameList−>setAt ( T ( ”AXIS REACTOR” ) , pObj , o id ) ; pObj−>c l o s e ( ) ; pObj=NULL;
22 } e l s e { d e l e t e pObj ; pObj=NULL;}
23
24 i f ( ! o id . i s N u l l ( ) ) pEnt−>addPers i s tentReactor ( o id ) ; REACTOR LOCK=0; pEnt−>c l o s e ( )
; pEnt=NULL; doRet=TRUE;
25 }
26 pNameList−>c l o s e ( ) ;
27 }
28 }
29 i f ( unlock ) acDocManager−>unlockDocument ( curDoc ( ) ) ;
30 return ( doRet ) ;
31 }
Primer 4.6: Implementacija funkcije addReactorToEntity
Jig
Cˇeprav zˇe z reaktorji lahko dosezˇemo kar precejˇsnjo stopnjo avtomatike in
dinamike dela s programom, pa nam CAD platforma omogocˇa sˇe en korak
vecˇ. Pri Autodesku so to tehnologijo poimenovali jig. Cˇe smo z reaktorji
imeli mozˇnost reagirati ob vsaki spremembi entitete, pa nam jig omogocˇa,
da se odzovemo na vsak premik miˇskinega kazalca. Na ta nacˇin lahko upo-
rabniku programa omogocˇimo, da s premikanjem miˇske sproti spremlja, kako
se odvisne kolicˇine spreminjajo in izrisujejo na zaslonu. Mi smo jig upora-
bili pri pozicioniranju drogov vzdolzˇ trase. V vzdolzˇnem pogledu smo tako
omogocˇili, da uporabnik ob zagonu ukaza za pozicioniranje drogov le tega z
miˇsko premika po vzdolzˇnem terenu, pri cˇemer se vsi definirani vodniki, ki
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potekajo preko tega droga, sproti preracˇunavajo in izrisujejo. Na ta nacˇin
smo na zaslonu ustvarili neke vrste interaktivno animacijo vzdolzˇnega po-
teka drogov in vodnikov, ki jo vodi uporabnik s premikanjem miˇske. Med
obstojecˇimi resˇitvami na trgu nismo zasledili mozˇnosti tovrstnega urejanja,
cˇeprav je za uporabnika zelo intuitiven in enostaven, zato je to vsekakor ena
od pomembnih prednosti programa Electra.
Razred programskega vmesnika ObjectARX, ki smo ga uporabili za reali-
zacijo jig-a, je AcEdJig. Da bi implementirali funkcionalen jig, smo morali
najprej izpeljati nov razred iz razreda AcEdJig in prekriti sledecˇe funkcije:
• AcEdJig::sampler()
• AcEdJig::update()
• AcEdJig::entity()
Jig pozˇenemo s klicem metode AcEdJig::drag(). Ta metoda nato ciklicˇno
klicˇe metodo AcEdJig::sampler(). Vsakicˇ, ko v metodi AcEdJig::sampler()
zaznamo zadostno spremembo polozˇaja miˇske, zakljucˇimo funkcijo z vredno-
stjo AcEdJig::kNormal, sicer pa z AcEdJig::kNoChange. Ciklicˇno klicanje
metode prekinemo tako, da funkcijo zakljucˇimo z AcEdJig::kCancel. Cˇe je
bila zaznana zadostna sprememba, da moramo posodobiti entitete, ki jih
urejamo z vlecˇenjem miˇske, potem funkcija AcEdJig::drag() poklicˇe funkcijo
AcEdJig::update(), ki posodobi entitete glede na pridobljene geometrijske
vrednosti. Nato se poklicˇe funkcija AcEdJig::entity(), ki vrne kazalec na
entiteto, ki se mora posodobiti na zaslonu in nato sˇe funkcija worldDraw()
od same entitete, ki dejansko posodobi izris entitete. Opisani cikel se pona-
vlja, vse dokler uporabnik ne prekine postopka s klikom miˇske ali tipkovnico.
Namen funkcije AcEdJig::sampler() je, da pridobi geometrijske podatke na
podlagi uporabnikovega premikanja miˇske in jih interpretira kot razdaljo, kot
ali tocˇko [4]. Na sliki 4.2 je prikazan diagram poteka za jig. Za primer ure-
janja polozˇaja drogov nadzemnega elektroenergetskega voda smo iz razreda
AcEdJig izpeljali razred ElectraLSJig in prekrili vse potrebne funkcije. Do-
dali smo funkcijo ElectraLSJig::doIt(), s katero zazˇenemo urejanje z Jig-om,
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prejmemo informacijo 
o spremembi
ElectraLSJig::sampler()
S=AcEdJig::acquirePoint
S=kNoChange
ali je potrebno
posodobiti risbo
vrni status, ki ni enak 
kNochange
ElectraLSJig::update()
ElectraLSJig::entity()->worldDraw()
uporabnik je prekinil 
postopek
Ne
Ne
Da
Da
Ne
Slika 4.2: Jig - diagram poteka [4]
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pred tem pa sˇe inicializiramo vse potrebne parametre za izracˇun poteka vo-
dnikov. V primeru iz dodatka B.1 je za vsako prekrito funkcijo opisano,
katere funkcionalnosti smo vnjej implementirali.
4.2 Podatkovni sloj
Podatkovni sloj programa smo realizirali tako, da se vsi podatki shranjujejo v
bazo DWG ali briˇsejo iz nje sproti, ko so ustvarjeni, spremenjeni ali izbrisani.
Ko uporabnik shrani risbo DWG, se skupaj z njo na disk zapiˇsejo tudi vsi
podatki daljnovoda, ki so bili ustvarjeni z nasˇim programom za nacˇrtovanje
nadzemnih elektroenergetskih vodov. Ko uporabnik naslednjicˇ risbo odpre v
programu CAD, lahko nadaljuje z delom. Za shranjevanje v bazo DWG smo
uporabili razrede in mehanizme, ki jih ponuja programski vmesnik Objec-
tARX in sicer razred AcDbEntity, XDATA, Slovarje ter razred XRecord.
4.2.1 Uporabljeni nacˇini shranjevanja podatkov v DWG
Entiteta (AcDbEntity)
Najbolj osnoven in najpogosteje uporabljen nacˇin shranjevanja v bazo DWG
je sam izris entitete v risbo. Entitete so predstavljene z razredi, izpeljanimi
iz razreda AcDbEntity, ki je izpeljava razreda AcDbObject. AcDbObject je
osnovni razred za vse objekte baze DWG, AcDbEntity pa je osnovni razred
za vse objekte, ki imajo tudi graficˇno upodobitev. Poleg tega da entiteta v
risbi predstavlja graficˇno upodobitev nekega podatka, lahko predstavlja tudi
podatek sam, saj s svojo geometrijo nosi informacijo. Na tak nacˇin v nasˇem
programu shranjujemo podatek o geometriji trase, kar pomeni da je polili-
nija, ki je uporabljena za izris trase, hkrati tudi nosilec informacije o njenem
poteku. Natancˇnejˇsi postopek vnosa entitete v bazo DWG smo si pogledali
na primeru izrisa linije 4.2. Do objektov in posledicˇno tudi do entitet v bazi
DWG lahko dostopamo na tri razlicˇne nacˇine, in sicer preko oprimka (angl.
handle), identifikatorja ali C++ kazalca. Ko program Autocad ni v teku, je
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risba DWG shranjena v datotecˇnem sistemu in vsi objekti, vsebovani v risbi,
so dolocˇeni z njihovimi oprimki. Ko risbo odpremo v programu Autocad, pa
dobijo vsi objekti unikaten identifikator v bazi. Z uporabo tega identifika-
torja lahko posamezni objekt odpremo za branje ali pisanje in takrat nam
sistem vrne C++ kazalec na odprt objekt, ki je veljaven, vse dokler objekta
ne zapremo s funkcijo AcDbObject::close(). Vsak objekt, ki ga odpremo,
moramo cˇimprej po uporabi zapreti.
Slika 4.3: Dostopanje do objektov v bazi DWG [4]
Oprimek je v programskem vmesniku ObjectARX predstavljen z razredom
AcDbHandle, identifikator pa z razredom AcDbObjectId. Funkcije program-
skega vmesnika, ki nam omogocˇajo dostopanje in upravljanje z objekti v
razlicˇnih situacijah so:
• getAcDbObjectId za pridobivanje identifikatorja objekta iz njegovega
oprimka AcDbHandle [4]
• acdbOpenObject za pridobivanje C++ kazalca na objekt v odprti bazi
DWG, cˇe imamo poznan identifikator objekta AcDbObjectId [4]
• AcDbObject::getAcDbHandle za pridobivanje oprimka iz objekta, cˇe
imamo poznan C++ kazalec na odprt objekt [4]
XDATA
Kot smo videli, lahko za shranjevanje geometrijskih podatkov velikokrat
uporabimo kar entiteto samo. Vendar pa velikokrat obstaja potreba, da
bi dolocˇen podatek, ki ima svojo graficˇno upodobitev v risbi, obogatili sˇe
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s kaksˇnimi drugimi podatki. XDATA je eden od mehanizmov shranjeva-
nja podatkov v samo AutoCAD entiteto. Ta nacˇin ima kar nekaj omejitev,
in sicer ena glavnih omejitev je, da je zgornja meja kolicˇine podatkov na
eno entiteto omejena na 16 kilobajtov, po drugi strani pa je pomnilniˇska
izkoriˇscˇenost dobra, kar pomeni, da je mehanizem XDATA najbolj prime-
ren za shranjevanje manj obsezˇnih podatkov. Razred AcDbObject vsebuje
funkciji setXData(const resbuf* xdata) in xData(const char* regappName =
NULL) za vpisovanje in branje verige resbuf s podatki v ali iz objekta. Res-
buf je struktura, ki se v Autocadu in ObjectARX-u uporablja za vsebovanje
podatkov v obliki seznama (glej 4.7).
1 union ads u va l {
2 a d s r e a l r r e a l ;
3 a d s r e a l rpo in t [ 3 ] ;
4 shor t r i n t ; // Must be dec la r ed short , not i n t .
5 char ∗ r s t r i n g ;
6 long rlname [ 2 ] ;
7 long r long ;
8 s t r u c t ads b inary rb inary ;
9 } ;
10 s t r u c t r e sbu f {
11 s t r u c t r e sbu f ∗ rbnext ; // Linked l i s t po in t e r
12 shor t r e s type ;
13 union ads u va l r e s v a l ;
14 } ;
Primer 4.7: Definicija result-buffer strukture [4]
Mi smo XDATA uporabili v sledecˇe namene:
• Za shranjevanje imena osi v linijo droga in linijo vrvi. Ime osi namrecˇ
enolicˇno dolocˇa traso. Tako za vsak drog in vsako vrv lahko dolocˇimo,
kateri trasi pripada.
• Za shranjevanje unikatne identifikacijske sˇtevilke droga v linijo droga.
Ob izbiri linije droga lahko na ta nacˇin iz baze drogov preberemo zapis
z vsemi lastnostmi droga.
• Za shranjevanje unikatne identifikacijske sˇtevilke vrvi v polilinijo vrvi.
Ob izbiri polilinije vrvi lahko na ta nacˇin iz baze vrvi preberemo zapis
z vsemi lastnostmi vrvi.
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• Za shranjevanje sˇtevilke oprimka linije droga v pripadajocˇe entitete te-
kstov, ki predstavljajo opise drogov. Ob izbiri, premikanju ali brisanju
dolocˇenega teksta tako vemo, kateri poliliniji droga pripada tekst in
tako lahko linijo droga vkljucˇimo v izbiro, premikanje ali brisanje.
• Za shranjevanje identifikacijskega niza izrisanega vzdolzˇnega profila v
vse entitete, ki so izrisane v okviru vzdolzˇnega profila. Na ta nacˇin
lahko naredimo izbor vseh entitet, ki pripadajo dolocˇenemu vzdolzˇnemu
profilu. To nam pride prav npr. pri brisanju celotnega profila.
Slovar (AcDbDictionary)
Kot glavne vsebovalnike za shranjevanje podatkov, ki jih uporablja program,
smo uporabili slovarje. Slovar je v programskem vmesniku ObjectARX reali-
ziran z razredom AcDbDictionary [4]. Z njim lahko implementiramo objekte,
ki so prisotni v bazi DWG in so namenjeni za mapiranje tekstovnih kljucˇev
z objekti, ki so shranjeni v bazi DWG. Vsak vnos v AcDbDictiorary je torej
unikaten in je sestavljen iz unikatnega objekta AcDbObject in tekstovnega
niza, ki predstavlja kljucˇ zapisa. Mi smo za nasˇe potrebe hranjenja podatkov
tvorili zapise z objekti tipa AcDbXrecord.
XRecord
XRecord nam podobno kot XDATA omogocˇa, da v DWG dodajamo podatke,
specificˇne za aplikacijo. Za razliko od XDATA, XRecord nima omejitve v
kolicˇini shranjenih podatkov. XRecord je lahko v lasti poljubnega objekta
vkljucˇno s slovarjem (AcDbDictionary). XRecord je realiziran z uporabo
razreda AcDbXrecord, ki je podrazred razreda AcDbObject. Razred AcD-
bXRecord vsebuje dve funkciji za vpisovanje in branje podatkov v obliki
verige resbuf (glej 4.7), in sicer setfromRbChain() in rbChain() [4]. Mi smo
XRecord uporabili za implementacijo zapisov v slovarjih AcDbDictionary.
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4.2.2 Implementacija podatkovnega sloja
Vse zgoraj opisane nacˇine shranjevanja podatkov, ki nam jih ponuja pro-
gramski vmesnik ObjectARX, smo uporabili pri implementaciji podatkov-
nega sloja. V ta namen smo implementirali razrede, ki nam sluzˇijo za upra-
vljanje s podatki daljnovoda. Elemente daljnovoda smo v programski podat-
kovni strukturi razdelili na tri osnovne razrede:
• Razred ElectraPole vsebuje lastnosti in implementira funkcije za repre-
zentacijo droga daljnovoda. Lastnosti, ki jih vsebuje razred ElectraPole
so: unikatni identifikator droga, ime droga, stacionazˇa droga, tip droga
(zatezni, kotni ali nosilni), niz tipov obesˇanja, niz tipov konzol, niz ti-
pov izolatorjev, viˇsina droga, oprimek entitete za prikazovanje droga v
vzdolzˇnem profilu, oprimek entitete za prikazovanje droga na trasi ter
ime simbola za prikaz v trasnem nacˇrtu. Pomembnejˇse funkcije razreda
ElectraPole so poleg tistih za nastavljanje in branje lastnosti razreda
sˇe:
– DrawPoleLineLS za izris linije droga v vzdolzˇnem profilu
– DrawPoleSignAX za izris oznake droga v tlorisnem pogledu trase
– UpdatePoleLineLS za posodobitev linije droga v vzdolzˇnem rofilu.
(Uporablja se znotraj Jig-a)
– UpdatePoleSignAX za posodobitev simbola droga v v tlorisnem
pogledu trase. (Uporablja se znotraj Jig-a)
– DrawPoleTextsLS za izpis opisov nad drogom v vzdolzˇnem profilu
– WriteEED PoleLS za vpis identifikatorja droga in imena trase v
XDATA linije droga v vzdolzˇnem profilu
– WriteEED PoleAX za vpis identifikatorja droga in imena trase v
XDATA simbola v tlorisnem pogledu
– ErasePoleLineLS, ErasePoleLineAX in ErasePoleTextsLS za bri-
sanje linije droga v vzdolzˇnem, brisanje simbola droga v tlorisnem
pogledu trase ter brisanje opisov nad drogom v vzdolzˇnem profilu.
• Razred ElectraCable vsebuje lastnosti in implementira funkcije za re-
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prezentacijo elektricˇnega vodnika daljnovoda. Lastnosti, ki jih vse-
bije razred ElectraCable so:unikatni identifikator vodnika, ime vodnika,
oprimek entitete za prikazovanje vodnika v vzdolzˇnem profilu, oprimek
entitete za prikazovanje varnostne razdalje od vodnika, identifikator
uporabljene definicije ElectraCatenary za izracˇun povesne verizˇnice,
identifikator droga, na katerem se zacˇne ta vodnik ter varnostna raz-
dalja, ki je definirana za ta vodnik. Pomembnejˇse funkcije razreda
ElectraCable so poleg tistih za nastavljanje in branje lastnosti razreda
sˇe:
– DrawCablePoly za izris polilinije vodnika ter polilinije varnostne
razdalje v obliki povesne verizˇnice v vzdolzˇnem profilu
– UpdateCablePoly za posodobitev polilinije vodnika ter polilinije
varnostne razdalje v vzdolzˇnem profilu (Uporablja se znotraj Jig-
a)
– WriteEED za vpis identifikatorja vodnika in imena trase v XDATA
polilinije vodnika ter polilinije za varnostno razdaljo v vzdolzˇnem
profilu
– EraseCablePoly za brisanje polilinije vodnika in polilinije varno-
stne razdalje v vzdolzˇnem profilu
• ElectraCatenary vsebuje lastnosti in definicije, ki vplivajo na izracˇun
povesne verizˇnice. Skupek lastnosti, ki jih vsebuje ta razred, je tudi
ena izmed lastnosti razreda ElectraCable, saj v veliki meri definira pa-
rametre povesne verizˇnice, ki jo zavzame elektricˇni vodnik med dvema
drogovoma. Lastnosti, ki jih vsebuje razred ElectraCatenary, so: uni-
katni identifikator definicije lastnosti verizˇnice, ime definicije lastnosti
verizˇnice, tip vodnika, maksimalna natezna napetost vodnika, osnovna
temperatura ter faktor dodatnega bremena.
Objekti, ki jih tvorimo s pomocˇjo opisanih treh razredov ElectraPole, Elec-
traCable in ElectraCatenary, so glavni gradniki nasˇega modela nadzemnega
elektroenergetskega voda in se uporabljajo pri skoraj vseh izracˇunih in ope-
racijah, ki jih nasˇ program omogocˇa. Zaradi potrebe samega hranjenja teh
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objektov v bazi ter lazˇjih poizvedb in posodobitev objektov smo se odlocˇili,
da bomo implementirali vsebovalne razrede. Naloga takega vsebovalnega ra-
zreda je, da implementira shranjevanje objektov v bazo DWG, ucˇinkovito
dostopanje do objektov ter enostavno posodabljanje baze na nacˇin, da stanje
v bazi v vsakem trenutku ustreza trenutnemu stanju daljnovoda v projektu.
Za vsakega od treh osnovnih tipov objektov smo naredili svoj vsebovalni ra-
zred, in sicer StoragePoles, StorageCables in StorageCatenaries. Vsak od teh
treh vsebovalnih razredov vsebuje svoj seznam objektov ustreznega tipa in
implementira naslednje osnovne funkcije za poizvedovanje ter upravljanje s
seznamom objektov:
– Init je funkcija za inicializiranje vsebovalnega razreda. Ob inicializa-
ciji se za podano traso preberejo vse vrednosti iz baze DWG v objekt
ustreznega vsebovalnega razreda.
– Count je funkcija, ki vrne sˇtevilo elementov v seznamu vsebovalnega
razreda.
– Update je funkcija vsebovalnega razreda, ki nam omogocˇa posodablja-
nje vrednosti nekega elementa v seznamu ali pa dodajanje novega, cˇe
element s podanim identifikatorjem sˇe ne obstaja v seznamu. Hkrati s
seznamom v objektu se posodobi tudi zapis v bazi DWG, natancˇneje v
ustreznem XRecord-u.
– Delete je funkcija vsebovalnega razreda, s katero izbriˇsemo element s
podanim identifikatorjem iz seznama in iz baze DWG.
– GetAt je funkcija vsebovalnega razreda, ki nam omogocˇa dostopanje
do elementa, ki se nahaja v seznamu na podanem indeksu.
– GetById je funkcija vsebovalnega razreda, ki nam omogocˇa dostopanje
do elementa s podanim identifikatorjem.
Poglejmo si sˇe specifike vsakega od treh vsebovalnih razredov posebej:
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• StoragePoles je razred, ki vsebuje urejen seznam objektov tipa Elec-
traPole. Seznam je urejen po narasˇcˇajocˇih stacionazˇah drogov. Za
shranjevanje seznama drogov uporablja XRecord z imenom CGSA E-
POLES {Ime trase}. Razred StoragePoles implementira poleg zˇe opi-
sani funkcij sˇe:
– GetNextPole in GetPrevPole sta funkciji vsebovalnega razreda, ki
omogocˇata dostopanje do droga iz seznama drogov, ki je naslednji
ali predhodni po stacionazˇi glede na drog s podanim identifikator-
jem.
– GetNextTensionPole in GetPrevTensionPole sta funkciji vseboval-
nega razreda, ki omogocˇata dostopanje do droga iz seznama dro-
gov, ki je prvi naslednji ali predhodni zatezni drog po stacionazˇi
glede na drog s podanim identifikatorjem.
– UpdateAllCables je funkcija, ki nam omogocˇa, da posodobimo po-
zicije obesˇanj definiranih vodnikov preko celotnega seznama dro-
gov. S klicem te funkcije zagotovimo, da so definirani vodniki ves
cˇas v pravilnem zaporedju vpeti na drogove.
• StorageCables je razred, ki vsebuje seznam objektov tipa ElectraCa-
ble. Razred implementira zgoraj opisane funkcije za poizvedovanje in
upravljanje s seznamom vodnikov. Za shranjevanje seznama vodnikov
uporablja XRecord z imenom CGSA E CABLES {Ime trase}
• StorageCatenaries je razred, ki vsebuje seznam objektov tipa Electra-
Catenary. Za shranjevanje seznama definicij parametrov verizˇnice upo-
rablja XRecord z imenom CGSA E CATENARIES {Ime trase}. Ra-
zred StorageCatenaries implementira poleg zˇe opisani funkcij sˇe:
– DeleteAllWithCatenary je funkcija, ki nam omogocˇa brisanje vseh
vrvi, ki imajo kot svojo lastnost definiran skupek lastnosti verizˇnice
s podanim identifikatorjem.
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4.3 Numericˇni izracˇuni
Glavnino numericˇnih izracˇunov v programu smo morali opraviti pri izracˇunih
povesne verizˇnice ter pri izracˇunih nateznih napetosti. Pri izracˇunih smo dali
glavni poudarek temu, da so izracˇuni v skladu s standardi in uveljavljeno te-
orijo nadzemnih elektroenergetskih vodov. Predvsem pri racˇunanju povesne
verizˇnice smo morali poleg pravilnosti paziti tudi na hitrost izracˇuna, saj se
mora pri urejanju daljnovoda z uporabo jig-a povesna verizˇnica izracˇunavati
sproti, medtem ko z miˇsko vlecˇemo drog vzdolzˇ trase.
4.3.1 Razred za izracˇun povesne verizˇnice
Za potrebe izracˇunavanja poteka povesne verizˇnice za posamezne vodnike
smo implementirali razred CableCalculation. Razred implementira naslednje
funkcije:
• CalculateCable je vrhnja funkcija razreda, ki jo poklicˇemo, kadar hocˇemo
izracˇunati potek dolocˇenega vodnika. V funkcijo kot vhodni parame-
ter podamo vodnik v obliki objekta tipa ElectraCable, v izhodnem
parametru pa dobimo tabelo tocˇk, ki tvorijo verizˇnico, ki jo zavzame
vodnik.
• CalculateHangingPoints je funkcija, ki za vodnik, podan kot vhodni
parameter tipa ElectraCable, izracˇuna koordinate tocˇk obesˇanja na
drogovih. Te tocˇke se nato uporabijo kot vhodni parameter funkcije
Calc.
• Calc je osrednja funkcija izracˇuna. Za vhodne parametre vzame objekt
tipa ElectraCatenary, objekt tipa BasicCable ter mnozˇico tocˇk obesˇanja,
ki smo jih predhodno izracˇunali s funkcijo CalculateHangingPoints. V
izhodnem parametru funkcija vrne mnozˇico tocˇk, ki tvorijo izracˇunano
povesno verizˇnico, potekajocˇo skozi tocˇke obesˇanja.
• CalcIdealSpan je funkcija, ki izracˇuna in vrne idealno razpetino. Kot
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vhodni parameter ji podamo mnozˇico tocˇk obesˇanja. Funkcija se upo-
rablja v okviru izracˇunov v funkciji Calc.
• CalcSigma je funkcija, ki izracˇuna in vrne natezno napetost vodnika
pri dolocˇeni temperaturi. Natezno napetost izracˇunamo iz polozˇajne
enacˇbe po Newtnovem iterativnem postopku. Funkcija se uporablja v
okviru izracˇunov v funkciji Calc.
• CalcCatenary je funkcija, s katero na podlagi vhodne natezne napeto-
sti vodnika ter maksimalnega povesa izracˇunamo potek verizˇnice med
dvema obesiˇscˇema. Tudi ta funkcija se uporablja v okviru izracˇunov v
funkciji Calc.
4.3.2 Teoreticˇne osnove za izracˇun povesne verizˇnice
Za realizacijo vseh izracˇunov, ki jih opravimo v razredu CableCalculation,
smo morali najprej pridobiti nekatere teoreticˇne osnove za izracˇun povesne
verizˇnice. Namen je bil iz ustrezne literature izlusˇcˇiti formule potrebne za
realizacijo numericˇnih izracˇunov, ki jih potrebujemo v programu, ter dobiti
osnovni vpogled v teorijo nadzemnih elektroenergetskih vodov. V globine in
podrobnosti te teorije se nismo spusˇcˇali, saj to ni bil osnovni cilj tega dela.
V nadaljevanju si poglejmo katere teoreticˇne zakljucˇke, povzete iz literature
[1, 2, 3], smo uporabili v nasˇih izracˇunih.
Povesna verizˇnica je krivulja, ki predstavlja potek v dveh tocˇkah vpetega
vodnika. Vodnik je vpet med dva zatezna ali kotna drogova. Pri izracˇunu
verizˇnice predpostavljamo, da so vrvi idealno upogljive tako kot verige.
Zatezno polje, imenovano tudi napenjalno polje, je del nadzemnega voda
med dvema zateznima ali kotnima drogovoma.
Razpetina je definirana kot horizontalna razdalja med dvema drogovoma,
oziroma med dvema obesiˇscˇema, cˇe smo natancˇnejˇsi.
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Idealna razpetina je definirana kot uniformna razpetina, ki na nekem za-
teznem polju najbolje opiˇse vse razpetine tega zateznega polja. Racˇunamo
jo po formuli 4.1
si =
√∑
j s
3
j∑
j sj
(4.1)
kjer sta:
• si idelana razpetina verizˇnice in
• sj razpetina med dvema drogovoma ustrezne verizˇnice
Dodatno zimsko breme izrazimo kot povecˇano specificˇno tezˇo vodnika po
formuli 4.2. Pri nas je dodatno zimsko breme enako najvecˇjemu dodatnemu
zimskemu bremenu, ki se na dolocˇenem mestu pojavlja vsakih pet let.
∆p =
0.18
√
dv
A
[
daN
m ·mm2
]
(4.2)
kjer so:
• ∆p specificˇna tezˇa dodatnega zimskega bremena (daN/m),
• dv premer vrvi (mm) in
• A presek vrvi (mm2).
Pri racˇunanju dodatnega zimskega bremena se uposˇteva tudi faktor doda-
tnega zimskega bremena (g), ki ima lahko naslednje vrednosti: 1.0, 1.6, 2.5
ali 4.0. Z uposˇtevanje tega faktorja pridemo do skupne specificˇne tezˇe
vrvi, ki jo racˇunamo po formuli 4.3
p¯ = p+ g∆p
[
daN
m ·mm2
]
(4.3)
kjer so:
• p¯ skupna specificˇna tezˇa vrvi,
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• p osnovna specificˇna tezˇa vrvi,
• g faktor dodatnega zimskega bremena in
• ∆p specificˇna tezˇa dodatnega zimskega bremena.
Slika 4.4: Verizˇnica z razlicˇnimi viˇsinami obesiˇscˇ
Pri izracˇunu verizˇnice in nateznih sil sta pomembna sˇe dva pojma, ki predsta-
vljata merilo pri izbiri znacˇilnega temperaturnega stanja, ko nastopi najvecˇja
natezna napetost oziroma najvecˇji poves. Ta dva pojma sta kriticˇna razpe-
tina in kriticˇna temperatura.
Kriticˇna razpetina sk je tista razpetina, pri kateri je natezna napetost
pri −5◦C z dodatnim bremenom σ−5+db natanko enaka natezni napetosti
pri −20◦C brez dodatnega bremena σ−20. Kriticˇno razpetino racˇunamo po
formuli 4.4
sk = σmax
√
360α
p¯2 − p2 [m] (4.4)
kjer so:
• sk kriticˇna razpetina verizˇnice,
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• σmax dopustna napetost vrv,
• α temperaturni koeficient vrvi,
• p¯ skupna specificˇna tezˇa vrvi in
• p osnovna specificˇna tezˇa vrvi
Cˇe je dejanska razpetina vecˇja od kriticˇne razpetine, potem nastopi najvecˇja
natezna napetost pri −5◦C z dodatnim bremenom. Cˇe pa je dejanska razpe-
tina manjˇsa od kriticˇne razpetine, potem nastopi najvecˇja natezna napetost
pri −20◦C. Mi smo pri tem preverjanju za dejansko razpetino vzeli idealno
razpetino si.
Kriticˇna temperatura ϑk je tista pozitivna temperatura, pri kateri je po-
ves natanko enak povesu pri −5◦C z dodatnim bremenom f−5+db. Racˇunamo
jo po formuli 4.5.
ϑk =
σmax
Eα
(
1− p
p¯
)
− 5[◦C] (4.5)
kjer so:
• ϑ kriticˇna temperatura okolice,
• σmax dopustna napetost vrv,
• E modul elasticˇnosti vrvi,
• α temperaturni koeficient vrvi,
• p¯ skupna specificˇna tezˇa vrvi in
• p osnovna specificˇna tezˇa vrvi
Cˇe je kriticˇna temperatura manjˇsa od 40◦C, potem nastopi maksimalni poves
fmax pri temperaturi 40
◦C, v nasprotnem primeru pa pri temperaturi −5◦C
in dodatnem zimskem bremenu.
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S predpostavko, da je koordinatni sistem v temenu verizˇnice, lahko verizˇnico
racˇunamo po formuli 4.6.
y =
σ
p¯
ch
p¯x
σ
− σ
p¯
(4.6)
Klasicˇna polozˇajna enacˇba za razlicˇne viˇsine obesiˇscˇ ima obliko 4.7.
Osnovni polozˇaj je fiksiran s parametri ϑ0, σ0h, p0.
p2s2
24σ2
− p¯
2s2
24σ2max
= α(ϑ− ϑ0) + σ − σmax
EcosΨ
(4.7)
kjer so:
• σ napetost vrvi pri temperaturi okolice ϑ,
• ϑ temperatura okolice, ki zajema vrednosti od −20◦C do 40◦C v pre-
sledkih po 5◦C,
• ϑ0 osnovna temperatura okolice,
• σmax dopustna napetost vrvi,
• E modul elasticˇnosti vrvi,
• α temperaturni koeficient vrvi,
• p¯ skupna specificˇna tezˇa vrvi,
• p osnovna specificˇna tezˇa vrvi in
• Ψ kot med tocˇkama vpenjanja vrvi in horizontalo
Ob enem od navedenih osnovnih stanj lahko po polozˇajni enacˇbi za vsako
temperaturo v predpisanem obmocˇju od −20◦C do 40◦C izrazˇunamo ustre-
zno horizontalno natezno napetost.
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Poleg nateznih napetosti nas zanimajo tudi povesi v odvisnosti od tempera-
ture. Dolocˇimo jih lahko z osnovno enacˇbo za poves pri razlicˇnih viˇsinah
obesiˇscˇ, ki ima obliko 4.8
f =
ps2
8σhcosΨ
+
p3s4
384σ3hcosΨ
(4.8)
Cˇeprav je sicer polozˇajna enacˇba 4.7 ekzaktno resˇljiva, smo mi v programu
uporabili numericˇno resˇevanje, in sicer s pomocˇjo Newtonovega iterativnega
postopka. Za uporabo tega postopka smo enacˇbo 4.7 nekoliko preoblikovali
in dobili enostavno obliko polozˇajne encˇbe
σh +m =
(
n
σh
)2
(4.9)
kjer velja
m =
p0s
2
24σ20h
EcosΨ + α(ϑ− ϑ0)EcosΨ− σ0h, (4.10)
n = ps
√
EcosΨ
24
(4.11)
.
Parametra m in n lahko po formulah 4.10 enostavno izracˇunamo, saj imamo
vse potrebne podatke. Na podlagi teh parametrov lahko potem s pomocˇjo
Newtonovega iterativnega postopka izracˇunamo horizontalno natezno nape-
tost σh.
Funkcijo, ki izracˇuna mnozˇico tocˇk, ki predstavljajo potek povesne verizˇnice
na konkretni razpetini pri dolocˇeni horizontalni natezni napetosti ter spe-
cificˇni tezˇi vodnika, smo implementirali po naslednjem postopku:
1. Iz podanih koordinat tocˇk obesiˇscˇ za dolocˇeno razpetino izracˇunamo
horizontalno dolzˇino razpetine s = xob2 − xob1.
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2. Iz podanih koordinat tocˇk obesiˇscˇ za dolocˇeno razpetino izracˇunamo
viˇsinsko razliko obesiˇscˇ ∆h = yob2 − yob1
3. Iz podane horizontalne natezne napetosti σh ter specificˇne tezˇe vodnika
p izracˇunamo parameter verizˇnice a = σh
p
4. Izracˇunamo fiktivni dodatek razpetine,
sd = asinh
(
∆h
sinh( s
2a
)2a
)
2a
ki bi bil potreben da dopolnimo verizˇnico do enakih viˇsin obesiˇscˇ.
5. Izracˇunamo
x1 =
s− sd
2
in x2 =
s+ sd
2
(glej sliko 4.4)
6.
ss = s+ sd
7.
f = a
(
cosh
ss
2a
− 1
)
8. Celotno razpetino razdelimo na n delov ∆b = ss
n
9. Cˇe je ∆h > 0, postavimo zacˇetno vrednost iteracijskega intervala bzac
= −xob1 in konec iteracijskega intervala bkon = xob2. V nasprotnem
primeru pa postavimo zacˇetno vrednost iteracijskega intervala bzac =
−xob2 in konec iteracijskega intervala bkon = xob1.
10. Nato po korakih ∆b povecˇujemo vrednost iteratorja b od vrednosti bzac
do bkon
11. V vsakem koraku izracˇunamo: fb = a ∗ (cosh ba − 1)− f ter koordinati
tocˇke verizˇnice:
X =
xob1 + ss2 + b− sd, cˇe velja ∆h > 0xob1 + ss2 + b, cˇe velja ∆h <= 0
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Y =
yob1 + fb + ∆h, cˇe velja ∆h > 0yob1 + fb, cˇe velja ∆h <= 0
4.4 Tipicˇen potek uporabe programa
V tem poglavju bomo na enostavnem primeru pokazali uporabo programa
za nacˇrtovanje nadzemnih elektroenergetskih vodov, predstavili uporabniˇski
vmesnik ter graficˇne rezultate programa. Ker je program integriran v pro-
gramsko opremo CGS Infrastructure Design Suite in se poganja v okolju
Autocad, nekateri elementi graficˇnega vmesnika niso del obravnavanega pro-
grama. Za opisani primer smo uporabili risbo DWG s predpripravljeno te-
rensko povrsˇino.
4.4.1 Priprava okolja in kreiranje projekta
Po zagonu programa Autocad z namesˇcˇeno programsko opremo CGS Infra-
structure Design Suite najprej odpremo datoteko DWG, ki vsebuje ustrezno
terensko povrsˇino, po kateri bomo speljali traso nadzemnega elektroenerget-
skega voda. Med Autocad-ovimi meniji lahko opazimo meni ”CGS plus”,
pod katerim so zbrani podmeniji za dostop do vseh funkcionalnosti program-
ske opreme CGS Infrastructure Design Suite. Med njimi je tudi programski
modul Electra, ki ima svoj set menijev z vsemi ukazi in orodji, na voljo pa
imamo tudi poenostavljen nabor najpomembnejˇsih ukazov v obliki pregle-
dnega orodnega traku (slika 4.6) (angl. ribbon), ki ga vklopimo z ukazom
iz menija kot je prikazano na sliki 4.5.
Po vklopu orodnega traku imamo vzpostavljeno zacˇetno okolje (slika 4.7)
in lahko zacˇnemo z nacˇrtovanjem nadzemnega elektroenergetskega voda.
Pravila uporabe programske opreme CGS Infrastructure Design Suite od nas
zahtevajo, da vedno delamo s programom v okviru nekega projekta, zato z
orodnega traku najprej izberemo ukaz ”Projekt”ter ustvarimo nov projekt in
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Slika 4.5: Vklop orodnega traku
Slika 4.6: Orodni trak
Slika 4.7: Electra z odprto terensko povrsˇino
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ga poimenujemo npr. MOJE OMREZˇJE (slika 4.8). V naslednjem koraku z
Slika 4.8: Kreiranje projekta
orodnega traku izberemo ukaz ”Upravljalec osi”in ustvarimo novo os, ki bo
predstavljala nasˇo traso. Poimenujmo jo OS DALJNOVOD1. (slika 4.9)
4.4.2 Vnos tlorisnega poteka trase
Sedaj imamo vse pripravljeno za vnos tlorisa poteka trase v nasˇo risbo. To
storimo z izbiro ukaza ”Izris trase” z orodnega traku. Odpre se nam pogo-
vorno okno (na sliki 4.10), v katerem izberemo os in terensko povrsˇino, na
katero bi radi projicirali potek trase. Ker imamo v nasˇem primeru le eno os
in eno terensko povrsˇino, potrdimo privzete vrednosti in nadaljujemo z vno-
som trase daljnovoda. V ukazni vrstici se pojavi vmesnik za vnos polilinije
trase (slika 4.11), ki nam omogocˇa vnos zaporednih tocˇk polilinije, kakor
tudi vnos zˇe obstojecˇe polilinije ali pa kombinacijo obeh mozˇnosti. V nasˇem
primeru nimamo v risbi nobene obstojecˇe polilinije, zato vnesemo novo traso
z zaporednim klikanjem tocˇk v risbi (slika 4.12). Ko vnesemo celotno traso,
vnos zakljucˇimo s pritiskom na tipko K oziroma Enter, nakar nam program
zgenerira traso, jo projicira na izbrano terensko povrsˇino ter samodejno po-
stavi zatezna drogova na zacˇetku in na koncu trase ter kotne drogove na
vsaki tocˇki preloma trase. Rezultat lahko vidimo na sliki 4.13. Zatezni
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Slika 4.9: Kreiranje nove osi ter pojavitev le te v upravljalcu osi
Slika 4.10: Izbira osi in terenske povrsˇine za izris trase.
Slika 4.11: Vmesnik ukazne vrstice za izris trase
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Slika 4.12: Vnos trase s klikanjem tocˇk
Slika 4.13: Trasa daljnovoda v tlorisnem pogledu
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(a) Zatezni drog (b) Nosilni drog (c) Kotni drog
Slika 4.14: Trije tipi drogov
drogovi so na poliliniji trase oznacˇeni z rdecˇimi krogci, kotni drogovi pa z
rjavimi krogci. Kasneje bomo na traso vnasˇali tudi nosilne drogove, ki pa
so oznacˇeni z modrimi krogci (slika 4.14). Poudariti je potrebno, da imajo
tudi kotni drogovi funkcijo zateznih drogov. Od navadnih zateznih drogov
se razlikujejo le po tem, da jih ni mogocˇe poljubno premikati vzdolzˇ trase,
temvecˇ so vedno postavljeni v tocˇki, kjer trasa spremeni smer.
4.4.3 Generiranje vzdolzˇnega poteka trase
Traso smo z dolocˇitvijo tlorisnega poteka deloma zˇe umestili v prostor, vendar
pa nam za dokoncˇno umestitev manjka sˇe izdelava vzdolzˇnega poteka. Ome-
nili smo zˇe, da je program ob izdelavi trase le to zˇe tudi samodejno projiciral
na terensko povrsˇino. To pomeni, da imamo izracˇunan viˇsinski potek terena
vzdolzˇ trase, kar nam pomeni osnovo za izdelavo vzdolzˇnega poteka trase.
Izdelavo vzdolzˇnega poteka trase bomo zacˇeli z izbiro ukaza ’Izris terena’ z
orodnega traku. Pojavi se enotno pogovorno okno programske opreme CGS
Infrastructure Design Suite za izris terena v vzdolzˇni profil, kjer lahko na-
stavimo nekaj osnovnih parametrov izrisa vkljucˇno z merilom izrisa, vendar
se v podrobnosti na tem mestu ne bomo spusˇcˇali. Po potrditvi parametrov
nam program ponudi, da s klikom v risbo dolocˇimo mesto izrisa vzdolzˇnega
poteka in na tem mestu se pojavi izris, kot ga vidimo na sliki 4.15. Zelena
polilinija prikazuje viˇsinski potek terena vzdolzˇ trase, na tem poteku so pri-
kazani zatezni in kotni drogovi, ki so se samodejno vnesli ob izdelavi trase,
pod potekom pa je izrisana tabela s podatki o vzdolzˇnem poteku trase, ki si
jih bomo podrobneje ogledali kasneje.
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Slika 4.15: Samodejno zgeneriran vzdolzˇni potek vnesˇene trase
4.4.4 Definiranje vrvi in parametrov verizˇnice
Naslednji korak pri izdelavi daljnovoda je definiranje vrvi, ki so obesˇene preko
drogov. Vsaka vrv je napeta med dvema zateznima drogovoma (ki sta lahko
tudi kotna), se pravi, da vsaka vrv poteka preko enega celega zateznega polja,
na vsakem zateznem polju pa je seveda lahko definiranih vecˇ vrvi. Vrv vedno
definiramo na drogu, ki zacˇenja zatezno polje, vrv pa je potem samodejno
speljana preko vseh vmesnih nosilnih drogov do naslednjega zateznega droga.
Osnovne lastnosti vsake vrvi so dolocˇene z definicijo verizˇnice. Vecˇ vrvi
lahko ima in ponavadi tudi ima isto definicijo verizˇnice, zato si program
vsako novo definicijo verizˇnice zapomni, tako da jo lahko uporabimo pri vecˇ
vrveh. Vrv lahko vnesemo na dva nacˇina, in sicer tako, da z orodnega traku
izberemo ukaz za urejanje drogov ali pa ukaz za definiranje vrvi. V obeh
primerih program od nas zahteva izbiro droga, na katerem zˇelimo, da se
vrv zacˇne. Izberemo npr. prvi drog in prikazˇe se nam pogovorno okno za
urejanje lastnosti droga (slika 4.16). Vrvi dolocˇamo v tabeli v spodnjem delu
okna. S klikom na gumb ob desnem stolpcu razpredelnice zacˇnemo postopek
dodajanja nove vrvi. Pojavi se pogovorno okno za definicijo vrv,i v katerem
lahko dolocˇimo naslednje parametre:
• Ime vrvi - vpiˇsemo zˇeljeno ime vrvi ali pa pustimo ime, ki ga je
predlagal program
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Slika 4.16: Postopek dodajanja vrvi
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• Verizˇnica - iz seznama obstojecˇih definicij parametrov verizˇnic izbe-
remo zˇeljeno definicijo. Na tem mestu lahko uredimo parametre, katere
od obstojecˇih definicij ali pa dodamo novo definicijo.
• Min. razdalja - vnesemo minimalno razdaljo vrvi nad terenom. Pro-
gram nam bo v prikazu vzdolzˇnega poteka na tej oddaljenosti od vrvi
izrisal pomozˇno vzporedno linijo, s katero bomo lahko vizualno preve-
rili, cˇe poteka vrv preblizu terena ali katerega drugega objekta.
V primeru da smo se odlocˇili urejati obstojecˇo ali dodati novo definicijo
parametrov verizˇnice, se odpre sˇe pogovorno okno za definiranje parametrov
verizˇnice, v katerem dolocˇimo sledecˇe parametre:
• Ime verizˇnice - vpiˇsemo ime definicije parametrov verizˇnice ali pu-
stimo ime, ki ga je izbral program
• Tip vrvi - iz seznama izberemo enega izmed preddifiniranih tipov vrvi.
Tipi vrvi, ki so v seznamu, so definirani v locˇeni datoteki xml ter vse-
bujejo poleg imena sˇe podatke o povrsˇini prereza vrvi, povrsˇini prereza
jedra vrvi, premer vrvi, specificˇno tezˇo vrvi, tezˇo vrvi na kilometer ter
faktorja E in alpha.
• Najvecˇja zatezna napetost - Vpiˇsemo najvecˇjo dovoljeno zatezno
napetost, ki se bo uporabljala pri izracˇunih.
• Temperatura osnovnega stanja - izberemo, ali se temperatura
osnovnega stanja v izracˇunih dolocˇi glede na kriticˇno razpetino, in si-
cer na −5◦C, cˇe je idealna razpetina vecˇja od kriticˇne in na −20◦C, cˇe
temu ni tako, ali pa izberemo mozˇnost poljubnega dolocˇanja osnovne
temperature in jo dolocˇimo v spodnjem okencu.
• Temperatura (glej prejˇsnjo alinejo)
• Faktor obtezˇbe - izberemo enega izmed faktorjev obtezˇbe za izracˇun
dodatnega zimskega bremena
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Po zakljucˇenem postopku kreiranja vrvi se ime vrvi pojavi v razpledelnici
v desnem stolpcu, kjer so izpisane izhodne vrvi. Definirati je potrebno sˇe
viˇsino obesiˇscˇa vrvi, kar storimo z vpisom v polje v srednjem stolpcu razpre-
delnice, kot je prikazano na sliki 4.17. S tem smo definirali vrv, ki se zacˇne
Slika 4.17: Definicija viˇsine obesiˇscˇa.
na izbranem drogu in poteka do naslednjega zateznega droga. Na naslednjem
zateznem drogu se pojavi na seznamu dohodnih vrvi na prvem izmed prostih
obesiˇscˇ, cˇe pa prostega obesiˇscˇa ni, se kreira novo obesiˇscˇe s privzeto viˇsino,
ki je enaka tisti iz zacˇetka vrvi. Po enakem postopku lahko dodamo poljubno
sˇtevilo vrvi na drog. V nasˇem primeru bomo na prvem drogu definirali dve
vrvi. Prva bo imela obesiˇscˇe na viˇsini 9.5 m, druga pa na viˇsini 8 m (slika
4.18) S potrditvijo na gumb OK se izrisani vzdolzˇni potek trase samodejno
Slika 4.18: Dve vrvi, z zacˇetkom na prvem drogu
posodobi in med prvima dvema drogovoma se izriˇseta dve vrvi v obliki pove-
snih verizˇnic, izracˇunanih na podlagi vnesenih parametrov. Rezultat je viden
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na sliki 4.19. Kot lahko opazimo, sta obe vrvi povesˇeni pod linijo terena, kar
seveda ni v redu, saj morajo vrvi potekati v celoti nad dolocˇeno minimalno
viˇsino nad terenom. Ta problem bomo resˇili s postavitvijo dodatnih nosilnih
drogov vzdolzˇ poteka vrvi in na ta nacˇin zmanjˇsali povese vrvi v sprejemljive
meje.
Slika 4.19: Prikaz poteka definiranih vrvi v vzdolzˇnem pogledu pred dodanimi
nosilnimi drogovi
4.4.5 Definiranje drogov
Postopek postavitve droga na traso zacˇnemo z izbiro ukaza za vnos drogov
iz ukaznega traku. Prikazˇe se pogovorno okno za definicijo droga, katerega
spodnji del z razpredelnico smo zˇe spoznali pri dodajanju vrvi na drog (slika
4.20 ). V pogovornem oknu lahko dolocˇimo sledecˇe parametre:
• Oznaka droga - V polju je predlagana oznaka droga, ki jo lahko
zamenjamo s poljubnim imenom.
• Stacionazˇa - V polje vpiˇsemo stacionazˇo, na katero bi radi postavili
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Slika 4.20: Pogovorno okno za definicijo droga
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drog, oziroma s klikom na gumb za izbiro stacionazˇe preklopimo na
interaktivno izbiro stacionazˇe (glej paragraf 4.4.5).
• Tip droga - Iz padajocˇega seznama izberemo ali je drog zatezni ali
nosilni.
• Konzole, Obesˇanja, Izolatorji - V ta polja vpiˇsemo tipe upora-
bljenih konzol, obesˇanj in izolatorjev. Ustrezna polja lahko izpolnimo
s pomocˇjo izbire vnaprej dolocˇenih vrednosti iz padajocˇih seznamov.
Vrednosti v teh poljih nimajo nobenega vpliva na izracˇune, temvecˇ
sluzˇijo le za ustrezno oznacˇevanje v risbi in projektni dokumentaciji.
• Trasni simbol droga - Iz padajocˇega menija izberemo za katero od
poznanih oblik droga gre. Glede na izbrano vrednost se za oznacˇevanje
droga uporabi ustrezni graficˇni simbol v trasnem nacˇrtu, ki se prikazuje
v tabeli vzdolzˇnega poteka.
• Visˇina droga - V polje vpiˇsemo zˇeljeno viˇsino droga v metrih. Pri-
vzeta vrednost je 10 m.
Interaktivna izbira stacionazˇe droga
V pogovornem oknu za definicijo droga lahko za dolocˇitev stacionazˇe droga
izberemo mozˇnost interaktivnega izbiranja stacionazˇe. Pri tem nacˇinu s pre-
mikanjem miˇske vzdolzˇ trase izbiramo najbolj primerno mesto za postavitev
droga, pri cˇemer v prikazu vzdolzˇnega poteka sproti vidimo, kaksˇen je vpliv
polozˇaja droga na poteke vrvi v obliki povesnih verizˇnic. Stacionazˇo lahko
interaktivno izbiramo tako v vzdolzˇnem pogledu kot v tlorisnem pogledu.
Program avtomatsko izbere pogled, ki je blizˇje miˇskinemu kazalcu v tre-
nutku izbire. Za sˇe vecˇjo interaktivnost in dinamiko pri dolocˇanju stacionazˇe
si lahko razdelimo risalno ravnino na dve vidni polji. V prvem vidnem po-
lju imejmo tlorisni potek trase, v drugem pa vzdolzˇni potek trase. Na ta
nacˇin bomo pri premikanju droga v enem pogledu hkrati lahko spremljali sˇe,
kaksˇne ucˇinke ima premik v drugem pogledu. Na sliki 4.21 lahko vidimo,
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kako s premikanjem miˇskinega kazalca v levem vidnem polju spreminjamo
polozˇaj nosilnega droga (modri krogec) v tlorisnem pogledu, hkrati pa lahko
v desnem vidnem polju spremljamo premikanje tega istega nosilnega droga
(modri drog) ter predviden potek vrvi (v beli barvi) v vzdolzˇnem poteku. Se-
veda bi lahko z miˇsko premikali tudi drog v vzdolzˇnem pogledu in spremljali
polozˇaj droga v tlorisnem pogledu.
Slika 4.21: Interaktivno dolocˇanje stacionazˇe droga
4.4.6 Tabela vzdolzˇnega profila
Pod vzdolzˇnim potekom trase daljnovoda je prikazana dinamicˇna tabela s
podatki, ki jih projektant potrebuje pri nacˇrtovanju oziroma so zahtevani v
projektni dokumentaciji projekta. Vecˇina podatkov, ki se izpisujejo v tabelo,
se dinamicˇno spreminja ob vsaki spremembi na trasi daljnovoda, ne glede na
to, cˇe je bila sprememba narejena v tlorisnem poteku ali v vzdolzˇnem poteku.
Na ta nacˇin je uporabniku programa zagotovljeno, da so podatki v tabeli
azˇurni v vsakem koraku nacˇrtovanja, kar obcˇutno pripomore k hitrosti in
ucˇinkovitosti uporabe programa. Za namen predstavitve tabele vzdolzˇnega
profila smo najprej postavili sˇe preostale drogove in vrvi po celotni trasi
daljnovoda po zgoraj opisanih postopkih in kot rezultat dobili tlorisni in
vzdolzˇni potek, ki sta prikazana na sliki 4.22.
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Slika 4.22: Izgled dokoncˇanega daljnovoda v tlorisnem in vzdolzˇnem pogledu
Tabela vzdolzˇnega profila je sestavljena iz vecˇ rubrik, ki prikazujejo dolocˇeno
informacijo o daljnovodu vzdolzˇ trase. Imena rubrik se nahajajo na levi
strani tabele, vsebina pa na desni pod vzdolzˇnim potekom, kot prikazujeta
sliki 4.23a in 4.23b. V nadaljevanju si podrobneje poglejmo, katere rubrike
nastopajo v tabeli in katere informacije se prikazujejo v posameznih rubrikah.
(a) Rubrike (b) Izsek iz vzdolzˇne tabele
Slika 4.23: Tabela vzdolzˇnega profila
• V rubriki STACIONAZˇE je pod vsakim drogom izpisana njegova sta-
cionazˇa.
• V rubriki KOTE TERENA je pod vsakim drogom izpisana viˇsina terena
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v tocˇki, kjer je postavljen drog.
• Rubrika KULTURA je prazna in je zaenkrat namenjena temu, da lahko
uporabnik vanjo vpiˇse katastrsko kulturo zemljiˇscˇa za posamezne od-
seke trase
• V rubriki KOTE VERIZˇNICE so pod vsakim drogom izpisane viˇsine
obesiˇscˇ posamezne vrvi na drogu.
• V rubriki DROGOVI je pod vsakim drogom izpisana viˇsina droga ter
relativna viˇsinska razlika obesiˇscˇa vsake vrvi od vrha droga
• V rubriki ZATEZNA POLJA so izpisane dolzˇine zateznih polj daljno-
voda. To pomeni da je med vsakima dvema zaporednima zateznima
ali kotnima drogovoma izpisana oddaljenost med njima.
• V rubriki VARNOSTNA VISˇINA se za izbrane tocˇke vzdolzˇ trase izpi-
suje viˇsinska razlika med terenom v tej tocˇki in med najnizˇjim potekom
vrvi v tej tocˇki. Tocˇke, v katerih zˇelimo imeti tabelirano varnostno
viˇsino, izbiramo s pomocˇjo ukaza za tabeliranje varnostnih viˇsin, ki se
nahaja na orodnem traku (slika: 4.6). Po izbiri ukaza se v ukazni
vrstici izpiˇsejo mozˇnosti, ki so na voljo za dolocˇanje tocˇk tabeliranja,
kot je prikazano na sliki 4.24.
Slika 4.24: Tabeliranje varnostne viˇsine.
– Tocˇka tabeliranja je privzeta mozˇnost, ki uporabniku omogocˇa,
da tocˇke izbira poljubno s klikanjem vzdolzˇ trase v vzdolzˇnem
prikazu.
– Stacionazˇa je mozˇnost, ki omogocˇa dolocˇanje tocˇke tabeliranja
z vpisom poljubne stacionazˇe.
– Razdalja je mozˇnost, ki omogocˇa dolocˇanje tocˇk tabeliranja z
vpisom razdalje koraka s katerim se dodajo tocˇke vzdolzˇ trase.
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– Profili je mozˇnost, ki omogocˇa dolocˇanje tocˇk tabeliranja na vseh
mestih, kjer je postavlje drog.
– Teren je mozˇnost dolocˇanja tocˇk v vseh prelomih terenske cˇrte v
vzdolzˇnem poteku.
– Brisˇi je mozˇnost, ki omogocˇa brisanje seznama tocˇk tabeliranja.
• V rubriki TRASNI NACˇRT je izrisan nacˇrt trase.Trasni nacˇrt je se-
stavljen iz vecˇih odsekov. Vsak odsek predstavlja del trase med dvema
horizontalnima lomoma trase daljnovoda. Odsek trase je prikazan z
ravno linijo, ki ima na vsakem koncu sˇe shematicˇni podaljˇsek pod real-
nim kotom loma trase do prejˇsnjega oziroma naslednjega odseka trase.
Na mestih, kjer stoji drog, je izrisan trasni simbol droga glede na obliko
droga, ki smo jo dolocˇili ob definiciji droga (slika: 4.20)
4.4.7 Dinamicˇno urejanje daljnovoda
Ena od glavnih prednosti programa, ki smo jo zˇeleli zagotoviti, je dinamicˇno
urejanje trase daljnovoda. Nekaj te dinamike smo predstavili zˇe v poglavju
4.4.5 pri vnasˇanju drogov. Urejanje drogov namrecˇ opravljamo prek enakega
uporabniˇskega vmesnika kot vnasˇanje novih drogov.
Iz ukaznega traku izberemo ukaz ”Urejanje drogov”, ki od nas zahteva iz-
biro droga. Drog lahko izberemo tako v tlorisnem kot v vzdolzˇnem pogledu,
nakar se pojavi enako pogovorno okno kot pri vnosu drogov (slika 4.25),
le da ima zˇe vnesˇene vse podatke o izbranem drogu vkljucˇno s podatki o
vrveh. V pogovornem oknu lahko ustrezno spremenimo parametre izbranega
droga, vendar pa obstajajo dolocˇene omejitve glede na tip izbranega droga.
Cˇe je izbrani drog nosilni, mu lahko spreminjamo stacionazˇo, ne moremo pa
mu spreminjati podatkov o vrveh. Vrvi, ki so obesˇene na nosilni drog, so v
razpredelnici izpisane, ne moremo pa jih urejati, saj so definirane na prvem
predhodnem zateznem ali kotnem drogu.
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(a) Nosilni drog (b) Zatezni drog (c) Kotni drog
Slika 4.25: Pogovorna okna za urejanje treh tipov drogov
Tip droga lahko spremenimo le iz zateznega v nosilni in obratno. Pri spre-
membi tipa droga stopijo v veljavo prej opisane omejitve glede urejanja
dolocˇenih parametrov, poleg tega pa se spremeni tudi sam potek vrvi na
obmocˇju tega droga.
Pri spremembi nosilnega droga v zatezni se vse vrvi, ki so prej potekale
preko tega droga, zdaj zakljucˇijo na njemu. Vrvi, ki jih zˇelimo od tega droga
naprej, moramo definirati na tem drogu.
Pri spremembi zateznega droga v nosilni se vse vrvi, definirane na tem drogu,
izbriˇsejo, vse dohodne vrvi, ki so se prej zakljucˇile na tem drogu, pa se po no-
vem nadaljujejo preko njega do naslednjega zateznega oziroma kotnega droga.
Kotnemu drogu ne moremo spremeniti tipa, saj mora ostati kotni, ker je
na lomu trase. Ravno tako tudi ne moremo katerikoli drug tip droga spre-
meniti v kotnega.
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Vsaka sprememba parametrov droga oziroma vrvi se samodejno odrazi v
ustrezni posodobitvi prikaza vzdolzˇnega poteka daljnovoda, tabele vzdolzˇnega
poteka ter prikaza tlorisnega poteka daljnovoda. Najvecˇ dinamike je pri pre-
mikanju drogov z interaktivno izbiro stacionazˇe, saj med premikanjem droga
hkrati opazujemo spreminjanje njegove pozicije v tlorisnem pogledu, kakor
tudi v vzdolzˇnem pogledu. Tako lahko uporabnik programa pazi, da ne bo
droga postavil na neustrezno parcelo, cesto ali kak drug objekt, hkrati pa
spremlja, kaj se dogaja s povesi vrvi v vzdolzˇnem poteku in pazi, da se ohra-
nja minimalna varnostna viˇsina pod vrvmi.
Urejanje tlorisnega poteka trase je ravno tako problematika, kjer pride do
izraza mozˇnost dinamicˇnega urejanja. Pri spremembi poteka trase daljno-
voda se spremeni vecˇ parametrov daljnovoda. Sama trasa se s spremembo
lahko podaljˇsa ali skrajˇsa, lahko se spremeni sˇtevilo lomov trase in s tem
sˇtevilo kotnih drogov, poleg tega se spremeni viˇsinski potek terenske linije v
vzdolzˇnem poteku, saj je to projekcija trasne polilinije na terensko povrsˇino.
Iz tega je razvidno, da pomeni vsaka sprememba poteka trase zelo veliko
spremembo vzdolzˇnega prereza. Zaradi tega je bilo kljucˇno, da v program
vgradimo funkcionalnost, ki omogocˇa cˇimbolj enostavno in hitro urejanje po-
teka trase daljnovoda ter pri tem avtomatsko azˇurira vse podatke in prikaze.
Uporabniku programa smo omogocˇili, da urejanje poteka trase izvede kar
z urejanjem polilinije trase z uporabo AutoCAD-ovih ukazov in nacˇinov za
urejanje polilinije. Program ima na polilinijo trase vezan reaktor, ki zazna
vsako spremembo, ki se zgodi na poliliniji in ob tem izvede preracˇun celotnega
daljnovoda vkljucˇno s projekcijo novega poteka trase na terensko povrsˇino in
azˇuriranjem tabele vzdolzˇnega prereza. Pri tovrstni spremembi se ponovno
izracˇunajo stacionazˇe kotnih drogov ter po potrebi dodajo novi ali izbriˇsejo
obstojecˇi. Ostalim drogovom se stacionazˇa ne spremeni. Drogovi, katerih
stacionazˇa je vecˇja, kot je dolzˇina nove trase, se izbriˇsejo.
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4.4.8 Generiranje porocˇila
Po koncˇanem nacˇrtovanju daljnovoda nam program omogocˇa generiranje
porocˇila v tekstovni obliki. V tem porocˇilu so zbrane montazˇne tabele ter
nekateri drugi pomembnejˇsi parametri daljnovoda. Montazˇne tabele vsebu-
jejo podatke o povesih vrvi in nateznih silah pri razlicˇnih temperaturah in
se uporabljajo pri napenjanju vrvi na daljnovod. V porocˇilu so za vsako vrv
daljnovoda navedeni osnovni podatki, ki so bili uporabljeni v izracˇunu, ter
nato izracˇuni in montazˇne tabele za vsako razpetino, kjer ta vrv nastopa. V
primeru 4.8 lahko vidimo izsek iz porocˇila za daljnovod na sliki 4.8 za prvo
razpetino vrvi z imenom Vrv 1.
1 Ime vrv i : Vrv 1
2 Tip vrv i : AlFe 70 /12
3 Idea lna razpe t ina : 67 .655 m
4 K r i t i cˇ na razpe t ina : 43 .358 m
5 Osnovna temperatura : −5.0 s t .C
6 K r i t i cˇ na temperatura : 37 .7 s t .C
7 Najve cˇ j i poves p r i temp . : 40 .0 s t .C
8 Osnovna napetost : 8 . 0 0 daN/mm2
9 Faktor dodatnega bremena : 1 .6
10 Skupna dol zˇ ina v e r i zˇ n i c e : 262 .9
11
12 Razpetina : Drog 1 − Drog 8
13 Poves p r i max . nape to s t i : 0 . 7 8 5 m
14 Nateg : 8 . 1 0 2 daN/mm2
15 Natezna s i l a : 658 . 676 daN
16 Najve cˇ j i poves : 0 . 8 0 3 m
17 =====================================================================
18 Temp Poves Dol zˇ ina Napetost Nateg Rez . napetost Rez . nateg
19 −−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
20 St .C m m daN/mm2 daN
21 −−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
22 −20 0 .268 56.546 5 .253 427.109 5 .293 430.345
23 −15 0 .300 56.547 4 .694 381.594 4 .731 384.592
24 −10 0 .336 56.548 4 .181 339.932 4 .215 342.714
25 −5 0 .378 56.550 3 .724 302.771 3 .756 305.363
26 0 0 .423 56.551 3 .327 270.475 3 .357 272.905
27 5 0 .471 56.553 2 .989 243.016 3 .017 245.309
28 10 0 .520 56.556 2 .706 220.008 2 .733 222.191
29 15 0 .569 56.558 2 .471 200.856 2 .496 202.949
30 20 0 .618 56.561 2 .274 184.906 2 .299 186.926
31 25 0 .667 56.564 2 .110 171.552 2 .134 173.513
32 30 0 .713 56.567 1 .971 160.280 1 .995 162.194
33 35 0 .759 56.570 1 .853 150.676 1 .876 152.550
34 40 0 .803 56.573 1 .752 142.412 1 .774 144.254
35
36 −5 0 .785 56.880 8 .000 650.400 8 .102 658.676
Primer 4.8: Izsek iz porocˇila prikazuje montazˇne tabele za prvo razpetino
vrvi Vrv 1
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Poglavje 5
Sklepne ugotovitve
V okviru diplomske naloge smo razvili aplikacijo Electra za nacˇrtovanje nad-
zemnih elektroenergetskih vodov, ki smo jo integrirali v obstojecˇo program-
sko opremo CGS Infrastructure Design Suite kot dodatni modul.Uspesˇno
smo implementirali vse tocˇke zahtevane funkcionalnosti iz ??. Pri razvoju
smo poleg zagotavljanja natancˇnosti in pravilnosti izracˇunov najvecˇ poudarka
namenili razvoju funkcionalnosti, ki omogocˇa intuitivno in dinamicˇno inte-
rakcijo uporabnika s programom. Poskusili smo dosecˇi, da bi uporabnik vecˇji
del interakcije s programom in s podatki opravil preko same risbe DWG in v
manjˇsi meri preko drugih oblik uporabniˇskega vmesnika, saj je taksˇen nacˇin
dela bolj naraven ter v duhu programov CAD, ki so osredotocˇeni na vizualno
nacˇrtovanje. Druga stvar, ki smo ji posvetili precej pozornosti, pa je azˇurna
skladnost vzdolzˇnega in tlorisnega pogleda nacˇrta nadzemnega elektroener-
getskega voda. Da nam je oboje dobro uspelo, gre v veliki meri zasluga tudi
zelo dobremu programskemu vmesniku ObjectARX, ki smo ga s pridom iz-
koristili za dostop do funkcionalnosti, ki so na voljo v samem Autocad-u za
delo s podatkovnimi in vizualnimi elementi risbe DWG.
Program Electra je zˇe v uporabi v enem od slovenskih podjetij za distribucijo
elektricˇne energije, s svojo funkcionalnostjo pa cilja na vse, ki se ukvarjajo
z nacˇrtovanjem ali vzdrzˇevanjem nadzemnih elektroenergetskih vodov in so
uporabniki platforme Autocad ali Bricscad.
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Mozˇne nadgradnje in izboljˇsave programa Electra so sˇtevilne in bodo v vecˇeni
implementirane v prihodnjih razlicˇicah programa. Nasˇtejmo nekaj najpo-
membnejˇsih:
• podpora vecˇim evropskim in svetovnim standardom nacˇrtovanja nad-
zemnih elektroenergetskih vodov
• vpliv sile vetra na vodnike in ostale elemente nadzemnega elektroener-
getskega voda
• mozˇnost precˇnih prerezov trase daljnovoda
• mozˇnost 3D pogleda nadzemnih elektroenergetskih vodov
• podpora projektiranju podzemnih elektroenergetskih vodov
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DODATEK A. RAZREDNI DIAGRAM PODATKOVNEGA SLOJA
PROGRAMA ELECTRA
StoragePoles
-m_Poles: CArray <ElectraPole*, ElectraPole*>
-m_isInit: bool
+m_axisName: CString
+Init(in axisName:CString): bool
+Update(in pole:ElectraPole): bool
+Delete(in id:const long): bool
+GetAt(in i:const long,out pole:ElectraPole): bool
+GetById(in id:const long,out pole:ElectraPole): bool
+GetNextPole(in id:const long,out pole:ElectraPole): bool
+GetPrevPole(in id:const long,pole:ElectraPole): bool
+GetNextTensionPole(in id:const long,out pole:ElectraPole): bool
+GetPrevTensionPole(in id:const long,out pole:ElectraPole): bool
+GetNextPoleByStac(in id:const long,out pole:ElectraPole): bool
+GetPrevPoleByStac(in id:const long,out pole:ElectraPole): bool
+GetNextTensionPoleByStac(in id:const long,out pole:ElectraPole): bool
+GetPrevTensionPoleByStac(in id:const long,out pole:ElectraPole): bool
+GetLastInsertedPole(out pole:ElectraPole): bool
+Count(): long
+isInit(): bool
+axisName(): CString
+UpdateAllCables(): bool
#GetAllPoles(out poles:CArray <ElectraPole*, ElectraPole*>*): int
#Find(in id:const long): long
#DeleteRecord(in id:const long): bool
#UpdateRecord(in pole:ElectraPole): bool
#ReadRecord(in id:const long,out pole:ElectraPole): bool
#SavePoleIndex(in idx:const long): bool
StorageCables
-m_Cables: CArray <ElectraCable*, ElectraCable*>
-m_isInit: bool
-m_axisName: CString
+Init(in axisName:CString): bool
+Update(in cable:ElectraCable): bool
+Delete(,in id:const long): bool
+DeleteAllWithCatenary(in catId:const long): bool
+GetById(in id:const long,out cable:ElectraCable): bool
+GetAt(in i:const long,out cable:ElectraCable): bool
+Count(): long
+isInit(): bool
#GetAllCables(out cables:CArray <ElectraCable*, ElectraCable*>*): int
#Find(in id:const long): long
#DeleteRecord(in id:const long): bool
#UpdateRecord(in cable:ElectraCable): bool
#ReadRecord(in id:const long,out cable:ElectraCable): bool
StorageCatenaries
-m_Catenaries: CArray <ElectraCatenary*, ElectraCatenary*>
-m_isInit: bool
+Init(): bool
+Update(inout cat:ElectraCatenary): bool
+Delete(in id:const long): bool
+GetById(in id:const long,out cat:ElectraCatenary): bool
+GetAt(in i:const long,out cat:ElectraCatenary): bool
+Count(): long
#GetAllCatenaries(out catenaries:CArray <ElectraCatenary*, ElectraCatenary*>): int
#Find(in id:const long): long
#DeleteRecord(in id:const long): bool
#UpdateRecord(out cat:ElectraCatenary): bool
#ReadRecord(in id:const long,out cat:ElectraCatenary): bool
ElectraPole
+id(): long
+name(): CString
+stac(): double
+poleType(): PoleTYPE
+hangings(): CString
+traverses(): CString
+Insulators(): CString
+height(): double
+handleLS(): CString
+handleAX(): CString
+poleSymbol(): CString
+cablePositions(): const CArray <CablePos, CablePos&>*
+cablePositionsStr(): CString
+set_name(in name:const ACHAR*): void
+set_stac(in stac:const double): void
+set_poleType(in poleType:const PoleTYPE): void
+set_hangings(in hangings:const ACHAR*): void
+set_traverses(in traverses:const ACHAR*): void
+set_insulators(in insulators:const ACHAR*): void
+set_height(in height:const double): void
+set_handleLS(in const ACHAR*:handle): void
+set_handleAX(in handle:const ACHAR*): void
+set_cablePosition(in index:const int,in pos:const CablePos): bool
+set_cablePositions(in cablepositions:CString): bool
+set_poleSymbol(in symbol:CString): void
+add_cablePosition(in pos:CablePos): void
+remove_cablePosition(in index:const int): bool
+DrawPoleLineLS(in basePt:const AcGePoint2d,in scale:const AcGePoint3d): bool
+DrawPoleSignAX(in basept:const AcGePoint2d): bool
+UpdatePoleLineLS(in basePt:const AcGePoint2d,inout poly:AcDbPolyline*,
                  in scale:const AcGePoint3d): bool
+UpdatePoleSignAX(in basePt:const AcGePoint2d,inout sign:AcDbCircle*): bool
+DrawPoleTextsLS(in axis:const CString,in basePt:const AcGePoint3d,
                 in scale:const AcGePoint3d): int
+WriteEED_PoleLS(in axis:const CString): bool
+WriteEED_PoleAX(in axis:const CString): bool
+ErasePoleLineLS(): bool
+ErasePoleSignAX(): bool
+ErasePoleTextsLS(): bool
+CopyFrom(in ep:const ElectraPole*): void
#GetNextPoleIndex(): long
#GeneratePoleName(id:long): CString
BasicCable
+name(): CString
+cableSection(): double
+coreSection(): double
+cableDiameter(): double
+specificWeight(): double
+weight(): double
+e(): double
+alpha(): double
+set_name(in name:const ACHAR*): void
+set_cableSection(in d:const double): void
+set_coreSection(in d:const double): void
+set_cableDiameter(in d:const double): void
+set_specificWeight(in d:const double): void
+set_weight(in d:const double): void
+set_e(in d:const double): void
+set_alpha(in d:const double): void
ElectraCatenary
+id(): long
+name(): CString
+cableType(): CString
+maxTensileStress(): double
+basicTempType(): BasicTempTYPE
+temp(): double
+loadFactorType(): LoadFactorTYPE
+loadFactor(): double
+set_name(in name:const ACHAR*): void
+set_cableType(in type:const ACHAR *): void
+set_maxTensileStress(in stress:const double): void
+set_basicTempType(in tempType:const BasicTempTYPE): void
+set_temp(in temp:const double): void
+set_loadFactorType(in const LoadFactorTYPE:loadFactor): void
#GetNextCatenaryIndex(): long
#GenerateCatenaryName(in id:long): CString
ElectraCable
+id(): long
+name(): CString
+handle(): CString
+handleSZ(): CString
+catId(): long
+poleId(): long
+safetyZone(): double
+set_name(in name:const ACHAR*): void
+set_handle(in handle:const ACHAR*): void
+set_handleSZ(in handle:const ACHAR*): void
+set_catId(in id:long): void
+set_poleId(id:long): void
+set_safetyZone(in d:double): void
+DrawCablePoly(in points:const AcGePoint3dArray): bool
+UpdateCablePoly(in points:const AcGePoint3dArray,out poly1:AcDbPolyline*,
                 out poly2:AcDbPolyline*=NULL): bool
+EraseCablePoly(): bool
+WriteEED(axis:const CString): bool
+GetNextCableIndex(): long
+GenerateCableName(in id:long): CString
Slika A.1: Razredi podatkovnega sloja
Dodatek B
Uporaba funkcionalnosti
AcEdJig za urejanje polozˇaja
drogov
16
17 AcEdJig : : DragStatus Elect raLSJ ig : : doIt ( ) {
18 // k r e i r a n j e vseh en t i t e t , k i j i h vk l ju cˇ imo v J ig
19 . . .
20 // i n i c i a l i z a c i j a e l e c t r a podatkovne baze
21 . . .
22 // i z r a cˇ unaj za cˇ etne v r ednos t i za potek vrv i
23 . . .
24 // nas tav i barve en t i t e t , s l o j e t e r t i p e cˇ r t
25 . . .
26 //po zˇ en i J ig
27 do {
28 s t a t=drag ( ) ;
29 i f ( ( s t a t==AcEdJig : : kNull ) ) s t a t=AcEdJig : : kCancel ;
30 }whi le ( ( s t a t !=AcEdJig : : kNormal ) && ( s t a t !=AcEdJig : : kCancel ) ) ;
31 // i z b r i sˇ i e n t i t e t e vk l ju cˇ ene v J ig
32 . . .
33 }
34
35 AcEdJig : : DragStatus Elect raLSJ ig : : sampler ( ) {
36 // pridobimo novo to cˇ ko polo zˇ a ja mi sˇ k inega kaza lca
37 s t a t=acqu i rePo int ( m ptIn ) ;
38 // preverimo cˇ e j e sprememba dovo l j ve l ika , da j e potrebno posodob i t i i z r i s
39 i f ( ( fabs ( m pt0 . x−m ptIn . x ) > MIN NUM) | | ( fabs ( m pt0 . y−m ptIn . y ) > MIN NUM) ) {
40 m pt0=m ptIn ;
41 }
42 e l s e i f ( s t a t==AcEdJig : : kNormal ) {
43 s t a t=AcEdJig : : kNoChange ;
44 }
45 }
46
47 Adesk : : Boolean Elect raLSJig : : update ( ) {
48 // i z r a cˇunamo nov polo zˇ a j droga v vzdol zˇnem p r o f i l u g l ede na novo to cˇ ko m ptIn
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49 . . .
50 // posodobi en t i t e t o , k i p r e d s t a v l j a l i n i j o droga , g l ede na nov polo zˇ a j
51 . . .
52 // s pomocˇ jo f u n k c i j na sˇ ega razreda CableCalcu lat ion na novo i z r a cˇunamo to cˇ ke obe sˇ anja
v rv i na drogove
53 // t e r i z r a cˇunamo nove v e r i zˇ n ice , po ka t e r i h potekajo obe sˇ ene v rv i ( m cc j e ob jekt t ipa
CableCalcu lat ion )
54 . . .
55 m cc−>CalculateHangingPoints (&cableData−>m cab , m scale , m stac0 , cableData−>
m hangingPoints , m ep−>id ( ) ) ;
56 m cc−>Calc(&m cablesData . ElementAt ( i )−>m cat , &m cablesData . ElementAt ( i )−>m bc ,
hangingPoints , points , m sca le ) ) ;
57 . . .
58 // g l ede na i z r a cˇ unane v e r i zˇ n ice , posodobimo p o l i l i n i j e , k i p r e d s t a v l j a j o v rv i
59 . . .
60 // posodob l j ene e n t i t e t e dodamo v seznam en t i t e t , k i j i h j e potrebno posodob i t i
61 e n t i t y L i s t . append ( m pLineSitu ) ; e n t i t y L i s t . append ( m pLine ) ; e n t i t y L i s t . append (
m pCirc le ) ;
62 m EntList . s e t E n t i t y L i s t ( e n t i t y L i s t ) ;
63 }
64
65 AcDbEntity∗ ElectraLSJig : : e n t i t y ( ) const {
66 return ( cons t ca s t<CEntityList∗>(&m EntList ) ) ;
67 }
68
69 Adesk : : Boolean CEntityList : : subWorldDraw (AcGiWorldDraw ∗ wd) {
70 //nad vsemi en t i t e tami v seznamu m EntList , pok l i cˇemo wd−>geometry ( ) . draw ( ent ) ;
71 // zato , da se posodob l j ene e n t i t e t e ponovno i z r i sˇ e j o
72 }
Primer B.1: Uporaba funkcionalnosti AcEdJig za urejanje polozˇaja drogov
