Abstract-In this paper the development of a SCILAB compatible software package for the analysis and control of repetitive processes is described. The core of the package consists of a simulation tool which enables the user to inspect the process dynamics with or without control laws applied. Reliable and numerically efficient algorithms for stability analysis and the control law design have been included. Illustrative examples are also given and areas of ongoing development is discussed.
I. INTRODUCTION
Repetitive processes are a distinct class of 2D systems (i.e. information propagation in two independent directions) of both system theoretic and applications interest. The essential unique characteristic of such a process is a series of sweeps, termed passes, through a set of dynamics, defined over a fixed finite duration known as the pass length (denoted by α < +∞). On each pass an output, termed the pass profile, is produced which acts as a forcing function on, and hence contributes to, the dynamics of the next pass profile. This, in turn, leads to the unique control problem in that the output sequence of pass profiles generated can contain oscillations that increase in amplitude in the pass-to-pass direction. Hence these processes propagate information in two separate directions, i.e. from pass-to-pass and along a pass respectively.
Physical examples include long-wall coal cutting and metal rolling operations (see, for example, [1] ). Also, in recent years applications have arisen where adopting a repetitive process setting for analysis has distinct advantages over alternatives. For example, they can be used to analyze an important class of iterative learning control (ILC) schemes [2] . More recently another application has arisen in the context of self-servo writing in disk drives [3] and there are as yet unexploited links with one approach to the analysis of spatially interconnected systems [4] . Attempts to control these using standard ("classical" 1D) systems theory/algorithms fail (except in a few very restrictive special cases) precisely because such approaches ignore the inherent 2D structure of repetitive processes, i.e. information propagation occurs in two distinct directions.
In seeking a rigorous foundation on which to develop a control theory for these processes, it is (noting the above) natural to attempt to exploit the structural links which exist between these processes and other classes of 2D discrete linear systems (e.g. Roesser model [5] or Fornasini-Marchesini model [6] ). Also in an important case, so-called differential repetitive processes, information propagation along the pass is governed by a continuous variable whereas in the passto-pass direction it is a discrete variable. Moreover, in all cases the initial conditions are reset before the start of each pass and in some cases of practical interest, e.g. long-wall coal cutting, these be an explicit function the previous pass profile and this alone can induce instability. Such behavior has no 2D linear systems counterpart.
In this paper we consider so-called discrete linear repetitive processes which can arise either from direct modelling of a physical process or as a result of sampling the dynamics of a differential process in the along the pass direction. The state space model [1] of such a process has the following form over 0 ≤ p < α, k ≥ 0 where k denotes the pass number or index
Here, on pass k, x k (p) ∈ R n denotes the state vector, y k (p) ∈ R m denotes the pass profile vector, and u k (p) ∈ R r denotes the vector of control inputs. To complete the process description, it is necessary to specify the boundary conditions, i.e. the initial state vector at the beginning of each pass and the initial pass profile. Here, no loss of generality arises from assuming
where the n × 1 vector d k+1 contains known constant entries and f (p) is an m × 1 vector whose entries are known functions of p. The stability theory [1] for linear repetitive processes consists of two basic concepts, termed asymptotic stability and stability along the pass respectively. Noting again the unique control problem, these properties demand that bounded sequences of inputs produce bounded sequences of pass profiles where 'bounded' is defined in term of the norm on the underlying function space. Asymptotic stability guarantees this property over the finite and fixed pass length and as a consequence there exists the so-called limit pass profile, i.e. after the sufficient number of passes the process dynamics can be replaced by those of a 1D discrete linear system. The fact that the pass length is finite, however, means that this limit profile could be unstable (as a 1D discrete linear system). (Over a finite duration even an unstable 1D linear system is guaranteed to produce a bounded output). Stability along the pass prevents this situation from arising by demanding the boundedness property uniformly, i.e. independent of the pass length. (It is easy to see that asymptotic stability is a necessary condition for stability along the pass.)
Many sets of necessary and sufficient conditions for these properties are known and some of them can be tested by direct application of 1D linear systems stability tests, e.g. Nyquist plots. A major drawback, however, is that these do not provide a basis on which to also address the question of control law design for stability and/or performance. This has led in recent years to the use of Linear Matrix Inequality (LMI) techniques (see e.g. [7] ) and there now exists a large volume of results on the design of physically implementable control laws (for the detailed description refer e.g. to [8] and references therein.) In this paper, the development of software to support the design and evaluation of control laws (including any necessary supporting tools) is described.
II. BASIC DEVELOPMENT
A core problem encountered during the control related analysis of repetitive processes is how to visualize the process dynamics. This problem has been considered previously (see e.g. [9] , [10] ) but the resulting software was for simulation in response to a given input sequence only and the underlying architecture did not allow new features to be added. Note also that the necessity to work under MATLAB [11] and MS Windows family of operating systems has also been examined -see [9] . This resulted in a Java based version [10] that can be run on all systems supporting Java Virtual Machine. This toolkit, however, has a number of constraints and hence its applicability is limited to educational purposes only. The MATLAB version has an extensive number of discretization algorithms and provides methods of visualization of the process dynamics. This tool however does not cover the control law design.
The above arguments confirm that there is no high quality reliable software to support the analysis and design of control laws for use with, for example, experimental facilities, [12] where ILC control laws designed in a repetitive process setting could be experimentally verified. Moreover the currently available tools do not allow easy inclusion of new algorithms. Also there are no software packages for analysis and synthesis based on open source software (the Javabased toolkit [10] cannot be used for this purpose due to its limitations). This causes licensing problems and reduces the areas of potential use (e.g. by students).
As the platform for developing software for analysis and control law design/evaluation to remove these difficulties, the free and open resource SCILAB (see [13] , [14] , [15] ) has been selected. SCILAB environment has been under development since 1990 by INRIA (France) and has already seen industrial use (e.g. PSA Peugeot Citroen, Renault, Dassault Aviation and many others). Moreover, it supports MS Windows and Linux/Unix operating systems and, due to the fact that it is an open source software, can be compiled on any required operating system. Using the SCILAB in comparision to writing the software from scratch, e.g. in the C++ language, has many benefits and, in particular, ease of programming. The disadvantage of SCILAB's current version is the lack of the support for the object oriented programming, the use of limited Tool Command Language/Toolkit (TCL/TK) libraries and (most importantly) the lack of "by variable" parameter passing to functions.
To be an effective in analysis and control design for repetitive processes, any toolkit must offer the following key functional properties:
• Power -the tool must include the best algorithms for stabilization and stability analysis, • Extensibility -by writing a minimal piece of code even an inexperienced programmer should be able to include new control algorithms, stability analysis methods etc. as they are developed, • Open source -the toolkit must be based on an open source license, • Ease of use -even a casual, non-professional user must be able to effectively utilize the full potential of the tool, • L A T E X export -the results should be easily exported to the L A T E X system and automatically produce a PDF file (when the user has installed a L A T E X distribution), • The graphical user interface (GUI) must be separated from the core files -there must be no functional difference between using the GUI and the toolkit files directly. This allows a user to create script files, • Ease of installation -the toolkit itself should offer an easy-to-use installer, however the source files must also be available. The main functions of the implemented toolkit include:
• Visualization of the process dynamics: 3D plots and 2D plots (both along the pass and pass-to-pass), • Stability analysis -asymptotic and along the pass, using both classic (i.e. Nyquist diagram based) and LMI settings, • Control law design based on the use of LMIs [8] , [18] , • A user-friendly interface -see Fig 1. 
A. VISUALIZATION
A very important part of the toolkit is the visualization of the process dynamics engine. It allows the user to generate various plots that greatly increase the understanding of a process dynamics. All relevant dynamics plots can be produced, including along the pass and the pass-to-pass plots. Moreover, a 3D visualization of the overall evolution of the process dynamics is available. These plots show how the state or output (pass profile) evolve during the execution of the selected sequence of passes. Note also that all supported plots can be generated separately for both the outputs and states. Due to SCILAB 3.x constraints, a maximum of 6 passes can be drawn simultaneously using different colors for clarity. Creating a pass-to-pass plot is almost identical to its along the pass counterpart. Both along the pass and the pass-to-pass plots include a legend. The selections of passes or points can be made using a simple GUI. The same result can be however obtained by using provided toolkit functions, which is especially useful for scripting purposes.
The 3D plots module is used to construct a threedimensional view of the process dynamics, simultaneously showing the along and pass-to-pass directions. In other words, 3D plots enable visualization of the full evolution of the process dynamics over the specified number of passes. To construct such a plot it is necessary to choose the state/output number which is to be visualized. The plot is then generated for all included points and passes (i.e. ∀k ∈ {0, 1, . . . , β} and ∀p ∈ {0, 1, . . . , α − 1} -see (1)) where β denotes the user-specified number of passes.
All plots utilize a standard set of the SCILAB tools and hence share the benefits and constraints of this environment. For example the most important problem with plotting in SCILAB is a fact that in some circumstances the plot cannot be rotated accurately enough. To overcome this problem the implemented toolkit provides an utility function rotateFig that allows a given plot to be rotated by any specified degree.
B. STABILITY ANALYSIS
In terms of stability analysis for discrete linear repetitive processes of the form considered here, asymptotic stability (and hence the construction of the resulting limit profile described by a 1D discrete linear systems state space model) is simple to check as it requires that all eigenvalues of the matrix D 0 in (1) have modulus strictly less than unity (this task is much harder for the case when the pass initial condition is an explicit function of the previous pass profile.) Stability along the pass, however, is a much more challenging task in this respect. In which context, it has been noted in the introduction that a 1D Nyquist test can be used but it has not proved a suitable basis to undertake control law design (in contrast to the 1D case). This has led to the use of LMI based tests which are sufficient but not necessary but can be executed using computations with constant entry matrices and, crucially, provide a basis for control law design.
An LMI solver is available in the SCILAB -"LMITOOL: a Package for LMI Optimization in Scilab" [19] and this is available for use with the toolkit developed here -the user selects the criterion and is given an information about the system stability. Note also that provision is available to easily include existing or newly developed tests by simply implementing a single SCILAB function with no need to change the GUI.
C. CONTROL LAW DESIGN
One of the control laws considered to date for discrete linear repetitive processes has the following structure (for the background see, for example, [18] and the relevant cited references)
where K 1 and K 2 are matrices to be computed. Currently the only effective approach for the computation of the controller matrices is through the use of LMIs. One approach in the current context would be to use the LMI tools already in SCILAB. However, this approach requires substantial knowledge about the internal data structures used by the LMI solver and this is not ideal. Consequently a set of readyto-use control law design templates have been incorporated into the toolkit. Moreover, expanding it by adding additional control law design methods is a simple task.
D. L A T E X EXPORT
Presentation of simulation results can be a time consuming task, especially when considering large matrices which are often encountered in this area. To simplify this tedious task the toolkit has been equipped with L A T E X export capabilities. It is possible to include any number of plots, both 2D and 3D. On each plot any number of points/passes can be displayed, which is an essential difference with the "interactive" plots discussed earlier. Note however that still only 6 points/passes on each plot can be displayed in unique colors. The process of plot selection is simplified by the use of an interactive wizard. It is also possible to export simulation data from the script.
E. USABILITY ENCHANCEMENTS
One of the design goals was to make this new toolkit as user friendly as possible. To achieve this, a "new system wizard" for entering various process parameters has been implemented. Since most of the model parameters are matrices, the basic method to define these is the SCILAB convention for entering matrices (exactly the same as in the MATLAB). To simplify this process, it is also possible to enter the matrix element-by-element (see Fig. 2 ). To make the end product available for a broader audience, the Windows operating system version employs an easy to use multilingual (currently Polish and English) installer based on Nullsoft Install System (NSIS) [16] . This system is widely regarded to be a very reliable, free solution that produces a small overhead code. Additionally, the NSIS can package and verify all the files included into the prepared compilation. Moreover, as an additional safety measure, for each installed file the Message-Digest Algorithm 5 (better known as MD5) checksum is calculated using the MD5 library [17] . This value is used when upgrading and uninstalling the toolkit -if any change is detected, the user can choose to leave the file intact. Essentially, this feature provides protection against accidental deletion of manual changes.
During the installation phase, an existing L A T E X installation is automatically detected. Currently, the most popular MiKTeX distribution is supported by the installer, but any standard L A T E X can be used.
III. IMPLEMENTATION DETAILS
The toolkit consists of a TCL/TK GUI frontend and a number of SCILAB script files and functions. All the basic process parameters are included in the lrp structure which is implemented as a new type based on the tlist (typed list; native SCILAB datatype) with the following fields:
• lrp model -(string), name of the data type • A, B, B0, C, D, D0 -(matrices), model matricessee (1), • alpha -(positive integer), pass length (number of points on each pass), denoted α in (1), • beta -(positive integer), number of passes over which the simulation will run, • x0, Y0 -(real matrices), boundary conditions, see (2) . Note that x k+1 (0) in (2) is here denoted by x0 for simplicity,
• n, r, m -(positive integers) Note that the model of (1) does not impose any constrains on the number of passes and hence to simulate the process response it is necessary to bound it by some finite value selected by the user -hence the parameter beta in the lrp structure.
A. THE lrp.controller FIELD
The controller field of the lrp model datatype is a dynamically increasing list that contains a number of tlist structures. Each element holds the results of control law calculations. By design the first element of the controller list (i.e lrp.controller (1)) is a copy of all the system matrices. This ,,controller" is necessary for retaining the matrices for the open-loop system.
When new control law matrices are computed, a new tlist is added to the lrp.controller field. This field is defined by the user and the toolkit does not enforce any constraints on its structure. The only requirement is that there must be a field solutionExists of the boolean type which informs whether or not it is possible to obtain control law matrices for the example under consideration by the design method being considered.
In order to introduce a new control law the user must 1) give it a name (e.g. controllerExample) and 2) implement a set of 3 functions and one .tex file:
• controllerExample (the same name as a control law name) -the main function used for calculating the (constant) control law matrices given a process state space model. This approach allows faster calculations but also imposes an important drawback -it is not possible (without changes to the core Toolkit files) to simulate controlled process to asses the effects of varying the control law matrix (K). (LMI designs produce a family of such K). The addition of this feature is a subject for future work.
• setcontrollerExample (set+controller name) -change the system matrices to depict the controlled process (e.g. replace the A matrix into A + B · K matrix where K is the calculated (constant) control law matrix).
• writecontrollerExample (write+controller name) -a SCILAB function for exporting the results (e.g. controller matrices, parameters etc.) to L A T E X, can be blank if no export is required • describecontrollerExample.tex (describe+controller name) -introductory text in L A T E X to be inserted when using the L A T E X export capabilities, can be left blank. It must be stressed that the Toolkit files written by the user must be placed in the appropriate directories -this is explained in the help file. Note also that the SCILAB enforces a maximum function name length of 25 characters.
Currently the toolkit functions contain only slight overhead code which is mainly due to various checks of given arguments. All calculations are performed by native SCILAB commands. The only exception is the GUI which, due to the used TCL/TK language (the only option for SCILAB version 3x), cannot compete in terms of speed with the direct execution of the toolkit functions called from the console. This does not, however, reduce the usefulness of this tool, since the GUI is used for small (or, at most, medium) sized problems for which this overhead is negligible.
B. THE lrp.stability FIELD
The stability field of the lrp model datatype is a dynamically increasing list that contains a number of tlist structures. Each element represents a preformed stability test.
When the user checks a new stability condition, a new tlist is added to the lrp.stability field. This field is defined by the programmer and the toolkit does not enforce any constrains on its structure. The only requirement is that there must be a field solutionExists of integer type (note here the difference between lrp.stability and lrp.controller field where a boolean type is used instead) which informs the user whether the system is stable, unstable or the method used does not provide the answer. The solutionExists field can have the following values
• −1 -test is inconclusive. In this case the only alternative is to use another test.
• 0 -the process is unstable, • 1 -the process is stable. Obviously the SCILAB works in finite precision arithmetic and hence numerical errors can influence the results.
To implement a stability test the programmer should write a function that returns an lrp structure and is given one as the only argument. Note here that a better solution would be to use a "by variable" (or by pointer) passing method but this is not implemented in SCILAB. This function must be placed in the stability directory of the toolkit.
To conserve memory, the lrp.stability field is dynamically created. If the user does not complete any stability tests then this field does not exist.
IV. EXAMPLE
To illustrate the toolkit, consider the special case of (Note that the argument of the sin function is given in radians). By using the stability analysis options offered by the toolkit we conclude that the process is asymptotically stable but unstable along the pass. The plots of the pass profiles for k = 3, 5, 7, 12, 15, 20 confirm this (note the amplitudes of pass profile vectors increase significantly (see Fig. 3 ) as the process dynamics evolve). Suppose now that the task is to design a control law of the form (3) to ensure stability along the pass. This can be undertaken using the toolkit stabilizing control law design options, as detailed in Section II-C. For demonstration purposes we consider the case (in actual fact the theory behind this design produces a family of possible choices for K) when the control law matrix K of (3) All the matrices obtained during the control law computations are available to the user by using the options supplied and they can be also exported to the L A T E X-based source file. A representative plot of the evolution of the pass profile sequence for the controlled process is given in Fig. 3 and the stability along the pass property is evident by inspection.
V. CONCLUSIONS AND FUTURE WORK
The SCILAB toolkit whose development has been described in this paper has already been useful in the analysis and control law design for discrete linear repetitive processes of the form considered here. Its basic functions include the simulation engine and the stability analysis/control law design abilities. A key point to note is that this toolkit removes the limitations present in others. Moreover, the user is able to export the results to the valid L A T E X compatible format text file.
Software development for this toolkit is an ongoing process; there are many options which remain to be implemented. A representative sample of on going development work is the following topics:
• enhanced provision for boundary conditions; allow selection of pre-defined sets, • support for new classes of processes (such as "wave" or semi-linear) and for a differential process model where the dynamics along the pass are governed by a linear matrix differential equation couple along with discretization methods, • addition new control law design algorithms, • control law design for stability and performance (e.g.
ensuring that a reference signal is tracked, minimization of the influence of the external disturbances), • handling of processes with uncertainty in the state space model, • an installer for the Linux/Unix version. Results from this work will be reported in due course.
