Introduction
Information across the web has grown enormously in this emerging pervasive environment, which makes it difficult for a effective communication. Web service brings aid for such situations. The programming language running on various platforms can use web services for interoperable machine-to-machine interaction [1] over a network, thanks to the use of XML. Web service description language (WSDL) [2] is a well-known XMLbased service that helps service providers to access the system in a simpler form, regardless of the underlying runtime implementation. For non-technical people or in an automated environment, web services serve as a unit handling business processes without thinking about the application.
Alongside this, semantic web technologies have been proving the means of annotating resources and services resulting in the new standards that enable true semantic interoperability for services [3] . Semantic web should provide greater access to the services on the web. In order to achieve a high degree of automation in the semantic web services, an Ontology Web Language for Services (OWL-S) [4] specification, which defines a set of ontologies through a semantic description of services, are created.
The service description consists of three ontologies such as Service Profile, Service Model,and Service Grounding. A lot of research is underway in the service-oriented technique in the agricultural ubiquitous environment [5, 6] . As the vertical farm system is acclaimed for automation, the inclusion of semantic web services assures an effective
Ontology Model for Vertical Farm
The Ontology for vertical farm was designed mainly focusing on the service-based vertical farm without any human intervention. The OWL-S based approach, which helps the services in providing richer semantic specifications, is used in vertical farm ontology. To build a context aware model for the services in the vertical farm environment, the first step taken was to identify the concepts. The concepts are identified using statistical measures [16] . 
Context-Based Concepts
The Context-Based Concepts are related to the set of environmental parameters and time for a specific location. As the User is interrelated with the context, the decision made by the User is always depending on the context. Context awareness is most significant in the ubiquitous environment. The user receives the instance of the context class in a particular interval to make accurate decisions on the services. When environmental conditions such as temperature, humidity, luminance and carbon dioxide are received, location is used as an element to identify the control service and select the control equipment. Corresponding control equipment can be selected with the range of the building. As the sector belongs to the room and room belongs to the building, so does the location of the corresponding control device.
The code snippet above reads the object property hasContext and hasEnvironmentalParameter with their respective domain and range. As mentioned in Figure 1 , the context holds the information of environmental parameter that is used by user class. <owl:Class rdf:ID="Context"> <owl:disjointWith rdf:resource="#User"/> </owl:Class> <owl:ObjectProperty rdf:ID="hasContext"> <rdf:type rdf:resource="&owl;FunctionalProperty"/> <rdfs:domain rdf:resource="#User"/> <rdfs:range rdf:resource="#Context"/> </owl:ObjectProperty> <owl:ObjectProperty rdf:ID="hasEnvironmentalParameter"> <rdfs:domain rdf:resource="#Context"/> <rdfs:range rdf:resource="#Parameter"/> </owl:ObjectProperty> …
Environment-Based Concept
The Environmental-Based concepts hold environmental parameter such as Temperature, Humidity, Illumination and CO2. In the Vertical Farm Ontology Model, autonomous services are achieved through the sensors and actuators, which deals with the environmental parameters. Even though the crops are cultivated in the vertical farm, both the indoor and outdoor weather conditions play a role in the crop's growth condition. During the ventilation, there are many possible outdoor weather conditions which evolve a disease in the harvests. The environmental parameters sensed by such smart devices are described in the code below. The class Multisensor holds four sensed values, which are interpreted in a union form.
Hardware-Based Concept
In the Hardware-Based Concepts, both the devices and the control equipment are utilized to extend services. A hardware-based concept supports the service-orientation in the system. Each sector has its own control device implanted in the vertical farm. When an environmental change is noticed in the particular sector, with the help of smart service selection, the control device is decided. Since both the environmental condition and control devices are connected to the Location, the relationship of the sector and the device can be discovered and the action is performed accordingly. Another important class is System that mainly helps in the communication of resources. The property -isControlledBy‖ is linked between the Server (subclass of System) and ControlServices (subclass of Service). OWL axioms in code below briefs the class -AirCondition‖ and its properties. Similarly, all the other control devices are interrelated using the object property.
<owl:Class rdf:ID="EXSENSOR"> <rdfs:subClassOf rdf:resource="#MultiSensor"/> <rdfs:subClassOf> <owl:Restriction> <owl:onProperty rdf:resource="#returnsEnvironmentCondition"/> <owl:allValuesFrom> <owl:Class> <owl:unionOf rdf:parseType="Collection"> <owl:Class rdf:about="#Humidity"/> <owl:Class rdf:about="#Luminance"/> <owl:Class rdf:about="#Temperature"/> <owl:Class rdf:about="#Carbondioxide"/> </owl:unionOf> </owl:Class> </owl:allValuesFrom> </owl:Restriction> </rdfs:subClassOf> </owl:Class>
User-Based Concept:
User-Based Concept consists of users such as administrator, researcher, and system manager, all of whom make use of the context information. All authorized users are afforded their own User ID for access to the services (monitoring and controlling services) as shown in the code below. As all the services are automatic, the user generally plays the role of monitoring the crop's growth. With the help of automatic web service discovery, the suggestion and the flow of the process are easily obtained for the user.
Service-Based Concept:
Service Class plays a major role in Vertical Farming. The Service based Concept makes use of context information which in turn is used by the User Class. To achieve considerable benefit, the upper ontology of services is inherited from the OWL-S as represented in the OWL code below. The Class Service contains Service Profile, Service Model, and Service Grounding. Many service functions are used in the Vertical Farm Ontology. Each function has defined Input, Output, Precondition, and Effects (IOPE). Semantic Services in the OWL-S works with Input and Output services. Since it is an external procedure, pre-conditions are demanded to satisfy and execute the mapping to provide the result. 
Instantiation of Vertical Farm Ontology
The Service-Oriented Ontology for Vertical Farm System is designed with consideration of future pervasive computing. Ontology was implemented in the OWL at Protégé. Ontology was verified by retrieving the desired information with SPARQL Query Language. The semantic interoperability to exchange and share knowledge between the systems is achieved using the ontology model. Figure 2 shows the instance of an individual regarding the sensor and its object properties. The location of the sensor is mentioned, which is distinct for each cultivation. Sensor is of the Multisensor type that can sense many of context information such as Temperature, Humidity, Illumination and Carbon-di-oxide. Many services make use of the Sensor instance, which includes getTemperature, getHumidity, getIlluminance and getCO2. This device is also revealed by the SmartSelectionService. The data properties <owl:Class rdf:ID="Service"> <rdfs:subClassOf> <owl:Restriction> <owl:onProperty rdf:resource="#hasServiceProcess"/> <owl:maxCardinality rdf:datatype="&xsd;nonNegativeInteger">1</owl:maxCardinality> </owl:Restriction> </rdfs:subClassOf> <rdfs:subClassOf rdf:resource="&owl-s;Service"/> </owl:Class> <rdf:Description rdf:about="&owl-s;describedBy"> <rdfs:domain rdf:resource="&owl-s;Service"/> <owl:equivalentProperty rdf:resource="#hasServiceProcess"/> </rdf:Description> … are also shown like hasID, hasState, hasManufacturer, hasNetworkType and hasSensorType. For a better understanding of the relationships, the domain and range are specified accordingly. The ontology is made to parse the information and invoke the rightful service.
Figure 2. Instance of Multi-Sensor
In OWL-S, the three classes, such as Service Profile, Service Process, and Service Grounding, help to connect the owl files with the web services automatically. The service profile has a detailed explanation of the service, while the Service process helps to draw the flow of the process and finally, service grounding helps the ground with the correct web services.
Service Profile
Service Profile is commonly described as -What the Service does‖. The common parameters for the profile are Input, Output, precondition, and effects, but it can also use some other parameter necessary for the service discovery of the application.
The VerticalFarmProfile helps in understanding the detailed explanation of the service and gives the services to the VerticalFarmProcess. The above code explains the input of humidifierController and their basic information about the service. The service is directed to the VerticalFarmProcess for a particular service named -humidifierController‖. According to the change in the environmental condition, the control device selection differs. Therefore, <profile:hasPrecondition> is defined to filter the accurate service.
Service Process
The Service Profile plays a principal part in the service discovery by drawing service in the workflow form. Service profile is used to describe -how the service works‖; in other words, the service presents profile. As mentioned earlier, basic functional parameters (IOPE) are linked to the process. According to the complexity of the service, it can be categorized in one of the three subclasses of process, which are simple, atomic, and composite process.
The atomic process in the service process is a single interaction, such as login service. The following example of Crop monitoring also belongs to the atomic process. When the input on the location and crop is given, the environmental conditions are obtained for the particular sector. The composite process involves a workflow of the service in a step-bystep form. When a user signs in, the order of the loading page can also be considered as a simple example of the composite process. A partial atomic process of Crop monitoring is presented in the code below, in which the data property input such as Location, CropName, and CropType are given with the precondition -CropExist‖. All the monitoring environmental conditions are obtained as the result of the service. 
