Introduction
Electronic mail systems are one of the oldest generic services. They became very popular in the early seventies. They are useful as soon as the computer is a multi-user system. You do not need to have a network. Of course, with the venue of the Internet and the exploded requirements for communication it has changed a lot, and with these changes the infrastructure requirements changed. Most users will know the Internet standard way of working with email. However, there exist other systems that operate differently and provide some food for thought.
Today email is till one of the most prominent and well-known applications. Before diving into the current situation a short overview of some of the old systems, and some of the alternative systems is given.
Before electronic mail became that, multi-user computer systems used communication systems. The most simple systems provided broadcast options: the operators could send messages to all users. One of these systems is the Message Of The Day (Motd) system. It is a broadcast system and provides only one-way communication.
Real peer to peer communication could be set up as well. The most primitive of this systems can be described using 'write'. The sender types a message for delivery on the receivers terminal. It could be viewed as a predecessor of SMS, with some fantasy.
A daemon program accepts messages that are appended to a user file, to which the user has access. A reader program extracts the messages and provides the Graphical User Interface (GUI). The daemon program must have access to all users mailboxes. It can be a program that has special rights and is run by each user, or it can be a program that all users can communicate with. To send a user a message, you need to know his login name, as that name is at the same time the name of the mailbox.
Synchronous and asynchronous messaging
Until recently, messaging was sometimes considered to be the same as electronic mail. Yet, synchronous communication was available since long. One example is the 'talk' system. It provides two-way communications using a split-screen technology, with one screen for typing and one screen for receiving text. It was a two person, basic chat system.
Email requirements
In a networked world, electronic messaging becomes more complicated. Mail applications have to be compatible. A global addressing scheme has to be put in place. Mail delivery between nodes that are not adjacent must be solved.
Terminology
Two major components are used in most any mail system:
• Mail Transfer Agent: MTA • Mail User Agent: MUA MTAs are responsible for transferring mail from sender to receiver. The typical operation of an MTA is store and forward: incoming mail is read into a buffer (stored) and then forwarded to the next MTA. They act as mail routers. MUAs provide a solution for the user to read and send his mail.
UA: User Agent
The User Agent (UA) is "a process that makes the services of the MTS available to the user". It is a program that provides utilities to create, send, receive and perhaps archive messages.
MTS: Message transfer system
The goal of the message transfer system (MTS) is to transfer messages from an originating UA to a recipient UA. In between these two UAs, the message may be stored temporarily in several intermediate Message Transfer Agents. That is why it is called a store-and-forward system. To decide on the next hop, a routing mechanism has to be in place.
Mail protocols
Mail protocols are standardized to ensure compatibility. For internet mail, the standards are defined in IETF standard (STD) documents and in Request For Comments (RFC) documents.
For Internet mail the key protocols are: Between MTA and MTA, and between MUA and MTA: Simple Mail Transfer Protocol (SMTP). The MUA uses Post Office Protocol (POP) or Internet Message Access Protocol (IMAP). The data formats are defined in RFC(2)822, MIME and S/MIME standards.
Mail addresses
Mail addresses have two components: the postbox and the internet domain. The internet domain must be a valid DNS domain. postbox@domain There is no practical limit on the number of mailboxes in one domain. However, if the number gets real big, it may be wise to create subdomains to avoid bottlenecks in the mail processing.
SMTP
Simple Mail Transfer Protocol (SMTP) is defined in RFC 2821. It is the successor of RFC 821 (and others). The objective of SMTP is to transfer mail reliably and efficiently. Reliability is achieved via the use of TCP. Efficiency is based on the extreme simple, bare bones operation.
The basic operation of internet mail sending proceeds in a number of steps:
-Determine postbox domain -Determine the names of servers that are accepting mail for that domain -Connect to the selected server -Use the SMTP protocol to deliver the mail to that server The MUA will rarely work as above. Instead, a fixed SMTP server inside the organization is configured to handle all outgoing email. Similarly, all outgoing mail will be sent via the ISP SMTP server. These servers may themselves send non-local mail to a dedicated upstream server, or use the above steps to deliver mail directly. Let us look at these steps more in detail. An email address has the form:
Postbox: postbox@domain To find an email handler for this system, the DNS system is used. Sending of email has only a weak relation with name translations. This link is that DNS records for a domain are provided by a DNS server with authority for the domain. It is reasonable to expect that information in the DNS related to email for the domain can also be considered to be communicated with authority. DNS has been extended with a new type of Resource Records (RRs) called Mail eXchange records (or MX records). Using the tool nslookup, one can retrieve these records as follows: $ nslookup querytype=mx smallcom.com.
The response looks like this: smallcom.com MX smtp.smallcom.com 10 smallcom.com MX smtp.hoster.com 20
This means there are two SMTP servers that you can send emails to if you want to deliver mail to smallcom.com: smtp.smallcom.com and smtp.hoster.com. The numbers behind these names indicate the priority: lower numbers take precedence. In this case, the preferred destination is smtp.smallcom.com. The values are unimportant, it is their relative magnitude that determines the order of preference.
It is also possible to get a reply like this: smallcom.com MX smtp.smallcom.com 10 smallcom.com MX smtp.hoster.com 10
In this case, either server is OK, with no preference. The next step is to connect to the server, TCP port 25, the SMTP port. If no connection can be set up, an alternative mail exchanger can be selected.
If the connection is successful, one can proceed with the SMTP protocol to deliver the email. telnet smtp.smallcom.com 25 Transfer mail using SMTP:
HELO smallcom.com MAIL FROM:andre@marien.com RCPT TO:an@an.com RCPT TO:bea@bea.com … DATA ILOVEYOU . QUIT SMTP does not interpret the DATA section content. It will deliver 7-bit ASCII virtually unmodified. Any other content must make sure it can be transferred as if it were 7-bit ASCII. For richer content, we will discuss the RFC (2)822 structure.
SMTP replies contain a return code (or completion code), via a structure that is similar for that found in many RFC documents. The completion code is numeric, three digits. There are five classes of completion codes:
1. 1yz: positive preliminary 2. 2yz: positive completion 3. 3yz: positive intermediate 4. 4yz: transient negative completion 5. 5yz: permanent negative completion
The above sample of a simple SMTP session showed the most important commands: "HELO", "MAIL FROM", "RCPT TO", "DATA" and "QUIT". Three other commands are available: "EHLO", "VERIFY" and "EXPAND". EHLO provides extended "HELO" functionality. The "VERIFY" command can be used to check the existence of mailboxes. It is therefore most often not allowed for security reasons (against mailbox enumeration attempts). (13), and <LF> means line feed (10). At any point in time, the sender can issue the QUIT command. For authentication, the mechanism build in must mimic a userid/password authentication. The process proceeds in two steps: identification, then authentication:
USER name PASS password Alternatively, digest authentication is possible with the APOP command. The MUA must respond to the challenge in the intial server message with the command:
APOP name digest After successful authentication, the protocol is in "transaction" state, meaning the MUA can now issue commands to list messages, retrieve messages, etc: "STAT", "LIST msg", "RETR msg", "DELE msg", "NOOP", and "RSET". In these commands, the "msg" stands for the message ordinal number. All messages are numbered, and this number must be used in the commands. The use of an ordinal number has the advantage of simplicity, but has drawbacks as well. The most important issue is maintaining a consistent view between multiple sessions. The MUA cannot easily cach messages and link them back to the new view when reconnecting. The numbers do not help at all in this case. He UIDL command addresses this problem. 
Mail message formats
In this section we will discuss three mail message formats:
RFC (2)822 MIME S/MIME RFC822 structure
Mail content is split in two main parts: a header and a body. The header consists of a number of header lines. Header lines are separated with both a CR and a LF. An empty header line separates the header from the body. Each header line has the format: <field name> ":" <field body> RFC 822 defines many field names: "Return-Path", "Received", "Date", "From", "Subject", "Sender", "To", "Cc", "Bcc", "Message-ID", "References", "Keywords", "Subject".
The body message consist of lines of text. Data compression or storage efficiency or anything similar is not the main concern of this RFC. These shortcomings are addressed via additional standards: MIME and S/MIME.
MIME
The word MIME stands for: Multipurpose Internet Mail Extensions.
A number of new RFC 822 compliant header fields are introduced to describe the content of a MIME entity. These header fields occur in at least two contexts: as part of a regular RFC 822 message header, and in a MIME body part header within a multipart construct (see later).
New Headers MIME-Version: 1.0 Content-type Content-Transfer-Encoding
The syntax of the Content Type header is as follows: <type>/<subtype> *(;<attribute>=<value>) With:
type := discrete-type / composite-type discrete-type := "text" / "image" / "audio" / "video" / "application" composite-type := "message" / "multipart" The subtype specification is MANDATORY. The type, subtype, and parameter names are not case sensitive. Some Content-Type parameters are: text/plain;charset= "US-ASCII" Note: the "charset" parameter is applicable to any subtype of "text" multipart/mixed;boundary="=aaaaaa=" Note: the "boundary" parameter is required for any subtype of the "multipart" media type. If there is no explicit content type, the default is "Content-type: text/plain; charset="us-ascii".
Encoding
Encoding is intended to embed data inside meta-data or protocols in a way that the data does not interfere with the meta-data or protocols. Examples are the encoding of special characters that have a meaning in the protocol, like the encoding of a quote(') into a double quote('') or escaped quote (\'). Another example is the encoding of binary data in a supposedly text protocol, like %0a to include a linefeed in the data.
Encoding is very different from encryption. Encryption requires a key for both encryption and decryption, whereas encoding requires no key. Encoding is different from hashing. Hashing is one-way, whereas encoding is designed to be reversible. The encoding method is specified in the "Content-Transfer-Encoding" header field. RFC 821 (SMTP) restricts mail messages to 7bit US-ASCII data, and lines to at most 1000 characters including any trailing CRLF line separator. These restrictions do not allow the transmission of any data without encoding. The standard encoding mechanisms are: 7bit, 8bit, binary, quoted-printable, base64.
Defined encodings
There are a couple of important encodings: identity (meaning no encoding), the "quoted-printable" encoding, and "base64" encoding (probably the most used encoding). We briefly discuss the encodings "quoted-printable" and "base64". Quoted-printable has as main advantage that it is a readable encoding. Even without decoding it is possible to read many parts of the message. It is used when the actual content is intended for direct use by a human reader. Base64 is a uniform encoding for any type of data. It is widely supported.
Example encoding mark-up: Content-Type: text/plain; charset=ISO-8859-1 Content-transfer-encoding: base64 The body is a base64 US-ASCII encoding of data that was originally in ISO-8859-1.
Quoted-Printable
Quoted printable is indicated with the following encoding header:
Content-Transfer-Encoding: quoted-printable A general 8bit representation of data is converted according to the rules briefly described hereafter. Any character can be replaced by its hexadecimal representation, encoded as an equals (=) sign, followed by the two characters of the hexadecimal digits. For example, the US-ASCII symbol "=", value dec 61 and hexadecimal representation 3D becomes: "=3D" There is no need to convert the characters within these boundaries: 33 <= c <= 60 & 62 <= c <= 126. Care should be taken with CR and LF. Sequences like "=0D", "=0A", "=0A=0D" and "=0D=0A" may appear in data. Lines <should not exceed 76 characters. For longer lines: use "soft" line breaks: "=" as last character on line. Example: Listen carefully, I will only say this once. Is equivalent with:
Listen carefully, = I will only= say this once.
"Base64" Content-Transfer-Encoding designed to represent arbitrary sequences of octets in a form that need not be humanly readable encoded: about 33 percent larger than unencoded Base64
A 65-character subset of US-ASCII is used: 64 + special ("=") 6 bits per printable character "=", is used to signify a special processing function. video: mpeg, quicktime MIME Media Type "application" Some other kind of data, typically either uninterpreted binary data or information to be processed by an application. The subtype "octet-stream" means uninterpreted binary data Composite top-level media types MIME media type: "multipart"
Multipart is used when multiple entities of independent data types must be combined in one entity. The most common multipart subtypes:
"mixed": a generic mixed set "alternative": same data in multiple formats "parallel": to be viewed simultaneously "digest": default type of each part is "message/rfc822".
A multipart body contains body parts. Each part is preceded by a boundary line, and the end of all parts is indicated by a closing boundary line. The general structure therefore looks like this:
Content-Type: multipart/xxx; boundary="<somestring>"
Each part in a "multipart" starts with the boundary delimiter line and has itself the format with a header area, a blank line (CRLF), and a body area. Header fields are not actually required in body parts. The absence of a header means "Content-type: text/plain" in multipart/*, except in multipart/digest, where it implies message/rfc822. The only relevant headers in the part header section are "Content-*" headers.
Preamble and epilogue
There is a small problem in the multipart specification: there are two unused areas, one before the first part, one after the last part. In general, they are not used, as they have no defined semantics. Many implementations insert an explanatory note for recipients who read the message with MIME-challenged software. Example: multipart message Content-type: multipart/mixed; boundary="simple" This is the preamble.
--simple Content-type: text/plain; charset=us-ascii message --simple--This is the epilogue. It is also to be ignored.
Multipart: "message": encapsulated message subtype: "rfc822" type "message/rfc822": body contains an encapsulated message, with RFC 822 syntax a "message/rfc822" message could well be a News article or a MIME message. MIME typing Content handled by application File recognition Magic numbers File extension Fingerprinting content Configuration Application -MIME type -file extension(s) References RFC 2045: headers used to describe the structure of MIME messages RFC 2046: general structure of the MIME media typing system and defines an initial set of media types RFC 2047: to allow non-US-ASCII text data in header fields. Secure MIME -S/MIME RFC 2311 and 2633 define the S/MIME version 2 and 3 message specification. S/MIME provides the following cryptographic security services: authentication message integrity non-repudiation of origin (using digital signatures) privacy data security (using encryption). S/MIME is not restricted to mail. It can be used with any transport mechanism that transports MIME data, like HTTP and NNTP. It may not always be practical. S/MIME can be used in systems that use cryptographic security services that do not require (or support) any human intervention.
Message security system
Connection security Negociation phase Protocols to be used Keys to be used Mutual authentication
Message security
The sender provides all elements of the security solution. There is no negotiation of parameters, like ciphers, key strengths, digest algorithms etc. That means that standardization is very important for compatibility. It also means that the generation of any random data like keys is fully dependent on the sender. 
PKCS standards
Cryptography is used to detect changes of even a single bit in a message. The encryption of a block of data changes if a single bit is touched. The implication of this high level of protection is a high level of sensitivity to implementation issues. There is therefore a high need for air-tight standards on how to process the data to ensure the results can be reproduced. One set of such standards are the PKCS standards. A few of the better known standards are: "PKCS #1: RSA Encryption" "PKCS #7: Cryptographic Message Syntax" "PKCS #10: Certification Request Syntax"
Message structure: signed Single PKCS#7 signedData format MIME type: application/pkcs7-mime;smime-type=signed-data Composite message MIME type: multipart/signed Part1: text/plain, application/msword, ... Part2: application/pkcs7-signature PKCS #7 content types:
"data" The data to be secured "signedData" to apply a digital signature to a message to convey certificates "envelopedData" To provide confidentiality Does not provide authentication S/MIME provides one format for enveloped-only data, several formats for signed-only data and several formats for signed and enveloped data. S/MIME secures MIME entities. A MIME entity can be:
A sub-part or parts of a message
The whole message with all its sub-parts. The whole message does not include the RFC-822 headers.
Preparing the MIME Entity for applying is needed both for signing and enveloping.
Transfer Encoding
All MIME entities must be processed for transfer. The primary reason for the 7-bit requirement is that the Internet mail transport infrastructure cannot guarantee transport of 8-bit or binary data.
The type "application/pkcs7-mime" is the type used to carry PKCS #7 objects. These objects can be either "envelopedData" or "signedData". Each always carries a single PKCS #7 object, which must always be the BER encoding of the ASN.1 syntax describing the object There are two common encodings for binary data related to PKI infrastructures:
• BER: Basic Encoding Rules • DER: Distinguished Encoding Rules These are defined in the ITU-T X.690 standard. They explain how to convert an ASN.1 object into a byte stream. They recursively use the format:
Type length data
The "application/pkcs7-mime" content type defines the optional "smime-type" parameter. The intent of this parameter is to convey details about the security applied (signed or enveloped) along with information about the contained content. Remember that the sender selects all the algorithms and ciphers, so this information must be told to the receiver. The S/MIME types parameter can be one of
The content type "multipart/signed" has the advantage that the original content can always be viewed by the receiver whether they have S/MIME software or not. Other S/MIME formats must be understood by the handling software.
The ASN.1 structure for the SignedData content type has the following parts:
• contentInfo (or empty)
• certificates (Optional, but useful)
• Certificate Revocation List (Optional, normally not in email)
• signerInfos ("Set of" construct): multiple signers The ASN.1 structure for the SignerInfo type has the following parts:
The "multipart/signed" content type has two required parameters • the protocol parameter: "application/pkcs7-signature"
• the micalg (message integrity check algorithm) parameter: md5, sha1, unknown
Example message Content-Type: multipart/signed; protocol="application/pkcs7-signature"; micalg=sha1; boundary=boundary42 --boundary42 Content-Type: text/plain This is a clear-signed message.
--boundary42 Content-Type: application/pkcs7-signature; name=smime.p7s Content-Transfer-Encoding: base64 Content-Disposition: attachment; filename=smime.p7s ghyHhHUujhJhjH77n8HHGTrfvbnj756tbB9HG4VQpfyF467GhIGfHfYT6 4VQpfyF467GhIGfHfYT6jH77n8HHGghyHhHUujhJh756tbB9HGTrfvbnj n8HHGTrfvhJhjH776tbB9HG4VQbnj7567GhIGfHfYT6ghyHhHUujpfyF4 7GhIGfHfYT64VQbnj756
--boundary42--
BOTH Signing and Enveloping
Signing and enveloping (encrypting) may be nested. There are two options:
sign a message first to envelope the message first. The choice of order depends on the requirements. Signing first has the advantage that no third party can see who signed the messages. Enveloping first on the other hand exposes the signatories. It also makes it possible to verify signatures without removing the enveloping, and thus prior to the decryption.
Certificate Processing
In order to work with certificates between parties that have no prior contact, or that are not in a shared, trusted environment, a certificate exchange and search functionality must be provided. To send an encrypted email to a destination, the public key of the destination must be known. Obtaining the certificate of the destination is the appropriate mechanism to have a trusted public key. Without any prior knowledge, this is very difficult. Certificate providers provide a certificate repository, often via LDAP, to look-up certificates. Yet, without knowing which CA LDAP to query, the quest for a certificate is difficult. The alternative way to establish certificates is to exchange certificates prior to protected communication. The incoming certificates can be validated against the trusted CAs. Certificates that have been validated can be cached locally, in a trusted store. Of course, the CA store itself should also be protected against tampering, as all trust is bootstrapped off this list.
