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Abstract— The field of software engineering is related to the development of software. Large software
needs systematic development. Simple programs can be developed in isolation and there may not be any
systematic approach being followed. From the last few years, the computer industry has undergone
revolutionary changes in hardware as well as in software. This paper deals with the software
management a process that specifies the area of software development through the process models, which
are known as software development life cycle. A brief overview about different models of software
development and make a comparison between them.
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I. INTRODUCTION
As the information systems became more and more
complex and organizations became more dependent
on software, there is a need to develop the software in
a systematic fashion [5]. A survey was conducted by
researchers in seventies and it was found that most of
the software used by companies [18] was of poor
quality. Also companies were spending most of their
time and money in maintaining the software.
Software product was not same as hardware product
as it was to be engineered or developed and it did not
wear out.
Most of the people consider the program and
software [7, 11] to be same. But software not only
consists of programs but also the supporting
documents. Software lifecycle models are used as
tools for planning and monitoring software projects.
Different models have been proposed. Each model’s
effectiveness varies with project circumstances. It is
widely acknowledged that no single model is
effective in all situations. Because of this, an
effective model must be selected for every project.
Computer is considered a time- saving device and its
progress helps in executing complex, long,  processes
in a very short time with a high speed. In addition to
using computer for work, people use it for fun and
entertainment also. Noticeably, the number of
companies that produce software programs for the
purpose of facilitating works of offices,
administrations, banks, etc, has increased recently.
During the previous four decades, software has been
developed from a tool used for analyzing
information[14,15] or solving a problem to a product
in itself. However, the early programming stages have
created a number of problems turning software an
obstacle [16] to software development particularly
those relying on computers. Software consists of
documents and programs that contain a collection that
has been established to be a part of software
engineering procedures. Moreover, the aim of
software engineering is to create a suitable work that
constructs programs of high quality.
The classic software life cycle models usually include
some version or subset of the following activities:
A software process model[14-16] is an abstract
representation of a process. It presents a  description
of a process from some particular perspective as:
Requirement Gathering: To develop software, first
we have to gather all the requirements from customer
or stakeholder.
Planning: Basing on the requirements, budget, time
has to be adjusted to develop the software.
Analysis & Design: Complete Analysation is done on
the requirements and planning. After complete
analysation                           designing is started. For
the design, different tools are used.
Implementation: For the above design, code is
generated with proper programming language.
Testing and Maintenance: After completion of
developing software, testing is performed. If the
product is well tested then it will go for alpha and
beta tests.
The above activities are called frame work activities.
In any software life cycle models or software process
models these five activities are performed and
modified.
II. GENERAL SOFTWARE PROCESS
MODELS
A. Waterfall model: Separate and distinct phases of
specification and development.
B.  Prototype model.
C.  Rapid application development model (RAD).
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D. Evolutionary development: Specification,
development [12, 13] and validation are interleaved.
E. Incremental model.
F. Spiral model.
A. Water fall model :
The waterfall model is the classical model of
software engineering. This model is one of  the
oldest models and is widely used in government
projects [2] and in many major companies. This
model includes requirement gathering, planning,
analysis & design, implementation, deployment. As
this model emphasizes planning in early stages, it
ensures design flaws before they develop. The model
begins with establishing system requirements and
software requirements and continues with
architectural design, detailed design, coding, testing,
and maintenance. The waterfall model serves as a
baseline for many other lifecycle models.
B. Prototype model :
The concept of prototyping is not new in various
streams of engineering. A prototype is a partially
developed product. Management define prototyping
as a process [6] of developing working replica of a
system. This activity of prototyping now forms the
basis of prototype software development life cycle
model. Most of the users do not exactly know what
they want until they actually see the product.
Prototyping is used for developing a mock-up of
product and is used for obtaining user feedback in
order to refine it.
Rapid Throwaway Prototyping: This approach is
used for developing the systems or part of the
systems where the development team does not have
the understanding of the system. The quick and dirty
prototypes are built, verified with the customers and
thrown away. This process continues till a
satisfactory prototype[9] is built. At this stage now
the full scale development of the product begins.
concept of prototyping has also led to the Rapid
prototyping model and the Spiral model.
C. Rapid application development model(RAD) :
The Rapid Application Development (RAD)
model [9] was proposed by IBM in 1980s and later
on was introduced to software community by James
Martin through his book Rapid Application
development. The RAD model consists of following
phases:
1. Requirements Gathering – focuses on collecting
requirements using elicitation techniques [19]
2. User Description – Requirements are detailed by
taking users feedback by building prototype using
development tools.
3. Construction – The prototype is refined to build
the product and released to the customer.
4. Cutover or testing – involves acceptance testing by
the user and their training.
5. Deployment: Maintenance of the product.
D. Incremental model :
The Incremental Software Development Life Cycle
Model Software like all other complex systems is
bound to evolve due to changing business
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requirements or new requirements coming up. Hence
there is a need to have a model which can
accommodate the changes in the product.
The models discussed earlier do not take into
consideration the evolutionary nature of the product.
Evolutionary models are also iterative in nature.
The incremental software development life cycle
model is one of the popular evolutionary software
process model used by industry.In this model ,once
the product is developed and wants to add new
features later then incremental models are used.
E. Spiral model :
The spiral model[14] is similar to the incremental
model, with more emphases placed on risk analysis.
The spiral model has four phases: Planning, Risk
Analysis, Engineering and Evaluation. A software
project repeatedly passes through these phases in
iterations (called Spirals in this model). The baseline
spiral, starting[14] in the planning phase,
requirements are gathered and risk is assessed. Each
subsequent spiral builds on the baseline spiral.
Requirements are gathered during the planning phase.
In the risk analysis phase, a process is undertaken to
identify risk and alternate solutions. A prototype is
produced at the end of the risk analysis phase.
Software is produced in the engineering phase, along
with testing at the end of the phase. The evaluation
phase allows the customer to evaluate the output of
the project to date before the project continues to the
next spiral. In the spiral model, the angular
component represents progress, and the radius of the
spiral represents cost[7].
III. IMPORTANCEOFMODEL SELECTION
The selection for a software lifecycle model for a
project is an important decision [5]. It impacts on
project success by affecting the following:
• The software lifecycle’s overall cost [3];
• The distribution of cost over the software lifecycle
[3];
• Software development speed [9];
• Software quality [9];
• The ability to tracking and control the project [9];
• The project’s overhead [9];
• The level of risk associated with the project[9];
• Client relations [9].
No single software lifecycle model is appropriate for
all situations. This is due to the diversity in project,
system and organizational characteristics.
This fact is reflected by the standards. Because of
this, a software lifecycle model must to be selected to
suit each project’s characteristics.
IV. COMPARISON
The below table represents the comparison between
different process models with respect to requirements
understanding, domain knowledge, Expertise of
users, availability, user involvement and complexity.
Water
fall
Prot
otyp
e
RAD Incre
menta
l
Spiral
1 Well
Defined
Requirement
Yes No Yes No No
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2 Domain
Knowledge
of Team
member
Adequ
ate
-- Adeq
uate
Adeq
uate
--
3 Expertise
of Users
in Problem
Domain
Very
less
Ade
quat
e
Adeq
uate
Adeq
uate
Very
less
4 Availability
Of Reusable
Components
No Yes Yes No Yes
5 User
involvement
in all SDLC
Phase
No Yes Yes No No
6 Complexity
of the
System
Simpl
e
Com
plex
Medi
um
Comp
lex
Comp
lex
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