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ABSTRAKT
Sferat e Stream Reasoning dhe Stream Processing, janë sfera të reja dhe ka shumë pak
sisteme që përkrahin rezonimin mbi të dhënat rrëke (stream data) si dhe procesimin e tyre.
Po ashtu, aktualisht mungon një platformë që mundëson procesimin e cicërimave të Twitterit në gjuhën shqipe. Duke u bazuar se mungon një sistem i tillë, në këtë temë trajtohet krijimi
i një platforme e cila mundëson resonimin dhe procesimin e cicërimave në gjuhën shqipe.
Për përpunimin e cicërimave përdoret C-SPARQL. C-SPARQL është një gjuhë e re për
pyetësorët e vazhdueshëm mbi rrjedhën e informatave në kohë reale (streams) të formatit
RDF. Ku, të dhënat në formatin RDF garantojnë ndërveprim dhe hapë mundësinë për
aplikime të ndryshme, varësisht se në cilën fushë është i fokusuar përdoruesi.
Ruajtja e të dhënave bëhet në databazë jorelacionale, ndërtimin e RDF modeleve,
kombinimin e pyetësorëve të ndërtuar në C-SPARQL si dhe paraqitjen grafike të rezultateve
të fituara. Për më shumë, zgjidhja e propozuar suporton përpunimin e cicërimave në kohë
reale dhe të atyre historike. Sistemi është validuar me të dhëna reale nga Twitter.
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ABSTRACT
The Fields of Stream Reasoning and Stream Processing, are new fields and there are very
few systems that support reasoning over stream data and their processing. Moreover, there is
currently no platform that enables the processing of Twitter tweets in Albanian. Following
the absence of such a system, this thesis deals with the creation of a platform that enables
reasoning and processing of tweets in Albanian language. C-SPARQL is used for processing
tweets. C-SPARQL is a new language for continuous queries over streams of RDF data.
Where, data in RDF format guarantees interaction and opens up the possibility for different
applications, depending on the domain of discourse.
Data storage is implemented in non-relational databases, building RDF models, combining
questionnaires built into C-SPARQL as well as graphically presenting the results obtained.
Moreover, the proposed solution supports real-time and historical processing of tweets. The
system is validated with real data from Twitter.
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1. HYRJE
Gjuha shqipe është njëra prej gjuhëve që zë shumë pak vend në platformat e mëdha ku mund
të ketë të dhëna me vlerë. Kjo është si rrjedhojë edhe e numrit të vogël të popullatës e cila e
përdor gjuhen shqipe në komunikime digjitale. Në këto platforma bënë pjesë edhe Twitter,
që cicërimat e shkruara në gjuhën shqipe nuk mundet t’i identifikojë në mënyrë automatike.
Duke u nisur nga përshkrimi i mësipërm të dhënat të cilat nxjerrën nga Twitter, duhet të
pastrohen, transferohen si dhe të modelohen sipas standardeve të caktuara, ku kjo fazë njihet
edhe si analizë e të dhënave. Pasi është arrit analiza e të dhënave, për arsye të ndryshme, të
dhënat duhet të vizualizohen, apo edhe të nxjerrën statistika të ndryshme nga ato për
arsyetimin e tyre. Kjo njihet edhe si Data Reasoning [1]. Nëse duhet që të gjithë hapat e
cekura më lartë të kryhen me një proces të përbashkët dhe në kohë reale, atëherë kemi të
bëjmë me Stream Reasoning [2].
Stream Reasoning kërkon përpunim (procesim) të vazhdueshëm, sepse pyetjet regjistrohen
dhe mbesin vazhdimisht aktiv dhe në mënyrë aktive transmetohen të dhëna në sistemin
stream-reasoning [3].
Stream Processing bënë përpunimin e të dhënave përmes pyetësorëve dhe rezultatet e fituara
pas procesimit mund të paraqiten apo edhe të ruhen në metoda të ndryshme [4].
Pra, përderisa Stream Processing bën përpunimin e të dhënave përmes pyetësorëve dhe
mundëson paraqitjen e tyre, Stream Reasoning mundëson edhe ndërtimin e modeleve të reja
të RDF me informata të reja për analiza tjera.

1.1 Përshkrimi i aplikacionit
Tema prezanton ndërtimin e një aplikacioni i cili mundëson nxjerrjen, përpunimin, ruajtjen
dhe prezantimin e të dhënave në kohë reale të cilat nxjerrën nga platforma Twitter.

1

Duke u bazuar në infrastrukturën e Twitter bëhet nxjerrja e të dhënave përmes gjuhës
programuese Java, ruhen në databazën jo-relacionale e cila është e krijuar në MongoDB dhe
pastaj përmes ndërtimit të RDF (Resource Description Framework) bëhen edhe filtrime të
ndryshme, të cilat filtrohen përmes pyetësorëve te SPARQL, gjegjësisht C-SPARQL. Pas
filtrimit të tyre bëhet edhe paraqitja në forma të ndryshme si ato në formën tabelore, consol,
apo edhe grafike, që mund të shihet edhe në figurën 1.

Figura 1. Struktura e aplikacionit
Gjatë nxjerrjes së të dhënave bëhet edhe filtrimi i tyre përmes disa atributeve që i ofron rrjeti
social Twitter, ku përafërsisht i identifikon shënimet që janë shkruar në gjuhën shqipe, apo
janë shkruar prej përdoruesve shqiptarë në gjuhët tjera, në rastin tonë, në gjuhën angleze.

1.2 Struktura e temës
Tema është e organizuar në atë formë ku në fillim të saj diskutohet për literaturën e trajtuar
për ndërtimin e aplikacionit. Pasi që është bërë studimi dhe analiza e materialit me të cilin do
të punohet aplikacioni, atëherë do të paraqitet deklarimi i problemit apo kërkesës së temës që
specifikohet edhe në titullin e këtij punimi. Gjatë caktimit të kërkesës bëhet edhe caktimi i
objektivave të cilat do të arrihen përmes kësaj teme.
Pas caktimit të problemit caktohet edhe metodologjia e punës së temës ku si bazë janë
metodat e hulumtimit të saj.
Si rezultat final është aplikacioni i cili mund të paraqet të dhënat e konsumuara nga Twitter
të cilat pastrohen gjatë konsumimit dhe ruhen në databazë. Pastaj bëhet ndërtimi i RDF Files
dhe me ndërtimi i pyetësorëve të vazhdueshëm në C-SPARQL mund të filtrojmë të dhënat
më hollësisht dhe të bëhet paraqitja e tyre në formatet e caktuara.
2

Pikat të cilat mund të diskutohen në të ardhmen dhe të zhvillohet aplikacioni apo edhe të
jepen sugjerime të ndryshme janë të organizuar në kapitullin e fundit të kësaj teme.

1.3 Motivimi
Gjatë periudhës së studimeve një fokus të veçantë kishin edhe lëndët në të cilat janë trajtuar
të dhënat në nivele të ndryshme, si modelimi, përpunimi, paraqitja, arkivimi i tyre etj..
Mirëpo po thuajse shumë pak është punuar në formë të kombinuar, pra trajtimi i të gjitha
fazave në një modul të përbashkët. Duke u bazuar në këtë, ky punim ishte një rast ideal që
ofron ndërlidhjen e hapave të analizës së të dhënave dhe arsyetimit të tyre.
Motivim tjetër shtesë është edhe përpunimi i të dhënave të njërës prej kompanive më të
njohura në kohën e sodit, siç është Twitter.

1.4 Organizimi i punimit
Tema është e organizuar në dy fusha kryesore, në atë teorike si dhe praktike. Fusha teorike
mbulohet paralelisht edhe me atë praktike përmes aplikacionit të ndërtuar.
Përveç kapitullit “1. Hyrje”, kapitullit tjerë janë:
•

Kapitulli 2 Deklarimi i problemit dhe shqyrtimi i literaturës – përmbledh literaturën,
shpjegon termat kryesorë të përdorur në temë, diskutohet për historikun e
teknologjive të përdorura, deklarimi i problemit dhe rëndësia e zhvillimit të
aplikacionit;

•

Kapitulli 3 Metodologjia – definohen metodat e hulumtimit, bëhet shpjegimi i
Streaming Data, analizohet API i Twitter, ndërtohen modelet e RDF, organizimi i
databazës në MongoDB si dhe ndërtimi i pyetësorëve në C-SPARQL;

•

Kapitulli 4 Rezultatet – pas ndërtimit të aplikacionit dhe analizës teorike të temës
bëhet edhe paraqitja e rezultateve duke u përmbledh në lexim/pastrim/ruajtje të të
dhënave që ofrohen nga Twitter, validimi i të dhënave pas filtrimit të tyre dhe
eksportimi i tyre;
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•

Kapitulli 5 Diskutime – analizohen pengesat teknike për leximin e të dhënave nga
API, sa mund të përpunohen të dhënat që ofrohen nga Twitter si dhe gjuhët të cilat i
identifikon Twitter;

•

Punimi përmbyllet me Përfundimin, ku jepen përgjigjet e pyetjeve të ngritura,
përmbledhja e hulumtimit si dhe rekomandime për zgjerim të temës dhe aplikacionit.
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2. DEKLARIMI I PROBLEMIT DHE SHQYRTIMI I LITERATURËS
Pasi që është shtruar problemi i temës dhe para se të fillohet me analizën e temës është bërë
grumbullimi i literaturës dhe analiza e temave të ngjashme apo edhe e aplikacioneve të cilat
ofrojnë një fazë apo hap të caktuar të punës tonë.

2.1 Deklarimi i problemit, hipoteza dhe objektivat për zgjidhjen e problemit të
shtruar
2.1.1 Identifikimi i problemit
Deri tani dihet se të dhënat të cilat publikohen në Twitter dhe janë publike mund të lexohen
nga Twitter dhe të përpunohen për analiza të ndryshme. Po ashtu leximi i tyre mund të bëhet
duke u bazuar në atributet të cilat i ofron Twitter. Madje leximi i tyre mund të bëhet në kohë
reale. Për arkivim të të dhënave mund të përdoren DBMS të ndryshëm dhe për arsyetimin e
tyre në një kornizë (Single Window) mund të përdoret SPARQL.
2.1.2 Pyetjet kërkimore
Disa prej pyetjeve të cilave do të përgjigjen në këtë punim janë:
•

A mund të filtrohen vetëm cicërimat nga Twitter të cilat përmbajnë tekst në gjuhën
shqipe?

•

A mund të filtrohen cicërimat të cilat shkruhen nga autor të shteteve shqipfolëse?

•

A mund të monitorohen në kohë reale të dhënat të cilat publikohen në Twitter?

•

Sa mund të procesohen dhe analizohen të dhënat nga Twitter?

2.1.3 Hipoteza
Sferat e Stream Reasoning dhe Stream Processing përmes kornizës së pyetësorëve CSPARQL dhe modelit të formatit RDF mundësojnë filtrimin, rezonimin dhe procesimin e të
dhënave të lexuara nga Twitter. Në këtë temë trajtohet krijimi i një platforme e cila mundëson
resonimin dhe procesimin e cicërimave në gjuhën shqipe. Zgjidhja e propozuar përkrahë
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përpunimin e cicërimave në kohë reale dhe të atyre historike. Sistemi është validuar me të
dhëna reale nga Twitter.
2.1.4 Caktimi i objektivave për zgjidhje të problemit
Ndërtimi i aplikacionit i cili mundëson:
•

Leximin e të dhënave në kohë reale nga Twitter;

•

Filtrimin e cicërimave që janë të shkruar në gjuhën shqipe, apo janë shkruar nga
përdorues që jetojnë në shtetet shqipfolëse;

•

Ruajtjen dhe arkivimin e cicërimave në databazë lokale;

•

Procesimi mbi të dhënat (Data Processing) në kohë reale përmes C-SPARQL, duke
ju qasë RDF të cilët krijohen nga të dhënat e lexuara paraprakisht.

2.1.5 Rëndësia e problemit
Deri më tani nuk ka ndonjë platformë e cila mundëson identifikimin dhe filtrimin e
cicërimave në gjuhën shqipe. Rrjedhimisht edhe analiza më e thellë përmes ndonjë metode
automatike është e pamundur. Përmes kësaj teme mund të ofrohet edhe mundësia e krijimit
të analizave të ndryshme për tema të ndryshme, si ato të marketingut, temë e cila është
aktuale, apo edhe analiza të natyrave të tjera.

2.2 Literatura e përdorur për ndërtimin e aplikacionit
Për ndërtimin e aplikacionit, literatura është e ndarë në dy grupe, ku grupi i parë ka të bëjë
me literaturë e cila ofron shpjegime teorike si dhe grupi i dytë që ofron shpjegime përmes
ndonjë shembulli për një proces të caktuar.
Të dy grupet e lartë cekura si bazë i kanë edhe pyetjet kërkimore si dhe objektivat e cekura
në këtë temë.
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2.3 Stream Reasoning (Rezonimi rrëke)
“Stream Reasoning” si term në teknologji është mjaftë i ri, por me një hovë të madh të
zhvillimit.
Si definicion mund të thuhet se Stream Reasoning ka të bëjë me përpunimin dhe rezonimin
e të dhënave në kohë reale, në sasi të pa limituar, duke i pastruar dhe ofruar ato tek një numër
i madh i përdoruesve [5].
Arsyetimi i problemit tradicionalisht bazohet në idenë se të gjitha informatat që janë në
dispozicion të merren parasysh për zgjidhjen e atij problemi. Në Stream Reasoning ky
problem eliminohet duke i kufizuar të dhënat në window (window – rezonimi i të dhënave
duke u bazuar në ciklin e kohës, p.sh. të dhënat brenda 5 sekondave) [6].
Stream Reasoning kryesisht gjejnë zbatim në fusha të ndryshme si: në trafik, tregjet
financiare, rrjete sociale etj. Si shembull mund të merret matja e temperaturës së një qyteti
dhe nëse temperatura normale e matur është jashtë standardëve të matura, atëherë ajo
temperaturë duhet te lajmërohet. Apo, shembull tjetër do të ishte edhe matja e nivelit të ujit
nëpër lumenj, liqene dhe nëse ka nivele më të larta të dërgoj sinjale tek institucionet
përcjellëse.
Duke u nisur nga shembujt e lartcekur llojet e kërkesave do t’i ndajmë në dy grupe, ku grupi
i parë paraqet kërkesat tipike dhe kërkesat e njëjta të paraqitura përmes Stream Reasoning:
Tabela 1. Kërkesat tipike dhe ato përmes Stream Reasoning
Kërkesat tipike

Stream Reasoning

Processing Streams – procesimi i të

Continuous semantics - Semantika e

dhënave që rrjedhin në kohë reale, që

vazhdueshme, e cila gjatë prodhimit të të

llogariten direkt gjatë kohës së prodhimit të

dhënave bënë edhe modelimin e tyre më

tyre.

afër në kuptimin e intuitavë të vetive të
specifikuara në logjikën kohore.
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Large datasets – Sete të të dhënave të

Scalable processing – procesim apo

mëdha.

përpunim i pjesshme i të dhënave duke
vendos faktor të sasisë së të dhënave apo të
kohës

Heterogeneous data – të dhëna

Data Integration – integrimi i të dhënave

heterogjene, të cilat kanë shumëllojshmëri

prej burimeve të ndryshme, të cilat

të tipit dhe formatit të të dhënave

varësisht prej nyjës (en. node) mund të kenë
edhe formatin e tyre

Modeling complex application domains –

Rich ontology languages – gjuhë për

caktimi dhe modelimi i fushës së

ndërtimin e ontologjive varësisht prej

aplikacionit, e cila mund të jetë e varur

fushës së veprimit

edhe nga modele të tjera paraprake.

2.4 Data Stream Management Systems (DSMS)
DSMS është softuerë kompjuterik i cili menaxhon të dhënat që rrjedhin në formë të
vazhdueshme. Përderisa shumica e sistemeve në DBMS punojnë me një model të të dhënave
relacionale, DSMS përfaqësohen si tupla, të cilat i përmbahen një skeme relacionale me
atribute dhe vlera [7]. Sintaksa e ndërtimit të pyetësorëve në DSMS është pothuajse e
ngjashme sikur se ndërtimi i pyetësorëve në DBMS. Gjatë ndërtimit të pyetësorëve në DSMS
duhet të jetë gjithnjë parasysh se ata një herë ekzekutohen dhe përpunimin e të dhënave e
bëjnë në formë periodike, përderisa në DBMS për çdo ekzekutim kemi vetëm një përpunim
të të dhënave.

2.5 Historiku dhe zhvillimi i teknologjive te përdorura (RDF, C-SPARQL, MongoDB,
Java)
Teknologjitë të cilat janë përdorur në zhvillimin e aplikacionit janë:
•

RDF (“Resource Description Framework” – kornizë për përshkrimin e resurseve)
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•

Uebi Semantik (përmes kornizës C-SPARQL)

•

MongoDB

•

Java

2.5.1 Historiku dhe baza RDF
RDF (“Resource Description Framework” – kornizë për përshkrimin e resurseve) është një
Framework (kornizë) e bazuar në grafe (en: graph-based), e cila i proceson metadata-at ku
siguron ndërveprimin ndërmjet aplikacioneve të cilat shkëmbejnë informata nga protokolle
të ndryshme në protokollin e uebit [8].
Versioni i parë si draft i RDF është përdorur në tetor të vitit 1997, e cila është standardizuar
nga “World Wide Web Consortium” (W3C) [9]. Ndërsa në vitin 2004 është standardizuar
dhe publikuar dokumentacioni i versionit të parë dhe për versionin aktual 1.1, janë publikuar
në vitin 2014.
Modeli i një RDF është i bazuar në relacionet bazike të entiteteve apo klasës së diagrameve,
e cila si ide ka ndërtimin e modelit në formën e Subjekt → Predikim → Objekt (Subject,
Predicate, Object), e cila është një analogji e bazave të të dhënave jo-relacionale që bazohen
në qelës dhe vlerë, siç është MongoDB.

Figura 2. Triple struktura e RDF
Secili Subjekt i RDF ka edhe një string unik i cili identifikon një resurs i cili njihet si URI.
Nëse një URI është bosh, atëherë të gjitha resurset e këtij subjekti njihen si resurse anonime,
ku brenda një RDF nuk mund të ketë më shumë se sa një resurs anonim. [10].
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Modeli RDF mund të përmbajë lloje të ndryshme të grafeve, ku secili graf mund të ketë
strukturë të pavarur nga grafet tjera të po të njëjtit model. Secili graf paraqitet përmes një
URI të vetin unik përbrenda të njëjtit model. Në fillim RDF është ofruar vetëm në formatin
e XML, ndërsa në versionin e 1.1 ofrohet edhe në formatin JSON.
2.5.2 Uebi Semantik
Uebi Semantic është një shtrirje e “World Wide Web” (WWW) përmes standardeve të
përcaktuara nga Konsorciumi i World Wide Web (W3C). Qëllimi i Semantic Web është t'i
bëjë të dhënat e internetit të lexueshme nga makina kompjuterike (eng: machine-readable).
RDF dhe OWL janë teknologji të cilat përdoren për kodimin e semantikës së të dhënave [11].
Uebi semantik në shumë literatura të ndryshme njohët edhe si WEB 3.0.
2.5.3 C-SPARQL
SPARQL është një gjuhë pyetjeve (Query Language) për RDF, gjuhë semantike e pyetjeve
për bazat e të dhënave. Versioni i parë i SPARQL është publikuar në shtator të 2004 nga
W3C. Ndërsa versioni 1.1, i cili është edhe versioni i fundit, është publikuar në 2008 [11].

Figura 3. Struktura C-SPARQL [12]
C-SPARQL [12] është zgjerim i SPARQL i cili mundëson pyetësorët e vazhdueshëm për
RDF mbi të dhënat rrëke. Si shembull mund të merret arsyetimi i të dhënave (Data
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Reasoning) të cilat publikohen në Twitter, dhe në formë të vazhdueshme kontrollohet se a
është ndonjë cicërim e cila i përshtatet pyetësorit, i cili është i ndërtuar në C-SPARQL.
2.5.4 MongoDB
Kompania 10gen ka filluar zhvillimin e MongoDB në vitin 2007 si komponent e planifikuar
për shërbime të caktuara për kompanitë tjera. Në vitin 2009 nga një projekt i mbyllur, e kthej
atë në një Open Source projekt. Në 2013 kompania 10gen ndërroji emrin e saj në MongoDB
INC [13].
MongoDB është sistem i menaxhimit të bazave të të dhënave (DBMS) e cila është e bazuar
në strukturën e NoSQL [14], pra e bazave jo-relacionale, të cilat janë të bazuara në koleksione
dhe dokumente apo çelës dhe vlerë (eng. key, value). MongoDB ofron një përformancë të
lartë, qasje të lehtë si dhe zgjerim automatik të saj [15]. MongoDB përdor dokumente JSON
ose BSON për të ruajtur të dhënat.
2.5.5 Java
Java është gjuhë programuese e orientuar në objekte. Versioni i parë i saj është publikuar në
1996 nga kompania SUN. Pas mundësisë së interpretimit të Java Applets, Java merr një hov
të madh të popullaritetit.
Në këtë aplikacion gjuha programuese Java është përdor për leximin e cicërimave nga
Twitter, mundësimin e popullimit të tyre në databazë e cila është krijuar në MongoDB,
ekzekutimin e pyetësorëve të ndërtuar në C-SPARQL dhe paraqitjen grafike përmes
JFreeChart.
2.5.6 Libraritë e përdorura për ndërtimin e aplikacionit
Përveç librarive dhe pakove bazë të cilat janë të integruara në Java, janë përdorur edhe këto
librari:
•

Twitter4j – librari e cila mundëson qasjen prej Java në API të Twitter për leximin e
cicërimave të publikuara.

11

•

MongoDB Java – librari e cila mundëson ndërveprimin ndërmjet java dhe MongoDB.

•

Multi Module CSPARQL – librari e cila mundëson krijimin e RDF si dhe
ekzekutimin e pyetësorëve të ndërtuar në SPARQL apo C-SPARQL.

•

JFreeChart – librari për eksportimin e të dhënave në formë grafike.

2.6 Punime të ngjashme
Për rezonimin e të dhënave rrëke kemi disa korniza (eng: Framework) të cilat mund të
përdoren. Disa prej kornizave të njohura janë:
•

SPARQL

•

ASP,

•

ETALIS,

•

Spark,

•

Streaming IRIS, etj.

Po thuajse të gjitha kornizat e lartë cekura janë të testuar përmes modeleve RDF si format i
prototipit, pra me të dhëna të krijuara me një standard të caktuar [2].
Për një krahasim ndërmjet kornizave të lartë cekura nuk ka ndonjë punim direkt që mund të
matën në përformancë të gjithë kornizat, kjo e bënë të vështirë të bëhet krahasimi sipas
përformancës apo edhe të rezonimit të të dhënave rrëke. Me gjithë atë, për modelin RDF i
cili është i ndërtuar me nën grafe në formë rekursive si më të njohura janë ASP dhe ETALIS
që është zgjerim i ASP, ndërsa për grafet të cilat nuk janë rekursivë dhe kanë të bëjnë për
rezonim analitik, në përformancë llogaritet që më i shpejtë është SPARQL. Një avantazh për
SPARQL është që po thuajse në të gjitha gjuhët programuese ka librari apo pako që mund të
integrohen dhe lehtë të zgjerohen. Kjo është edhe njëra prej arsyeve se pse është përdor
SPARQL në këtë aplikacion.
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3. METODOLOGJIA
3.1 Metodat e hulumtimit
Në fillim është bërë grumbullimi dhe analiza e literaturës se çka ofrohet deri më tani në këtë
fushë. Në të njëjtën kohë janë filtruar edhe të dhënat nga Twitter të cilat për këtë temë janë
me rëndësi. Hulumtimi është bërë duke u bazuar në objektivat dhe pyetjet të cilat janë
përshkruar tek kapitulli 2.

3.2 Streaming Data
Streaming Data, apo transmetimi i të dhënave janë të dhëna të cilat në kohë të vazhdueshme
krijohen nga burime të ndryshme [16]. Nëse ato të dhëna prodhohen dhe lexohen në të njëjtën
kohë, atëherë kemi të bëjmë me Live Streaming Data.
Në rastin tonë kemi të bëjmë analizën e të dhënave të cilat krijohen në kohë reale, mirëpo për
çështje evidentimi si dhe për analiza të mëvonshme, ato i ruajmë edhe në databazë dhe mund
të ju qasemi në çdo rast të nevojshëm.
Streaming Data gjithashtu mund të shpjegohet si një teknologji e përdorur për të shpërndarë
përmbajtje në pajisjet të ndryshme përmes internetit, dhe i lejon përdoruesit të qaset
menjëherë në përmbajtje, në vend që të pres që ajo të shkarkohet. Po ashtu Streaming Data
punon dhe i dallon sistemet e ndryshme operative (Operation System), kjo e bënë të mundur
edhe ndryshimin e shpejtësisë dhe sasisë së transmetimit të informatës.
Çdo ditë e më shumë Streaming Data është duke u bërë më i rëndësishëm dhe i domosdoshëm
në industri të ndryshme, ku disa prej industrive më të prekura janë:
•

Financa – që i mundëson të bëjë analizë në kohë reale për ndryshime në tregjet e
aksioneve

•

Pasuritë e patundshme – Ueb faqet mund të gjurmojnë një nën bashkësi të të dhënave
nga pajisjet mobile të konsumatorëve dhe të bëjnë rekomandime të pronave në kohë
reale të pronave për t'u vizituar bazuar në gjeo-lokacionin e tyre
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•

E-commerce/Marketing – Data Streaming mund të sigurojë të gjitha rekordet e
klikimeve nga vetitë e tij në internet dhe të grumbullojë dhe pasurojë të dhënat me
informacion demografik në lidhje me përdoruesit, dhe zgjedh optimizimin e
vendosjes së përmbajtjes në faqen e saj, duke ofruar rëndësi dhe përvojë më të mirë
për klientët

3.3 Analizë e Twitter
Para se të fillohet me leximin e cicërimave të publikuara në Twitter, duhet të kuptohet
organizimi i tyre, me çfarë parametrash duhet të ju qasemi, çfarë atributesh kthen, në cilin
format janë të organizuar të dhënat, dhe si mund të analizohen ato atribute.
Leximi i të dhënave në Twitter mundësohet përmes API, për t’ju qasur të dhënave në Twitter
përmes API si zhvillues, në fillim duhet të krijohet një aplikacion i tipit Twitter në ueb faqen
e Twitter1 prej të cilit pastaj ofrohen parametrat për qasje siç janë “Consumer API keys” dhe
“Access token & access token secret” [17]. Të dhënat për identifikim të API duhet të ruhen
në privatësi të plotë, pasi që të njëjtit mund të përdoren edhe për publikim, përpunim dhe
shpërndarje të cicërimave direkt në platformën e Twitter-it. Twitter ofron disa lloje të API që
varësisht prej grupit pa pagesë apo me pagesë mund të kemi qasje të ndryshme [18]. Në këtë
aplikacion shfrytëzohet një API i cili është i krijuar pa pagesë dhe qasja e tij është vetëm në
qasjen e cicërimave deri para 7 dite nga dita aktuale, ndërsa ata me pagesë ofrojnë cicërimat
që nga viti 2006.
Gjatë kërkimit të cicërimave në Twitter, nuk nënkuptohet që Twitter i ofron të gjitha
cicërimat. Cicërimat që kthehen duhet të jenë paraprakisht të indexuara në Twitter ose të jenë
të krijuara që mund të kërkohen edhe në kërkuesin publik të Twitter-it [19].

1

Linku për gjenerimi i aplikacionit të Twitter-it: https://developer.twitter.com/en/apps
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Figura 4. Hapat prej konsumimit të cicërimave deri tek ruajtja e tyre
Siç shihet edhe në figurën 4, hapat prej leximit të një cicërime deri tek ruajtja e saj në bazën
e të dhënave i ndjekë këta hapa:
•

Starton API në serverët e Twitter duke u identifikuar me parametrat për identifikim
të API;

•

Sipas parametrave të kërkimit fitohet lista e ciëcrimave (Raw Tweets);

•

Pas rezultatit të fituar nga pyetësori paraprak, bëhet procesimi i cicërimave, duke i
validuar ato për këtë sistem;

•

Pas validimit të cicërimave, ato mund të ruhen direkt në databazën e krijuar në
MongoDB, apo të shtohen në modelin RDF.

Në tabelën 2 paraqiten parametrat kryesorë të cilët përdoren për kërkim në Twitter, emrat e
parametrave janë fiks dhe gjatë gjenerimit të një pyetësori nuk duhet të ndryshohen. Renditja
e parametrave në pyetësorë nuk luan ndonjë rrol për filtrim të cicërimave.
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Tabela 2. Parametrat të cilët përdorën për të bërë kërkim në Twitter
Emri

Tipi

Përshkrimi

q

String

Gjatësa stringut mund të jetë deri në 500 karaktere, p.sh. q=Prishtina
Nëse dëshirohet që të kërkohet vetëm përmes Hashtags, atëherë,
hashtagu i deshëruar shoqërohet edhe me simbolin #

gecode

String

Koordinatat e Tokës së bashku me rrezen, p.sh.
gecode=37.781157,122.398720,1km

lang

String

Cakton gjuhën në të cilën kërkon, p.sh. lang=en

count

Int

Caktimi i sasisë së cicërimave, p.sh. count=100

Në API ka edhe parametra të tjerë të cilët mund të kombinohen si: parametri i tipit të
rezultatit, fillo nga ID e caktuar e Twitter, interval kohorë etj. Nëse API starton në formë
paralele, atëherë është shumë me rëndësi që njëri nga parametrat e kërkimit të jenë të
ndryshëm në secilin ekzekutim të tij. Nëse paralelisht ekzekutohen me parametra të njëjtë
atëherë Twitter kthen gabim në kërkim, dhe llogaritet si sulm kibernetikë.
Të gjitha llojet e rezultateve të cilat kthehen nga Twitter janë të tipit JSON. Në qoftë se për
çfarëdo arsye kemi ndonjë gabim gjatë kërkesës për lexim të cicërimave, atëherë si rezultat
do të kemi një JSON i cili përmban këto atribute:
•

errors – që i përfshinë të gjitha arsyetimet e llojeve të gabimeve të cilat kanë mundur
të ndodhin

•

message – për secilin gabim është edhe një përshkrim i shkurt i atij gabimi

•

code – për secilin gabim ka një kod unik, ku përmes tij mund të analizohet më thelë
kërkesa e pyetësorit në Twitter.

Në qoftë se ndërtohet një URL dhe në atë URL dërgohen parametra të cilët nuk janë të lejuar
në API të Twitter-it, atëherë do të kemi këtë mëzash të gabimit nga Twitter [20]:
{"errors":[{"message":"Sorry, that page does not exist","code":34}]}
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Gabimet të cilat mund të shfaqen më së shpeshti janë:
•

32 – nuk mundeni me u identifikuar në Twitter

•

88 – arritja e limitit të lejuar

•

429 – janë bërë shumë kërkesa në të njëjtën kohe, apo dhe në një periudhë shumë të
afërt

•

502 – Twitter është i bllokuar, apo është duke u bërë ndonjë aktualizim në API të
Twitter-it

•

504 – për shkak të ndonjë procesi të brendshëm nuk kthen përgjigje

Atributet që mund të kthehen prej Twitter mund të jenë të tipave të ndryshëm si: String, Int,
Boolean, Object (JSON brenda JSON-it).
Në tabelën 4 përshkruhen atributet që kthehen si rezultat i një kërkese të suksesshme në
Twitter [21].
Tabela 3. Atributet të cilat kthehen pas një kërkimi të suksesshëm
Emri

Tipi

Përshkrimi

created_at

String

Datë e formatit UTC, data e krijimit të cicërimës

Id

Int64

ID unike e cicërimës

text

String

Teksti i cicërimës

source

String

Prej çfarë platforme është publiku cicërima. Cicërimat
që shkruhen përmes uebit të Twitter vlerën e kanë
“web”

truncated

Boolean

Tregon se a është i ndamë teksti sipas gjatësisë
maksimale me 140 karaktere

in_reply_to_status_id

Int64

Nëse është përgjigje e ndonjë cicërime

user

Object

Ky atribut si rezultat ka një objekt, ku si atribute të këtij
objekti janë:
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Coordinates

Object

•

id – id e përdoruesit

•

name – emri i përdoruesit

•

location – lokacioni i përdoruesit

•

url – url i publikuar në profil të përdoruesit

•

lang – gjuha bazë e përdoruesit

Nëse janë të dhënat e lokacionit publike të përdoruesit,
atëherë kthen koordinatat e statusit, përndryshe rezultati
është “null”

place

Object

Rezultati i këtij objekti përmban këto atribute:
•

coordinates - koordinatat e vendit

•

type – çfarë tipi janë të organizuar koordinatat
(drejtkëndësh, poligon etj)

entities

Object

•

country – emri i shtetit

•

country_code - kodi i shtetit

•

full_name – emri i plotë i republikës/krahinës

•

name – emri i republikës/krahinës

•

place_type – tipi vendit

Në këtë objekt përveç të tjerash janë të përfshirë edhe
hashtags

lang

String

Rezultati i tij do të jetë gjuha e shkruar e cicërimës, ose
“und”

3.4 Ndërtimi i databazës në MongoDB, modeli që i përgjigjet atributeve të Twitter
Siç është cekë tek nën kapitulli 2.5.4, MongoDB është DBMS për menaxhimin e bazave të
të dhënave të tipit NoSQL (bazë e të dhënave jo-relacionale). Duke u nisur nga kjo, është
ndërtuar një koleksion (collection) duke mos i definuar asnjë atributë. Rekordet të cilat ruhen
në koleksion njihen si dokument i koleksionit. Secili rekord i cili do të krijohet, definon edhe
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atributet e veta. Atribute të cilat krijohen për secilin dokument varen nga atributet që kthehen
përmes kërkimit në Twitter. Në çoftë se një atributë i Twitter është pa vlerë (null), atëherë ai
atributë nuk do të ruhet në dokumentin e koleksionit i krijuar për atë cicërimë. Përveç
atributeve të cilat krijohen nga dokumenti, MongoDB e krijon edhe një atributë të vetin unik
i cili emërohet si “_id”.
Gjatë krijimit të një dokumenti kemi atributet e obligueshme dhe atributet opcionale. Llojet
e atributeve janë të paraqitura në tabelën 4.
Tabela 4. Llojet e atributeve të një dokumenti në koleksionin e MongoDB
Atributet e obligueshme

Atributet opcionale

•

id,

•

lang

•

username,

•

profile (Location, lang, description),

•

text,

•

geodata (latitude, longitude),

•

createdAt

•

currentUserRetweetId,

•

inReplyToScreenName,

•

isRetweet,

•

isRetweeted,

•

isPossiblySensitive,

•

place (country, streetAddress, name, Id,
FullName, Url, CountryCode),

•

hashtag

Kategorizimi i atributeve është bërë duke u bazuar në rezultatin të cilin e kthen API i Twitter.
Atributet e obligueshme janë atributet bazë për filtrimin e të dhënave ndërsa atributet
opcionale ndihmojnë edhe në organizimin e të dhënave për analizë më të thellë të shënimeve.
Dokumenti i cili paraqitet më poshtë është i formatit JSON, i cili paraqet një dokument të
koleksionit i cili e përmban një cicërim të përpunuar me atributet obligueshme dhe atributet
opcionale. Atributi i parë “_id” është atributë i cili krijohet direkt prej MongoDB dhe i njëjti
nuk mund të modifikohet, ky atribut është unik dhe secili dokument e ka nga një _id unike.
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{
"_id":"5e1d03cf525a00009f7e2532",
"lang":"und",
"username":"LitMolekula420",
"profileLocation":"Kline,Kosov",
"profileLang":null,
"profileDescription":"Who u looking at",
"screenName":"LitMolekula420",
"text":"Mu kan bo krejt monoton nuk pom rrihet me kerkon",
"id":"1216871790707986432",
"createdAt":"2020-01-13T23:56:57.000Z",
"currentUserRetweetId":"1",
"inReplyToScreenName":null,
"isRetweet":false,
"isRetweeted":false,
"isPossiblySensitive":false,
"placecountry":"Kosovo",
"placeStreetAddress":null,
"placeName":"Kosovo",
"placeId":"ce840961e49976cf",
"placeFullName":"Kosovo",
"placeUrl":"https://api.twitter.com/1.1/geo/id/ce840961e49976cf.json",
"placeCountryCode":"XK"
}

3.5 Ndërtimi i modelit RDF duke u bazuar në atributet e Twitter-it
Modeli i një RDF është i përbërë nga subjekte ku secili subjekt ka një URI (“Uniform
resource identifier” – identifikues i njëtrajtshëm i resurseve) të vetin unik të protokollit të
HTTP(S) [22]. Pyetësori është i ndërtuar në atë formë që e bënë leximin e cicërimave në
formë lineare, pra, i lexon të gjitha cicërimat duke mos i filtruar ato si cicërimë rikthyese
(eng: retweet). Duke u bazuar në këtë metodologji të leximit, në modelin RDF kemi vetëm
një subjekt si prind në grafin e ndërtuar, dhe ai subjekt është i emëruar si URI
http://twitter.org. Meqë Twitter për secilën cicërimë ka një ID unike, atëherë secili nën
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subjekt identifikohet me ID e cila lexohet nga cicërima e Twitter, si predikate është URI së
bashku me atributin e Twitter-it, ndërkaq objekti është vlera e atributit. Pavarësisht se
atributet të cilat lexohen nga Twitter mund të jenë të formateve të ndryshme si: String,
Integer, Date, etj., në modelin e RDF të gjitha ruhen në formatin String dhe gjatë procesimit
në pyetësorët e C-SPARQL bëhet përcaktimi i tipit të tyre. Në modelin RDF nuk përfshihen
atributet e Twitter të cilat janë pa vlerë, apo vlerën e kanë te pa përcaktuar.
Ndërsa, gjatë rezonimit të të dhënave modeli bazik mund të zgjerohet dhe varësisht prej
kritereve që i vendos përdoruesi, modeli mund të ketë më shumë se sa një nyje (eng: node)
brenda një nyje, pra të ndërtohet një graf i cili paraqitet si prind-fëmij. Si shembull për
cicërimat e lexuara, si prind mund të merret cicërima e parë, ndërsa si fëmijë mund të merren
të gjitha cicërimat rikthyese (retweet). Në këtë rast modelit RDF brenda subjektit bazë i
shtohen edhe subjektet tjera të cilat janë cicërima rikthyese. Modele tjera që mund t’i
përgjigjen cicërimave të Twitter-it mund të jenë edhe ato si: grupimi sipas përdoruesit,
hashtags, vendit etj.
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1. <rdf:RDF
2.
xmlns:rdf="http://www.w3.org/1999/02/22-rdf-syntax-ns#"
3.
xmlns:j.0="http://twitter.org/" >
4.
<rdf:Description rdf:about="http://twitter.org/id/1218656068420550656">
5.
<j.0:text>Shitet 680 m2 truall ne kodrat mbi Liqenin e Thate </j.0:text>
6.
<j.0:hashtag>TrualloseToke</j.0:hashtag>
7.
<j.0:id>1218656068420550656</j.0:id>
8.
<j.0:createdAt>Sat Jan 18 23:07:02 CET 2020</j.0:createdAt>
9.
<j.0:currentUserRetweetId>-1</j.0:currentUserRetweetId>
10.
<j.0:longitude>19.79283694</j.0:longitude>
11.
<j.0:placeName>Albania</j.0:placeName>
12.
<j.0:placeUrl>https://api.twitter.com/1.1/geo/id/827.json</j.0:placeUrl>
13.
<j.0:isRetweeted>false</j.0:isRetweeted>
14.
<j.0:username>meemira</j.0:username>
15.
<j.0:latitude>41.21106882</j.0:latitude>
16.
<j.0:placeCountryCode>AL</j.0:placeCountryCode>
17.
<j.0:isRetweet>false</j.0:isRetweet>
18.
<j.0:placecountry>Albania</j.0:placecountry>
19.
<j.0:placeFullName>Albania</j.0:placeFullName>
20.
<j.0:placeId>82779978c58253a6</j.0:placeId>
21.
<j.0:lang>und</j.0:lang>
22.
<j.0:isPossiblySensitive>false</j.0:isPossiblySensitive>
23.
<j.0:screenName>meemira</j.0:screenName>
24. </rdf:Description>
25. </rdf:RDF>

Kodi 1. Modeli RDF
Në XML e sipërme shihet një shembull i modelit RDF për një cicërimë të rëndomtë e lexuar
nga Twitter:
•

Për të krijuar një dokument të plotë të RDF/XML zakonisht përmbajtja përmbahet
brenda elementit rdf:RDF (rreshti 1) ndërsa, nyja (en: node) i një RDF definohet
përmes atributit xmls:rdf (rreshti 2)

•

Brenda një RDF mund të ketë më shumë se sa një graf, caktimi i një grafi bëhet
përmes elementit rdf:Description, dhe secili rdf:about cakton një URI për një graf të
caktuar

•

Elementet tjera të cilat fillojnë me j.0:emri_i_atributit (p.sh. j.0.text), caktojnë
elementet me vlerat e tyre përkatëse (rreshtat 5 – 23).

Pasi që kemi të bëjmë me të dhëna të vazhdueshme, atëherë si atributë shtesë duhet të shtohet
edhe data e krijimit të një nën subjekti për brenda subjektit bazë, për testime është shtuar si
atributë koha aktuale e ekzekutimit të aplikacionit.
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3.6 Ndërtimi i pyetësorëve C-SPARQL mbi modelin e RDF
Pyetësorët në SPARQL kanë 4 lloje të organizimit të pyetjeve, të njëjtat organizimi të pyetje
vlejnë edhe për pyetësorët e C-SPARQL, të cilët mund të shtrohen si [23]:
•

ASK – pyet se a ka të paktën një vlerë që përputhet me të dhënat nga modeli RDF

•

SELECT – pyet dhe i liston të dhënat të cilat i përshtatin pyetësorit në modelin RDF

•

CONSTRUCT – bënë konstruktimin e modelit të RDF ku mund të ndryshohen
variabilet paraprake me variabilet tjera të po të njëjtit model

•

DESCRIBE – bënë përshkrimin e një RDF modeli

C-SPARQL, apo pyetësorët e vazhdueshëm të SPARQL është gjuhë e cila vepron mbi të
dhënat e një pas njëshme që ndërtohen në RDF. Të gjitha llojet e pyetësorëve të SPARQL
përkrahen edhe prej C-SPARQL, ku i vetmi dallim qëndron tek atributi kohës, koha e krijimit
të një elementi brenda një modeli të RDF-it. Ekzekutimi i një pyetësori në C-SPARQL
paraqitet si rezultat i një dritareje (Window), pra gjatë gjenerimit të të dhënave në një
periudhë të caktuar, edhe shfaqja e tyre bëhet në një dritare të veçantë.
Sintaksa bazë e ndërtimit të një pyetësori në C-SPARQL është [24]:
1. FromStrClause
2. Window
3. LogicalWindow
4. TimeUnit
5. WindowOverlap
6. PhysicalWindow

→ ‘FROM’ [‘NAMED’] ‘STREAM’ StreamIRI
‘[ RANGE’ Window ‘]’
→ LogicalWindow | PhysicalWindow
→ Number TimeUnit WindowOverlap
→ ‘ms’ | ‘s’ | ‘m’ | ‘h’ | ‘d’
→ ‘STEP’ Number TimeUnit | ‘TUMBLING’
→ ‘TRIPLES’ Number

Kodi 2. Modeli për pyetësor të C-SPARQL
Pyetësori në C-SPARQL i paraqitur përmes një shembulli praktik i cili i përgjigjet modelit
RDF të ndërtuar për të dhënat e lexuara nga Twitter dhe të ruajtur në URI të Twitter-t:
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1.
2.
3.
4.

5.

REGISTER QUERY MainStructure AS
PREFIX vcard: <http://twitter.org/>
SELECT ?s ?p ?o
FROM STREAM <http://twitter.org/> [RANGE 5s STEP 1s]
WHERE { ?s ?p ?o }

Kodi 3. Pyetësori në C-SPARQL për stream të dhënat e Twitter-it
Pyetësori i lartë cekur, bënë rezonimin e modelit RDF duke i grupuar të dhënat në tri kolona
të cilat janë Subjekti (Subject), Predikimi (Predicate) dhe Objekt (Object). Grupimi i të
dhënave në tri kolona është edhe grupimi më standard që i bëhet çdo modeli të ndërtuar
paraprakisht. Kjo mundëson edhe analizën e atributeve përkatëse dhe lidhshmërinë e tyre
ndërmjet veti.

3.7 Metoda e ndërtimit të aplikacionit
Meqë aplikacioni do të zhvillohet për të punuar në një makinë kompjuterike, do të ketë
përpunim të të dhënave nga burime të ndryshme si Twitter e MongoDB, eksportim në formate
të ndryshme si foto (jpg, png), përpunim i të dhënave në sasi të madhe, atëherë është vendos
që si gjuhë programuese për krijimin e aplikacionit të përdoret Java. Pasi është vendosur për
gjuhën programuese Java, është bërë një analizë se cilat librari janë zhvilluar paraprakisht në
këtë gjuhë për fushën e procesimit të të dhënave dhe sa mund të përdoren apo edhe të
zgjerohen për ndërtimin e aplikacionit.
Për një qasje më të lehtë të librarive, aplikacioni është i tipit Maven, ku libraritë kryesore janë
të shtuar në repositorin e tij si dependecy të aplikacionit.
Rezultatet kryesore të aplikacionit janë:
•

Leximi i të dhënave nga Twitter

•

Deponimi i të dhënave në MongoDB

•

Krijimi i modelit të tipit RDF

•

Përpunimi i të dhënave përmes C-SPARQL duke i lexuar në modelin RDF

•

Prezantimi i tyre në console apo edhe në formë grafike “bar chart” apo “pie chart”.
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4. REZULTATET
Leximi i të dhënave në Twitter dhe filtrimi i tyre vetëm për rajonin shqipfolës është njëri prej
kontributeve më të mëdha që fitohet në këtë aplikacion, duke shtuar atë se të dhënat lexohen
përpunohen dhe rezonohen në kohë reale.
Në figurën 5 është paraqitur arkitektura konceptuale e aplikacionit e cila fillon që nga leximi
i të dhënave në Twitter e deri tek eksportimi i tyre ne console apo grafe.

Figura 5. Arkitektura koncpetuale e aplikacionit
Hapat të cilët janë ndërmarrë për krijimin e aplikacionit janë:
•

Leximi dhe pastrimi i të dhënave që ofrohen nga Twitter

•

Ndërtimi i RDF

•

Ndërtimi i pyetësorëve në C-SPARQL

•

Validimi i pyetësorëve për paraqitjen grafike të të dhënave

Për një qasje më të lehtë, varësisht se në cilin hap të punës punohet, është i ndërtuar nga një
paketë e veçantë në Java. Ndërlidhja e pakove programuese kryesisht bëhet në metodën main,
ku nga kjo metodë fillon edhe ekzekutimi i aplikacionit.
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Metoda main është vetëm një shembull, ku përmes saj mundet të krijohen lehtë dhe shpejtë
edhe shembuj të tjerë për paraqitjen e të dhënave.
Pakot të cilat janë krijuar:
•

Twitterreasoning – përfshihet leximi i të dhënave nga Twitter, filtrimi i tyre për gjuhë
shqipe, shtimi i koleksioneve në bazën e të dhënave, dhe gjenerimi i RDF modeleve.

•

CSparql – është një pako e cila përmban dy klasa, të cilat janë:
o CSEngine – e cila bënë leximin e pyetësorit, e të dhënave nga RDF dhe dërgon
ato për shfaqje
o Queries – klasë e cila përmban disa pyetësorë të ndërtuar në C-SPARQL

•

Charts – janë të organizuar klasat për vizualizimin e të dhënave.

4.1 Leximi, pastrimi dhe ruajtja e të dhënave që ofrohen nga Twitter
Për leximin e të dhënave nga Twitter është përdorur pako Twitter4j2, e cila është e organizuar
në atë formë që mundëson krijimin dhe ekzekutimin e një kërkese në Twitter duke ju qasë
me të dhënat “Consumer API keys” dhe “Access token & access token secret”. Përmes kësaj
librarie, përdoruesi mund t’i kry të gjitha veprimet e njëjta sikur të ishte i kyçur në platformën
e Twitter-it (ueb, apo në aplikacionin mobil), pra mund të shkruaj një cicërimë, të ri publikoj
apo edhe të shpërndaj atë. Lbiraria Twitter4j është organizuar në klasa të ndryshme. Varësisht
se nga natyra e qasjes së informatave në Twitter, përzgjidhet edhe klasa për leximin e të
dhënave. Meqë në këtë aplikacion do të lexohen të dhënat në kohë reale, atëherë klasa bazike
për lexim është përdorë getTwitterStreamInstance e cila është e organizuar në metoda të
ndryshme, ku secila metodë e ndërtuar ka edhe veprimet e saj për kërkesa të ndryshme. Në
klasën TwStructure është zhvilluar metoda streaming(), ku në këtë metodë thirret thirret
metoda onStatus (rreshti 5. – 11.) e cila bënë leximin e cicërimave nga Twitter.

2

Librari në Java për leximin e cicërimave nga Twitter: http://twitter4j.org/
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1. public static void straming() {
2.
TwitterStream twitterStream = getTwitterStreamInstance();
3.
twitterStream.addListener(new StatusListener() {
4.
@Override
5.
public void onStatus(Status status) {
6.
Document document = convertTweetForDb(status);
7.
if (document != null) {
8.
DBStructure.insert("all_twitts", document);
9.
document.clear();
10.
}
11.
}
12.
@Override
13.
public void onDeletionNotice(
14.
StatusDeletionNotice statusDeletionNotice) {}
15.
@Override
16.
public void onTrackLimitationNotice(int numberOfLimitedStatuses) {}
17.
18.
@Override
19.
public void onScrubGeo(long userId, long upToStatusId) {}
20.
21.
@Override
22.
public void onStallWarning(StallWarning warning) {}
23.
24.
@Override
25.
public void onException(Exception ex) {
26.
ex.printStackTrace();
27.
}
28. });
29.
30. FilterQuery tweetFilterQuery = new FilterQuery();
31. tweetFil-terQuery.language(
32.
new String[] { "al", "und", "en","it","de", "tr" }
33.
);
34. tweetFilterQuery.locations(new double[][] { { -180, 90 }, { 180, 90 }});
35. twitterStream.filter(tweetFilterQuery);
36. }

Kodi 4. Metoda për leximin e cicërimave nga twitter
Metoda onStatus() i identifikon se a ka ndonjë cicërim për tu lexuar nga Twitter duke ju
përshtatur filtrave të dërguar.
Parametrat që dërgohen si filtra (rreshtat 30. – 35.):
•

q – varg i tipit String,

•

language – varg i tipit String,

•

locations – varg i tipit Double, ku jepen koordinatat e Tokës në aspektin e gjerësisë
dhe lartësisë
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Duhet të cekët që gjatë caktimit të parametrit të locations, koordinatat duhet të fillojnë nga
veri-perëndimi i pozitës së Tokës, përndryshe, si përgjigje nga Twitter do të kemi një gabim
në kërkesë e cila tregon se renditja e koordinatave nuk është sipas standardit të definuar për
kërkim përmes parametrit locations. Një shembull se si të kërkohet mbi territorin e
Shqipërisë: në fillim zbërthejmë në koordinata Shqipërinë, duhet të fillohet nga qyteti i
Vlorës, të vazhdoj në qytetin e Korçës duke e pasuar ai Shkodrës dhe të përfundoj me të
Kukësit.
Me qenë se kryesisht përdoruesit shqipfolës janë të shtrirë pothuajse në gjithë botën, kriteri i
filtrave është i vendosur si në vijim:
•

koordinatat që përfshinë të gjithë globin, pra {-180, -90}, {180, 90},

•

language - janë {"al", "und", "en","it", "de", "tr"}. Gjuha “und”, është gjuhë e pa
definuar e cicërimës, ku kryesisht këtu janë të gjitha cicërimat e shkruar në shqip.

Momentalisht gjuha shqipe nuk është pjesë e Twitter, por nëse shtohet në të ardhmen në listën
e gjuhëve e cila identifikohet sipas standardit BCP 47, atëherë filtri i gjuhës është i përgatitur
edhe për gjuhën shqipe.
Në qoftë se ka ndonjë cicërimë e cila ju përshtatet filtrave të lartë cekur, atëherë përmes
metodës onStatus thirret metoda convertTweetForDb (rreshti 8.) ku i analizon dhe krijon një
dokument i cili publikohet në MongoDB.
Metodat onDeletionNotice, onTrackLimitationNotice, onScrubGeo, onStallWarning dhe
onException (rreshtat 13. – 24.) [25], janë metoda të cilat trashëgohen nga klasa
StatusListener të cilat mundësojnë të lexojnë gjendjet e ndryshme të një cicërime, në këtë
rast kemi të bëjmë vetëm me lexim të cicërimave dhe për këtë arsye nuk ka ndonjë veprim
në këto metoda.
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1. private static Document convertTweetForDb(Status status) {
2.
Place place = status.getPlace();
3.
String lang = status.getLang();
4.
Document document = new Document();
5.
if (place == null && !lang.equals("al")) {
6.
return null;
7.
}
8.
String placeCountryCode = null;
9.
if (place != null) {
10.
placeCountryCode = place.getCountryCode().toString();
11. }
12. if (lang.equals("al") || (place != null &&
13. (lang.equals("und") || lang.equals("en")|| lang.equals("tr")|| lang.equals("it")
|| lang.equals("de")|| lang.equals("sr")|| lang.equals("mk")) &&
14. ((placeCountryCode.equals("XK") || placeCountryCode.equals("AL"))))) {
15.
document.put("lang", lang);
16.
HashtagEntity[] hashtagEntities = status.getHashtagEntities();
17.
if (hashtagEntities != null && hashtagEntities.length > 0) {
18.
StringBuilder s = new StringBuilder();
19.
s.append(hashtagEntities[0].getText());
20.
for (int i = 1; i < hashtagEntities.length; i++) {
21.
s.append(",");
22.
s.append(hashtagEntities[i].getText());
23.
}
24.
document.put("hashtag", s.toString());
25.
}
26.
User user = status.getUser();
27.
document.put("username", user.getScreenName());
28.
document.put("profileLocation", user.getLocation());
29.
document.put("profileLang", user.getLang());
30.
document.put("profileDescription", status.getUser().getDescription());
31.
GeoLocation geoLocation = status.getGeoLocation();
32.
if (geoLocation != null) {
33.
document.put("latitude", geoLocation.getLatitude());
34.
document.put("longitude", geoLocation.getLongitude());
35.
}
36.
document.put("screenName", status.getUser().getScreenName());
37.
document.put("text", status.getText());
38.
document.put("id", status.getId());
39.
document.put("createdAt", status.getCreatedAt());
40.
document.put("currentUserRetweetId", status.getCurrentUserRetweetId());
41.
document.put("inReplyToScreenName", status.getInReplyToScreenName());
42.
document.put("isRetweet", status.isRetweet());
43.
document.put("isRetweeted", status.isRetweeted());
44.
document.put("isPossiblySensitive", status.isPossiblySensitive());
45.
if (place != null) {
46.
document.put("placecountry", place.getCountry());
47.
document.put("placeStreetAddress", place.getStreetAddress());
48.
document.put("placeName", place.getName());
49.
document.put("placeId", place.getId());
50.
document.put("placeFullName", place.getFullName());
51.
document.put("placeUrl", place.getURL());
52.
document.put("placeCountryCode", placeCountryCode);
53.
}
54.
return document;
55. }
56. return null;
57. }

Kodi 5. Konvertimi i një cicërime për tu publikuar në MongoDB
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Në metodën convertTweetForDb bëhet pastrimi i cicërimave (leximi i cicërimave në gjuhën
shqipe) që lexohen nga Twitter. Si parametër hyrës ka një cicërim. Secila cicërimë i ka edhe
atributet getPlace dhe getLang (rreshtat 2. – 3.), përmes këtyre atributeve mund të nxjerrim
parametrin e gjuhës (lang) dhe parametrin e vendit (place). Kushti në fillim kontrollon se a
është parametri “lang” në gjuhën shqipe lang="al" (ani pse ky kusht momentalisht nuk
plotësohet), pastaj shikohen gjuhët më të populluara si dhe filtrohen të dhënat përmes kodit
shtetëror XK – Kosovë dhe AL – Shqipëri (rreshtat 9. – 14.). Nëse plotësohet ndonjëri prej
këtyre kritereve, atëherë si rezultat do të kemi një objekt të tipit Document me të gjitha
atributet e mundshme të lexuar nga parametri hyrës i cili është i gatshëm për shtim në bazën
e të dhënave apo edhe për shtim në RDF, përndryshe si rezultat kthen vlerën "null". Para se
të krijohet lista e hashtags, kontrollohet se a ka ndonjë hashtags, dhe nëse ka, atëherë
konvertohen në një varg, i cili është i ndarë me “presje” (rreshtat 16. – 25.). Të dhënat e
përdoruesit nxjerrën prej atributit getUser (rreshtat 26. – 30.), kurse të dhënat standarde kanë
nga një vlerë të tipit String dhe lexohen direkt nga atributet e tyre (rreshtat 36. – 44.).
Ruajtja e të dhënave në MongoDB bëhet pasi të jetë filtruar cicërima dhe klasifikohet se
mund të ruhet në koleksion si dokument i veçantë. Metoda e cila bënë leximin e cicërimave
nga Twitter garanton, se asnjë cicërimë për ekzekutimin e njëjtë nuk do të lexohet më shumë
se sa një herë. Duke u nisur nga kjo, gjatë ruajtjes së një cicërime në bazën e të dhënave nuk
është bërë ndonjë kontroll shtesë se a është i ruajtur paraprakisht ajo cicërim.
Për të shtuar një cicërimë në bazën e të dhënave është krijuar metoda insert(), e cila si
parametra hyrës ka emrin e koleksionit dhe dokumentin i cili do të shtohet në atë koleksion.
1. public static void insert(String table, Document docs) {
2.
if (docs != null) {
3.
MongoDatabase db = defaultConnection();
4.
MongoCollection<Document> collection = db.getCollection(table);
5.
collection.insertOne(docs);
6.
}
7. }

Kodi 6. Shtimi i një koleksioni në databazë
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4.2 Ndërtimi i modelit RDF përmes Java, përkatësisht “Data Modeling”
Në fillim ndërtohet një RDF model "null", i tipit RdfQuadruple që është pjesë e librarisë për
përpunimin e RDF dhe krijimin e pyetësorëve C-PARQL [26]. RDFQuadruple është një
klasë e cila krijon një nyje të RDF ku si qelës (eng: key) i nyjës është IRI dhe ID e cicërimës
së Twitter-it. Ku secila RdfQuadruple përmban një subjekt, predikat, objekt dhe kohën e
krijimit të këtij subjekti (rreshtat 1. – 5.). Pas përzgjedhjes së të dhënave nga koleksioni,
brenda një cikli shikohen të gjitha atributet dhe i bashkëngjiten modelit RDF me një URI të
caktuar, në këtë rast me URI="http://twitter.org".
1. public void run() {
2.
keepRunning = true;
3.
while (keepRunning) {
4.
Document current;
5.
MongoCursor<Document> document = DBStructure.getDataWithOffset(
6.
"all_twitts", ct, 100);
7.
while (document.hasNext()) {
8.
current = document.next();
9.
Long milliseconds = System.currentTimeMillis();
10.
RdfQuadruple q1 = null;
11.
for (String property : twProperties) {
12.
if (current.get(property) != null) {
13.
q1 = new RdfQuadruple(
14.
super.getIRI() + "/id/" + current.get("id").toString(),
15.
super.getIRI() + "/" + property,
16.
current.get(property).toString(),
17.
milliseconds);
18.
this.put(q1);
19.
}
20.
}
21.
ct++;
22.
}
23.
try {
24.
Thread.sleep(5000);
25.
} catch (InterruptedException e) {
26.
e.printStackTrace();
27.
}
28.
this.c++;
29. }
30. }

Kodi 7. Metoda për ndërtimin e RDF në mënyrë të vazhdueshme
Klasa për ndërtimin e RDF është zgjerim i klasës RdfStream [27] dhe implementon klasën
bazike të Java-së Runnable. Leximi i të dhënave nga MongoDB bëhet përmes metodës
getDataWithOffset (rreshtat 5. – 6.), përderisa ka elemente në dokument bëhet shtimi i
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cicërimave në RDF model (rreshtat 7. – 22.). Për tu vërejtur shtimi i një grupi të caktuar të
cicërimave në model dhe për t’i pa rezultatet me një dritare (Window) të caktuar, është shtuar
edhe një pauzë ndërmjet leximit të cicërimave, ku kjo pauzë është 5 sekonda (pauza mund të
jetë edhe më e gjatë apo më e shkurtë, varësisht prej qasjes së përdoruesit) (rreshtat 23. –
27.).

4.3 Ndërtimi i pyetësorëve në C-SPARQL
Para se të ndërtohet një pyetësorë në C-SPARQL duhet të dihet edhe qëllimi final i
rezultateve që fitohen, pra, a duhet që të dhënat të paraqiten në formë grafike, apo në formë
console (tabelore), apo do të bëhet analizë e thjeshtë e të dhënave, p.sh. të shihet se a ka të
dhëna sipas pyetësorit të krijuar.
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1. public class Queries {
2.
public static String Query(int key, String iri) {
3.
String query = null;
4.
switch (key) {
5.
case 1:
6.
query = "REGISTER QUERY MainStructure AS PREFIX vcard: <" + iri + "/> " +
7.
"SELECT ?s ?p ?o FROM STREAM <" + iri + "> [RANGE 5s STEP 1s] "
8.
+ "WHERE { ?s ?p ?o }";
9.
break;
10.
case 2:
11.
query = "REGISTER QUERY AllFields AS PREFIX vcard: <" + iri + "/> "
12.
+ "\nSELECT ?createdAt ?username ?screenName ?latitude ?text "
13.
+ "FROM STREAM <"+ iri +"> [RANGE 5s STEP 1s] "
14.
+ " WHERE { "
15.
+ "\n OPTIONAL {?predicate vcard:createdAt ?createdAt . }"
16.
+ "\n OPTIONAL {?predicate vcard:username ?username . }"
17.
+ "\n OPTIONAL {?predicate vcard:screenName ?screenName . }"
18.
+ "\n OPTIONAL {?predicate vcard:text ?text . }"
19.
+ "\n OPTIONAL {?predicate vcard:latitude ?latitude . } " + "\n} "
20.
;
21.
break;
22.
case 3:
23.
query = "REGISTER QUERY findByString AS Prefix vcard: <"+ iri +"/>"
24.
+ "\nSELECT ?createdAt ?username ?screenName ?latitude ?text "
25.
+ "FROM STREAM <"+ iri +"> [RANGE 5m STEP 3s] "
26.
+ " WHERE { "
27.
+ "\n OPTIONAL {?predicate vcard:username ?username . }"
28.
+ "\n OPTIONAL {?predicate vcard:screenName ?screenName . }"
29.
+ "\n OPTIONAL {?predicate vcard:text ?text . }"
30.
+ "\n} ";
31.
break;
32.
case 4:
33.
query = "REGISTER QUERY GroubByLang AS Prefix vcard: <"+ iri +"/> "
34.
+ "\nSELECT ?lang (count(vcard:lang) as ?count) "
35.
+ "FROM STREAM <"+ iri + "> [RANGE 5m STEP 3s] "
36.
+ " WHERE { "
37.
+ "\n OPTIONAL {?predicate vcard:lang ?lang . }"
38.
+ "\n} "
39.
+ "\nGROUP BY ?lang ORDER BY ?count";
40.
break;
41.
case 5:
42.
query = "REGISTER QUERY GroubByHashTags AS Prefix vcard: <"+ iri +"/> "
43.
+ "\nSELECT ?hashtag "
44.
+ "FROM STREAM <"+ iri + "> [RANGE 5m STEP 3s] "
45.
+ " WHERE { {?predicate vcard:hashtag ?hashtag . } } "
46.
;
47.
break;
48.
default:
49.
query = "REGISTER QUERY MainStructure AS PREFIX vcard: <" + iri + "/> " +
50.
"SELECT ?s ?p ?o FROM STREAM <" + iri + "> [RANGE 5s STEP 1s] "
51.
+ "WHERE { ?s ?p ?o }";
52.
break;
53.
}
54.
return query;

Kodi 8. Pyetësorët në C-SPARQL
Në këtë punim janë disa pyetësorë të krijuar, si cak kanë përshkrimin e strukturës së të
dhënave, leximin e të gjithë atributeve në RDF model, kërkimi sipas një String-u të caktuar,
grupime të ndryshme të cicërimave si: grupimi sipas hashtags, grupimi sipas gjuhës.
Rezultatet e fituara për të gjithë pyetësorët mund të shfaqen si tabelë statistikore apo edhe si
grafike që përmbajnë të dhëna statistikore.
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Këtu shihet se secili pyetësorë është i regjistruar me një emër të veçantë, rangun e kohës se
sa shpesh do të ekzekutohet si dhe prej cilës kohë me i marrë parasysh të dhënat.
Pyetësori MainStructure është për leximin e strukturës së RDF modelit (rreshtat 6. – 8. apo
49. – 51.), pyetësori AllFields bënë leximin e fushave kryesore të një cicërime (rreshtat 11. –
20.), pyetësori groupByLang grupon të dhënat sipas gjuhës (rreshtat 33. – 39.), ndërsa për
grupim të hashtags është pyetësori GroupByHashTags (rreshtat 42. – 46.). Në qoftë se
ekzekutohen më shumë se sa një pyetësorë në të njëjtën kohë, atëherë secili pyetësorë do të
eksportoi të dhënat sipas vetive të veta, në të njëjtën kohë të dhënat do të lexohen prej të
njëjtit RDF, pra nuk është e nevojshme të krijohen RDF modele për secilin pyetësorë veç e
veç.

4.4 Validimi i të dhënave pas filtrimit të tyre nga pyetësorët
Pas ekzekutimit të pyetësorëve në C-SPARQL, të dhënat janë të strukturuara me një model
të ri të tipit RDF tuple, ku një tuple nënkupton një nën subjekt të cicërimës, p.sh. nën subjekti
me çelësin “name”. Në këtë rast një nën subjekt mund të ketë edhe nën subjekte tjera
(metodologjia Prind → Fëmijë) [28] dhe për këtë arsye, para se të dhënat të bëhen gati për
eksportim duhet të validohen, dhe të kthehen si vlera të tipit String.
1. private static String ClearString(String str) {
2.
String[] clearString = null;
3.
clearString = str.split("#");
4.
if (clearString.length > 1) {
5.
clearString = clearString[0].split(String.valueOf('"'));
6.
return clearString[1];
7.
}
8.
return clearString[0];
9. }

Kodi 9. Metoda për pastrim të një tuple dhe konvertimi i vlerës në tipin String
Pasi që janë konvertuar të dhënat në formatin String, bëhet edhe pastrimi i cicërimave nga
String-et jo standarde si vegëzat, ikonat, formatet e videove etj. Për këtë është përdor libraria
Rexeg, e cila është bazë e librarive të Java-së, ku përmes krahasimit lejohen vetëm karakteret
alfa-numerike.
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1.
2.
3.
4.
5.
6.
7.

String regex = "^[a-zA-Z0-9]+$";
Pattern pattern = Pattern.compile(regex);
String clearedString = string.replaceAll("[^a-zA-Z0-9]", "");
Matcher matcher = pattern.matcher(clearedString);
if (matcher.matches()) {
…
}

Kodi 10. Pastrimi i një String-u prej simboleve, videove etj.
Pasi të pastrohen të dhënat, atëherë ndërtohet një listë e cila mundëson eksportimin e tyre në
formë tabelore dhe rrjedhimisht të dhënat janë të normalizuara dhe të gatshme për paraqitje
grafike të tyre.

4.5 Eksportimi i të dhënave në formë vizuale dhe analiza e tyre sipas rezultateve
Para se të vendoset për eksportimin e të dhënave, duhet të dihet se edhe në çfarë metode do
të prezantohen ato të dhëna. Në këtë aplikacion paraqitja e të dhënave në metoda statistikore
është bërë në tri forma të cilat janë: në “console”, grafiku “bar chart” dhe grafiku “pie chart”.
Për paraqitjen e të dhënave në console, mjafton që të dhënat të jenë 2D duke i përfshi formatet
String, Char, Double, Integer, ndërsa për paraqitje grafike duhet që vlerat e tabelës të
konvertohen në formatin Double apo Integer. Kjo nënkupton që duhet të bëhen grupime të të
dhënave dhe të njehsohen vlerat e atyre grupimeve.
Si shembull mund të merret eksportimi dhe paraqitja vizuale e hashtags. Si kriter është i
vendosur që të gjinden 10 hashtags më të përdorur në të gjitha cicërimat e regjistruara.

35

1. private CategoryDataset createDataset(Map<String, Integer> hashtagMap) {
2.
DefaultCategoryDataset dataset = new DefaultCategoryDataset();
3.
hashtagMap = sortByValue(hashtagMap);
4.
hashtagMap.forEach((k, v) -> {
5.
if (dataset.getColumnCount() < 10) {
6.
dataset.setValue(Double.parseDouble(v.toString()), "", k);
7.
}
8.
});
9.
return dataset;
10. }

Kodi 11. Grupimi i top 10 HashTags në një listë
Për paraqitjen vizuale është përdorur libraria JFreeChart [29], e cila mundëson shpërndarjen
e të dhënave në grafike dhe paraqitja e tyre mund të bëhet në format të JavaFrame, apo fotove.
Në këtë rast janë paraqitur si foto.
1. public void update(Observable o, Object arg) {
2.
Map<String, Integer> list = createDataSet(o, arg);
3.
// Create dataset
4.
CategoryDataset dataset = createDataset(list);
5.
// Create chart
6.
JFreeChart chart = ChartFactory.createBarChart("Hash Tags", "Hashtags",
7.
"Counts", dataset,
8.
PlotOrientation.HORIZONTAL, false, true, true);
9.
try {
10.
ChartUtils.saveChartAsPNG(new File("charts/bar_words.png"), chart, 600, 600);
11. } catch (IOException e) {
12.
e.printStackTrace();
13. }
14. }

Kodi 12. Paraqitja visuale e Hashtags
Para se të bëhet vizatimi i një grafi, duhet që të dhënat të grupohen (Mapping), gjë që kryhet
përmes funkstionit CreateDataSet (rreshtat 2. – 5.).
Për ndërtimin e grafit të tipit “BarChart” përdoret metoda createBarChar e klasës
ChartFactory prej librarisë JFreeChart (rreshtat 6. – 13.).
Në figurën 6 është paraqitur eksportimi i HashTags në formatin “BarChart” prej të dhënave
historike, pra prej të dhënave të cilat janë të ruajtura në databazë. Sipas arkitekturës
konceptuale, paraqitja grafike e të dhënave bëhet në metodë të njëjtë edhe për të dhënat të
cilat lexohen direkt nga API i Twitter. Normal, për të dy metodat në fillim i krijohet modeli
RDF.
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Figura 6. Paraqitja grafike e top 10 hashtags prej 800 cicërimave në formatin “Bar
Char”
Ndërsa për ndërtimin e grafit të tipit “PieChart” përdoret metoda createPieChar e klasës
ChartFactory prej librarisë JFreeChart. Po ashtu edhe këtu vlen të theksohet se të dhënat janë
historike.

Figura 7. Paraqitja grafike e top 10 hashtags prej 800 cicërimave në formatin “Pie
Char”
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4.6 Shembull i ekzekutimit të aplikacionit
Për t’ju lehtësuar përdoruesit përdorimi i aplikacionit, ju është mundësuar përmes konsolës
t’i caktoj parametrat për përpunimin e të dhënave.
Në fillim i paraqitet një dritare informuese, se çfarë parametrash duhet të jepen si dhe caktimi
i vlerave bazike të tyre.

Figura 8. Përshkrimi për caktimin e parametrave
Siç shihet në figurën 7, janë 4 parametra të cilët duhet t’i cakton përdoruesi, të cilët janë:
1. Sa kohë do të jetë aplikacioni aktiv,
2. Lloji i paraqitjes së rezultatit (konsolë apo grafike),
3. Cilën pyetësor nga C-SPARQL do të përdorë dhe
4. A do të përpunohen të dhënat që lexohen vetëm në kohë reale apo edhe ato historike.
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Figura 9. Një rast i mundëshm i ekzekutimit
Në figurën 8 paraqitet një skenarë i mundshëm i përdorimit të aplikacionit, ku rezultati i
këtyre të dhënave shihet në figurën 10. Meqë periudha e ekzekutimit është 500 sekonda, në
figurën 10 është i shfaqur vetëm një përpunim i mundshëm.

Figura 10. Rezultatet e filtruara pas ekzekutimit të aplikacionit
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5. DISKUTIME
5.1 Çfarë të dhënash ofron Twitter
Të dhënat që ofrohen nga Twitter janë mirë të strukturuara dhe lehtë të përdorshme. Të dhënat
janë të grupuara në objekte të formatit JSON, me standard te karaktereve UTF-8 dhe varësisht
prej konfigurimit të profilit të përdoruesit mund të ketë më shumë apo më pak atribute [30].
Pjesët përbërëse të një cicërime të Twitter-it janë:
•

Profili i përdoruesit,

•

Vendi i shkrimit dhe

•

Atributet e postimit

Përdoruesi mund të caktoj gjuhën e tij në bazë të përdorimit, por nuk mund të caktoj edhe
gjuhën e cicërimës, pra mjafton që të shkruaj një cicërimë dhe Twitter vendos se në çfarë
gjuhe është ajo cicërimë.
Vendi është i organizuar në dy grupe, në atë se nga është përdoruesi që njihët si “location”,
dhe nga cili vend është shkruar cicërima që njihët si “place”, ku tek pjesa “place” është edhe
objekti “geodata” që mundëson edhe filtrim të të dhënave përmes koordinatave të Tokës.
Gjatë shkrimit të një cicërime përdoruesi mundet të kombinoj tekst, foto, video, pyetësorë etj.
Në të njëjtën kohë mundet të caktoj se që të shpërndaj apo pëlqej ndonjë cicërim. Gjatë
leximit të një cicërime përmes Twitter API-t, të gjitha këto atribute mund të lexohen. Vlen të
veçohet se publikimet si foto, dokumente, video dhe pyetësorë nuk mund të lexohen direkt
nga Twitter, mirëpo në këto raste ofrohet një URL unik për secilën lloj të këtyre mediave dhe
qasja në atë duhet të bëhet përmes identifikimit të profilit.
Hashtags janë një pjesë tjetër shumë e rëndësishme të cicërimave në Twitter, grupimi përmes
tyre në parim, mundëson pak a shumë edhe caktimin e fushës së hulumtimit.
Gjatë leximit të të dhënave përmes API në Twitter, atributet bazike janë gjithnjë të
bashkangjitura në JSON, mirëpo nëse ato nuk kanë ndonjë vlerë, atëherë kthehet si “null”.
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5.2 Sa mund te përpunohen te dhënat që i ofron Twitter
Përderisa të dhënat që i ofron API i Twitter janë mirë të strukturuara, edhe mundësia e
përpunimit të tyre është mjaftë e madhe. Kjo ndihmon që të ndërtohet një model i
qëndrueshëm për ruajtjen e të dhënave.
Duke e përjashtuar pjesën e përdoruesit, saktësia jo gjithmonë është e duhur. Twitter përmes
algoritmeve të tij, e identifikon cicërimën në gjuhë apo edhe lokacion të gabuar.
Mundësia për klasifikimin/grupimin e të dhënave në nën klasa/grupe duke përdorur CSPARQL bëhet duke i identifikuar atributet. Në këtë rast nëse duhet që të grupohen dy
atribute të ndryshme, atëherë duhet të merret parasysh operatori union ndërmjet ty
pyetësorëve. Kjo metodologji është e njëjtë edhe në pyetësorët që ndërtohen në MSSQL apo
MySQL.

5.3 Gjuhët që i identifikon Twitter dhe gjuhët tjera
Twitter për një cicërimë mund të identifikon se në cilën gjuhë është shkruar apo e cakton si
gjuhë e pa identifikuar. Twitter i identifikon 64 gjuhë sipas standardit BCP 473 [31], në këtë
grup nuk është gjuha shqipe.
Për identifikimin e gjuhëve tjera të cilët nuk janë në listën e BCP 47, duhet të përdoren
metoda të tjera të përafërta. Njëra prej metodave është edhe kufizimi i cicërimave sipas
profileve të përdoruesve, atributit “place” në kombinim me atributin e “lang” me vlerë “und”,
apo edhe me atributin “location” duke e kufizuar në koordinatat e një vendi të caktuar.
Të gjitha këto metoda të lartë cekura munden që t’i përjashtojnë një numër të madh të
cicërimave të cilat janë të shkruar në atë gjuhë por nuk mund të identifikohen, apo të
pranohen edhe gjuhë të tjera të cilët nuk janë ne listën e gjuhëve BCP 47, por i plotësojnë
kriteret e filtrimit.

3

Vegëza për gjuhët që përkrahen me standardin BCP 47 https://tools.ietf.org/html/bcp47
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6. PËRFUNDIMI
6.1 Përgjigjja e pyetjeve kërkimore
Siç është cekur edhe në abstrakt, sfera e Stream Reasoning është mjaft e re dhe janë shumë
pak sisteme aktualisht në dispozicion që përkrahin rezonimin mbi të dhënat rrëke (stream
data). Në këtë fushë më shumë ka të ndërtuar korniza (Framework) të cilët bëjnë rezonim të
të dhënave duke u bazuar në prototipe, por jo edhe me të dhëna reale. Për rezonim të të
dhënave në gjuhën shqipe nuk ka ndonjë platformë, këtu përfshihen edhe të dhënat që mund
të krijohen nga cicërimat e Twitter-it. Me këtë temë është arritur që të krijohet një platformë
e cila bënë rezonimin e të dhënave që krijohen prej cicërimave të Twitter-it. Rezonimi i
cicërimave është bërë përmes C-SPARQL, e cila rezonimin e të dhënave e bënë përmes RDF
modeleve. Ndërtimi i modelit RDF është bërë përmes të dhënave reale dhe të dhënave
historike. Modeli RDF është testuar përmes pyetësorëve dhe është fituar një model stabil i
cili i përgjigjet kërkesës për rezonim të cicërimave të lexuara nga Twitter.
6.1.1 A mund të filtrohen vetëm cicërimat nga Twitter të cilat përmbajnë tekst në
gjuhën shqipe?
Cicërimave nga Twitter që përmbajnë tekst në gjuhën shqipe nuk mund të filtrohen në formë
automatike. Për arritur një grup sa më të madh të cicërimave në gjuhën shqipe, në fillim duhet
të injorohen gjuhët tjera që i njeh standardi BCP 47, pastaj kufizimi në shtete si: Shqipëri,
Kosovë dhe Maqedoni. Me gjithë atë, kjo nuk garanton që të gjitha cicërimat e fituara do të
jenë vetëm në gjuhën shqipe, pasi që edhe gjuhët tjera që nuk janë në BCP 47 por që fliten
në këto shtete do të filtrohen në këtë grup.
6.1.2 A mund të filtrohen cicërimat të cilat shkruhen nga autor të shteteve
shqipfolëse?
Twitter mundëson filtrimin e cicërimave në hapësira të ndryshme gjeografike, kjo mundëson
edhe filtrimin e të dhënave në shtetet ku flitet gjuha shqipe.
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6.1.3 A mund të monitorohen në kohë reale të dhënat të cilat publikohen në Twitter?
Twitter mundëson leximin e të cicërimave në kohë reale. Mirëpo, leximi i tyre duhet të jetë
në formë të kontrolluar. Në qoftë se përdoruesi dëshiron që gjatë leximit të cicërimave të bëj
edhe filtrimin e tyre në sipas shteteve përmes pyetësorëve të Twitter-it, atëherë duhet të bëhet
renditja e koordinatave sipas pozitës së Tokës duke filluar nga veriu në drejtim të perëndimi.
6.1.4 Sa mund të procesohen dhe analizohen të dhënat nga Twitter?
Twitter ofron lloje të ndryshme të të dhënave, të dhëna tekstuale, grafike dhe videove. Në
këtë temë janë trajtuar vetëm të dhënat tekstuale. Procesimi i të dhënave tekstuale është i
mundur dhe kjo është arritur edhe tek aplikacioni i cili prezantohet në këtë temë. Të dhënat
procesohen në kohë reale dhe bëhet përmes pyetësorëve të vazhdueshëm të ndërtuar në CSPARQL. Pas procesimit të të dhënave bëhet edhe paraqitja e tyre në formë grafike apo
tabelore (console).

6.2 Përmbledhja e hulumtimit
Para se të fillohet me rezonimin e të dhënave duhet të kuptohet qartë natyra e të dhënave të
cilat do të rezonohen. Në këtë rast rezonimi i cicërimave të Twitter-it ka të bëjë me rezonimin
e të dhënave tekstuale, pra të bëhet rezonim mbi hashtags, fjalë apo fjali dhe mbi këtë të
nxjerrën informata të reja mbi ato paraprake. Pas ekzekutimit të pyetësorëve të ndërtuar në
C-SPARQL janë nxjerrë informata të reja, ku informatat të cilat janë nxjerrë, janë paraqitur
përmes console apo grafiku.

6.3 Kufizimet gjatë hulumtimit
Mos përkrahja e gjuhës shqipe në standardin BCP 47, e ka bërë të vështirë identifikimin e
cicërimave në gjuhen shqipe. Kufizim tjetër mund të llogaritet edhe mos qasja në ndonjë
fjalorë publik të gjuhës shqipe, ku përmes këtij fjalori do të mund të identifikoheshin
cicërimat e kërkuara.
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6.4 Rekomandime për zgjerim të temës dhe aplikacionit
Rezonimi i të dhënave bëhet përmes pyetësorëve të ndërtuar në C-SPARQL. Të dhënat që i
rezonon C-SPARQL janë të ndërtuar në modelin RDF. Secila cicërimë duhet të jetë e grupuar
në një nyje të veçantë të modelit RDF, për këtë nyje si element Description e ka ID e
cicërimës. Pra si rekomandim, gjatë ndërtimit të një nyje prej cicërimave të Twitter-it të
merret për bazë si URI i nyjës ID e cicërimës.
Pasi është vendosur një bazë për ruajtjen dhe rezonimin e cicërimave të Twitter-it, si
rekomandim shtesë do të ishte ndërtimi i një fjalori të gjuhës shqipe mbi cicërimat e lexuara
paraprakisht. Kjo fushë është subjekt i hulumtimeve të vazhdueshme në “machine learning”.
Si zgjerim i aplikacionit mund të jetë leximi i cicërimave më të vjetra se sa 7 dite.
Infrastruktura për këtë ekziston në këtë aplikacion, mirëpo duhet të shtohen edhe kriteret
kohore në filtrimin e cicërimave dhe ndërtimi i RDF me vetëm të dhëna historike.
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8. APPENDIXES
8.1 Instalimi dhe konfigurimi i softuerëve për përdorim të aplikacionit
Të gjithë softuerët të cilët janë përdorur për ndërtimin e aplikacionit mund të shkarkohen pa
pagesë në ueb faqet e tyre zyrtare. Softuerët e përdorur mund të instalohen dhe konfigurohen
në të 3 sistemet operative më të njohura si: Sistemi operativ nga Microsoft (Microsoft
Windows 10), Linux (Ubuntu, Kubuntu etj.) dhe macOS (Catalina, Mojave, etj.).
Softuerët të cilët duhet të instalohen për startimin e aplikacionit janë:
•

Java JDK duke filluar nga versioni 8+4

•

MongoDB Compas Community duke filluar nga versioni 15, apo edhe më i ri

•

Eclipse IDE for Java Developers versioni Version: 2019-09 R (4.13.0)6. Mund të
përdoret edhe ndonjë rrethinë tjetër punuese, mirëpo si sugjerim është Eclipse, sepse
mundëson shumë lehtë integrimin e librarive të cilat janë të tipit maven.

Për arsye të ndërlidhjeve të aplikacioneve është shumë me rëndësi që instalimi i tyre të bëhet
sipas radhës së lartë cekur, përndryshe nëse ndonjëri prej aplikacioneve nuk është instaluar
sipas renditjes, atëherë duhet të bëhet konfigurimi i variablave të rrethinës së sistemit operativ
(eng: Environment Variables).
Pasi është bërë instalimi i softuerëve, shkarkohet aplikacioni i cili është i ngarkuar në
platformën GitHub me emër “Albanian-Twitters-Data-Analysis”7.
Shtegu deri të konfigurimi i aplikacionit është komplet dinamik, pra nuk është e nevojshme
që të ndryshohet ndonjë variabël e cila tregon shtegun e aplikacionit.

4

Ueb faqja zyrtare për shkarkimin Java JDK https://www.java.com/en/download/
Për shkarkimin e MongoDB, përdoruesi duhet paraprakisht të krijoj një llogari dhe pastaj mund të bëj
shkarkimin e aplikacionit. Vegëza për shkarkim https://www.mongodb.com/download-center/compass
6
Ueb faqja zyrtare për shkarkimin e Eclipse IDE https://www.eclipse.org/downloads/
7
Vegëza për shkarkimin e aplikacionit https://github.com/vetondabiqaj/Albanian-Twitters-Data-Analysis
5
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8.2 Instalimi dhe konfigurimi i librarive të Java-së
Libraritë ndihmuese janë të organizuar në dy grupe të konfigurimit, në atë si integrim i një
librarie direkt në rrethinën punuese, të cilat shkarkohen paraprakisht dhe konfigurohen në
aplikacion, dhe libraritë të cilat instalohen përmes konfigurimit dependencies në projektin e
tipit maven. Në grupin e parë është libraria Twitter4j, ndërsa në grupin e dytë janë:
•

driver për komunikim me MongoDB me emër “mongo-java-driver”8,

•

libraria për përpunimin e raporteve të kodit (eng: logs) me emër “log4j”9,

•

libraria për ekzekutimin e pyetësorëve të ndërtuar në C-SPARQL me emër
“eu.larkc.csparql”10 dhe

•

libraria për eksportimin e të dhënave në formë grafike “org.jfree”11.

Të gjitha libraritë të cilat mund të gjinden në mavenrepository12 janë të konfiguruara në
pom.xml të projektit, dhe mjafton të ekzekutohet projekti që ato librari të instalohen.
Libraria Twitter4j kërkon qasje në API të Twitter-it13, pasi që është krijuar aplikacioni i cili
reflekton të dhënat për API, ato duhet të shkruhen në skedarin me emrin config.properties i
cili gjendet në dosjen src/resources.
Renditja e atributeve në skedarin konfigurues config.properties është:
twitter.consumer_key={API key}
twitter.consumer_secret={API secret key}
twitter.access_token={Access token}
twitter.access_secret={Access token secret}

Variablat të cilat gjenden brenda kllapave gjarpërore duhet të zëvendësohen me vlerat të cilat
lexohen në API të Twitterit.

8

Vegëza: https://mvnrepository.com/artifact/org.mongodb/mongo-java-driver
Vegëza: https://mvnrepository.com/artifact/log4j/log4j
10
Vegëza: https://mvnrepository.com/artifact/eu.larkc.csparql/csparql-core
11
Vegëza: https://mvnrepository.com/artifact/org.jfree/jfreechart
12
Vegëza e të gjitha librarive të tipit maven: https://mvnrepository.com/
13
Vegëza për krijimin e API në Twitter: https://developer.twitter.com/en/apps
9
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Lidhja e aplikacionit nga Java në bazën e të dhënave në MongoDB bëhet përmes metodës
defaultConnection() e cila gjendet në klasën DBStructure().
Nëse gjatë instalimit të MongoDB nuk është krijuar ndonjë përdorues ekstra dhe nuk i është
caktuar ndonjë shteg tjetër i ri për komunikim, atë do të përdoren të dhënat standarde për
komunikim ndërmjet aplikacionit dhe bazës së të dhënave.
1. private static MongoDatabase defaultConnection() {
2.
@SuppressWarnings("resource")
3.
MongoClient client = new MongoClient("localhost");
4.
MongoDatabase db = client.getDatabase("twitter");
5.
Logger mongoLogger = Logger.getLogger("org.mongodb.driver");
6.
mongoLogger.setLevel(Level.SEVERE);
7.
return db;
8. }

Kodi 13. Kyçja në bazën e të dhënave nga Java në MongoDB
Në rreshtin 3 tregohet se cili është klienti (shtegu për qasje në bazën e të dhënave), në rreshtin
4 tregohet se në cilën bazë të të dhënave do të punohet, ndërsa në rreshtin 5 dhe 6 definohet
raportimi i gabimeve eventuale (logs) gjatë komunikimit përmes Java dhe MongoDB do të
punoj driver-i i MongoDB si dhe në çfarë niveli do të jetë komunikimi ndërmjet aplikacionit
dhe bazës së të dhënave. Si rezultat kthen varibalen e tipit MongoDatabase e cila përmban
gjatë tërë kohës lidhjen me bazën e të dhënave.
Pasi është bërë lidhja me API të Twitter dhe lidhja me bazën e të dhënave, atëherë aplikacioni
është i gatshëm për punë dhe me organizimin bazikë në metodën main të klasës
TwitterReasoming mund të fillohet për leximin, filtrimin, ruajtjen, analizën dhe paraqitjen
grafike apo tabelore të cicërimave.

8.3 Startimi i aplikacionit
Nëse ekzekutohet aplikacioni sipas organizimit aktual të metodave në metodën main, atëherë
do të kemi procesimin e të dhënave të cilat lexohen nga baza e të dhënave dhe si rezultat do
të fitohet grupimi i cicërimave sipas top 10 hashtags më të përdorur, dhe këto do të paraqiten
në formën grafike të formatit “Pie Char”.
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Për leximin e të dhënave direkt nga Twitter dhe ruajtjen e tyre në databazë do të kemi këtë
organizim të metodës main:
1. public static void main(String[] args) {
2.
String minId = DBStructure.getMinTwitterID("all_twitts");
3.
Long id;
4.
if (minId != null) {
5.
id = new Long(minId);
6.
} else {
7.
id = new Long(-1);
8.
}
9.
TwStructure.search(1, id);
10. }

Kodi 14. Metoda main për leximin e cicërimave në Twitter dhe ruajtja e tyre në bazën
e të dhënave
Ashtu siç shihet te Kodi 12, për të filluar kërkimi nga ID e fundit, në bazën e të dhënave
lexojmë ID e fundit e cila është shtuar gjatë leximeve paraprake të cicërimave nga Twitter.
Nëse bëhet leximi për herë të parë, apo koleksioni ku ruhen të dhënat është bosh, atëherë si
ID startuese do të kemi -1, që në fakt i përfshinë të gjitha cicërimat e mundshme për lexim
dhe ruajtje në bazën e të dhënave (rreshtat 2 - 9).
Për një qasje më të lehtë të klasave me metodat e tyre përkatëse janë deklaruar edhe disa
variabile statike të cilat, janë:
1.
2.
3.
4.
5.
6.
7.
8.

public
public
public
public
public
public
public
public

static
static
static
static
static
static
static
static

final
final
final
final
final
final
final
final

int MainStructure = 1;
int AllFields = 2;
int FindByString = 3;
int GroupBy = 4;
int GroupByHash = 5;
int GroubByLang = 6;
int GroupByText = 7;
String iri = "http://twitter.org";

Variabilet nga rreshti 1 – 8 mundësojnë caktimin se cili pyetësor i C-SPARQL në metodën
CSEngine.Streaming() do të përdoret, ndërsa IRI tregon se në cilin subjekt do të ruhen të
dhënat e procesuara. Një shembull se si thirret metoda Streaming() e klasës CSEngine:
CSEngine.Streaming(500, GroupByHash, iri);
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Parametri i parë me vlerën 500 tregon se sa gjatë do të rri aplikacioni aktiv. Kjo kohë si njësi
matëse e ka sekondin.
Për fshirjen e të gjitha të dhënave në koleksion është ndërtuar metoda deleteAllDocuments()
në klasën DBStructure, e cila si parametër hyrës ka emrin e koleksionit të cilit do t’i fshihen
të gjitha dokumentet paraprake. Thirrja e metodës DBStructure:
DBStructure.deleteAllDocuments("all_tweets");

Për leximin dhe paraqitjen e të gjitha cicërimave të ruajtura në bazën e të dhënave është e
krijuar metoda getData() në klasën DBStructure, e cila si parametër hyrës ka emrin e
koleksionit prej të cilit lexohen dokumentet, dhe si rezultat kthen të gjitha cicërimat e
organizuara në variabilen e tipit MongoCursor< Document>.
Thirrja e metodës getData:
DBStructure.getData("all_tweets");

Për fund, ashtu siç shihet, organizimi i metodës main është dinamik dhe varësisht prej
kërkesave të përdoruesit mund të thirren metodat të cilat kryejnë veprime të ndryshme të
fshirjes, leximit, procesimit dhe paraqitjes grafike të cicërimave të cilat lexohen nga Twitter.
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