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OMPUTING EDUCATION IS
changing. At this year's CRA Snowbird Conference, there was a plenary talk and three breakout sessions dedicated to CS education and enrollments. In one of the breakout sessions, Tracy Camp showed that much of the growth in CS classes is coming from non-CS majors, who have different goals and needs for computing education than CS majors. a U.S. President Obama in January 2016 announced the CS for All initiative with a goal of making computing education available to all students. b Last year, the U.S. Congress passed the STEM Education Act of 2015, which officially made computer science part of STEM (science, technology, engineering, and mathematics). The federal government offers incentives to grow participation in STEM, such as scholarships to STEM students and to prepare STEM teachers. Declaring CS part of STEM is an important step toward making computing education as available as mathematics or science education.
The declaration is just a first step. Mathematics and science classes are common in schools today. Grow- We first realized in the early 1980s that we often overestimate what firsttime CS students can do. 5 The McCracken Study 2 showed that problems that introductory computer science instructors find reasonable are not solvable by a majority of introductory students.
Part of the trick is simply learning how to measure what students have learned. Briana Morrison and Lauren Margulieux showed 4 that textual programming is cognitively complex. We want students to learn the concepts and skills of programming, but programming itself is a complex activityasking students to program requires students to be able to do everything. Morrison and Margulieux showed they can measure learning toward programming using Parsons Problems.
3 A Parsons Problem asks students to solve a programming problem, then gives them all the lines of code that solve that problem, on tiles or "refrigerator magnets." They showed they could tease out differences in students' understanding of programming, even when the students could not successfully program the solutions yet. Being able to measure the development of these skills, without requiring students to master the skills, is critical to developing learning progressions.
If we want to teach computer science at younger ages, we have to figure out how to reduce that complexity. We tion). Students start formal learning about mathematics and science in the earliest grades. Mathematics and science classes can help answer their questions and improve the theories that a reflective child has about the world.
While computing is ubiquitous in the developed world, and cellphones and other handheld computing devices are increasingly common in the developing world, few students get the opportunity to look under the covers of those devices to reflect on questions about computing. Maybe children might ask, "Why is my browser so slow?" The concepts that computer science explains are mostly invisible to children, such as digital representations, algorithms, and networks. If they don't see the computation in their world, it's difficult to reflect on and develop questions about it. We have less museum or media coverage than the rest of STEM. Few students enter secondary or post-secondary computer science classes with any previous formal education in computing.
The difference means it is difficult for a teacher to set expectations. Some students do have experience coming in to class; most do not. When does a student need remedial help? We are in a transitional stage where the gap between the haves and have-nots in computing education is large.
There is a positive side to the invisibility of computation in children's daily life. Mathematics and science students develop their misunderstandings of the world from daily life, too. Students' incorrect science theories are wrong, but mostly work. The world is not flat, but it seems so, and you can live much of your life believing the world is flat. On the other hand, students develop incorrect theories in computer science only in computer science classes and mostly because of how we taught them. If we change the way we teach, we can reduce misunderstandings.
Developing Learning Progressions
We have been doing mathematics and science education for a long time. We have a good idea of what students can do in science and mathematics from early ages, and how quickly they can develop new concepts and skills. Educators call this a learning progression.
Since computing education is younger than science and mathemat- 
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Steps Toward Pervasive Computing Education
While computer science is now part of STEM in the U.S. by fiat, students cannot access computer science classes as easily as mathematics and science education. Many countries are ramping up computing education, so the situation is going to change. As it does, we will have to develop more accurate expectations of how students learn CS, improve our ability to measure learning in computing, develop learning progressions, and create an infrastructure to develop teachers and track progress as we reach the pervasiveness of mathematics and science education.
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want students to be able to build programs they find motivating and engaging, without mastering all the skills of textual programming first. David Weintrop and Uri Wilensky have shown that students using blocks-based languages (like Scratch, Snap, and Blockly) make far fewer errors than in textual programming languages. Again, part of their achievement is in measurement. They developed a commutative assessment 6 that allowed them to compare the same concepts in both textual and blocks-based programming languages. We will need many kinds of measures to develop learning progressions for computer science. Students want computer science, whatever they think it is. Many of them want it because of the economic value of knowledge of computer science. They don't know what it is, but they know it can get them a good job and make them more effective at the job they want.
Computer Science Is Valued but Misunderstood
The CS situation is different from science or mathematics. Contrast the number of coding boot camps available in your area to the number of biology boot camps or algebra boot camps. While having a demand for CS is mostly positive, it creates a strange dynamic in the computer science class. Students demand the "real thing" (which we might interpret as "what will help me in a job"), even if they don't know what that is. For example, students might complain about learning a blocks-based language or using a pedagogical IDE because it's not "real"-even if they are not quite clear what "real" is.
Building the Infrastructure for CS Classes
In many countries and U.S. states, you can learn the number of students taking primary or secondary school reading, mathematics, or science classes. In the U.S., hardly any state can tell you the number of students in their computer science classes at any level, or what is being taught in those courses. (In many states, "computer science" and "computing applications" courses are considered the same.) Because computer science has only recently been declared part of STEM, it has not been tracked like other STEM subjects. We don't know with certainty how much computing education is offered in the U.S. today nor where it is offered, which makes it difficult to plan and grow access to computing education.
We believe (from looking at data about Advanced Placement CS and in those states that do track) that far less than 30% of secondary school students even have the opportunity take a computer science course in the U.S. today, and less than 10% of primary school students. To reach the ubiquity of access to mathematics and science eduWhile computer science is now part of STEM in the U.S. by fiat, students cannot access computer science classes as easily as mathematics and science education.
