In the service-oriented computing paradigm, business processes can be wrapped and exposed as business services. Business processes and services are subject to changes required by the organizational and regulatory policies changes. A required service change can affect its supporting business processes, and a change occurred in business process can affect the services it supports. In this study, we will provide some insights on the challenging issue in the service-based business process change management. Different from the existing work in the field of workflow change management, this work focuses on the analysis of dependencies between services and their supporting business processes. We present a taxonomy for the changes that can happen in services and business processes based on the proposed service-oriented business process model. A set of change impact patterns are defined based on the study of the dependencies between services and business processes and the identified change types. These change types and the impact patterns then can be used to analyze the necessary change propagation occurring in business processes and services. We provide algorithms for determining the impact scopes affected by the 
Introduction
Service-Oriented Computing (SOC) is the computing paradigm that facilitates the development of loosely coupled and distributed applications by using services as the fundamental building elements [25] . The SOC paradigm and service technologies provide a solution for making business processes of organizations accessible for their business partners in order to realize inter-organizational cooperation and collaboration. Organizations have their own business processes, which are normally invisible to their business partners. In service-based environments, functionalities of business processes are represented as services and exposed to business partners. Each service exposes parts of the functions supported by the internal business process and is an external view of the business process from the view point of a specific partner [23] . Business partners interact with each other by invoking corresponding services. Due to various reasons such as regulations and application environment changes, services and business processes may need to change from time to time. A service change usually requires changes applied to its supporting business processes and consequently to other services that the same business processes support. Similarly, a change occurred in a business process can cause changes to the services supported by this business process. Servicebased applications and information systems need to operate correctly, despite expected and unexpected changes related to services and business processes. Change management, which is a traditional problem in IT, is critical and challenging in the development and maintenance of service-based applications and information systems [24] .
Let us consider a sales scenario as an example. A sales process receives an order from a buyer, checks the stock availability, and sends the order confirmation to the buyer. If an order has been received, the sales process sends the bill to the buyer. The payment is processed by a finance institute. The buyer is issued with an invoice after the payment. The sales process handles the shipment of the goods with the support of a shipping company. In this scenario, the sales process interacts with three business partners: buyer, finance institute, and shipping company. In service-based environments, these three partners interact with the sales process by invoking the relevant services exposed to them by the process. Each service is an external view of the process from the view point of a specific partner. Private tasks of the process such as checking stock availability and processing an invoice are hidden from these partners.
The above scenario exemplifies a case of the coupling relations between services and business processes when multiple services are supported by a single business process. If a change occurs in any of the services, it will affect the business process and may have impact on the other services supported by this business process. If a change occurs in the business process, the change may affect the services that are associated with this business process. To manage the changes, it is crucial to identify the types of changes, analyze change impact patterns, and then decide the effective mechanisms to handle them.
As a traditional problem in IT, change management has been studied in a wide range of research areas such as software engineering [17] , distributed systems [16] , database management systems [44] , and information systems [9, 35] . In particular, the change management for business processes has been extensively studied since mid-1990s [7, 12, [27] [28] [29] 33, 38] . These studies mainly concentrate on evolving business processes and providing flexibility support in workflow systems. They focus on business processes without considering too much on their relationships with services. In service-based environments, services and business processes may have complex dependencies. Therefore, these researches are inadequate to support the change management for service-based applications and information systems. Current work on service change management mainly focuses on managing changes for BPEL processes [30, 43] and Web services [2, 3, 18] . The complex dependencies between services and business processes have not been fully investigated in the existing work. As the first step toward the study on these dependencies, this study focuses on the change impact analysis in the context of SOC and highlights the dependent relationships between services and business processes when multiple services are supported by a single business process.
The goal of this research is to understand the nature of various types of changes that can happen to services and business processes in an organization and to analyze the change impacts on the entire system from the perspective of this organization. The proposed approach for change impact analysis is based on the study of the dependencies between services and business processes, the identified types of changes, and the change impact patterns.
In this study, we develop a service-oriented business process model, based on which the taxonomy of change types is provided, and the generic solution for identifying, analyzing, and reacting to various types of changes in business processes and services is also developed. A set of change impact patterns are specified, and the functions for determining the impact scopes of service changes and process changes are defined. Each change impact pattern captures a specific type of change effect. The change impact patterns provide the intermediate results in the analysis process, and they can be reused in the development and maintenance of service-based applications and information systems. We also discuss the issue of change propagation in services and business processes with the support of change taxonomy and the change impact patterns. To validate our proposed change management mechanisms, a JAVA-based prototype referred to as service change analyzer is developed.
The remainder of this study is structured as follows. Section 2 describes the service-oriented business process model. In Sect. 3, the identified change types related to services and business processes are presented. Based on these change types, Sect. 4 provides the specified change impact patterns and the functions for calculating direct impact scopes of a service change and a process change. Section 5 discusses the change propagation and the actual impact scopes of a service change and a process change. Section 6 presents the developed prototype system. Section 7 reviews the related work and Sect. 8 concludes this study.
Service-oriented business process model
This section presents a service-oriented business process model, based on which the proposed change management mechanism is developed. This model consists of two layers: a process layer and a service layer. The two layers and their relationships will be described as follows.
Process layer
The process layer contains business processes referred to as internal processes in this study. An internal process is defined by a control flow schema and an information flow schema.
A control flow schema C F S is described by a directed graph (N , E). The set of nodes N consists of activities and control connectors (and split/join and xor split/join). E is the set of directed edges that specify the control relations between nodes. Activities are categorized into private activities (p-activities) and communication activities (c-activities) [6, 10] . C-activities exchange information with partners. C-activities are further categorized into four types: receive, send, receive/reply, invoke/receive. For each activity a, if a is a c-activity, a. partner denotes the partner that a intends to interact with. Figure 1a shows the control flow schema of a sales process that intends to interact with two partners: a buyer and a financial institute. An information flow schema defines how data are transferred between activities [27] . Each activity a has input parameters, denoted as I n P ARs(a), and output parameters, denoted as Out P ARs(a). Let D = {d 1 , . . . , d n } be the set of data elements associated with an internal process, and the information flow schema I F S of the internal process consists of all the data connections: I F S = {dc 1 , . . . , dc m }, where dc i (i = 1, . . . , m) is the data connection described by a 4-tuple: dc i = (d, a, par, mode) , d ∈ D, a is an activity, par ∈ I n P ARs(a) ∪ Out P ARs(a), and mode ∈ {read, write}. Figure 1a shows parts of the information flow schema of the sales process. The dashed arrows are the data connections. After receiving the order from a buyer, the c-activity Receive order writes d 1 with the information: customer order. This data connection is described as: 
, where d ∈ D, par s ∈ Out P ARs(a j ) and par t ∈ I n P ARs(a i ).
Service layer
The service layer consists of services supported by internal processes. Every service is an external view of the internal process from the view point of a specific business partner. A service exposes observable behaviors [5, 8, 34] . We define a service as a set of operations and the invocation relations between these operations. Definition 2 (Service) A service is defined by a 2-tuple s = (O, T ), where: 
Taxonomy of changes
The objective of this section is to present the taxonomy for the possible changes that can happen to the services and business processes.
Service changes
The classification of change types is based on the defined service model. As described in Sect. 2.2, two types of elements are defined in a service: operations and transitions. Therefore, we classify service changes into two major types: operation changes and transition changes. The basic change types relating to operations include the primitive changes that can happen to operations. We classify operations changes into two major types: operation existence changes and operation granularity changes. Operation existence changes describe how an operation can be added to or removed from a service. Operation granularity changes describe how existing operations can be modified into different grained operations. The basic change types relating to transitions include the changes that can happen to transitions, such as changing the order of the transition sequences or adding conditions on the transitions. We classify transition changes into seven basic types: changing transition sequence order, changing from sequential/parallel to parallel/sequential transition sequence, adding/removing conditional transition sequence, and adding/removing looping transition sequence. Figure 2 shows an overview of the identified basic types of service changes. We discuss these various types of service changes in the following subsections.
Operation existence changes
An operation existence change is caused by adding or removing operations in a service. There are four possible ways of adding an operation as shown in Fig. 3 : sequentially adding an operation without constraints, sequentially adding an operation with constraints, adding an operation in parallel to existing operations without constraints, and adding an operation in parallel to existing operations with constraints.
Operation granularity changes
Operation granularity change refers to the change when existing operations are reorganized into different grained operations. We consider asynchronous operation with only input messages and synchronous operation with both input and output messages [14, 30] . We call the input and output messages of an operation the input and output parameters, respectively. We assume that two operations having the same input and output parameters perform the same functionalities [37] . Based on the assumption, the operation granularity change is discussed by analyzing the changes on input and output parameters. We focus on the change of information structure that an operation can process. The information structure of an operation refers to the basic data types an operation can handle. Two functions are defined to retrieve the basic data types from the operation parameters. Suppose dataT ype is the basic XML data types used by operation definition, the functions are defined as:
. I n I n f o takes an operation as the input and generates the set of basic data types of the input parameter, whereas Out I n f o takes an operation as the input and generates the set of basic data types of the output parameter. We have identified three major types of operation granularity change as: asynchronous operation granularity change (AOGC), synchronous operation granularity change (SOGC), and complex operation granularity change (COGC) (cf. Fig. 4) .
The AOGC refers to the granularity change of asynchronous operations, which is further classified into: AOGC type 1 one-to-one change, AOGC type 2 one-to-many/many- to-one change, and AOGC type 3 many-to-many change. The AOGC type 1 one-to-one change describes that one asynchronous operation is modified into another asynchronous operation. The AOGC type 2 one-to-many/many-to-one change defines the granularity change between an asynchronous operation and a set of asynchronous operations. The AOGC type 3 many-to-many change describes the granularity change between two sets of asynchronous operations.
The SOGC refers to granularity change of synchronous operations, which is further classified into three types: SOGC type 1 one-to-one change, SOGC type 2 one-to-many/manyto-one change, and SOGC type 3 many-to-many change. The SOGC type 1 one-to-one change describes that one synchronous operation is modified into another synchronous operation. The SOGC type 2 one-to-many/many-to-one change defines the granularity change between a synchronous operation and a set of synchronous operations. The SOGC type 3 many-to-many change describes the granularity change between two sets of synchronous operations.
The COGC refers to the granularity change involving both synchronous and asynchronous operations. The COGC is further classified into: COGC type 1 asynchronousto-synchronous/synchronous-to-asynchronous change and COGC type 2 mixed change. The COGC type 1 change refers to the granularity change from asynchronous operations to synchronous operations and vice versa. Figure 5 is an example for the COGC type 1 synchronous-to-asynchronous change. The synchronous operation process shipping order is changed to two asynchronous operations send shipping order and receive order confirmation. The relations of the operations are as follows: InInfo(process shipping order)= InInfo(send shipping order) and OutInfo(process shipping order)= InInfo(receive order confirmation).
Transition changes
Transition change refers to the modifications on service transitions. As shown in Fig. 6 , the seven types of transition changes are: transition sequence order change (TSOC), 
Complex service changes
We have introduced the basic types of service changes based on the defined service model. These types of service changes are primitive change types that can happen to a service. In this section, we discuss how these basic change types can be combined and applied to a service in order to support complex service changes. Given a service s 1 , we are able to apply a series of basic changes defined previously to change it into s 2 . We use an example to illustrate how complex service changes can be achieved by combining the basic change types.
In In general, given two services: s 1 and s 2 , a list of basic changes that can turn s 1 into s 2 can be generated by the following steps. First, we compare the operations of the two We compare operations for their messages in the two services and decide applying the various basic types of granularity changes on s 1 . Finally, we add/remove conditional/looping transition sequences in s 1 by comparing the transition sequences in the two services. The above-described steps are the general guide for applying the basic change types when modifying a source service into a target service. These steps can be performed in different order in different cases. Please note that we only consider changes from the structural aspects without data dependency constraints in the study.
Process changes
In this subsection, we present the identified types of process changes. Change classification for business processes has been well studied in the context of workflow change management, process adaptation, and process flexibility [39] [40] [41] [42] . Weber et al. [40, 41] propose a set of change patterns to support process adaptation based on empirical evidence from large case studies. The change patterns include adaptation patterns and patterns for changes in predefined regions. These change patterns are identified with the aim to enable process participants to change their processes at both schema level and instance level. Different to their work, our work focuses on change analysis on services and their underlying business processes. Their change patterns do not completely suit our change impact analysis tasks when services and processes have complex dependencies. For example, the basic element in their change patterns is process fragment, which is defined as a subprocess that has a single node in and a single node out. In our work, the impact of a process change, e.g., insert a process fragment, on its supporting services cannot be analyzed, because this process fragment may contain complex structures with multiple c-activities and p-activities. To facilitate the change impact analysis in internal processes and their associating services, we use activity as the basic element in classifying changes for internal processes. Our change classification ( Fig. 8) covers most of the structural changes in processes based on the studies on the existing work.
Change impact
In this section, we present the change impact patterns and the functions for computing the impact scopes of a service change and a process change. Each change impact pattern captures a specific type of change effect. The change impact patterns provide rich intermediate results that can be used for further complex change impact analysis and the develop- ment of effective and efficient change reactions. Moreover, change impact patterns can be reused in the process of change analysis, which is required repetitively across different locations in service-based applications and information systems.
In the following subsections, we will first introduce the ten change impact patterns and then define the two functions for calculating the direct impact scopes of a service change and a process change.
Change impact patterns
In this section, we present the identified change impact patterns. As shown in Fig. 9 , the change impact patterns are categorized into impact patterns for service changes and impact patterns for process changes. We will introduce these impact patterns in the following subsections.
Change impact patterns for service changes
The change impact patterns for service changes include the impact patterns that describe the impact on the internal process introduced by service changes. The effect on an internal process made by service changes is described as abstract control relations associated with c-activities. Three types of abstract control relations are defined as: abstract precedence relation, abstract conditional relation, and abstract parallel relation (cf. Fig. 10 ).
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Impact pattern 1: Insert a c-Activity
The Insert a c-Activity pattern describes the change impact that a c-activity needs to be inserted to the internal process. The cause of this type of impact is adding an operation to a service. The effect on the internal process is categorized into four types: (i) a c-activity needs to be sequentially inserted into the internal process between two successively executed c-activities without conditions; (ii) a c-activity needs to be sequentially inserted into the internal process between two successively executed c-activities with conditions; (iii) a c-activity needs to be inserted into the internal process in parallel to existing activities without conditions; and (iv) a c-activity needs to be inserted into the internal process in parallel to existing activities with conditions. Figure 11 shows an example. An operation o x is conditionally added in parallel to the operation o j . The change effect on the internal process is that a c-activity a x associated with o x is inserted in parallel to the c-activity a j associated with o j conditionally.
Impact pattern 2: Remove a c-Activity
The Remove a c-Activity pattern describes the impact that c-activities need to be removed from the internal process. This type of impact is caused by deleting an operation in a service.
Impact pattern 3: Replace c-Activities
The Replace c-Activities pattern describes the impact that existing c-activities are replaced by another c-activity or a set of c-activities. This type of impact is caused by changing operation granularity in a service. The effect on the internal process is complicated due to the diversity of operation granularity changes. We classify the impact into the following four types: (i) an existing c-activity needs to be replaced by another c-activity; (ii) an existing c-activity needs to be replaced by a set of c-activities; (iii) a set of c-activities needs to be replaced by a c-activity; and (iv) a set of c-activities needs to be replaced by another set of c-activities. Figure 12 shows an example. A synchronous operation o x is modified to three asynchronous operations o y1 , o y2 , and o y3 . The operation o y1 is in parallel to o y2 and o y3 . In addition, the operation o y3 is in a looping transition sequence. This operation granularity change incurs that the c-activity a x associated with o x is replaced by two send type c-activities, a y1 and a y2 , and a receive type c-activity a y3 . The c-activity a y1 is executed in parallel to the other two c-activities. The c-activity a y3 is repeatedly executed depending on the conditions that are derived from the constraints c x1 and c x2 .
Impact pattern 4: Move c-Activities
The Move c-Activities pattern describes the impact that existing c-activities are reordered. This type of impact is caused by operation transition sequence changes including transition sequence order change (TSOC), sequential to parallel transition sequence change (SPTSC), and parallel to sequential transition sequence change (PSTSC). The impact is categorized into two types: (i) c-activities need to be serially moved and (ii) c-activities need to be parallel moved. Figure 13 shows an example of the impact described in the subtype (i . This type of impact is further classified into the following two types: (i) c-activities need to be embedded in or removed from a conditional branch and (ii) c-activities need to be embedded in or removed from a looping branch. Figure 14 gives an example of the change impact described in (ii), where a looping transition sequence is added. This service change means that o j is invoked repeatedly depending on the value of the constraints c x1 and c x2 . The effect on the internal process is that the c-activity a j associated with o j is executed repeatedly. The conditions for controlling the execution of a j is derived from the constraints c x1 and c x2 .
Change impact patterns for process changes
The change impact patterns for process change include the patterns that capture the effect on the services associated with internal processes introduced by process changes. The effect on services made by process changes are described by the various types of service changes. Impact pattern 6: Add Operations The Add Operations pattern describes the impact that operations need to be added to services. This type of impact is caused by inserting a c-activity or replacing an existing c-activity with c-activities in the internal process. We discuss the type of change impact that a single operation must be added. The type of change impact that multiple operations must be added can Fig. 15 Change impact pattern 6, subtype (ii): sequentially add an operation with constraints be similarly described. This type of change impact is classified into the following four types: (i) an operation needs to be added sequentially between operations without constraints;
(ii) an operation needs to be added sequentially between operations with constraints; (iii) an operation needs to be added in parallel to existing operations without constraints; and (iv) an operation needs to be added in parallel to existing operations with constraints. Figure 15 shows an example of the change impact described in (ii). In the internal process, a c-activity a x relating to the partner p 1 is inserted between two successively executed p-activities a i and a j . After the process change, three activities a x , a i , and a j are in a conditional branch that is between two c-activities a k1 and a k2 related to the partner p 1 . This process change has the impact on the service s p1 that an operation o x associated with a x is added sequentially between o i and o j with constraints derived from the conditions of the corresponding xor connector.
Impact pattern 7: Remove Operations
The Remove Operations pattern describes the impact that operations need to be deleted from services. The cause of this impact is the deletion of c-activities or replacement of existing c-activities in the internal process. For example, in Fig. 15 , a c-activity a x is deleted. This process change has the impact on the service that the operation o x associated with a x is deleted from the service. If multiple c-activities are deleted or replaced, the associated operations need to be removed from services.
Impact pattern 8: Change Operation Granularity The
Change Operation Granularity pattern describes the impact that operation granularity needs to be modified. This type of impact is caused by replacing existing c-activities with other c-activities. The impact is classified into the following three types: (i) granularity of asynchronous operations must be modified; (ii) granularity of synchronous operations must be modified; and (iii) granularity of both asynchronous and synchronous operations must be modified. Figure 16 gives an example. In the internal process, a send/receive type of c-activity a x relating to the partner p 1 is replaced by two send type of c-activities a y1 and a y2 and a receive type of c-activity a y3 . The c-activity a y1 is invoked in parallel to a y2 and a y3 . In addition, a y2 is succeeded by a y3 , which is repeatedly executed. This process change has the impact on the service s p 1 that the synchronous operation o x associated with a x is changed to three asynchronous operations o y1 , o y2 , and o y3 . Moreover, o y1 is in parallel to o y2 and o y3 that can be repeatedly invoked. The constraints for controlling the invocation of o y3 are derived from the conditions of the corresponding xor connector.
Impact pattern 9: Change Transition Sequence The
Change Transition Sequence pattern describes the impact that transition sequences need to be reordered. This type of impact is caused by process changes including moving activities, parallelizing activities, and sequencing activities. This type of impact is classified into the following three types: (i) transition sequences must be reordered; (ii) sequential transition sequences must be changed to parallel transition sequences; and (iii) parallel transition sequences must be changed to sequential transition sequences. Figure 17 shows an example for the change impact described in (ii). In the internal process, the c-activity a x relating to partner p 1 is moved to the position in parallel to a c-activity a i that also relates to p 1 . This process Figure 18 shows an example of the change impact described in (i). In the internal process, the c-activity a x relating to partner p 1 is embedded in a conditional branch. This process change has the impact on the service s p 1 that the transition from o i to o x is changed by adding a constraint c x1 . In addition, a transition is added from o i to o j with a constraint c x2 . Both the constraints c x1 and c x2 are derived from the conditions of the corresponding xor connector.
Direct impact scope
In this section, we discuss the direct impact scopes of a service change and a process change, which are crucial for understanding and specifying the impact of the change. The direct impact scope of a specific change is the affected region in services and business processes before any reactions are taken to handle the change. In the following subsections, we will introduce the functions for calculating the direct impact scope for a service change and a process change, respectively.
Direct impact scope of a service change
The direct impact scope of a service change includes the elements of the internal process, called process elements, which are affected by this service change. A process element refers to an activity, a control connector, or a data connection. In order to derive the direct impact scope of a service change, we define the function FuncD I SS, which accepts a service change and generates the affected process elements. 
Definition 3 FuncDISS Let
; -the set of data connections: DC ⊆ I F S, where ∀dc ∈ DC such that dc is the data connection linking to the activity a or any activity in A up and A down .
Algorithm 1 is designed based on Definition 3 that calculates the direct impact scope of a service change. This algorithm accepts a service change schange as its input and it returns a set of process fragments P E. In this algorithm, if a is associated with an operation in O c , a is included into pe and all the data connections linking to a are included into DC (lines [6] [7] [8] [9] [10] [11] [12] . Then, all the activities that are depended by a are included in A up (lines [14] [15] [16] We provide the following example to illustrate the direct impact scope of a service change computed by the algorithm FuncDISS.
Example: Direct Impact Scope of a Service Change
We take the sales process as an example. Figure 19a Figure 19b shows the process elements of the sales process that are affected by this service change.
Direct impact scope of a process change
The direct impact scope of a process change includes the affected elements of services associated with the internal process. A service element refers to an operation or a transition. In order to derive the direct impact scope of a process change, we define the function FuncD I S P, which accepts a process change and generates the service elements affected by this process change. 
Definition 4 FuncDISP Let
for all t j that associated with o do 14:
if o x is associated with t j && o x = o then 16:
end process change: replace an activity, where Order confirmation is replaced an xor construct with two activities: Order confirmed by email and Order confirmed by phone. This process change enables the sales process to send order confirmation to a buyer by the preferred way specified by the buyer. With definition 4, the direct impact scope of the process change is a set of service fragments: S F = {s f }, where s f = {receive order, t 1 , Order confirmation, t 2 , t 3 , send reject order, send bill} Figure 20b shows the direct impact scope of this process change.
Change propagation
This section discusses the issue of change propagation. Figure 21 shows the propagation of a process change. If a process change c occurs, c is mapped to the impact patterns that describe the change effect on corresponding services. For each impact pattern, a reaction is taken, and thus causes further changes on the services. Figure 22 shows the propagation of a service change. If a service change c happens, c is mapped to an impact pattern that captures the change effect on the internal process. Based on the impact pattern, a reaction is taken to handle c. Consequently, further process changes pc 1 , . . . , pc r happen. Each process change pc i is mapped to an impact pattern that shows the effect on the services. Change reactions are taken, and thus cause further changes on the services. The following example shows the propagation of a service change. Example: Change propagation As shown in Fig. 23a , a service change: Adding Conditional Transition Sequences Change (ACTSC) occurs in the service s p 1 . Specifically, the operation o 2 is changed to be invoked conditionally by adding two conditional transition sequences t 1 (c x1 ) and t 3 (c x2 ). Figure 23b is the internal process I P that supports the service s p 1 before the change occurs. The c-activities a 1 , a 2 , and a 3 are associated with the operations o 1 , o 2 , and o 3 , respectively. The fragment 1 and fragment 2 are subprocesses that contain only p-activities and c-activities that are not related to the partner p 1 . The impact on the internal process of this service change is captured by the change impact pattern 5 Add, Remove, or Modify Conditional Branches. As described in the impact pattern 5, the c-activity a 2 needs to be embedded in a conditional branch. The conditions for controlling the execution of a 2 is derived from the constraints c x1 and c x2 . To handle the service change, an xor structure that includes the c-activity a 2 is added to the internal process (cf. Figure 23 (c) ). To support this action, the fragment 1 is split into two parts: fragment 1.1 and fragment 1.2. The process fragment fragment 1.2 is included in the xor structure. Suppose fragment 1.2 contains a receive type of c-activity a y in relation to the partner p 3 . In addition, a send/receive type of c-activity a x in relation to partner p 2 is inserted before the xor structure, which acquires the necessary information used by the xor connector. We observe that a series of process changes can happen in order to manage the service change ACTSC occurred in the service s p 1 . Among these process changes, the process change: inserting a c-activity a x in relation to the partner p 2 will incur changes in the service s p 2 . In addition, the process change: embedding the c-activity a y in relation to the partner p 3 in a conditional branch will cause changes in the service s p 3 . It is clear that the service change ACTSC of service s p 1 is propagated to the services s p 2 and s p 3 through the internal process. Based on the change propagation, the actual impact scope of a change can be derived. The function FuncAISS is defined to calculate the actual impact scope of a service change. -a set of process elements P E, where
Definition 5 FuncAISS Let
where
Service change analyzer
The SCA is a JAVA-based tool that implements our change management approach for analyzing the change impact when a change happens. In particular, this tool focuses on a type of dependencies that multiple services are supported by a single business process. A service change is accepted by the SCA as its input based on our identified change taxonomy. For each input service change, the SCA can calculate the impact scopes and provide suggestions for the possible change impact patterns. These analysis results for a specific service change help developers understand the direct impact and also the cascading impact in services and their supporting business processes. This tool provides developers a standard practice to change the complicated change management tasks into a series of simple standard procedures. With the help of the SCA, the time and cost of change management tasks can be dramatically reduced. In this section, we provide the design details of the SCA including its architecture and its functional components. We also present a running example to show the effectiveness of this tool.
Architecture
The SCA has two major modules as operation-based analysis and transition-based analysis (Fig. 24) . The operation-based analysis is realized by: change operation existence and change operation granularity. The change operation existence has three submodules as: sequentially add an operation, add an operation in parallel to an existing operation, and delete an operation. The change operation granularity consists of three major submodules as asynchronous operation granularity change, synchronous operation granularity change, and complex operation granularity change, which deal with the impact analysis for operation granularity changes. The transition-based analysis has seven submodules as: change transition sequence order, change sequential transitions to parallel transitions, change parallel transitions to sequential transitions, add conditional transition sequences, remove conditional transition sequences, add looping transition sequences, and removed looping transition sequences. These seven modules accept the corresponding service transition changes and provide the change impact analysis results. For instance, the change transition sequence order module accepts a service change with the type of transition sequence order change and generates the impact analysis results for this service change.
A running example
First, a user needs to select the service that he/she wants to change. The SCA provides an interface for users to browse existing services, which contains a service list and a tabbed panel: Operation and Transition. The service list shows the existing services that are retrieved from the databases. In our example, three services as: buyer service, payment service, and shipper service are shown (cf. Fig. 25a ). When a service is selected, its operations and transitions will be displayed as trees. The root node is the selected service and the operations are displayed as children nodes. Each operation node has three children nodes as operation type, input messages, and output messages. For example, the operation order confirmation is an asynchronous operation denoted as "A". The input message of this operation is "order confirmation". When a user wants to change the selected service, he/she can right click the mouse in the area of panels showing service operations and transitions. When the user right clicks the mouse in the service operation area, the defined types of service change related to operations are popped out as menus (cf. Fig. 25a) .
Based on the change taxonomy for services, the change types associated with service operations provided for users are: sequentially add an operation, add an operation in parallel to an existing operation, delete an operation, change granularity of asynchronous operation, change granularity of synchronous operation, and complex operation granularity change. The change granularity of asynchronous operation menu has four submenus as: AOGC one-to-one granularity change, AOGC one-to-many granularity change, AOGC many-to-one granularity change, and AOGC many-to-many granularity change. Similarly, the change granularity of SOCA (2012) 6:131-149 synchronous operation menu also has four submenus as: SOGC one-to-one granularity change, SOGC one-to-many granularity change, SOGC many-to-one granularity change, and SOGC many-to-many granularity change. The complex operation granularity change has three submenus as: COGC asynchronous-to-synchronous operation granularity change, synchronous-to-asynchronous operation granularity change, and mixed operation granularity change.
A user can choose a change type he/she wants to apply on the selected service. When a specific change type is chosen, the SCA provides the corresponding interface for specifying the change. In this example, the add an operation in parallel to an existing operation change is selected and the corresponding interface is presented (cf. Fig. 25b) .
Suppose a user wants to add an operation send dispatch notification to the buyer service. The new operation must be invoked after the operation order confirmation and before the operation receive PayInfo. In addition, the new operation can be executed parallel with the operation send bill. The constraints for executing the new operation send dispatch notification is "order is confirmed and the goods are dispatched". The operation send dispatch notification is an asynchronous operation and its input messages include "customer order" and "dispatch notice from shipper". There are two parts of information that need to be specified: indicating where the new operation needs to be inserted and specifying the details of the new operation. As shown in Fig. 25b , the user can select the origin operation and destination operation from the drop-down lists. In addition, the user must specify to which operation the new operation can be executed in parallel. If the invocation of this new operation is conditional, then the user can specify the conditions in the constraints textfield. The name, type, input, and output messages of the new operation need to be specified in the corresponding textfields.
After the user input the information of a specific change, he/she can click the "Analyze Change Impact" button at the bottom of the frame. The function of analyzing service change impact is based on our proposed change analysis approach. The results of the change impact analysis of the SCA include the direct impact scope of the input service change, the potentially used impact pattern, and a description for the change effect based on the specified change information. Figure 26 shows the output.
Related work
Change management has been extensively studied in the context of workflow-based processes since mid-1990s [7, 12, 13, [27] [28] [29] 33, 38, 39, 41] . These studies mainly concentrate on evolving business processes and enabling the flexibility of business processes. The research on the evolution of workflow processes aims to allow business processes to evolve in a disciplined, controlled, and dynamic manner. The verification techniques developed in these work can be used as the theoretical foundation for the proposed approach reported in this study. Strategies for managing running process instances when their process schemas evolve are also studied. The research on process flexibility focuses on dynamically modifying process schemas and instances at runtime in order to cope with both expected and unexpected changes. These research work of change management focuses on business processes without taking services into consideration. They are inherently inadequate to support the complex tasks of change management in the service-oriented environment. Change management is a challenging issue in the SOC paradigm due to the distributed and dynamic characteristics of services. Current research work on service change management focuses on the compatibility of Web services [4, 10, 19, 22, 26, 31] , change management for Web services [1, 18, 30, 32, 36, 43] , and service evolution [2, 3, 24, 31] .
Most of the existing work on service compatibility investigates the incompatibilities of Web services from the aspects of service signatures and business protocols. The research on compatibilities between service interfaces targets resolving various types of mismatches at the level of service interfaces. The work on compatibilities of Web service protocols aims to mediate mismatches of ordering of messages. Benatallah et al. [4] investigate the problem of the compatibility between service protocols for the purpose of service adaptation. The incompatible types (mismatches) of service protocol are identified. Templates for designing adapters for incompatible service protocols are specified for each type of mismatch pattern. Nezhad et al. [22] present techniques for detecting and solving incompatibilities of service interfaces and protocols. They identify the mismatches at the levels of service interfaces and protocols and provide semi-automated support for solving those mismatches.
The change management for Web services is at an early stage, and existing research provides only partial solutions for change issues in relation to Web services. Wombacher [43] proposes an approach for aligning the choreographies and the orchestration automatically when there are occurrence of changes in process choreographies. The author aims to solve the problem: if the choreography of a partner changes (this change may originated from the associated orchestration of this partner), how this change affects the choreographies of other partners and in turn their orchestrations. An orchestration may have multiple choreographies for all the involved trading partners. Two types of changes, the subtractive changes and the additive changes, are analyzed. When a change occurs in a choreography, this change is propagated to the orchestration. Ryu et al. [32] focus on managing changes of business protocols in Web service environments. They present mechanisms for analyzing change impact of business protocols on service compositions. Mechanisms for managing running protocol instances are devised based on the change impact analysis when the corresponding business protocols are changed. The studies of change management for Web service compositions concentrate on the issues of detecting Web service changes and designing effective change reactions [1, 18] .
Service evolution refers to the process of continuously modifying a service through a series of consistent changes. Current Web service technologies do not support service evolution and service versioning control. Important theorems and guidelines for service evolution management that abstracts from current Web service standards are proposed in the recent work [2, 3, 24] . In [2] , Andrikopoulos et al. provide a theoretical approach for managing service evolution based on a service specification reference model that is independent of current Web service technologies and captures the main characteristics of different service description models and technologies. In [3] , they propose the concept of service contract for achieving controlled service evolution. The ultimate goal is to enable independent evolution of services and at the same time preserve the interoperability between two interacting services. The evolution of service protocols in Web service environments is studied in [31] . Similar to the work on workflow process evolution, the problem of evolving service protocols is discussed from a static aspect (changing protocol descriptions) and a dynamic aspect (managing running protocol instances when the corresponding protocol definitions change especially for long conversations).
Service adaption is an important area closely related to the change management in the SOC paradigm. Current research on service adaptation mainly focuses on overcoming mismatches of service interfaces, service protocols, and behaviors of BPEL processes [4, 11, 15, 20, 21, 45] . For example, Zeng et al. [45] advocate a policy-driven approach for exception management in BPEL processes. The key idea is the separation of the business logic and the exception handling policies. The specified exception handling policies are integrated with business logic at runtime to generate exception-aware process schemas.
The above-mentioned research work on change management in the SOC paradigm concentrates only on either service changes or process changes separately. Normally, business processes and services are coupled with each other. There may be complicated dependencies between business processes and services. Changes in a business process or a service will affect a set of other business processes and services. Change analysis and change reactions are difficult due to the possible complex dependencies between services and business processes. Unfortunately, the dependencies between services and business processes have not been fully addressed in the existing work. The research reported in this study presents an approach for filling the gaps mentioned above. The proposed change management approach highlights a case of dependencies between services and business processes when a single business process supports multiple services.
Conclusions
This study reports the work done on change impact analysis for service-based business processes. A case of the dependencies between services and business processes is highlighted when multiple services are supported by a single business process. Ten change impact patterns are specified, and the functions for computing the impact scope of a specific change are defined. Change propagation between associated services and processes is studied based on the identified change impact patterns. These change impact patterns are the intermediate results in the analysis process and can be reused in the development and maintenance of applications and information systems. The identified change impact patterns are also helpful to reduce the complexity of change management tasks. A prototype, referred to as service change analyzer, that implements the proposed approach for analyzing change impact is built up. For the future work, we will carry out extensive investigation on complex structures and dependencies between services and business processes and possibility of change automation.
