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Aquest projecte té com a objectiu principal realitzar una simulació del sistema de radio 
navegador d’un vehicle, amb intercanvi de dades i missatges amb el mateix vehicle, a 
partir d’un sistema informàtic que permeti la connexió entre la simulació del sistema de 
radio navegació i el bus CAN del cotxe. 
 
Concretament es vol: 
• Crear una simulació d’un sistema de radio navegació d’un vehicle. Es vol crear 
un sistema senzill i intuïtiu, actualment totes les marques de vehicles estan 
desenvolupant sistemes molt complexos i amb moltes funcions que no 
s’acaben utilitzant. Aquí es pretén fer un sistema tàctil senzill, però efectiu, amb 
una gran usabilitat i que sigui molt intuïtiu per usuaris novells o que no siguin 
experts en la utilització d’aquest tipus de sistemes. 
• Realitzar l’intercanvi de dades del vehicle amb la simulació. Es pretén que la 
simulació que es desenvoluparà durant el projecte es pugui connectar amb el 
bus CAN del cotxe per poder-la fer molt més interactiva amb el què passa al 
dins del cotxe. 
 
1.2. Marc del projecte 
Aquest projecte s’ha realitzat a l’empresa Seat S.A. dins el projecte de 
desenvolupament del nou Seat León, concretament al departament de HMI (Human 
Machine Interface), on es desenvolupa la part de comunicació home – màquina del 
cotxe, en concret, els nous sistemes de radio navegació i comandaments al volant dels 
futurs automòbils de l’empresa. 
 
1.3. Justificació 
L’evolució de la tecnologia i funcions electròniques en els vehicles ha crescut 
exponencialment en la última dècada. Actualment, podríem dir que hi ha una revolució 
pel què fa a les ràdios, climatitzadors, bluetooth... ja que el futur resideix en centralitzar 
l’ús de totes aquestes funcionalitats en un sol aparell, el sistema de radio navegació 
del cotxe. 
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Aquest sistema és, en línies generals, un ordinador que et permet controlar totes 
aquest funcionalitats: telèfon, radio, climatització, dispositius media, configuració del 
cotxe i un llarg etcètera. Per això en el departament de HMI es desenvolupa la 
interfície d’aquest navegador amb l’usuari. 
 
La realització d’aquesta interfície home-màquina es fa a partir d’uns diagrames d’estat 
que culminen amb la creació d’una simulació del navegador. Un cop acabada la 
simulació, s’envia al proveïdor que realitzarà el navegador. Aquest proveïdor 
implementarà la simulació (software), un cop rebut el software, s’instal·la a unes 
maquetes de vehicles, on es validarà el software rebut.  La validació consistirà en 
controlar que el navegador tingui totes les funcionalitats especificades i que funcionin 
correctament.  Fins a aquest punt, no es pot comprovar en un escenari real com serà 
el nou navegador que s’està desenvolupant.   
 
El què pretén aquest projecte és poder comprovar en qualsevol moment el efectes que 
la simulació del navegador produeix en el cotxe i no haver d’esperar al proveïdor per 
veure aquests resultats. És a dir, que quan es faci una demostració del nou sistema, 
en qualsevol punt del desenvolupament on es trobi, es puguin veure resultats tangibles 
i interacció entre la simulació i el vehicle.  
 
El procés de desenvolupament de la peça per part del proveïdor és un període llarg, 
d’unes deu setmanes aproximadament cada vegada que es fa una entrega, val a dir 
que durant aquestes deu setmanes el proveïdor implementa una part de la simulació 
entregada. Mentrestant, es continua desenvolupant la simulació (diferents cicles). Per 
tant, amb el sistema informàtic que es desenvolupa en aquest projecte, es podrà veure 
part de l’efecte de la simulació en qualsevol etapa i cicle del desenvolupament de la 
mateixa, podent, en algun cas concret, evitar demanar una nova versió software al 
proveïdor, amb l’estalvi de temps i cost que això suposa. 
 
S’ha de dir que ja existeix un plugin pel programa que es fa servir per la simulació del 
navegador, que connecta aquest programa amb el cotxe a través del bus CAN, però 
per utilitzar-lo, es necessita un hardware especial amb la seva respectiva llicència i 
pagar una altra llicència, pel plugin, de 9.500€ a cada ordinador que vulguis tenir-lo. 
Per tant, aquest projecte permetrà estalviar-se aquestes llicències, amb el conseqüent 
estalvi de diners. 
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1.4. Conceptes previs 
1.4.1. Sistemes HMI 
Un sistema HMI (Human Machine Interface) és un conjunt d’interfícies que faciliten la 
interacció i comunicació entre les màquines i les persones. 
 
Les interfícies HMI en els automòbils es dissenyen amb la finalitat que siguin 
adaptables amb les capacitats de les persones, el seu confort i, tenint en especial 
consideració, la seguretat durant la conducció.  Amb aquests requisits, es permet un 
intercanvi d’informació entre conductor i passatgers del vehicle i el sistema HMI, a 
través de diferents elements d’entrada i sortida. 
 
Es poden classificar els elements d’entrada i sortida del sistema HMI segons el seu 
tipus d’interfície. Elements de sortida: 
• Interfícies visuals: pantalles i Head-Up Display. 
• Interfícies acústiques: senyals acústiques i instruccions vocals (Text to 
Speech). 
• Interfícies hàptiques: alertes per vibració, pantalla tàctil, pedal, volant o seient 
del conductor. 
 
Elements d’entrada del sistema HMI: 
• Interfícies vocals: micròfons pels sistemes de reconeixement de veu. 
• Interfícies hàptiques: pantalla tàctil o botoneria. 
 
1.4.2. Bus CAN i Bus LIN 
CAN (Controller Area Network) és un protocol de comunicació en sèrie per l’intercanvi 
d’informació digital entre unitats de control electrònica, a través d’un bus, el bus CAN. 
 
El bus LIN (Local Interconnect Network) s’encarrega de l’intercanvi d’informació entre 
una unitat de control electrònica i els seus sensors i actuadors, algun dels exemples 
podrien ser el tancament de les portes, tancament i obertura de les finestres o 
l’ocupació del vehicle entre d’altres. 
 
La transmissió de dades, en els automòbils que tractarem, es realitza a partir de cinc 
busos CAN i tres busos LIN. Els busos CAN són els de confort, infotaniment, tracció, 
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quadre d’instruments i diagnosis. Per la seva part, els de LIN s’encarreguen de la 
connexió de les centraletes amb els comandaments al volant, els eixugaparabrises, 
l’alarma del vehicle i el reòstat de les llums (o dispositiu que ens permet saber si les 
llums estan enceses o no).  
 
La velocitat de transmissió dels busos CAN amb més prioritat és de 500 kbit/seg, 
aquest són: tracció, combi i diagnosis. Mentre que els de confort i infotainment van a 
100 kbit/seg. 
 
1.4.3. Missatges CAN 
Pels busos CAN es transmeten els missatges CAN, aquests missatges contenen tota 
la informació necessària per l’intercanvi d’informació de les diferents unitats de control. 
A la següent figura es pot veure la diferent informació desglossada que transmet el 
missatge CAN. 
 
Figura 1.1: estructura dels missatges CAN 
 
 Els camps principals en què s’estructura el missatge són: 
• Camp inicial: el missatge comença amb el SOF (Start of Frame), que marca 
l’inici del missatge i sincronitza totes les unitats. 
• Camp d’arbitri: està compost per l’identificador del missatge i el bit RTR 
(Remote Transmission Request). Mentre s’està transmetent aquest camp, el 
transmissor-receptor comprova cada bit per assegurar-se que té autorització 
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per escriure al bus CAN, o bé, hi ha una altre unitat que ha començat a escriure 
en el mateix moment un missatge de prioritat més elevada. 
Aquest camp té dos variants, l’estàndard amb un identificador d’11 bits, i 
l’extensa amb un identificador de 29 bits. En el nostre projecte s’utilitzaran els 
missatges estàndard.   
• Camp de control: Aquet camp està compost per l’IDE (Identifier Extension), 
que indica si es tracta d’un missatge estàndard o extens. A més del bit “r0”, que 
de moment no es fa servir, sinó que està pensat per futures extensions. 
Finalment, el DLC (Data Length Code), que ens indica la llargada en bytes del 
missatge, de 0 a 8. 
• Camp de dades: Contenen la informació del missatge, les trames que han de 
ser transmeses dins el missatge i que fan referència a l’estat del cotxe en 
aquell moment. Pot contenir de 0 a 8 bytes (de 0 a 64 bits), aquests bits 
d’informació es divideixen en grups i formen els Signals. Així doncs, un 
missatge CAN pot estar compost per un o més signals, on cada signal 
representa certa informació referent el missatge. 
• Camp CRC: bits de redundància que comproven que el missatge s’ha 
transmès sense errors. 
• Camp ACK: dos bits reservats per la senyal d’Acknowladgement que envien 
els receptors per fer saber al transmissor que han rebut el missatge 
correctament. 
• Fi del missatge: tots els missatges, tenen al final un EOF (End of Frame), que 
es compon de 7 bits a “1”. 
 
1.4.4. BAP 
El protocol BAP (Bedien-und Anzeigeprotokoll) és el protocol el que s’encarrega de 
transmetre dades d’interfícies i de visualització, que no contenen informació de 
seguretat rellevant. Aquest protocol corre sobre missatges CAN, és a dir, aprofita els 8 
bytes dels missatges CAN per transmetre els missatges BAP. 
 
Pel nostre projecte d’infotainment, ens centrarem bàsicament en el BAP de 
Climatització, que és el que ens dóna les dades del Clima del vehicle, com podrien ser 
la temperatura escollida per l’usuari, si està l’aire condicionat en marxa o la potència 
del ventilador, entre d’altres opcions. 
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1.4.5. EB GUIDE Studio 
Programa propietari, implementat amb Java, que permet fer simulacions d’interfícies 
gràfiques d’usuari. Aquestes interfícies es fan a partir d’uns widgets ja predefinits, tot i 
que també hi ha la opció de fer-se un mateix els widgets personalitzats, tant amb una 
opció del programa, com programant-los en Java. 
 
A més, té la opció d’afegir plugins per ampliar les funcionalitats del programa. Aquest 
plugins es poden aconseguir pagant llicències per cada plugin o bé, també hi ha la 
opció de programar-los. 
 
1.4.6. CANoe 
CANoe és un programa propietari que permet el desenvolupament, test i anàlisis de 
xarxes i ECUs (Engine Control Units), amb suport per busos com CAN o LIN, entre 
d’altres. 
 
Una de les seves múltiples funcionalitats és que permet l’ús i creació de Bases de 
Dades que descriuen una xarxa, com és el cas de la DBC, que descriu els missatges 
CAN. Per temes de confidencialitat no s’entrarà en detalls sobre les DBCs. 
 
Una altra funcionalitat destacable per aquest projecte és l’anàlisi del bus de 
comunicacions, és a dir, CANoe permet enviar i rebre missatges CAN. I programar 
testos de missatges CAN que s’enviaran a través del bus. 
 
1.5. Antecedents 
No existeixen treballs previs relacionats amb aquest projecte. Però, per altra banda, si 
que existien certs programes i aplicacions que poden dur a terme certes tasques que 
es desenvoluparan en aquest projecte. 
 
Per exemple, per la monitorització del bus CAN ja existeixen eines i programes molt 
complets que fan aquesta funcionalitat, com pot ser el CANoe o el CANalyzer, ambdós 
programes propietaris, que tenen un hardware específic (transceptor CANcaseXL), per 
connectar els programes amb el bus CAN. 
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Però en cap cas, s’havia connectat la simulació del EB GUIDE Studio al cotxe 
directament amb cap programa. 
 
1.6. Gestió de Riscs 
Com a qualsevol projecte, aquest també pot tenir rics. Per tal de poder evitar-los o 
prevenir-los de la millor manera possible, és necessari gestionar-los i pensar en les 
millor alternatives i solucions per poder superar-los en el cas que ens apareguin. 
 
Es classificaran els riscs en tres categories:  
• Riscs de Requisits: són els que es produeixen a l’hora de l’anàlisi de requisits 
del sistema. 
• Riscs d’Administració: riscs normalment associats a la mala planificació del 
projecte. 
• Riscs d’Implantació: produïts en el moment de la implantació del sistema 
software. 
 
 A la següent taula es descriuen els riscs, el pla de contingència a seguir i la 
probabilitat del risc. 
 
1.6.1. Riscs de Requisits 
Riscs Definició Pla de contingència Probabilitat 
Poca precisió del 
client 
El client dóna instruccions 
poc concises de com vol el 
sistema. 
Fer reunions periòdiques i 
mantenir-lo informat sobre 




A causa del risc anterior, 
s’obtenen uns requisits que 
no eren els establerts. 
Si es pot, planificar una 
versió de nou corregint les 
errades. 
Baixa 
Llei de requisits 
creixents 
A mesura que s’avança, 
apareixen noves 
funcionalitats interessants 
per afegir, ja sigui per part 
del client o per part de 
l’equip. 
Passada la fase inicial del 
projecte no s’acceptaran 
nous requisits.  
Els nous requisits s’aniran 
acumulant per possibles 
ampliacions del projecte. 
Mitja 
Taula 1.1: Riscs de Requisits 
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1.6.2. Riscs d’Administració 
Riscs Definició Pla de contingència Probabilitat 
Pla Inadequat El pla de treball proposat fa 
inviable completar el 
projecte en el termini 
previst. 
Revisar el pla de projecte 
periòdicament. I, si s’escau, 
els objectius del projecte. 





Falta de comunicació amb 
alguna de les parts del 
projecte 
Fer reunions i enviar    
e-mails tant amb els usuaris 
com amb el director del 
projecte habitualment. 
Mitja 
Taula 1.2: Riscs d’Administració 
 
1.6.3. Riscs d’Implantació 




Problemes per seguir 
avançant degut a la 
inexperiència amb algunes 
eines emprades. 
Es destinarà part del període 
de desenvolupament del 








externs al sistema. 






Apareixen errors a causa 
del hardware utilitzat. 
Fer un estudi previ del 
hardware a utilitzar i escollir 
la millor opció. 
Baixa 
Errors en la post-
implementació 
Apareixen errors un cop 
s’ha acabat l’etapa 
d’implementació. 
Estudiar els errors que hagin 
aparegut i intentar corregir, si 
és possible, aquests errors. 
Baixa 
Taula 1.3: Riscs d’Implantació 
 
1.7. Metodologia i Planificació 
Per realitzar un projecte informàtic, com a qualsevol projecte, es requereix d’una 
planificació del temps i de recursos per tal de tenir un control el més exacte possible 
de les dates d’entrega i objectius que s’han d’aconseguir. 
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A l’estar realitzant el projecte en una empresa no informàtica i no estant familiaritzats 
en les metodologies de desenvolupament del software, només es tenia la data final 
d’entrega del projecte fixada en juny del 2010. A partir d’aquesta premissa, s’ha 
intentat seguir el més possible el procés de realització del software basant-se en el 
mètode RUP (Rational Unified Process), estudiat en les assignatures d’enginyeria del 
Software. Aquest mètode conté quatre fases diferenciades, i aquestes fases poden ser 
d’una o més iteracions, a continuació es mostra una taula amb les diferents fases i 
iteracions del RUP: 
 
Fases Iteracions Descripció 
Inicial 1 Contacte inicial amb el projecte. Planificació inicial 
i càlcul del pressupost. Planificació de la següent 
etapa. 
Elaboració 2 Anàlisi i especificació. Planificació de la següent 
fase. 
Construcció 3 Implantació del sistema en tres cicles. Planificació 
de la fase de Transició. 
Transició 2 Fer proves, implantació i entrega final del projecte 
i documentació. 
Taula 1.4: Fases del RUP 
 
1.7.1. Planificació Inicial 
En el següent figura es pot veure el diagrama de Gantt que mostra la planificació inicial 
seguida en aquest projecte: 
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1.8. Organització de la memòria  
Una bona organització de la memòria afavoreix la comprensió i ajuda a tenir una clara 
visió de què i on es pot trobar i de què no es pot trobar en aquest document. Per tant 
s’ha estimat que la millor opció era classificar la informació per etapes. 
1.8.1. Estructura del document principal 
L’estructura d’aquest document seguirà les etapes del desenvolupament del software. 
Primer, s’enumeraran els objectius del projecte, el què s’ha de fer i el què no es farà, 
per així introduir al lector dins de l’abast d’aquest projecte. Un cop introduït els 
objectius, es seguirà amb l’evolució del projecte en les etapes d’anàlisi, especificació, 
disseny i implementació. Després hi haurà els apartats de proves, comprovant si el 
què s’ha fet, és correcte o no. Finalment, es conclourà el projecte amb l’anàlisi 
econòmic i les conclusions que se’n poden extreure a partir de la solució aportada. 
 
1.8.2. Termes especials i abreviacions 
Ja que en aquest projecte a part dels termes especials de l’argot informàtic, es farà 
referència a molts d’altres del camp automobilístic, s’ha cregut oportú fer un petit llistat 
dels mots especials i d’abreviacions per tal de fer la memòria més entenedora pel 
lector. 
 
• Servidor: aplicació implementada en C++ encarregada de rebre els missatges 
CAN del vehicle i enviar-los a l’aplicació client. 
• Client: aplicació implementada en Java, que amplia la funcionalitat del 
programa EB Guide Studio. 
• Guide: abreviació de EB Guide Studio. 
• Socket: mètode de comunicació entre dos processos. S’utilitza per la 
comunicació entre client i servidor. 
• HMI: Human Machine Interface. Utilitzarem aquest terme per referir-nos a la 
simulació del sistema de radio navegació del cotxe. 
• CAN: Controller Area Network. 
• Dlc: llargada en bytes del missatge CAN. 
• Signal: cada un dels diferents paràmetres que duu el missatge CAN. 
• DBC: base de dades dels missatges CAN. 
• BAP: Bedien- und Anzeigeprotokoll (Protocol d’Operació i Visualizació) 
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• Thread: fil d’execució que treballen en paral·lel o concurrentment compartint 
recursos. 
• Listener: thread que s’encarrega de llegir ja sigui el rebre missatge pel socket 
o per el bus usb. 
• Paser la seva traducció literal és “analitzador sintàctic”, l’utilitzarem per llegir i 
desxifrar els arxius DBC. 
• Mapping: associació, serà referit entre l’associació entre un missatge CAN i un 
event de Guide. 
• Mappejar: acció de crear mappings. 
• Plugin: aplicació que amplia la funcionalitat d’una aplicació més gran. En el 
marc d’aquest projecte serà un sinònim de l’aplicació client. 
• Widget: petita aplicació o element de la interfície gràfica d’usuari que mostra 
informació i, en molts casos, pot ser canviada per l’usuari. 
• Infotainment: unió de la paraula information i entertainment. Els sistemes 
infotainment són aquells que uneixen tan la informació com l’entreteniment, 
com pot ser el sistema de radio navegació del vehicle.  
• Transceptor: dispositiu que realitza funcions tan de recepció com d’enviament 
de senyals. 
• Actuador: elements que poden provocar un efecte sobre un procés 
automatitzat. 









A partir de les diferents trobades amb el client, és el moment d’extreure les 
característiques i analitzar les funcionalitats més importants que ha d’acomplir el 
projecte. 
 
En aquest capítol es definirà el sistema, en altres paraules, es farà un anàlisi de 
requisits, tan funcionals com no funcionals. 
 
2.1. Definició del sistema 
El primer pas del procés de desenvolupament del software, és l’anàlisi de requisits, 
amb el qual marcarem els objectius que seguirem i ens ajudaran a planificar les 
diferents etapes del desenvolupament del projecte. 
 
A continuació, es mostra una figura que correspon al nostre sistema, amb aquesta es 
pretén mostrar tant les parts que es volen desenvolupar com l’abast del projecte, a part 
de començar a comprendre tot el conjunt del sistema. 
 
Cal esmentar que la figura s’ha generat en un punt del projecte més avançat, però s’ha 




Figura 2.1: Estructura del sistema 
 
Així doncs, s’observen tres parts diferenciades del projecte. En primer lloc el vehicle, 
que serà el generador de missatges CAN. Generarà missatges ja sigui amb la 
interacció del conductor o sense ella. 
Una aplicació intermediària entre el vehicle i el Guide, que s’introduirà en capítols 
posteriors. L’aplicació intermediària i el plugin de Guide es comunicaran a través d’un 
socket. 
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I finalment, un plugin del Guide que rebrà els missatges generats pel cotxe, que amb la 
simulació del navegador podran ser mostrats a la pantalla i així ser informat l’usuari de 
les accions corresponents preses al vehicle.  
 
2.1.1. Anàlisi de Requisits 
Un requisit és una condició o capacitat que un usuari necessita per poder resoldre un 
problema i aconseguir un objectiu. També pot ser definit com la condició que ha 
d’exhibir i posseir un sistema per satisfer un contracte, estàndard, especificació o una 
altra documentació formalment imposada. 
 
Aquests requisits és divideixen en dos tipus: 
• Requisits funcionals: defineixen funcions del sistema software o del seu 
comportament. Una funció és descrita com un conjunt d’entrades, els seus 
càlculs, accions i manipulacions de dades que porta a terme, i les sortides que 
es poden obtenir.  
• Requisits no funcionals: descriuen les qualitats generals que ha de tenir el 
sistema en realitzar la seva funció, és a dir, especifiquen els criteris que es fan 
servir que jutjar les operacions d’un sistema, en comptes del seu comportament 
específic. Un exemple podria ser l’eficiència o la robustesa del sistema. 
 
En general, els requisits funcionals defineixen què se suposa que un sistema ha de fer, 
mentre que els requisits no funcionals defineixen com un sistema hauria de ser. 
2.1.1.1. Requisits Funcionals 
A continuació es llisten els requisits funcionals que ha de tenir el projecte: 
• Creació d’una simulació d’un HMI senzilla i intuïtiva. 
• Carregar i llegir l’arxiu que conté base de dades de CANs (DBC). 
• Carregar els arxius XML amb les especificacions dels missatges BAP. 
• Mostrar el contingut de la DBC, és a dir, tots els missatges amb els seus 
identificadors, signals, start bit o llargada, entre d’altres. 
• Carregar les especificacions dels missatges BAP. 
• Configurar les propietats dels canals de les interfícies per llegir en el bus CAN 
(activació/desactivació, escriptura/lectura i velocitat). 
• Descodificar i mostrar els missatges que arribin del bus CAN per pantalla. 
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• Mostar per pantalla i codificar els missatges que s’enviïn per bus CAN al 
vehicle. 
• Mapejar missatges CAN amb events de Guide: quan arribi un cert missatge 
CAN del cotxe, llençar un event en el Guide 
• Guardar els diferents mappings creats en un projecte Guide.  
 
2.1.1.2. Requisits No Funcionals 
Els següents requisits no funcionals seran els que s’han de tenir en compte en aquest 
sistema: 
• Fiabilitat: és el requisit més important, s’han de rebre i tractar tots els missatges 
CAN del cotxe i enviar tots els que siguin necessaris. No es pot perdre cap 
missatge. 
• Eficiència: en el cas de tractament de dades, només s’han d’enviar les dades 
que siguin necessàries. 
• Usabilitat: el programa ha de ser el més intuïtiu possible, alguns usuaris no 
seran experts en el protocol CAN, però no hauria de ser un impediment perquè 
poguessin utilitzar el programa. 
A la part de simulació, la usabilitat és l’element més important, ja que el què 
prima en aquesta part, és que l’usuari pugui utilitzar el navegador amb facilitat i 
sigui el més intuïtiu possible. 
• Robustesa: un cop el programa i el cotxe hagin començat a comunicar-se via 
CAN, ha de tenir alta tolerància a les fallades i no aturar-se. 









En aquest capítol es centrarà en l’especificació del sistema. Concretament, ens 
centrarem en els actors que intervenen en el sistema, el model conceptual i la definició 
i descripció dels diferents casos d’ús que intervenen en el projecte. 
3.1. Actor del sistema 
Els actors del sistema són els que s’expliquen a continuació: 
 
Figura 3.1: Actors del sistema 
 
• Vehicle: Rep i envia missatges CAN. 
• Usuari: persona que interactua amb el programa, la dividim en dues categories. 
• Enginyer: encarregat de fer la simulació en el Guide, interactuarà totes les parts 
del sistema. 
• Client: persona sense coneixements de CAN ni Guide, que interactua amb la 
simulació de Guide. 
 
3.2. Model Conceptual 
Com s’ha dit amb anterioritat, el sistema està dividit en dues parts, el client (o plugin de 
Guide) i el servidor (aplicació intermediària entre el vehicle i el Guide). Per tant, definir 
el sistema, es separarà els models segons pertanyin a una o a l’altre part del sistema. 
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3.2.1. Model Conceptual del Client 
El client és l’encarregat de rebre els missatges del servidor i “convertir-los” en events 
interns de Guide, per fer això s’ha hagut de seguir un esquema conceptual ja predefinit 
pel programa Guide. Així doncs, la classes necessàries per poder-ho implementar són 
CanPlugin, que és l’encarregada d’iniciar el plugin, i CanPluginContent, que com el 
seu nou indica, inclou el contingut del plugin.  
 
A partir d’aquí, hi ha la classe ClientListener, que rep i processa els missatges 
provinents del socket i, per altra banda, comencen les classes corresponents a la part 
gràfica, com són el ConnectionDialog (encarregada de especificar IP i port per la 
connexió del socket), CanMappingPanel (panell de dins el plugin on es mostren els 
diferents mappings creats fins el moment, si n’hi ha) i CanMappingDialog (finestra per 
modificar o crear nous mappings, ens deixa triar el missatge CAN, l’event de Guide, el 
missatge BAP si correspon i especificar els signals o paràmetres del BAP). 
 
La resta de classes són les corresponents a la part de dades, així, la classe 
CanMapping és la unió d’un missatge de CAN amb un event intern de Guide. Totes 
aquestes unions són guardades a la GlobalMappingList. 
 
Per poder fer les unions entre missatges CAN i events, el plugin ha de saber quins 
missatges CAN estan disponibles, aquests es rebran pel socket i es crearan com a 
instàncies de CanMsg, que conté Signals i/o BAP’s amb els seus paràmetres 
(Params). Finalment, totes aquestes instàncies de CanMsg, Signals són guardades al 
GlobalCanMsg. 
 
Diagrama de classes 
A continuació, s’adjunta el diagrama de classes on es pot veure detalladament les 
associacions entre les diferents classes descrites. 
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3.2.2. Model Conceptual del Servidor  
Per altra banda, el Servidor segueix un esquema molt semblant al del Client. Per una 
part, té la classe Principal, que és la encarregada d’iniciar i fer funcionar tot el sistema. 
Per una banda, aquesta classe coneix la llibreriaCan, on hi ha les funcions per 
comunicar-se amb el hardware de connexió amb el vehicle, i per l’altre banda, té un 
canalListener, classe que s’encarrega de llegir els missatges rebuts per part del 
vehicle, a partir del hardware. Seguint amb el hardware, la dependència amb la classe 
editPreferences, és per permetre editar les preferències del hardware, en el nostre 
cas, quins canals del hardware es faran servir i la velocitat de transmissió. 
 
Com passava amb el Client, el Servidor també té un seguit de classes per tal de 
guardar la informació de la base de dades de missatges CAN, la DBC. Aquestes 
classes són, la DBC, classe principal que guarda els missatges de CAN (msg), el seus 
Signals, i les especificacions BAP, aquestes especificacions de BAP, tenen per la seva 
part funcions amb uns certs paràmetres, que poden ser BoolField o EnumValue. 
 
A més a més, hi ha les classes parser i loadBap, que són les encarregades de llegir 
l’arxiu .DBC i l’XML, respectivament,  i guardar les especificacions a les classes abans 
esmentades. 
 
Per la part de connexió amb el client, el servidor té dependències amb les classes 
socket, que es responsabilitza de configurar IP i port de la connexió, i la classe server, 
que fa la funció de connectar-se com a servidor i rebre les peticions dels clients. 
 
Per últim,  la classe mostrardbc i showSignals, són les encarregades de mostrar el 
contingut de la DBC, en cas que vulguem saber alguna informació referent als 
missatges de CAN. 
 
Diagrama de classes 
A continuació s’adjunta el diagrama de classes del servidor amb les seves 
corresponents associacions: 
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3.3. Descripció dels casos d’ús 
En aquest apartat es descriuran els diferents casos d’ús del sistema, amb els seus 
fluxos d’esdeveniments tan principals com alternatius, si n’hi ha, i els actors que 
actuen en els diferents casos d’ús. 
3.3.1. Carregar DBC 
 
Descripció: Es carrega un fitxer que conté la informació dels missatges CAN i dels 
seus Signals. 
Actors: Enginyer 
Flux Bàsic:  
1. Enginyer selecciona l’opció Carregar DBC 
{Entrar a Carregar DBC} 
2. Es mostra un diàleg per seleccionar fitxer .dbc 
3. L’usuari busca el fitxer i prem Acceptar 
4. El sistema obre el fitxer i el llegeix. I carrega tots els missatges CAN 
amb la seva informació i Signals. 
5. Es mostra un missatge que la DBC ha estat carregada. 
Flux Alternatiu: Ja hi ha una DBC carregada (I) 
A {Entrar a Carregar DBC} ja hi ha una DBC carregada. 
1. Es mostra un diàleg avisant a l’usuari que ja hi ha una altra DBC 
carregada i si la vol canviar. 
2. L’usuari accepta voler canviar la DBC 
3. Es mostra un diàleg per seleccionar fitxer .dbc 
4. L’usuari busca el fitxer i prem Acceptar 
5. El sistema esborra l’antiga informació dels CANs, obre el fitxer i el 
llegeix. I carrega tots els missatges CAN amb la seva informació i 
Signals. 
6. Es mostra un missatge que la DBC ha estat carregada. 
Flux Alternatiu: Ja hi ha una DBC carregada (II) 
A {Entrar a Carregar DBC} ja hi ha una DBC carregada. 
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1. Es mostra un diàleg avisant a l’usuari que ja hi ha una altra DBC 
carregada i si la vol canviar. 
2. L’usuari cancel·la voler canviar la DBC. 
3. Es tanca el diàleg d’avís. 
 
3.3.2. Llegir DBC 
 
Descripció: Es mostra la informació de la DBC, és a dir, els missatges de CAN amb 
els seu identificador en hexadecimal, decimal, el nom, llargada i transmissors. Així com 
els seus Signals i la informació d’aquests. 
Actors: Enginyer 
Flux Bàsic:  
1. Enginyer selecciona l’opció llegir DBC. 
{Seleccionar Llegir DBC} 
2. S’obre una nova finestra amb un llistat amb tots els missatges CAN amb 
els seus identificadors hexadecimal, decimal, nom del missatge, DBC i 
transmissors. 
3. L’usuari prem acceptar. 
4. Es tanca la finestra. 
Flux Alternatiu: DBC no ha estat carregada 
A {Seleccionar Llegir DBC} no hi ha cap DBC carregada. 
1. Es mostra un diàleg avisant a l’usuari que encara no s’ha carregat cap 
DBC. 
2. L’usuari accepta. 
3. Es tanca el diàleg d’avís. 
Flux Alternatiu: Mirar informació dels Signals 
{A partir del pas 2} 
3. L’usuari fa doble click sobre un missatge. 
4. S’obre un nou diàleg amb un llistat dels Signals que conté el missatge 
CAN seleccionat. 
5. L’usuari selecciona un Signal. 
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6. Es mostra la informació del Signal sota el llistat. 
{Es repeteixen les accions 5 i 6} 
7. L’usuari prem Acceptar. 
8. Es tanca el diàleg i es torna al llistat de missatges. 
{Es repeteixen les accions de la 3 a la 8} 
9. L’usuari prem Acceptar. 
10. Es tanca la finestra de missatges CAN. 
 
3.3.3. Carregar especificacions BAP 
 




1. Ja hi ha una DBC carregada. 
Flux Bàsic:  
1. Enginyer selecciona l’opció de carregar especificacions BAP. 
2. S’obre un diàleg on es mostren els missatges CAN que contenen BAP 
de la DBC. 
{Diàleg d’especificacions} 
3. L’usuari selecciona pel missatge CAN que vol desxifrar. 
4. El sistema mostra un altre diàleg per buscar l’arxiu XML que conté les 
especificacions. 
5. L’usuari selecciona l’arxiu XML amb les especificacions de BAP i prem 
acceptar. 
6. El sistema tanca el diàleg de busca d’arxius i torna al diàleg 
d’especificacions, on es mostra el nom de l’arxiu XML, associat amb el 
missatge CAN corresponent. 
{Es repeteixen els punts del 3 al 6 tantes vegades l’usuari cregui 
convenient} 
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7. L’usuari prem Acceptar. 
8. El sistema tanca el diàleg, llegeix el fitxer XML i guarda les 
especificacions. 
Flux Alternatiu: Es cancel·la l’acció. 
A partir de {Diàleg d’especificacions} l’usuari cancel·la l’acció. 
3. L’usuari prem l’opció cancel·lar. 
4. El sistema tanca el diàleg i no guarda cap canvi fet per l’usuari. 
Flux Alternatiu: Modificar especificacions BAP. 
A {Diàleg d’especificacions} l’usuari canvia l’arxiu XML d’especificacions d’un missatge 
CAN. 
3. L’usuari fa doble click sobre la casella amb el nom d’un arxiu XML 
prèviament carregat o el selecciona una vegada i prem el botó d’escollir 
arxiu XML. 
4. El sistema mostra un nou diàleg per escollir un nou arxiu XML. 
5. L’usuari selecciona l’arxiu XML corresponent i prem Acceptar. 
6. El sistema tanca el diàleg i canvia el nom de l’arxiu XML que es mostra 
a la casella. 
{Es repeteixen les accions de la 3 a la 6 tantes vegades com l’usuari cregui 
convenient} 
7. L’usuari prem Acceptar. 
8. El sistema tanca el diàleg d’especificacions. esborra les especificacions 
canviades i llegeix els arxius XML d’especificacions. 
Flux Alternatiu: Esborrar especificacions BAP. 
A {Diàleg d’especificacions} l’usuari esborrar especificacions que ja hi hagi associades 
a missatges CAN. 
3. L’usuari selecciona la casella amb un arxiu d’especificacions i prem el 
botó d’esborrar. 
4. El sistema esborra el nom de l’arxiu de la casella corresponent. 
{Repeteix la opció 3 i 4 tantes vegades vulgui l’usuari}. 
5. L’usuari prem Acceptar. 
6. El sistema esborra les configuracions associades als missatges CAN. 
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3.3.4. Configurar canals CAN 
 
Descripció: Es configuren els dos canals del bus CAN, per si volem que siguin de 
lectura o escriptura, si estaran actius i la velocitat de transmissió de dades. 
Actors: Enginyer 
Flux Bàsic:  
1. Enginyer selecciona l’opció de configurar canals del bus CAN. 
2. S’obre un diàleg amb les configuracions dels dos busos CAN. 
{Diàleg de configuracions} 
3. L’usuari canvia les configuracions pertinents i prem el botó Acceptar. 
4. El sistema tanca el diàleg i configura el bus CAN tal com vol l’usuari. 
{Tancar Configurador} 
Flux Alternatiu: Es cancel·la l’acció. 
A {Diàleg de configuracions} l’usuari cancel·la l’acció. 
3. L’usuari canvia les configuracions pertinents i prem el botó Cancelar. 
4. El sistema tanca el diàleg sense canviar les configuracions del bus 
CAN. 
Flux Alternatiu: Hi ha algun error amb el bus CAN. 
A {Tancar Configurador} es produeix un error. 
1. Es produeix algun error durant la configuració del bus CAN. 
2. El sistema mostra un diàleg amb un missatge d’error. 
3. L’usuari prem Acceptar. 
4. Es tanca el diàleg i desfan les configuracions del bus CAN. 
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3.3.5. Esborrar pantalla 
 
Descripció: S’esborren els missatges que hi ha a la pantalla i es queda en blanc. 
Actors: Enginyer 
Precondició:  
1. Hi ha missatges a la pantalla. 
Flux Bàsic:  
1. L’usuari selecciona l’opció d’esborrar els missatges de la pantalla. 
2. El sistema es borra els missatges que es mostren per pantalla. 
 
3.3.6. Connectar a Guide 
 
Descripció: L’aplicació intermediària (servidor) entre el vehicle i el Guide es connecta 
amb el Guide 
Actors: Enginyer 
Precondició:  
1. El servidor no està connectat amb el Guide. 
Flux Bàsic:  
1. L’usuari selecciona la opció de connectar-se amb el Guide. 
2. El sistema mostra un diàleg on l’usuari pot triar ip i port. 
{Diàleg de connexió} 
3. L’usuari escull la direcció ip i port que es vol connectar i prem Acceptar. 
4. El sistema tanca el diàleg, es connecta a la xarxa i activa la opció de 
desconnectar-se. 
{Tanca diàleg} 
Flux Alternatiu: Es cancel·la l’acció. 
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A {Diàleg de connexió} l’usuari prem el botó Cancelar. 
3. L’usuari selecciona Cancelar. 
4. El sistema tanca el diàleg i no es connecta a la xarxa. 
Flux Alternatiu: Hi ha algun error de connexió. 
A {Tanca diàleg} es produeix un error al connectar-se a la xarxa. 
3. El sistema mostra un diàleg amb un error dient que no s’ha pogut 
connectar. 
4. L’usuari prem Acceptar. 
5. El sistema tanca el diàleg. 
 
3.3.7. Desconnectar de Guide 
 
Descripció: Es desconnecta l’aplicació intermediària del socket. 
Actors: Enginyer 
Precondició:  
1. L’aplicació està connectada 
Flux Bàsic:  
1. L’usuari selecciona la opció desconnectar de Guide. 
2. El sistema es desconnecta de la xarxa i activa la opció de connectar-se. 
 
3.3.8. Connectar a servidor 
 
Descripció: El Guide es connecta a l’aplicació intermediària, configurant prèviament el 
port i la IP de connexió. 
Actors: Enginyer 




       (AND) 
1. El Guide no està connectat al socket. 
2. El servidor està connectat. 
Flux Bàsic:  
1. L’enginyer prem el botó de Connexió. 
2. El Guide obre un diàleg on s’ha d’escollir ip i port on connectar-se. 
{Diàleg connexió} 
3. L’usuari selecciona la direcció ip i el port i prem Acceptar. 
4. El Guide tanca el diàleg, activa el botó desconnectar i es connecta al 
socket. 
{Tanca diàleg} 
Flux Alternatiu: Es cancel·la l’acció. 
A {Diàleg connexió], l’usuari prem Cancelar. 
3. L’usuari prem el botó Cancelar. 
4. El sistema tanca el diàleg i no fa res. 
Flux Alternatiu: Hi ha error de connexió. 
A {Tanca diàleg} es produeix un error de connexió. 
3. El sistema escriu l’error de connexió a la consola del Guide. 
 
3.3.9. Desconnectar de servidor 
 
Descripció: El Guide es desconnecta de l’aplicació intermediària. 
Actors: Enginyer 
Precondició:  
1. El Guide està connectat al socket. 
Flux Bàsic:  
1. L’enginyer prem el botó de Desconnectar. 
2. El Guide es desconnecta del socket i activa el botó de Connectar. 
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3.3.10. Crear CAN – Event Mapping 
 
Descripció: Es crea una unió entre un missatge CAN i un Event existent de Guide, es 




       (AND) 
1. La DBC està carregada. 
2. Hi ha algun event creat. 
3. Hi ha alguna variable global definida com a double. 
Flux Bàsic:  
1. L’enginyer selecciona Crear CAN-Event mapping 
2. S’obre un diàleg per escollir CAN i event. 
3. L’enginyer selecciona un missatge CAN d’un desplegable amb la llista 
de missatges CAN. 
{Seleccionar CAN} 
4. El sistema mostra en una taula els Signals que conté el missatge CAN 
seleccionat, junt amb el rang de valors possibles que pot tenir el Signal. 
5. L’enginyer selecciona un event d’un desplegable amb la llista d’events 
del projecte. 
6. L’enginyer associa variables globals del programa als Signals que li 
interessi. 
7. L’enginyer selecciona Acceptar. 
{Seleccionar Acceptar} 
8. El sistema tanca el diàleg i crea un CAN-Event mapping amb les 
variables globals associades als signals. 
Flux Alternatiu: El CAN seleccionat és un missatge de BAP amb les especificacions 
carregades. 
A {Seleccionar CAN}, l’usuari selecciona el missatge de BAP que li interessi. 
4. El sistema activa un desplegable amb els missatges BAP que pot tenir 
el missatge de CAN seleccionat. 
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5. L’enginyer selecciona un missatge de BAP del desplegable. 
6. L’enginyer selecciona un event del desplegable amb els events del 
projecte. 
7. L’enginyer associa les variables globals del programa als paràmetres 
del missatges de BAP que li interessi i prem Acceptar. 
8. El sistema tanca el diàleg i crea un CAN-Event mapping amb les 
variables globals associades als paràmetres del missatge BAP. 
Flux Alternatiu: Es cancel·la l’acció. 
A partir del {Pas 2} l’usuari selecciona Cancelar. 
1. L’usuari selecciona Cancelar. 
2. El sistema tanca el diàleg sense crera cap mapping. 
Flux Alternatiu: ja hi ha un CAN – Event mapping creat amb les mateixes 
característiques. 
A {Seleccionar Acceptar} ja hi ha un CAN – Event mapping amb el mateix event i 
missatge CAN. 
1. El sistema mostra un missatge d’avís que ja existeix aquest mapping. 
2. L’enginyer tanca el missatge d’avís. 
3. L’enginyer canvia el missatge CAN i/o l’event i associa les variables 
globals, si procedeix. 
4. L’enginyer selecciona Acceptar 
{Seleccionar Acceptar} 
5. El sistema tanca el diàleg i crea un CAN - Event mapping amb les 
variables globals associades als signals 
 
3.3.11. Esborrar CAN – Event Mapping 
 
Descripció: S’esborra la unió seleccionada entre missatge CAN i Event de Guide. 
Actors: Enginyer 
Precondició:  
1. Hi ha algun CAN - Event mapping creat 
Flux Bàsic:  
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1. L’enginyer selecciona un CAN - Event mapping de la llista de CAN - 
Event mappings creats. 
2. L’enginyer prem el botó Esborrar CAN - Event mapping. 
3. El sistema esborra el CAN - Event mapping de la llista i el desassocia 
del sistema. 
 
3.3.12. Modificar CAN – Event Mapping 
 
Descripció: S’esborra la unió seleccionada entre missatge CAN i Event de Guide. 
Actors: Enginyer 
Precondició:  
1. Hi ha com a mínim un CAN - Event Mapping creat. 
Flux Bàsic: 
1. L’enginyer fa doble click sobre un CAN-Event mapping de la llista de 
CAN-Event mappings. 
2. El sistema obre un diàleg mostrant el CAN, event i signals i les seves 
variables globals que conté el mapping seleccionat. 
3. L’enginyer fa els canvis que cregui oportuns. 
4. L’enginyer selecciona Acceptar. 
{Seleccionar Acceptar} 
5. El sistema tanca el diàleg i modifica el CAN-Event mapping. 
Flux Alternatiu: Es cancel·la l’acció. 
A partir del {Pas 2} l’enginyer selecciona Cancelar. 
1. L’enginyer selecciona Cancelar. 
2. El sistema tanca el diàleg sense modificar el mapping. 
Flux Alternatiu: ja hi ha un Event-CAN mapping creat amb les mateixes 
característiques. 
A {Seleccionar Acceptar}, en el sistema existeix un mapping amb el mateix missatge 
CAN i event. 
1. El sistema mostra un missatge d’avís. 
2. L’enginyer tanca el missatge d’avís. 
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3. L’enginyer fa els canvis pertinents en el missatge de CAN o l’event. 
4. L’enginyer selecciona Acceptar. 
{Seleccionar Acceptar} 
5. El sistema tanca el diàleg i modifica el CAN-Event mapping. 
 
 
3.3.13. Enviar CAN 
 
Descripció: El vehicle ja sigui per l’acció d’un usuari o sense ella, envia un missatge 
CAN, que és llegit per l’aplicació intermediària (servidor).  
Actors: Usuari, Vehicle 
Precondicions:  
       (AND) 
1. L’aplicació intermediària està en marxa, amb una DBC carregada. 
2. L’aplicació intermediària està connectada al vehicle. 
Flux Bàsic:  
1. L’usuari interactua amb el vehícle. 
2. El vehicle envia un missatge CAN. 
3. El programa intermediari rep el missatge. 
{Missatge rebut} 
4. El programa verifica que el missatge CAN està a la DBC. 
{Missatge a la DBC} 
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5. El programa decodifica els valors dels signals del missatge. 
6. El programa intermediari mostra el missatge i els seus signals per 
pantalla. 
{Missatge mostrat} 
Flux Alternatiu: El missatge no està a la DBC. 
A {Missatge rebut} el missatge no està a la DBC. 
1. El programa no troba el missatge a la DBC. 
2. El programa mostra el missatge per pantalla byte a byte. 
Flux Alternatiu: El missatges CAN és un missatge BAP. 
A {Missatge a la DBC} el programa verifica si és un missatge BAP. 
5. El programa verifica que el missatge és BAP i si hi ha les 
especificacions carregades pel missatge. 
6. El programa decodifica els valors del missatge BAP i els mostra per 
pantalla. 
Flux Alternatiu: Aplicació intermediària connectada amb el Guide. 
A {Missatge mostrat}, l’aplicació està connectada al Guide. 
1. L’aplicació envia el missatge amb els seus valors decodificats per 
socket. 
2. El plugin rep els missatge. 
3. El plugin comprova que la simulació del navegador estigui activa 
4. El plugin comprova que els  CAN-Event mapping que corresponguin 
amb el missatge de CAN rebut. 
5. El plugin comprova que els valors dels signals del CAN rebut són iguals 
que els signals del mapping.  
6. El plugin llença l’event a la simulació. 
 
 
3.3.14. Guardar projecte Guide 
 
Descripció: Es guarden els missatges de CAN i els Event i CAN Mappings que hi 
pugui haver creats junt amb el projecte. 





       (AND) 
1. Hi ha un projecte amb el plugin carregat  
2. La DBC esta carregada. 
3. Hi ha algun CAN – Event Mapping. 
Flux Bàsic:  
1. L’enginyer selecciona guardar projecte. 
2. El sistema guarda els mappings i la DBC com a elements de Guide dins 
el projecte. 
 
3.3.15. Carregar projecte Guide 
 
Descripció: Es carreguen la DBC i els Event i CAN Mappings que estiguin associats 
amb el projecte que es va a carregar. 
Actors: Enginyer 
Precondició:  
1. Es carrega un projecte que té el plugin amb la DBC i algun CAN-Event 
Mapping. 
Flux Bàsic:  
1. L’enginyer selecciona un projecte a carregar. 
2. El sistema carrega tot el projecte, inclòs el plugin amb la DBC i els 
mappings creats. 
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3.4. Diagrama dels casos d’ús 
Figura 3.4: Diagrama de casos d’ús 




Pel què fa a la simulació del sistema de radio navegació i després de les pertinents 
reunions amb el client, es va especificar que el tret distintiu del HMI seria la seva 
senzillesa, ja que de sistemes complexos ja n’existeixen i, la majoria d’usuaris utilitzen  
sempre un grup d’accions de les múltiples opcions que porten aquests sistemes. 
 
Referent a les funcionalitats del HMI, es van acordar que serien les següents: 
• Radio: simulació del sistema d’escoltar la radio i mostra del llistat d’emissores 
guardades. 
• Media: reproducció d’arxius d’audio guardats en els diferents dispositius com 
targeta de memòria SD o USB. 
• Phone: simulació de trucada en l’apartat de telèfon, llistat de l’agenda telefònica 
i dial. 
• Clima: mostra la informació del climatitzador del vehicle. Les opcions de clima 
s’escullen a partir del propi sistema de climatització, no des del sistema HMI, 
aquest només mostrarà com a informació les opcions escollides de 
temperatura, potència i direcció de l’aire. Per implementar aquesta opció es 
necessitarà de la lectura de missatges BAP del vehicle. 
• Comandaments al volant: a partir dels comandaments que hi ha al volant del 
cotxe que es pugui modificar el comportament de l’HMI, ja sigui amb l’opció de 
pujar el volum, anar enrere o passar endavant una cançó. Els comandaments 
del volant al ser premuts, emeten un missatge de CAN que serà llegit pel 
programa i processat pel sistema de radio navegació. 








Un cop fetes les etapes d’anàlisi i especificació del sistema, es el moment d’entrar a 
fons amb el disseny, on farem el sistema dependent de la tecnologia. 
 
En el primer punt d’aquet apartat, s’explicaran les diferents alternatives de hardware i 
software que es poden fer servir en el projecte i que, segons la opció escollida, 
afectaran la forma de desenvolupar les següents etapes.Un cop escollides les opcions 
òptimes, ens centrarem en la descripció en detall del disseny del software realitzat. 
4.1. Definició de les alternatives 
La opció senzilla  per connectar la simulació del navegador amb el vehicle, és la que 
ofereix el mateix EB GUIDE Studio, un plugin per connectar la simulació que crees en 
el programa, directament amb el bus CAN. Aquesta solució però, requereix que tinguis 
el hardware CANcaseXL i el programa CANoe, a més de pagar una llicència de 9500€. 
Aquesta opció es va desestimar per la seva inviabilitat econòmica. A partir d’aquí es 
van mirar les diferent alternatives, tant hardwarde com software, amb la premissa de 
minimitzar el cost econòmic. 
 
4.1.1. Hardware del sistema 
El sistema requereix un sistema hardware per poder connectar el software amb el bus 
CAN. Hi ha diferents cables i interfícies que ofereixen la possibilitat de connectar 
l’ordinador amb el bus. SEAT ja disposava de les següents alternatives: 
 
4.1.1.1. CANCaseXL 
Transceptor de l’empresa Vector, permet tant la recepció com l’enviament de 
missatges CAN a través del seu programa CANoe. Les principals característiques són: 
• Dos canals CAN independents. 
• Llibreries per poder desenvolupar programes propis en C++, C i .NET. 
• Connexió USB 
• Drivers per Sistema operatiu: Windows 2000, XP, Vista i 7. 
• Dimensions: 105 x 85 x 32 mm. 
 
 




Figura 4.1: CANcaseXL 
 
4.1.1.2. Kvaser USBcan II 
Interfície CAN – USB de l’empresa Kvaser, que també permet la recepció i enviament 
de missatges CAN a través d’ella. Les seves principals característiques són: 
• Dos canals CAN independents. 
• Llibreries SDK per desenvolupar programes en C, C++, .NET, Borland, Delphi o 
Python. 
• Programes i codis font d’exemple. 
• API de les llibreries. 
• Connexió USB. 
• Drivers per Sistemes operatius: Windows 2000, XP, Vista, 7 i Linux. 
• Dimensions: 50 x 90 x 25 mm. 
 
 
        Figura 4.2: Kvaser USBcan II 
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4.1.2. Software del sistema 
A la part software hi ha el problema que el programa EB GUIDE Studio està 
implementat en Java, així que no deixa cap altra opció que fer el plugin en Java. I, 
veient el hardware que s’ha contemplat fer servir, a cap de les dues opcions hi ha la 
possibilitat d’utilitzar les llibreries amb el llenguatge Java. 
 
Per tant, ens trobem al davant d’un problema que s’han de fer servir dos llenguatges 
diferents. Per resoldre’l es van trobar diferents solucions: 
• Implementar el plugin en Java i, per un altre banda, fer el programa de 
monitorització amb un altre llenguatge. Els dos programes es comunicarien 
per mitjà d’un socket. 




Es realitzen dos programes comunicats per un socket. El plugin seria el client, que 
enviaria i rebria missatges del programa de monitorització del CAN (servidor).  
 
S’han de fer dues interfícies gràfiques, però el programa de monitorització no 
dependrà de cap programa propietari, així que hi hauria més llibertat per poder 
programar, sense haver de seguir els templates dels plugins del GUIDE. 
 
Per altra banda, una implementació amb sockets farà que l’usuari hagi de triar IP i port 
i anar en compte a l’hora de tractar amb dades dels diferents llenguatges de 
programació. 
4.1.2.2. Java Native Interface (JNI) 
Només hi ha un únic programa (plugin dins de GUIDE), s’eviten els inconvenients 
d’escollir IP i port amb sockets, però se’n guanyen molts amb el JNI. JNI no és un 
framework trivial, és fàcil cometre errors que desestabilitzin la màquina virtual de Java i 
es perd la portabilitat que ofereix un llenguatje com Java. S’ha de tenir molta cura al 
modularitzar i encapsular les funcions de JNI. 
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4.2. Selecció de la solució òptima 
4.2.1. Solució Hardware 
Pel sistema Hardware s’ha escollit la opció de la interfície Kvaser USBcan II tan pel 
seu suport en el desenvolupament del software amb API i exemples de programes, 
com per la seva portabilitat a Windows i Linux.  
 
Una altra raó per la qual s’ha escollit el Kvaser ha sigut l’experiència prèvia que alguns 
empleats tenien amb aquesta interfície i que podien ajudar a resoldre dubtes que 
poguessin sorgir a l’hora d’utilitzar-la, ja que ja s’havia fet servir per desenvolupar 
aplicacions per altres projectes.  
4.2.2. Solució Software 
Pel que fa al sistema Software, s’ha triat la opció d’implementar dos programes 
connectats amb un Socket. S’ha escollit aquesta opció pels possibles problemes en 
desenvolupar el programa en JNI i, també, perquè així es pot implementar un 
programa independent del GUIDE per monitoritzar el bus CAN, sense la necessitat de 
connectar-lo a la simulació del navegador si no fes falta. 
 
4.3. Aplicació Client – Servidor 
En aquesta secció de la memòria es veuran els diferents diagrames de classes 
extensos, amb paràmetres i funcions. A més, es farà una petita descripció de cada 
classe per entendre millor el funcionament de tot el sistema. 
 
Es mostraran dos diagrames de classes, el del servidor i el del client. Ambdues 
aplicacions correran en la mateixa màquina, ja que com s’ha vist en la solució software 
de l’apartat 4.2.2. s’ha escollit la opció de sockets per tal de comunicar el vehicle amb 
el plugin, i això mateix és el que farà aquesta aplicació client-servidor, passar els 
missatges de CAN que rep el servidor (C++), cap el plugin (client Java). 
4.3.1. Plugin Guide (client) 
4.3.1.1. Diagrama de classes 
A la pàgina següent, es mostra adjunt el diagrama de classes amb totes les 
associacions entre les diferents classes del plugin de Guide. 
 Figura 4.3: Diagrama de clases del client 




CanPlugin.java: classe principal del client, implementa les classes Plugin de Guide, 
per poder ser compatible amb Guide. Crea la classe CanPluginContent, que tindrà el 
contingut del plugin. 
 
CanPluginContent.java: conté el contingut del plugin, és a dir, els diferents botons de 
la interfície d’usuari i el panell de CAN-Event mapping. Amb el botó de connectar, obre 
el ConnectionDialog i crea el ClientListener. Implementa el patró Observer per 
actualitzar el contingut dels panells. 
 
ConnectionDialog.java: crea un diàleg per especificar IP i port del socket. 
 
ClientListener.java: thread que escolta el socket. Les funcions més destacades són 
les de llegir la base de dades de CAN, tractar els missatges CAN que arriben per 
socket i enviar un event al Guide si correspon amb algun mapping. I, també, rep tots 
els events que són enviats al Guide, si coincideixen amb algun Event-CAN mapping, 
envia el missatge CAN corresponent pel socket. 
 
CanMappingPanel.java: mostra tots els CAN-Event mappings creats fins el moment. 
En permet crear de nous, modificar els ja existents o eliminar-los. Permet crear-ne de 
nous quan hi ha una base de dades de CAN carregada. 
 
CanMappingDialog.java: quan a CanMappingPanel es vol crear un nou mapping o 
modificar-ne un de ja existent, s’obre aquest diàleg, on s’ha de seleccionar un 
missatge de CAN, en el cas que es tracti d’un missatge BAP, seleccionar la funció del 
missatge BAP i, finalment, l’event (dels que hi ha creats al projecte de Guide), un cop 
seleccionat els camps, s’han d’assignar valors concrets als signals que corresponguin 
o als paràmetres de la funció de BAP, segons sigui o no missatge de BAP. Aquests 
valors vindran donats per variables globals creades en el marc del projecte Guide, 
concretament, només es mostra les variables globals del tipus double. Així doncs, no 
s’associa els signals/BAPs amb un valor concret, sinó que el associar-lo amb les 
variables globals, aquestes tenen la possibilitat d’anar variant el seu valor si s’escau, a 
partir dels events llençats a la simulacio i així, aconseguir una interacció més real. Un 
cop fet això es crea una instància de CanMapping o es modifica una ja existent, si 
correspon. 
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CanMapping.java: aquesta classe és una instància d’un CAN-Event mapping. On es 
guarda el CanMsg, la definició de l’event (característic per cada event de Guide i que 
ens permetrà saber de quin event es tracta) i els signals o BAP. També s’implementa 
la classe UndoableGuideElement per tal de poder-se carregar i guardar junt amb el 
projecte de Guide.  
 
CanMsg.java: classe que representa un missatge CAN de la DBC. En ell es guarda 
l’identificador del missatge, el nom, la mida (o dlc), el contingut i els identificadors dels 
signals. No es guarden els signals dins de cada CanMsg, sinó que tenim un vector 
d’integers que apunten a la posició de cada signal (de la classe GlobalCanMsg.java), a 
més de les funcions de BAP que hi pot tenir associat. També implementa la classe 
UndoableGuideElement. 
 
Signal.java: classe amb la informació de cada signal, o el què és el mateix, la posició 
del signal dins el missatge de CAN, el nom, la llargada (bits), el valor mínim i el màxim 
i el seu contingut (variable global de tipus double). Implementa la classe 
UndoableGuideElement. 
 
Bap.java: classe que representa una funció de BAP, s’hi guarda l’identificador de la 
funció, el nom i el seu seguit de paràmetres. També implementa 
l’UndoableGuideElement. 
 
Param.java: classe que conté la posició del paràmetre de BAP, el seu nom i el 
contingut, que li serà assignat si correspon. Com les classes anterior, implementa la 
classe UndoableGuideElement. 
 
GlobalCanMsg.java: classe que implementa el patró Singleton, és a dir, només exiteix 
una instància d’aquesta classe. En ella s’hi guarden tots els missatges CAN en un 
Map, on la clau es l’identificador del missatge, per tal d’accedir-hi més ràpidament i 
també s’hi emmagatzema un vector de tots els signals dels missatges i el nom de la 
DBC que estem utilitzant. 
 
GlobalMappingList.java: classe amb el patró Singleton. Guarda CanMappings creats 
en el Guide, es guarden en un MultiKeyMap, on les claus són la definició de l’event i 
l’identificador del missatge de CAN i viceversa. A més, també guarda les pestanyes 
que hi ha obertes al Guide, per poder actualitzar el plugin, quan es produeix un canvi, 
a totes les pestanyes del Guide i no només a la que està activa en aquell moment. 
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4.3.2. Monitoritzador de CAN (servidor) 
Com ja s’ha vist anteriorment, s’ha solucionat la problemàtica de la incompatibilitat del 
hardware amb el plugin de Guide, ja que no suportava Java, a partir de la creació 
d’una estructura client-servidor del programa. Al contrari que a la part del client, que 
per compatibilitat amb el Guide s’havia de fer en Java, el servidor es podia fer amb 
qualsevol llenguatge suportat per les llibreries que incloïa el hardware. 
 
De tots els llenguatges possibles, es va fer una preselecció amb els que ja es tenia 
una bona experiència assolida, que van ser C i C++  Finalment la decisió de disseny 
presa, va ser escollir la opció de C++, a part de l’experiència prèvia amb la 
programació amb C++, també es va escollir per ser un llenguatge orientat a objectes i 
per la facilitat en què es pot desenvolupar la part gràfica; aquesta part gràfica es fa 
amb l’ajuda de Qt.  A més, una de les grans avantatges que aporta Qt és el sistema 
signal – slot per interconnectar diferents parts del programa amb gran facilitat.  
 
Així doncs les classes tindran l’arxiu d’encapçalament (.h) i l’arxiu amb el codi (.cpp), a 
més a més, les classes amb part gràfica tindran associades un arxiu amb el 
corresponent formulari (.ui). 
4.3.2.1. Diagrama de classes 
A continuació es mostra el diagrama de classes del servidor, amb totes les funcions i 
paràmetres de cada classe i les associacions entre les diferents classes. 
 Figura 4.4: Diagrama de clases del servidor 




Principal (h, cpp, ui): com el seu nom indica, és la classe principal del servidor, inicia 
la finestra principal del programa. A partir d’aquesta, crearà les accions pertinents per 
anar interaccionant amb el sistema, ja sigui connectar-se amb el vehicle o amb el 
Guide, carregar la DBC o especificacions dels missatges BAP. 
 
llibreriaCan (h, cpp): classe que fa de nexe entre el hardware i el programa, com a 
llibreria, hi ha les funcions per tal de poder interaccionar amb el hardware. 
 
canalListener (h, cpp): thread que escolta el bus CAN, per poder enviar una senyal al 
programa principal quan ha arribat un missatge CAN i així poder tractar els missatges 
CAN. 
 
editPreferences (h, cpp, ui): classe que permet especificar quin canal del Kvaser 
UsbCan II es vol escoltar i a quina velocitat es vol que vagi. 
 
socket (h, cpp, ui): Aquesta classe permet escollir la ip i el port que volem connectar-
nos per tal de comunicar-nos amb el Guide. 
 
server (h, cpp): per altra banda, la classe server és l’encarregada de connectar el 
tcpServer i  i així el Guide es pugui connectar amb el servidor, per poder enviar dades. 
Emet una senyal quan el Guide es connecta al servidor. 
 
loadBap (h, cpp, ui): classe que ens deixa escollir i s’encarrega d’associar un 
missatge CAN amb un XML d’especificació del BAP.  
 
parser (h, cpp): el parser és l’encarregat de dur a terme la lectura i posterior desxifrat 
de l’arxiu DBC, per tal de carregar tots els missatges CAN, les seves propietats i els 
seus respectius Signals. 
 
dbc (h, cpp): aquesta classe guarda els missatges de CAN i els Signals que s’han 
carregat un cop s’ha llegit la DBC. També llegeix l’XML d’especificacions BAP i en 
guarda el contingut junt amb els missatges i els signals. 
 
msg (h, cpp): classe que instancia un missatge de CAN, conté totes les seves 
propietats tals com id, nom, dlc, la referència als seus signals i els seus transmissors. 




signal (h, cpp): com la classe anterior, però corresponent als Signals. Guarda la 
informació d’un Signal concret, per així poder desxifrar-lo quan sigui llegit. Les 
propietats emmagatzemades són el nom, el bit de començament, la llargada, factor i 
offset (per poder aconseguir el valor real) i valor mínim i màxim, entra d’altres. 
 
bap (h, cpp): en aquesta classe es guarda el nom, identificador i cada una de les 
funcions de les especificacions del BAP. 
 
function (h, cpp): per la seva part, a la classe function, es guarda l’identificador de la 
funció, el nom, la descripció i el llistat de paràmetres que conté la funció en concret. 
 
params (h, cpp): així doncs, en aquesta classe, es guarda cada un dels paràmetres 
de les funcions. Sent més concrets, s’hi guarda el nom, descripció, byte de posició dins 
el missatge, tipus de paràmetre, en el cas que sigui paràmetre TNumber, s’hi guarda 
l’exponent, valor mínim, màxim, les unitats i un offset anomenat step. En cas que no 
fós TNumber i si TBitField, es guarda un seguit de boolFields o enumValue si tracta 
d’un TEnum. 
 
enumValue (h, cpp): el tipus TEnum, enumera un seguit de valors que pot tenir un 
byte. Cada valor té un significat diferent, per tant, en aquesta classe es guarda aquest 
valor i la descripció. En alguns casos en comptes d’un sol valor, pot ser un rang de 
valors, per tant també hi ha un camp pel valor màxim, si s’escau. 
 
boolField (h, cpp): per altra banda, el tipus TBitField, especifica bit a bit un o diferents 
bytes, cada bit té un significat. Així doncs, aquesta classe correspon a un bit, i s’hi 
guarda la posició del bit i la descripció en el cas que sigui cert o fals. 
 
mostraDbc (h, cpp, ui): classe que ens mostra el contingut de la DBC. Concretament, 
mostra tots els missatges CAN que s’han carregat, amb els seus identificadors, tan en 
decimal com en hexadecimal, el nom, dlc i els seus transmissors. 
 
showSigs (h, cpp, ui): per últim, showSigs mostra tots els Signals d’un missatge de 
CAN concret. Un cop seleccionat un missatge de CAN de la taula que mostra la classe 
mostraDbc, showSigs mostra una llista amb tots els Signals i la seva informació més 
destacada. 
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4.3.3. Diagrames de seqüència 
Vistes les diferents classes del client i del servidor, és l’hora de mostrar els diagrames 
de seqüència dels casos d’ús més rellevants del sistema. Els diagrames de seqüència 
ens mostren les interaccions entre els objectes del sistema en ordre temporal (vertical) 
i les dades que s’intercanvien els diferents objectes per tal d’acomplir la funcionalitat 
desitjada. Els diagrames de seqüència són de gran utilitat per validar el correcte 
funcionament dels casos d’ús del sistema especificats anteriorment. Cada cas d’ús pot 
tenir un o més diagrames de seqüència, ja que, com s’ha vist abans, els casos d’ús 
poden tenir cursos alternatius d’esdeveniments. 
 
La major part dels diagrames de seqüència que es mostraran a continuació, mostren el 
recorregut que fa el missatge CAN des de que es rep per mitjà del kvaser, fins arribar 
al plugin client de l’aplicació. 
 
Llegir DBC 
L’acció de llegir la DBC, és a dir, mostrar-la a l’usuari, no requereix molta complicació 
a l’hora de dissenyar ni, més endavant, implementar. Però s’ha cregut convenient 
incloure’l dins els diagrames de seqüència més rellevants perquè mostra com 
funcionarà el sistema de signal – slots que implementa Qt.  
 
Aquest sistema connecta una senyal que emetrà el sistema, normalment per la 
interacció de l’usuari, amb un slot, o funció concreta. Així doncs, a llegirDbc, podem 
veure que tenim un condicional si es fa doble click a una cel·la, que seria l’emissor del 
signal, i es produeix un seguit d’accions, que seria el que farien els slots 
corresponents. 




Figura 4.5: Llegir DBC 
 
Connectar servidor a Guide 
En aquest sistema, hi ha quatre casos d’ús referent a connexions o desconnexions del 
socket per part del servidor o client. Com a mostra d’aquests casos d’ús, s’ha inclòs el 
diagrama de seqüència de la connexió del servidor amb el plugin de Guide (client). 
 
Aquest cas d’ús el què fa es posar a escoltar el server a la direcció IP i port 
seleccionats. Si no hi ha cap error al posar a escoltar, utilitza el sistema de signal – slot 
per connectar el senyal de rebre una nova connexió d’un client al servidor, amb la 
funció clientsocket(). En cas contrari, mostrarà un missatge d’error a l’usuari.  




Figura 4.6: Connectar servidor amb plugin de Guide 
 
Carregar DBC 
Aquest diagrama de seqüència correspon a l’acció de l’usuari de carregar una DBC al 
sistema.  
 
En aquest cas, primer es comprova si hi ha ja una DBC carregada i, en tal cas, es 
mostra un missatge a l’usuari per si vol canviar-la o no. En cas afirmatiu, es mostra el 
diàleg on l’usuari podrà escollir l’arxiu dins el sistema de carpetes del sistema operatiu. 
Seguidament, es neteja la classe parser i DBC, per si hi havia dades anteriors i es 
llegeix l’arxiu. Per acabar, es mostra un missatge a l’usuari informant-lo que ja s’ha 
carregat la DBC i, si el socket està connectat amb una aplicació client, se li envia la 
informació de la nova base de dades de CAN acabada de llegir. 
 




Figura 4.7: Diagrama de seqüència de Carregar una DBC 
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Configurar canals Kvaser 
Aquest cas d’ús s’ha separat en dos diagrames de seqüència. El primer, mostra la 
interacció de l’usuari amb el sistema, entrant les configuracions del canals CAN del 
Kvaser. Un cop l’usuari les ha entrat, s’emet el senyal configurationsChanged, per tal 
que es realitzi la funció actualitzarCan. 
 
Figura 4.8: Configurar canals Kvaser 
 
Per altra banda, la funció actualitzarCan, configura els canals de CAN amb els 
respectius valors, gràcies a les funcions de la llibreria de CAN del Kvaser. Una vegada 
estan els canals configurats, comença el thread canalListener que escoltarà el canal 
del bus del Kvaser. 




Figura 4.9: Actualitzar CAN 
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Enviar missatge CAN al client 
Un cop estan els canals configurats del Kvaser i s’està connectat al Guide (com s’ha 
vist anteriorment), és el moment d’enviar els missatge que llegim pel Listener cap al 
client, si aquest està connectat. Això és el què mostra el següent diagrama de 
seqüència: 
 
Figura 4.10: Enviar missatge CAN cap al client 
 
Tractar missatge CAN al ser rebut per socket 
Per últim, es mostra el diagrama de què succeeix una vegada s’ha rebut el missatge 
CAN al client, per socket i s’ha dividit el missatge en un vector de strings, corresponent 
a cada tokken rebut. 
 
Així doncs, una vegada tenim tots els strings, si no tenim una DBC carregada, mirem si 
n’hem rebut una, en tal cas, guardem els diferents missatges, signals i BAPs, 
actualitzem el nom de la DBC i activem el botó de crear nou mapping ara que tenim la 
informació necessària per crear mappings. 




Figura 4.11: Primera part del diagrama rebre CAN al client 
 
En el cas que ja tinguem una DBC carregada, ens assegurem que l’usuari vol 
actualitzar-la o canviar-la abans de fer-ho. En aquest cas, abans de carregar els 
missatges, esborrem els que hi havia anteriorment, per no trobar-nos amb futurs 
problemes amb repetició de dades. 
 
Per últim, si la simulació està en marxa i rebem un missatge CAN o un missatge de 
BAP, cridem a la respectiva funció arribaCan, que mirarà si existeix un mapping que 
coincideix amb el missatge que ha arribat i, en cas positiu, enviaria el corresponent 
event de Guide. 




Figura 4.12: Segona part del diagrama rebre CAN al client 
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4.4. Disseny de l’HMI 
Per tal de dotar la simulació de l’HMI amb un tret distintiu, es va dissenyar-lo pensant 
en col·locar quatre botons al cada un dels quatre marges de la pantalla, com mostra la 
figura següent: 
 
Figura 4.13: Vista general de l’HMI 
Així doncs, els quatre botons seran: 
• Back: posicionat al marge esquerra, tornarà a la pantalla anterior a la actual. 
• Options: al marge dret, el botó d’opcions en portarà a una altra pantalla amb 
més opcions dins el context actual on ens trobem. Si no hi ha més opcions 
disponibles d’aquest context, aquest botó romandrà desactivat. 
• Previous Context: ens porta a un altre dels contextos que formen l’HMI.  
• Next Context: ens porta al context següent del què estem. 
 
Així doncs, es pot veure com tots els contextos estaran entrellaçats pel Previous i Next 




Quan s’encén la simulació, se’ns mostra un menú inicial per poder escollir a quin 
context volem anar. 
 
Figura 4.14: Menú inicial 
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Com es pot veure a la figura anterior, hi haurà quatre botons, ja que la simulació 
només constarà de quatre contextos diferents. Cada un d’ells serà d’un color diferent 
per poder-los identificar de forma molt més fàcil i així, quan ja s’està habituat al 
sistema, identificar cada context amb un color i no haver de perdre temps llegint cada 
un dels noms. 
 
Radio 
Dins al context de radio s’han tret tots els elements superflus i s’ha deixat el mínim per 
tal de complir la seva funció. Així doncs, al context principal ens trobarem amb el nom 
de l’emissora i freqüència, junt amb dos fletxes per tal de buscar alguna altra emissora. 
 
Figura 4.15: Context Radio 
 
Dins a la pantalla d’opcions, tindrem un llistat de les emissores presintonitzades. 
 
Media 
A l’apartat de Media, visualitzarem la informació sobre la cançó que està sonant en el 
moment. Aquesta informació es composarà pel nom de la cançó, artista i àlbum. Si hi 
ha la imatge de la caràtula de l’àlbum o single guardat, també es mostrarà a la 
pantalla. 
 
Figura 4.16: Context de Media 
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A més, com es veu a la figura anterior, hi haurà tres botons per tal d’avançar a al 
següent cançó o a la prèvia, o per pausar-la o reprendre-la, en el cas d’haver estat 
pausada. 
 
Com en el cas de la radio, a les opcions de Media, s’accedirà a diferents llistes per tal 
de navegar dins les cançons i carpetes que contingui la memòria externa i així, escollir 
la cançó que vulguem escoltar. 
 
Phone 
Al context Phone, només a l’entrar, mostrarà l’agenda del mòbil, per poder trucar 
directament, prèvia confirmació de l’usuari. Aquesta pantalla principal, també estarà 
constituïda en forma de llista. 
 
Per altra banda, a partir del botó d’opcions s’accedirà a la pantalla de dial, on es podrà 
marcar un número manualment i es simularà la trucada. 
 
Figura 4.17: Context Phone 
 
Clima 
Per últim, el context de Clima que mostrarà la informació referent al sistema de 
climatitzador. Aquest només serà de lectura de dades, així doncs, l’usuari no podrà 
modificar els valors del climatitzador per la pantalla. Constarà d’una sola pantalla amb 
la informació de la temperatura del conductor i de l’acompanyant, junt amb la direcció i 
la potència de sortida de l’aire. 




Figura 4.18: Context Clima 
 
Un cop acabat el disseny de les diferents pantalla que constarà la simulació de l’HMI, 
és l’hora de passar-li aquesta informació al dissenyador gràfic. El dissenyador gràfic, 
agafarà el disseny escollit i el crearà amb Photoshop un entorn amigable per utilitzar-lo 
al sistema de radio navegació. 
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En aquest punt del projecte es definiran quines han estat les decisions preses per tal 
de dur a terme la implementació del projecte, concretament, en aquest apartat es 
tractaran els aspectes més importants de l’entorn de treball, tecnologies utilitzades, 
entorn de desenvolupament i les parts més destacades del procediment 
d’implementació 
 
5.1. Entorn de treball  
L’entorn de treball que s’utilitzarà en el projecte el separarem en dues parts, la part 
Hardware i la Software. 
5.1.1. Hardware 
A la part del hardware farem la distinció entre el hardware que s’utilitzarà per 
desenvolupar el sistema, aplicació client - servidor, i el hardware que s’utilitzarà per 
simular el vehicle. 
5.1.1.1. Aplicació Client – Servidor 
Des de les primeres etapes del projecte fins gairebé el final, per desenvolupar el 
sistema i fer les proves pertinents, s’ha utilitzat un equip portàtil amb sistema operatiu 
Windows XP. 
 
Figura 5.1:  Exemple de Sistema de Radio Navegació mida 2Din1 
 
1
 No es mostra una imatge real del sistema Gloria, ja que és un prototip i per temes de confidencialitat no ha estat 
possible adjuntar-ne una imatge.  
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Un cop el sistema està finalitzat, s’ha traslladat el sistema a un equip anomenat Gloria, 
que consisteix en un ordinador integrat en una estructura de mida 2Din (estructura 
rectangular de 180 x 100 mm segons la norma ISO DIN 7736). Així doncs, permet, un 
cop instal·lat el sistema Gloria en el vehicle, provar el sistema en un entorn realista. El 
Gloria està dotat amb pantalla tàctil i, com l’equip portàtil, amb un sistema operatiu 
Windows. 
 
5.1.1.2. Simulació del vehicle 
Per tal d’optimitzar temps i no haver d’anar directament a “punxar” un cotxe cada 
vegada que es  volia fer una prova amb missatges CAN, es va optar per utilitzar una 
maqueta d’infotainment d’un Seat Leon/Altea (SE350). Aquesta maqueta està 
composta per tots els elements reals que tindria un cotxe d’aquestes característiques: 
sistema de radio navegació, comandaments al volant, climatitzador, quadre 
d’instruments i les diferents centraletes electròniques que emetran els missatges CAN.  
 
Una de les facilitats que tenen les maquetes, és que ja estan fetes pensant en la 
possibilitat de punxar directament al bus CAN amb un connectar DB9, sense haver-
nos de preocupar d’haver de passar del connectar DB9 a un connectar especial per 
connectar-nos al bus CAN. 
 
5.1.2. Software 
5.1.2.1. Sistema Operatiu 
El sistema operatiu utilitzat en aquest projecte ha estat Windows XP. La principal raó 
ha estat que el programa EB Guide Studio només suporta sistemes operatius de la 
plataforma Windows. 
 
Així doncs, com que el programa EB Guide Studio és un pilar fonamental en el 
projecte,  no s’ha contemplat cap altre sistema operatiu alternatiu, tot i que la part del 
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5.2. Tecnologies usades i entorn de desenvolupament 
5.2.1.  Java 
Com ja s’ha esmentat en apartats anteriors de la memòria, el plugin 
de Guide (client) s’ha implementat en Java, degut a que el 
programa EB Guide Studio està fet en Java i només permet plugins 
en aquest llenguatge, ja que s’han d’anar heretant classes per 
poder desenvolupar el plugin. 
5.2.2. C++ 
Com també s’ha introduït anteriorment, el transceptor Kvaser UsbCan II no suporta el 
llenguatge Java, per això a la decisions de disseny es va creure convenient fer una 
arquitectura  client – servidor per tal de connectar el plugin (client) amb el transceptor i 
posteriorment amb el Kvaser. Així, l’aplicació del servidor s’ha implementat amb C++ 
pels següents motius: 
• Kvaser proporciona llibreries per aquest llenguatge. 
• Experiència prèvia programant amb aquest llenguatge.  
• Llenguatge orientat a objectes. 
5.2.3. Qt 
Per fer la interfície gràfica del servidor, es va pensar en utilitzar 
Qt, per ser un llenguatge molt intuïtiu, integrat perfectament amb 
el C++ i permet realitzar la part visual de manera molt senzilla. A 
més a més, ja es tenia experiència desenvolupant interfícies 
gràfiques amb Qt. 
Per aquest projecte, s’ha utlitzat la versió Qt 4.5.3. 
5.2.4. Eclipse Galileo  
L’editor que s’utilitzarà per desenvolupar el client és l’Eclipse 
Galileo (versió 3.5), última versió de l’Eclipse que permet incloure 
plugins d’UML, concretament, junt amb l’Eclipse, s’ha utilitat el 
plugin EclipseUML. 
 
S’ha decidit utilitzar aquest plugin per tal d’ajudar-nos creant la documentació del 
projecte de manera molt més fàcil i senzilla. 
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5.2.5. Qt Creator  
De la mateixa manera que s’ha utilitzat un entorn de desenvolupament pel Java, també 
se n’ha utilitzat un per programar el servidor (C++ i Qt), aquest editor ha estat el Qt 
Creator versió 1.2.1. 
 
A part de la facilitat de l’entorn per la programació, aquest IDE porta integrat el Qt 
Assistant, el què seria el Help, i el QDesigner per realitzar les interfícies gràfiques.  
 
Una de les grans avantatges per utilitzar aquest programa és que ens permet compilar 
i executar el programa, cosa que s’agraeix molt havent d’utilitzar Windows com a 
sistema operatiu. 
5.2.6. EB Guide Studio  
EB Guide Studio és la eina per desenvolupar radio-navegadors i, en el marc d’aquest 
projecte, s’utilitzarà per simular l’HMI que s’ha desenvolupat. 
A més, com ja s’ha dit en diverses ocasions, és on es provarà el funcionament del 
plugin, ja que aquest estarà integrat dins el programa. 
 
Aquest projecte s’ha desenvolupat amb la versió 4.2 del programa.  
5.2.7. Photoshop CS4  
Per crear les imatges necessàries per fer més amigable i intuïtiu 
l’entorn de la simulació de l’HMI, s’ha utilitat el programa Photoshop 
CS4.  
Es podria haver utilitzat el GIMP o altres versions de Photoshop 
com CS3, però es va decidir fer-ho amb aquest, tot i ser un 
programa propietari, ja que la resta d’HMI’s s’han fet sempre amb aquest programa i 
amb aquesta versió i ja hi ha experts dissenyadors en aquest programa que es 
dediquen a desenvolupar les imatges. 
5.2.8. IBM Rational Software Modeler 
L’IBM Rational Software Modeler és una eina professional que 
dóna suport a tot el cicle de vida del software. Permet documentar 
bona part del projecte i realitzar diagrames UML de forma ràpida i 
eficaç. S’ha utilitzar per realitzar tots els diagrames de la part 
d’especificació i disseny. 
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Cal apuntar que aquesta aplicació no és lliure, per tant, per utilitzar-la s’ha de pagar 
una llicència d’ús professional.  
 
5.3. Metodologia 
5.3.1. Aplicació Client – Servidor 
5.3.1.1. Lectura de fitxers 
Per obtenir les dades sobre els missatges CAN i els de BAP, necessitem llegir un fitxer 
DBC i un altre XML respectivament en el servidor. El seu funcionament es basa en tres 
parts: obertura del fitxer, lectura i interpretació de les dades i tancament de fitxer. 
 
Obertura del fitxer 
Per efectuar l’obertura del fitxer tenim dues parts diferenciades, la primera és la de 
seleccionar el fitxer que volem obrir, la segona és, pròpiament dit, obrir-lo. 
 
Per escollir el fitxer, mostrarem un diàleg on l’usuari pot navegar per l’estructura de 
carpetes que tingui creades, fins a trobar l’arxiu concret. 
 
En aquest tros de codi concretament, li estem passant per paràmetres, el widget (this), 
que serà el pare del nou diàleg, el nom del diàleg, on volem que comenci a buscar 
(tres carpetes per sobre); el tipus d’arxiu que busquem, en aquest cas un arxiu tipus 
.dbc i, per últim, dos zeros d’altres paràmetres d’opcions que no ens interessen en 
aquest cas. 
 
Quan es tanca el diàleg, retorna l’adreça de l’arxiu que volem obrir i abans d’intentar-lo 
obrir, mirem que no sigui null, no fos cas que hàgim cancel·lat el diàleg o algun error 
inesperat hagués ocorregut. 
 
QString fn = QFileDialog::getOpenFileName (this,  
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A la segona part, o l’obertura ja del fitxer, el què fem és crear un File i després obrir-lo,  







El primer requadre és el codi que utilitzem per obrir l’arxiu XML, que tractarem amb un 
Reader implementat en Qt, és per això que utilitzem el QFile. En canvi, el segon 
requadre és per l’arxiu de la DBC, en aquest cas, s’ha utilitzat el FILE i fopen 
estàndard de C++ per obrir-lo, ja que més endavant s’utilitzaran funcions que ho 
requereixen. 
 
Un cop el fitxer està obert, ja el podem anar tractant i llegint. 
 
Lectura del fitxer 
Un cop tenim el fitxer obert, prosseguim a tractar les dades que hi ha dins el fitxer. En 
el projecte, obrim dos tipus d’arxius. Un és un arxiu XML, al ser un estàndard ja hi ha 
lectors implementats que ens facilitaran molt la feina. Al projecte s’ha utilitzat el 
QXmlStreamReader, que porta incorporat Qt. 
 
En el requadre anterior, es pot veure com anem mirant si encara hi ha tags de l’XML 
per tractar, en cas positiu, anem avançant i tractant la informació que ens pugui 
interessar. 
 
QFile *f = new QFile(url); 
f->open(QIODevice::ReadOnly);  
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Cal remarcar que l’arxiu .dbc no és ni té l’estructura d’un XML, per tant, la lectura del 
fitxer no es para a partir del QXmlStremReader. En aquest cas, ens hem valgut de les 
funcions de C++: 
• fgets: per anar llegint línia a línia tot el text.  
• strtok: per separar els tokkens de les línies. 
A partir d’aquí, es comparaven els tokkens amb el que nosaltres esperàvem i 
tractàvem les dades si era necessari. 
 
 
Tancament del fitxer 
Un cop ja hem acabat de llegir el fitxer, només ens queda tancar-lo, per poder-hi 




Per implementar la comunicació entre client i servidor, utilitzarem un socket en Java i 
un server i un socket en Qt/C++. El seu funcionament el dividim en tes parts: 
establiment de la connexió (entre client i servidor), tractament de la informació 
(transmissió de dades) i finalització de la connexió. 
 
Establiment de la connexió 
El funcionament del servidor en aquest cas és, en primer lloc, crear un QTcpServer i 










tcpServer = new Server(this); 
tcpServer->listen(ip, port); 
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Un cop el servidor està escoltant la ip i el port, esperem que el client es connecti i 
l’associem a un QTcpSocket: 
 
Per altra banda, el client també ha d’establir la connexió amb el servidor, en aquest 
cas serà amb Java: 
 
Un cop ja hem establert la connexió entre client i servidor, només queda comunicar-




Tractament de la informació 
El tractament de la informació es resumeix en les dues operacions essencials: llegir i 
escriure. El servidor va enviant els missatges CAN cap al client; i el client el va llegint 
quan van arribant. 
 
El què fa el servidor aquí és enviar la informació pel socket i esperar a que estigui tota 




QTcpSocket clientConnection = tcpServer->server.nextPendingConnection(); 
Socket clientSk = new Socket (ip, port); 
//Creació del canal de comunicació (lectura) 
BufferedReader in = new BufferedReader (  
new InputStreamReader (sk.getInputStream( ) )); 
//Creació del canal d’escriptura  
QByteArray block; 
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Per altra banda, el client va llegint del socket: 
 
Finalització de la connexió 
Un cop l’usuari creu oportú tancar les connexions, es fan les corresponents crides a 
les funcions close, tant al client com al servidor. 
 
5.3.1.3. Connexió amb Kvaser USBcan II 
Tenir connexió amb el Kvaser és bàsic per tal de poder rebre els missatges CAN que 
provenen del cotxe. En aquest cas, també hem dividit en tres les parts que hi 
intervenen: configuració del transceptor, lectura del bus i finalització de la connexió. 
 
Configuració del transceptor 
 
Com podem veure el quadre anterior, primerament, obrim el canal 0 en exclusiva, 
llavors li diem la velocitat que volem (en aquest cas 100Kb); seguidament configurem 
el tipus de driver (Normal) i, per últim, obrim el bus. En aquest punt, ja podriem 
començar a llegir del bus. 
//Client 














// iniciem el Thread que llegeix el canal del Kvaser 
listener->start();  






Un cop estan les configuracions fetes, creem i comencem un thread perquè faci de 
listener del bus i ens avisi cada cop que rebem algun missatge CAN. 
 
Lectura del bus 
La lectura del bus es farà dins el thread que abans s’ha començat. 
 
En aquest cas observem un bucle, que es va repetint sempre, on anem llegint del 
canHandler (h), rebem l’identificador, el missatge (8 bytes), la dlc (llargada) entre 
d’altres. 
Si el missatge rebut és correcte, emetem un signal per tal que el programa se n’adoni 
que acaba de rebre un missatge i faci les operacions corresponents. 
 
 
Finalització de la connexió 
Un vegada vulguem deixar de rebre missatges del vehicle, finalitzem el thread i la 
connexió amb el bus Kvaser: 
 
5.3.1.4. Descodificació de missatges CAN i BAP 
Per descodificar els missatges CAN i BAP que ens arriben, es fan bàsicament 
operacions a nivell de bit. Amb la informació llegida tant a la DBC, com en els XML de 
les especificacions de BAP, podem saber cada bit què significa i, així, poder-los anar 





canStatus cs=canReadWait(h, &c.id, c.msg, &c.dlc, &c.flag, &c.timeStamp, 1000 ); 
if(cs==canOK) 
{ 
emit canLlegit(c, canal); 
} 
} 
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//Agafem el byte que ens interessi del missatge de Can 
unsigned char auxC =c.msg[si.startBit/8]; 
 
//Escollim els bits que ens interessin 
r=auxC & 127; 
 
//Fem shifts per tal d’ajuntar bytes 
r = r << 8; 
lsg = ((aux0 &15) << 2) + ((aux1 & 192) >>6); 
A continuació es mostren algunes de les operacions que s’han fet fer tal de 
descodificar els missatges: 
 
 
5.3.1.5. Creació del plugin 
Per la creació del plugin (client) en Java, hem de seguir un seguit de directrius perquè 
sigui compatible amb el programa Guide i es mostri sense problemes ni errors. Per 
tant, la classe principal del plugin ha d’implementar les següents classes: 
• Plugin: interfície per plugins que assegura que cada plugin tingui mètodes per 
descriure el seu nom, identificador, versió, descripció o icona.   
• PluginGUIComponent: interfície que permet que els pluguins es puguin 
mostrar en forma de pestanya, a la zona del Guide dedicada als pluguins. 
• PluginMenuEntry: interfície necessària que implementa funcions que retornen 
les accions inicials i el EntryName del plugin. 
• PluginCompatibilityVersion4: aquesta interfície assegura que el plugin sigui 
compatible amb la versió 4 del Guide. 
• PluginProvidesGuideElements: en aquest cas, el plugin ens proveir de nous 
GuideElements, ja que en el nostre cas, haurem de crear-ne de nous, com per 
exemple amb els CAN-Event Mappings. 
• PluginSupportsGuideElementMerge: si en algun moment hem d’unir algun 
element de Guide, hem de contemplar aquest plugin. 
• PluginUsesGuideElements: finalment, aquesta interfície ens permet usar els 
GuideElements en el nostre plugin. 
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//Missatges d’avís en Java 
 
JOptionPane.showConfirmDialog(GUIUtils.getFocusedFrame(), "Dbc "+ 
GlobalCanMsg.getInstance().getNom()+ " is loaded.\nDo you want to load 
"+aux2[2]+" ?", "New Dbc Load" , JOptionPane.OK_CANCEL_OPTION); 
 
JOptionPane.showMessageDialog(GUIUtils.getFocusedFrame(), "The dbc is 
loaded."); 
 
5.3.1.6. Guardar i carregar plugin i elements de Guide 
Tant en el plugin com en els elements de Guide, s’han d’implementar les mateixes 
funcions per tal de referenciar, guardar i carregar tots els elements important. 
 
Per implementar aquestes funcions en els elements de Guide, hem d’implementar la 
classe UndoableGuideElements. Amb elements de Guide ens referim a les classes tals 
com CanMsg, Signal, BAP o Params, per exemple. 
 
Les funcions més importants i destacables que s’han implementat són les següents: 
• saveDB: guarda el plugin i tots els elements quan guardem el projecte.  
• loadDB: carrega el plugin i els elements que hem guardat en el saveDB. 
• mergeDB: si en algun moment hem d’ajuntar elements de Guide, aquesta 
opció ha d’estar implementada. 
• visit: funció que permet anar visitant els fills dels elements de Guide, per així 
salvar-los o carregar-los. 
 
5.3.1.7. Missatges a usuari 
Tant Java com Qt ens permeten visualitzar missatges a l’usuari d’informació, avis o 
error a l’usuari de forma molt fàcil.  
 
Aquests missatges es visualitzaran, per exemple, quan es vol carregar una nova DBC 
quan ja n’hi ha una de carregada, o se’n retransmet una nova pel socket al Guide i 
aquest veu que ja en té una. En aquests contexts, el programa ens avisarà del què 
està passat i podrem escollir el què volem fer. 
 
Per altra banda, quan falla la connexió amb el Kvaser USBcan II, ens mostra un 
missatge d’informació de l’error, on només podem acceptar. 
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//Missatges d’informació i avís en Qt 
 
QMessageBox msgBox; 
msgBox.setInformativeText("Do you want to load another dbc?"); 
msgBox.setStandardButtons(QMessageBox::Ok | QMessageBox::Cancel); 
 
QMessageBox::StandardButton ret; 
ret = QMessageBox::warning(this, tr("Channel 1"), 




Figura 5.2: Missatge d’informació de Java 
 
 




Figura 5.4: Mostra de missatge d’avís d’error en Qt 
 




Figura 5.5: Mostra de missatge d’informació en Qt 
 
5.3.1.8. Disseny de la interfície del servidor 
La interfície del servidor s’ha realitzat amb Qt que proporciona tots els elements 
indispensables per realitzar entorns gràfics, ja siguin botons, menús o elements per 
mostrar dades. A més, s’ha utilitzat l’eina Qt Designer que ens permet arrossegar els 
elements a la pantalla i situar-los de forma molt més fàcil i així poder construir les 
finestres d’una manera molt senzilla i intuïtiva. 
 
 
Figura 5.6: Pantalla principal de l’aplicació servidor 
 
Com es pot veure a la figura anterior, la nostra aplicació constarà d’una pantalla 
principal, on hi haurà dos panells on es mostraran els missatges CAN que arriben del 
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cotxe pels diferents canals. També constarà d’una barrà de menús, on hi haurà les 
opcions per connectar-se amb el Guide, configurar la connexió amb el cotxe o carregar 
i llegir la base de dades dels missatges CAN i els seus Signals (DBC). 
 
 
Figura 5.7: Pantalla on es mostra la informació dels Signals 
 
5.3.1.9. Disseny de la interfície del plugin 
Per implementar el plugin s’ha fet servir una llibreria especial que ens proporciona el 
programa EB Guide Studio per fer-lo compatible amb el nostre plugin. Aquesta llibreria 
està basada en la biblioteca de gràfics Java Swing. A més a més, també s’ha utilitzat 
Java Swing per complementar la llibreria que ens proporcionava Guide. 
 
El plugin del Guide s’ha implementat basant-se amb l’estètica d’altres plugins que ja 
venen amb el programa. 
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Com que el plugin no és un element de molta complexitat gràfica, no s’ha utilitzat cap 
programa (com NetBeans) o un plugin de l’Eclipse per ajudar a programar, sinó que 
s’ha fet manualment. 
 
 
Figura 5.8: Plugin de Guide 
 
El plugin constarà d’una pantalla amb dos botons, un de connectar i l’altre de 
desconnectar-se del servidor. I a més a més, un panell on es mostraran els mappings 
fets fins el moment. Al costat d’aquest panell hi ha dos botons, un de crear un nou 
mapping i l’altre per esborrar-ne un de ja creat. Si es vol crear un nou mapping, 
s’obrirà una nova finestra on podrem triar el missatge CAN, l’event amb el que el 
volem associar i els diferents valors que volem associar al missatge CAN. 
 
5.3.2. HMI 
Un cop el dissenyador gràfic ha acabat de dissenyar les pantalles que constarà la 
simulació del HMI, és el moment d’anar retallant imatge a imatge i construir la 
simulació amb el EB Guide Studio. 
 
  






Figura 5.9: Mostra de les diferents pantalles del HMI 
 
A part de col·locar totes les imatges en el seu corresponent lloc amb el Guide, s’han 
d’anar enllaçant les pantalles i les diferents accions que s’han de realitzar un cop 
l’usuari interaccioni amb la simulació, això es farà bàsicament amb els diferents events 
interns de Guide que anirem creant. 
 
Finalment, amb la utilització del plugin desenvolupat, també s’associaran els missatges 
CAN que enviï el cotxe amb els event i, conseqüentment, amb la simulació creada, per 
tal d’haver-hi més interacció entre cotxe i simulació de l’HMI. 
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Tot sistema informàtic necessita que es validi i s’avaluï el seu correcte funcionament 
per tal de determinar que compleix tots el requisits sense errades ni problemes 
estructurals. És per això que es realitzen un seguit de proves per intentar eliminar tot 
comportament indesitjable i que el sistema es comporti tal com es va especificar en les 
primeres etapes del projecte. 
 
Durant tots aquests mesos que ha durat el projecte, s’han anat realitzat diferents tipus 
de proves i tests en el sistema, que ho dividirem en diferents blocs: 
 
Proves inicials 
Durant les primeres etapes del desenvolupament del software (a l’anàlisi i 
especificació), s’han realitzat les primeres proves per poder escollir entres les diferents 
opcions que tindrem a l’etapa de disseny i implementació. 
 
Amb aquestes proves no es pretenia avaluar el sistema, sinó que el què es pretenia 
era provar les diferents tecnologies per tal de veure si serien idònies pel 
desenvolupament posterior i no cometre equivocacions escollint-les. 
 
En concret, es va provar que funcionés la connexió del socket entre Java i C++ i, a 
més, que hi hagués comunicació entre la interfície Kvaser USBcan II i el llenguatge de 
programació C++. 
 
Proves unitàries de mòduls 
Ja en la etapa d’implementació, el primer que s’ha realitzat són les proves 
específiques per verificar el correcte funcionament de cada mòdul o funcionalitat del 
sistema per separat. 
 
Així doncs s’ha provat el correcte funcionament de les interfícies gràfiques i el sistema 
de finestres tant del plugin com de l’aplicació servidor. Per altra banda, ja referint-se 
als casos d’ús del sistema, s’ha provat: 
 
• La lectura i interpretació dels diferents fitxers (DBC, BAP). 
• La connexió i correcta recepció dels missatges CAN en el servidor a través del 
Kvaser USBcan II. 
Capítol 6: Proves 
90 
 
• El desxiframent dels missatges CAN rebuts al servidor per l’usb. 
• Establiment i fi de connexió del socket. 
• Enviament, recepció i processament de missatges a través del socket. 
• Creació del plugin de Guide. 
• Poder carregar i guardar el plugin en el projecte de Guide. 
• Creació, modificació i eliminació del diferents CAN - Event Mappings. 
• Enviament d’events interns de Guide. 
 
Molts mòduls tenen dependència amb altres mòduls, és a dir, fins que no funciona un 
mòdul no es pot implementar o provar-ne un amb dependència, per tant, les proves 
unitàries s’aniran solapant amb les d’integració de mòduls. 
 
Pel què fa a l’HMI, les proves unitàries de mòdul serien les proves de les diferents 
pantalles de les constarà la simulació per separat. Per cada pantalla de la simulació, 
es faran les diferents proves per veure si funcionen tots els botons correctament, es 
mostren tots els elements i es fan les transicions en l’ordre adequat dins de la pantalla.  
 
Proves d’integració de mòduls 
Un cop s’han provat els diferents mòduls per separat, es fan les diferents proves 
conjuntes dels mòduls. Com s’acaba de dir, aquestes proves s’anaven realitzant a 
mesura que s’anaven fent les proves unitàries de mòduls, ja que un cop els mòduls 
funcionen unitàriament, es prossegueix amb les proves d’integració d’aquests mòduls 
funcionals. 
 
A la figura 6.1 es mostren diferents mòduls rellevants que s’han provat unitàriament, 
amb el seu esquema d’integració fins arribar a un dels objectius d’aquest projecte, 
l’enviament d’events interns de Guide un cop s’ha rebut un missatge CAN que ens 
interessa. 
 
Un cop s’han superat les proves d’integració de mòduls, es tornen a provar 
unitàriament els mòduls per si hi ha hagut alguna modificació en el codi, no hagi 
afectat el funcionament per separat de cada mòdul. 
 
A l’HMI, el gruix més important de les proves està en les proves unitàries de mòduls, a 
les poves d’integració de mòduls es comprova el correcte funcionament de les 
transicions entre les diferents pantalles, és a dir, que canviïn en l’ordre correcte. 





Figura 6.1: Esquema de proves d’integració de mòduls 
 
A mitjans de les proves d’integració de mòduls, es mostra el treball fet fins el moment 
al client per obtenir crítiques del sistema, visualització o possibles millores d’usabilitat. 
 
Proves del sistema 
Una vegada estan tots els mòduls provats i funcionant correctament, es prova el 
funcionament del sistema en totalitat. Les proves es centren en realitzar els diferents 
casos d’ús especificats del sistema, per trobar si hi ha fallades en el seu funcionament. 
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És en aquest punt, que el programa ja té les funcionalitats implementades i funcionant, 
quan es fa un test real amb diferents usuaris aliens al desenvolupament del sistema, 
no només per trobar errades que no s’hagin trobat anteriorment, sinó també per tal 
d’obtenir feedback del sistema en general, veure si hi ha alguns aspectes que no 
acaben d’agradar o no són prou clars de cara l’usuari i poder-hi realitzar millores.  
 
Proves amb usuaris 
És de gran importància saber l’opinió dels usuaris, sobretot en la part referent a l’HMI 
del vehicle, per intentar saber si s’han aconseguit els objectius. És per això, que s’ha 
provat la simulació de l’HMI amb persones que no tenen re a veure amb el seu 
desenvolupament.  
 
En aquest test es mostra la simulació de l’HMI funcional, ja que en aquest cas és 
d’extrema importància l’opinió pel què fa tan a l’usabilitat de la simulació, com l’elecció 
de colors de totes les pantalles, la facilitat d’ús i que sigui un sistema intuïtiu. I el més 
important de tot, que agradi, ja que no hem d’oblidar que un bon sistema de radio 
navegació en un vehicle, pot fer-li guanyar molts punts quan un client potencial s’està 
mirant de comprar un vehicle. 
 
Per començar el test, es deixa als usuaris familiaritzar-se amb el sistema per, després, 
indicar-los que facin certes funcions amb la simulació, tals com: 
• Apujar volum 
• Canviar d’emissora de radio 
• Canviar de cançó de Media 
• Fer una trucada amb el dial i una altra amb l’agenda 
• Posar el climatitzador del conductor a 23ºC 
 
Finalment, un cop s’han acabat de realitzar les diferents tasques, se’ls hi fan unes 
quantes preguntes referent a la sensacions que han tingut amb el sistema. Aquestes 
preguntes han estat: 
1. Ja disposa d’un sistema tàctil en el seu vehicle? 
2. M’agradaria utilitzar aquest sistema amb freqüència 
3. El sistema és fàcil de fer servir 
4. Hi ha massa inconsistència en el sistema 
5. La majoria de gent aprendria a utilitzar el sistema ràpidament 
6. M’he sentit insegur a l’utilitzar el sistema 
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7. El sistema és molt útil 
8. El sistema realitza totes les funcions que s’espera d’ell 
9. El sistema pot ser utilitzat sense instruccions escrites 
10. El sistema permet recuperar-se d’errors de manera ràpida 
11. Recordo fàcilment com utilitzar-lo 
12. El sistema ajuda a ser més efectiu 
 
A part de la primera pregunta, que es responia amb un si/no, la resta de preguntes 
eren en una escala de 0 al 4, on 0 indicava estar completament desacord i, el 4, 
completament d’acord. 
 
Per últim hi havia una part perquè els usuaris poguessin escriure els comentaris 
oportuns sobre el sistema, tan queixes com suggeriments.  
 
Resultats del test amb usuaris 
Pel què fa a les tasques que van haver de realitzar els usuaris, totes van ser dutes a 
terme ràpidament i sense complicacions, a excepció de la de definir la temperatura al 
climatitzador. Aquesta acció ja s’esperava un resultat més aviat negatiu, ja que era una 
pregunta trampa, la pantalla de climatització és l’única que mostra resultats i on 
l’usuari no pot interactuar amb ella. Tot i això, la majoria d’usuaris intentaven 
interactuar a traves de la pantalla tàctil per canviar la temperatura i no ho feien 
directament amb el climatitzador que porta incorporat el vehicle. 
 
A la segona part de la prova, la de les preguntes, han sortit resultats molt bons, però 
aquests resultats s’han d’avaluar tenint en compte que els usuaris enquestats no 
tenien un sistema tàctil en el seu vehicle. És per això, que a la pregunta de si els hi 
agradaria utilitzar el sistema amb freqüència, unànimement els usuaris han dit que sí.  
 
Els resultats de les preguntes de caire negatiu (4 i 6) han estat baixos, amb tots els 
resultats de valor 1 i 0. I, per altra banda, la resta de preguntes, les positives, la mitja 
ha estat rondant el 3. Per tant, els objectius han estat aconseguits. D’aquest últim 
paquet de preguntes, la que més rellevància ha tingut ha estat la número 8, on els 
usuaris han puntuat més baix, amb la mitja a 2, això ha estat degut a que alguns 
usuaris esperaven més opcions en l’HMI.  
 
Aquesta sensació de voler més pantalles i més opcions a l’HMI ha estat reflectida en 
els comentaris dels usuaris. Però aquests comentaris s’han pres com que el sistema 
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ha agradat i l’usuari en volia més. Tot i això, és bo no oblidar que un dels objectius del 
sistema és que fos realment senzill, per persones que no tinguessin contacte amb 
sistemes tàctils, amb les funcions essencials d’aquest tipus de sistema.  
 
Un altre comentari que s’ha repetit ha estat que l’elecció de diferents colors pels 
contextos facilitava recordar quin context era quin i no desconcentrava ni requeria 
tanta atenció a les lletres de la pantalla a l’hora de conduir. 
 
Com a resultats, s’ha conclòs que el sistema HMI, tant el disseny com les 
funcionalitats, complien amb els seus objectius i, l’únic punt més fluix a tenir en 
compte, seria la pantalla de climatització. 
 
Proves prèvies a l’entrega 
Abans de l’entrega final del projecte, es torna a provar tot el sistema per assegurar-se 
de que tot funciona correctament i no hi ha fallades ni errors. 




Una vegada s’ha finalitzat el projecte, és el moment d’extreure’n les conclusions i 
avaluar-lo de forma objectiva, per veure si les opcions escollides han estat les òptimes 
i si s’han assolit els objectius inicialment marcats del projecte. 
7.1. Objectius 
Abans d’entrar en matèria d’objectius assolits, farem un recordatori de quins objectius 
eren els que es pretenen aconseguir en aquest projecte. En primer lloc es volia crear 
una simulació d’un HMI senzill i intuïtiu i, per altra banda, es volia que aquesta 
simulació es pogués connectar amb el bus CAN del vehicle i que hi hagués intercanvi 
de dades entre el vehicle i la simulació creada. 
7.1.1. Objectius aconseguits  
Pel què fa a l’objectiu de crear una simulació HMI senzilla i intuïtiva, es pot dir que s’ha 
aconseguit. Bé és cert que és una petita simulació d’un sistema de radio navegació, 
sense moltes opcions, però és un dels objectius que es pretenien, que qualsevol 
usuari de qualsevol edat pogués fer servir la simulació sense esforços ni ajuda. 
 
Per altra banda, l’intercanvi de dades entre el vehicle i la simulació, s’ha aconseguit 
que sigui unidireccional, és a dir, les dades son transmeses des del vehicle cap a la 
simulació. Aquestes dades són processades i la simulació canvia i fa les transicions 
oportunes que s’hagin especificat quan arriben els diferents missatges CAN i BAP del 
vehicle. 
7.1.2. Objectius per aconseguir 
Bàsicament, només hi ha un objectiu, que podríem dir que és parcial, per aconseguir, i 
és que l’intercanvi de dades entre simulació i vehicle sigui bidireccional, és a dir, que la 
interacció de l’usuari amb la simulació causés l’enviament de missatges CAN cap al 
vehicle. 
 
Val la pena explicar que des d’un bon principi es tenia pensat implementar la 
escriptura de missatges CAN al bus CAN del vehicle, però es va haver de desestimar 
en una etapa ja molt avançada de la implementació del sistema. Ja a una de les 
últimes etapes de la implementació, amb una reunió amb el client, es va explicar la 
problemàtica que hi havia amb l’escriptura al bus CAN.  Aquesta problemàtica és 
deguda a la no trivialitat a l’hora d’escriure al bus. Tot seguit s’explica detalladament. 
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Les centraletes electròniques, envien missatges al bus contínuament, cada X 
milisegons han d’enviar cada missatge CAN, depenen de la prioritat, això és degut al 
protocol CAN (molt semblant al protocol Ethernet), que fa que hi pot haver centraletes 
que no estiguin escoltant quan s’està escrivint al bus. 
 
Per tant, si es vol escriure en el bus CAN un missatge Y, primer s’ha de curtcircuitar el 
bus, llegir tots els missatges que vinguin de la centraleta que emet aquest missatge i 
no deixar passar els missatges Y que emet la centraleta. Un cop es fa això, es poden 
enviar els missatges Y modificats. Es fa això ja que els valors que conté el missatge Y 
serien diferents que els que envia la centraleta i hi hauria incongruència de les dades. 
 
Tot això no hagués estat un problema si no hagués estat pel tema de curtcircuitar el 
bus CAN, ja que en el moment de la implementació de l’escriptura al sistema, el 
hardware que permet curtcircuitar els missatges provinents d’una centraleta no estava 
funcional, amb la qual cosa no s’hagués pogut provar ni aconseguir l’escriptura al bus 
CAN. 
 
Per tant, amb el client es va avaluar les funcionalitats que es perdrien si no s’enviaven 
missatges CAN cap al vehicle. Finalment es va decidir no implementar-ho, ja que els 
missatges que haguéssim enviat haurien estat de configuració interna del vehicle i no 
aportaven molt amb la interacció de l’usuari amb la simulació. Per exemple, una funció 
que podria interessar a l’usuari era canviar la temperatura de graus centígrads a graus 
Fahrenheit, però funcionalitats d’aquest tipus es poden fer a partir de la simulació del 
HMI, per tant, en aquests casos no es perden funcions. 
 
Per altra banda, per compensar la pèrdua de l’escriptura al bus CAN, es va decidir 
implementar la lectura de missatges BAP, que fins aquell moment no s’havia 
contemplat. Aquest objectiu es va complir dins els terminis correctament.  
 
7.2. Línies de futur  
Després de veure les característiques del sistema i el què s’ha aconseguit i el què no, 
és el moment de proposar les diferents opcions de millora del sistema o noves 
funcionalitats que seria bo incorporar en un futur. 
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7.2.1. Idees de millora i ampliacions 
Escriptura al bus CAN 
Com ja s’ha dit en l’apartat anterior, no s’ha pogut realitzar l’escriptura al bus CAN, així 
doncs, una bona ampliació seria poder escriure missatges al bus un cop el hardware 
que s’ha d’utilitzar per fer-ho estigui completament funcional. Val la pena dir, que part 
d’aquesta ampliació ja està especificada, dissenyada i implementada, tot i que s’ha 
exclòs d’aquest projecte i memòria, com per exemple: la interacció de l’usuari amb la 
simulació, recepció d’event de Guide o enviar missatge per socket.  
 
A més a més, un cop implementat el BAP, no estaria de més poder escriure missatges 
al bus, ja que amb el BAP hem guanyat funcionalitats. 
 
Afegir funcionalitats al servidor 
El servidor en aquests moments és un petit programa que la seva funció bàsica és 
comunicar el vehicle amb el plugin de Guide. A part d’això, també ens permet llegir els 
missatges que conté la base de dades de CAN (DBC). Una nova funcionalitat 
interessant, podria ser poder mostrar la informació dels missatges BAP, que en aquest 
projecte no s’ha contemplat. 
 
A part d’això, un cop es tingués l’escriptura del bus CAN funcionant, també es podria 
ampliar el servidor afegint-li moltes d’altres funcionalitats, podent-lo convertir així en 
una versió reduïda del programa CANoe. Algunes d’aquestes funcionalitats 
interessants podrien ser: 
• Programar petites funcions per la interacció amb el bus CAN: un exemple seria, 
poder dir-li al programa que quan es rebi cert missatge X, enviï un altre 
missatge Y. O quan rebi un missatge Z, canviar-li diferents valors dels signals i 
escriure’l al bus. 
• Carregar més d’una DBC: pel moment només es treballa amb una DBC, no 
estaria de més poder anar afegint d’altres DBC’s dels diferents busos CANs, 
per així poder llegir i escriure un rang més ampli de missatges CAN. 
• Triar  quins missatges es volen mostrar: actualment, mostra per pantalla tots 
els missatges que es reben del vehicle, sria bo poder triar els missatges que es 
vol rebre, ja que el vehicle contínuament està enviant missatges i molts 
d’aquests no són rellevants, per tant, es podria fer un filtre abans de mostrar-
los a l’usuari. 
Capítol 7: Conclusions 
98 
 
• Accés al bus CAN per Wireless: Kvaser ha tret al mercat una nova interfície 
que permet la recepció i enviament de missatges CAN sense haver de tenir un 
ordinador punxant el cable físicament. Es podria afegir al servidor la opció de 
connectar-se al bus amb aquesta nova interfície. 
 
Les ampliacions del servidor, convertint-lo en un programa amb una gran projecció i 
funcionalitat podria donar lloc a un altre projecte de final de carrera. 
 
7.3. Planificació temporal final 
Pel què fa a la planificació temporal que hi ha hagut finalment en el projecte, es pot dir 
que ha seguit casi exactament la inicial. Com a la majoria de projectes, hi ha hagut 
imprevistos, en aquest cas ha estat la impossibilitat d’escriure al bus CAN i la 
conseqüent incorporació de la lectura de missatges BAP. Tot això ha fet que es 
retardés lleugerament la data de fi d’implementació, però no la data del final del 
projecte. 
 
A la segona part del diagrama Gantt, es pot veure com a la tasca número 42 es va 
parar la implementació de l’escriptura, allà va ser on va començar el procés de 
desenvolupament i lectura dels missatges CAN (tasques de la 43 a 47). I a partir 
d’aquí la resta de tasques per fer, es van veure enrederides en el temps. 
 
Per sort, una bona planificació inicial deixant un temps de marge al final del projecte, 
































































Sistema de radio navegació amb intercanvi de dades amb el bus CAN 
101 
 
7.4. Estudi econòmic 
Un dels factors més importants en tot projecte empresarial és el seu pressupost, que 
serà l’element determinant per decidir si un projecte és viable o no. Un projecte pot 
variar molt depenen del personal que es contracti, els materials que utilitzem i el 
software necessari.  
7.4.1. Pressupost del personal 
Per l’elaboració del pressupost de les hores invertides pel diferent personal en aquest 
projecte, s’han tingut en compte els rols de cap de projecte, analista, dissenyador i 
programador per la part d’elaboració del projecte software. A més, s’ha afegit un 
dissenyador gràfic que ha estat l’encarregat de dissenyar la part gràfica del HMI. 
 
Personal Preu/Hora Hores Total 
Cap de projecte 60 € 90 5.400 € 
Analista 45 € 130 5.850 € 
Dissenyador 30 € 105 3.150 € 
Programador 18 € 550 9.900 € 
Dissenyador Gràfic 30 € 50 1.500 € 
Total  925 hores 25.800 € 
Taula 7.1: Pressupost del personal 
7.4.2. Pressupost de materials 
Pel què fa al pressupost de materials s’ha tingut en compte els requisits hardware que 
es necessiten per poder desenvolupar el projecte. Per realitzar les diferents proves en 
el sistema s’han utilitzat maquetes de vehicles, però que no es contemplaran en el 
preu del pressupost de materials.  
 
S’ha afegit una columna amb el percentatge d’amortització que tindran aquests 
components en el projecte, és a dir, com es pot veure a la taula 7.2, l’ordinador que 
costa 800€, hem estimat que el temps de durada del projecte serà un 20% del preu del 
ordinador, ja que en etapes anteriors al projecte i posteriors l’ordinador ha estat i serà 
reutilitzat per altres tasques i projectes. Per altra banda, el Kvaser USBcan II, s’ha 
estimat a un 0%, no perquè no s’utilitzi, sinó perquè es va fer la inversió de comprar-lo 
per un projecte anterior i ja estava amortitzat al 100%, per tant, no suposava cap 
despesa extra el fet d’utilitzar-lo. 




Material Preu/Unitat Unitats % Total 
Ordinador portàtil 800 € 1 20 160 € 
Kvaser USBcan II 1045 $ (860 € aprox.) 1 0 0 € 
Total    160 € 
Taula 7.2: Pressupost de materials 
 
7.4.3. Pressupost de llicències i software 
Les llicències software són molt importants i, en aquest projecte, essencials per poder-
lo realitzar. També fan que augmenti el preu del producte de manera molt considerable 
depenent de les alternatives escollides. Com ja s’ha vist a l’etapa de disseny, s’ha 
hagut d’utilitzar diferents programes propietaris en comptes d’alternatives de software 
lliure.  
 
Com es pot veure en la següent taula, el programa EB Guide Studio és el que fa pujar 
més el pressupost, al haver de pagar una llicència de 33000 euros més 10000 euros 
addicionals per actualitzacions i suport anual. 
 
Com a la taula 7.2, també s’ha afegit una columna amb el % real del cost del producte 
que s’utilitzarà en el projecte. 
 
Software Preu/Unitat Unitats % Total 
Windows XP 150 € 1 20 30 € 
Photoshop CS4 400 € 1 10 40 € 
IBM Rational Modeler 913 € 1 100 913 € 
EB Guide Studio 33.000,00 € + 
10.000 € quota anual 
1 30 12.900 € 
Eclipse 0,00 €   0,00 € 
QtCreator 0,00 €   0,00 € 
Java 0,00 €   0,00 € 
Qt 0,00 €   0,00 € 
C++ 0,00 €   0,00 € 
Total    13.883 € 
Taula 7.3: Pressupost de software i llicències 
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7.4.4. Pressupost total 
El pressupost total del projecte és el resultat de la suma dels pressupostos anteriors 
detallats. 
Pressupost Total 
Personal 25.800 € 
Materials 160 € 
Llicències 13.883 € 
Total 39.843 € 
Taula 7.4: Pressupost total 
 
Així doncs, tal com es mostra a la taula 7.4, el pressupost total de realització del 
sistema seria de 39.843€. 
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• Informació sobre CAN: 
http://en.wikipedia.org/wiki/Controller_area_network 
• API de Java: 
http://java.sun.com/javase/6/docs/api/ 
• C++ Reference: 
http://www.cplusplus.com/reference/ 
• Kvaser CANLIB SDK Help: 
http://www.kvaser.com/canlib-webhelp/ 
• Forum Qt: 
http://www.qtforum.org/index.html 
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Annex I: Manual d’usuari 
Un aspecte tan important com la implementació del sistema, és la formació dels 
usuaris per tal que puguin ser capaços d’utilitzar el sistema autònomament. Per això 
és de gran utilitat tenir un manual perquè l’usuari el pugui consultar en cas que tingui 
algun dubte a l’hora de fer servir el programa. 
 
Instal·lació del servidor 
El servidor no requereix instal·lació, simplement s’ha d’executar l’arxiu PFC.exe dins la 
carpeta on es troba amb les llibreries i ja s’obrirà l’aplicació.  
 
Instal·lació del plugin 
S’ha de copiar l’arxiu GuidePlugin_Can.jar i la carpeta GuidePlugin_Can (amb el seu 
contingut) dins la carpeta lib/plugin que es troba dins la carpeta d’instal·lació de Guide. 
 
Un cop hem copiat els arxius allà, obrim o reiniciem el programa Guide. Un cop el 
programa està obert, anem a la barra d’opcions i seleccionem Plugins i allà, “Plugin 
Class List...”. 
 
Figura A.1: Pestanya del programa Guide 
 
Llavors se’ns obre una finestra, on hem de seleccionar CanPlugin: 




Figura A.2: Finestra d’afegir plugin 
 
Un cop hem acceptat, ens apareix a la part inferior de la finestra principal del Guide, 
una pestanya amb el plugin ja en actiu: 
 
Figura A.3: Plugin de CAN 
 
Carregar i llegir la DBC 
En el servidor, quan volem carregar l’arxiu de la DBC, s’ha d’anar a la pestanya “CAN” 
i a dins, a la opció “Load .dbc”. Llavors se’ns obrirà un diàleg per triar l’arxiu DBC. Un 
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cop haguem buscat l’arxiu .dbc dins el sistema d’arxius de Windows, premem “Abrir” i 
se’ns carregarà l’arxiu en el servidor. 
 
Finalment, ens sortirà un missatge dient-nos que s’ha pogut carregar l’arxiu .dbc en el 
servidor. 
 
En el cas que hi hagués un arxiu .dbc carregat prèviament, ens sortirà un missatge 
confirmant-nos si volem canviar la .dbc o no. 
 
Figura A.4: Missatge d’informació de DBC ja carregada 
 
Carregar especificacions BAP 
Un cop s’ha carregat la DBC, s’activarà l’opció de la pestanya CAN “Load BAP Specs”. 
Si la premem, se’ns obrirà un nou diàleg amb tots els missatges BAP que conté la 
DBC. Busquem el que ens interessa i, si volem afegir-li les seves corresponents 
especificacions de BAP, fem doble click a la cel·la o bé, la seleccionem i llavors 
premem el botó “...”. En qualsevol dels dos casos, se’ns obrirà una nova finestra per tal 














Figura A.5: Diàleg per carregar especificacions BAP 
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Si el què volem és canviar l’arxiu d’especificacions BAP, hem de fer doble click sobre 
el nom de l’arxiu que volem canviar i se’ns obrirà una finestra on seleccionar el nou 
arxiu XML, que substituirà el que hi havia anteriorment. 
 
Per altra banda, si el què volem és eliminar un arxiu d’especificacions, simplement 
hem de seleccionar la cel·la amb el seu nom, llavors s’activarà el botó “X”. Si el 
premem, eliminarem l’arxiu d’especificacions seleccionat. 
Connexió servidor amb el bus CAN 
Abans de fer res, s’han d’instal·lar els drivers del cable Kvaser USBcan II, que es 
poden descarregar gratuïtament de la pàgina web de Kvaser. 
 
Una vegada tinguem els drivers instal·lats i el cable connectat a l’usb de l’ordinador, 
anem al servidor, a la pestanya “CAN” i allà a “Edit Preferences”. Llavors se’ns obrirà 
una finestra on podrem modificar les preferències del Kvaser per tal de connectar-se al 
bus CAN: 
 
Figura A.6: Diàleg per configurar els canals de Kvaser 
 
En aquesta pantalla podem activar i desactivar els diferents canals i canviar la velocitat 
de lectura del bus CAN. Un cop premem Ok s’activarà els canals especificats i es 
començaran a llegir missatges i es mostraran a la pantalla principal. 
 
Si es produeix algun error a la connexió amb el bus, se’ns mostrarà una finestra amb 









-1 Error in one or more parameters; a parameter specified in the call was invalid, out of 
range, or so. This status code will also be returned when the call is not implemented. 
-2 "There were no messages to read." 
A function tried to read a message, but there was no message to read. 
-3 Specified device or channel not found." 
There is no hardware available that matches the given search criteria. For example, you 
may have specified canOPEN_REQUIRE_EXTENDED but there's no controller capable of 
extended CAN. You may have specified a channel number that is out of the range for the 
hardware in question. You may have requested exclusive access to a channel, but the 
channel is already occupied. 
-4 "Out of memory." 
A memory allocation failed. 
-5 "No channels available." 
There is indeed hardware matching the criteria you specified, but there are no channels 
available, or the channel you specified is already occupied. 
-7 "Timeout occurred." 
A function waited for something to happen (for example, the arrival of a message), but that 
something didn't happen. 
-8 "The library is not initialized." 
The driver is not initialized. canInitializeLibrary() was probably not called? 
-9 "Out of handles." 
No handles are available inside canlib32. The application has too many handles open (i.e. 
has called canOpenChannel too many times, or there's a memory leak somewhere.) Note 
that we are not talking about Windows handles here, it's CANLIB's own internal handles. 
-10 Handle is invalid." 
The CANLIB handle you specified (if the API call includes a handle) is not valid. Ensure 
you are passing the handle and not, for example, a channel number. 
-12 "Driver type not supported." 
CAN driver mode is not supported by the present hardware. 
-13 "Transmit buffer overflow." 
The transmit queue was full, so the message was dropped. 
-15 "A hardware error has occurred." 
Something probably related to the hardware happened. This could mean that the device 
does not respond (IRQ or address conflict?), or that the response was invalid or 
unexpected (faulty card?). 
-16 "A driver DLL can't be found or loaded." 
(One of) the DLL(s) specified in the registry failed to load. This could be a driver 
installation problem. 
-17 "A DLL seems to have wrong version." 
DLL version mismatch. (One of) the DLL(s) specified in the registry is - probably - too old, 
or - less likely - too new. 
-18 "Error when initializing a DLL." 
Something failed when a device driver was being initialized. In other words, we can open 
the driver but it makes a lot of fuss about something we don't understand. 
-23 "Can't find or load kernel driver." 
A device driver (kernel mode driver for NT, VxD for W95/98) failed to load; or the DLL 
could not open the device. Privileges? Driver file missing? 
-24 DeviceIOControl failed; use Win32 GetLastError() to learn what really happened. 
-28 "Error (missing data) in the Registry." 
A registry key is missing, invalid, malformed, has gone for lunch or what not. 
can_verify.exe might provide some insight. 
-29 The license is not valid. 
-30 "Internal error in the driver." 
Indicates an error condition in the driver or DLL, which couldn't be properly handled. 
-31 "Access denied." 
This means that you tried to set the bit rate on a handle to which you haven't got init 
access or you tried to open a channel that already is open with init access.  
-32 "Not implemented." 
The requested feature or function is not implemented in the device you are trying to use it 
on. 
Taula A.1: Codis d’error del bus Kvaser 
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Connexió servidor i client 
Per la connexió client-servidor, és molt important connectar primer el servidor i 
després el client. 
 
Per connectar el servidor, anem a la pestanya “GUIDE” i a “Connect”. Se’ns obra una 
finestra com aquesta: 
 
Figura A.7: Diàleg per connectar el servidor al socket 
 
Per defecte, està connectat a localhost i al port 1414, aquests valors es poden canviar, 
si es volen. Al prémer Connect, es connecta a aquest IP i port. Si hi hagués algun 
problema amb la connexió, se’ns mostraria un missatge d’error. 
 
Un cop tenim el servidor en marxa, és hora de connectar el client, per fer-ho, premem 
el botó “Connnect CAN” del plugin, que ens mostrarà una finestra molt semblant a 
l’anterior per especificar IP i port. Per defecte, també està a localhost i port 1414: 
 
Figura A.8: Diàleg per connectar al socker el Guide 
 
Un cop premem “OK”, servidor i client estaran connectats. En aquest moment, si el 
servidor té una base de dades de CAN carregada, se li enviarà al client. Aquest procés 
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pot tardar uns segons, quan s’acabi de transmetre i processar els missatges, se’ns 
mostrarà un missatge dient que s’ha carregat la DBC en el client. 
 
Figura A.9: Missatge d’informació 
 
Desconnexió servidor i client 
Per desconnectar el servidor, hem d’anar a la pestanya GUIDE i seleccionar l’opció 
Disconnect, que només estarà activada si el servidor està prèviament connectat. 
 
Per desconnectar el client, hem de prémer el botó “Disconnect Can”, que estarà actiu 
si el client està connectat al socket. 
 
Creació, modificació i eliminació de mappings 
Per poder crear mappings, hi ha d’haver una DBC carregada en el client. Per 
aconseguir-ho s’ha de complir: 
• Estar connectat servidor i client 
• El servidor ha de tenir carregada una DBC. 
Un cop tinguem una DBC carregada, se’ns activarà el botó de “New Can Mapping”. Si 
volem crear un nou mapping, s’ha de prémer aquest botó, que ens mostrarà un nou 
diàleg: 




Figura A.10: Finestra per realitzar un CAN-Event Mapping 
 
En aquest diàleg haurem d’escollir un missatge de CAN, una funció BAP si és que el 
missatge té associades les especificacions del BAP i, finalment, un event dels creats 
en el projecte de Guide. 
Quan s’hagi seleccionat el missatge CAN, se’ns omplirà la taula de Signals, amb els 
diferents Signals que tingui el missatge. Finalment, hem de triar la variable global que 
volem associar al Signal (Content). 
 
Figura A.11: Finestra per especificar el valor d’un Signal d’un CAN-Event Mapping 
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Un cop s’hagi omplert tots els Signals corresponents, premem Acceptar i se’ns afegirà 
el mapping creat al llistat de mappings del plugin, com mostra la següent figura: 
 
Figura A.12: CanPlugin amb un Can-Event Mapping ja creat 
 
 
Com també es pot veure a la figura anterior, un cop tenim un mapping creat, se’ns 
activa el botó “Delete Can mapping”. Si el què volem és esborrar un mapping, 
simplement hem de seleccionar el mapping que volem esborrar i prémer el botó 
“Delete Can mapping” i el mapping seleccionat s’esborrarà de la llista de mappings. 
 
Si el què es vol és modificar un mapping, simplement s’ha de fer doble click sobre el 
mapping ja creat al llistat de mappings, i se’ns obrirà un diàleg com el de la figura A.11 
amb els valors del mapping, aquests valors poden ser modificats i al prémer “OK” 
se’ns guardaran els canvis. 
 
