Introduction
NAG has been developing numerical software components for thirty years. In that time there have been dramatic changes in every aspect of the computing scene. Computer architectures have developed, languages and computational environments have evolved, computing has become a ubiquitous tool! In developing libraries we need to consider always the needs of the application developers. These vary according to the computational problems that they are developing, the software environment in which they work, and the computing architectures that are available to them. When NAG first became involved in the development of numerical libraries the language was FORTRAN, the computing architecture was a mainframe, workstation or for a few lucky individuals, the Cray Supercomputers. This is no longer the case and we now need to deal with PCs to HPCs with applications in C, C++, Delphi, Fortran or any number of other computing languages. In order to provide the kind of computational support that application developers have come to expect we need to create plug-and-play components that can adapt to the appropriate hardware/software environment. This implies algorithms that can take advantage of the architecture but remain portable, in languages that can interoperate with a number of possible application languages and programming paradigms.
Initially we will discuss the development of numerical components that allow the required flexibility of programming environment. We will then present examples of the use these components within a particular visual environment.
Scalable Software for Scalable Hardware
At the present time NAG develops five libraries of numerical software components. These provide a base of algorithms that can interface to different languages and which run effectively on a variety of architectures. The suite of libraries comprises the NAG Fortran Library, the NAG C Library, the NAG F90 Library, the NAG SMP Library and the NAG Parallel Library.
We aim to provide robust, efficient and easy-to-use software for application development and are continually active in extending the functionality and increasing the effectiveness of the library components. The underlying algorithms for numerical libraries evolve in line with the algorithmic advances, the user requirements and the continuing developments in computer architectures.
Whilst the Fortran, F90 and C libraries provide algorithms in a variety of language interfaces, the SMP and Parallel libraries (6, 8) provide the user with access to highly specialized algorithms and a path to parallel applications without the investment in parallel programming skills. Many of the parallel codes have been developed as part of a European project, PINEAPL (7), within industrial applications (1). Hence ensuring industrial relevance and application integration. For a user developing applications on SMP architectures the transition from a serial application to a parallel one is made simply by linking the SMP library to their application rather than the Fortran library. This transparency of the component use is essential.
We will discuss some of the language and algorithmic issues that arise in the development of this suite of algorithmic components.
Within an application development environment the computational components are only one of several requirements. Here we discuss how NAG can provide a user with a rich environment employing the NAG numerical components.
NAG develops the IRIS Explorer system (3) which although historically a dataflow visualization system, more and more is proving invaluable as the infrastructure for computational problems. The IRIS Explorer environment provides the user with a number of attractive features, including, the ease-of-use visual programming environment -modules of the application are connected by simple pipes, the capability to interact with the application, the module builder which acts as a gateway to Fortran/C/C++ applications.
An application built in IRIS Explorer is simply a set of modules connected -a map. The developer can create maps to represent the application and then define the user interface for that application. The end-user may see only the application interface which has been defined for their needs, incorporating output of a variety of forms including graphics and visualisation and slides or dials to alter parameters during the computation. The end-user does not need to know anything about the IRIS Explorer environment, or indeed the underlying computational modules, in order to run the application.
IRIS Explorer provides the distributed and open system that is required for creating applications using the NAG numerical components. Using IRIS Explorer in this application development mode has much in common with the more specialised system SciRUN (4) and other similar problem solving environments. The SciRUN environment has many of the same features but is aimed essentially at the large-scale computations and as such as the essential modules for those problems integrated.
IRIS Explorer has provided this type of infrastructure in several systems some of which have been developed within European funded projects in which NAG has been a partner. The use of IRIS Explore in such projects also ensures that the development of IRIS Explorer itself is in pertinent directions to the application areas. For example, in one of the projects, which was tackling the problems of large-scale simulations it was necessary to ensure that IRIS Explorer was CORBA compliant. A second project, DECISION, has as its goal to develop optimization environment that integrates new and existing optimization technology in a problem-solving environment suitable for tackling complex design optimization problems. A third European funded project, STABLE (2), utilised the IRIS Explorer framework to develop a statistical problem solving environments.
The issues involved in these projects are essentially the same for any application area. Clearly a key aspect of the design of any such system is the specification of the objects and datatypes that link the modules. The basic IRIS Explorer system has a number of data types but these were designed for use in scientific visualisation. In the STABLE project, for example, a new data type was devised that could be used to represent many kinds of data. This made use of a hierarchical 'soft-typing'. This then provides the 'glue' between the IRIS Explorer system and the Fortran and C coded routines that have been made into modules within IRIS Explorer.
Conclusions
We will discuss the issues of developing robust, reliable, portable computational components and the issues that arise when plugging those components into an environment such as IRIS Explorer.
