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V současné době již téma inteligentní domácnosti není žádnou novinkou a na trhu existuje
nejedno řešení této problematiky. Důraz je kladen především na miniaturizaci jednotlivých
prvků inteligentního systému a na logiku řízení tohoto systému jako celku. S tím souvisí
i požadavek na uchování schopnosti systému řídit inteligentní domácnost i v případě ztráty
spojení některého z jeho funkčních prvků s řídícím členem. Tato práce se zabývá návrhem
a implementací úprav brány inteligentní domácnosti v systému BeeeOn s cílem zajistit
jeho autonomii i v případě výpadku internetového spojení. Problém ztráty schopnosti ří-
dit domácnost je řešen přidáním možnosti navázat komunikaci přímo s bránou a zavede-
ním schopnosti brány automatizovaně ovládat domácnost bez účasti řídicího členu. Toto
rozšíření vnáší do systému autonomii a umožňuje uživateli mít domácnost pod kontrolou
i v případě výpadku řídícího členu systému. To vede ke zvýšení bezpečnosti a kvality služeb
obecně.
Abstract
Currently, the topic of smart home is not new and there are many solutions for this pro-
blem on a market. Emphasis is placed on miniaturization of the individual elements of
an intelligent system and control logic of the system as a whole. This is associated with
requirement for ensuring management capabilities of the system in case of failure of the
connection between some of the functional elements and the control member. This work
deals with design and implementation of modifications in intelligent home gateway in an
existing BeeeOn project to ensure its autonomy even in case of loss of internet connection.
The problem of loss of ability to manage the household is solved by adding the possibility
to establish direct communication with the gateway and the introduce automation ability
into gates to control household without the participation of the controlling member. This
extension brings autonomy into the system and allows user to have the household under
control even in case of loss of internet connection. It leads to increase system security and
quality of service in general.
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Pojem inteligentní domácnost není v současné době žádnou novinkou. Na trhu existuje ne-
jedna firma zabývající se tvorbou těchto vestavěných systémů jak pro podnikovou sféru,
tak pro běžnou domácnost. S pokročilými technologiemi je snaha o minimalizaci velikosti
jednotlivých hardwarových prvků, celkovou jednoduchost výsledného řešení a jeho cenovou
dostupnost. Důraz při realizaci této problematiky je kladen především na pokročilou funk-
cionalitu řízení inteligentního systému a na kvalitu poskytovaných služeb. Projekt BeeeOn,
který je vyvíjený na Fakultě informačních technologií VUT v Brně a v rámci kterého je
realizována i tato práce, přistupuje k vývoji inteligentní domácnosti kromě výše zmíněného
se zaměřením na modulárnost, snadnou rozšiřitelnost a bezpečnost.
1.1 Cíle práce
Cílem této práce je seznámit se s již existujícím řešením pro inteligentní domácnost, které je
vyvíjeno v rámci projektu BeeeOn a navrhnout úpravy vedoucí ke zvýšení autonomie jed-
noho z jeho prvků - brány inteligentní domácnosti. Důraz je kladen na detailní nastudování
architektury tohoto prvku a jeho napojení na ostatní části systému BeeeOn. Součástí práce
je návrh a implementace změn brány inteligentní domácnosti tak, aby byla zajištěna její
autonomie i v případě výpadku spojení s řídicím členem systému - serverem. Tato úprava
zajistí bráně schopnost automatizovaně kontrolovat data a nastavení koncových prvků, které
jsou na ni připojeny, a možnost tyto prvky autonomně řídit. Toto vylepšení bude mít vliv
na zvýšení bezpečnosti stávajícího systému inteligentní domácnosti a na kvalitu jeho po-
skytovaných služeb.
1.2 Struktura práce
První část práce se zabývá detailním popisem architektury brány inteligentní domácnosti
a jejích vazeb na ostatní prvky systému BeeeOn. Druhá část práce se pak týká především
návrhu a implementace změn tohoto prvku za účelem zajištění autonomie celého systému
a vlivu těchto změn na jeho ostatní členy. V kapitole 2 bude představen koncept inteligent-
ního domu spolu s jeho přínosy pro uživatele a možnostmi uplatnění inteligentního řízení
v praxi. Dále zde bude popsán konceptuální návrh projektu BeeeOn, jeho architektura
a význam jednotlivých jeho prvků pro funkcionalitu systému.
Kapitola 3 obsahuje detailní popis architektury brány inteligentní domácnosti, principu
její činnosti a způsob jejího napojení na ostatní prvky systému. Dále je zde detailně popsána
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aplikace AdaApp, která zajišťuje funkcionalitu prvku brány a zároveň tvoří programový
podklad pro tuto práci.
Prostředky použité v návrhu a následné implementaci změn budou popsány v kapitole 4.
Kapitola 5 se zabývá podrobným popisem návrhu jednotlivých úprav aplikace AdaApp. Na
začátku této kapitoly jsou přiblíženy dva principy nutné pro zajištění autonomie brány
inteligentní domácnosti. Kromě popisu konkrétních úprav částí aplikace AdaApp je zde
graficky znázorněna výsledná podoba návrhu. V úvodu kapitoly 6 je nastíněn plán vývoje
spolu s postupem implementace změn na základě návrhu z kapitoly 5. Způsob testování
výsledného řešení spolu s testovanými modely chování je popsán v kapitole 7. Na závěr jsou




Pojem inteligentní domácnost (někdy označovaná také jako inteligentní dům) spadá pod
souhrnné značení Internet of Things nebo také IoT, které reprezentuje propojení vesta-
věných zařízení s internetovou (především bezdrátovou) sítí. Toto spojení přináší pokročilou
možnost ovládání zařízení připojených do sítě, umožňuje sběr a výměnu jejich dat a jejich
vzájemnou kooperaci. Informace v následujícím textu jsou čerpány z [15].
Inteligentní dům, označovaný také jako domácí automatizace nebo domotika, je v nej-
širším slova smyslu budova vybavená moderními technologiemi, která dokáže předvídat
a autonomně reagovat na aktuální podmínky v domě a v neposlední řadě na potřeby jeho
obyvatel. Cílem zavedení inteligence do domácnosti je především zvýšení komfortu a po-
hodlí bydlení, zefektivnění využití energií a jejich úspora, zvýšení zabezpečení domu či
centralizace a zjednodušení řízení veškerých technologií v domě.
Pod pojem inteligentní dům spadají budovy na různém stupni inteligence, počínaje oby-
čejným domem vybaveným běžným kamerovým systémem po ukázkové inteligentní domy
budoucnosti. Koncept takové domácnosti není novinkou dnešní doby, ale datuje se do pa-
desátých let minulého století.
Inteligentní domy lze dělit na základě míry poskytované inteligence na pět stupňů,
které na sebe navzájem navazují. Začneme-li od nejnižšího stupně inteligence, pak mluvíme
o domech, které [15]:
1. Obsahují inteligentní zařízení a systémy - v domě jsou rozmístěna samostatná
inteligentní zařízení ovládající konkrétní prvek domácnosti, jako například ovládání
osvětlení v závislosti na intenzitě venkovního světla. Tato zařízení pracují na sobě
nezávisle.
2. Obsahují inteligentní komunikující zařízení a systémy - rozšiřuje inteligenci
předchozího stupně o schopnost zařízení a systémů komunikovat mezi sebou za účelem
zefektivnění a vylepšení jejich činnosti. V praxi se jedná například o automatické
zapnutí bezpečnostního systému domu a vypnutí všech světel v domě při zamčení
vchodových dveří.
3. Propojený dům - někdy označovaný také jako connected home, je propojený vnitřní
a vnější komunikační sítí, která umožňuje vzdálené ovládání systémů v domě a pří-
stup k jejich datům odkudkoliv. Příkladem může být rozsvícení všech světel v domě
v případě poplachu bezpečnostního systému, odeslání zprávy majiteli a umožnění
vzdáleného přístupu k záznamům bezpečnostních kamer. Tento stupeň inteligence
domácnosti je v současné době nejvyšší komerčně dostupnou technologií.
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4. Učící se dům - technologie schopná na základě předvídání potřeb uživatele auto-
nomně ovládat jednotlivé systémy v domě. Jde například o automatickou regulaci
vytápění domu podle obvyklého používání.
5. Pozorný dům - na základě sledování aktivity a polohy uživatelů v reálném čase, jsou
jednotlivé systémy domu ovládány podle aktuálních okolností a potřeb jeho uživatelů.
Stejně jako předchozí stupeň inteligence domu, je i tento v současné době pouze ve
fázi výzkumu.
V současné době se v běžných domácnostech nachází množství různých technologií, které
mají odlišný způsob ovládání, různé ovládací prvky a nedokáží spolu navzájem spolupraco-
vat. Mezi tyto technologie patří například termostaty pro řízení topení, osvětlení nebo bez-
pečnostní systémy. Hlavní přínos zavedení inteligentního řízení do obyčejných domácností
spočívá v propojení těchto systémů spolu se sjednocením způsobu jejich ovládání a centra-
lizaci řízení tak, aby byla uživateli poskytnuta maximální míra komfortu a pohodlí [15].
V následujících podkapitolách budou popsány možnosti uplatnění inteligentního řízení
v obyčejné domácnosti a projekt BeeeOn jako jeden z možných přístupů k realizaci inteli-
gentní domácnosti a jejího autonomního řízení.
2.1 Uplatnění inteligentního řízení v praxi
V běžných domácnostech se nachází množství různých elektrických zařízení, která se po
připojení do řídící sítě inteligentního domu stávají prvky tohoto inteligentního systému
a je možné automatizovat jejich ovládání. I přes integraci konkrétního prvku do systému
inteligentního řízení je stále žádoucí zachovat možnost manuálního ovládání tohoto prvku.
Je tedy nutné zajistit vzájemnou součinnost těchto dvou způsobů ovládání. Mezi tyto prvky,
které lze tímto způsobem integrovat a automatizovat, patří například [15]:
1. Vytápění a klimatizace - centrální regulace teploty v celém době pomocí jednoho
termostatu napojeného do řídící sítě a teplotních senzorů umístěných v každé míst-
nosti.
2. Stínící technika - automatické ovládání vnitřních žaluzií a rolet v závislosti na
intenzitě venkovního světla, automatické zatažení venkovních žaluzií jako reakce na
silný vítr.
3. Osvětlení - možnost předdefinování a úprava světelných scén pro různé účely jako
je například sledování televize nebo přítomnost návštěvy, ovládání intenzity různých
světelných zdrojů a vytváření různých světelných efektů.
4. Elektronický zabezpečovací systém - tento komplexní systém zahrnuje například
senzory pohybu, senzory pro detekci otevření oken a dveří, protipožární detektory
a mnohé další. Může zajišťovat například zavření všech oken, zhasnutí všech svě-
tel a zapnutí kamerového a poplachového zařízení při odchodu posledního obyvatele
domu.
5. Elektronický přístupový systém - ověřování oprávnění k přístupu do domu na-
příklad pomocí číselného kódu, bezkontaktní karty nebo využitím biometrie.
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6. Simulace přítomnosti osob - vytvoření iluze obydleného domu, ve kterém se v ur-
čitých intervalech rozsvěcují světla, odtahují žaluzie, případně zapíná televize. Tento
režim inteligentního domu nachází uplatnění hlavně tehdy, jsou-li jeho obyvatelé po
delší dobu v domě nepřítomni a je třeba odradit potenciální zloděje.
Výše zmíněné příklady prvků inteligetní domácnosti nejsou zdaleka jediné možné. Veškeré
prvky, které lze připojit do elektrické nebo telekomunikační sítě, lze připojit pomocí vhod-
ného rozhraní i k řízení inteligentní domácnosti. Tím je zajištěna nekonečná rozšiřitelnost
funkcionality a variability inteligentního bydlení.
2.2 Projekt BeeeOn a jeho architektura
Projekt BeeeOn [6] je vyvíjený na Fakultě informačních technologií VUT v Brně. Hlavní
motivací pro tento projekt je vytvoření modulárního systému pro inteligentní řízení domác-
nosti a automatizaci, který bude bezpečný a snadno rozšiřitelný o další funkcionalitu.
Navíc je tento systém distribuován jako open-source hadware a software a nabízí tak
svým uživatelům přístup k technických detailům návrhu a ke zdrojový kódům. Technická
specifikace použitého hardware jako model fyzických krabiček systému BeeeOn a schémata
použitých plošných spojů (DPS) jsou k dispozici na stránkách projektu [6]. Vývojová verze
softwaru je k dispozici na BeeeOn GitHub1
Obrázek 2.1: Architektura systému BeeeOn.
1Webová služba pro podporu vývoje softwaru s použitím nástroje Git. Zdrojové kódy projektu jsou ke
stažení na www.github.com/BeeeOn.
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Inteligentní domácnost v rámci tohoto projektu je propojena jak vnitřní (domácí) sítí, tak
vnější telekomunikační sítí a spadá tedy z hlediska míry poskytnuté inteligence do třetí
kategorie inteligentního domu nazývané propojený dům. Plánem projektu je posunout se
v hierarchii inteligence domů jěště o stupeň výš a vytvořit tak inteligentní systém označo-
vaný jako učící se dům. Informace o projektu BeeeOn jsou čerpány z [1] a [6].
Architektura systému BeeeOn se na své nejabstraktnější úrovni dělí do několika vrstev.
Počínaje nejnižší vrstvou se jedná o bezdrátové koncové prvky, bránu inteligentní domác-
nosti, server a koncové ovládací stanice. Vzájemné vazby mezi těmito prvky jsou znázorněny
na obrázku 2.1.
2.2.1 Bezdrátové koncové prvky
Nejnižší vrstva celé architektury je tvořena bezdrátovými koncovými prvky, které podle
své funkce mohou být dvojího typu. Prvním typem jsou senzory, které jsou určeny pro
snímání konkrétních, pro zákazníka zajímavých, veličin (např. teplota v pokoji, vlhkost,
tlak). Naměřená data jsou jimi v určitých intervalech posílána na bránu inteligentní do-
mácnosti, která tato data dále zpracovává. Druhým typem jsou aktory neboli akční členy,
které naopak specifickým způsobem ovlivňují okolí na základě vykonávání řídících pokynů
přijatých od brány (např. nastavení kotle do režimu vytápění, sepnutí zásuvky). Důraz
u realizace těchto prvků je kladen především na jejich jednoduchost, cenovou dostupnost
a výdrž baterie, ze které jsou napájeny.
Obrázek 2.2: BeeeOn senzor pro měření teploty a vlhkosti [6].
Oba typy koncových prvků jsou s bránou inteligentní domácnosti spojeny bezdrátově a ko-
munikují s ní pomocí FIT protokolu. Tento protokol, vyvinutý speciálně pro použití v IoT,
je energeticky úsporný, spolehlivý, zabezpečený a je distribuovaný jako open-source. Za-
bezpečení komunikace přes tento protokol bude zajištěno pomocí asymetrického šifrování,
které je ve fázi vývoje. Velkou výhodou protokolu je jednoduchá hardwarová realizace, která
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zajišťuje nízké výrobní náklady. Naopak jako nevýhoda se může jevit fakt, že se nejedná
o protokol určený pro univerzální použití [6].
Na obrázku 2.2 je zobrazen prototyp BeeeOn senzoru, který je open-source hardware
a je schopný měřit okolní teplotu a vlhkost. Červená destička umístěná na desce senzoru
slouží pro přijímání a odesílání zpráv pomocí protokolu FIT. Senzor je napájen ze dvou
tužkových baterií.
2.2.2 Brána inteligentní domácnosti
Brána neboli adaptér je prvek umístěný v domácí síti mezi vrstvou bezdrátových koncových
prvků a serverem. Hlavním úkolem brány je zajištění obousměrné komunikace s těmito
dvěma prvky. Ze strany koncových prvků jsou přijímána data ze senzorů, která jsou bránou
zpracována a odeslána na server. Na druhé straně jsou od serveru přijímány pokyny k řízení,
které se po zpracování delegují na koncové prvky (senzory a aktory). Dále mohou být
příkazy předávány do zařízení OpenHAB, které umožňuje integrovat různé domácí systémy
a technologie do jednoho řešení a ovládat je pomocí jednotného rozhraní [12]. Mezi konkrétní
podporovaná zařízení patří [2]:
∙ Regulátor VPT v1.0 - regulátor od firmy Thermona pro ovládání vytápění v domě
a regulaci ohřevu vody s maximálně čtyřmi nezávislými zónami vytápění2.
∙ Zásuvka Conrad FS20 - bezdrátová síťová zásuvka, která umožňuje dálkové ovládání
na ni připojených prvků, například světel.
Kromě zajištění toku informací umožňuje prvek brány ještě další důležité funkce jako je
párování senzorů, udržování lokální historie dat senzorů a v případě výpadku spojení se
serverem navíc zálohu dat, která ještě na server nebyla odeslána. V rámci této práce bude
prvek brány rozšířen o důležitou funkcionalitu, kterou je autonomní schopnost řízení domác-
nosti a proto bude popisu tohoto prvku inteligentního systému a jeho náležitostí věnována
samostatná kapitola 3.
2.2.3 Server
Prvek nacházející se mezi koncovými ovládacími stanicemi (tj. například mobilním tele-
fonem) a bránou inteligentní domácnosti, respektive routerem umístěným v domácí síti.
Tato vrstva architektury zajišťuje hlavní logiku řízení inteligentní domácnosti a je nezbytně
nutná pro komunikaci mezi koncovými ovládacími stanicemi a ostatními prvky systému.
Základní činnost spočívá v přijímání požadavků na řízení domácnosti od koncových
ovládacích zařízení. Přijaté požadavky jsou v rámci serveru kontrolovány a dále zpraco-
vány. Důležitým prvkem, se kterým server komunikuje je rozsáhlá databáze, která obsa-
huje informace o uživatelích a jejich právech, dále o bránách, jejich připojených zařízeních
a jednotlivých modulech, atd. Pokyny pro řízení jsou ze serveru na bránu posílány po za-
bezpečeném SSL kanálu. Ze strany adaptéru pak server přijímá data ze senzorů a zajišťuje
jejich ukládání do databáze a případné generování notifikací a jejich odesílání koncovým
ovládacím stanicím.
2Více informací o těchto zařízeních lze nalézt na http://www.thermona.cz/regulace/zonova-regulace/
regulator-therm-vpt.
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2.2.4 Koncové ovládací stanice
Jedná se o všechna zařízení, která mohou do řízení inteligentní domácnosti zasahovat. Mezi
tato zařízení patří především počítač a dále chytré mobilní telefony s platformou Android
nebo Windows Phone. Mezi další zařízení, kterými je nebo bude možné ovládat domácnost,
patří tablet, notebook nebo třeba chytrá televize. Tyto ovládací stanice komunikují přímo
se serverem zasíláním požadavků na řízení domácnosti například prostřednictvím webového
rozhraní3 nebo mobilní aplikace pro Android a přijímají z jeho strany notifikace informu-
jící o proběhnutých akcích. Notifikace jsou stanicí zpracovávány do srozumitelné podoby
a zobrazovány uživateli.
Příkladem požadavku pro řízení domácnosti může být přepnutí aktoru z jednoho stavu
do druhého (např. rozsvícení/zhasnutí světla). Kromě tohoto typu požadavků se může jed-
nat například o požadavek na vytvoření, upravení nebo smazání uživatele, přihlášení uži-
vatele do systému inteligentní domácnosti nebo registrování nové brány.





Brána je důležitým prvkem systému inteligentní domácnosti, který zajišťuje přenos dat mezi
bezdrátovými koncovými prvky a serverem. Pro účely komunikace s těmito prvky systému
je software adaptéru na nejvyšší úrovni abstrakce rozdělen na dvě části - PAN koordinátor
a aplikaci AdaApp, z nichž každá běží na jiné části hardwaru. Toto rozdělení adaptéru spolu
s jeho vazbami na další prvky systému je znázorněno na obrázku 3.1.
Obrázek 3.1: Rozdělení adaptéru na nejvyšší úrovni abstrakce.
PAN koordinátor je komponenta komunikující na jedné straně s bezdrátovými koncovými
prvky (senzory a aktory) pomocí bezdrátového aplikačního protokolu (FIT protokol) [6] a na
straně druhé pomocí rozhraní SPI s aplikací AdaApp, která zajišťuje veškerou logiku řízení
adaptéru. K uvedené funkcionalitě využívá PAN koordinátor samostatnou desku DPS. Tato
destička, která je označovaná jako rozšiřující DPS je připojena na základní desku adaptéru.
Existují dva způsoby, kterými mohou být koncové prvky (BeeeOn senzory), které pod-
porují komunikaci prostřednictvím bezdrátovém FIT protokolu, připojeny do systému Be-
eeOn [7]:
1. Standalone řešení - standardní řešení využívající krabičku adaptéru spolu se zasa-
zenou základní deskou A10-OLinuXino-LIME tak, jak je znázorněno na obrázku 3.2.
2. USB dongle řešení - umožňuje připojit anténu pro komunikaci pomocí FIT protokolu
k jakémukoliv zařízení, které běží pod linuxovou distribucí (např. router) v domácí síti.
Destička umožňující toto řešení se připojuje přes USB rozhraní do vybraného zařízení,
které ovšem musí mít nainstalovány všechny komponenty nezbytné pro komunikaci.
Aplikace AdaApp komunikuje se serverem, od kterého přijímá řídící pokyny, které dále
zpracovává a případně deleguje na připojené koncové prvky. Mezi tyto příkazy patří napří-
klad příkaz pro nastavení adaptéru do párovacího režimu nebo příkaz k řízení konkrétních
prvků domácnosti (např. sepnutí aktoru a rozsvícení světel v domě). Princip toku příkazů
a dat přes bránu inteligetní domácnosti bude popsán v podkapitole 3.3
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Kromě hlavní aplikace AdaApp je na adaptéru spuštěna aplikace Adaman, která zajišťuje
aktualizaci softwaru na adaptéru [2].
3.1 Vývojová deska adaptéru
Pro hardwarovou realizaci adaptéru byla použita základní deska A10-OLinuXino-LIME [11]
od společnosti Olimex, která je distribuována jako open-source hardware (OSHW). Tato
základní deska je zobrazena na obrázku 3.2. K desce je možné připojit externí zařízení
pomocí dostupného konektoru SATA, HDMI (podpora FullHD 1080p), dvou portů USB
a jednoho USB-OTG portu. Dále je zde umístěn 100 MBit Ethernet konektor a konektor
pro připojení MicroSD karty. Podrobná specifikace desky je dostupná na [11].
Obrázek 3.2: Základní deska BeeeOn brány.
Součástky, které nejsou k dispozici na základní desce adaptéru, jsou osazeny na rozšiřující
DPS. Mezi tyto součástky patří Rádiový modul, modul RTC a vestavěný senzor tlaku.
3.2 Aplikace AdaApp
Aplikace AdaApp zajišťuje na jedné straně komunikaci s bezdrátovými koncovými prvky
přes rozšiřující DPS a na druhé straně komunikaci se serverem. Její návrh je postaven na
modularitě jednotlivých částí aplikace tak, aby bylo umožněno zapnout a používat pouze
ty části aplikace, které jsou v konkrétní realizaci adaptéru skutečně potřeba. Jednotlivé
moduly aplikace můžeme tedy rozdělit do dvou skupin - povinné a volitelné. Informace pro
následující popis jsou čerpány z [16]. Mezi povinné moduly, tedy ty, které jsou v realizaci
adaptéru vyžadovány vždy, patří:
1. Modul pro síťovou komunikaci - základní modul umožňující propojení a komu-
nikaci adaptéru s nadřazenou vrstvou, tj. se serverem a naopak. Spojení mezi těmito
dvěma prvky je zabezpečené, aby bylo minimalizováno riziko odposlouchávání nebo
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zneužití přenášených informací třetími stranami. Tento modul se stará o přijímání
a zpracovávání zpráv příchozích ze serveru a naopak vytvoření a odeslání zpráv smě-
rem na server. Zpracování přijatých zpráv probíhá v samostatném vlákně tak, aby
vlákno pro přijímání nebylo blokováno. V případě, že se zprávu na server nepodaří
odeslat nebo se server nedostupný (tj. vypadlo internetové připojení), jsou zprávy
ukládány do cache paměti a odeslány na server dodatečně při znovunavázání spojení.
Jelikož jsou zprávy po síti přenášeny ve formátu XML, využívá tento modul pro svou
činnost modul pro práci s XML.
2. Modul pro práci s XML - modul zajišťující zpracování příchozích zpráv ve formátu
XML a jejich uložení do vnitřní reprezentace srozumitelné pro adaptér a naopak
převedení vnitřní reprezentace dat do formátu XML a vytvoření zprávy připravené
k odeslání na server.
Obrázek 3.3: Moduly aplikace AdaApp spolu se vzájemnými vazbami.
Kromě povinných modulů obsahuje aplikace AdaApp také následující volitelné moduly [16]:
1. Modul pro komunikaci s rozšiřující DPS - PAN koordinátor je prostřednictvím
rozšiřující DPS spojen s aplikací AdaApp pomocí rozhraní SPI. Modul pro komunikaci
s touto komponentou zajišťuje inicializaci a komunikaci přes SPI, odesílání řídících
zpráv přijatých ze serveru směrem k senzorům a přijímání dat přicházejících od kon-
cových bezdrátových prvků a jejich předání k dalšímu zpracování ostatním modulům
aplikace AdaApp a následně serveru.
2. Modul virtuálních senzorů - modul sloužící k testování nejenom aplikace AdaApp,
ale i celého systému. Pro účely testování umožňuje vytvářet virtuální senzory, které
napodobují reálné HW senzory, tzn. jsou schopny párování s bránou a dále generování,
14
aktualizace a odesílání své hodnoty. Při vytváření virtuálního senzoru je načítána jeho
inicializace z konfiguračního INI souboru. Každý senzor může obsahovat více modulů
a každý modul má přiřazen typ a funkci pro generování své hodnoty. Poté, co je
provedeno párování senzoru, začne tento senzor periodicky odesílat své hodnoty na
server.
3. Modul pro distribuci dat - modul určený pro distribuci dat, která jsou přijata od
koncových zařízení, na pojmenovanou rouru ve formátu CSV. Na tuto rouru se může
připojit jakýkoliv uživatel a získat z ní zmíněná data. Kromě této funkce obsahuje
tento modul lokální historii všech senzorových dat, která modulem prošla.
4. Doplňkové moduly - moduly pro zajištění logování stavů aplikace, zpráv a vzniklých
chyb. Moduly mohou být napojeny na rozhraní dostupná na základní desce adaptéru
a umožnit tak přeposílání hodnot získaných ze senzorů na externí zařízení připojená
na těchto rozhraních. Příkladem může být zobrazení dat na monitoru nebo televizi
připojené pomocí rozhraní HDMI. Rozhraní dostupná na základní desce byla zmíněna
v podkapitole 3.1.
Zmíněné výchozí moduly aplikace AdaApp spolu s jejich vzájemnými vztahy, jsou znázor-
něny na obrázku 3.3.
Všechny moduly je možné konfigurovat pomocí konfiguračního INI souboru pojmenova-
ného názvem modulu, ve kterém lze spouštění daného modulu povolit nebo zakázat a na-
stavit požadavky pro logování informací a chyb. Další konfigurace v tomto souboru závisí
přímo na implementaci konkrétního modulu.
3.3 Princip činnosti
Hlavní funkcionalita adaptéru je implementována aplikací AdaApp. Po připojení adaptéru
ke zdroji napájení se tato aplikace spustí a její hlavní funkce main vytvoří na základě konfi-
guračních INI souborů povolené moduly a inicializuje každý v samostatném vlákně. Modul
pro síťovou komunikaci odešle na server při svém spuštění zprávu se stavem REGISTER
a nejvyšší prioritou a čeká na odpověď. Pokud aplikace přijme od serveru zprávu se stej-
nojmenným stavem, pak byla brána úspěšně registrována na serveru a může začít posílat
data ze senzorů na server.
Pokud brána přijme zprávu se stavem LISTEN, tak se přepne do párovacího režimu
a čeká, až uživatel přidá na bránu nové zařízení. Hlavní funkcionalitou adaptéru je pak
zajištění předávání příkazů příchozích ze serveru směrem ke koncovým prvkům a naopak
předávání dat ze senzorů směrem na server. V následujícím textu bude přiblížen princip
zpracování a delegování dat, který tato aplikace zajišťuje.
3.3.1 Zpracování příkazů ze serveru
Modul pro síťovou komunikaci aplikace zajišťuje zabezpečené SSL spojení mezi adaptérem
a serverem. Pomocí tohoto spojení jsou v nekonečné smyčce přijímány ze serveru zprávy
ve formátu XML. Přijímání a zpracování těchto zpráv probíhá v samostatném vlákně, aby
nebylo blokováno vlákno pro odesílání dat na server a další funkcionalita aplikace AdaApp.
Pro účely zpracování je každá přijatá zpráva převedena do vnitřní reprezentace dat, která
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je srozumitelná pro všechny moduly aplikace. Vnitřní reprezentace dat je definována struk-
turou Command, která je inicializována daty přijatými ve zprávě prostřednictvím modulu
pro práci s XML.
Struktura Command v sobě zahrnuje následující informace:
1. Verze použitého protokolu
2. Typ zprávy - podle typu je definován způsob zpracování zprávy.
3. Identifikátor senzoru - jednoznačný identifikátor konkrétního senzoru na daném
multisenzoru.
4. Identifikátor zařízení - jednoznačný identifikátor zařízení (např. multisenzoru)
v rámci systému.
5. Čas probuzení daného senzoru - doba, po které se senzor periodicky probouzí
a odesílá svá data.
6. Vektor hodnot - v případě nastavování hodnot aktorů se jedná o vektor dvojic, které
se skládají z identifikátoru modulu a jeho hodnoty.
Brána implementuje funkcionalitu pro příjem následujících typů zpráv (komunikační pro-
tokol verze 1.0):
∙ Register - zpráva sloužící pro potvrzení od serveru, že brána je zaregistrována a server
je připraven od ní přijímat data.
∙ Update - zpráva sloužící pro potvrzení od serveru, že přijal nová data od brány.
Pokud tato zpráva nepřijde, adaptér si myslí, že je server nedostupný.
∙ Set - zpráva pro nastavení hodnoty aktoru.
∙ Listen - zpráva, která přepne adaptér do párovacího režimu, který umožňuje uživateli
přidat další zařízení.
∙ Clean - zpráva, která slouží pro odpárování senzoru. Tento typ zprávy adaptér umí
přijmout, ale v dané verzi komunikačního protokolu ji neumí zpracovat.
Na základě typu přijaté zprávy a dostupnosti prvku, pro který je zpráva určena, je vykonána
příslušná obslužná metoda. V případě, že cílovým zařízením je některý z koncových prvků
připojených k adaptéru, pak je zpracování zprávy předáno modulu pro komunikaci s roz-
šiřující DPS. Mezi další prvky, kterým je možné delegovat příchozí zprávy patří virtuální
senzory, tlakový senzor, zařízení VPT a OpenHAB. Tyto prvky byly popsány v podkapi-
tole 2.2.2.
Obsluha přijaté zprávy zahrnuje její převod z vnitřní reprezentace do výstupního for-
mátu v závislosti na cílovém zařízení. Zprávy jsou na koncové prvky odesílány pomocí
utility Mosquitto [9], která pro komunikaci využívá protokol MQTT. Na straně adaptéru
je spuštěn Mosquitto klient, který má funkce pro připojení se na zprostředkovatele (tzv.
Mosquitto broker), který je implementovaný na straně koncového prvku. Tím je umožněn
obousměrný tok dat mezi koncovým prvkem a adaptérem. Stavy aplikace spolu s chybami
jsou logovány pomocí třídy Logger z knihovny Poco, která je blíže popsána v podkapitole 4.1.
Zmíněný způsob zpracování příkazů přijatých ze strany serveru je graficky znázorněn na ob-
rázku 3.4.
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Obrázek 3.4: Princip zpracování zprávy přijaté ze serveru.
3.3.2 Zpracování dat ze senzorů
Přenos dat mezi koncovými prvky a adaptérem probíhá pomocí utility Mosquitto. Poté co
Mosquitto klient implementovaný na straně adaptéru přijme novou zprávu od koncového
prvku, je tato zpráva převedena do vnitřní struktury aplikace AdaApp - tzv. IOTMessage.
Tato struktura slouží pro reprezentaci dat průchozích od koncových prvků směrem k serveru
a obsahuje například následující informace:
1. Verze použitého protokolu
2. Typ zprávy - podle typu je definován způsob zpracování zprávy.
3. Identifikátor adaptéru - jedinečný v rámci systému.
4. Verze adaptéru
5. Časové razítko - čas počátku eventu.
6. Zařízení - struktura reprezentující koncové zařízení, které zprávu odeslalo.
7. Verze tabulky typů - pole použité pouze v případě registrační zprávy.
Kromě zmíněných hodnot obsahuje tato zpráva další informace jako prioritu zprávy, příznak
určující validitu časového razítka a offset pro jeho případný přepočet.
Obrázek 3.5: Princip zpracování zprávy přijaté od koncového prvku.
Zpráva IOTMessage je dále převedena do formátu XML prostřednictvím modulu pro práci
s XML a odeslána na server přes zabezpečený SSL kanál. Na některé typy zpráv odeslané
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z adaptéru na server je očekávána odpověď, příkladem může být počáteční zpráva REGIS-
TER. Pokud je ze serveru přijata prázdná odpověď, pak se jednalo o zprávu, která odpověď
od serveru nečeká. V opačném případě je přijatá odpověď předána k dalšímu zpracování,
které je stejné jako v případě 3.3.1. Tento princip toku dat od koncových prvků směrem
k serveru je graficky znázorněn na obrázku 3.5.
3.3.3 Další funkcionalita
Jelikož brána je prvek, který sbírá data ze senzorů a deleguje je dále do systému inteligentní
domácnosti, není žádoucí, aby se tato data ztratila (kvůli jejich neodeslání) v případě vý-
padku internetového spojení se serverem. Jako ochranu před ztrátou dat obsahuje aplikace
AdaApp v rámci modulu pro síťovou komunikaci vyrovnávací paměť (tzv. cache), do které
se neodeslaná data během výpadku ukládají a mohou zde být uložena libovolně dlouhou
dobu.
Pokud množství takto uložených dat přesáhne určitý limit, začne se obsah vyrovnávací
paměti fyzicky ukládat na SD kartu adaptéru pro případ, že by došlo k restartování adaptéru
během řešení tohoto výpadku. Na SD kartu se ukládá periodicky po určité době celá cache
paměť a nikoliv jednotlivé neodeslané zprávy z důvodu, aby se omezil počet zápisů na SD
kartu. Limit, po jehož přesažení se začnou zprávy ukládat spolu s periodou ukládání cache
paměti na kartu, je nastavitelný prostřednictvím hlavního konfiguračního souboru aplikace
AdaApp.
Z popisu tohoto principu je zřejmé, že i přes toto opatření může při restartování aplikace
dojít ke ztrátě dat. Množství případně ztracených dat závisí na nastavení podmínek pro
ukládání těchto dat do perzistentní paměti, tj. na limitu množství neodeslaných zpráv, po
kterém se začnou zprávy ukládat a na periodě jejich ukládání.
Po obnovení spojení se serverem jsou dosud neodeslaná data posílána chronologicky
podle času jejich příchodu a priority na server. Data jsou posílána postupně s časovou
prodlevou tak, aby nebyl server nárazově nadměrně zatížen. Odesílání těchto dat probíhá
souběžně s odesíláním aktuálně přicházejících senzorových dat. Tím je zajištěno doplnění
historie dat senzorů na serveru a okamžité odesílání nově příchozích dat.
Kromě zajišťování toku informací mezi koncovými prvky a serverem, umožňuje prvek
brány další podpůrné funkce jako je logování stavů jednotlivých modulů aplikace, které je
konfigurovatelné prostřednictvím konfiguračních INI souborů jednotlivých modulů. Tím je




Tato kapitola představuje některé nástroje pro vývoj, které byly v rámci této práce použity.
Patří mezi ně balík knihoven Poco, který je v rámci aplikace AdaApp hojně využit a styl
architektury REST, který bude nově využit pro komunikaci v rámci lokální smyčky.
4.1 Knihovna Poco
Knihovna Poco je výkonná open-source knihovna pro vytváření webových aplikací, které
mohou běžet nejenom na počítačích, ale také na mobilních a vestavěných systémech. Tato
multiplatformní knihovna je vyvíjena společností Applied Informatics a její první verze
byla přestavena již v roce 2005 [5].
Jedná se komplexní balík knihoven vyvinutých v jazyce C++, který se skládá z jednotlivých
modulů, které jsou zobrazeny na obrázku 4.1.
Obrázek 4.1: Přehled modulů knihovny Poco [4].
V následujícím textu budou stručně popsány jednotlivé části této knihovny.
1. Foundation Library - jádro knihovny Poco, reprezentuje základní abstraktní vrstvu
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a obsahuje nejčastěji používané funkce. Mimo jiné obsahuje například třídy pro přístup
k souborovému systému (např. Poco::File), výkonný nástroj pro logování (Poco::Logger)
nebo třeba podporu pro multivláknové aplikace (např. Poco::Thread) a prostředky pro
synchronizaci (např. Poco::Mutex, Poco::Semaphore).
2. XML Library - podpora pro komplexní práci se zdroji ve formátu XML, podpora
standardu SAX (Simple API for XML) a podpora rozhraní DOM (Document Object
Model) pro přístup ke XML dokumentu s použitím stromového objektového přístupu.
3. Util Library - podpora pro vytváření terminálových a serverových aplikací, podpora
pro zpracovávání parametrů příkazové řádky a pro správu konfigurací (s podporou
různých formátů konfiguračních souborů).
4. Net Library - podpora pro tvorbu síťových aplikací. Umožňuje použití různých typů
socketů (např. TCPSocket) a serverů (např. TCPServer nebo HTTPServer).
V aplikaci AdaApp jsou z knihovny Poco využívány všechny její části. Informace pro uve-
dený text byly čerpány z [4].
4.2 REST API
Representational State Transfer nebo také REST je styl architektury rozhraní pro
vytváření síťových aplikací založený na webových standardech. Jinými slovy je to architek-
tura pro webové API, která pro přístup ke zdrojům používá HTTP protokol. Tento styl
navrhnul a popsal Roy Fielding, spoluautor protokolu HTTP, v rámci své disertační práce
již v roce 2000. Jedná se o odlehčenou alternativu k mechanismům, kterými jsou RPC
(Remote Procedure Calls) a webové služby jako například SOAP, WSDL, atd. Tento styl
popisuje několik omezení, která musí být v RESTful API splněna [8]:
1. Jednotné rozhraní - základní podmínka pro budování rozhraní mezi klientem a ser-
verem založeném na REST, která zjednodušuje architekturu a umožňuje tak vyvíjet
jednotlivé její komponenty odděleně nezávisle na sobě. Stav a chování aplikace je re-
prezentováno pomocí zdrojů, které jsou jednoznačně identifikovány v příchozím poža-
davku pomocí URI. Přístup k těmto zdrojům je zprostředkován pomocí metodologie
CRUD, která vychází ze standardů protokolu HTTP a bude popsána v podkapi-
tole 4.2.1.
2. Bezstavovost - stav relace je uchováván výhradně na straně klienta. Protože server
neuchovává žádné informace o kontextu, musí každý příchozí požadavek obsahovat
veškeré informace potřebné k jeho vykonání.
3. Cache - mezipaměť mezi klientem a serverem umožňující ukládání odpovědí na po-
žadavky a jejich znovupoužití v případě příchodu stejného požadavku. Omezení me-
zipaměti spočívá v tom, že data v odpovědi jsou označena příznakem, který říká, zda
se mohou ukládat do mezipaměti či nikoliv.
4. Client-Server přístup - nejpoužívanější styl architektury pro síťové aplikace, kdy
server implementuje množinu služeb a naslouchá požadavkům klienta, na které od-
povídá. Komunikace tedy probíhá na principu dotaz-odpověď. V případě REST jsou
klient a server od sebe oddělěni jednotným rozhraním, což umožňuje například plynulé
nahrazení serveru jiným serverem při dodržení implementace tohoto rozhraní.
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5. Vrstevnatost - vlastnost umožňující skládání architektury hierarchicky z jednotli-
vých vrstev. Hierarchie vrstvení architektury spočívá v tom, že každá vrstva využívá
služby nižší vrstvy a zároveň poskytuje služby nadřazené vrstvě. Pomocí vrstvení lze
zapouzdřit starší služby a ochránit nové služby, zjednodušit komponenty vytvořením
sdíleného zprostředkovatele, do kterého se umístí zřídka používané funkce daných
komponent. Klient nemusí být připojen ke koncovému serveru, nýbrž ke zprostředko-
vatelskému serveru.
6. Code-On-Demand - volitelné omezení, umožňuje rozšiřování funkcionality klienta
i po nasazení systému pomocí spouštění skriptů a apletů. Způsobuje snížení přehled-
nosti systému.
4.2.1 CRUD metodologie
Jednou z klíčových charakteristik RESTful služeb je použití HTTP metod pro komunikaci
mezi klientem a serverem. CRUD neboli Create-Read-Update-Delete představuje ope-
race, které je možné v rámci REST provádět a které jsou mapovány na HTTP methody.
V následujícím textu budou jednotlivé operace popsány [8].
∙ Create - vytvoření nového zdroje na serveru reprezentovaná metodou POST.
∙ Read - operace pro získání zdroje reprezentovaná metodou GET.
∙ Update - změna stavu zdroje nebo jeho aktualizace prováděná pomocí metody PUT.
∙ Delete - odstranění zdroje pomocí metody DELETE.
Pro úplnost budou uvedeny popisy uvedených HTTP metod, které byly čerpány z RFC
2616 [10].
∙ Metoda POST - z entity obsažené v požadavku vytvoří nový subjekt, který je
podřízený zdroji identifikovanému v požadavku pomocí URI.
∙ Metoda GET - získání informací, které jsou identifikované pomocí URI požadavku.
V případě, že URI odkazuje na data k produkci, pak jsou tato data vrácena odesílateli
požadavku v podobě entity v rámci HTTP odpovědi.
∙ Metoda PUT - entita obsažená v požadavku je uložena do zdroje identifikovaného
pomocí URI požadavku. Pokud URI ukazuje na již existující zdroj, pak je tato entita
považována za modifikovanou verzi entity, která se již pod touto URI nachází na
původním serveru. Pokud URI ukazuje na neexistující zdroj, pak se stane novým
zdrojem v případě, že může být vytvořen odesílatelem tohoto požadavku.
∙ Metoda DELETE - server odstraní zdroj identifikovaný danou URI požadavku.
Na každý požadavek odesílá server HTTP odpověď s kódem informujícím uživatele o tom,
zda byl požadavek serverem rozeznám, případně jak dopadlo jeho provedení. Bližší infor-
mace o návratových kódech lze najít v [10].
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Kapitola 5
Návrh úprav adaptéru pro
zajištění autonomie
Prvním krokem při návrhu úprav již existujícího systému bylo pochopení jeho stávající
architektury, určení principů nutných pro zajištění autonomie brány a volba prostředků ve-
doucích k jejímu dosažení. Aplikace AdaApp, kterou tato práce rozšiřuje, byla navržena jako
modulární, což umožňuje její jednoduchou rozšiřitelnost o nové moduly bez nutnosti rozsáh-
lého zásahu do již existující aplikace. Zavedení autonomie do brány inteligentní domácnosti
spočívá v přidání dvou na sobě nezávislých funkcí do aplikace AdaApp - tzv. lokální smyčky
a schopnosti adaptéru dočasně převzít řízení domácnosti.
1. Lokální smyčka - funkce, která vždy zajistí možnost ovládání domácnosti prostřed-
nictvím koncové ovládací stanice (např. chytrého telefonu s mobilní Android aplikací).
Z hlediska zajištění správné funkcionality inteligentní domácnosti není vhodné, aby
při výpadku spojení se serveru byla ztracena možnost ovládat bezdrátové koncové
prvky připojené na adaptéru. V případě, že je funkční domácí internetová síť, zajistí
lokální smyčka uživateli schopnost zasáhnout do ovládání domácnosti prostřednictvím
chytrého ovládacího zařízení.
2. Dočasné převzetí řízení domácnosti - funkce, která zajistí adaptéru schopnost
řídit domácnost na základě předdefinovaných podmínek a na nich navázaných akcí.
Jak již bylo popsáno v podkapitole 2.2.3, server je hlavní řídící prvek, který rozhoduje
o jednotlivých krocích pro řízení domácnosti. V době realizace této práce byl na
serveru, v rámci bakalářské práce studenta Martina Nováka, vyvíjen framework určený
pro automatizaci řízení inteligentní domácnosti.
Tento framework zajistí na serveru zpracování dat přijatých od bezdrátových konco-
vých prvků a příkazů přijatých od ovládacích stanic a na základě jejich vyhodnocení
vyvolá uživatelem definované akce. Tyto akce mohou být informační v podobě notifi-
kací pro uživatele a nebo řídící, které vedou ke změně stavu určitého aktoru. Rozšířená
verze tohoto frameworku bude integrována do aplikace AdaApp tak, aby byl adap-
tér schopný převzít funkcionalitu serveru v rozsahu týkajícím se ovládání zařízení
připojených k danému adaptéru.
Na základě výše specifikovaných požadavků na autonomii na straně brány a znalosti prin-
cipu dosavadního chování tohoto prvku, byly navrženy změny aplikace AdaApp, které v sobě
spojují obě popsané funkcionality. Při zachování modularity aplikace byla za účelem inte-
grace nové funkcionality navržena úprava některých stávajících modulů a další moduly byly
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do aplikace nově přidány. V následujících podkapitolách bude popsán návrh změn pojící se
s jednotlivými novými funkcemi.
5.1 Lokální smyčka
Funkce lokální smyčky spočívá v možnosti navázání spojení mezi ovládací stanicí a bránou
v lokální síti přímo bez nutnosti použití serveru jako meziprvku. Předpokládá se, že každý
uživatel, který je v dosahu lokální sítě a má k této síti přístup, může prostřednictvím lokální
smyčky přistupovat k datům systému BeeeOn.
Na straně brány je potřeba vytvořit prvek, který bude zajišťovat přijímání a obsluhu
požadavků z ovládacích stanic a odesílání odpovědí dotazujícím se stanicím. Toto rozšíření
vyžaduje kromě úprav aplikace AdaApp také úpravu aplikace na straně ovládací stanice
(mobilní aplikace Android), která musí být schopna nalézt prvek brány v lokální síti a ná-
sledně na něj posílat své požadavky. V době návrhu této úpravy byl upraven protokol pro
komunikaci mezi serverem a ovládací stanicí. Nový koncept komunikace zahrnující použití
architektury REST API spolu s CRUD metodologií, byl zohledněn i při návrhu principu
komunikace uvnitř lokální smyčky.
Obrázek 5.1: Lokální smyčka a její umístění v rámci systému BeeeOn.
Tento přístup i zmíněná metodologie byly blíže popsány v podkapitole 4.2. Na obrázku 5.1
je graficky znázorněno umístění lokální smyčky v rámci celého systému. Pro realizaci lo-
kální smyčky byla navržena samostatná aplikace virtuální ovládací stanice a modul pro
komunikaci s ovládací stanicí.
5.1.1 Virtuální ovládací stanice
Aplikace určená převážně k testování funkcionality lokální smyčky, která byla popsána na
začátku této kapitoly. Ačkoliv má mobilní aplikace, vyvinutá pro chytrý telefon, schopnost
odesílat příkazy na server, pro odesílání příkazů přímo na adaptér bude vyžadovat určité
úpravy. Především bude potřeba implementovat mechanismus vyhledání adaptéru v lokální
síti. Ovládací stanice totiž sama o sobě nezná IP adresy adaptérů, takže nemůže okamžitě
začít posílat požadavky přímo na konkrétní adaptér.
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Jelikož zásah do implementace mobilní aplikace není cílem této práce, byla pro testo-
vání funkcionality lokální smyčky navržena virtuální ovládací stanice, která implementuje
požadované chování reálné ovládací stanice.
Návrh principu vyhledání adaptéru v lokální síti spočívá v periodickém posílání zprávy
s identifikátorem hledaného adaptéru na broadcastovou adresu sítě a čekání na potvrzovací
odpověď od příslušného adaptéru. Pro odesílání zprávy bude použit UDP protokol, který je
jednoduchý, ale nezaručuje doručení zprávy příjemci. Pokud tedy odpověď na tuto zprávu
nepřijde, znamená to, že adaptér s daným identifikátorem buď nebyl v síti nalezen nebo mu
zpráva nebyla doručena. Čekání na přijetí odpovědi je navrženo jako neblokující a virtuální
stanice čeká na příchozí odpověď po celou dobu svého běhu.
V případě, že byl adaptér nalezen, pak je z jeho odpovědi získána jeho IP adresa, na
kterou poté mohou být posílány HTTP požadavky (dále jen požadavky) z ovládací stanice.
Komunikace mezi virtuální ovládací stanicí a adaptérem, po jejich vzájemném nalezení
v lokální síti, je navržena na bázi dotaz - odpověď, kde ovládací stanice je v roli klienta
pokládajícího dotazy a adaptér reprezentuje server, který na tyto dotazy odpovída. Způsob
vyhledání adaptéru v lokální síti je znázorněn na obrázku 5.2.
Obrázek 5.2: Vyhledání adaptéru ovládací stanicí v lokální síti.
Po úspěšném nalezení adaptéru v lokální síti, jsou na tento adaptér posílány požadavky ve
stejném formátu, ve kterém by byly odeslány z reálné ovládací stanice. Testovací hodnoty, ze
kterých jsou vytvořeny tyto požadavky, jsou načteny z konfiguračního INI souboru modulu.
Obrázek 5.3: Princip činnosti modulu virtuální ovládací stanice.
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Odeslaný požadavek je na straně adaptéru přijat modulem pro komunikaci s ovládací sta-
nicí, který jej dále zpracuje a ovládací stanici zpětně informuje o výsledku zpracování přija-
tého požadavku. Po přijetí odpovědi je na straně virtuální stanice zkontrolován návratový
HTTP kód odpovědi a výsledek je zobrazen uživateli. Popsaný princip funcionality virtuální
ovládací stanice je znázorněn na obrázku 5.3.
5.1.2 Modul pro komunikaci s ovládací stanicí
Tento modul byl navržen pro zajištění schopnosti adaptéru přijímat příkazy přímo z chyt-
rého telefonu prostřednictvím lokální smyčky. Modul pro komunikaci s ovládací stanicí za-
jišťuje dvě důležité funkce - přijímání tzv. hello zpráv a přijímání požadavků od ovládacích
stanic.
∙ Přijímání hello zpráv - hello zprávou je označena broadcastová zpráva odeslaná
z ovládací stanice. Tato zpráva má za cíl nalézt v lokální síti bránu se stejným iden-
tifikátorem, který je přenášen v těle zprávy. Pokud je identifikátor ve zprávě shodný
s identifikátorem adaptéru, na kterém je tento modul spuštěn, pak modul odpoví
jejímu odesílateli totožnou hello zprávou. Schopnost adaptéru přijímat tyto zprávy
a odpovídat na ně umožňuje ovládací stanici identifikovat bránu v lokální síti (tj.
získat její IP adresu) a následně na tuto bránu posílat své požadavky.
∙ Přijímání požadavků od ovládacích stanic - při přijetí požadavku, který má buď
řídící nebo dotazovací charakter, je zkontrolována jeho validita a poté je předán ke
zpracování dalším modulům aplikace AdaApp. Na základě úspěšnosti provedení po-
žadavku je vytvořena odpověď s odpovídajícím návratovým kódem, která je odeslána
zpět ovládací stanici.
Prvotní návrh komunikace mezi tímto modulem a ovládací stanicí byl založen, stejně jako
původní komunikace mezi ovládací stanicí a serverem, na posílání zpráv ve formátu XML.
V době návrhu tohoto modulu pracoval student Petr Stehlík na novém přístupu ke komu-
nikaci mezi ovládací stanicí a serverem, který využívá principů REST API.
Za účelem zachování jednotného způsobu komunikace mezi ovládací stanicí a serverem,
resp. adaptérem, byl původní návrh komunikačního rozhraní přepracován tak, aby byl RE-
STful, tj. zahrnoval v sobě omezení definovaná touto architekturou, která byla popsána
v podkapitole 4.2.
Obrázek 5.4: Způsob komunikace adaptéru s ovládací stanicí.
Na obrázku 5.4 je znázorněn způsob komunikace mezi adaptérem a ovládací stanicí pro-
střednictvím webového rozhraní REST API, která je založena na protokolu HTTP. Tento
protokol zakládá komunikaci na principu dotaz - odpověď. Stěžejním prvkem na straně
adaptéru je server, který naslouchá na předem definovaném portu příchozím žádostem o na-
vázání spojení a samotným HTTP dotazům (požadavkům). Přijatý požadavek je na tomto
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serveru zpracován a je vytvořena příslušná HTTP odpověď. Součástí této odpovědi je sta-
vový HTTP kód, který vyjadřuje úspěšnost zpracování požadavku. Stavové kódy použité
v návrhu komunikace jsou následující [14].
∙ 200 OK - požadavek byl úspěšně zpracován. Obsah těla odpovědi závisí na zdroji, ke
kterému bylo přistupováno a na použité přístupové metodě.
∙ 204 No Content - požadavek byl úspěšně zpracován, ale požadovaná data zdroje
nebyla nalezena.
∙ 400 Bad Request - server nerozumí příchozímu požadavku pravděpodobně z důvodu
přístupu k neznámému zdroji.
Další součástí práce na tomto modulu bylo definovat zdroje, ke kterým bude možné pro-
střednictvím tohoto serveru přistupovat. Přístup k těmto zdrojům je zprostředkován pomocí
metodologie CRUD, která vychází ze standardů protokolu HTTP. V každém HTTP poža-
davku je uveden zdroj (neboli URI), který určuje oblast dat, nad kterou se má provést
požadovaná operace (HTTP metoda).
Obrázek 5.5: Princip základní činnosti modulu pro komunikaci s ovládací stanicí.
Návrh způsobu práce tohoto modulu je znázorněn na obrázku 5.5. Pro zajištění autonomie
musí být v aplikaci AdaApp tento modul vždy spuštěn a proto je zařazen do modulů
povinných.
5.2 Autonomie řízení
Kromě možnosti navázat spojení s ovládací stanicí pomocí lokální smyčky, se do autono-
mie adaptéru řadí také schopnost převzít část řízení inteligentní domácnosti. Hlavní řídící
prvek systému, server, používá pro automatizaci řízení aplikaci BeeeOn Automation
Framework (zkráceně BAF).
Pro potřeby automatizace řízení na adaptéru, byl BAF rozšířen a přidán do aplikace
AdaApp v podobě modulu autonomního řízení. Zavedení této funkcionality vyžadovalo
přidání nových modulů do aplikace AdaApp. V následucím textu bude návrh těchto modulů
blíže popsán.
5.2.1 Modul autonomního řízení
Původní představa využití této funkcionality na adaptéru spočívala v jeho použití pouze
v případech, kdy dojde ke ztrátě spojení se serverem a tím i ke ztrátě možnosti ovládání
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zařízení připojených k bránám. To by vyžadovalo mimo jiné přidání detekce živosti spojení
se serverem a navázání aktivace a deaktivace modulu autonomního řízení na tuto detekci.
V případě kolísání spojení a častějších výpadků by tento přístup znamenal neustálé pře-
dávání řízení mezi adaptérem a serverem a tím pádem riziko vzniku nekonzistencí mezi
vygenerovanými příkazy a následnými akcemi.
Vzledem k eliminaci těchto rizik a ke skutečnosti, že adaptér má k dispozici množství
nevyužitého výkonu, byl zvolen odlišný přístup, který spočívá ve schopnosti adaptéru vždy
řídit zařízení na něj připojená bez ohledu na stav jeho spojení se serverem. Samotné řízení
chodu inteligentní domácnosti závisí na platnosti uživatelem stanovených podmínek a na
vykonání na nich navázaných akcí.
Aplikace BAF je založena na principech objektově orientovaného programování a je
navržena s ohledem na možnost jejího použití na adaptéru. Modul autonomního řízení,
označovaný též jako AdaBAF (Adapter’s BeeeOn Automation Framework), rozšiřuje tuto
aplikaci o prvky, které jsou potřebné pro jeho propojení s ostatními částmi aplikace AdaApp.
Tento přístup, který zachovává stejnou logiku řízení domácnosti na serveru i na adaptéru,
zajišťuje lepší udržovatelnost a konzistenci způsobu automatizace řízení v rámci celého
systému BeeeOn.
Jako úvod do návrhu modulu autonomního řízení bude popsána logika aplikace BAF,
která je pro tyto prvky společná. Hlavní myšlenka spočívá v umožnění uživateli (programá-
torovi) volně vytvářet úlohy, které jsou pak dynamicky načítány do jádra aplikace. Úlohou
se rozumí množina podmínek a na jejich platnosti závislých akcí. Návrh jádra aplikace
počítá s možností vytvářet tři typy úloh - časované, aktivační a kombinované úlohy.
∙ Časované úlohy - úlohy, jejichž spuštění je vázané na přesný čas nebo úlohy perio-
dicky se opakující. Příkladem může být úloha, která v každou celou hodinu zkontroluje
teplotu v místnosti a na jejím základě zapne či vypne vytápění.
∙ Aktivační úlohy - úlohy, jejichž spuštění je vázané na příchod dat od určitého za-
řízení. Obdoba příkladu z předchozího úlohy, kdy se teplota v místnosti nekontroluje
každou hodinu, ale vždy s příchodem dat od senzoru teploty v místnosti.
∙ Kombinované úlohy - úlohy, které v sobě zahrnují oba předchozí typy. Jejich spuš-
tění je možné navázat na přesný čas a zároveň i na příchod určitých senzorových
dat.
O tom, zda se úloha má spustit na serveru nebo na adaptéru, bude rozhodováno v apli-
kaci BAF na serveru na úrovni konkrétní konfigurace úlohy. Informace o místě spuštění
bude v kofiguraci přenášena pomocí nastavení speciálního příznaku. V případě, že úloha
má být spuštěna na adaptéru, bude potřeba předat příslušnému adaptéru konfiguraci této
úlohy pomocí speciální zprávy. Konkrétní přístup k řešení této problematiky bude popsán
v kapitole 6.
Každý typ úlohy obsahuje tzv. manažer úlohy, který spravuje spuštěné instance této
úlohy, stará se o nastavení jejich konfigurace, smazání instance, atd. Pro správnou funkci-
onalitu časovaných úloh, je v návrhu aplikace BAF obsažen tzv. kalendář, který zajišťuje
plánování časovaných úloh a jejich spouštění ve správný čas. Spouštění aktivačních úloh je
realizováno odlišným způsobem. Každá instance aktivační úlohy při svém vytvoření zaregis-
truje typ zařízení, ze kterého vyžaduje data pro své spuštění, do tzv. registru požadovaných
dat. Tento registr je napojený na rozhraní datových zpráv, na které jsou přeposílány nově
příchozí zprávy se senzorovými daty. V případě příchodu dat od zařízení, jehož odběr má
přihlášena nějaká aktivační úloha, dojde k předání dat příslušné úloze a jejímu spuštění.
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Princip vytvoření úlohy spočívá v implementaci konkrétního manažera, který rozšiřuje funk-
cionalitu obecného manažera úlohy a v implementaci konkrétního chování, které vychází
z jednoho ze zmíněných typů úloh.
Úlohy jsou v aplikaci BAF používány ve formě sdílených knihoven. O jejich načítání
za běhu aplikace se stará tzv. zavaděč úloh. Na obrázku 5.6 je zobrazen návrh modulu
pro autonomní řízení. Modře označené prvky a jejich podprvky značí společné jádro pro
automatizaci řízení na serveru a na adaptéru, jehož jednotlivé prvky byly popsány výše.
Zeleně označené prvky představují rozhraní modulu AdaBAF, které propojují tento modul
s ostatními částmi aplikace AdaApp.
Obrázek 5.6: Návrh modulu pro autonomní řízení.
Pro komunikaci jádra řízení s ostatními moduly aplikace AdaApp byla navržena následující
rozhraní:
∙ Rozhraní uživatelských zpráv - rozhraní sloužící pro přijímání požadavků na vy-
tvoření, úpravu nebo smazání instance určité úlohy. V případě příchodu takové zprávy
je vyhledána příslušná úloha a zpráva je předána jejímu manažerovi, který zajistí její
vykonání.
∙ Rozhraní datových zpráv - rozhraní, na které se přeposílají příchozí data od zaří-
zení připojených na bránu.
∙ Rozhraní pro přístup k lokální historii dat - jelikož adaptér nemá k dispozici
žádnou databázi, bude v případě potřeby získání dat ze zařízení připojených na adap-
tér použita lokální historie, která se v adaptér uchovává. K této historii budou mít
přístup všechny typy úloh.
∙ Rozhraní pro ovládání zařízení - rozhraní, přes které jsou z úloh posílány příkazy
pro ovládání aktorů. Příkazy jsou předávány dalším modulům aplikace ke zpracování.
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Modul AdaBAF, stejně jako ostatní moduly aplikace AdaApp, je navržen jako konfigurova-
telný pomocí konfiguračního INI souboru. Může se stát, že pro konkrétní adaptér nebudou
naprogramované žádné úlohy. V takovém případě je zbytečné tento modul spouštět a proto
je zařazen do modulů volitelných.
5.2.2 Modul virtuálních senzorů a aktorů
Jelikož akce vykonávané na základě modulu autonomního řízení obecně spočívají v ovládání
aktorů, vznikla potřeba vytvořit virtuální aktory, které by testování tohoto modulu dosta-
tečně umožňovaly. Prvotní návrh spočíval ve vytvoření nového modulu, který by zajišťoval
načtení konfigurace virtuálních aktorů a jejich samotnou funkcionalitu.
Vzhledem k tomu, že virtuální aktor by měl být zároveň i senzorem, by došlo z velké
části k duplikování funkcionality modulu virtuálních senzorů. Tento důvod vedl k upuštění
od tvorby nového modulu a místo toho byly navženy úpravy v modulu virtuálních senzorů.
Na obrázku 5.7 je znázorněn princip chování virtuálních aktorů (předpokládá se virtuální
aktor již spárovaný s bránou).
Obrázek 5.7: Zjednodušený princip chování virtuálních aktorů.
Chování virtuálních aktorů stejně jako chování virtuálních senzorů bude konfigurovatelné
prostřednictvím konfiguračního INI souboru. V tomto souboru bude možné pro každý aktor
nastavit způsob chování. Virtuální aktor může být pojat dvěma způsoby:
∙ Virtuální aktor jako aktivní prvek - umí generovat svou hodnotu, ale zároveň
je hodnotu možné nastavit zvenčí pomocí aktualizačních zpráv. Generování hodnoty
simuluje situaci, kdy je možné aktor ovládat nejen prostřednictví inteligentní domác-
nosti, ale i mechanicky. Příkladem může být spínač zásuvky.
∙ Virtuální aktor jako pasivní prvek - neumí sám generovat svoji hodnotu, je možné
jej nastavit pouze aktualizačními zprávami.
Kromě aktorů s okamžitou reakcí na přepnutí stavu (např. rozsvícení/zhasnutí světla), exis-
tují i aktory, jejichž přepnutí z jednoho stavu do druhého není okamžité, ale trvá určitou
dobu (např. otevírání/zavírání dveří). Tuto vlastnost aktoru bude možné modelovat v konfi-
guračním souboru speciálním parametrem. Takto upravený modul virtuálních senzorů bude
možné použít i pro testování dalších částí systému inteligentní domácnosti.
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5.2.3 Modul virtuálního přijímače zpráv
Tento modul byl navržen z důvodu chybějící podpory pro vytváření některých typů zpráv
na straně serveru. Jedná se o zprávu reprezentující příkaz pro vytvoření úlohy na adap-
téru a zprávu pro aktualizaci konfigurace konkrétní úlohy. Modul umožňuje generovat tyto
zprávy ve formátu XML a předávat je do aplikace AdaApp ke zpracování, stejně jako by
tomu bylo v případě reálného přijetí zprávy ze serveru. Tím je možné otestovat reakce adap-
téru na přijetí jakékoliv zprávy bez nutnosti navazovat zabezpečené SSL spojení. Zprávy
generované tímto modulem budou konfigurovatelné pomocí speciálního souboru, jehož cestu
bude možné nastavit pomocí konfiguračního souboru tohoto modulu.
Obrázek 5.8: Princip testování pomocí modulu virtuálního přijímače.
Princip testování pomocí tohoto prvku je zobrazen na obrázku 5.8. Modul načte obsah
souboru s testy, vytvoří z něj jednotlivé testovací zprávy, které pak předává modulu pro
síťovou komunikaci, který tuto zprávu zpracuje. Návrh formátu obsahu souboru s testy je
znázorněn na ukázce 5.1.
<?xml version="1.0" encoding="UTF-8"?>
<tests>





Ukázka 5.1: Formát obsahu souboru s testovacími daty.
Jednotlivé testovací zprávy jsou reprezentovány párovým elementem <server_adapter>.
Obsah tohoto elementu je závislý na typu zprávy, který je reprezentovaný atributem state,
v tomto příkladě se jedná o zprávu se state S1, za kterou je možné dosadit jakýkoliv typ
zprávy s ohledem a uvedenou verzi protokolu P1. Aby bylo možné tuto XML strukturu
zpracovat, jsou tyto testy uzavřeny do kořenového elementu <tests>.
Podporované typy zpráv ve verzi protokolu 1.0 jsou uvedeny v podkapitole 3.3.1, nově
přidané typy zpráv v protokolu verze 1.1 jsou uvedeny v podkapitole 6.3.
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5.3 Shrnutí návrhu
Na základě informací uvedených v předchozích podkapitolách byl vytvořen konečný návrh
úprav aplikace AdaApp k zajištění autonomie brány inteligentní domácnosti, jehož grafická
podoba je znázorněna na obrázku 5.9.
Obrázek 5.9: Návrh změn aplikace AdaApp za účelem zajištění jeho autonomie.
Kromě úprav aplikace AdaApp byla navržena samostatná aplikace, která reprezentuje vir-
tuální ovládací stanici. Její návrh v návaznosti na změny aplikace AdaApp je uveden na
obrázku 5.10.
Šedě označené prvky jsou již v aplikaci integrovány, modré prvky pak značí nově při-
dané či upravené moduly, které jsou potřeba pro zajištění schopnosti adaptéru vykonávat
autonomní řízení. Žluté prvky jsou nově přidány pro zajištění funkcionality lokální smyčky.
Obrázek 5.10: Umístění virtuální ovládací stanice do návrhu změn.
Finální návrh byl vytvořen s ohledem na možnost propojení funkcionality lokální smyčky
a modulu pro autonomní řízení. Toto propojení by umožnilo předávat kofigurace úloh z ovlá-
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dací stanice přímo adaptéru, který by v rámci modulu AdaBAF požadovanou úlohu vytvořil
pod lokálním identifikátorem a spustil ji s přijatou konfigurací.
Tento způsob by nalezl uplatnění v případě výpadku spojení se serverem nebo jeho
nedostupnosti, která by znamenala nemožnost spouštět nové úlohy. Po obnovení spojení by
byl server o této úloze informován, tj. uložil by ji do databáze spuštěných úloh a adaptéru




Na základě poznatků získaných o systému BeeeOn a návrhu úprav brány inteligentní do-
mácnosti, který byl popsán v kapitole 5, byl vytvořen předběžný plán vývoje. Na základě
tohoto plánu byly vytvořeny jednotlivé moduly, jejichž implementace bude popsána v pod-
kapitole 6.2.
6.1 Plán vývoje
Před samotnou implementací jednotlivých částí práce byl na základě stanovení dílčích cílů
a prerekvizit potřebných k jejich dosažení vytvořen následující předběžný plán vývoje.
1. Prerekvizity potřebné pro návrh a implementaci úprav
– Seznámení se s architekturou systému inteligentní domácnosti BeeeOn.
– Nastudování architektury prvku brány a její napojení na ostatní prvky systému.
– Nastudování požadavků pro zajištění autonomie brány inteligetní domácnosti.
– Seznámení se s balíkem knihoven POCO.
– Vytvoření návrhu úprav existující aplikace AdaApp.
2. Vytvoření modulu pro komunikaci s ovládací stanicí
– Seznámení se s modulem POCO::Net z balíku knihoven POCO, který obsahuje
podporu pro tvorbu síťových aplikací v podobě různých socketů a serverů.
– Seznámení se se stylem architektury REST pro vývoj webových API.
– Seznámení se s jazykem RAML 0.8 pro modelování RESTful API.
– Nastudování chování modulu POCO::JSON, který obsahuje podporu pro vytvá-
ření a zpracovávání dat ve formátu JSON.
– Definování podporovaných zdrojů a operací v jazyce RAML 0.8 pro přístup pro-
střednictvím lokální smyčky.
– Vytvoření virtuální ovládací stanice a testování její schopnosti komunikace s tímto
modulem.
3. Vytvoření modulu virtuální ovládací stanice
– Nastudování principů vyhledávání zařízení v lokální síti.
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– Vytvoření návrhu principu testování modulu pro komunikaci s ovládací stanicí.
– Vytvoření konfiguračního souboru zahrnujícího možnost jednoduché konfigurace
testů.
– Vytvoření testovacích vstupů.
– Testování virtuální ovládací stanice a modulu pro komunikaci s virtuální stanicí.
4. Vytvoření modulu autonomního řízení (AdaBAF)
– Nastudování návrhu řešení automatizačního frameworku v rámci prvku serveru.
– Nastudování principu vytváření, spouštění a plánování úloh pro automatizační
framework.
– Vytvoření návrhu obsahu společného jádra pro autonomní řízení v rámci systému
inteligentní domácnosti.
– Vytvoření mechanismu pro spouštění úloh na adaptéru.
– Vytvoření rozhraní pro připojení jádra autonomního řízení do modulu AdaBAF.
– Vytvoření modelových testovacích úloh a testování modulu autonomního řízení.
5. Rozšíření modulu virtuálních senzorů o virtuální aktory
– Nastudování principu funkcionality výchozího modulu virtuálních senzorů.
– Vytvoření návrhu funkcionality virtuálních aktorů.
– Rozšíření konfiguračního souboru virtuálních senzorů o možnost konfigurace vir-
tuálních aktorů.
– Implementace rozšíření modulu a jeho testování v kombinaci s modulem auto-
nomního řízení.
6. Vytvoření modulu virtuálního přijímače zpráv
– Seznámení se s modulem POCO::XML, který poskytuje podporu pro zpracování
dat ve formátu XML.
– Vytvoření konfiguračního souboru modulu a souboru s testovacími daty ve for-
mátu XML.
– Testování aplikace AdaApp pomocí tohoto modulu.
Uvedený plán je vytvořen hierarchicky tak, aby jednotlivé úpravy na sebe navazovaly a ne-
bylo omezováno průběžné testování nové funkcionality aplikace AdaApp. V průběhu imple-
mentace úprav docházelo k drobným změnám z důvodu měnících se potřeb celého systému
inteligentní domácnosti. Případně změny v implemetaci oproti plánu vývoje budou zmíněny
u konkrétních popisů vytvořených modulů.
6.2 Popis implementace jednotlivých modulů
Stejně jako v případě již existujících modulů aplikace AdaApp, jsou i nově vytvořené moduly
navrženy a implementovány tak, aby byla práce s nimi co nejjednodušší. Každý modul má
k dispozici vlastní konfigurační INI soubor, ve kterém lze spouštění daného modulu v apli-
kaci AdaApp vypnout, nastavit parametry pro logování zpráv modulu, případně nastavit
proměnné specifikující jeho vnitřní činnost. V následujících podkapitolách budou popsány
implementace jednotlivých modulů vycházející z jejich návrhu uvedém v kapitole 5.
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6.2.1 Modul pro komunikaci s ovládací stanicí
Tento modul s pracovním názvem RequestServer vznikl za účelem zajištění schopnosti adap-
téru navázat spojení s ovládací stanicí (např. chytrým telefonem nebo virtuální ovládací sta-
nicí) přes lokální smyčku. Implementace modulu vychází z jeho návrhu, který byl popsán
v podkapitole 5.1.2. Tento modul v rámci lokální smyčky zajišťuje dvě funkce - přijímání
tzv. hello zpráv a přijímání požadavků od ovládacích stanic.
∙ Přijímání hello zpráv - přijímání těchto zpráv zajišťuje datagram socket1, pro jehož
implementaci byla využita třída DatagramSocket z knihovny Poco::Net. Tento socket
je navázán na broadcastovou adresu 255.255.255.255 a naslouchá na definovaném
portu.
∙ Přijímání požadavků od ovládacích stanic - pro přijímání požadavků je v modulu
implementován plnohodnotný vícevláknový HTTP server, který je obsažený přímo
v knihovně Poco::Net. Pro přijímání HTTP požadavků je použit server socket, který
naslouchá na stejném portu jako datagram socket pro přijímání hello zpráv. V pří-
padě příchozího požadavku je vytvořen tzv. handler, který zajistí obsluhu daného
požadavku a odeslání HTTP odpovědi.
Pro testovací účely byl navíc vytvořen datagram socket, který je navázaný na adresu
127.0.0.1 (localhost) a umožňuje tak přijímat hello zprávy z virtuální ovládací stanice
spuštěné na stejném zařízení jako je spuštěna aplikace adaptéru. Toho bylo využito při tes-
tování reakcí na přijaté HTTP požadavky během vývoje modulu. Pro vytvoření síťových
prvků modulu je použita podpora poskytovaná knihovnou Net z balíku knihoven Poco.
Dále byly v jazyce RAML [13] dodefinovány zdroje, ke kterým bude možné přes toto
rozhraní přistupovat. V následujícím textu jsou tyto zdroje spolu s příslušnými metodami
popsány.
1. /devices - zdroj umožňující přístup ke konkrétnímu zařízení a manipulaci s ním.
∙ GET - metoda pro získání aktuální hodnoty všech modulů daného zařízení.
V případě této operace je URI zdroje rozšířena o ID zařízení, jehož data chceme
získat.
∙ POST - metoda pro přidání nového zařízení. Na základě přijetí tohoto poža-
davku je na adaptéru spuštěn párovací režim a adaptér čeká na spárování nového
zařízení.
∙ PUT - metoda pro aktualizaci hodnot daného zařízení. ID zařízení spolu s hod-
notami pro aktualizaci je zaznamenáno v těle dotazu.
∙ DELETE - metoda pro odpárování daného zařízení.
2. /tasks/instances - zdroj umoňující přístup k instancím spuštěných úloh.
∙ GET - metoda pro získání konfigurace dané instance úlohy. V případě této me-
tody je URI zdroje rozšířena o ID instance, jejíž konfiguraci chceme získat.
∙ POST - metoda pro vytvoření nové instance úlohy. Informace o konfiguraci úlohy
jsou předány v těle požadavku.
1Typ síťového socketu pro meziprocesovou komunikaci, který se používá pro přijímání a odesílání UDP
datových paketů. Tento typ socketu nenavazuje spojení.
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∙ PUT - metoda pro změnu konfigurace instance úlohy. Hodnoty pro aktualizaci
spolu s identifikátorem instance jsou předány v těle požadavku.
∙ DELETE - smazání dané instance úlohy.
Pro zdroj /tasks/instances prozatím není implementována podpora v rámci tohoto modulu,
nicméně zdroj /devices je plně podporován. Data přenášená v těle HTTP požadavků a od-
povědí jsou zapsána ve formátu JSON. Pro práci s tímto formátem je využita knihovna
POCO::JSON, která obsahuje nástroje pro čtení a vytváření dat v tomto formátu. Při vy-
tvoření modulu je načtena jeho konfigurace z INI souboru a jsou inicializovány proměnné
potřebné pro jeho spuštění.
Tento modul umožňuje uživateli konfigurovat parametry HTTP serveru, mezi které patří
port, na kterém server naslouchá, počet vláken pro zpracování požadavků a maximální
počet požadavků, které na zpracování čekají. Tyto proměnné se nastavují v konfiguračním
souboru modulu.
6.2.2 Virtuální ovládací stanice
Samostatná aplikace vytvořená z důvodu potřeby testování správné funkčnosti komuni-
kace mezi ovládací stanicí a modulem pro komunikaci s ovládací stanicí. Aplikace zajišťuje
testování dvou hlavních schopností tohoto modulu:
1. Schopnost příjímat hello zprávy a správně na ně reagovat.
2. Schopnost přijímat požadavky od ovládacích stanic a odpovídat na ně.
Hello zpráva je zpráva nesoucí v sobě ID brány, která je hledána v lokální síti. Z implemen-
tačního hlediska je pro odesílání i přijímání hello zprávy použit datagram socket z knihovny
POCO, který pro komunikaci používá nespolehlivý UDP protokol.
Tato zpráva se posílá buď na broadcastovou adresu (255.255.255.255) nebo na localhost
(127.0.0.1) podle toho, zda se aplikace virtuální stanice nachází na stejném zařízení jako
testovaná aplikace adaptéru. V případě přijetí hello zprávy od adaptéru je z této odpovědi
získána IP adresa tohoto adaptéru, na kterou jsou následně posílány testovací požadavky
v nastaveném testovacím režimu.
Pro umožnění posílání požadavků na bránu a přijímání HTTP odpovědí je vytvořena
klientská část relace pomocí třídy HTTPClientSession z knihovny POCO, která je iniciali-
zovaná nalezenou skutečnou IP adresou brány a portem, na kterém naslouchá HTTP server
na straně brány. Pro účely testování byl vytvořen konfigurační soubor s příponou .ini, ve
kterém jsou definovány jednotlivé testy. Příklad konfiguračního souboru s testy je uveden
v příloze C. Význam jednotlivých položek konfiguračního souboru je následující:
∙ adapter_id - identifikátor testované brány.
∙ test_X - udává testovanou operaci (metodu) a zdroj, nad kterým se tato operace
provádí. Testovaná metoda je uvedena klíčovým slovem method. Zdroj, ke kterému
se tato metoda vztahuje je reprezentován klíčovým slovem uri. X je kladné nenulové
číslo testu.
∙ value_X - definuje tělo požadavku, je-li testovanou metodou vyžadováno. Jednotlivé
položky těla požadavku jsou zapsány ve formátu nazev:hodnota a odděleny znakem
„|“. Takto mohou být v těle požadavku uvedeny jakékoliv hodnoty.
36
Kromě testovacích hodnot je v konfiguračním souboru definován port, na kterém modul
RequestServer na straně adaptéru naslouchá příchozím hello zprávám a HTTP požadavkům.
Původní návrh virtuální ovládací stanice počítal pouze s testováním v automatickém režimu,
kdy po provedení předdefinovaných testů je aplikace ukončena. V průběhu testování byl
ovšem tento způsob označen za nedostačující a dodatečně byla implementována možnost
testování v manuálním režimu. To umožňuje vybírat testy, které se mají provést, libovolně
je střídat a opakovat. Tento režim věrohodně napodobuje způsob testování s použitím reálné
ovládací stanice.
Průběh testování je zaznamenáván do logovacího souboru, jehož cesta je definována
v konfiguračním INI souboru modulu. Princip ovládání této aplikace je popsán v manuálu
virtuální ovládací stanice v příloze B.
6.2.3 Modul autonomního řízení
Tento modul přidává do aplikace AdaApp schopnost automatizace řízení. Je rozšířením ser-
verové aplikace BAF a jeho implementace vychází z návrhu uvedeném v podkapitole 5.2.1.
Na začátku byly vytvořeny konkrétní třídy pro zavaděč úloh a manažer úlohy, které
implementují metody svých abstraktních tříd, které jsou součástí jádra automatizace řízení.
Jedná se o jediné dva prvky tohoto jádra, které mají odlišnou implementaci na adaptéru
a na serveru.
∙ Zavaděč úloh - zajišťuje načtení úloh ze souboru ve formátu XML pomocímodulu pro
práci s XML aplikace AdaApp, který byl za tímto účelem rozšířen o nové metody. Dále
se stará o dynamické linkování knihoven úloh pomocí knihovny dlcfn.h2 a o vytvoření
manažera pro každou načtenou úlohu. V případě ukončení aplikace AdaApp se stará
o smazání instancí všech úloh.
∙ Manažer úlohy - implementuje metody pro získání konfigurace instancí úloh, změnu
konfigurace a smazání instancí úloh.
Cesta k souboru s relativním umístěním knihoven jednotlivých úloh je nastavitelná v konfi-













Ukázka 6.1: Příklad konfiguračního souboru s úlohami.
Dále byla do aplikace AdaBAF přidána rozhraní, která umožňují komunikaci s ostatními
moduly aplikace AdaApp.
2Více informací o této knihovně je k dispozici na http://pubs.opengroup.org/onlinepubs/7908799/
xsh/dlfcn.h.html
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∙ Rozhraní uživatelských zpráv - rozhraní napojené na část modulu pro síťovou
komunikaci, která zajišťuje přijímání zpráv příchozích ze serveru. Přes toto rozhraní
se z modulu pro síťovou komunikaci do modulu AdaBAF dostávají příkazy pro vy-
tvoření nových a změnu konfigurace již existujících instancí úloh. Tyto příkazy jsou
reprezentovány strukturou RunTaskInfo a každý z nich je uložen do fronty příkazů
čekajících na vyřízení. Hlavní vlákno modulu autonomního řízení frontu kontroluje
a postupně tyto zprávy zpracovává.
∙ Rozhraní datových zpráv - rozhraní, které je napojené na část modulu pro síťo-
vou komunikaci, která zajišťuje přeposílání dat přijatých ze senzorů na server. Tato
data jsou reprezentována strukturou IOTMessage a jsou ukládána do fronty přícho-
zích datových zpráv. Z této fronty vybírá položky samostatné vlákno, které z nich
vytváří strukturu DataMessage, kterou předává do registru požadovaných datových
zpráv. Registr následně aktivuje úlohy, které mají zaregistrovaný příjem těchto dat.
∙ Rozhraní pro přístup k lokální historii dat - rozhraní, které umožňuje z lo-
kální historie dat adaptéru na základě identifikátoru zařízení získat poslední datovou
zprávu, která byla z daného zařízení přijata. Využívá se především v implementaci
konkrétních uživatelských úloh a částečně nahrazuje serverovou databázi, ke které
adaptér nemá přístup. Rozhraní je implementováno jako samostatní třída založená
na návrhovém vzoru singleton.
∙ Rozhraní pro ovládání zařízení - rozhraní umožňující ovládání aktorů, které je
vytvořeno jako samostatná třída založená na návrhovém vzoru singleton. Tato třída
implementuje metodu pro ovládání aktorů, která přijímá data jako je ID zařízení, ID
aktoru a nová hodnota aktoru. Na základě těchto dat jsou vytvářeny příkazy ve formě
struktury Command, které jsou následně předány ke zpracování ostatním modulům
aplikace AdaApp. Další zpracování těchto příkazů probíhá stejně jako v případě přijetí
příkazu přímo ze serveru. Toto rozhraní je možné použít v každém typu uživatelské
úlohy (časované, aktivační, kombinované).
Veškeré fronty a proměnné, ke kterým má přístup více vláken, jsou chráněny synchronizač-
ními mechanismy, které zajišťují výlučný přístup k těmto zdrojům. Pro synchronizaci byla
využita synchronizační primitiva dostupná v knihovně Poco.
Stejně jako každy modul má i modul AdaBAF vlastní konfigurační soubor, ve kterém
je možné nastavit cestu k souboru s úlohami nebo nastavit logovací soubory pro jednotlivá
rozhraní a prvky modulu.
6.2.4 Úprava modulu virtuálních senzorů
Rozšiřování funkcionality nejenom brány, ale celého systému inteligentní domácnosti, si
žádá i rozšiřování a vylepšování testovacích modulů a nástrojů. V rámci této práce bylo
implementováno rozšíření modulu virtuálních senzorů o možnost použití virtuálních aktorů
tak, jak bylo popsáno v jeho návrhu v podkapitole 5.2.2.
Toto rozšíření v sobě zahrnovalo úpravu konfiguračního souboru virtuálních senzorů tak,
aby byla podporována konfigurace chování virtuálních aktorů. Příklad konfigurace virtuál-












Ukázka 6.2: Příklad konfigurace virtuálních aktorů.
Konfigurační soubor umožňuje definovat dva typy virtuálních aktorů na základě rozdělení
v návrhu úprav modulu v podkapitole 5.2.2.
∙ Aktivní virtuální aktor - na ukázce je tento aktor reprezentován položkou s iden-
tifikátorem module_id_1 a hodnotou value_1. Tento typ aktoru je zároveň senzorem
a jeho hodnota může být konfigurována stejně jako v případě virtuálního senzoru [16].
Navíc je zde přidána možnost modelování doby, kterou trvá operace přepínání aktoru,
pomocí parametru switch_time.
∙ Pasivní virtuální aktor - na ukázce tento aktor reprezentován identifikátorem
module_id_2 a hodnotou value_2. Parametr initial udává libovolnou počáteční
hodnotu aktoru.
Jelikož hodnotu aktivních virtuálních aktorů lze měnit dvěma způsoby a to generováním
uvnitř virtuálního aktoru a aktualizační zprávou zvenčí, může nastat situace, kdy v jednu
chvíli bude k hodnotě aktoru přistupovat více vláken aplikace. Pro ošetření této kritické
sekce byl použit synchronizační nástroj v podobě Mutexu, dostupný v knihovně POCO.
6.2.5 Modul virtuálního přijímače zpráv
Jak již název napovídá, tento modul simuluje přijetí příkazu ve formátu XML ze strany
serveru. Jeho implementace vychází z návrhu uvedeném v podkapitole 5.2.3. Na ukázce 6.3
je uveden příklad testovacího souboru tohoto modulu, který obsahuje dva testy.
První z testů s typem zprávy create-task zajistí vytvoření nové instance úlohy a druhý
z nich aktualizaci konfigurace již existující instance úlohy. Podrobný popis zpráv obsažených
v komunikačním protokolu mezi adaptérem a serverem je uveden v podkapitole 6.3.
Před začátkem testování je modulem načten testovací soubor a extrahovány jednotlivé
testy. Po upravení každého testu do požadovaného formátu je tento test předán do modulu
pro síťovou komunikaci, který zajistí jeho zpracování stejným způsobem, jako by tomu bylo
v případě přijetí stejné zprávy serveru přes zabezpěčené spojení.
Modul je možné použít pro testování všech zpráv, které by měl být adaptér schopný
přijmout a zpracovat. Tato vlastnost dělá z tohoto modul nástroj vhodný pro testování změn
























Ukázka 6.3: Příklad konfigurace testů modulu virtuálního přijímače zpráv.
6.2.6 Úprava dalších modulů
Během implementace nových modulů vznikla potřeba rozšířit funkcionalitu některých již
existujících modulů aplikace AdaApp. Mezi tyto upravené moduly patří:
– Modul pro síťovou komunikaci - v tomto modulu byla upravena vláknová funkce,
která zpracovává příchozí příkazy ze serveru. Úprava zahrnuje přidání detekce příkazů
týkající se vytvoření nebo změny automatizační úlohy a jejich předání do modulu
AdaBAF k dalšímu zpracování. Konkrétně se jedná o zprávy s typem create-task
a update-task.
Dále zde byla upravena funkce, která se stará o předání dat příchozích ze senzorů
k odeslání na server. Do této funkce byla přidána distribuce příchozích dat na rozhraní
datových zpráv modulu autonomního řízení.
– Modul pro práci s XML - přidání funkcí pro zpracování XML zpráv týkajících se
konfigurace úloh pro modul AdaBAF a funkce pro zpracování XML souboru s infor-
macemi o implementovaných úlohách.
Po přidání nového modulu do aplikace byla vždy upravena hlavní funkce main(), která se
stará o spuštění všech povolených modulů a načtění jejich konfiguračních souborů.
6.3 Protokol pro komunikaci mezi adaptérem a serverem
Během vývoje nových modulů aplikace byl aktualizován i protokol pro komunikaci mezi
adaptérem a serverem z verze 1.0 na verzi 1.1. Typy adaptérem přijímaných zpráv v pro-
tokolu ve verzi 1.0 byly popsány v podkapitole 3.3.1. Do nové verze protokolu 1.1 byly
zakomponovány i změny komunikačního protokolu související s nově vytvořenými moduly.
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Počínaje protokolem verze 1.1 je umožněno adaptéru dotazovat se serveru na rozšiřující
informace a naopak. V rámci této verze byly přidány následující typy zpráv v obou smě-
rech [3].
∙ Get-parameters - požadavek adaptéru/serveru na získání dodatečných informací.
Touto zprávou je možné požádat cílový prvek o různá rozšiřující data. Kód požadavku,
který reprezentuje typ požadovaných informací, je uveden v parametru ve vnitřním
elementu zprávy.
∙ Parameters - odpověď adaptéru/serveru na předchozí zprávu. Získané informace
jsou uloženy v těle zprávy v elementu parameter.
Dále byly přidány zprávy potřebné pro autonomii řízení:
∙ Create-task - požadavek serveru na vytvoření instance úlohy na daném adaptéru.
Konfigurace úlohy je uložena v těle zprávy.
∙ Update-task - požadavek serveru na aktualizaci konfigurace konkrétní instance úlohy,
která běží na daném adaptéru. Nová konfigurace úlohy je uložena v těle zprávy.
Příklad zpráv pro autonomii řízení byl uveden v rámci popisu implementace modulu virtu-
álního přijímače zpráv v podkapitole 6.2.5.
6.4 Překlad a spuštění
Pro překlad všech nově implementovaných modulů je využita utilita cmake3. Tato uti-
lita využívá k překladu již existující hlavní konfigurační soubor CMakeLists.txt, umístěný
v kořenovém adresáři aplikace AdaApp, do kterého byly doplněny patřičné záznamy o nově
vytvořených třídách. Kromě překladu celé aplikace je možné přeložit některé její části sa-
mostatně.
∙ Překlad virtuální ovládací stanice - Pro překlad aplikace virtuální ovládací byl
vytvořen konfigurační soubor CMakeLists.txt pro překlad pomocí utility cmake. Dále
byly vytvořeny skripty clean.sh a compile.sh, které překlad usnadňují. Aplikace je
naistalována do složky se zdrojovými kódy stanice do podsložky install_vs/usr/bin.
Příklad spuštění stanice spolu s popisem parametrů spuštění je uveden v příloze B.
∙ Překlad automatizačních úloh - Aby bylo možné dynamicky vytvářet úlohy pro
modul autonomního řízení, bylo potřeba umožnit také samostatný překlad pouze
těchto úloh bez nutnosti překládat celou aplikace AdaApp. Za tímto účelem byla
v rámci tohoto modulu vytvořena hierarchie konfiguračních souborů CMakeLists.txt.
Díky té je možné překládat úlohy v rámci překladu hlavní aplikace AdaApp nebo sa-
mostatně. Pro účel vývoje je umožněn také samostatný překlad jednotlivých úloh po-
mocí nástroje cmake. Pro usnadnění překladu byly vytvořeny skripty compile_x86.sh
pro překlad úloh pro PC platformu a compile_armv7a.sh pro křížový překlad pro
cílovou platformu.
Pro správnou funkcionalitu aplikace je potřeba mít nainstalované konfigurační soubory
a knihovny úloh ve správných adresářích. Soubor s konfiguracemi úloh je očekáván v relativ-
ním umístění usr/lib/BeeeOn/ a jednotlivé sdílené knihovny úloh v usr/lib/BeeeOn/tasks/.
3Více informací o tomto nástroji je k nalezeni na https://cmake.org/
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6.5 Možnosti rozšíření
Jelikož je aplikace AdaApp modulární, umožňuje snadnou rozšiřitelnost o další funkce. Mož-
nost rozšíření funkcionality aplikace se nabízí v modulu pro komunikaci s ovládací stanicí.
V první řadě se jedná rozšíření možností obsluhy příchozího HTTP požadavku typu GET,
který žádá o zaslání určitých dat z adaptéru. Ve stávající aplikaci se v případě, že adaptér
nenalezne požadovaná data ve své lokální historii, odešle odpověď s návratovým kódem
signalizujícím nenalezení požadovaných dat. Toto řešení by bylo možné rozšířit o schopnost
adaptéru doptat se na nenalezená data serveru. Zmíněná odpověď na tento požadavek by
byla odeslána až v případě, že by ani na serveru nebyla požadovaná data k dispozici.
Dálší rozšíření, které se vlivem úprav adaptéru nabízí, je přidání schopnosti adaptéru
obsluhovat příchozí požadavky na další typy zdrojů. Příkladem je zdroj /tasks/instances,
který byl definovaný v podkapitole 6.2.1. Podpora tohoto zdroje by umožnila prostřed-
nictvím lokální smyčky spouštet úlohy se zadanými konfiguracemi, měnit konfigurace již
běžících úloh a získávat o nich informace. Zmíněné propojetí funkcionality lokální smyčky
a autonomního řízení adaptéru není jednoduchým úkolem, protože je třeba zajistit konzis-
tenci mezi skutečně spuštěnými instancemi úloh na adaptéru a záznamy o běžících úlohách
v databázi na serveru.
S komunikací mezi adaptérem a ovládací stanicí souvisí také rozšíření v podobě přidání
autorizace uživatele do každého HTTP požadavku. Tento úkol není triviální a znamená
přebudování celého dosavadního systému autorizace uživatelů v systému BeeeOn.
Další možnost rozšiřování funkcionality aplikace se nabízí v oblasti autonomie řízení
adaptéru. V případě, že v modulu pro autonomní řízení nastane platnost nějaké podmínky,
pak na jejím základě dojde k vykonání definované akce. O provedení této akce adaptér
uživatele implicitně žádným způsobem neinformuje. Možnost rozšíření spočívá ve vytvoření
notifikačního modulu, který by sbíral informace o provedených akcích a posílal je v broad-
castových zprávách do lokální sítě. Ovládací stanice by pak mohla naslouchat těmto zprá-
vám a přijaté notifikace zobrazovat uživateli. Tímto způsobem by se zlepšila informovanost





Testování úprav aplikace AdaApp za účelem ověření jejich správné funcionality probíhalo
průběžně po celou dobu vývoje. Z důvodu absence některých prvků a funkcí, které byly
pro otestování těchto úprav stěžejní, byly vytvořeny vlastní virtuální testovací moduly,
viz podkapitola 6.2.2 a 6.2.5. Mezi tyto chybějící části patřila např. podpora pro použití
lokální smyčky v mobilní aplikaci Android (nahrazeno virtuální ovládací stanicí) nebo plná
podpora aplikace BAF na serveru kvůli předávání konfigurací úloh (nahrazeno modulem
virtuálního přijímače).
Tyto virtuální prvky, při zachování požadovaného komunikačního rozhraní s ostatními
částmi aplikace, věrohodně nahradily chybějící části systému a umožnily tak testování veš-
keré nové funkcionality aplikace. Zpočátku vývoje nebyl k dispozici hardware brány a proto
testování probíhalo výhradně na PC platformě. Jednotlivé nové části aplikace byly v prů-
běhu vývoje testovány samostatně s využitím tzv. unit testů1, které v sobě zahrnovaly pou-
žití modulu virtuálních senzorů a aktorů, modulu virtuálního přijímače a virtuální ovládací
stanice.
Kromě manuálního testování byla aplikace AdaApp testována automatickými skripty
pomocí systému Jenkins, které kontrolovaly, zda je aplikaci v aktuální vývojové verzi možné
přeložit bez chyb, spustit a poté korektně ukončit. Tímto způsobem byly například nalezeny
a ošetřeny chyby vyvolané špatnou reakcí aplikace na chybějící konfigurace nově přidaných
modulů.
7.1 Testování lokální smyčky
Lokální smyčka byla zpočátku testována na PC platformě, kde byly v rámci jednoho zařízení
spuštěny obě komunikující aplikace - AdaApp a virtuální ovládací stanice. Tímto způsobem
byla testována a odladěna schopnost adaptéru správně interpretovat příchozí požadavky,
předávat je ke zpracování dalším modulům aplikace AdaApp a vytvářet odpovídající odpo-
vědi.
Schopnost ovládací stanice navázat spojení s adaptérem v lokální síti, byla testována
na aplikaci AdaApp spuštěné na fyzickém hardwaru brány a virtuální stanici spuštěné na
počítači v lokální síti. Pro testování schopnosti získávat data ze senzorů a řídit aktory
připojené na bránu prostřednictvím lokální smyčky, byl použit virtuální i reálný senzor
BeeeOn v1.0. Zapojení těchto prvků je graficky znázorněno na obrázku 7.1.
1Testy určené pro automatické (někdy i manuální) testování dílčích částí systému.
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Obrázek 7.1: Schéma zapojení při testování lokální smyčky.
Pro účel ověření správnosti implementace byl pro virtuální ovládací stanici vytvořen kofi-
gurační soubor s testy, s jejichž pomocí byla kontrolována následující funkcionalita:
1. Spuštění párovacího režimu na adaptéru.
2. Získání aktuálních naměřených hodnot vybraného zařízení.
3. Přepnutí aktoru vybraného zařízení.
4. Odpárování vybraného senzoru.
Zmíněné testy byly na virtuální ovládací stanici spuštěny v automatickém i manuálním
režimu. Použitý testovací soubor je uveden v příloze C.
7.2 Testování automatizace řízení
Testování spočívalo v ověření schopnosti adaptéru autonomně řídit provádění akcí, které se
týkají na něj připojených zařízení. Pro účely testování byly vytvořeny všechny tři typy úloh,
které lze v rámci modulu AdaBAF vytvářet. Tyto úlohy byly testovány v kombinaci s mo-
dulem virtuálních senzorů a aktorů, který umožnil generování hodnot sledovaných senzorů
v rozsahu vhodném pro demonstraci funkčnosti úloh. Pro generování zpráv s konfiguracemi
úloh byl využit modul virtuálního přijímače.
Uvedené úlohy je možné konfigurovat i pro přijímání hodnot z jiných senzorů a nasta-
vování hodnot jiných aktorů než je uvedeno v přikladech. Konfigurační zprávy použité pro
testování jsou uvedeny v příloze D. V následujícím textu bude funkcionalita jednotlivých
úloh spolu s výsledky testů stručně popsána.
7.2.1 Úloha DataWatchdog
Časovaná úloha, která kontroluje, zda z napárovaného senzoru jsou přijímána data. V pří-
padě, že jsou poslední přijatá data starší něž trojnásobek refresh time senzoru (perioda, po
které senzor posílá data), vypíše se varovné hlášení do logovacího souboru.
Pro účely testování byl použit virtuální i reálný senzor BeeeOn v1.0. Tento senzor byl
pomocí virtuální ovládací stanice a z ní generovaných příkazů střídavě párován a odpárován.
Výsledkem tohoto testu byl soubor výpisů varovných hlášení závislý na frekvenci od-
párování senzoru, na hodnotě jeho refresh time a na periodě vykonávání úlohy. Zapojení
prvků v této úloze je znázorněno na obrázku 7.2.
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Obrázek 7.2: Příklad časované úlohy s využitím reálných zařízení.
7.2.2 Úloha TempRegulator
Aktivační úloha, která přijímá hodnoty ze zařízení Regulátor VPT a kontroluje naměřenou
pokojovou teplotu. Pokud je teplota nižší než její nastavená požadovaná hodnota, dojde
k přepnutí kotle do režimu pokojového vytápění. Princip této úlohy je graficky znázorněn
na obrázku 7.3.
Obrázek 7.3: Příklad aktivační úlohy s využitím reálných zařízení.
Pro účely testování byla použita virtuální verze tohoto zařízení, kde hodnota pokojové
teploty je generována v rozsahu od 16 do 25 ∘C se skokovou změnou 0,5 ∘C každých 10
vteřin. Při dosažení krajní hodnoty se průběh funkce změní z klesající na rostoucí a naopak.
Počáteční teplota je nastavena na 25 ∘C a požadovaná pokojová teplota na 21 ∘C.
V případě, že pokojová teplota klesne pod hranici 21 ∘C, nastaví se kotel do režimu
vytápění. Po opětovném dosažení požadované teploty dojde k vypnutí kotle. Výsledkem
testování úlohy s uvedeným výchozím nastavením bylo střídavé vypínání a zapínání kotle
v závislosti na výši pokojové teploty generované virtuálním senzorem.
7.2.3 Úloha OverheatControl
Kombinovaná úloha, jejíž aktivační část přijímá data ze zařízení Regulátor VPT a kontroluje
teplotu vody v boileru. Jakmile tato teplota přesáhne předem nastavenou mez, rozbliká se
varovná kontrolka až do doby, kdy teplota vody klesne pod tuto definovanou hodnotu.
V úloze se předpokládá připojení kontrolky ke zdroji napětí pomocí zásuvky Conrad FS20.
Princip úlohy je graficky znázorněn na obrázku 7.4.
Pro testování byly použity virtuální verze těchto zařízení zprostředkované modulem
virtuálních senzorů a aktorů. Senzorům a aktorům na těchto zařízeních bylo nastaveno
následující výchozí chování. Teplota vody v boileru je generována v rozsahu hodnot od 65
do 75 ∘C se skokovou změnou 1 ∘C každých 15 vteřin. Počáteční teplota vody je nastavena
na 65 ∘C a hraniční hodnota teploty pro spuštění/ukončení blikání kontrolky na 70 ∘C.
Zásuvka je na začátku ve stavu vypnuto. Blikání kontrolky je řízeno pomocí nastavování
zásuvky Conrad (aktor s dvěma možnými stavy) střídavě do režimu zapnuto/vypnutu po
uběhnutí nastavitelné periody.
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Obrázek 7.4: Příklad kombinované úlohy s využitím reálných zařízení.
Výsledkem testování této úlohy s nastavenými výchozími hodnotami bylo zapnutí časova-
ného blikání kontrolky ve chvíli, kdy teplota vody v boileru přesáhla 70 ∘C. Po klesnutí




Po obecném seznámení se se systémem pro inteligentní domácnost BeeeOn, byl detailně
nastudován prvek brány inteligentní domácnosti, způsob jeho napojení na ostatní části
systému a požadavky na autonomii celého systému při výpadku internetového spojení.
Dále byla nastudována architektura aplikace AdaApp a možnosti využití knihovny POCO.
Na základě tohoto teoretického rozboru byl vytvořen návrh úprav brány, který zahrnoval
podporu komunikace mezi bránou a ovládacím zařízením označovanou jako lokální smyčka
a podporu automatizace řízení.
Jako první byla v rámci práce implementována podpora lokální smyčky, pro kterou
byl vytvořen modul pro komunikaci s ovládací stanicí. Během jeho vývoje bylo nutné se
seznámit se stylem architektury REST pro tvorbu webových API, principem komunikace
prostřednictvím HTTP protokolu a s jazykem RAML pro modelování RESTful uživatel-
ských rozhraní. V tomto jazyce byly definovány zdroje a nad nimi podporované operace,
pomocí kterých je možné přistupovat k těmto zdrojům prostřednictvím lokální smyčky.
Souběžně s tímto modulem byla vytvořena samostatná aplikace reprezentující virtuální
ovládací stanici, která umožnila testovat modul pro komunikaci již v průběhu vývoje. Pro
účely použití této stanice byly vytvořeny testovací vstupy, s jejichž pomocí byla ověřena
funkcionalita lokální smyčky.
Pro implementaci podpory automatizace v adaptéru byl nastudován framework BAF,
který tuto problematiku řeší v rámci serveru. Pro zajištění automatizace na adaptéru byl
vytvořen modul autonomního řízení, který rozšiřuje BAF o rozhraní, která umožňují ko-
munikaci s ostatními moduly aplikace AdaApp. Paralelně s tímto modulem byl vytvořen
modul virtuálního přijímače, který umožnil generovat zprávy potřebné pro vytvoření a spuš-
tění úloh na adaptéru, které v době vývoje modulu nebyly serverem podporovány. Dále byl
pro účely testování rozšířen modul virtuálních senzorů o podporu virtuálních aktorů. Při
tvorbě virtuálních prvků byl kladen důraz na zachování reálného rozhraní tak, aby nahrazení
těchto prvků skutečnými nevyžadovalo žádné další úpravy. Aplikace AdaApp byla testována
s použitím virtuálních prvků na počítačové i na cílové platformě. V průběhu následujícího
vývoje budou pro automatizované testování autonomie řízení vytvořeny testovací skripty
pro systém Jenkins a nová funkcionalita bude postupně nasazována do domácností.
Automatizace řízení a umožnění přímého přístupu k prvku brány vedlo k rozdělení zátěže
serveru mezi ostatní prvky systému BeeeOn. Zavedením autonomie do systému byl vytvořen
prostor pro celou řadu dalších rozšíření, která mohou být v budoucnu implementována
a pomohou k dalšímu progresu celého systému.
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Přiložený CD disk obsahuje všechny zdrojové kódy potřebné pro překlad, spuštění a instalaci
aplikace AdaApp na cílové zařízení. Dále jsou zde přiloženy kofigurační soubory použité pro
testování nově vytvořených modulů aplikace. Kromě souborů týkajících se aplikace AdaApp
je zde uložena tato práce v elektronické podobě ve formátu PDF s hyperlinky. Přesný výčet
adresářové struktury je uveden níže:
∙ img/ - obrázky použité v této práci.
∙ pdf/ - elektronická podoba této práce s hyperlinky.
∙ src/ - veškeré zdrojové kódy aplikace AdaApp.
∙ src/ada_baf/ - zdrojové kódy modulu AdaBAF (viz dále).
∙ src/virtual_station/ - zdrojové kódy aplikace virtuální ovládací stanice.
∙ tex/ - zdrojové kódy pro LATEX potřebné k vygenerování výsledného PDF souboru.
Postup spuštění aplikace AdaApp je uvedem v souboru README v kořenové složce. Postup
překladu a spuštění aplikace virtuální ovládací stanice je uveden v uživatelském manuálu
v příloze B.
Dále je uvedena adresářová struktura modulu AdaBAF, který je součástí zdrojových
kódů aplikace AdaApp a na přiloženém CD ve umístěn ve složce src/ada_baf/.
∙ ada_baf/src/ - veškeré zdrojové kódy modulu AdaBAF.
∙ ada_baf/src/base/ - zdrojové kódy společné pro modul AdaBAF a aplikaci BAF
na serveru.
∙ ada_baf/tasks/ - zdrojové kódy jednotlivých úloh.
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Příloha B
Manuál virtuální ovládací stanice
Aplikace virtuální ovládací stanice slouží pro testování schopnosti adaptéru přijímat příkazy
prostřednictvím lokální smyčky. Její použití vyžaduje následující postup:
1. Překlad aplikace - k dispozici jsou dva možné způsoby překladu aplikace:
∙ V rámci překladu aplikace AdaApp - spuštění skriptu ./compile_x86.sh
v kořenovém adresáři aplikace AdaApp. Tento způsob vyžaduje nastavení pro-
měnné VIRTUAL_STATION ve zmíněném skriptu na hodnotu true. Aplikace je
nainstalována do adresáře install_x86/usr/bin v kořenovém adresáři AdaApp.
∙ Samostatný překlad - spuštění skriptu ./compile.sh, který je umístěný přímo
v kořenovém adresáři virtuální ovládací stanice virtual_station/. Aplikace je na-
instalována do adresáře virtual_station/install_vs/usr/bin.
2. Spuštění aplikace - použití virtuální stanice se nepředpokládá přímo na adaptéru,
ale na jakémkoliv jiném zařízení s distribucí Linux. Spuštění se provede příkazem:
./virtualstation -p PORT -c PATH [-l -s]
-p PORT . . . cislo portu, na kterém na adaptéru naslouchá modul pro komunikaci
s ovládací stanicí.
-c PATH . . . cesta ke konfiguračnímu souboru s testy.
-l . . . . . . . . . příznak značící adaptér spuštěný na localhostu (jinak na jiném zařízení).
-s . . . . . . . . . příznak značící ruční spouštění testů (jinak automatický test).
-h . . . . . . . . . vypíše nápovědu k aplikaci.
V případě, že je virtuální stanice spuštěna v režimu ručního zadávání testů (nastavení
parametrem -s), jsou načteny testy z konfiguračního souboru a uživatel je vyzván k zadání
příkazu, kterým může být:
∙ Kladné číslo - příkaz pro vykonání zadaného čísla testu.
∙ l - příkaz pro výpis seznamu načtených testů.
∙ q - příkaz pro ukončení aplikace.
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Příloha C
Příklad konfigurace testů virtuální
ovládací stanice
V této příloze je uveden příklad konfiguračního souboru s testy použitými pro testování
funkcionality lokální smyčky.
Při ručním testování a sekvenci testů 1 - 1 - 2 - 3 - 5 - 5 dojde k napárování dvou

























V této příloze jsou uvedeny konkrétní zprávy ve formátu XML obsahující konfiguraci testo-
vacích úloh, jejichž přijetí od serveru evokuje vytvoření a spuštění instance příslušné úlohy.
Pro účely testování byly tyto zprávy generovány modulem virtuálního přijímače. Deklarace
XML je ve zprávách záměrně vynechána.
1. Úloha DataWatchdog


















<item name="a1_module_id">0</item> <!-- Boiler operation type -->
<item name="a1_value">1</item>









<item name="device_euid">2747362468</item> <!-- Regulator VPT v1.0 -->
<item name="module_id">5</item>
<item name="value">70</item>
<item name="a_device_euid">2749367010</item> <!-- Conrad FS20 switch -->
<item name="a_module_id">0</item>
</config>
</task>
</server_adapter>
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