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Abstrakt 
Cílem diplomové práce je vytvořit techniku pro optimalizaci parametrů tenkých vrstev dle 
konkrétních požadavků zadavatele. Program bude používán na Fakultě strojního inženýrství a má 
usnadnit práci pracovníkům ústavu Fyzikálního inženýrství. Na tomto ústavu jsou prováděna měření 
parametrů optických vlastnosti tenkých vrstev pomocí digitálního zobrazovacího spektrofotometru. 
Jeho výstupem jsou digitální mapy (snímky) relativní odrazivosti těchto vrstev ze studované plochy 
povrchu vrstev.  Mým úkolem je tyto snímky zpracovat a zjistit tloušťku zadané tenké vrstvy na 
křemíkové podložce. V práci jsou vysvětleny všechny použité nástroje a techniky pro tvorbu 
vlastního programu včetně evolučních technik a nezbytných základů optiky tenkých vrstev (v rámci 
elektromagnetické optiky). Přílohou práce je elektronické médium se zdrojovými texty. 
 
 
Abstract 
My master's thesis deals with creating of a suitable evaluation technique that optimizes the optical 
parameters of the thin films according to the specified requirements of the proposer. This technique 
will be used at the Faculty of Mechanical Engineering and it should facilitate the evaluation of 
measurement results of the The Institute of Physical Engineering workers. Research workers use a 
digital imaging spectrophotometer for some measurements of optical properties of thin films at the 
institute. My most important task is to process the output data of the spectrophotometer concerning 
selected thin film. Construed master's thesis describes all the tools and techniques that have been used 
for the implementation of the program including evolutionary techniques and basics of the thin films 
optics (within the framework of the electromagnetic optics). As an enclosure, an electronic medium 
with the source codes of the whole application is provided. 
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1 Úvod 
Tato práce vznikla jako diplomová práce Fakulty informačních technologií Vysokého učení 
technického v Brně. V technických odvětvích se v dnešní době používají stále složitější výpočty. 
V minulosti nám stačila pouze tužka s papírem a mohli jsme počítat. Dnes je však všechno jinak. 
Pokud bychom takto obtížné výpočty prováděli ručně, strávili bychom nad nimi několik let nehledě 
na získaný výsledek. Trendem dnešní doby je automatizace a bezobslužný provoz. Proč bychom 
nezaměstnali raději počítač a nešli si odpočinout? Nejenom, že v případě správné implementace 
dostaneme správný výsledek, ale ušetříme uživateli spoustu času. Obrovskou výhodou tohoto 
přístupu je jeho samostatnost. U výpočetního stroje nemusíme stát, ale zatím co se provádí výpočet, 
můžeme dělat mnoho dalších užitečných věcí.  
Cílem mé diplomové práce je seznámit čtenáře především s implementací výpočetního 
algoritmu charakterizace optických vlastností tenkých vrstev. Jak již z názvu práce vyplývá, 
algoritmus bude při určování optických parametrů tenkých vrstev využívat evolučních technik 
(kapitola 3.1). Jeho úkolem je nahradit předcházející variantu výpočtu „Metodu nejmenších čtverců“ 
(kapitola 3.3). Mým úkolem vytvořit efektivní algoritmus, který výpočet provede samostatně bez 
nutnosti zásahu uživatele a srovnat jeho efektivitu s efektivitou metody nejmenších čtverců. 
Je nutné podotknout, že celá práce je zhotovena přímo pro Fakultu strojního inženýrství 
Vysokého učení technického v Brně. Konkrétní zadavatel p. doc. RNDr. Miloslav Ohlídal Csc. 
z ústavu Fyzikálního inženýrství mne požádal o vytvoření této výpočetní aplikace. Důvodem bylo 
vyzkoušet ke zmíněným účelům novou možnost výpočetního nalezení optických parametrů tenkých 
vrstev. V případě potřeby spolupracuji s Masarykovou univerzitou v Brně, která dodala potřebné 
materiály pro výpočet. Na Ústavu fyzikálního inženýrství mají zaměstnanci takovou představu, že by 
mému programu pouze dodali potřebné vstupní informace a výpočet by již proběhl automatizovaně. 
V mém případě se bude jednat o sled snímků získaných pomocí digitálního zobrazovacího 
spektrofotometru. To je jediný vstup mého programu.  Výsledkem práce by měl být seznam 
optických parametrů tenkých vrstev.  
Tenká vrstva je v podstatě materiál o tloušťce několika desítek nanometrů, který je nanesen na 
základní materiál, kterému říkáme také substrát. Účelem tenké vrstvy je zvýšení účinnosti optických 
prvků nebo zvýšení odolnosti proti vnějším vlivům (kapitola 2.3).  
 Jediným mým požadavkem bude velký výpočetní výkon stroje, na kterém bude výpočet 
probíhat. Evoluční algoritmy jsou výpočetně i časově velmi náročné. Bude třeba vyhradit speciální 
„cluster“ pro eventuální výpočet s vysokými paměťovými proporcemi. Jinak se však bude jednat  
 o velice zajímavou práci se  slibným využitím v praxi. V případě úspěchu je možné aplikaci ihned 
nasadit do používání a publikovat ji. Práce je zajímavá i z toho pohledu, že žádná taková aplikace 
dosud neexistuje. Mohla by případně přispět k rychlejšímu hledání optických parametrů tenkých 
vrstev. 
Celá práce je přehledně koncipována do několika kapitol. Každá z nich popisuje určitou oblast 
problematiky při tvorbě aplikace. Kapitoly jsou pojmenovány tak, aby čtenáři umožnily co nejlepší 
orientaci v textu. První část práce je pojata spíše teoreticky. Jsou zde popsány základy optiky tenkých 
vrstev v rámci elektromagnetické optiky alespoň v takové míře, aby čtenář studovanou problematiku 
pochopil. V případě zájmu uvádím i odkazy na odborné práce týkající se této problematiky. Následují 
veškeré nástroje a knihovny využité při implementaci programu. V této části využívám odborné 
literatury k vysvětlení základních pojmů. Druhá část práce je pojata z více praktického hlediska. 
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Snažím se podrobně vysvětlit a ilustrovat postup od návrhu aplikace, přes její implementaci včetně 
jejího testování.  
První kapitolu tvoří tento úvod, následuje část týkající se elektromagnetické optiky. V další 
kapitole popíši stručně použité nástroje a techniky použité při realizaci mé diplomové práce. 
Následující kapitola zahrnuje analýzu problému včetně objektově orientovaného návrhu. Konečně ve 
čtvrté kapitole se dostanu k řešení jednotlivých úkolů včetně jejich detailního popisu. Na konci práce 
jsou zhodnoceny dosažené výsledky a seznam použité literatury. 
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2 Optika 
Optika je nauka o světle, kde světlo je chápáno podle třídy popisovaných jevů buď jako svazek 
paprsků (paprsková optika – popis tvorby obrazů předmětů optickými soustavami), nebo jako skalární 
vlnění o vlnové délce z intervalu (400 -760) nm, které vyvolává vjem v našem oku (vlnová optika – 
popis interferenčních a difrakčních jevů), nebo jako elektromagnetické vlnění stejných vlnových 
délek (elektromagnetická optika – popis jevu polarizace světla), popř. jako proud fotonů (kvantová 
optika – procesy generace a detekce světla). Pro naše účely vystačíme s elektromagnetickou optikou, 
která charakterizuje světlo jako dvě vzájemně spjaté vektorové vlny, vlny elektrického pole a vlny 
pole magnetického. 
 Vztah mezi jednotlivými optickými disciplinami je znázorněn na obrázku 2.1. Světlo se šíří 
prostředím. Rozlišujeme prostředí světlo absorbující (světlo se průchodem takovýmto prostředím 
zeslabuje) či neabsorbující, prostředí opticky stejnorodá (ve všech místech má stejné optické 
vlastnosti) či nestejnorodá, prostředí opticky izotropní (ve všech směrech má stejné optické 
vlastnosti). Na rozhraní dvou různých prostředí se světlo odráží, láme do nového prostředí, popř. se 
rozptyluje [8, 9, 10].  
 
 
 
Obrázek 2.1 Vztah mezi optickými disciplínami 
 
 
 
 
 
 
 
 
Kvantová 
optika
Elektromag. 
optika
Vlnová optika
Paprsková 
optika
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2.1 Elektromagnetická optika 
Elektromagnetická optika vychází z Maxwellových rovnic. Jedná se o čtyři základní axiomy 
elektromagnetické optiky. Prostorové a časové derivace vektorů intenzity elektrické  a intenzity   
magnetické složky elektromagnetické vlny jsou svázány Maxwellovými rovnicemi. Pokud jako 
prostředí uvažujeme homogenní, izotropní dielektrikum bez nábojů, je vodivost a hustota elektrického 
proudu   = 0 →   0 a hustota elektrického náboje v prostředí   0 budou Maxwellovy rovnice 
vypadat následovně (rovnice 2.1) [9, 10]. 
 
Význam dále uvedených veličin je následující:  
 = intenzita elektrického pole  
 = magnetická intenzita 
ε = permitivita prostředí  
µ = permeabilita prostředí 
	
, 	 = indexy lomu pro daná prostředí 
, = úhel dopadu a úhel lomu na rozhraní prostředí  
 = složka amplitudy odražené vlny, která je kolmá na rovinu dopadu (rovina určená svazkem na 
rozhraní dopadajícího světla a kolmicí k rozhraní vztyčenou v místě dopadu svazku).  
= složka amplitudy odražené vlny, která je rovnoběžná s rovinou dopadu [10, 11]  
c = rychlost světla ve vakuu 
v = rychlost světla v daném prostředí 
 = Amplituda dopadající vlny, složka kolmá k rovině dopadu 
= Amplituda dopadající vlny, složka rovnoběžná s rovinou dopadu 
 
    μ
 
 
 
    
 
 
                                                             2.1 
                                                          !"   0 
 !"   0 
 
Bylo dokázáno, že vlnové rovnice pro    a  lze odvodit z (2.1) ve tvaru (2.2), [10, 11]. 
 
Δ E   µε 
∂ E
∂ t
 0 
Δ H   µε 
∂ H
∂ t
 0                                                                  2.2 
 
Řešením těchto rovnic je harmonická rovinná elektromagnetická vlna s vektory   *  [10]. 
Pak pro složky +, ,, . platí (2.3) [9]. 
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+   /
 cos3 4  5
 
                                                             ,   / cos3 4  5                                                       (2.3) 
                      .    0 
 
 
 
Dále řešme odraz a lom rovinné vlny na rovinném rozhraní. Při dopadu světla na rozhraní může nastat 
odraz a lom světla [8, 10]. 
 
 
2.1.1 Odraz světla 
Při odrazu světla platí, že světlo se po odrazu vrací do původního prostředí. Dále můžeme říci, že úhel 
odrazu je roven úhlu dopadu a úhel odrazu nijak nezávisí na vlnové délce dopadajícího světla. 
Odražený paprsek zůstává v rovně dopadu. Celý proces je znázorněn na obrázku 2.2 [8, 9]. 
 
 
 
 
 
 
 
 
 
Obrázek 2.2 Odraz světla na rovinném rozhraní 
 
2.1.2 Lom světla 
K lomu světla dochází při dopadu světla na rozhraní. Světlo se při něm šíří do druhého prostředí. Při 
lomu světla platí tzv. Snellův zákon. Tento zákon říká, že poměr sinů úhlů dopadu a úhlů lomu je 
roven poměru rychlostí světla v prvním a druhém prostředí. Dále můžeme konstatovat, že paprsek 
zůstává v rovině dopadu. Úhel lomu závisí na vlnové délce světla. Vizualizace lomu světla je 
znázorněna na obrázku 2.3 [8, 9]. 
 
 
 
 
 
 
 
 
Dopadající paprsek Odražený paprsek 
k 
θi θt 
 
 
 
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Obrázek 2.3 Lom světla na rovinném rozhraní  
V tomto případě platí vztah (2.4), kde v1 a v2 jsou rychlosti světla v daném prostředí [8, 9]: 
 
                              
789 :;
 789 :<

=>
=?
 @	A.                                                (2.4)  
Zápis Fresnelových koeficientů je následující (2.5). 
    


 
                                                                                 


                                                                  (2.5) 
Na základě skutečnosti, že tečné složky vektorů  a  a normálové složky vektorů D (elektrická 
indukce) a E (magnetická indukce) se mění při průchodu rozhraním spojité, můžeme pro amplitudy 
(Fresnelovy koeficienty) odvodit Fresnelovy rovnice (2.5.1) [9, 11].  
 
 
k 
θi 
 
 
θt 
Dopadající paprsek 
Lomený paprsek 
 
 
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                                             
F> GH7 :;I F? GH7 :<
F> GH7 :;J F? GH7 :<
  
   
F? GH7 :;I F> GH7 :<
F? GH7 :;J F> GH7 :<
                                                  (2.5.1) 
2.1.3 Index lomu 
Absolutní index n lomu světla lze spočítat jako podíl rychlosti světla ve vakuu k rychlosti světla 
v daném prostředí. Výsledkem je bezrozměrná veličina. Index lomu charakterizuje optické prostředí 
z optického hlediska. Jeho úkolem je určit kolikrát je rychlost světla ve vakuu rychlejší než v daném 
prostředí. Výpočet indexu lomu je znázorněn v rovnici (2.6), kde c je rychlost světla ve vakuu a v je 
rychlost světla v daném prostředí. 
 
                                        n   
G
L
                                           (2.6)                   
2.1.4 Extinkční koeficient 
Extinkční koeficient K popisuje absorpci světla v prostředí, kde je potřebný pro výpočet hledaných 
parametrů. Určuje absorpci světla v určité oblasti při určité vlnové délce [12].  
 
2.2 Tenké vrstvy 
Z optického hlediska je účelem tenkých vrstev ovlivnění optických vlastností vybraných optických 
prvků. Pomocí tenkých vrstev můžeme docílit určité odrazivosti nebo propustnosti pro vybrané 
vlnové délky. Mohou rovněž plnit úlohu mechanicky chránit daný funkční povrch součásti, zvyšovat 
jeho tepelnou odolnost atd. Vrstvy mohou být kovové (Cr, Ag, Al, Ni), smíšené nebo dielektrické 
(ZnS, SiO2, MgF2). V našem případě budeme používat dielektrickou vrstvu SiO2 [12]. 
2.2.1 Odrazné vrstvy 
Zvyšují odrazivost povrchů optických prvků [12].  
2.2.2 Polopropustné vrstvy 
Tyto vrstvy lze s výhodou využít v optických přístrojích tam, kde potřebujeme rozdělit světelný tok 
na více částí. Někdy se jim také říká děliče světla [12]. 
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2.2.3 Protiodrazové vrstvy 
Při dopadu světla na jedno rozhraní nedochází k přesunu energie do druhého rozhraní, ale odráží se 
zpět. Pokud mluvíme o rozhraní skel, jsou odrazy zanedbatelné, v případě vzduchu se nám však 
značná část světelných paprsků vrací zpět a poškozuje tak obraz. Pomocí protiodrazných vrstev lze 
tento odraz zmenšit [12]. 
2.2.4 Dielektrické vrstvy 
Používají se ve vhodných kombinacích pro různá optická zařízení. V dnešní moderní době mají stále 
větší význam. Jsou to například lasery, zrcadla, filtry atd. [12]. 
2.3 Nalezení optimálních hodnot parametrů 
Při hledání optimálních hodnot optických parametrů bude třeba odvodit potřebné rovnice pro 
neabsorbující a absorbující tenkou vrstvu. Bude rovněž třeba pro každou vlnovou délku světla ze 
zadaného intervalu experimentálně získat pixelovou mapu (kapitola 2.2.3) relativní odrazivosti ze 
zpracovávaných obrázků. Naším úkolem bude v této pixelové mapě pro každý jednotlivý pixel najít 
takové hodnoty parametrů A, B, C, d, abychom co nejlépe aproximovali naměřenou závislost relativní 
odrazivosti systému vrstva – podložka na vlnové délce v zadaném intervalu vlnových délek. 
Parametry A, B, C představují konstanty a parametr d je tloušťka tenké vrstvy. Při aproximaci budeme 
vycházet z výsledné rovnice, kterou nyní odvodíme.  
 
2.3.1 Absorbující vrstva na absorbující podložce 
Základní vztahy pro absorbující vrstvu na absorbující podložce je znázorněn na obrázku 2.4. 
 
Obrázek 2.4 Absorbující vrstva na absorbující podložce 
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Platí: 
	N = index lomu vzduchu (v našem případě nN = 1) 
	O = komplexní index lomu vrstvy 
PQ = komplexní index lomu podložky 
n = index lomu vrstvy 
k = extinkční koeficient vrstvy 
N = index podložky 
K = extinkční koeficient podložky 
λ = vlnová délka světla 
d = tloušťka tenké vrstvy 
RON = úhel dopadu světla na první rozhraní systému tenká vrstva - podložka 
RO
 = komplexní úhel lomu světla v tenké vrstvě 
RO = komplexní úhel lomu světla v podložce 
̃T = Fresnelův koeficient pro odraz světla na systému tenká vrstva - podložka 
̃
T = Fresnelův koeficient pro odraz světla na prvním rozhraní 
̃T = Fresnelův koeficient pro odraz světla na druhém rozhraní 
UO = fázový posuv světelné vlny v tenké vrstvě 
p = označení veličin vztahujících se ke složce světelné vlny rovnoběžné s rovinou dopadu 
s = označení veličin vztahujících se ke složce světelné vlny kolmé k rovině dopadu 
N= odrazivost podložky (jednoduchého povrchu podložky bez vrstvy) 
R = odrazivost tenké vrstvy na podložce 
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KiNN +=~
     (2.8) 
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Ze základních vztahů 2.7 – 2.9 dostáváme: 
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Pozn.: 0012 sin~sin~~sin
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2.3.1.1 Odrazivost vrstvy na podložce: 
2
~
jj rR =
                                                           (2.18) 
2.3.2 Neabsorbující vrstva na absorbující podložce (kolmý 
dopad) 
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Dosazením 2.19 – 2.23 dostáváme rovnici 2.24: 
 
( )( ) ( )( )
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
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exp~~
4
exp~~
~
00
00
                               (2.24) 
 
2.3.2.1 Odrazivost vrstvy na podložce:  
                
dI
I
rR == 2~
                                   (2.25) 
kde I je intenzita světla odraženého soustavou na podložce a Id je intenzita světla na tuto soustavu 
dopadající. 
 
2.3.2.2 Odrazivost jednoduchého povrchu (bez vrstvy): 
dI
IR 00 =  (2.26) 
kde I je intenzita světla odraženého soustavou na podložce a Id je intenzita světla na tuto soustavu 
dopadající. Nyní již můžeme spočíst relativní odrazivost, která je rovna: 
 
 
00 I
I
R
R
==ℜ
                                                      (2.27) 
 
2.3.3 Formulace problému 
Naším úkolem bude zjistit tloušťku vrstvy d a závislost indexu lomu n na ploše studovaného vzorku. 
Jako vnější prostředí uvažujeme vždy vzduch, tj. ( ) 10 =λn . Spektrální závislost indexu lomu vrstvy 
v té části elektromagnetického spektra, ve které vrstva neabsorbuje lze aproximovat pomocí 
Cauchyova vztahu (2.28): 
 
 ( ) 42 λλλ
CBAn ++=         (2.28) 
kde CBA ,, jsou konstanty, které budeme pro každý pixel hledat. 
Uvažujeme, že jako základní substrát použijeme křemík. Spektrální závislost pro křemík tedy známe. 
Odrazivost křemíku při kolmém dopadu vypočteme z následujícího vztahu (2.29). 
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                                              (2.29)
 
  
Budeme proměřovat spektrální závislost )(λℜ pro vybrané vlnové délky, tedy 
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                               (2.30) 
Vzhledem k (2.28 – 2.29) lze poslední relaci zapsat ve tvaru (2.31). To je výsledná rovnice pomocí 
níž budeme aproximovat. 
( )
( )[ ] ( ) ( )[ ] ( )[ ] ( ) ( )[ ] ( )
( )[ ] ( ) ( )[ ] ( )[ ] ( ) ( )[ ] ( )
( )
( )k
k
kkkkkkk
k
k
kkkkkk
k I
I
dniNnnnNnnn
dniNnnnNnnn
R λ
λ
λλ
piλλλλλλ
λλ
piλλλλλλ
λ 0
2
00
00
0 4exp~~
4
exp~~
1
=






−−+++






−+++−
 
 (2.31) 
 
Do levé strany rovnice (2.31) dosadíme za ( )kn λ  z rovnice (2.28).  
Tato levá strana ( )dCBALL ,,,,λ=  je tedy funkcí vlnové délky světla a parametrů 
dCBA ,,, , jejichž optimální hodnoty pro naměřenou pravou stranu rovnice (2.31) budeme hledat 
pomocí evolučních algoritmů. Je to tedy základní vzorec, ke kterému jsme dospěli, a který budeme 
implementovat do účelové funkce (kapitola 3.1.6). 
Záznam světelného pole se provádí vždy pomocí CCD kamery. Po jeho digitalizaci 
získáváme pixelovou mapu jasových úrovní (matici čísel jia , MjNi KK 1,1 == , kde N  a M
určíme volbou výřezu digitalizovaného záznamu CCD kamery), které jsou úměrné intenzitě světla 
dopadající na čip CCD kamery (odezva kamery na vstupní světelný signál je lineární). 
Po zajištění stejné polohy studovaného povrchu (s vrstvou) a referenčního povrchu (bez 
vrstvy) vůči dopadajícímu světelnému svazku a čipu CCD kamery provedeme vydělení jasové úrovně 
jiI ′ každého pixelu čipu CCD kamery získané od studovaného povrchu jasovou úrovní jiI 0′ stejného 
pixelu získanou od referenčního povrchu. Dostáváme tak experimentální pixelovou mapu relativní 
odrazivosti, tedy matici čísel jiℜ . Pixelová mapa relativní odrazivosti je vyobrazena na obrázku 2.5.  
Pro každý prvek matice jiℜ  provádíme určení parametrů dCBA ,,, zmíněnou metodou evolučních 
algoritmů. Je třeba dodat, že získané parametry spolu v rámci jednotlivých pixelů nijak nesouvisí. 
Výsledkem je plošné rozdělení tloušťky d na studovaném povrchu a plošné rozdělení indexu lomu 
vrstvy. Nalezení vhodných parametrů bude záležet především na vhodném použití účelové funkce, 
která se bude snažit minimalizovat celkovou odchylku jednotlivých pixelů pomocí rovnice 2.31. 
Půjde tedy o aproximaci získané křivky pixelové mapy moji vlastní křivkou na základě parametrů A, 
B, C a d při snaze minimalizovat vzájemnou odchylku.  
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Obrázek 2.5 Pixelová mapa relativní odrazivosti 
 
 
Výsledný průběh tloušťky vrstvy d je znázorněn na obrázku 2.6. Jedná se pouze o příklad.  
 
Obrázek 2.6 Příklad výpočtu tloušťky vrstvy d 
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3 Použité nástroje a techniky 
Následující kapitola ukazuje, jaké nástroje jsem využil při implementaci mé diplomové práce. 
Uvádím i důvody, proč jsem se rozhodl využít právě tyto nástroje. V první části kapitoly jsou 
popsány využité evoluční algoritmy, za nimi následuje popis obrázkové knihovny FreeImage. Využité 
nástroje jsou ilustrovány pro lepší pochopení obrázky. 
3.1 Metoda nejmenších čtverců 
Metoda nejmenších čtverců je pro aproximaci hledaných parametrů taktéž použitelná. Metoda 
umožňuje nalézt vhodnou aproximační funkci pro nepřesně naměřené hodnoty (Obrázek 2.5.). 
Funkce je ve většině případů kombinací již známých funkcí.  
Princip metody spočívá v nalezení takového řešení, aby součet druhých mocnin odchylek (chyb) 
analytické a experimentální závislosti dané veličiny byl minimální. Někdy také říkáme, že součet 
čtverců odchylek je nejmenší. Aproximaci je možné provádět pomocí přímky, paraboly nebo 
nejčastější a nejužitečnější řešení pomocí polynomu. Tak můžeme dosáhnout nejlepších výsledků. 
Mým úkolem je využít jádro této metody a pomocí křížení a mutace získat nejvhodnější koeficienty 
[13]. 
3.2 Evoluční algoritmy 
Evoluční algoritmy jsou stěžejní částí mé diplomové práce. Proto jim je třeba věnovat dostatečnou 
pozornost.  
 
3.2.1 Základní myšlenka evolučních algoritmů 
Při snaze napodobit chování v přírodě vznikly dva druhy přístupů [1, 2]. Za první přístup 
můžeme považovat umělé neuronové sítě. Ty se snaží napodobit činnost mozku a jsou 
nejpřirozenějším a základním výpočetním modelem v umělé inteligenci. Oproti tomu evoluční 
algoritmy jsou určeny pro řešení problémů a adaptaci.  
Evoluční techniky jsou stochastické numerické algoritmy, které vycházejí ze základních 
přístupů Darwinovy teorie. Evoluční algoritmy, nebo také jejich speciální oblast genetické algoritmy, 
simulují svým způsobem chování přírody, kde spolu soupeří jedinci jedné populace (druhu) o přežití. 
Na základě toho, jak dobře jsou jedinci přizpůsobeni konkrétnímu prostředí, mohou nebo nemusí 
přežít. Na základě Darwinovy teorie o přirozeném výběru přežívají vždy ti nejsilnější jedinci. Tito 
jedinci se také nejvíce reprodukují a déle přežívají. Jejich potomci nesou poté část jejich genetické 
informace, což je z hlediska genetiky nesmírně důležité. Základním úkolem evolučních algoritmů je 
napodobit vývoj a učení nějakého živočišného druhu. Je však nutné dodat, že i při výběru potomků 
pro křížení panuje jistý stupeň náhody. Tento selekční přístup označujeme jako ruleta. Může však 
nastat i situace, kdy se nám jedinci natolik zkříží, že dojde k degradaci (konvergenci populace). Další 
křížení by již nevedlo ke změně genofondu [1, 2]. Tomu lze předejít pomocí tzv. mutace. Veškeré 
tyto pojmy budou vysvětleny v následující části práce. 
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3.2.2 Evoluční proces 
Podle klasické Darwinovy teorie evoluce platí, že z rodičů jsou plozeni potomci, kteří podléhají při 
svém vzniku mutacím. Nevhodní jedinci cyklicky vymírají, čímž uvolňují místo novým silnějším 
jedincům. Tento evoluční cyklus se neustále opakuje, dokud nedostaneme nejlepšího jedince, případě 
skupinu nejlepších jedinců. Postup výpočtu evolučních algoritmů probíhá tedy v následujících fázích. 
Fáze 3.1.2.4 až 3.1.2.8 probíhají stále v cyklu, dokud není vyčerpán uživatelsky zadaný počet 
evolučních cyklů. Algoritmus může skončit i v případě, že již bylo nalezeno řešení požadované 
kvality. Celý obecný cyklus evolučního algoritmu je znázorněn na obrázku 3.1 [1, 2]. 
 
3.2.2.1 Vymezení parametrů evoluce 
Pro každý evoluční algoritmus jsou definovány tzv. evoluční parametry, které řídí běh algoritmu 
v době výpočtu. V tomto bodě je nutné taktéž stanovit hodnotu účelové funkce (cost function) 
(kapitola 3.2.6). V našem případě se však bude vždy jednat o upravenou hodnotu účelové funkce 
fitness. Tato účelová funkce je z hlediska řešení evolučních algoritmů nejdůležitější. Na její správné 
interpretaci závisí správné či chybné řešení celého problému. Maximalizace fitness funkce vede 
k úspěšnému řešení problému [1, 2].  
3.2.2.2 Vytvoření počáteční populace 
Podle  počtu  argumentů  optimalizované  funkce  je  vygenerována  počáteční populace jedinců.  
V podstatě se jedná o vektor čísel s délkou odpovídajícím počtu parametrů fitness funkce. Celý vektor 
je zpravidla vytvořen zcela náhodně a výsledkem je množina jedinců, kdy každý představuje jedno 
konkrétní řešení daného problému [1, 2]. 
3.2.2.3 Ohodnocení pomocí účelové funkce 
Celá naše populace je následně ohodnocena pomocí předdefinované účelové funkce. Každému z nich 
je následně přiřazena hodnota účelové funkce, která představuje vhodnost řešení daného problému. 
Čím je tato hodnota vyšší, tím je pro nás dané řešení vhodnější [1]. 
3.2.2.4 Výběr rodičů 
Evoluční algoritmus pokračuje vhodným výběrem rodičů pro reprodukci. Většinou podle hodnoty 
účelové funkce [1]. 
3.2.2.5 Křížení 
Křížením vybraných jedinců vznikají noví potomci. Nejdůležitější myšlenkou křížení je fakt, že 
každý  nově  vytvořený  jedinec  uchovává  kombinaci  genetické  informace  od  svých  rodičů.  
U evolučních algoritmů jsou ve většině případů promíchány části obou rodičů [1]. 
3.2.2.6 Mutace 
Každý nový jedinec je v další fázi zmutován pomocí náhodného procesu. Tím získáme mírně 
modifikovaného jedince a zabráníme tak vzniku stále stejné populace jedinců. Tímto způsobem 
vnášíme do populace nový genetický materiál. Tento krok odpovídá i biologické mutaci v přírodě. 
Následně je každý jedinec znovu ohodnocen, přesně podle popisu bodu 3.1.2.3 [1]. 
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3.2.2.7 Výběr nejlepších jedinců 
Z nově vzniklé populace jsou vybráni ti nejlepší jedinci. Tedy ti, kteří dosáhli nejvyšší kvality při 
ohodnocování pomocí účelové funkce. Vybraní jedinci následně zaberou novou populaci [1]. 
3.2.2.8 Vymření staré populace 
V posledním kroku evolučního procesu je stará populace zahozena a nahrazena novou. Nemusí tomu 
tak být vždy, záleží na použitém přístupu. Elitismus umožňuje algoritmu ponechat několik nejlepších 
jedinců. Tito nejlepší jedinci se beze změny zkopírují do nové populace. Lze rovněž využít druhé 
možnosti tzv. setrvalého stavu steady-state přístupu, který naopak většinu populace ponechá 
v nezměněném stavu. Takto dosáhneme pomalého a plynulého vývoje. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Obrázek 3.1 Evoluční cyklus [1] 
3.2.3 Základní pojmy 
V této krátké podkapitole pouze vymezím základní pojmy evolučních algoritmů, kterých se budu 
držet zbývající část práce. V odborné literatuře můžete nalézt značení zcela jiné. Pojmy jsou 
vysvětleny v tabulce 3.1 [1, 4]. 
 
 
Definice parametrů 
evolučního algoritmu 
Vytvoření počáteční 
populace Ohodnocení pomocí 
účelové funkce 
Křížení Mutace 
Výběr 
nejlepších 
jedinců 
Výběr 
rodičů 
Vymření 
staré 
populace 
Evoluční cyklus 
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Tabulka 3.1 Základní pojmy evolučních algoritmů [4] 
Značka Vysvětlení 
h Jedinec (hypotéza) 
f Hodnotící funkce (fitness funkce) 
f(h) Kvalita jedince, snažíme maximalizovat 
t Prahová maximální hodnota pro hodnotící funkci 
p Velikost populace 
pc Pravděpodobnost křížení [%] 
pm Pravděpodobnost mutace [%] 
 
 
3.2.4 Historie evolučních algoritmů 
Počátek evolučních algoritmů se datuje na rok 1960, kdy p. Rechenberg popsal první velmi 
zjednodušený evoluční algoritmus. Své myšlenkové pochody ztvárnil v práci „Evolution Strategies“ 
[3]. V případě genetických algoritmů to bylo dokonce o deset let dříve. Kořeny sahají ještě mnohem 
dále, například už matematik A. M. Turing formuloval první výpočetní techniky celulárního 
automatu, které však zatím nebyly realizovány kvůli nedostatečnému výpočetnímu výkonu tehdejších 
strojů. Následně až v roce 1975 p. John Holland detailně popisuje evoluční algoritmus a vydává svoji 
knihu „Adaptation in Natural and Artificial Systems“[3]. Celou teorii evolučních algoritmů postavil 
v 80. letech David Goldberg. Další, ale už praktický pohled na problematiku evolučních algoritmů 
přinesl p. John Koza, který použil první genetický algoritmus pro řešení zadané úlohy [1, 2, 3]. 
 
3.2.5 Nedostatky evolučních algoritmů 
Základní výhodou evolučních algoritmů je fakt, že pomocí nichž lze vyřešit prakticky všechno. 
Jediným problémem je správné zakódování problému a ohodnocení nejlepšího řešení.  
Některé problémy nejsou algoritmicky řešitelné a nepomůže nám k tomu ani supervýkonný 
počítač. Součástí hranice řešení jsou i fyzikální limity plynoucí z hmotné podstaty vesmíru opírající 
se o vědecké výzkumy. Při implementaci konkrétního algoritmu je třeba brát v úvahu veškeré výše 
zmíněné metodologie a navrhnout tak algoritmus co nejlépe. 
 Problematika časové náročnosti se v teoretické informatice téměř nemění, je dána závislostí 
výkonu algoritmu na rostoucím počtu vstupních údajů. Existují algoritmy, jejichž složitost roste 
nelineárně. V takovém případě mluvíme o algoritmech se složitostí polynomiální nebo exponenciální.  
V tabulce 3.2 je znázorněna na ukázku časová náročnost prohledávání všech možných řešení 
konkrétního problému. Otestování jednoho řešení trvá vždy předdefinovaný čas. V našem případě 
uvažujeme, že každá operace trvá právě 1ms [1, 3]. 
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Tabulka 3.2 Časová složitost vybraných funkcí [1] 
n 10 20 50 100 300 
Funkce Polynomiální 
n2 1/10000s 1/2500s 1/400s 1/100s 9/100s 
n5 1/10s 3,2s 5,2s 2,8hod 28,1dní 
Funkce Exponenciální 
2n 1/1000s 1s 35,7roků 400trilionů 
století 
75 ciferný 
počet století 
nn 2,8 dní 3,3 trilionů 
století 
70 ciferný 
počet století 
185 ciferný 
počet století 
728 ciferný 
počet století 
 
3.2.6 Účelová funkce 
Jedná se o funkci, na jejíž správné interpretaci závisí řešení celého problému. Optimalizace této 
funkce spočívá v nalezení optimálních hodnot jejich argumentů. Pro označování účelové funkce se 
často používá symbol f(x), nebo také fcost(x) . My budeme používat první způsob značení. Funkce má 
v bodě x0 lokální maximum, jestliže existuje okolí bodu takové, že pro všechny body v okolí platí 
(3.1). 
 
f(x) ≤ f(x0)                                                                            (3.1) 
 
Účelová funkce má v bodě x0 ostré lokální maximum, jestliže existuje okolí bodu takové, že pro 
všechny body v okolí platí (3.2). 
 
f(x) < f(x0)                                                                             (3.2) 
 
Na každou funkci můžeme pohlížet také z geometrického hlediska, ve které hledá minimum 
respektive maximum. Prohledávaný prostor nazýváme v tomto případě jako prostor možných řešení, 
případně hyperplocha. Počet dimenzí je dán N počtem hledaných argumentů. Hledáme-li například 
funkci o sedmi argumentech, poté se snažíme nalézt extrém na sedmirozměrné ploše 
v osmirozměrném prostoru. Poslední dimenzi tvoří návratová hodnota účelové funkce. Nesmíme však 
zapomínat, že funkce může obsahovat více globálních extrémů na různých souřadnicích. V případě, 
že chceme nalézt pouze jeden extrém, musíme funkci přeformulovat. Ve většině případů však nevadí, 
pokud dostaneme více stejně dobrých řešení. V takovém případě si může uživatel pro něho vhodné 
řešení vybrat. 
Vzhledem k tomu, že třída problému, řešitelných pomocí evolučních algoritmů je obrovská, 
neexistuje konkrétní návod jak účelovou funkci sestavit [1, 2, 3]. 
 
3.2.7 Časová složitost evolučních algoritmů 
Pokud vyhodnocujeme kvalitu algoritmů, nejdůležitějším kritériem je pro nás zejména kvalita 
získaného řešení. Druhým podnětem často bývá čas výpočtu (running time, execution time). Hodnota 
tohoto argumentu závisí zejména na počtu prováděných operací, jako porovnání hodnot, přesun dat  
a další.  
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S tím úzce souvisí i pojem časová složitost. Jedná se v podstatě o nejdelší dobu výpočtu 
algoritmu. Pokud dostane algoritmus na vstup ta nejhorší data, doba jejich zpracování je rovna právě 
této nejdelší časové složitosti výpočtu.  
Berme v úvahu, že počet operací je dán proměnnou n. Čas potřebný na výpočet algoritmu je 
potom závislý na hodnotě f (n). Hodnotu získáme pomocí kalkulace našeho výrazu. Pokud proměnná 
n nabývá velkých hodnot, můžeme se zaměřit pouze na dominantní složku a detaily zanedbat. Tím 
dostaneme asymptotický odhad složitosti našeho algoritmu.  
Asymptotická horní i dolní mez časové složitosti je znázorněna na obrázku 3.2. Jedná se  
o asymptotický odhad časové složitosti pro funkci f(n)=O g(n) [1, 2]. 
 
 
Obrázek 3.2 Asymptotický odhad časové složitosti [1] 
3.2.8 Společné rysy 
Všechny evoluční algoritmy mají hned několik společných rysů: 
 
• Pracují vždy s celou skupinou možných řešení 
• Řešení jsou vylepšována zařazením nových řešení, získaných pomocí předchozích 
• Nová řešení jsou náhodně měněna 
 
Velkou výhodou evoluční algoritmů je i jejich jednoduchost. Lze je ve většině případů 
naprogramovat velmi rychle, nikoliv však na úkor získaného řešení. Tento přístup programování 
umožňuje také hybridnost čísel. Bez jakéhokoliv problému můžeme kombinovat datové typy jako 
integer, real a další. Neodmyslitelnou předností je i schopnost nalézt extrém u funkcí s plochým 
průběhem. Nalézt extrém v podobné funkci je pro všechny metody velmi náročné. Nalezení 
správného řešení je poté většinou věcí náhody. Poslední výhodou je možnost nalezení vícenásobného 
řešení. Jde o výhodu velice podstatnou, se kterou lze nalézt několik velmi podobných řešení 
s rozdílnou kvalitou. Pokud zvolíme problém s více globálními extrémy, můžeme předpokládat, že 
během evolučního procesu budou také všechna řešení nalezena. V tomto případě dostaneme více 
stejně kvalitních řešení problému [1, 2, 3, 16, 20]. 
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3.3 Parametry evolučních algoritmů 
Evoluční algoritmy vyžadují před spuštěním aplikace volbu tzv. počátečních parametrů. Jedná se  
o množinu informací, po kterou se drží evoluční výpočet po zbytek běhu programu. Parametry 
můžeme libovolně měnit i v době běhu programu. Nastavení parametrů by mělo reflektovat účelovou 
funkci, avšak ve většině případů je třeba experimentovat, neboť neexistuje metoda k jejich stanovení. 
3.3.1 Velikost populace 
Velikost populace je velmi důležitý parametr, který před spuštěním algoritmu musíme nastavit. Příliš 
malé populace mohou způsobit, že algoritmus nemá dostatek informací o všech možných řešení 
daného  problému  [1, 3, 14].  Naopak  velké  populace  způsobují neúměrně vysoký čas výpočtu  
a stavební bloky se v populaci zbytečně opakují [14, 15]. Nastavení počáteční populace, stejně jako 
ostatních parametrů bude popsáno v kapitole Dosažené výsledky (kapitola 6).  
3.3.2 Elitismus  
Při výpočtu evolučního algoritmu může nastat situace, kdy algoritmus dobré řešení v populaci 
zapomene. Tomuto nežádoucímu jevu lze předejít pomocí elitismu. Jedná se o parametr zaručující 
monotónnost fitness funkce v populaci [15]. Kvalita nejlepšího řešení v populaci se pak může jenom 
zvyšovat. Platí, že jeden nebo dva nejlepší jedinci jsou přeneseny beze změny do následující populace 
[1, 4, 14, 15]. 
3.3.3 Pravděpodobnost křížení 
Pravděpodobnost křížení udává míru pravděpodobnosti, se kterou budou jedinci podléhat křížení. 
Křížení jedinci jsou vybráni pomocí metody selekce a společně vytváří potomka nesoucího 
genetickou informaci obou rodičů. Malá míra mutace vede k velmi pomalé konvergenci populace. 
Naopak velká míra křížení může ničit vhodné jedince a nemusí tak vést ke konvergenci. 
Pravděpodobnost křížení pc se nastavuje v intervalu <0, 1>. Volba pravděpodobnosti křížení je 
popsána v kapitole Dosažené výsledky (kapitola 6) [2, 14, 15]. 
 
3.3.4 Pravděpodobnost mutace 
Pravděpodobnost mutace určuje míru pravděpodobnosti, se kterou budou do nové populace vnášeny 
nové, náhodně zvolené geny. Příliš malá míra mutace genomu může zapříčinit malou konvergenci, či 
dokonce znemožnění nalezení globálního minima. Naopak velká pravděpodobnost mutace ničí 
kvalitní jedince a neumožňuje nalézt v konečném čase optimální řešení. Pravděpodobnost mutace pm 
se nastavuje v intervalu <0, 1> [2, 14, 15].  
3.3.5 Funkce inicializace 
Pomocí inicializační funkce můžeme zvolit strukturu počáteční populace ještě před samotným 
spuštěním algoritmu. V případě, že funkci inicializace populace nepoužijeme, implicitně bude pokryt 
rovnoměrně celý prohledávaný prostor. V našem případě však bude třeba brát v úvahu výsledky 
předcházejícího pixelu. Konkrétní implementace inicializační funkce bude popsána v následujících 
kapitolách práce. 
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3.3.6 Funkce selekce 
Funkce selekce slouží k výběru jedinců pro křížení. Volba selekční strategie významně ovlivňuje 
kvalitu a rychlost nalezeného řešení. Veškeré možné varianty selekčních strategií včetně jejich výhod 
a nevýhod jsou popsány v kapitole specifikace řešení (kapitola 4). 
3.3.7 Funkce křížení 
Pomocí funkce křížení můžeme definovat vlastní způsob křížení jedinců. V našem případě se jedná  
o velmi specifický problém a bude třeba tuto metodu definovat. Konkrétní implementace metody 
včetně zdůvodnění výběru je popsána v kapitole specifikace řešení (kapitola 4). 
3.4 Knihovna GAlib 
GAlib [5]  je knihovna vytvořená pro tvorbu evolučních algoritmů. Je naprogramována v jazyce C++. 
Pomocí této knihovny lze jednoduše vytvořit evoluční algoritmus a nastavit jeho vstupní parametry. 
Díky její snadné přenositelnosti můžeme využívat knihovnu na windowsových i unixových 
systémech. Knihovnu jsem si vybral i díky její dobře zpracované dokumentaci.  
Při práci s knihovnou využíváme především třídu Genome. Každá instance této třídy 
představuje jedno řešení našeho problému. Poté už používá genetický algoritmus účelovou funkci, 
aby zjistil, jaká řešení jsou vhodná pro náš problém. Při konstrukci genetického algoritmu 
postupujeme takto. Nejprve je nutné celý problém správně reprezentovat, následně definovat 
genetické operátory a posledním krokem je již tvorba účelové funkce. Na obrázku 3.3 je zobrazena na 
ukázku hierarchická struktura tříd knihovny GAlib. Jelikož se v mé diplomové práci budu zabývat 
hlavně reálnými čísly, nejdůležitější a nejvíce používanou třídou bude třída GARealGenome [5]. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Obrázek 3.3 Hierarchie tříd pro práci s chromozomy knihovny GAlib [5] 
GA1DArrayGenome<T> 
GA1DArrayAlleleGenome<T> 
GAGenome 
GAList<T> 
GAListGenome<T> 
GATree<T> 
GATreeGenome<T> 
GABinaryString 
GA1DBinaryStringGenome 
GA2DBinaryStringGenome 
GA3DBinaryStringGenome 
GABin2DDecGenome 
GAArray<T> 
GA2DArrayGenome<T> 
GA2DArrayAlleleGenome<T> 
GA3DArrayGenome<T> 
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3.4.1 Třída GARealGenome 
Třída reálných genomů byla vytvořena pro aplikace, které vyžadují použití předem známého počtu 
parametrů. Vytváříme tedy pole prvků datového typu double.  Pomocí ukazatele se můžeme na tyto 
hodnoty následně odkázat. Počet prvků pole samozřejmě odpovídá počtu hledaných proměnných, kde 
každé reálné číslo v genomu je jistou specializací genomů alel. V našem případě to jsou čtyři reálné 
proměnné (A, B, C, d). To znamená, že každá alela je právě jedno reálné číslo. Z výsledných alel již 
vytvoříme pole. Úkolem účelové funkce je přistupovat právě do pole alel a vybírat nejkvalitnější 
řešení. Celý proces je prováděn samozřejmě periodicky. Tato třída je základním stavebním kamenem 
mé práce a na jejím úspěšném použití závisí úspěch či neúspěch celé práce [5]. 
3.5 Knihovny pro zpracování obrazu 
 
Základním předpokladem pro úspěšné splnění práce je správná implementace evolučního algoritmu. 
Druhým předpokladem je zpracování obrázků získaných pomocí spektrofotometru. Vstupem mé 
aplikace bude velké množství obrázků, které bude třeba zpracovat. Základním požadavkem bude 
otevření obrázku ve formátu bmp a provedení základních operací nad obrázky, jako je získávání barev 
jednotlivých pixelů, jejich porovnávání a další. Zvolená knihovna musí být také dostatečně rychlá. 
Pro naše účely se výborně hodí knihovna FreeImage [7], která je volně šiřitelná. Její rychlost je 
dostatečná a poskytované funkce značně převyšují naše požadavky.  
 
3.5.1 Pixel 
Obraz produkovaný pomocí digitálních fotoaparátů není nic jiného, než množina barevných bodů. 
Tyto body jsou uspořádány do pravidelné mřížky. Jeden takový bod se nazývá pixel (jeden element 
obrazu) a nese informace o jeho barvě a jasu. Dalším důležitým pojmem je barevná hloubka, což je 
informace, s jakou přesností je daný pixel zaznamenán. Přesně takto budeme přistupovat 
k poskytnutým obrázkům i my. Na úrovni každého pixelu bude třeba sbírat dané informace o barvě   
a jasu a ukládat jej do připravené struktury. Nesmíme zapomenout, že zpracováváme statisíce pixelů 
a jakékoli prodlevy by se mohly projevit i na cílovém čase trvání aplikace [6]. 
3.6 Knihovna FreeImage 
FreeImage je široce používaná volně šiřitelná knihovna výhodná hlavně díky své jednoduchosti 
a rychlosti. Je ve vývoji více než devět let a za tuto dobu prodělala mnoho významných změn. 
Původně byla vytvořena pouze pro experimentální účely s obrázky, na vývoji se však podílelo stále 
více vývojářů, kteří pomohli dotáhnout FreeImage do dnešní podoby [7]. 
Knihovna FreeImage podporuje načítání a ukládání bitmap, snadný přístup na bitmapové prvky 
(pixely), základní manipulace s rastry, otáčení, převracení, převzorkování, transformace nebo třeba 
vektorovou grafiku. Mohli bychom pokračovat ve výčtu dalších schopností knihovny, my se však 
omezíme pouze na naše osobní využití. V tabulce 3.3 jsou předpokládané využité metody a jejich 
použití v praxi. Jejich podrobný popis bude vysvětlen až ve fázi implementace daného problému [7]. 
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Tabulka 3.3 Použité metody z knihovny FreeImage [7] 
Funkce Popis 
FreeImage_GetVersion Ověření dostupné verze knihovny 
FreeImage_Load Načtení obrázku do paměti 
FreeImage_Unload Odstranění obrázku z paměti 
FreeImage_GetImageType Ověření správného formátu obrazu 
FreeImage_GetWidth Zjištění šířky obrazu 
FreeImage_GetHeight Zjištění výšky obrazu 
FreeImage_GetPixelColor Zjištění barvy pixelu obrazu 
 
3.7 Spektrofotometr 
Na obrázku 3.4 je zobrazen spektrofotometr používaný k získávání snímků na Ústavu fyzikálního 
inženýrství Fakulty strojního inženýrství Vysokého učení technického v Brně. 
Toto zařízení se používá k získávání snímků tenkých vrstev. V našem případě bereme v úvahu 
pouze vrstvy SiO2. Zařízení dokáže měřit zkoumané i referenční vrstvy v různých vlnových délkách 
ze zadaného oboru vlnových délek. Z důvodu nedostatečné světlotěsnosti zařízení je však zařízení 
v současné době rozebráno a není jasné, jak rychle se jej povede opravit. Referenční a zkoumané 
snímky jsou touto skutečností poznamenány a nejsou tak kvalitní. 
 
 
 
 
Obrázek 3.4 Spektrofotometr 
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4 Specifikace zadání a analýzy 
problému 
Kapitola specifikace zadání definuje hlavní úkoly potřebné ke splnění diplomové práce. Jak již bylo 
řečeno dříve, celá práce je vytvářena pro konkrétního zadavatele a výsledná aplikace bude posléze 
nasazena do používání. V následujících bodech rozdělím celý projekt na několik podproblémů a budu 
je řešit samostatně.  
Úkolem je vytvořit aplikaci, která z obrázků, získaných pomocí spektrofotometru, analyzuje 
pro jednotlivé pixely spektrální průběhy relativní odrazivosti systému podložka – tenká vrstva a 
provede optimalizaci parametrů tenkých vrstev. V mém případě se bude jednat o získání čtyř 
nejlepších parametrů konstant A, B, C a tloušťky tenké vrstvy d. Budeme pracovat s vrstvou Si02  na 
podložce z monokrystalického křemíku.  
Vstupem aplikace bude velké množství obrázků. Jeden adresář bude obsahovat obrázky 
zkoumaných snímků aplikace a druhý adresář snímky referenční. Je nutné obrázky pojmenovat tak, 
aby jejich název popisoval jeho konkrétní vlnovou délku. Například obrázek _319.9918.bmp popisuje 
snímek ze spektrofotometru pro vlnovou délku 320nm. Názvy v obou adresářích si samozřejmě musí 
odpovídat.  
Výstupem  aplikace  bude  2D  mapa  nejlepších  lokálních  hodnot  čtyř  parametrů  A, B, C  
a hodnota lokální tloušťky tenké vrstvy d získané pomocí evolučního algoritmu. Tato operace bude 
samozřejmě provedena pro každý pixel obrazu v různých vlnových délkách. 
Na obrázku 4.1 je jsou zobrazeny ukázkové snímky pro vlnovou délku 360 nm. Snímek na levé 
straně je zkoumaný a na pravé straně je snímek referenční. Jedná se o vrstvu SiO2. Na první pohled 
jsou obrázky stejné, ovšem při interpretaci programem se dočkáme značných rozdílů. 
 
 
 
 
 
 
 
 
Obrázek 4.1 Zkoumaný a referenční snímek pro vlnovou délku 360 nm 
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4.1 Otevření adresářů 
Prvním úkolem je zpracování snímků vstupních adresářů. Názvy obou adresářů zadá uživatel jako 
první dva parametry při spuštění programu. Bude se jednat o konzolovou aplikaci, neboť tvorba 
uživatelského rozhraní by ovládání nezjednodušila, ale spíše znesnadnila. Jak již bylo řečeno, 
adresáře obsahují snímky povinně ve formátu bmp. Jejich název v sobě obsahuje informaci 
o naměřené vlnové délce. Bude vytvořena speciální třída FileNames, která bude obsahovat atributy 
a metody pro správu adresářů. Návrh této třídy je vyobrazen na obrázku 4.2. 
 
4.2 Zpracování konfiguračního souboru 
Následujícím bodem práce bude otevření a zpracování konfiguračního souboru. Název 
konfiguračního souboru zadá uživatel jako třetí parametr aplikace. Konfigurační soubor povinně 
obsahuje tři sloupce. První sloupec udává vlnovou délku v nanometrech. Druhý sloupec reprezentuje 
pro konkrétní vlnovou délku index lomu N a poslední sloupec představuje extinkční koeficient K. 
Úkolem tohoto bodu bude zpracovat konfigurační soubor takovým způsobem, že pro každou vlnovou 
délku nalezne odpovídající index lomu a extinkční koeficient. Tyto informace následně uloží do 
hlavní struktury aplikace FitnessParams (Obrázek 4.3).  Atributy a metody zpracování 
konfiguračního souboru jsou k dispozici v rámci třídy FileNames. Zpracování konfiguračního 
souboru se tedy děje v rámci stejné třídy jako otevření adresářů. Atribut dirZk nese informaci o názvu 
adresáře zkoumaných snímků. Podobně tak atribut dirRef uchovává název složky referenčních 
snímků. Další vlastnost třídy filename reprezentuje název konfiguračního souboru a matice matrix 
samotnou strukturu konfiguračního souboru pro rychlejší vyhledávání. Poslední atribut matrixSize 
uchovává velikost matice matrix. Návrh třídy FileNames je znázorněn na obrázku 4.2. 
 
 
Obrázek 4.2 Návrh třídy FileNames 
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4.3 Zpracování snímků 
Při výpočtu budeme postupovat následovně. Nalezneme referenční a zkoumaný snímek naměřený na 
stejné vlnové délce. Tedy v adresáři zkoumaných i referenčních snímků. Oba obrázky projdeme  
a zjistíme jasy jednotlivých pixelů. Následně provedeme podíl barev zkoumaných pixelů k 
referenčním pixelům s podmínkou, že vždy dělíme pixely na stejných souřadnicích. Tuto operaci 
provedeme nad všemi obrázky v adresářích. Výsledné podíly je nutné ukládat do připravené hlavní 
třídy aplikace FitnessParams do atributu devide, která je zobrazena na obrázku 4.3. Je nutné uchovat 
informaci  
o vlnové délce a souřadnicích spočteného pixelu. Atribut WaveLength nese informaci o měřené 
vlnové délce. Ta je po celou dobu výpočtu jednoho obrázku samozřejmě stejná. Preprocesor musí 
nadále najít v konfiguračním souboru hodnoty indexu lomu N a extinkčního koeficientu K. Ty jsou 
následně uloženy do atributů třídy. Atributy i a j určují souřadnice pixelu v rámci právě počtené 
vlnové délky. Atribut ParamsSize udává aktuální velikost struktury FitnessParams. Je používán 
pouze v rámci třídy k procházení obsahu struktury. 
 
 
Obrázek 4.3 Návrh hlavní třídy FitnessParams 
 
4.4 Zpracování snímků do CACHE 
Zpracování snímků do CACHE už bude výrazně jednodušší, než v případě třídy FitnessParams. 
Struktura třídy FitnessCacheParams je stejná jako struktura třídy FitnessParams.  Hodnoty atributů 
už nebudou počteny znovu, ale pouze vyhledány ve třídě FitnessParams. Nalezený záznam bude 
zkopírován beze změny do třídy FitnessCacheParams. Tím výrazně urychlíme provádění evolučního 
 algoritmu. Potřebné záznamy už nebudou vyhledávány znovu, ale evolu
hodnoty třídy FitnessCacheParams
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4.5 Zaznamenání souřadnic pixelů 
Při výpočtu evolučního algoritmu bude třeba zaznamenat pozici právě zpracovávaného pixelu. 
Pomocí účelové funkce zpracováváme globální strukturu FinessParams a potřebujeme mít informaci 
o aktuálním pixelu. K tomu bude sloužit pomocná třída Axis. Díky jejímu rozhraní jednoduše 
zjistíme, s jakým pixelem máme následně pokračovat. Její atributy i a j nesou informaci souřadnice 
pixelu. Návrh třídy Axis je znázorněn na obrázku č. 4.6. 
 
 
Obrázek 4.6 Návrh třídy Axis 
4.6 Výpočet celkové odchylky 
Jakmile dostaneme průběh spektrální závislosti relativní odrazivosti v každém pixelu, bude třeba 
zvolit takové parametry A, B, C a d, které co nejlépe tuto funkci vystihují. Parametry budeme volit 
pro každý pixel obrazu. To je základní myšlenka mé diplomové práce. Bude třeba najít takové 
argumenty, aby součet kvadrátů odchylek pixelů na stejných souřadnicích byl co nejmenší. To 
znamená, aby námi vytvořená funkce co nejlépe popisovala průběh závislosti relativní odrazivosti  
v jednom pixelu v rámci všech vlnových délek. Tento úkol bude v kompetenci účelové funkce, která 
zajistí správné ohodnocení pro vybrané argumenty. Návrh třídy Pluser pro výpočet celkové odchylky 
je znázorněn na obrázku 4.7. Jediný atribut Pluser reprezentuje aktuální hodnotu celkové sumy 
kvadrátů odchylek přes všechny vlnové délky. Výpočet bude probíhat po jednotlivých pixelech 
a kvadrát bude přičítán pomocí metody třídy addPluser().  
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Obrázek 4.7 Návrh třídy Pluser 
 
4.7 Zaznamenání hodnot fitovaných parametrů  
Cílem třídy FitCurve je uchovat hodnoty fitovaných parametrů funkce relativní odrazivosti (Obrázek 
2.5). Do pole třídy jsou vždy vloženy pouze hodnoty lepších parametrů, než se tam právě nachází. 
Tím zajistíme, že na konci běhu programu budeme mít v poli hodnot sadu nejlepších fitovaných 
parametrů. Výsledné parametry vypíšeme do souboru, aby si uživatel mohl správnost výpočtu 
v případě potřeby porovnat či ověřit. Návrh třídy je znázorněn na obrázku 4.8. Atribut value 
znázorňuje hodnotu fitovaného parametru. Vlastnost pos nese informaci o aktuální velikosti objektu 
třídy a poslední atribut size udává konečnou velikost pro rychlejší prohledávání.  
 
 
Obrázek 4.8 Návrh třídy FitCurve 
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4.8 Uložení výsledků 
Kvůli inicializaci genomu je třeba uchovávat informace o hodnotách parametrů A, B, C a d 
předcházejícího pixelu. K tomuto účelu je navržena třída InitParams, která tyto informace nese. Po 
výpočtu nového pixelu jsou hodnoty třídy přepsány novými údaji. Třída obsahuje celkem pět atributů, 
kde každý má v sobě informaci jednoho parametru. Atribut complet zapouzdřuje celkovou sumu 
kvadrátů odchylek pro konkrétní pixel. Jedná se o pomocnou proměnnou použitou při podmíněnému 
zápisu do souboru fitovaných parametrů. Návrh třídy InitParams je znázorněn na obrázku 4.9. 
 
 
Obrázek 4.9 Návrh třídy InitParams 
 
4.9 Celkový diagram tříd 
K úplné představě o chodu programu uvádím i celkový pohled na diagram tříd aplikace na obrázku 
4.10. 
Funkce main nejprve inicializuje počáteční parametry ze třídy InitParams. V případě prvního 
pixelu jsou počáteční hodnoty nastaveny na nulu. V dalším kroku jsou načteny vstupní adresáře 
a konfigurační soubor. Tyto operace má v kompetenci třída FileNames. Následuje zpracování 
obrázků a uložení do struktury třídy FitnessParams. Ještě před zahájením evolučního výpočtu jsou 
zkopírovány pouze potřebné vlastnosti do třídy FitnessCacheParams.  
V této fázi je zahájen evoluční výpočet spolupracující se třídami Axis, FitCurve a Pluser. Třída 
Axis slouží pro zaznamenání právě počteného pixelu. Třída FitCurve obstarává výpis nejlepších 
parametrů do souboru včetně hodnot fitované křivky a třída Pluser zapouzdřuje aktuální hodnotu 
sumy kvadrátů všech vlnových délek. Posledním ůkolem třídy FitnessCacheParams je uložit 
výsledky do třídy InitParams, která inicializuje nadcházející pixel. Tento cyklus je proveden pro 
všechny pixely obrazu. 
 34
 
Obrázek 4.10 Diagram tříd 
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5 Specifikace řešení 
V následující kapitole je zahrnuto jádro řešení hledání parametrů tenkých vrstev pomocí evolučních 
algoritmů.  Jsou  zde  popsány  postupy  inicializace,  křížení  a  mutace  genomu. Jelikož se jedná  
o specifický problém, bylo třeba vytvořit speciální operátor křížení, který co nejlépe vystihuje 
optimalizaci parametrů tenkých vrstev. 
5.1 Inicializace genomu 
Inicializace genomu je vytvoření nulté neboli počáteční populace řešení (jedinců). Pokud tuto metodu 
nepřetížíme, je zavolána implicitně tak, že výčet jedinců rovnoměrně pokryje celý prohledávaný 
prostor. Ten nemusíme znát. Genetický algoritmus provede tento proces automaticky. Pokud chceme 
řízeně nastavit počáteční populaci do slibných regionů, nabízí se nám právě možnost inicializace. 
Volba počáteční populace je nesmírně důležitá, protože musí obsahovat dostatek informací, ze 
kterých by byl evoluční algoritmus schopen najít kvalitní řešení.  
Inicializace populace pro výpočet prvního bodu (pixelu) probíhá tak, že celý obor reálných 
hodnot je pokryt rovnoměrně celou počáteční populací. Speciální inicializace genomu nemá v tomto 
případě smysl, protože nemáme ponětí, jakých hodnot budou parametry A, B, C a d nabývat. Jakmile 
provedeme výpočet jednoho pixelu a máme potřebné výsledky, můžeme s výhodou inicializovat 
parametry dalšího pixelu, z již nalezených hodnot nalezených pro sousední pixely. Tím výrazně 
urychlíme evoluční algoritmus, protože se začíná počítat s mnohem menší odchylkou kvadrátů, než 
tomu byl v prvním případě. Při výpočtu se postupuje po řádcích a nebere se v úvahu žádné okolí 
bodu.  
K uložení výsledků pro každý pixel slouží již zmiňovaná třída InitParams. Atributy třídy 
uchovávají informaci o výsledných parametrech A, B, C a d pro předchozí pixel. Při posunu na další 
pixel jsou použity inicializační hodnoty právě z této třídy [14, 15, 18, 19].  
5.2 Selekce genomu 
Selekce genomu je speciální operátor, který vybírá z populace nejlepší jedince, kteří se pak účastní 
rekombinace (křížení, mutace). Nejedná se ovšem o jednoduchý výběr nejlepších jedinců z populace, 
pokud má selekce skutečně napodobit biologické chování v přírodě, musí zajistit, aby se mohl 
zúčastnit rekombinace i nejhorší jedinec z populace. Toho lze docílit pravděpodobnostními 
mechanismy, kde je každému jedinci přiřazena pravděpodobnost přežití z fitness funkce. Způsob 
výpočtu pravděpodobnosti přežití je závislý na selekční metodě [1, 2, 14, 15, 20].  
5.2.1 Ruletová selekce (Roulette-wheel selection) 
Pravděpodobnost, že jedinec přežije a objeví se v další generaci závisí na jeho fitness. Jak již 
z názvu vyplývá, točíme ruletovým kolem a do další generace postoupí ten, na kterém se zastaví 
kulička. Přitom jedinci, kteří dosahují nejvyšší fitness, jsou obsaženi na ruletovém kole nejvícekrát. 
Tento selekční přístup s sebou nese i řadu problémů, má potíže například se škálováním a zvládá 
pouze  maximalizační problémy. Může způsobovat vzorkovací problémy a vyžaduje velké počáteční 
populace. Nejznámější a nejpoužívanější ruletová selekce je znázorněna na obrázku 5.1 [1, 4, 14, 15, 
17]. 
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Tabulka 5.1 Ruletová selekce 
Populace Fitness 
1 25 % 
2 5 % 
3 40 % 
4 10 % 
5 20 % 
 
 
Obrázek 5.1 Ruletová selekce 
 
5.2.2 Turnajová selekce (Tournament selection) 
Při obsazování jedince v nové populaci je v tomto případě uspořádán turnaj. Ze staré generace jsou 
vybírány n-tice chromozómů a do nové generace spadají vždy ti nejlepší jedinci. Můžeme ovlivnit  
i selekční tlak. Čím větší je hodnota n, tím větší selekční tlak na selekci klademe. Pokud bychom 
nastavili n rovno velikosti populace, dostali bychom do nové generace pouze nejlepší jedince 
s nejvyšší fitness. Což je nežádoucí a vede k předčasné konvergenci [1, 2, 14, 15, 18]. 
5.2.3 Pořadová selekce (Rank selection) 
Jedinci jsou za sebe seřazeny do posloupnosti podle hodnoty fitness. To s sebou nese jisté výhody. 
Například odstranění škálovatelnosti, zvládá jak minimalizační tak maximalizační problémy. Velikou 
výhodou tohoto přístupu je odstranění příliš rychlé konvergence [1, 2, 14, 15, 19]. 
5.2.4 Deterministický výběr (Deterministic sampling) 
Jedná se o speciální variantu ruletové selekce. V prvním stádiu se určí pravděpodobnost přežití 
každého jedince. Na základě této hodnoty se určí počet kopií jedince v nové populaci. Počet kopií 
jedince je roven pravděpodobnosti přežití násobený velikostí populace. Velikost je vždy reálné číslo. 
Ve druhém stádiu probíhá souboj o zbylá místa v nové populaci.  
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V našem případě je nutné nalézt takový způsob selekce, aby nedocházelo k předčasné 
konvergenci. Dále musíme zohlednit, že se jedná o minimalizační problém. Není ovšem nutno 
implementovat speciální metodu selekce. Po testování se ukázalo, že nejlepších výsledků lze 
dosáhnout pomocí ruletové selekce [1, 2, 14, 15]. 
5.3 Křížení genomu 
Křížení je reprodukční operátor, který simuluje výměnu genetických vlastností mezi oběma rodiči. 
Vytvořený potomek je zahrnut do nové populace. Do křížení vstupují vždy dva rodiče a vystupují dva 
potomci. Úkolem křížení je vytvářet stále kvalitnější řešení daného problému. 
Knihovna GAlib obsahuje několik předdefinovaných operátorů křížení. Jedná se 
o nejpoužívanější operátory, které budou vysvětleny v rámci této kapitoly. Pokud chceme vytvořit náš 
vlastní operátor křížení, musíme metodu křížení definovat. Evoluční algoritmy umožňují popsat 
jedince libovolnou datovou strukturou, proto je nutné vytvořit speciální metodu křížení dle našich 
požadavků. Jelikož se v našem případě jedná o velice specifický problém, je třeba vytvořit vlastní 
křížení, které co nejlépe pokryje možná řešení problému. Četnost neboli pravděpodobnost křížení se 
většinou volí v hodnotě okolo 0,8. Konkrétní hodnota však závisí na konkrétním problému 
a nastavuje se empiricky [1, 2, 14, 15, 19]. 
5.3.1 Jednobodové, dvoubodové, uniformní křížení 
Jednobodové, dvoubodové nebo uniformní křížení se nejčastěji používá u binárního chromozomu. 
Není však problém jej použít kdykoliv. Genom je náhodně rozdělen na jednom nebo několika místech 
a potomci dostávají část genetické informace od svých rodičů. Jak již z názvu vyplývá v případě 
jednobodového křížení je chromozom rozdělen na dvě části, kdy část před rozdělením dostane 
genetickou informaci od jednoho rodiče a zbytek od druhého. V případě druhého potomka je to 
přesně obráceně. Speciální případ pak tvoří uniformní křížení, ve kterém je pro každý bit genomu 
vybrán jeden potomek. Pro přehlednost uvádím na obrázku 5.2 všechny metody binárního křížení. 
Jejich pochopení je důležité pro implementaci vlastní funkce křížení. Šipka znázorňuje náhodně 
zvolenou pozici, případně více pozic [1, 2, 14, 15, 18]. 
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Jednobodové křížení 
Rodičovské geny 
1 0 1 0 1 0 1 0 1 0 
1 1 1 1 1 0 1 0 1 1 
 
 
Dvoubodové křížení 
Rodičovské geny 
1 0 1 0 1 0 1 0 1 1 
1 1 1 1 1 0 1 0 1 0 
 
 
 
Uniformní křížení 
Rodičovské geny 
1 0 1 0 1 0 1 0 1 0 
1 1 1 1 1 0 1 0 1 1 
 
 
Geny potomků 
1 0 1 0 1 0 1 0 1 1 
1 1 1 1 1 0 1 0 1 0 
 
 
 
Geny potomků 
1 0 1 1 1 0 1 0 1 0 
1 1 1 0 1 0 1 0 1 1 
 
 
 
 
Geny potomků 
1 1 1 1 1 0 1 0 1 0 
1 0 1 0 1 0 1 0 1 1 
 
 
 
Obrázek 5.2 Typy binárního křížení [15] 
 
5.3.2 Aritmetické křížení 
Aritmetické křížení se používá ke kódování reálných čísel. To je pro náš problém velice výhodné. 
Aritmetické křížení funguje na jednoduchém principu nalezení jednoho potomka průměrováním 
hodnot svých rodičů. Z hlediska nalezení globálního minima je tato vlastnost velice žádaná. Situaci 
popisuje obrázek 5.3 [1, 2, 14, 15]. 
 
 
 
Obrázek 5.3 Aritmetické křížení 
 
5.3.3 Vlastní funkce křížení 
Funkce MyCrossover definuje vlastní implementaci křížení. Po dlouhodobém testování se ukázalo, že 
je nejvhodnější použít tři druhy křížení. Každé křížení má jistou pravděpodobnost použití. 
0 x 
x / 2 x / 2 
Interval náhodných hodnot 
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Ve 40% je vhodné používat aritmetické křížení. Tím se lze dostat velmi blízko k globálnímu 
minimu a to ve spojení s uniformním křížením ve 20%. Zbylých 40% je rezervováno pro speciální 
křížení, které posune hodnotu všech genů o libovolně malou hodnotu náhodným směrem. Tím 
můžeme výsledek ještě zlepšit. Tuto metodu nazveme jako „Speciální metodu křížení“.  Kombinace 
těchto typů se jeví jako nejlepší možné řešení k dosažení globálního minima. Celý proces je naznačen 
v tabulce 5.2 [1, 3, 14, 15]. 
 
Tabulka 5.2 Funkce křížení MyCrossover 
Křížení Pravděpodobnost použití 
Aritmetické křížení 40 % 
Uniformní křížení 20 % 
Speciální metoda křížení 40 % 
 
5.4 Mutace genomu 
Mutace je speciální operátor, který zabraňuje předčasné konvergenci a poskytuje možnost 
prohledávání prostoru v blízkém okolí zkonvergované populace. Dokáže tak vrátit změny genů, které 
jsme v křížení ztratili. Velkou výhodou mutace je možnost opuštění lokálního extrému funkce. 
Četnost použití operátoru mutace určuje programátor pomocí parametru pravděpodobnosti 
mutace. Tato hodnota je zpravidla nastavována velice malá. Velká pravděpodobnost mutace by vedla 
ke ztrátě výhod evolučních algoritmů a prohledávání stavového prostoru by se stalo náhodným. Volba 
velmi malé pravděpodobnosti mutace by znemožnila opuštění lokálního minima funkce. Proto se 
pravděpodobnost mutace pohybuje okolo 20% [1, 4, 14, 15]. 
Při řešení našeho problému se ukázalo, že velikost mutace nemá na řešení daného problému 
velký vliv. V mém případě jsem zvolil pravděpodobnost mutace pm rovno 30%. V oboru reálných 
čísel je nejlepší využít gausovské mutace, která je i v knihovně GAlib implicitně nastavena. 
Gaussovská mutace použije normální rozložení a hodnotou rozptylu určíme, jak různé hodnoty se 
mají generovat. Nově vygenerované číslo se nakonec připočte k aktuální hodnotě genu [1, 2, 14, 15, 
18, 19]. 
 
 
5.5 Implementace účelové funkce 
Na implementaci účelové funkce závisí úspěch či neúspěch celého řešení. Úkolem je ohodnotit 
každého jedince a přiřadit mu odpovídající fitness (vhodnost řešení). V našem případě používáme 
minimalizaci. Čím je hodnota fitness menší, tím je řešení lepší. Účelová funkce pracuje pouze s již 
zmiňovanou třídou FitnessCacheParams. To je při činnosti účelové funkce jistá výhoda, neboť žádná 
data nemusí být vyhledávána, ale jsou procházena ve specifikovaném pořadí.  
Struktura účelové funkce je velmi důležitá, proto zde uvádím pseudokód funkce a následně přepsaný 
zjednodušený kód účelové funkce v jazyce C++ společně s detailním popisem.  
 
 
 40
Procházíme přes všechny vlnové délky { 
Získáme aktuální vlnovou délku 
Získáme hodnotu relativní odrazivosti 
Inicializujeme gen hledaných parametrů A, B, C a d  
 
Provedeme výpočet rovnice podle vzorce 2.31. 
Provedeme výpočet kvadrátu odchylky pro počtenou vlnovou délku 
Připočteme kvadrát do sumy 
} 
Vyřadíme řešení se zápornou tloušťkou tenké vrstvy 
Vrátíme sumu kvadrátů odchylek (snaha minimalizovat) 
Algoritmus 5.1 Pseudokód účelové funkce 
 
// Pruchod pixelu po vlnových delkach 
for(index = 0; index < cacheParameters->getComputer(); index++){    
// Ziskani hodnoty vlnove delky 
lam = (double) cacheParameters[index].getWaveLength();      
// Ziskani hodnoty relativni odrazivosti 
dev = (double) cacheParameters[index].getDevide();  
// Nastaveni hodnot genu 
A = (double) genome.gene(0);      
B = (double) genome.gene(1); 
C = (double) genome.gene(2); 
d = (double) genome.gene(3); 
    
// Vypocet zakladni rovnice podle vzorce 2.31. Vyuzivame pouze objektu tridy 
FitnessCacheParams 
 
nFi = (A + (B/(lam*lam)) + (C/(lam*lam*lam*lam)));    
complex <double> Npruh (cacheParameters[index].getN() , cacheParameters[index].getK()); 
complex <double> zexp (0.0 , (4.0 * M_PI / lam) * nFi * d); 
R0 = (((cacheParameters[index].getN() - 1.0) * (cacheParameters[index].getN() - 1.0)) + 
((cacheParameters[index].getK()) * (cacheParameters[index].getK()))) / 
(((cacheParameters[index].getN() + 1.0) * (cacheParameters[index].getN() + 1.0)) + 
((cacheParameters[index].getK()) * (cacheParameters[index].getK())));    
 
result = ((((n0 - nFi)*(nFi + Npruh)) + ((n0 + nFi)*(nFi - Npruh))*exp(zexp)) /  (((n0 + 
nFi)*(nFi + Npruh)) + ((n0 - nFi)*(nFi - Npruh))*exp(zexp)));   
// Vypocet kvadratu   
doResult = abs(result); 
// Vypocet podilu kvadratu ku odrazivosti pri kolmem dopadu 
doResult = doResult / R0;     
// Overeni zda cislo není rovno nekonecnu 
if(isnan(doResult))doResult = MAX_MISTAKE; 
       
// Vypocet kvadratu odchylky pro konkretni pixel kazde vlnove delky 
completes = (((dev - doResult)*(dev - doResult)));  
// Prirazeni odchylky do citace sumy kvadratu 
 pluser.addpluser(completes);    
 } 
// Zabraneni zaporne hodnoty  tloustky tenke vrstvy 
if(genome.gene(3) < 0.0)pluser.addpluser(MAX_MISTAKE);    
// Navrat sumy kvadratu přes vsechny vlnove delky konkretniho pixelu 
return pluser.getpluser(); 
 
Algoritmus 5.2 Zjednodušený kód účelové funkce v jazyce C++ 
 41
6 Vlastní aplikace 
Následující kapitola popisuje vlastní aplikaci včetně jednoduchého návodu, jak lze program využívat. 
Popisuje výstup programu a graficky jej znázorňuje. 
6.1 Potřebné knihovny 
Pro přeložení a spuštění aplikace je nutné získat dvě volně šiřitelné knihovny. Nevyžadují však 
žádnou složitou instalaci a jejich rozbalení trvá jen několik minut. Konkrétní instalaci nebudu 
popisovat, liší se dle použitého operačního systému. 
První z nich je knihovna pro práci s obrázky FreeImage. Stáhnout ji můžete bez problémů zde 
http://freeimage.sourceforge.net/download.html. 
Druhou je již konkrétní knihovna evolučních algoritmů GAlib. Ke stažení například zde 
http://lancet.mit.edu/galib-2.4/ [5, 7]. 
 
6.2 Používání programu 
Celá aplikace je naprogramována v programovacím jazyce C++ s využitím několika volně 
dostupných knihoven (viz. předcházející kapitola). Jedná se pouze o konzolovou aplikaci z důvodu 
velmi snadného ovládání. Program lze jednoduše přeložit pomocí přiloženého makefile, který 
provede vložení potřebných knihoven. Parametry evolučního algoritmu se nastavují přímo ve 
zdrojovém kódu aplikace, neboť ke správnému nastavení je třeba jistých znalostí problematiky 
evolučních algoritmů. Aplikace je otestována na operačních systémech typu Windows, Linux nebo 
FreeBSD. 
Součástí balíku je i konfigurační soubor, který obsahuje informace nutné k výpočtu 
evolučního algoritmu. Konkrétně se jedná o index lomu a extinkční koeficient. Nutno však 
podotknout, že konfigurační soubor lze použít pouze pro zkoumanou vrstvu SiO2. Obsahuje hodnoty, 
které byly naměřeny dlouhodobým vývojem na Přírodovědecké fakultě Masarykovy univerzity 
v Brně.  
Balík obsahuje sadu zkušebních obrázků, na kterých lze výpočet vyzkoušet. Obrázky nejsou 
naměřeny však zcela přesně a mohou obsahovat chyby, proto jsou výsledky spíše experimentální. 
V našem případě jde však spíše o použitou metodu než o získání bezchybných výsledků. Sada 
obsahuje obrázky tenké vrstvy SiO2.  
6.2.1 Překlad aplikace 
Překlad aplikace je díky přiloženému makefile velice jednoduchý. Je třeba pouze instalace potřebných 
dvou knihoven z předcházející kapitoly. Vlastní překlad provedeme příkazem: 
make 
Interpretací uvedeného makefile se aplikace přeloží a vznikne tak spustitelný soubor: 
ea 
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6.2.2 Spuštění aplikace 
Aplikaci lze spustit pouze a výhradně s pěti vstupními parametry. Význam a použití jednotlivých 
parametrů je popsán v následující tabulce 6.1. 
 
Tabulka 6.1 Vstupní parametry aplikace 
Parametr Význam Příklad 
První parametr Název adresáře zkoumaných 
snímků 
Zk 
Druhý parametr Název adresáře referenčních 
snímků 
Ref 
Třetí parametr Název konfiguračního 
souboru 
Si 
Čtvrtý parametr Počáteční pixel výpočtu 100 
Pátý parametr Konečný pixel výpočtu 400 
 
Příklad spuštění aplikace, která provede evoluční výpočet pro oblast pixelů o souřadnicích [100, 100] 
až [400, 400]: 
./ea zk ref Si 100 400 
 
6.2.3 Získání výsledků 
Aplikace provádí výpočet a produkuje značné množství dat. Na standardní výstup vypisuje nejprve 
zpracování obrázků preprocesorem a následně přistoupí k evolučním výpočtům. Průběžně generuje na 
standardní výstup aktuální sumu kvadrátů odchylek pro počítaný pixel. Po provedení požadovaného 
počtu generací vypíše výsledné parametry v pořadí A, B, C a d. Zároveň generuje výsledná data ve 
stejném formátu do souboru data.txt. Pro kontrolu správnosti fitovaných parametrů jsou generovány 
dva soubory. První soubor dev.txt osahuje hodnoty pixelové mapy relativní odrazivosti a druhý 
soubor doResult.txt hodnoty fitovaných parametrů. V těchto souborech se vždy nachází nejlepší 
hodnoty fitovaných dat. Lze je použít k ověření správnosti, vždy však pouze pro poslední počtený 
pixel. V opačném případě by byla velikost obou vygenerovaných souborů neúnosná. Ukázka běhu 
aplikace po 90 generacích je znázorněna na obrázku 6.1. 
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Obrázek 6.1 Ukázka běhu aplikace 
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7 Dosažené výsledky 
Tato kapitola popisuje dosažené výsledky získané testováním aplikace. Veškeré testy byly prováděny 
na snímcích vrstvy SiO2. Získané fitované parametry jsou pro přehlednost zakresleny do grafů. Na 
konci kapitoly je popsáno srovnání s metodou nejmenších čtverců. Pokud není uvedeno jinak, pak 
platí, že požadovaná posloupnost bodů je znázorněna modře a posloupnost fitovaných parametrů 
barvou vínovou. Dosažené výsledky jsou zakresleny ze 3 nezávislých běhů aplikace kvůli velké 
časové složitosti. 
7.1 Měření výsledků aplikace 
Na výsledky aplikace má vliv několik vstupních parametrů. Nejlepších parametrů lze dosáhnout 
dlouhodobým testováním a znalostmi v oblasti evolučních algoritmů. Vliv těchto parametrů (kritérií) 
na kvalitu řešení (sumy kvadrátů odchylek) je popsán v této kapitole. 
 
7.1.1 Vliv pravděpodobnosti křížení 
Nastavení parametru pravděpodobnosti křížení genomu je z hlediska kvality a rychlosti dosažení 
požadované konvergence nesmírně důležité. Volba příliš malé pravděpodobnosti křížení pc vede 
k pomalé konvergenci. Naopak velká pravděpodobnost křížení způsobuje ztrátu kvalitního genomu. 
Vliv pravděpodobnosti křížení na výsledné řešení parametrů tenkých vrstev je znázorněno na obrázku 
7.1. 
Tabulka 7.1 Nastavení parametrů 
Počáteční populace 1000 
Pravděpodobnost mutace 0,3 
Počet generací 100000 
 
Tabulka 7.2 Vliv pravděpodobnosti křížení 
Pravděpodobnost křížení Suma kvadrátů odchylek 
0,3 3,41528 
0,6 1,65913 
0,9 0,96732 
0,8 0,76935 
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Obrázek 7.1 Změna pravděpodobnosti křížení pro 3 běhy aplikace 
 
Z výsledného průběhu plyne, že nejvhodnější pravděpodobnost křížení je hodnota 0,8. 
7.1.2 Vliv pravděpodobnosti mutace 
Velikost pravděpodobnosti mutace genomu je důležitá především díky své schopnosti vyklouznutí 
z lokálního minima. Volba příliš malé pravděpodobnosti mutace pm způsobuje nemožnost 
vyklouznutí. Naopak volba příliš velké mutace způsobuje ztrátu vhodného genomu. Závislost volby 
pravděpodobnosti mutace na parametrizaci tloušťky tenké vrstvy je znázorněn na obrázku 7.2. 
Tabulka 7.3 Nastavení parametrů 
Počáteční populace 1000 
Pravděpodobnost křížení 0,8 
Počet generací 100000 
 
Tabulka 7.4 Vliv pravděpodobnosti mutace 
Pravděpodobnost mutace Suma kvadrátů odchylek 
0,8 3,32484 
0,6 0,871734 
0,2 0,82741 
0,3 0,75392 
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Obrázek 7.2 Změna pravděpodobnosti mutace 
 
Z výsledného průběhu plyne, že nejvhodnější pravděpodobnost mutace je hodnota 0.3.  
 
7.1.3 Vliv velikosti populace 
Velikost populace výrazně ovlivňuje rychlost a přesnost optimalizovaných parametrů tenkých vrstev. 
Do grafu jsou postupně vloženy výsledné sumy kvadrátů pro různě velké populace. Z obrázku 7.3 je 
zřejmé, že kvalita řešení se úměrně zvyšuje s velikostí populace. Počet prováděných generací je 
100 000. 
Tabulka 7.5 Nastavení parametrů 
Počáteční populace 10 - 1000 
Pravděpodobnost křížení 0,8 
Pravděpodobnost mutace 0,3 
Počet generací 100000 
 
Tabulka 7.6 Vliv velikosti populace 
Velikost populace Suma kvadrátů odchylek 
100 1,12492 
500 0,86923 
1 000 0,76935 
2 000 0,68542 
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Obrázek 7.3 Změna velikosti populace 
 
Při volbě vhodné počáteční populace bylo třeba přihlédnout k době optimalizace parametrů jednoho 
pixelu. Ta byla pro populaci 2000 jedinců neúnosná (kapitola 7.1.6), proto je třeba volit počáteční 
populaci rozumně 1000 jedinců. Pokud zpracováváme více snímků, je nutné počáteční populaci 
zvýšit. 
7.1.4 Vliv použitého křížení 
Dalším kritériem správné charakterizace tenkých vrstev je vhodná volba použitého křížení. Na 
obrázku 7.4 jsou shrnuty výsledky získané testováním různých přístupů křížní. Testování proběhlo 
pro 10 000 generací. Použité křížení je v tabulce 7.8 zapsáno pomocí vzorce: 
 (Aritmetické křížení : Uniformní křížení : Speciální metoda křížení) 
 
Tabulka 7.7 Nastavení parametrů 
Počáteční populace 1000 
Pravděpodobnost křížení 0,8 
Pravděpodobnost mutace 0,3 
Počet generací 10000 
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Tabulka 7.8 Vliv použitého křížení 
Použité křížení Suma kvadrátů odchylek 
100 : 0 : 0 6,50736 
0 : 100 : 0  5,89972 
0 : 0: 100 1,55264 
33 : 33 : 33 1, 29732 
40 : 20: 40 0,99950 
 
 
 
 
Obrázek 7.4 Změna použitého křížení 
 
Při volbě vhodného křížení bylo třeba přihlédnout ke kvalitě výsledné optimalizace parametrů 
tenkých vrstev. Testováním bylo zjištěno, že je nejlepších výsledků lze dosáhnout pomocí kombinace 
40:20:40. Uspokojivě můžeme využít pouze speciální druh křížení. Pro větší množství snímků 
doporučuji ponechat kombinaci 40:20:40. 
7.1.5 Vliv počtu prováděných generací 
Posledním kritériem kvality řešení charakterizace je počet prováděných generací. Platí, že s rostoucím 
počtem generací roste i kvalita řešení z důvodu možného uvíznutí v lokálním minimu. Po dosažení 
určité generace může dojít k neměnnému výsledku. Vliv počtu prováděných generací na celkovou 
sumu kvadrátů odchylek je zachycen na obrázku 7.5. 
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Tabulka 7.9 Nastavení parametrů 
Počáteční populace 1000 
Pravděpodobnost křížení 0,8 
Pravděpodobnost mutace 0,3 
 
Tabulka 7.10 Vliv počtu prováděných generací 
Počet prováděných generací Suma kvadrátů odchylek 
10 15,6934 
50 14,3243 
100 8,22096 
500 2,39085 
1 000 2,3193 
10 000 0,9995 
50 000 0, 83457 
100 000 0,76935 
200 000 0,53275 
 
 
 
 
Obrázek 7.5 Změna počtu generací pro 3 běhy aplikace 
 
Počet generací výrazně závisí na počtu zpracovávaných snímků. Pro 100 vstupních snímků (Obrázek 
7.8) postačuje 100 000 provedených generací. Pokud získáme ze spektrofotometru více vstupních dat, 
je třeba počet generací zvýšit k dosažení kvalitnější optimalizace parametrů tenkých vrstev. 
 
7.1.6 Doba běhu aplikace 
Doba výpočtu závisí především na počtu prováděných generací. S jejich počtem se doba provádění 
úměrně zvyšuje. Doba se samozřejmě odvíjí i od počtu počtených obrázků. V našem případě budeme 
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pro jednoduchost předpokládat, že zpracováváme 100 vstupních obrázků. V neposlední řadě závisí 
doba výpočtu i na výkonnosti počítače. Parametry testovací architektury jsou uvedeny v tabulce 7.11. 
Doba výpočtu bere v úvahu pouze jeden pixel obrazu. 
Tabulka 7.11 Parametry testovací architektury 
Procesor Intel Core i7 920@3,33GHz 
Paměť RAM 12GB DDR3 1333 Mhz 
GPU 2x GTX285 1024RAM 
Disk Velociraptor 150GB 
 
Tabulka 7.12 Doba běhu programu pro jeden pixel obrazu 
Počet prováděných generací Doba výpočtu [hod : min] 
1 000 3 min 
2 000 6 min 
5 000 16 min 
10 000 33min 
25 000 1h   7min 
50 000 2h 15min 
100 000 4h 33min 
 
7.2 Výsledky aplikace 
Testování aplikace je velmi pracné, bereme totiž v úvahu, že aplikace nemá představu, jakých hodnot 
budou parametry A, B, C a d nabývat. To znamená, že řešení problému není přímočaré, ale velmi 
zdlouhavé. Je třeba vždy hledat kompromis mezi dobou výpočtu jednoho pixelu a celkovým 
kvadrátem odchylek, který nalezneme. Pravděpodobně by bylo možné nalézt i lepší řešení, avšak 
musíme brát v úvahu, že výpočet bude třeba provést až například pro 262 000 pixelů. Testovací 
příklady však berou v úvahu pouze jeden pixel obrazu. Je nutné volit souřadnice blíže ke středu 
obrazu, neboť na stranách dochází k jistému šumu a výsledky by byly velmi nepřesné. I tak lze říci, 
že v malých vlnových délkách dochází k jistému šumu nebo vniknutí světla do spektrofotometru 
a výsledky jsou tak nad očekávání horší.  
7.2.1 Zpracování demodat 
Funkčnost metody byla ověřena na náhodných demodatech. Bylo zjištěno, že při menším množství 
vstupních dat lze dosáhnout přesných výsledků již velmi brzy. Na obrázku 7.6 je znázorněno 
zpracování demodat k ověření funkčnosti metody. Požadovaná posloupnost bodů je znázorněna 
modře a posloupnost fitovaných parametrů barvou červenou. Toto označení platí v rámci celé 
kapitoly, pokud není uvedeno jinak. 
Tabulka 7.13 Nastavení parametrů 
Počáteční populace 1000 
Pravděpodobnost křížení 0,8 
Pravděpodobnost mutace 0,3 
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Počet generací 1000 
Celková suma kvadrátů 0,024287 
 
 
 
 
Obrázek 7.6 Zpracování demodat 
 
 
7.2.2 Zpracování počátečních snímků 
Při stejně zvolených evolučních parametrech se výsledek s přibývajícím počtem obrázků zhoršuje. Je 
třeba nastavit evoluční parametry takovým způsobem, abychom dostali v rozumném čase výsledek a 
přitom byl dostatečně kvalitní. Zpracování prvních 60 snímků je znázorněno na obrázku 7.7. 
Všimněte si, že suma kvadrátů odchylek se výrazně zvyšuje.  
Tabulka 7.14 Nastavení parametrů 
Počáteční populace 1000 
Pravděpodobnost křížení 0,8 
Pravděpodobnost mutace 0,3 
Počet generací 10000 
Celková suma kvadrátů 0,28352 
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Obrázek 7.7 Zpracování prvních 60 snímků pro vybraný pixel 
A: -7,13721 
B: 197676 
C: 1,39613e+10 
d: 95,027 
 
7.2.3 Zpracování části vlnových délek 
Pokud počítáme sumu kvadrátů přes více než sto vlnových délek, je třeba nastavovat evoluční 
parametry mírně odlišné, je třeba brát v úvahu větší velikost počáteční populace i počet generací. Pro 
prvních 100 vlnových délek dostáváme následující křivky. 
Tabulka 7.15 Nastavení parametrů 
Počáteční populace 2000 
Pravděpodobnost křížení 0,8 
Pravděpodobnost mutace 0,3 
Počet generací 100000 
Celková suma kvadrátů 0,76935 
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Obrázek 7.8 Zpracování prvních 100 snímků pro vybraný pixel 
 
A: -4,61632 
B: 192 313 
C: 120,975 
d: 436,268 
 
 
 
7.2.4 Zpracování všech vlnových délek 
Při výpočtu je třeba brát v úvahu, že v malých vlnových délkách bývá relativní odrazivost nepřesná. 
Proto je třeba vlnové délky v rozsahu 320 – 420nm vymazat a začít počítat od vyšších vlnových 
délek. Usnadníme tak práci i evolučnímu algoritmu, který v této oblasti těžko fituje. Stejně tak volba 
evolučních parametrů je velmi složitá. Situaci popisuje obrázek 7.9. 
Tabulka 7.16 Nastavení parametrů 
Počáteční populace 20000 
Pravděpodobnost křížení 0,8 
Pravděpodobnost mutace 0,3 
Počet generací 500000 
Celková suma kvadrátů 4,9353 
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Obrázek 7.9 Zpracování snímků všech vlnových délek pro vybraný pixel 
 
Výsledné parametry: 
A: 1,86 
B: 358 823 415,47 
C: - 986 436 213, 90 
d: 127, 874 
 
 
7.3 Porovnání s metodou nejmenších čtverců 
Metoda nejmenších čtverců produkuje lepší výsledky zejména pro větší množství vstupních dat. 
S větším počtem snímků má evoluční algoritmus problémy a trvá velmi dlouho, než se s touto 
skutečností vypořádá a výsledky správně vyhodnotí. Proto je největší slabinou evolučního algoritmu 
přesnost výpočtu a také doba jeho trvání. Pro srovnání uvádím na obrázku 7.10 zpracování snímků 
pomocí metody nejmenších čtverců. Dle mého názoru je k řešení daného problému metoda 
nejmenších čtverců vhodnější zejména díky své přímočarosti řešení. 
Metoda nejmenších čtverců je převzata z Přírodovědecké fakulty Masarykovy univerzity 
v Brně. Tam se k fitování parametrů již nepoužívá Cauchyho formule ze vztahu 2.28, proto zde 
nejsou uvedeny výsledné parametry A, B, C a d. Kvůli lepším výsledkům používají jinou metodu 
s pěti-parametrovým vzorem. Výsledkem je pak přesnější nafitování parametrů podle zvolené rovnice 
2.30. Tento přístup nebyl znám v době zadání mé diplomové práce.  
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Obrázek 7.10 Zpracování snímků všech vlnových délek pomocí metody nejmenších čtverců 
pro vybraný pixel 
 
Na Přírodovědecké fakultě Masarykovy univerzity používají jiný přístup a vycházejí z odlišných 
teoretických základů, proto výsledné parametry A, B, C a d nelze zjistit.  
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8 Závěr 
V následující kapitole jsou shrnuty dosažené výsledky a použitelnost celého projektu pro Ústav 
fyzikálního inženýrství Fakulty strojního inženýrství v Brně. Zvláštním způsobem popisuje vlastní 
přínos pro autora práce a spojuje jej s projekty řešenými během studia. Na konci kapitoly jsou 
popsány i možná pokračování v projektu a zpětná vazba při konzultacích během řešení celého 
problému. 
8.1 Zhodnocení práce 
Výsledným produktem mé diplomové práce je aplikace napsaná v programovacím jazyce C++. Tím 
zajišťuje přenositelnost mezi všemi platformami Windows, Linux a FreeBSD.  
Obrovským zlepšením bylo navržení třídy FitnessCacheParams, která výslednou práci 
evolučního algoritmu výrazně urychlila.  
Ukázalo se, že doba výpočtu a výsledek závisí výrazně na nastavených evolučních 
parametrech. K jejich správné konfiguraci je třeba jistých znalostí z oblasti evolučních algoritmů 
a doba výpočtu bývá v mnoha případech neúnosná. 
Správnost výpočtu silně závisí na naměřených snímcích, v průběhu práce jsem se však 
dozvěděl, že do spektrofotometru zřejmě vniká světlo a vypočtená pixelová mapa relativní odrazivosti 
může být značně nepřesná. Jde spíše o experimentální diplomovou práci a výsledek je víceméně 
informativní a slouží k porovnání obou přístupů měření. Dle mého názoru metoda evolučních 
algoritmů není příliš vhodná kvůli své nepřímočarosti a době výpočtu, nicméně je použitelná. 
V budoucnu může být vylepšena například pomocí aplikačně specifických heuristik, nebo jiných typů 
evolučních algoritmů (Evoluční strategie, EDA algoritmy, atd.). 
Přílohou práce je CD se zdrojovými texty celé aplikace zahrnující základní sadu obrázků pro 
snadné vyzkoušení algoritmu. Sadu nových snímků v lepší kvalitě se bohužel do odevzdání práce 
nepodařilo nafotit. 
Projekt nemá žádnou návaznost s projekty řešenými během studia, s evolučními algoritmy jsem 
se setkal při řešení diplomové práce poprvé. Využil jsem však znalost objektového návrhu tříd 
a znalost jazyka C++. Evoluční algoritmy mne během řešení zaujaly a napadlo mne mnoho problémů, 
které by se dali touto metodou vyřešit. 
8.2 Možnosti využití 
Algoritmus se podařilo implementovat a práce je použitelná pro Ústav fyzikálního inženýrství 
Fakulty strojního inženýrství Vysokého učení technického v Brně. Může přinést nový pohled na 
problém v měření parametrů tenkých vrstev, nicméně je velmi vhodné tuto metodu kombinovat 
s metodou nejmenších čtverců a porovnávat její výsledky, pokud to bude možné. Doba výpočtu je 
řádově mnohem vyšší, nicméně nevyžaduje žádný zásah uživatele. Ještě lepších výsledků bude 
možné dosáhnout po získání nových snímků pomocí opraveného spektrofotometru.  
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8.3 Možnost dalšího pokračování v projektu 
Celé téma je velmi otevřené a v projektu by bylo možné pokračovat hned několika způsoby. Prvním 
možným způsobem by mohlo být paralelní zpracování pixelů, což by bylo velmi obtížné, neboť 
knihovna GAlib tuto činnost příliš nepodporuje. Druhým způsobem se naskytla možnost celý projekt 
přepsat do jiného programovacího jazyka (například JAVA) s využitím jiných volně dostupných 
knihoven. Tato možnost by mohla vnést jisté urychlení řešení do problému, vše by však 
pravděpodobně záleželo na konkrétní implementaci. 
Další možnost se nabízí využití GPU (Graphic Processing Unit). Jedná se o jazyk OpenCL, 
který je nadstavbou jazyka C/C++ . Díky tomuto rozšíření by bylo možné dosáhnout brutálního 
zrychlení, což by bylo k řešení tohoto problému velice žádoucí [21]. 
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