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Sommaire 
Le contrôle d'accès permet de spécifier une partie de la politique de sécurité d'un système d'in­
formations (SI). Une politique de contrôle d'accès (CA) permet de définir qui a accès à quoi et 
sous quelles conditions. Les concepts fondamentaux utilisés en CA sont : les permissions, les in­
terdictions (ou prohibitions), les obligations et la séparation des devoirs (SoD). Les permissions 
permettent d'autoriser une personne à accéder à des ressources. Au contraire les prohibitions in­
terdisent à une personne d'accéder à certaines ressources. Les obligations lient plusieurs actions. 
Elles permettent d'exprimer le fait qu'une action doit être réalisée en réponse à une première ac­
tion. La SoD permet de sécuriser une procédure en confiant la réalisation des actions composant 
cette procédure à des agents différents. Différentes méthodes de modélisation de politiques de 
contrôle d'accès existent. L'originalité de la méthode EB3SEC issue de nos travaux repose sur deux 
points : 
• permettre d'exprimer tous les types de contraintes utilisées en CA dans un même modèle, 
• proposer une approche de modélisation basée sur les événements. 
En effet, aucune des méthodes actuelles ne présente ces deux caractéristiques, au contraire de la 
méthode EB3SEC. NOUS avons défini un ensemble de patrons, chacun des patrons correspond à un 
type de contraintes de CA. 
Un modèle réalisé à l'aide de la méthode EB3SEC peut avoir différentes utilisations : 
• vérification et simulation, 
• implémèntation. 
La vérification consiste à s'assurer que le modèle satisfait bien certaines propriétés, dont nous 
avons défini différents types. Principalement, les blocages doivent être détectés. Ds correspondent 
à des situations où une action n'est plus exécutable ou à des situations où plus aucune action 
n'est exécutable. Les méthodes actuelles des techniques de preuves par vérification de modèles ne 
permettent pas de vérifier les règles dynamiques de CA. Elles sont alors combinées à des méthodes 
de simulation. Une fois qu'un modèle a été vérifié, il peut être utilisé pour implémenter un filtre ou 
noyau de sécurité. Deux manières différentes ont été proposées pour réaliser cette implémentation : 
transformer le modèle EB3SEC vers un autre langage, tel XACML, possédant une implémentation 
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Un système d'informations (SI) correspond aux moyens mis en œuvre par une organisation pour 
regrouper, stocker, traiter et gérer les informations qu'elle utilise. Grâce à l'avènement de l'infor­
matique, les SI se sont automatisés et informatisés. Bien qu'informatisés, les SI n'étaient consul­
tables que par peu d'utilisateurs. Leurs accès n'étaient possible par une présence physique. Seuls 
les employés, présents sur un site de l'organisation, pouvaient accéder aux données de l'organisa­
tion. L'essor que connaissent les technologies de l'information et principalement le développement 
des réseaux de télécommunication rendent les SI accessibles par une multitude d'utilisateurs à tra­
vers le monde. Dans l'exemple du domaine bancaire, il y a peu, seuls les employés de la compagnie 
avaient accès aux comptes de leurs clients. Aujourd'hui, le SI d'une organisation bancaire permet 
à la fois, aux employés de gérer les comptes de leurs clients, aux courtiers de la banque de gérer les 
produits financiers, aux clients d'accéder à leurs comptes en banque aussi bien via leur ordinateur 
familial que leur téléphone cellulaire intelligent. Les SI doivent aujourd'hui gérer un grand nombre 
d'utilisateurs, réalisant des tâches différentes. 
Avec le développement des technologies de la communication, la sécurité des SI a pris beau­
coup d'importance. Les données regroupées et stockées au sein des SI peuvent avoir une grande 
valeur et attirer la convoitise. Les organisations veulent s'assurer que leurs données ne peuvent 
être piratées. Les moyens mis en place sont devenus considérables. Ces moyens revêtent différents 
aspects : chiffrement des données, cryptage des communications, moyens sophistiqués d'iden­
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tification ... Cependant l'ensemble des outils ne permet pas de s'assurer que les données sont 
protégées [73]. Face à ces problèmes, des nouvelles lois ont été votées [53, 69], ces lois obligent 
les organisations à sécuriser les données présentes dans leurs SI. 
En plus des composantes précédemment citées faisant partie intégrante de la sécurité, il ne faut 
pas oublier le contrôle d'accès (CA). Le CA permet d'exprimer les contraintes relatives aux per­
missions accordées aux utilisateurs. En d'autres termes, le CA définit qui a accès à quoi au sein 
des SI. L'ensemble de ces contraintes forme ce qui est communément appelé la politique de CA. 
Plusieurs méthodes permettent d'exprimer des politiques de CA. Elles se distinguent principale­
ment par leur expressivité, leur formalisme ou leur approche. Le domaine du CA ne correspond 
pas seulement aux permissions accordées au sein d'un SI, mais il regroupe différentes catégories 
de contraintes : les permissions, les interdictions, les obligations et la séparation des devoirs. 
Lors de la modélisation d'un système, plusieurs méthodes peuvent être utilisées. Un point 
de comparaison pour les méthodes de modélisation est leur formalisme. Une méthode est dite 
formelle lorsqu'elle permet de décrire rigoureusement à l'aide d'objets mathématiques un modèle. 
L'utilité des méthodes formelles est apparue pour le développement des systèmes critiques. Leur 
formalisme permet l'utilisation de raisonnements mathématiques afin de prouver que le résultat 
obtenu est exempt de bogues et qu'il réalise effectivement la tâche qui lui est impartie. 
La thèse présentée dans ce document se trouve à l'intersection de ces trois domaines : 
l'ingénierie des SI, les méthodes formelles de modélisation et le CA. 
Objectifs et motivations 
Dans cette thèse, nous nous intéressons à l'expression de politiques de CA. Notre objectif est de 
définir les concepts nécessaires pour spécifier un modèle de politiques de CA. Cependant, beau­
coup de méthodes permettent déjà ce résultat. Nous ajoutons des contraintes supplémentaires. Ces 
contraintes sont les suivantes : 
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• le modèle créé doit être souple et doit pouvoir s'adapter à toute structure. Notre modèle doit 
pouvoir s'adapter à toute structure organisationnelle ainsi bien dans le domaine bancaire ou 
hospitalier. Les méthodes de fonctionnement des entités de ces différents domaines varient 
d'une structure à l'autre. Notre modèle doit pouvoir s'adapter aux particularités des organi­
sations de chacun des domaines précédemment cités, 
• le modèle créé doit être le plus expressif possible. Le langage que nous créons doit permettre 
aux utilisateurs de pouvoir exprimer, dans un même modèle, l'ensemble des contraintes de 
CA existant. Cette particularité permet de ne pas avoir recours à différents modèles pour 
exprimer l'intégralité d'une politique de CA. Le fait que la politique de CA est exprimée au 
sein d'un même modèle aide à la vérification de cette politique de CA, 
• le modèle créé doit permettre la séparation des contraintes de CA et des contraintes fonc­
tionnelles du SI. Cette séparation permet une fois le modèle réalisé d'utiliser des méthodes 
d'implémentation adaptées pour chacun des aspects, voire de permettre la réalisation d'un 
noyau de sécurité à partir du modèle de la politique de CA pour un système déjà exis­
tant. De plus, elle permet aussi de simplifier la vérification de chacun des modèles et aussi 
de l'ensemble de la spécification. En effet, différentes propriétés, comme des propriétés 
de vivacité, pourront être vérifiées sur chacune des parties du modèle puis sur la totalité. 
Cette séparation aide à la conception d'un modèle global de meilleur qualité et aussi à une 
meilleure traçabilité entre les exigences de sécurité et le modèle de la politique de CA, 
• le modèle créé doit être formel. En effet, l'utilisation de méthodes formelles aide à la 
vérification du modèle. Si le modèle est réalisé à l'aide d'un langage formel, des raisonne­
ments mathématiques tels que des techniques de vérification de modèles ou des techniques 
de preuves peuvent utilisées pour vérifier certaines propriétés sur le modèle. 
Pour réaliser cette méthode de modélisation de politiques de CA, nous avons essayé de com­
biner les atouts proposés par les méthodes de modélisation de SI et ceux de différents modèles 
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de CA. L'étude des méthodes de modélisation de SI nous a mené vers différents langages comme 
EB3, B ou UML. Parmi toutes ces méthodes, la méthode EB3 paraît la plus adaptée : elle dispose 
d'un langage formel de modélisation, elle correspond à une approche basée sur les événements. 
Cette approche simplifie l'expression du comportement d'un système dynamique. La méthode EB3 
présente la particularité d'obtenir des modèles regroupant plusieurs composantes. L'une d'elle est 
un diagramme de classes permettant de décrire les entités du système et leurs attributs, une autre 
composante correspond à des expressions de processus et permet de décrire la composante dyna­
mique. 
EB3SEC 
La méthode EB3 a été étendue de manière à créer EB3SEC. Une spécification EB3SEC est composée 
d'un diagramme de classes et d'une expression de processus. Le diagramme de classes permet de 
décrire les entités et leurs attributs nécessaires à l'expression d'une politique de CA. L'expression 
de processus permet de définir les contraintes de CA. L'étude de différents modèles de CA, nous 
a permis de déterminer les concepts couramment utilisés en CA, afin d'étendre l'algèbre de pro­
cessus en y incorporant la notion d'attributs de sécurité. Les attributs de sécurité sont les données 
correspondant à un événement et nécessaires à la prise de décision pour l'exécution de l'action. 
Contributions et structure du mémoire 
Les objectifs fixés au début de nos travaux nous ont permis d'arriver aux contributions suivantes : 
• réalisation d'une étude approfondie des différents modèles de CA, de manière à bien com­
prendre les concepts sous-jacents de ce domaine et de les exprimer le mieux possible au sein 
de la méthode EB3. Cette étude a été réalisée en gardant pour objectif que le résultat devait 
s'appliquer aux SI et non à tout type de systèmes informatiques, 
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• définition du langage EB3SEC. Ce langage, permettant la description formelle de politiques 
de CA, peut être utilisé dans tout type d'organisations, et s'adapter à n'importe quel SI, 
• définition d'un processus d'utilisation du langage EB3SEC. En plus de fournir un langage de 
modélisation de politiques de CA, une méthodologie permet de guider l'utilisateur dans la 
modélisation d'une politique de CA. Cette méthodologie se base principalement sur l'utili­
sation de patrons adaptés : pour chaque type de contraintes de CA, un patron a été défini, 
• définition des méthodes de vérification des modèles EB3SEC. Une fois le modèle réalisé, 
les méthodes de vérification permettent à l'utilisateur de vérifier quelques propriétés sur le 
modèle. Des exemples typiques de propriétés ont été établis. Ces propriétés permettent de 
vérifier l'absence de blocage dans le modèle mais aussi que les éléments modélisés dans le 
diagramme de classes sont pertinents. La vérification d'une partie de ces propriétés peuvent 
être réalisée sur le modèle : par exemple l'absence de blocage entre les permissions et les 
interdictions. 
Une définition plus précise du contrôle d'accès est donnée au chapitre 1. Ce chapitre définit 
aussi les différents types de contraintes rencontrées en CA avant de donner un aperçu de différentes 
méthodes de spécification de politiques de CA. Le chapitre 2 donne un exemple de politique de 
CA utilisé au long de cette thèse dans un but d'illustration. La méthode EB3 est présentée au cha­
pitre 3. La méthode EB3SEC étant basée sur EB3, cette présentation permet de définir les différentes 
composantes d'un modèle EB3SEC. Le chapitre 3 décrit ensuite comment sont intégrés les attributs 
de sécurité au sein de la méthode EB3SEC. Le chapitre 4 décrit comment modéliser les différents 
types de contraintes de CA en EB3SEC. Finalement, le chapitre 5 illustre les utilisations possibles 
d'un modèle réalisé en EB3SEC. 
5 
Chapitre 1 
État de l'art 
Les politiques de contrôle d'accès (CA) correspondent à la description de qui a accès à quoi. Par 
qui, nous comprenons tous les acteurs du système. Par quoi, nous entendons toutes les ressources 
du système. Cet état de l'art présente un ensemble de méthodes de modélisation de politiques 
de CA. D'autres revues de littérature existent : la thèse [12] propose un inventaire exhaustif des 
différentes méthodes de CA, la thèse [54] s'intéresse à des composantes, telles que l'administration 
des politiques de CA, non traitées dans ce document, de même la thèse [42] s'intéresse à des 
concepts tels que le contrôle d'interface qui ne sont pas traités dans ce document et la thèse [62] 
présente une étude des méthodes de validation des modèles de politiques de CA. 
1.1 Les types de CA 
Cette section donne une première définition des politiques de CA. En fonction du système 
considéré, les politiques de CA peuvent être réparties en trois catégories. 
Le contrôle d'accès discrétionnaire (DAC) est défini comme un moyen de limiter les accès aux 
objets basés sur l'identité des sujets ou des groupes auxquels ils appartiennent. Les droits 
sont dits discrétionnaires car un sujet avec une certaine autorisation d'accès a le droit de 
transmettre cette permission (peut-être indirectement) à n'importe quel autre sujet. Cette 
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définition est donnée par le Département de la Défense Américaine, au travers de critères 
définis dans le TCSEC [60] (Trusted Computer System Evaluation Criteria). Ces critères 
permettent d'évaluer la fiabilité des systèmes informatiques. 
Le contrôle d'accès obligatoire (MAC) correspond aux politiques de CA dans lesquelles les 
permissions d'accès aux données ne sont pas définies par l'utilisateur créant les données 
mais par le système, selon la politique créée par l'administrateur. Les critères définis dans le 
TCSEC [60] permettent aussi l'évaluation de la fiabilité des systèmes informatiques utilisant 
une politique de CA de type MAC. 
Le contrôle d'accès basé sur les rôles (RBAC) correspond aux politiques de CA dans lesquelles 
les permissions d'accès accordées à un utilisateur sont basées sur les rôles qui lui sont rat­
tachés. Ce type de politiques de CA est principalement utilisé dans les entreprises où les 
rôles proviennent de la structure de l'entreprise. 
Dans le cadre des politiques de type DAC, plusieurs modèles existants peuvent être utilisés : 
les matrices HRU [34], le modèle de Bell et LaPadula [11], le modèle de Clark et Wilson [18], les 
listes de contrôle d'accès... Notre travail s'intéresse à l'expression de politiques de CA appliquées 
à un système d'informations (SI). Un SI est un ensemble organisé de ressources (matériel, logiciel, 
personnel, données et procédures) permettant d'acquérir, traiter, stocker, communiquer, etc., des 
informations nécessaires à la réalisation des processus de l'organisation [65]. Dans la suite de cette 
thèse, nous nous intéressons aux modèles de politiques de CA de type RBAC. Cependant, dans une 
partie de la littérature comme dans [61], les modèles de politiques de CA de type RBAC ne sont 
qu'une catégorie de modèles de politique de CA de type MAC. 
Dans la suite de cette thèse, nous nous intéressons aux modèles de politiques de CA de type 
RBAC, définis pour des SI. 
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1.2 Concepts de base du CA 
La logique déontique formalise les rapports existants entre les quatre alternatives d'une loi : la 
permission, l'interdiction, l'obligation et le facultatif. Elle fût décrite comme une logique modale à 
partir des années 1670 par Gottfried Wilheim Leibniz, cette approche ayant été formalisée dans les 
années 1950, par Georg Henrik von Wright dans [77]. Les concepts de permission, d'interdiction, 
d'obligation et de facultatif sont formalisés de la manière suivante. Pour une action nommée A, on 
définit : 
• la permission de réaliser l'action A par PA, 
• l'interdiction de réaliser l'action A est décrite par ~ (PA)  (l'opérateur ~ désigne l'opérateur 
de négation), 
• l'obligation de réaliser une action correspond à la non permission de ne pas la réaliser, l'obli­
gation de réaliser l'action A peut s'écrire (P A). Dans un souci de lisibilité on introduit 
l 'opéra téur  OA,  
• le caractère facultatif d'une action peut se traduire par le fait qu'elle peut être réalisée ou 
non. Le caractère facultatif d'une action A peut se noter (PA)Sz(P ~ A) (l'opérateur k. 
correspond à l'opérateur de conjonction). 
Les trois premiers concepts, permission, interdiction et obligation, sont des concepts utiles en 
CA. En plus de ces concepts, un autre concept appelé séparation des devoirs (SoD) est introduit 
dans [44]. Cette contrainte de CA divise une tâche en un ensemble de sous-tâches, chacune de 
ces sous-tâches doit alors être exécutée par une personne différente. La SoD permet, entre autres, 
d'éviter les cas de corruption. 
Dans la littérature actuelle, il est communément admis que le CA regroupe les quatre types de 
contraintes précédentes : permission, interdiction (encore appelée prohibition), obligation et SoD. 
Cependant, certains, par exemple dans [61], considèrent que le CA ne regroupe que les contraintes 
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de type permission, interdiction et SoD. Ils définissent alors le contrôle d'usage regroupant le CA 
et les obligations. Dans la suite de cette thèse, nous considérons que le CA regroupe l'ensemble 
des quatre types de contraintes précédemment cités. 
1.3 Définition détaillée des quatre concepts 
Pour modéliser un système, deux approches peuvent être utilisées. 
Approche basée sur les événements : l'état du système est représenté par un ensemble de va­
riables d'état (classes et attributs dans un SI) et l'évolution est codée par le biais des valeurs, 
en ajoutant éventuellement de nouvelles variables, appelées variables de contrôle. 
Approche basée sur les événements : l'évolution du système est représentée explicitement par 
un modèle qui permet de spécifier des contraintes d'ordonnancement comme des algèbres 
de processus ou des automates. L'état se déduit alors de cette représentation. Cependant, 
dans le domaine des SI, il est plus usuel de représenter l'état par un diagramme de classes, 
l'évolution du SI étant représentée par des automates ou des expressions de processus (par 
exemple, comme avec la méthode EB3). 
Pour les contraintes de CA nous introduisons la distinction statique/dynamique. Les contraintes 
statiques sont les contraintes qui ne dépendent pas de l'état du système ou de son évolution. Au 
contraire, les contraintes dynamiques dépendent de l'état du système et/ou de son évolution. 
1.3.1 Contraintes statiques 
Ces contraintes ne dépendent pas de l'état du système. Cette catégorie de contraintes est divisée en 
trois sous-catégories : les permissions, les interdictions et la résolution statique des contraintes de 
SoD. 
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1.3.1.1 Les permissions sans contraintes 
La définition que nous utilisons pour ce type de permissions est la définition utilisée en logique 
déontique et aussi communément admise dans les modèles de politiques de CA. Les permis­
sions expriment le fait qu'un sujet puisse réaliser une action. Elles sont toujours vraies au sein 
du système. Elles permettent à un sujet de réaliser une action pour un objet donné. Les permissions 
sans contraintes, utilisées dans nos travaux, sont les mêmes que celles utilisées dans la plupart des 
modèles. 
1.3.1.2 Les interdictions sans contraintes 
Ces interdictions, encore appelées prohibitions, sont définies, en logique déontique, comme l'op­
posée des permissions. Elles correspondent au fait qu'un sujet n'a pas le droit de réaliser une action 
pour un objet donné. Tous les modèles de CA permettent d'exprimer des permissions, mais seuls 
quelques uns [14, 17, 40] permettent d'utiliser le concept d'interdiction. Les interdictions sans 
contraintes sont vraies tout au long de l'exécution du système. Elles permettent d'interdire une 
action sur un objet pour un sujet. 
1.3.1.3 La résolution statique des contraintes de SoD 
Les contraintes de SoD (Séparation ofDuty), ou séparation des devoirs, ont été introduites pour 
éviter les corruptions lors de l'exécution de procédures complexes. La séparation des devoirs se 
définit comme la division d'une procédure en tâches élémentaires, chacune devant être réalisée 
par une entité différente [23]. Le fait de faire intervenir plusieurs acteurs pour chacune des tâches 
élémentaires d'une procédure permet de limiter les risques de corruptions de la procédure. La 
séparation des devoirs statique (SSD) correspond à la résolution statique des contraintes de SoD, 
c'est-à-dire que les permissions d'exécution des tâches élémentaires provenant de la décomposition 
d'une procédure sont attribuées à des sujets différents. Une même personne ne peut se voir attri­
buer la permission d'exécuter toutes les tâches provenant d'une même procédure. Les permissions 
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et interdictions induites par une contrainte de type SSD sont vraie durant toute l'exécution du 
système. 
1.3.2 Contraintes dynamiques 
Les contraintes dynamiques dépendent de l'état du système et/ou de son évolution. Elles sont 
divisées en quatre sous-catégories : les permissions avec contraintes, les interdictions avec 
contraintes, la résolution dynamique des contraintes de type SoD et les contraintes de type obliga­
tion. 
1.3.2.1 Les permissions avec contraintes 
Une contrainte associée à une permission restreint son domaine d'application. La contrainte corres­
pond à un prédicat logique défini sur les valeurs des attributs des entités du système. Elle représente 
la condition sous laquelle la permission est valide. Par exemple, on peut restreindre une permis­
sion à une certaine plage horaire de la journée. Les permissions avec contraintes (aussi appelées 
permissions sous contraintes) ne sont pas utilisées dans tous les modèles de CA, seuls quelques 
modèles permettent leur expression [13, 57]. 
1.3.2.2 Les interdictions avec contraintes 
Elles permettent de définir des interdictions qui ne sont valables que sous certaines conditions. Les 
conditions sont, comme pour les permissions avec contraintes, des prédicats logiques définis sur 
les valeurs des variables du système. 
1.3.23 Résolution dynamique des contraintes de type SoD 
Les contraintes de type SoD peuvent être résolues de manière dynamique. Dans ce cas, on définit 
la notion de séparation des devoirs dynamique (DSD), contrainte qui dépend de l'état d'exécution 
du système. Dans le cadre des DSD, les permissions et interdictions induites par la contraintes de 
SoD ne sont pas vraies durant toute l'exécution du système, mais dépendent de l'état d'exécution 
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du système. Dans la plupart des modèles [78] elles sont vraies pour une instance de la procédure 
donnée. Par exemple, si une contrainte de DSD est valable pour deux actions a et 6 toutes deux 
s'appliquant pour les objets oi,..., on, alors la personne ayant réalisé l'action a pour l'objet oi ne 
peut pas exécuter l'action b pour l'objet Ou mais elle peut réaliser l'action b pour l'objet 02 si elle 
n'a pas réalisé l'action a pour l'objet 02. 
1.3.2.4 Contraintes d'obligation 
Les contraintes d'obligation, utilisées en CA, diffèrent de la définition donnée en logique 
déontique, la raison principale étant qu'un système informatique ne peut obliger un utilisateur 
à réaliser une action. Les contraintes de type obligation correspondent en CA au fait que deux 
actions sont liées. Pour deux actions liées par une contrainte d'obligation, lorsqu'une des deux est 
réalisée l'autre aussi doit être exécutée. Trois cas sont envisageables. L'obligation doit être remplie 
après l'action, par exemple, dans le domaine hospitalier, lorsqu'un médecin examine un patient, 
il doit, à la fin de l'examen, remplir le dossier médical du patient. L'obligation doit être remplie 
avant l'action, dans le domaine bancaire pour qu'un chèque soit crédité sur un compte, il faut qu'il 
soit préalablement validé par un employé de l'agence. Dans certains cas, l'ordre des actions n'a 
pas d'importance. Dans [59], trois catégories d'obligations sont répertoriées : les pré-obligations, 
correspondant au cas où l'obligation doit être réalisée avant l'action, les post-obligations, corres­
pondant au cas où l'obligation doit être réalisée après l'action, et les obligations conditionnelles. 
Les obligations conditionnelles, correspondent à des obligations devant être réalisée lorsqu'une 
contrainte est vraie. Le type de contraintes principalement rencontré correspond à des contraintes 
temporelles exprimant une durée. 
1.4 Les modèles de CA 
Après avoir défini les concepts de base du CA, nous nous intéressons maintenant à différents 
modèles existants. 
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1.4.1 Le modèle RBAC 
Le modèle RBAC [68,38] répond à trois besoins. 
Le besoin de "leastprivilege" : l'utilisateur n'a que les droits minimums pour réaliser une action. 
La séparation des responsabilités : plusieurs personnes doivent intervenir dans la réalisation 
d'une action. 
Abstraction des données : on peut définir des actions plus abstraites que lecture/écriture. 
Le modèle RBAC modélise le système informatique considéré en séparant les entités actives des 
entités passives. Les entités actives correspondent aux utilisateurs du système et les entités passives 
correspondent aux objets du système. Au contraire du modèle de LaPadula, qui associe des niveaux 
de sécurité aux différents objets et aux différents utilisateurs, le modèle RBAC regroupe les utili­
sateurs en groupe d'utilisateurs. Ces groupes sont appelés des rôles. Les privilèges sont accordés à 
un rôle et sont valables pour exécuter des actions sur des objets donnés. Pour pouvoir réaliser une 
action, l'utilisateur doit donc activer le rôle adéquat. Les permissions ne sont plus attribuées à une 
personne particulière mais à des rôles. H revient alors aux différents acteurs du système d'activer le 
rôle nécessaire à la réalisation d'une action. Plusieurs variantes ont été créées à partir de ce modèle 
de sécurité. De plus, d'autres modèles se sont inspirés du modèle RBAC comme point de départ. 
Différents exemples sont mentionnés dans la suite de cette section. 
1.4.2 Extensions du modèle RBAC 
Le modèle RBAC s'est vu ajouter de nombreuses extensions. La première à prendre place fut 
la notion de hiérarchie des rôles. Cette hiérarchie permet de décrire une notion d'héritage. Dans 
un modèle RBAC hiérarchique, un rôle peut hériter des permissions d'un autre rôle. Une autre 
extension du modèle RBAC correspond à la notion de contraintes. Ces contraintes peuvent par 
exemple permettre d'exprimer des contraintes de SSD au sein d'un modèle RBAC. Elles peuvent 
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aussi correspondre à des contraintes temporelles sur l'activation d'un rôle. Ces extensions sont 
définies dans [23]. 
En plus des notions de hiérarchie et de contrainte, on peut citer les extensions suivantes. 
TRBAC (Temporal Role-Based Accès Contrat) introduit la notion de temps. Le modèle permet 
de définir des contraintes temporelles sur l'activation des rôles. TRBAC est décrit dans [13]. 
GTRBAC (Generalized Temporal Rôle Based Access Control) ajoute des contraintes tempo­
relles au modèle RBAC hiérarchique. Il est décrit dans [41]. 
W-RBAC adapte l'utilisation du modèle RBAC à la notion de workflow. Ce modèle permet alors 
de décrire une politique RBAC adaptée à un processus. Ce modèle est décrit dans [78]. 
WS-RBAC introduit la notion de services web. Ce modèle est basé sur le langage WS-Policy [37, 
71,7] et permet d'exprimer une politique de CA de type RBAC adaptée aux services web. 
1.4.3 OrBAC 
Avant de voir apparaître la notion d'organisation au sein des politiques de CA, la notion d'équipe 
a permis de simplifier l'expression de politiques de CA. Le modèle TBAC (Team Based Access 
Control) [76] a permis de formaliser l'utilisation de la notion d'équipe dans le modèle RBAC. Le 
modèle OrBAC [43, 21] se base sur le modèle RBAC mais inclut une certaine hiérarchie dans les 
rôles ainsi que le concept d'organisation. Pour des raisons de compréhension et de présentation, 
le modèle OrBAC est présenté de manière séparée. Cependant, les différentes parties du modèle 
présentées ci-après sont toutes reliées entre elles au sein du même modèle. Dans le modèle OrBAC, 
les organisations permettent de représenter les structures organisationnelles du système que l'on 
modélise. Généralement, elle correspond à l'entreprise ou à la succursale à laquelle on s'intéresse. 
Ensuite apparaissent les rôles ; ils correspondent, comme leur nom l'indique, au rôle que peut 
jouer une personne au sein du système. Ce rôle est activé par la personne lorsqu'elle se connecte 
au SI. Les personnes sont aussi représentées par une entité dans le modèle. Ces trois concepts 
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FIGURE 1.4 - La relation "permission" du modèle OrBAC 
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sont représentés par des entités au sein du modèle. Une première relation existe entre ces trois 
entités et indique qu'une personne est employée pour un certain rôle dans une organisation donnée. 
Cette relation est présentée à la figure 1.1. L'entité rôle peut être perçue comme une abstraction 
des personnes au sein du système. Cette abstraction sera aussi réalisée pour les objets. Dans le 
modèle arrivent deux nouvelles entités : les objets et les vues. Les objets correspondent à l'objet 
informatique du SI, ils peuvent être des fichiers, des tables de bases de données ... Les vues 
correspondent à leur abstraction au sein du système. Par exemple on peut considérer au sein du SI 
d'une banque la vue correspondant à un compte bancaire. Une relation permet de lier les entités 
correspondant aux organisations aux vues et aux objets. Cette relation permet de signaler que tel 
objet est utilisé de telle manière au sein d'une certaine organisation. Cette relation est présentée à 
la figure 1.2. 
Pour pouvoir réaliser des actions au sein du système il faut encore ajouter deux nouvelles 
entités : action et activité. Les actions correspondent aux traitement sur les objets et les activités 
au traitement sur les vues. Les activités correspondent à une abstraction des actions au sein de la 
politique de sécurité. Une relation permet de préciser qu'au sein d'une organisation une certaine 
action sur un objet correspond à telle activité sur une vue. Cette relation est présentée à la figure 1.3. 
La dernière entité présente dans le modèle permet de rendre compte du contexte dans lequel un 
utilisateur réalise une action sur un objet. La dernière association utilisée permet de modéliser les 
permissions au sein du système. En effet, cette relation permet la réalisation d'une certaine activité 
par un certain rôle sur une vue donnée au sein d'une certaine organisation et dans un contexte 
précis. Cette relation est présentée à la figure 1.4. 
1.4.4 ABAC 
La méthode ABAC1, définie dans [81], permet de décrire des politiques de CA en se basant sur les 
attributs des entités nécessaires à la description de la politique. Au contraire des méthodes RBAC 
et OrBAC, qui réalisent une abstraction des sujets au travers du concept de rôle, la méthode ABAC 
1 http ://www.axiomatics.com/attribute-based-access-control.html 
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attribue des caractéristiques particulières aux différents éléments nécessaires à l'expression d'une 
requête de demande d'accès. Les différentes entités retenues dans la méthode ABAC sont les sujets, 
les objets (appelés aussi ressources), les actions et l'environnement. Pour chacune de ces entités, 
on peut définir les attributs nécessaires à l'expression d'une politique de CA. La méthode ABAC 
est étroitement liée au langage XACML, dont l'utilisation est détaillée au chapitre 5.3.1.1. 
1.4.5 SoDA 
Certains modèles se focalisent sur l'expression d'un sous-ensemble des contraintes de CA. Par 
exemple, SoDA (Séparation of Duty Algebra), ou algèbre de séparation des devoirs, permet d'ex­
primer uniquement des contraintes de SoD. Pour exprimer ces contraintes, cette méthode utilise 
une algèbre dont les constantes correspondent aux utilisateurs ou au rôles que les utilisateurs 
jouent. SoDA est décrit dans [50]. 
Pour un processus donné, on peut spécifier en SoDA que les utilisateurs doivent jouer un cer­
tain rôle. Par exemple {{Manager 0 Comptable) ÇQTresorier), spécifie que pour exécuter le 
processus il faut un manager, un comptable et un trésorier. Le comptable et le manager peuvent 
correspondre à la même personne. 
1.4.6 Expression de contrôle de transaction pour la séparation des devoirs 
La notion de séparation des devoirs est récurrente dans le domaine du CA. En effet, cette no­
tion permet d'ajouter une sécurité supplémentaire, qui consiste à découper une tâche en actions 
élémentaires et à attribuer chacune de ces actions élémentaires à des personnes différentes. De 
cette manière, pour que la réalisation d'une tâche soit corrompue, il faut que la réalisation de cha­
cune de ses actions élémentaires soit corrompue, ce qui implique plus de personnes et est donc 
moins envisageable. Cette méthode permet d'exprimer le fait que les actions doivent être réalisées 
par différentes personnes. Le résultat obtenu [67] peut être comparé à une algèbre de processus, 
bien qu'il ne s'agisse ici que d'une esquisse de solution complète. 
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est équivalente à : 
1 :prepare*clerk ; 
3 :approve*supervisor ; 
1 :issue*clerk ; 
FIGURE 1.6 - Exemple de pondérations des actions pour l'expression de la séparation des devoirs 
requisition*project-leader4- x ; 
prepare*clerk ; 
approve*purchasing-manager4- y\ ; 
agree«project-leader| x ; 
reapprove«purchasing-manager4 y-i ; 
issue»clerk ; 
FIGURE 1.7 - Exemple d'assignation de valeurs et de choix pour l'expression de la séparation des 
devoirs 
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Les opérateurs et notations utilisés dans cette approche sont définis ci-après. 
• Le symbole permet d'associer un rôle à une action. Ici, les notions de rôle et d'action 
peuvent être comprises comme au sein du modèle RBAC. 
• Le symbole permet de réaliser une suite d'actions. Cet opérateur permet d'exprimer le 
fait que pour réaliser une tâche plusieurs actions élémentaires doivent être réalisées. 
La figure 1.5 représente un exemple d'utilisation de ces opérateurs. En plus de ces opérateurs, 
on peut aussi ajouter l'opérateur Cet opérateur permet d'exprimer une répétition de l'opération, 
le nombre de fois étant inscrit de manière préfixée à l'opérateur. Cette notation est illustrée à la 
figure 1.6. 
De plus, on ajoute les opérateurs suivants : 
• Le symbole permet d'associer une valeur à un rôle. Cette assignation est à mettre en 
relation avec la notion de "user" de la méthode RBAC. Cet opérateur permet d'assigner des 
tâches à deux personnes différentes qui peuvent avoir le même rôle. 
• Le symbole permet de réaliser une fermeture. Cet opérateur permet d'exprimer le 
fait qu'une opération peut être réalisée un nombre arbitraire de fois. 
• Le symbole "+" permet de réaliser un choix dans les actions. D permet d'exprimer le fait 
que des actions ne sont pas obligatoires ou possèdent des alternatives. 
L'utilisation de ces opérateurs est illustrée à la figure 1.7. Cette notation peut s'approcher d'une 
algèbre de processus. Du moins, elle donne des notions à rajouter dans une algèbre de processus 
de manière à la rendre utilisable pour exprimer une politique de sécurité. 
1.5 Les utilisations des différents modèles 
Les modèles de politiques de CA permettent d'exprimer des politiques de CA. Selon le formalisme 
utilisé pour exprimer le modèle, la modélisation peut être utilisée dans différents buts. Dans le 
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cadre de méthodes formelles, la politique de CA peut être vérifiée, c'est-à-dire vérifier si elle ne 
crée pas de deadlocks. Une spécification une fois vérifiée peut être implémentée [72], c'est-à-dire 
transformée en un composant logiciel permettant de vérifier que les requêtes reçues sont conformes 
à la politique de CA. D'autres approches [22,64] intègrent les notions de sécurité et de CA tout au 
long du cycle de développement du logiciel. 
1.5.1 Vérification 
La principale prérogative, pour réaliser de la vérification sur un modèle, est que le langage utilisé 
pour réaliser le modèle soit formel. De nombreux langages formels de modélisation existe, cepen­
dant, les langages formels préférés en CA sont : Alloy [39], B [2], Event-B [3], Z [75],CSP [66] et 
Prolog. En effet, ces langages présentent pour la plupart la particularité d'être outillés pour réaliser 
de la vérification de modèles (model checking). Les travaux, qui se focalisent sur la vérification 
de modèles de politiques de CA, permettent de vérifier principalement la cohérence du modèle 
(c'est-à-dire qu'il ne présente pas de deadlocks) ou des propriétés quelconques (principalement 
des propriétés de sécurité exprimées en logique temporelle). Les problèmes de conflits (i.e. dead-
lock) apparaissent, par exemple, lorsqu'un modèle ne permet plus l'exécution d'aucune action 
lors de son exécution. Cette situation apparaît, par exemple, lorsque les interdiction ont été mal 
modélisées et ne permettent plus de réaliser aucune action. 
Dans [82, 70], les auteurs présentent comment transformer un modèle de type RBAC en 
spécification Alloy. Le résultat obtenu est utilisé pour vérifier la cohérence du modèle ainsi que 
des propriétés de sécurité. Dans [70], le modèle de politiques de CA correspond au modèle RBAC 
auquel ont été ajoutées des contraintes d'administration et de SSD. Une fois le modèle réalisé 
les outils de vérification de Alloy sont utilisés afin de résoudre les conflits apparaissant dans 
la spécification. Dans [82], les politiques de CA correspondent au modèle RBAC, auquel ont 
été ajoutées des contraintes de hiérarchie de rôles. Les outils de vérifications de Alloy sont uti­
lisés afin de vérifier des propriétés algébriques sur le modèle. Par exemple, les auteurs montrent 
l'équivalence entre le modèle de Bell et LaPadula et son implémentation réalisée en utilisant le 
1.5. LES UTILISATIONS DES DIFFÉRENTS MODÈLES 
modèle RBAC. Dans [49], les auteurs expriment en langage Z une politique de CA. Le modèle 
de politique de CA est proche du modèle RBAC, il correspond au modèle RBAC utilisé en Secu-
reUML. Les auteurs expriment aussi le modèle fonctionnel en Z. Les modèles de l'aspect fonction­
nel et de la politique de CA sont mis en parallèle. Les outils d'animation permettent la validation 
des modèles en vérifiant que les scénarios normaux s'exécutent alors que les scénarios malicieux 
sont refusés. Dans [80], des modèles de type RBAC contenant des contraintes de SoD sont trans­
formés en Z. Le résultat obtenu permet de vérifier la cohérence de la politique. Dans [48, 56], Les 
auteurs utilisent un modèle de l'aspect fonctionnel du système exprimé en UML. Les contraintes 
de CA sont exprimées à l'aide de la méthode UMLSec [51]. Les contraintes de CA ne pouvant 
être exprimées à l'aide la méthode UMLSec sont exprimées à l'aide de la méthode ASTD [27]. 
Les trois modèles sont traduits en B. Les outils de vérification de modèles utilisables en B peuvent 
alors être mis en œuvre pour vérifier des propriétés sur l'ensemble de la modélisation. Dans [35], 
les auteurs combinent en un modèle B des contraintes fonctionnelles et des contraintes de sécurité 
exprimées en CSP-OZ [9]. Ils utilisent ensuite la notion de raffinement pour prouver que le résultat 
vérifie les conditions de sécurité imposées. Dans [83], la politique de CA est exprimée en RW [31]. 
Le langage RW permet de décrire des permissions générales et ne respecte pas un modèle de CA 
particulier. La cohérence du modèle peut être prouvée à l'aide des outils associés au langage Pro­
log. Une fois la vérification réalisée le modèle est transformé en politique XACML. 
1.5.2 Implémentation 
1.5.2.1 SecureUML 
SecureUML [8, 51] présente une solution efficace de l'implémentation d'une politique de CA lors 
du développement de logiciels distribués. Le modèle de politique de CA correspond au modèle 
RBAC. Nous allons voir dans quelles conditions cette méthode peut être mise en place ainsi que les 
résultats que l'on peut en attendre. Cette méthode s'adresse aux logiciels développés selon une ap­
proche MDA (Model Driven Architecture). Le principe est la création d'un logiciel en deux ou plu­
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sieurs étapes. La première étape consiste en l'élaboration d'un PIM (Platform Independent Modeî). 
Ce modèle a la particularité d'être indépendant des technologies utilisées pour l'implémentation 
du logiciel final. Il correspond à une abstraction du résultat escompté. La deuxième étape consiste 
à réaliser un PSM (Platform Spécifia Model), Ce modèle est lié à la solution finale, donc aux 
technologies utilisées. Dans une approche MDA, le PSM correspond à l'implémentation du PIM. 
L'intérêt d'utiliser une approche MDA réside dans le fait que plusieurs outils permettent de réaliser 
une implémentation quasi automatique du PSM en fonction du PIM. L'exemple le plus courant est 
d'utiliser le langage UML (Unified Modeling Langage) de manière à réaliser le PIM, et d'utiliser 
différents outils pour transformer cette modélisation abstraite en un logiciel fonctionnant sur une 
architecture donnée. La plupart du temps, cette implémentation n'est pas complète, seul un sque­
lette d'application est fourni. Les développeurs doivent alors le compléter en fonction des besoins 
spécifiés précédemment. De nos jours, le langage UML est l'un des plus populaire, c'est pourquoi 
la méthode Secure-UML s'en sert comme langage de description de systèmes. Cette méthode ap­
porte une solution quant à la gestion d'accès aux données. Elle permet de considérer la politique 
de sécurité dès la phase de conception du SI considéré. 
1.5.2.2 Implémentation en CSP de modèles exprimés en SoDA 
Le langage SoDA permet d'exprimer des contraintes de SoD. L'article [10] présente une méthode 
permettant l'implémentation d'une solution de monitoring de contraintes exprimées en SoDA. Le 
modèle résultant, exprimé en CSP, comporte la simulation de trois processus. Le premier processus 
correspond aux contraintes de CA basées sur un modèle RBAC. Le second processus correspond 
aux contraintes de SoD exprimées en SoDA. Le troisième processus correspond aux contraintes 
fonctionnelles. L'ensemble de la spécification peut alors être vérifiée et le modèle de la politique 
de CA peut être utilisé pour l'élaboration de contrôleurs de sécurité. 
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1.5.23 XACML et quelques travaux connexes 
Le langage XACML [57] est basé sur le langage XML et permet d'exprimer des politiques de 
CA correspondant au modèle ABAC. Une description détaillée du langage XACML est donnée à 
la section 5.3.1.1. Plusieurs travaux permettent de formaliser le langage XACML. Dans [45],une 
manière systématique de transformer une politique de CA exprimée en XACML en logique des­
criptive est décrite. Le résultat peut être utilisé pour comparer différentes politiques de CA ou faire 
de la vérification de propriétés sur une politique de CA donnée. Dans [16], les auteurs montrent 
comment transformer un modèle XACML en modèle CSP. La spécification résultante peut être 
utilisée pour faire du vérification de modèles à l'aide des outils disponibles en CSP. Dans [52], 
un modèle de la méthode XACML en logique du premier ordre est décrit. Des règles de traduc­
tion des instances de ce modèle vers une spécification Alloy sont décrites. Les modèles obtenus 
en Alloy sont utilisés pour faire de la vérification (vérification de la cohérence de la politique de 
CA et détection des conflits). Une algèbre permettant d'exprimer une politique de CA est décrite 
dans [63]. Cette algèbre permet de prendre en compte des permissions et des interdictions. Une 
méthode de transformation systématique de modèles exprimés à l'aide de cette algèbre vers un 
modèle XACML est aussi détaillée. 
1.6 Comparaison 
D'autres projets [32,4,74,33,58] s'intéressent à l'intégration de politiques de sécurité au sein des 
SI. Ces différents projets établissent des comparaisons des modèles de politiques de sécurité. Le 
projet ORKA définit un framework permettant de comparer les différents modèles de CA. Ce fra­
mework est décrit dans [5]. Il établit trente-quatre points de comparaison classés en huit catégories. 
Dans la suite, nous décrivons les différentes catégories avant de proposer un ensemble de critères 
inspirés de ce framework. 
La première catégorie concerne la spécification des modèles. Cette catégorie permet de définir 
comment la politique est modélisée. Les critères de cette catégorie permettent de préciser si la po­
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litique cible des actions de haut niveau (présentes dans la spécification) ou de bas niveau (présentes 
dans l'implémentation). Elle s'intéresse aussi au formalisme utilisé, en permettant de préciser si 
le langage utilisé est formel, semi-formel, informel ou structuré. Les différents critères permettent 
de définir le domaine applicatif ciblé par la méthode et aussi l'utilisation du modèle. L'utilisation 
du modèle correspond soit à la vérification de la politique, l'implémentation ou la vérification en 
temps réel. 
La seconde catégorie concerne l'expressivité de la politique de CA. Cette catégorie concerne 
l'ensemble des concepts exprimables dans la politique. Par exemple, elle rend compte du nombre 
de niveaux d'abstraction utilisés (modélisation, implémentation, ...), du nombre de concepts de 
CA (permission, interdiction, obligation et SoD) qui peuvent être exprimés dans la politique. Pour 
pouvoir prendre en compte certains concepts de CA dynamiques, la politique de CA doit connaître 
l'état des workflows du SI. Cette catégorie rend aussi compte de la manière dont les instances des 
workflows du système sont représentées en mémoire. 
La troisième catégorie permet de déterminer si un langage utilise des notations graphiques 
ou textuelles. Elle permet aussi de déterminer si un modèle représenté est compréhensible par un 
humain. Cette catégorie juge aussi de la modularité, de la capacité d'extension et de la définition 
de la sémantique du langage. 
Une autre catégorie juge de la manière dont la modélisation est implémentée. Elle permet 
de savoir si la méthode a pour but d'être utilisée avec un noyau de sécurité ou d'être intégrée 
dans le système existant. Dans le cas où la méthode est utilisée avec un noyau de sécurité, les 
critères de cette catégorie permettent de savoir si l'implémentation du noyau est compatible avec 
les notions de point de prise de décision de la politique (PDP) et point de mise en application de la 
politique (PEP). 
Une catégorie concerne la validation et permet de savoir si les méthodes de modélisation de 
politiques de CA permettent de réaliser la validation de la politique. Le cas échéant, elle permet de 
répertorier les différents outils permettant de réaliser du vérification de modèles. 
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D'autres catégories permettent de comparer les modèles selon l'administration qu'ils per­
mettent de réaliser sur le modèle mis en place, la façon dont l'implémentation s'adapte aux 
systèmes existant ou encore de la maturité de la méthode. 
Comme nous voulons établir une comparaison des modèles précédemment présentés, nous 
considérons les méthodes suivantes : 
RBAC : Cette méthode n'inclut pas seulement le standard. Nous incluons sous la dénomination 
RBAC l'ensemble des extensions présentées : hiérarchie des rôles, contraintes d'activa-
tion des rôle, contraintes de SSD et DSD. Nous considérons secureUML comme une 
implémentation de cette méthode inclus dans ce modèle. 
SoDA : Dans ce modèle nous incluons l'algèbre SoDA permettant d'exprimer des contraintes 
de SoD. De plus nous incluons aussi un modèle RBAC permettant d'exprimer les per­
missions du système. L'inclusion du modèle RBAC est nécessaire pour pouvoir considérer 
l'implémentation en CSP de politiques SoDA. 
XACML : Nous incluons dans ce modèle le standard XACML, le modèle ABAC et l'ensemble 
des travaux de formalisation présentés dans la section 1.5.2.3. 
OrBAC Nous appelons OrBAC la méthode OrBAC ainsi que son implémentation [20]. 
Les critères présents dans [5] sont trop nombreux. Tous ces critères ne sont pas forcément 
probant pour la comparaison de modèles de politiques de sécurité. Nous détaillons ci-après les 
critères que nous utilisons pour comparer les différentes méthodes. 
représentation des workflows : Ce critère permet d'exprimer le fait que la méthode permet de 
représenter les instances de processus de l'organisation. Ce critère permet de savoir si le 
modèle peut prendre en compte les contraintes dynamiques de CA. 
concepts de CA : Ce critère permet de comparer l'expressivité des différentes méthodes. En plus 
de préciser le nombre de catégories de critères pris en considération par la méthode, ce critère 
définit quels types de contraintes sont pris en compte par la méthode. 
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formalisme : Ce critère permet d'indiquer le formalisme des méthodes comparées. Le formalisme 
utilisé peut être formel ou structuré. 
présentation : Ce critère permet de comparer la lisibilité des spécifications réalisées dans le 
modèle. Par lisibilité, nous entendons la représentation des spécifications réalisées : gra­
phique, textuelle... 
vérification Ce critère permet de préciser si les spécifications réalisées dans la méthode peuvent 
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SSD oui oui oui oui 




formalisme formel formel structuré formel 











(10) non (11) 
(1) pour exprimer les SoD, les workflows sont modélisés à l'aide de réseaux de Pétri, avant d'être 
transformés en contextes. Dans le modèle, les workflows ne sont pas représentés mais des 




(2) seules les contraintes temporelles d'activation des rôles peuvent être exprimées. 
(3) un mécanisme d'exception existe en XACML. H est décrit dans la section 5.3.1.1. 
(4) de nombreux outils et méthodes se basent sur la méthode RBAC. La description d'une politique 
peut se faire par des moyens allant d'un diagramme entité relation à l'écriture de fichiers 
XML. 
(5) la sémantique et la syntaxe d'une politique en SoDA sont formellement décrits. Dans le cadre 
de cette comparaison, le modèle est présenté sous la forme d'un modèle CSP. 
(6) une politique XACML est décrite à l'aide de fichiers XML présentés dans la section 5.3.1.1. 
\ 
(7) une politique OrBAC se présente sous la forme d'un ensemble de formules logiques. 
(8) selon la méthode utilisée, des techniques de vérification de modèles, de simulation ou de 
preuve peuvent être envisagées. 
(9) en vue des outils utilisés, des méthodes de vérification de modèles peuvent être envisagées ; 
leur utilisation n'a pas été présentée par les auteurs de la méthode. 
(10) le langage XACML n'est pas formel. Cependant des travaux permettent d'en formaliser un 
sous-ensemble et d'effectuer des vérifications sur ce sous-ensemble. 
(11) les problèmes de conflits sont gérés à l'aide de priorités définies dans la politique. 
1.7 Conclusion 
Cet état de l'art a permis d'éclaircir plusieurs points. 




2. H existe des modèles de CA basé sur les événements. 
3. Il existe des modèles de CA permettant de faire de la vérification, des preuves ou de la 
simulation. 
4. Il existe des modèles de CA permettant de vérifier simultanément l'aspect fonctionnel d'un 
modèle et la politique de CA associée. 
Le tableau comparatif précédent nous apprend qu'aucune méthode précédemment présentée ne 
satisfait aux quatre critères précédents. Le but de cette thèse est de décrire la méthode EB3SEC et 
son utilisation. Cette méthode a pour but de : 
1. permettre aux utilisateurs d'exprimer tout type de contraintes de CA, 
2. présenter une approche basée sur les événements, 
3. présenter un formalisme pouvant permettre la vérification de propriétés sur les modèles ex­
primés, 
4. permettre de vérifier la cohérence du système entier : aspect fonctionnel et CA, 




Ce chapitre décrit l'exemple utilisé dans le reste de la thèse. Cet exemple est emprunté au domaine 
bancaire. L'aspect fonctionnel et la politique de CA du SI sont décrits. 
2.1 Aspect fonctionnel 
Cette partie décrit le principe de fonctionnement du SI d'une banque. L'ensemble de l'aspect fonc­
tionnel n'est pas considéré, seuls sont décrits les éléments utiles pour la suite du document. 
La partie ciblée du SI concerne les clients, les chèques et la procédure de dépôt les unissant. Au 
sein du système, les clients possèdent un nom et un compte. Seul est utilisé dans la suite le compte 
de dépôt, dans un souci de concision. Les clients peuvent être créés (creer_client), leur nom peut 
changer (modifier_nom) ainsi que la valeur de leur compte de dépôt (modifier_montant) et finale­
ment le client peut aussi quitter la banque (supprimer_client). Les chèques sont représentés par un 
numéro unique, ils possèdent chacun leur propre montant. Les chèques sont créés (creer_cheque), 
leur valeur peut être modifiée (modifier.valeur) et ils sont finalement détruits (supprimer_cheque). 
La procédure de dépôt reliant les chèques et les clients correspond à plusieurs actions : le dépôt pro­
prement dit (deposer), puis l'annulation ou la validation (annuler ou valider ou valider_directeur), 
dans certains cas il peut y avoir la vérification et l'enregistrement (verifier et enregistrer). 
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2.2 Politique de CA 
La politique de CA permet de sécuriser les actions d'un SI. Elle décrit les droits accordés aux 
utilisateurs du SI. Ces droits assurent l'intégrité des données. L'exemple utilisé est le suivant : 
• règle 1 : Seuls les guichetiers et les conseillers ont le droit d'effectuer un dépôt de chèque. 
• règle 2 : Seuls les guichetiers et les directeurs sont autorisés à valider ou annuler un dépôt 
de chèque. 
• règle 3 : Seuls les guichetiers et les conseillers sont autorisés à modifier le montant d'un 
compte bancaire. 
• règle 4 : La validation ou l'annulation d'un dépôt de chèque ne peut être réalisée par la 
personne qui a effectué le dépôt de chèque. 
• règle 5 : Si le montant d'un chèque excède une certaine somme limite, le dépôt de ce 
chèque doit être validé par deux personnes différentes. L'une de ces deux personnes doit être 
le directeur de la succursale. Dans la succursale de Québec ce seuil vaut 10 000 $, tandis que 
dans la succursale d'Ottawa ce montant vaut 8 000 $. 
• règle 6 : La modification du montant du compte bancaire du client ayant déposé un chèque 
doit être fait par l'employé qui a effectué ce dépôt de chèque, avec le même rôle, dans la 
même succursale. 
• règle 7 : Pour les chèques déposés dont le montant est supérieur à la somme limite il 
faut vérifier le chèque auprès de l'organisme émetteur, par une personne ayant le rôle de 
conseiller. 
• règle 8 : Pour un chèque dont le montant est supérieur à la somme limite, la personne ayant 
effectué son dépôt doit l'enregistrer dans un registre spécial. 
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L'analyse de ces règles permet de mettre en avant certains points. 
• L'ensemble des règles, sauf règle 4 et règle 8, font appel à la notion de rôle. Les rôles 
suivants doivent apparaître dans la modélisation : guichetier, conseiller et directeur. 
• Les actions du SI concernées par cette politique de CA sont les suivantes : deposer (règle 
1,4,5, 6,7,8), annuler (règle 2,4), valider (règle 2,4,5), valider_directeur (règle 2,4,5), 
créditer (règle 3,6), verifier (règle 7), enregistrer (règle 8). 
• Les règles règle 1,2,3 correspondent à des règles de CA de type permission. 
• La règle règle 4, correspond à un regroupement de deux règles de CA correspondant cha­
cune à une SoD. La première SoD (respectivement la seconde) intervient entre deposer et 
valider (respectivement entre deposer et annuler). Cette règle introduit aussi une SoD entre 
les actions deposer et valider_directeur. 
• La règle règle 5 correspond à une contrainte de CA de type SoD. 
• La règle règle 6 correspond à une contrainte de CA de type obligation, cette obligation porte 
sur les actions deposer et créditer. Les règles règle 7 et règle 8 correspondent aussi à des 
contraintes de CA de type obligation. 
Pour illustrer, certains concepts décrits dans le chapitre 4, nous avons défini des alternatives 
aux règles précédentes (les différences sont indiquées par l'utilisation d'une police en italique). 
• règle 4 bis : La validation ou l'annulation d'un dépôt de chèque ne peut être réalisée par la 
personne qui a effectué le dépôt de chèque. L'annulation ou la validation du dépôt doit être 
réalisée dans l'heure suivant l'exécution du dépôt. 
• règle 4 ter : La validation ou l'annulation d'un dépôt de chèque ne peut être réalisée par la 
personne qui a effectué le dépôt de chèque. L'annulation ou la validation du dépôt doit être 
réalisée dans l'heure suivant l'exécution du dépôt. Si la validation ou l'annulation n'a pas 
eu lieu alors, un courriel doit être envoyé à la personne ayant exécuté le dépôt de chèque. 
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• règle 4 quater : La validation ou l'annulation d'un dépôt de chèque ne peut être réalisée 
par la personne qui a effectué le dépôt de chèque. Cependant, la directrice ou le directeur de 
la succursale peut déposer, valider et annuler un chèque. 
• règle 5 bis : Un dépôt de chèque doit être validé par deux personnes différentes, quelque 
soit son montant. 
• règle 5 ter : Un dépôt de chèque doit être validé par deux personnes différentes dans l'heure 
suivant le dépôt, sinon un courriel est envoyé à la personne ayant réalisé le dépôt du chèque. 
• règle 5 quater : Un dépôt de chèque doit être validé par deux personnes différentes, dont 
un directeur, quelque soit son montant. 
• règle 6 bis : La modification du montant du compte bancaire du client ayant déposé un 
chèque doit être faite par l'employé qui a effectué ce dépôt de chèque, avec le même rôle, 
dans la même succursale. La modification du montant doit être faite dans l'heure suivant le 
dépôt du chèque. 
• règle 8 bis : Pour tous les chèques déposés, la personne ayant effectué son dépôt doit 
l'enregistrer dans un registre spécial. 
• règle 8 ter : Pour un chèque dont le montant est supérieur à la somme limite, la personne 
ayant effectué son dépôt doit l'enregistrer dans un registre spécial. Si l'enregistrement n'est 
pas fait un courriel doit être envoyé à la personne ayant réalisé le dépôt. 
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Chapitre 3 
Les méthodes EB3 et EB3SEC 
Cette section présente les méthodes EB3 [26, 28] et EB3SEC [47], la première permettant la 
modélisation fonctionnelle d'un SI, la seconde permettant la modélisation de la politique de CA 
d'un SI. Pour illustrer l'utilisation de ces méthodes, l'exemple du chapitre 2 est utilisé. 
3.1 Modélisation de la partie fonctionnelle à l'aide de la 
méthode eb3 
La méthode EB3 est une méthode formelle de spécification orientée événement. Cette méthode a 
été spécialement conçue pour la spécification des SI. 
3.1.1 La méthode EB3 
En EB3, les types d'entités et les associations sont décrites comme des boîtes noires à l'aide d'ex­
pressions de processus. L'algèbre de processus, utilisée en EB3, est inspirée de CSP [36] et de 
LOTOS [15], mais est adaptée aux SI. Les expressions de processus permettent de préciser les 
traces valides du système, c'est-à-dire les séquences valides d'événements reçus en entrée. Les 
sorties du système sont obtenues à l'aide de fonctions définies sur les traces valides du système. 
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Une spécification EB3 se compose de quatre parties. Le diagramme de classes est utilisé de 
manière à définir les différentes classes et les associations évoluant au sein du SI. Le comportement 
du système est défini à l'aide d'expressions de processus. Celles-ci permettent d'expliciter les 
traces valides du système. Les autres composantes d'une spécification EB3 ne sont pas détaillées, 
car elles ne sont pas réutilisées en EB3SEC. 
En EB3, les actions du système sont représentées avec leurs arguments dans la spécification; 
les événements reçus par le système de la part des utilisateurs correspondent à des instances des 
actions du système. Une action constitue une expression de processus élémentaire. Une expression 
d e  p r o c e s s u s  n o n  é l é m e n t a i r e  e s t  c o n s t i t u é e  à  l ' a i d e  d e s  o p é r a t e u r s  s u i v a n t s .  S o i t  e j ,  e 2  e t  e  ( . . .  )  
trois expressions de processus. 
• La séquence est utilisée pour exécuter deux expressions de processus à la suite. Elle est 
représentée par un point : ei. e2. 
• Le choix est utilisé pour des expressions de processus qui n'ont pas à être toutes réalisées. 
Mais pour continuer l'une au moins doit être achevée. Le choix est représenté par une barre 
verticale : ei | e2. 
• Le choix quantifié est une variante de l'opérateur précédent. Lorsqu'une expression de pro­
cessus dépend de la valeur d'une variable libre, le choix quantifié exprime le fait que cette 
expression de processus peut être exécutée pour une valeur particulière de cette variable 
libre. Le choix quantifié s'utilise de la manière suivante : | x G ens : e(x). Cette notation 
signifie que e ( x ) est exécuté avec une valeur spécifique de x prise dans l'ensemble ens. 
• Le caractère générique _ est un raccourci syntaxique utilisé à la place d'un choix quantifié. 
Pa r  exemple ,  e (_ )  s ign i f i e  |  x  G ens  :  e (x ) .  
• La composition parallèle permet d'exprimer que deux expressions de processus peuvent être 
exécutées dans n'importe quel ordre. S'il s'agit d'expressions de processus possédant des 
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actions en commun, ces actions doivent être synchronisées. La composition parallèle est 
représentée par deux barres parallèles : ei || e2. 
• L'entrelacement correspond à une composition parallèle sans synchronisation. L'entrelace­
ment est représenté par trois barres verticales : ei ||| e2. 
• L'entrelacement quantifié noté ||| x G ens : e(x) correspond à l'entrelacement des expres­
sions de processus e ( x ) pour toutes les valeurs de x présentes dans l'ensemble ens. 
• La garde permet de conditionner l'exécution d'une expression de processus à l'état du 
système. Les gardes s'expriment de la manière suivante : condition => ei. L'opérande 
gauche d'une garde, ici appelée condition, correspond à une formule logique quantifiée du 
premier ordre pouvant utiliser les attributs des différentes classes décrites dans le diagramme 
de classes. 
• La fermeture de Kleene permet de répéter une opération un nombre arbitraire de fois, elle se 
note de la manière suivante : ej*. 
3.1.2 Modélisation de l'exemple 
L'exemple présenté dans le chapitre 2 est modélisé ici. Toutefois seule la partie fonctionnelle est 
modélisée en EB3. Deux classes sont utilisées : Client et Cheque. Leurs attributs clés sont respec­
tivement clld et cld. Les attributs valeur, nom et montant permettent de spécifier la valeur d'un 
chèque déposé, le nom d'une personne et le montant de son compte de dépôt. Le chèque et son 
bénéficiaire sont reliés par l'association dépôt. Les actions autorisées au sein du système sont la 
création et la suppression des objets provenant des différents classes. La modification des valeurs 
des attributs des différents objets est aussi permise. Le diagramme de classes est présenté à la fi­
gure 3.1. Dans la suite du document, la convention suivante est adoptée : chaque classe NomClasse 
a un attribut clé nid ou nold dont le type est nomClasseld. 
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FIGURE 3.1- Diagramme de classes de la procédure de dépôt de chèques 
Les expressions de processus décrivant le comportement des classes et des relations sont ob­
tenues à l'aide des patrons de conception présentés dans [28]. L'expression de processus obtenue 
pour la classe Client est : 
1. Client(ci/rf : clientId) = 
2. creerjc\ient(clld) 
3. .( ( mod ifier_nom( cZ/d, _) 
4. | modifier_montant('cZ/d, _) )* 
5. m Kl cld e chequeld : dépôt(clld,cld) *) 
6. . supprimer-dient(clJd) 
Cette expression permet dans l'ordre de créer un client, de le modifier et de le supprimer. Les 
modifications d'un client permettent le changement des valeurs de ses attributs mais aussi le fait 
de l'associer à aucun ou plusieurs chèques. L'expression de processus décrivant le comportement 
de la classe Cheque est donnée par : 
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1. Cheque (c/d : chequeld)= 
2. creer_cheque( cld ) 
3. .( modifier_valeur(c/d, _)* 
4. m dépôt (_,c/ci)*) 
5. . supprimer_cheque( cld ) 
Cette expression de processus permet dans l'ordre de créer, de modifier et de supprimer les 
objets de la classe Cheque. Les modifications possibles sont le changement de valeurs de ses 
attributs et le fait de pouvoir l'associer à un seul objet de type Client. L'expression de processus 
décrivant le fonctionnement de l'association dépôt est : 
1. dépôt{clld : clientld,cld : chequeId)= 
2. deposer{clld, cld) 
3. . ( verifier(clld, cld)|| enregistre^clld, cld) ) 
4. .( annuler {clld, cld) 
5. |( valider {clld, cld) 
6. | (valider(clld, cld)|| valider_directeur( clld, cld)))) 
Cette expression de processus permet d'associer un chèque à son bénéficiaire. Le compte du 
bénéficiaire est crédité après la ou les validations. Si le dépôt de chèque n'est pas validé, le compte 
du bénéficiaire n'est pas crédité. 
1. main ( )= 
2. (||| clld € clientld : Client ( clld )) 
3. || 
4. (||| cld e chequeld : Cheque {cld)) 
Cette expression de processus main est l'expression de processus principale. Dans notre cas, 
elle permet d'appeler les expressions de processus concernant les chèques et les clients. 
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3.2 Modélisation d'une politique de CA à l'aide de la méthode 
EB3SEC 
Cette partie décrit l'algèbre EB3SEC. La méthode EB3 permet de modéliser la procédure de 
dépôts. Elle permet aussi d'exprimer les contraintes de CA au sein de la modélisation. Cepen­
dant, la méthode eb3 ne permet la séparation de la modélisation de la partie fonctionnelle et de la 
modélisation de la politique de CA. La méthode EB3SEC, basée sur la méthode EB3 et présentée 
dans la suite, permet cette séparation. La suite de cette section présente les différents éléments 
composants un modèle EB3SEC. 
L'exemple utilisé n'est pas celui donné dans le chapitre 2 mais un exemple simplifié. 
• Règle a : Les guichetiers peuvent réaliser toutes les actions, sauf annuler et valider, pour 
les clients et les chèques de l'agence dans laquelle ils travaillent. 
• Règle b : Les directeurs peuvent réaliser toutes les actions pour les clients et les chèques de 
l'agence dans laquelle ils travaillent. 
• Règle c : Seul l'utilisateur ayant créé un chèque peut le supprimer. 
De manière à ce que l'argent des dépôts de chèque ne soit pas détournée, la réalisation des ac­
tions aboutissant au dépôt d'un chèque est déléguée à différentes personnes. Ainsi, selon leur rôle, 
les employés de la banque pourront ou non réaliser certaines actions. Toutefois, le chef d'agence 
peut tout de même réaliser toutes les actions, car il doit pouvoir réaliser le dépôt de chèque d'un 
client en toutes circonstances. De manière à réaliser cette séparation des devoirs, les contraintes 
de CA associées à la procédure de dépôt de chèque au sein d'une institution bancaire sont les 
suivantes. Dans un souci d'illustration, nous considérons aussi les variantes suivantes des règles 
précédentes : 
• Règle a bis : Les guichetiers peuvent réaliser toutes les actions, sauf annuler et valider, pour 
les clients et les chèques de l'agence dans laquelle ils travaillent. Toutefois, les guichetiers 
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peuvent réaliser l'action valider pour les chèques dont le montant est inférieur à une certaine 
limite. 
Les contraintes concernant la limitation de la réalisation des actions à un certain rôle (i. e. Règle 
a, b) ne dépendent pas de l'état des processus d'affaire de l'institution bancaire, elles sont toujours 
valides, peu importe l'état du système. Au contraire, l'obligation de réaliser toutes les opérations 
concernant un chèque (Le. Règle c) dépend de l'état des processus d'affaire de l'institution. En 
effet, la validation des modifications et de l'annulation ou de la validation du dépôt de chèque 
dépend de l'endroit où le chèque a été déposé. 
3.2.1 Le diagramme de classes de sécurité 










FIGURE 3.2 - Diagramme de classes utilisé pour sécuriser la procédure de dépôt de chèque 
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En EB3SEC, le diagramme de classes est utilisé pour exprimer les règles statiques de la poli­
tique de CA. D s'inspire de la méthode OrBAC [43]. Cependant, au contraire du modèle utilisé 
par la méthode OrBAC, le modèle utilisé par la méthode EB3SEC est ajustable : il s'adapte aux 
besoins de sécurité de l'application que l'on veut sécuriser. Pour exprimer la possibilité d'exécuter 
un événement, il faut en connaître l'acteur. En effet, la politique de sécurité peut vouloir filtrer les 
événements en fonction de l'utilisateur désirant les réaliser. De manière plus générale, la politique 
peut aussi filtrer les événements en fonction du rôle joué par l'utilisateur voulant réaliser une action. 
Dans l'exemple de la banque, les permissions accordées aux guichetiers sont différentes de celles 
accordées aux directeurs. Le filtrage des événements.peut aussi se réaliser en fonction de l'orga­
nisme dans lequel l'action se réalise. Dans l'exemple de la banque, les guichetiers et directeurs 
n'ont accès qu'aux clients et aux chèques de la succursale dans laquelle ils travaillent. La politique 
de CA dépend aussi de l'action dont l'événement est instancié. Les notions, précédemment citées, 
sont communes aux différentes politiques de sécurité. Ces notions sont appelées paramètres de 
sécurité. Le diagramme de classes utilisé pour l'exemple de l'institution bancaire est présenté à la 
figure 3.2. 
La classe Organisation permet de pouvoir spécifier les différents organismes utiles à la concep­
tion de la politique de CA, cette classe permet par exemple de pouvoir créer les différentes succur­
sales d'une institution bancaire. La classe Personne permet d'instancier les différents utilisateurs 
du système. De plus, la classe Client permet de référencer les clients du système déjà présents 
dans le SI. La classe Rôle permet de créer les différents rôles présents dans une institution ban­
caire, comme par exemple, les clients, les guichetiers et les directeurs. La classe Action contient 
l'ensemble des actions visées par la politique de sécurité modélisée. Pour l'exemple de l'insti­
tution bancaire, cette classe contient les actions propres à chacune des entités présentes dans la 
modélisation EB3 (Le. : creer_client( )...). L'attribut nom de la classe action est à valeur unique, il 
peut servir de clé pour les différentes instances de cette classe. L'association joue permet de mettre 
en relation les personnes, les rôles, et les organisations. Elle permet d'exprimer le rôle joué par 
chaque utilisateur au sein d'une organisation. Par exemple elle permet d'indiquer nominativement 
















ald nom listeParam 
1 creer_client clld 
2 modifier-nom pldjinom 
3 modifier-montant pld,n 
4 supprimer-client clld 
5 deposer pld,cld 
6 annuler pld,cld 
7 valider pld,cld 
8 creerxheque cld 
9 modifier.valeur cld,n 
10 supprimerjcheque cld 
pld rid old 
organisation 1 1 1 
old nom limite 2 2 1 
1 Montréal 8000 3 3 1 
2 Toronto 10000 4 1 2 
5 2 2 
6 3 2 
permission 
rid old ald contrainte 
3 1 1 TRUE 
3 1 10 TRUE 
2 ' 1 1 TRUE 
2 1 5 TRUE 
2 1 8 TRUE 
2 1 10 TRUE 
FIGURE 3.3 - Instanciation du diagramme de classes de l'exemple de l'institution bancaire 
les directeurs de chaque succursale. Les autres classes et associations sont utilisées pour exprimer 
les différents types de règles de CA. 
3.2.1.1 Les permissions sans contraintes 
L'association permission entre les classes role, action et organisation permet d'exprimer les per­
missions sans contraintes de la politique de CA. Les permissions sans contraintes sont les per­
missions qui ne dépendent pas de l'état du système. La figure 3.3 est une instanciation de cette 
classe. Elle indique que dans la première succursale, alphonse est un client, boris est guichetier 
et Catherine est directrice. Tandis que dans la seconde succursale, damien est un client, élise est 
guichetière et franck est directeur. L'association permission permet d'indiquer que les guichetiers 
peuvent réaliser toutes les actions sauf annuler et valider. De plus, cette même association per­
met de préciser que les directeurs ont le droit de réaliser toutes les actions. Dans cet exemple, les 
permissions ont été indiquées uniquement pour la première succursale, il en va de même pour la 
seconde. 
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pennission 





cheque(cld).valeur < or ganisation(old) .limite 
cheque(cld) .valeur < organisation(old).limite 
FIGURE 3.4 - Exemple de permissions avec contraintes 
3.2.1.2 Les permissions avec contraintes 
Les permissions avec contraintes permettent d'établir une permission qui est valable uniquement 
si une condition est vraie. Les conditions utilisées peuvent porter sur l'état du système et les pa­
ramètres de l'action concernée. La règle Règle a bis est un exemple de permission avec contraintes. 
La limite utilisée pour la condition de cette permission dépend de la succursale et est représentée en 
ajoutant un attribut limite à la classe organisation. La contrainte est définie par l'attribut contrainte 
de l'association permission. La figure 3.4 donne un exemple de permission avec contraintes. La 
syntaxe utilisée pour décrire les gardes est définies dans [46]. Elles correspondent à des prédicats 
logiques du premier ordre. L'exemple cheque(cld).valeur < or ganisation(oId).limite explicite 
le fait que l'action valider ne peut être réalisée par les guichetiers que lorsque le montant du chèque 
est inférieur à la limite de la succursale. Le old utilisé dans le prédicat correspond à la succursale 
intervenant dans la permission tandis que le cld fait référence au paramètre de l'action utilisée dans 
la permission. Les variables utilisées dans les contraintes proviennent soit de la table action, pour 
une action donnée, ou du prédicat statique, décrit dans la section 3.2.2.1. 
3.2.13 Les interdictions 
Cette section introduit les interdictions et une manière de les modéliser en EB3SEC. Le problème 
du conflit enter les permissions et les interdictions est traité à la section 3.2.2.1. L'association 
interdiction entre les classes rôle, action et organisation permet d'exprimer les interdictions sans 
contraintes de la politique de CA. Elle permet d'exprimer le fait que les guichetiers ne peuvent 
réaliser les actions valider et annuler. La figure 3.5 montre les instances supplémentaires à rajouter 
pour intégrer ces interdictions à la modélisation. 
44 
3.2. MODÉLISATION D'UNE POLITIQUE DE CA À L'AIDE DE LA MÉTHODE EB3SEC 
interdiction 
rid old ald contrainte 
2 1 7 TRUE 
2 2 7 TRUE 
2 1 6 TRUE 
2 2 6 TRUE 
FIGURE 3.5 - Exemple d'interdictions sans contraintes 
interdiction 
rid old ald contrainte 
2 1 7 cheque(cld).valeur > organisation(old).limite 
2 2 7 cheque(cl<£).valeur > organisati<m(oId).limite 
FIGURE 3.6 - Exemple d'interdictions avec contraintes 
3.2.1.4 Les interdictions avec contraintes 
De la même manière qu'il est possible d'exprimer des permissions avec contraintes, on peut définir 
des interdictions avec contraintes. L'exemple de la figure 3.6 exprime la règle Règle a bis à l'aide 
d'une interdiction avec contraintes : il est interdit pour les guichetiers de réaliser l'action valider 
pour les chèques dont la valeur est supérieure à une certaine limite. 
3.2.1.5 La séparation des devoirs statique (SSD) 
La SoD permet de s'assurer qu'une procédure, comme un dépôt de chèque, n'est pas corrompue. 
La transaction est alors découpée en actions dont la réalisation est confiée à des entités différentes. 
De cette manière, le risque de corruption est moindre du fait que plusieurs acteurs interviennent 
dans le déroulement de la transaction. La SoD peut être résolue de différentes manières. Nous 
présentons ici comment la résoudre de manière statique. 
Pour des besoins d'illustration, nous modélisons une SSD pour sécuriser la procédure de 
dépôt de chèques : Les guichetiers ont le droit de réaliser toutes les actions sauf annuler et 
valider (i.e. Règle a) et les directeurs peuvent réaliser toutes les actions sauf deposer (contra­
diction avec la règle Règle b et le fait que les directeurs puissent toujours réaliser toutes les ac­
tions inhérentes à un dépôt de chèque). La classe-association SSD de la figure 3.2 contient les 
45 
3.2. MODÉLISATION D'UNE POLITIQUE DE CA À L'AIDE DE LA MÉTHODE EB3SEC 
SSD 
rld old rld old 
2 1 3 1 
2 2 3 2 
FIGURE 3.7 - Exemple de SSD 
couples rôles/organisations qui sont en conflit. Elle correspond à la manière habituelle de traiter 
les problème de SSD en RBAC [23], adaptée au besoin de la modélisation, c'est-à-dire en in­
cluant la notion d'organisation. Pour rendre effective cette contrainte de SSD, il faut ajouter à la 
modélisation les instances de la figure 3.7. 
Pour s'assurer que les contraintes de SSD soient respectées, il faut que toute instance du dia­
gramme de classes vérifie alors le prédicat suivant : 
Va; Eper  sor t i  d  •  V(y  1,1 /2)  €  ro le ld 2  •  V(zi, z2) G organisation! <P • 
( x ,y u z i )e  joue  A (x ,y 2 , z 2 )G joue  A (yi, zi) ^ (y2, z2) =» (2/1,21,2/2,^2) ^ SSD 
3.2.2 Les expressions de processus 
Dans l'exemple de l'institution bancaire réalisé en EB3, les expressions de processus permettent 
d'ordonnancer les actions et d'exprimer le comportement des instances en fonction des événements 
acceptés. À l'aide de la méthode EB3SEC, l'exécution des événements est aussi filtrée pour être 
conforme à la politique de CA. Pour réaliser cette vérification, les événements sont transformés 
en événements sécurisés. Les événements sécurisés doivent être acceptés pâr l'expression de pro­
cessus du modèle EB3SEC de la politique de CA. Plusieurs approches sont alors possibles pour 
définir les expressions de processus sécurisées. La première consiste à prendre les expressions de 
processus définies en EB3 et à en sécuriser les actions. La deuxième approche consiste à définir 
une expression de processus pour chaque règle de CA. La dernière approche considère chaque 
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action du SI et donne l'expression de processus qui la sécurise. Dans la suite du paragraphe, nous 
donnons la définition d'une action sécurisée et détaillons chacune des approches. 
3.2.2.1 Définition d'une action sécurisée 
Les événements sont filtrés en fonction de paramètres de sécurité. Chaque paramètre de sécurité 
est typiquement représenté par une classe dans le diagramme de classes de sécurité. Si on 
considère le diagramme de classes de la figure 3.2, ils sont au nombre de trois : l'utilisa­
teur (instance de la classe Personne), le rôle et l'organisation. Une action sécurisée est alors 
définie par le quadruplet (p, r, o, evt) avec p £ personld, et r € roleld, o G organisationld 
et label(evt) G ActionQ.nom. L'expression {boris, guichetier, montreal, valider( 1,1)) est un 
exemple d'événement sécurisé stipulant que boris dans le rôle de guichetier réalise dans la succur­
sale Montréal l'action valider pour le chèque numéro 1 et le client numéro 1. 
Une spécification de politique de CA est composée de deux parties : un diagramme de classes 
et une expression de processus. La sémantique est donnée en deux parties-) La sémantique du dia­
gramme de classes, de la figure 3.2, est donnée par un prédicat. Ce prédicat indique si une action 
est acceptée ou refusée. Ce prédicat est appelé prédicat statique, car il donne la sémantique des 
contraintes statiques. D dépend de l'état du système mais pas de l'état des expressions de proces­
sus utilisées pour modéliser le système. 
1. sp((p,r,o,evt)) = 
2. (p, r, o) e joue 
3. A (r, o, idEvt(evt)) e permission A permission(r, o, idEvt(evt)).contrainte 
4. /\(interdiction(r,o,idEvt(evt)).contrainte =>• (r,o,idEvt(evt)) interdiction) 
La fonction idEvt est définie par idEvt(evt) = Action(label(evt)).aId. 
La ligne 2. du prédicat statique permet de vérifier que la relation joue est bien respectée, 
c'est-à-dire que la personne a bien le droit de jouer le rôle précisé dans l'organisation donnée. 
La ligne 3. permet de s'assurer que l'action est permise pour cet environnement de sécurité. Pour 
47 
3.2. MODÉLISATION D'UNE POLITIQUE DE CA À L'AIDE DE LA MÉTHODE EB3SEC 
les permissions sans contraintes, l'attribut contrainte leur correspondant vaut TRUE, seule la par­
tie vérifiant que l'action est autorisée pour le rôle dans l'organisation est considérée. Pour les 
permissions avec contraintes, il faut aussi que la contrainte soit vraie sinon le prédicat statique 
n'est pas vrai. Pour les interdictions, si elles sont sans contraintes, alors le rôle l'organisation et 
l'action ne doivent pas se trouver dans la relation interdiction pour que l'événement soit auto­
risé. Pour les interdictions avec contraintes, si la contrainte est fausse alors la ligne 3. est vraie, 
mais si le prédicat est vrai alors l'action ne doit pas être interdite pour le rôle dans l'organisation. 
Lorsque des contraintes sont utilisées, les variables apparaissant dans leur définition obtiennent 
une valeur, en effectuant une substitution à partir de l'événement sécurisés. Pour l'exemple d'ac­
tion sécurisée précédent (le montant du chèque numéro 1 est de 11000$) le prédicat statique vaut : 
{boris, guichetier, montreal, valider( 1,1)) 
1. sp((boris, guichetier, montreal, valider( 1,1 ))) = 
2. (2,2,1) e joue 
3. A (2,1,7) G permission A 11000 < 8000 
4. A(11000 > 8000 => (2,1,7) ^ interdiction) 
Le prédicat statique ne mentionne pas les contraintes de SSD, car on suppose qu'une instance du 
diagramme de classes est valide, et donc que la relation joue est cohérente avec la SSD. 
La seconde partie de la politique de CA correspond aux expressions de processus et au fait que 
l'action est permise par ces expressions de processus. 
3.2.2.2 Première approche : sécuriser les expressions de processus fonctionnelles 
Les expressions de processus EB3SEC, qui prennent en compte les règles de CA, peuvent être 
obtenues à l'aide des expressions de processus EB3. Les actions doivent alors être sécurisées 
à l'aide des quadruplets pour définir les actions sécurisées du modèle EB3SEC. Dans l'exemple 
simplifié de la banque on obtient les expressions de processus suivantes. 
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1. client(clld : clientId)= 
2. | o G organisationld : 











( (| r G {guichetier, directeur} : 
r, o, modifier_nom( clld, _ ))). 
I (| r € {guichetier, directeur} : 
(_, r, o, modifier_montant( clld, _ )))* 
III c/d G chequeld : dépôt(clld, cld)* 
)• 
| r G {guichetier, directeur} : 
{_, r, o, supprimer_client( cZ/d, _ )) 
Cette expression ordonne toujours la création, les modifications et la suppression d'une per­
sonne. Toutefois, la quantification portant sur la variable o (ligne 2.), oblige le dossier d'un client 
à être suivi dans la même agence. Le suivi du dossier est indépendant de l'employé du moment 
que le rôle est respecté. Le symbole _ permet de ne pas préciser la personne s'occupant du dossier. 
N'importe quelle personne dé l'agence, du moment qu'elle ait le rôle de guichetier ou de directeur, 
peut réaliser l'action utilisée dans cette expression. La quantification sur la variable r (ligne 12.) 
permet uniquement aux guichetiers et aux directeurs de réaliser ces actions. De cette manière, un 
client ne pourra pas créer d'autres clients ou modifier son propre dossier. 
1. cheque(c/d : chequeld)= 







(| r G {guichetier, directeur} : 
(p, r, o, creer_cheque(cld)) 
• ((|r' G {guichetier, directeur} : 
r', o, modifier_valeur(cld,.)))* 
III dépôt(_, cld)*) 
. (p,r, o,supprimer_cheque(cld)))) 
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Cette expression autorise toujours la création, la modification, puis la suppression d'un chèque. 
En revanche, elle oblige pour un chèque donné à réaliser toutes ces opérations dans la même 
agence. De plus, ces actions ne peuvent être exécutées que par les guichetiers et les chefs de cette 
agence. Les choix quantifiés sur les variables r et p permettent de respecter la contrainte de sécurité 
fonctionnelle obligeant l'utilisateur à être la même personne avec le même rôle pour la création et 
la suppression d'un chèque. 
1. dépôt (clld : clientld,cld : chequeld )= 
2. | o G organisationld : 
3. (| r G {guichetier, directeur} : 
4. (_, r, o, deposer( clld, cld )) 
5. . ( (_, r, o, verifier( clld, cld )) || (_, r, o, enregistrer( clld, cld)) 
6 .  . (  (-, directeur, o,annu\er(clId, cld)) 
7. | ( cheque(cld).valeur < oraganisation(o).limite ==> 
8. r, o, valider(cZ/d, cld)) 
9. | (cheque(cld).valeur > oraganisation(o).limite ==>• 
10. ( (_, directeur, o, va I ider( clld, cld )) 
11. || (_, directeur, o, valider_directeur(clld, cld)))))) 
12. ) 
Grâce à cette expression, les actions concernant un dépôt de chèque donné ne peuvent être 
effectuées que dans une même agence. 
3.2.23 Deuxième approche : créer une expression de processus pour chaque règle de CA 
Pour l'exemple simplifié de la banque, les règles Règle a (ou Règle a bis le cas échéant) et Règle 
b sont modélisées à l'aide du diagramme dé classes. En effet, ces règles de CA correspondent à 
des contraintes statiques. La règle Règle c correspond, quant à elle, à une contrainte de CA de type 
dynamique. Elle est modélisée à l'aide d'une expression de processus : 
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1. réglée ( )= 
2. m cld G chequeld : \ p G personld : 
3. (p, -, creer_cheque( cld )) 
4. . (p, supprimer_cheque( cld)) 
Cette expression de processus met en séquence deux actions sécurisées. La première concerne 
l'action creer.cheque et la seconde l'action supprimer_cheque. L'entrelacement sur le paramètre 
fonctionnel cld permet de spécifier que la règle s'applique pour tous les chèques. Pour chacun 
des chèques traités par la banque, le choix quantifié sur le paramètre de sécurité p oblige les deux 
actions de la séquence à être réalisées par la même personne. 
3.2.2.4 Troisième approche : créer une expression de processus par action 
Cette approche crée une expression de processus pour chaque action concernée par les règles 
de la politique de CA. Dans l'exemple simplifié de la banque, seule l'action supprimer_cheque 
concernée par la règle Règle c nous intéresse. On obtient l'expression de processus suivante : 
1. regle_supprimer_cheque ( )= 
2. m cld G chequeld : \p G personld : 
3. cheque(cId).createdJbyjperson = p =>-
4. (p, supprimer_cheque( cld )} 
Cette expression de processus utilise une garde pour s'assurer que les actions creer_cheque et 
supprimer_cheque sont réalisées par la même personne. Pour pouvoir utiliser cette méthode, il 
faut rajouter des attributs à différentes classes du diagrammes de classes de sécurité. Ces attributs 
servent à conserver les valeurs des paramètres de sécurité nécessaires pour exprimer les contraintes 
sur les actions (Le. pour cet exemple l'attribut ajouté permet de conserver la personne ayant créé 
le chèque pour s'assurer qu'elle seule puisse le détruire). 
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3.2.3 Discussion 
3.23.1 Adaptabilité de la méthode EB3SEC 
La méthode EB3SEC permet l'adaptation d'une politique de sécurité à de nouvelles contraintes. Par 
exemple, si la politique de sécurité de l'institution bancaire vient à changer et n'autorise la sup­
pression d'un chèque par un guichetier que durant l'heure suivant sa création, la description de la 
politique de sécurité en EB3SEC est modifiée de la manière suivante. Les quadruplets, présents dans 
les expressions de processus, sont alors transformés en quintuplets. Ces quintuplets contiennent les 
mêmes éléments que les quadruplets précédemment définis ainsi qu'un élément supplémentaire 
correspondant au temps et de type temps. Les expressions de processus sont alors modifiées de 
façon à utiliser des quintuplets en lieu et place des quadruplets. Pour l'exemple précédent, unique­
ment ^expression de processus correspondant à la classe cheque est modifiée de manière signifi­
cative et devient : 
1. cheque{c ld  : chequeld)= 
2. 1t G temps : (| o G organisationld : (| p G personneld : 
3. (| r € {guichetièr, directeur} : 
4. (p, r, o, t, creer_cheque( cld )) 
5. ,((\r' £ {guichetier, directeur} : 
6. (_, r', o, modifier_valeur(c/d, _)))* 
7. m dépôt(-,cld)*) 
8. . 11! € temps : t' <t + 3600 =>• 
9. (p, r, o, tf, supprimer_cheque( cld ))))) 
La garde, utilisée pour l'action supprimer .cheque permet de lier les instants de création et de 
suppression d'un chèque. De plus, elle stipule que la suppression du chèque doit se réaliser dans 
l'heure suivant sa création. 
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3.2.3.2 Comparaison des modélisations précédentes 
La première approche permet d'exprimer les règles de CA en s'appuyant sur les expressions de 
processus fonctionnelles. Si la modélisation de l'aspect fonctionnel du SI n'a pas été réalisée ou 
réalisée dans un autre langage, cette méthode oblige la modélisation de l'aspect fonctionnel en 
premier lieu. De plus cette méthode ne permet pas d'établir une séparation nette entre les aspects 
fonctionnels et de CA du SI. Cette séparation est toutefois permise par les deux autres approches. 
La troisième approche, quant à elle, peut demander l'ajout de nombreux attributs au diagramme 
de classes si les contraintes de CA dynamiques sont nombreuses dans la politique à modéliser. La 
seconde approche est plus orientée événements que états, au sens où elle représente explicitement 
les contraintes d'ordonnancement entre les événements. Cependant, cette méthode ne présente pas 
une approche systématique au problème de la modélisation d'une politique de CA en EB3SEC. 
Cette lacune est en partie comblée grâce aux patrons de conception présentés dans la section 4. 
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Chapitre 4 
Patrons de conception de règles en EB SEC 
Le chapitre 3 illustre trois méthodes permettant d'obtenir les expressions de processus modélisant 
une politique de CA en EB3SEC. Cependant, ces trois méthodes ne permettent pas de modéliser 
les contraintes de CA de manière systématique. Ce chapitre illustre un ensemble de patrons de 
conception, chacun de ces patrons correspond à un type de contraintes de CA. L'utilisation de ces 
patrons s'inscrit dans une stratégie de séparation entre la politique de CA et les règles fonction­
nelles. Ces patrons servent aussi à présenter une approche systématique pouvant être utilisée lors 
d'une modélisation en EB3SEC. 
Afin de guider le concepteur pour l'expression des règles de CA en EB3SEC, des patrons de 
conception ont été définis pour chaque catégorie de règles décrites dans le chapitre 1. La méthode 
EB3SEC est utilisable pour n'importe quel domaine, le diagramme de classes utilisé n'est pas figé 
et peut comporter des entités propres à chaque domaine. Les patrons introduits dans ce chapitre 
doivent être formalisés de manière à être applicables quelque soit le diagramme de classes utilisé 
pour la spécification. La spécification de ces patrons requiert quelques définitions. 
4.1 Quelques définitions 
Dans un soucis de généralisation, les entités définies dans le diagramme de classes sont nommées : 
Ei,..., En. Dans le cadre de l'exemple 2.1, le diagramme 3.2 est le diagramme utilisé. Les en­
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tités Ei , . . . ,  E n  correspondent donc aux entités personne, rôle... présentes dans le diagramme de 
classes. On définit Eaec — E\ x ... x En. On définit de même Efmc le produit cartésien des entités 
utilisées pour la modélisation des aspects fonctionnels. Les actions utilisées dans le système d'in­
formations sont regroupées dans l'ensemble E/s, qui contient toutes les actions du système, ciblée 
ou non par la politique de CA. Les actions ciblées par la politique de CA sont regroupées au sein 
de l'ensemble Esec. Dans le cadre de l'exemple 2.1, Esec est instancié par : 
Eâec = {deposer(p/e?, cld) ,  annuler(p ld ,  c ld) ,  
valider(p/<2, cld) ,  valider_directeur(p/o?, cld) ,  
créditer(p ld ,  n  ), verifier( clld, cld ), 
enregistre^ clld, cld )} 
Pour la modélisation de la politique de CA en EB3SEC, les expressions de processus utilisent les 
actions sécurisées. Elles sont définies par : a = (pSec, e), où p^c G E\ x • • • x Ei avec [l..ij 
une sous-suite de [l..rc] et e G Esec- L'ensemble des actions sécurisées sont regroupées dans l'en­
semble E. L'environnement de sécurité noté p^c est un vecteur dont les composantes sont définies 
sur un sous-ensemble des entités du diagramme de classes. Pour les besoins de la modélisations 
de l'exemple 2.1, l'environnement de sécurité comporte les informations relatives à la personne 
ayant réalisé l'action, le rôle qu'elle jouait au moment où l'action a été exécutée, l'organisation 
dans laquelle l'action a été réalisée et le moment de l'exécution. Dans la suite de ce chapitre, les 
attributs clés des classes sont remplacés par le nom des instances, dans un soucis de clarté et de 
compréhension. Pour la modélisation de la politique de CA donnée en exemple la signature des 
environnements de sécurité est la suivante : 
1.  (p ,  r ,  o ,  t ,  ev t )  avec p G pld et r G rld 
2. et o G old et t G TIM EST AMP et label(evt) G ActionQ.nom 
Dans les exemples illustrant les patrons de conception, le prédicat statique utilisé est le suivant : 
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1.  sp{(p ,r ,o , t ,ev t ) )  =  
2. (p ,  r ,  o)  €  joue  
3. A (r, o, idEvt(evt)) € permission A permission(r, o, idEvt(evt) ). contrainte ( ) 
4. A(interdiction(r,o,idEvt(evt)).contrainte() => (r,o,idEvt(evt)) £ interdiction) 
Le prédicat statique est utilisé pour réaliser le lien entre le diagramme de classes et l'expression 
de processus : 
sp(ai) A (label(ai) G Za&ef(maini)) => main* Q maini+1 
4.2 Permissions et interdictions 
Cette section présente les patrons correspondant aux contraintes de CA de type permission ou in­
terdiction. Bien que ces contraintes de CA ont déjà été modélisées à l'aide du diagramme de classes 
et du prédicat statique, nous donnons dans la suite leur équivalent en expressions de processus. 
4.2.1 Permissions 
Au sein d'une politique de CA, les permissions correspondent au fait d'autoriser une entité à 
réaliser une action. En EB3SEC, les permissions autorisent l'exécution d'une action pour certaines 
valeurs des paramètres de sécurité. Les permissions sont elles-mêmes divisées en deux catégories, 
les permissions sans contraintes et avec contraintes. 
4.2.1.1 Permissions sans contraintes 
Une permission sans contraintes correspond à une permission qui est toujours valide au sein du SI. 
Une permission sans contrainte s'exprime en EB3SEC à l'aide du patron suivant : 
1. permission ( ) = 
2. (p^,action(_>) 
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Ce patron définit pour l'action action G £sec un ensemble de valeurs pour l'environnement de 
sécurité. Ces valeurs sont exprimées à l'aide de p^c. Dans ce patron, p^c ne peut contenir que des 
valeurs constantes ou le caractère générique 
D est aussi utile de pouvoir exprimer plusieurs valeurs pour l'environnement de sécurité as­
sociées à une action dans une même permission. Pour ce faire, le patron suivant introduit des 
variables quantifiées : 
1. permission9() = 
2. | Paec ^ Eaec . 
3. <p^,action(_» 
La seconde ligne de ce patron permet d'utiliser l'opérateur de choix quantifié afin de définir les 
différentes valeurs que peuvent prendre l'environnement de sécurité pour que l'action action soit 
permise. Dans le cas de ce patron, p3eC ne possède que des composantes scalaires égales à l'élément 
_ ou étant une des variables quantifiées. 
Dans la politique de CA donnée en exemple, la première règle correspond à des exemples 
typiques de permission. Ces permissions n'autorisent que les personnes ayant le rôle guichetier et 
conseiller à pouvoir réaliser l'action deposer. Ces permissions sont modélisées séparément à l'aide 
du premier patron : 
1. permissioni() = 
2. (_, guichetier, deposer( _ )) 
et 
1. permissions() = 
2. (_, conseiller, deposer( _ )) 
Le second patron peut aussi être utilisé pour modéliser les deux permissions précédentes en 
une seule expression : 
1. permission  ^( ) = 
2» | r £ {guichetier, conseiller} : 
3. (_, r, deposer( _ )) 
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4.2.1.2 Équivalence entre les permissions du diagramme de classes et les expressions obte­
nues à l'aide des patrons de permission 
Le patron de conception correspondant aux permissions sans contraintes peut être utilisé à la place 
de l'élément (r, o, idEvt(evt)) 6 permission du prédicat statique. Dans l'exemple permissionf, 
les environnements de sécurité ne précisent que le rôle utilisé. Cependant la seconde ligne 
du prédicat statique peut aussi être remplacée par des expressions de processus. En effet, les 
différentes valeurs possibles des paramètres de sécurité peuvent être précisées dans l'expression 
de processus. Pour reprendre l'exemple de la figure 3.3, on peut utiliser l'expression de processus 
suivante : 
1. exemple( ) = 
2. (Catherine, directeur, Montréal, creer_client( _ )) 
3. | (Catherine, directeur, Montréal, modifier_nom( _ )) 
4. | ... 
Un modèle de sécurité de style RBAC peut aussi être utilisé. Dans ce cas, les paramètres de sécurité 
sont au nombre de deux et correspondent à l'utilisateur et le rôle qu'il peut jouer. 
4.2.13 Permissions avec contraintes / V 
Les permissions avec contraintes sont des permissions qui ne sont pas toujours applicables dans 
le système. La contrainte associée à la permission permet de restreindre leur champs d'application 
à la valeur d'un prédicat booléen défini sur les variables du système (les attributs du diagramme 
de classes de la partie fonctionnelle, les attributs du diagramme de classes de la politique de CA) 
et les paramètres de l'action. Pour que la permission puisse être effective, la contrainte doit être 
évaluée à vraie. Les permissions avec contraintes sont modélisées en EB3SEC à l'aide du patron 
suivant : 
1. permission0() = 
2. | P fonc ^ Efcmc • 
3. contr(psec, Pfonc) >' (Pseci 3Ction(p/onc )) 
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Deux nouvelles notations sont introduites dans ce patron. Le prédicat contr(xî , . . . ,  x^) corres­
pond à une contrainte, c'est-à-dire une fonction à valeur booléenne définie sur les éléments utilisés 
dans p^c et pj^. La garde utilisée à la ligne 3. permet d'assujettir la validité de la permission 
à la valeur de la garde. Le vecteur p/onl permet de représenter les variables fonctionnelles du SI 
nécessaires à l'expression de la permission avec contraintes. Dans ce patron seules les variables 
fonctionnelles (Le. p/w) sont quantifiées, pSeC, représentant les paramètres de sécurité, ne contient 
que des constantes ou des caractères génériques. La syntaxe des contraintes est la même que pour 
l'entité Contrainte du diagramme de classe de sécurité. Les contraintes correspondent à une for­
mule logique du premier ordre pouvant utiliser toutes les constantes et les variables présentes dans 
l'expression de processus. 
Comme pour les permissions sans contraintes, les paramètres de sécurité peuvent aussi être 
quantifiés de manière à regrouper plusieurs règles au sein d'une même expression. Le patron sui­
vant est alors utilisé dans ce cas : 
1. permission^9() = 
2» | PfonciPsec £ Ef onc X Esec : 
3. contr(p^c,Pfon'c) => (p^,action(p/or^)) 
Dans ce patron, les variables fonctionnelles (Le. p/aZ) et les paramètres de sécurité (Le .  p^ c )  
peuvent être des variables quantifiées. 
La règle règle 7 correspond à une permission sous contraintes. Elle autorise les personnes 
ayant le rôle de conseiller à réaliser l'action verifier pour les chèques d'un certain montant. Elle se 
modélise par : 
1. permission^'9 ( ) = 
2. | c G cld : | o € old : 
3. Cheque(c).montant > Organisation(o).limite 
4. ==>• (_, conseiller, o, verifier( c )) 
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4.2.2 Interdictions 
Les interdictions permettent d'interdire l'exécution de certaines actions pour certaines valeurs des 
paramètres de sécurité. Elles se classent en deux catégories : les interdictions sans contraintes et 
les interdictions avec contraintes. 
4.2.2.1 Interdictions sans contraintes 
Comme les permissions sans contraintes, les interdictions sans contraintes ne dépendent pas de 
l'état du SI. Leur validité n'est pas soumise à la valeur d'une fonction booléenne définie sur les va­
riables du système. Elles interdisent l'exécution d'une action pour certaines valeurs des paramètres 
de sécurité. Elles se modélisent en EB3SEC à l'aide du patron : 
1. interdiction ( )= 
| Psec ^ (Esec) '• 
3. Psec ^ 
4. =* (p^,action(_)) 
L'ensemble {V} de la troisième ligne correspond aux valeurs interdites pour l'environnement de 
sécurité associé à l'action action. La garde de la quatrième ligne permet de s'assurer que l'envi­
ronnement de sécurité de l'événement sécurisé reçu n'est pas dans l'ensemble {"^}* Toutefois, ces 
valeurs ne seront interdites que pour les événements sécurisés instanciés de l'action action. 
Dans la politique de CA donnée en exemple, la règle règle 1 peut être vue comme une inter­
diction pour les personnes ayant le rôle de directeur de réaliser l'action deposer. On peut ainsi la 
modéliser à l'aide d'une interdiction : 
1. interdiction ( ) = 
2. | r € rld : 
3. directeur 
4. =>• (_, r, deposer( _ )) 
Dans cet exemple, seul le rôle a été spécifié. La remarque concernant l'équivalence entre les per­
missions du diagramme de classes et celles obtenues à l'aide des patrons de permission est aussi 
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applicable aux interdictions. Pour se passer du diagramme de classes et n'utiliser que les expres­
sions de processus, il faudrait donc spécifier les différentes valeurs possibles en lieu et place des 
4.2.2.2 Interdictions avec contraintes 
Au contraire des interdictions sans contraintes, les interdictions avec contraintes ne sont valables 
que lorsque la contrainte associée est vraie. Lorsque la contrainte associée est vraie, certaines 
valeurs d'environnements de sécurité de l'action concernée sont interdites. Les interdictions avec 
contraintes s'expriment en EB3SEC à l'aide du patron : 
1. interdiction0() = 
2. | Paect Pf onc € Esec X Efonc . 
3. contr(p^c,pfon)c) p£c $ {rf} 
4. => (j ,^action(p/onc)) 
La garde présente à la quatrième ligne permet de s'assurer que l'interdiction ne s'applique que 
lorsque la contrainte contr(p^c,pJ^c) est vraie. L'implication dans la garde permet de s'assurer 
que l'interdiction sans contraintes ne s'applique pas lorsque la contrainte est fausse. 
La règle règle 7 peut être vue comme une interdiction pour les personne ayant le rôle de guiche­
tier ou de directeur d'effectuer l'action verifier pour les chèques au dessus d'un certain montant. 
Cela s'exprime par : 
1. interdiction  ^() = 
2. | c € cld : | o 6 old : | r € rld : 
3. ( Cheque(c).montant > Organisation(o).limite 
4. —> r ^ {directeur, clerk}) 
5. => (_, r, o, -, verifier( c )) 
4.3 DSD et obligations 
Cette section présente les patrons modélisant les contraintes de CA de type DSD et obligations. 
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4.3.1 SoD dynamique (DSD) 
Cette section s'intéresse à la SoD dynamique (DSD). C'est à dire à la résolution de manière dy­
namique des contraintes de sécurité de type SoD. Une contrainte de CA de type SoD divise une 
tâche en sous-tâches afin de confier la réalisation de ces sous tâches à des acteurs différents. Ces 
tâches sont alors : i) réalisées dans un ordre précis (SoD séquentielles) ii) réalisées sans contraintes 
d'ordonnancement(SoD parallèles). 
4.3.1.1 DSD séquentielles sans contraintes 
En plus d'une distinction séquentielle ou parallèle s'appliquant à une SoD, les concepts de 
contraintes ou de sanctions sont utiles. Les SoD séquentielles sans contraintes s'expriment en 
EB3SEC à l'aide du patron : 
Les expressions de processus résultant de l'utilisation de ce patron ont comme arguments les pa­
ramètres fonctionnels du SI. En effet, comme la contrainte de SoD lient deux actions, il faut pouvoir 
retrouver l'objet concerné par les deux actions. La deuxième ligne de ce patron permet d'exprimer 
l'existence de deux environnements de sécurité, la quatrième ligne permet d'exprimer le fait que 
ces deux environnements de sécurité sont distincts. Les troisième et cinquième lignes utilisent les 
actions a et b sur lesquelles portent la contrainte de SoD. Comme ce patron sert à l'expression des 
SoD séquentielles, les deux actions sont reliées par une séquence, à la quatrième ligne. 
La règle règle 4 donne deux exemples de SoD : il y a une SoD entre les actions deposer 
et annuler et entre les actions valider et deposer, ces SoD portent sur l'utilisateur. La SoD entre 
deposer et annuler est considérée comme séquentielle et elle s'exprime à l'aide du patron par :. 





ijPseci 3(Pforte )) 
P ( PÏÏc ¥= Paec 
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1. SoD? (c :  c ld )  =  
2. | p e p/d : | p' G p/d : 
3. (p, deposer( c )) 
4. . ( p' ^ p 
5. =^p', annuler(c)» 
4.3.1.2 DSD séquentielle avec contraintes sans sanctions 
Dans le cadre d'une SoD avec contraintes, les deux actions concernées par la SoD doivent être 
exécutées lorsque la contrainte est vraie. Une SoD séquentielle avec contraintes mais sans sanc­
tions, est une SoD entre deux actions qui doivent être exécutées dans un certain ordre. De plus, 
une fois que la première action concernée par la SoD est exécutée, l'exécution de la seconde action 
est soumise à contrainte. Généralement les contraintes utilisées sont temporelles. Par exemple, on 
peut imaginer une contrainte qui oblige la seconde action de la SoD à être exécutée durant l'heure 
suivant l'exécution de la première action. Une SoD séquentielle avec contrainte sans sanction est 
de la forme : 
1. SoDa<c{pj£c-.~Ê)± 
2. \Psec>Paec G ~ê X ~~ê : 
3. (Paeci 3( Pfonc )) 
4. • ( (p^c ^  p'aec A contr(j^c, p'aec,pj^c) 
'(Psec Pfonc ))) ^ 
| (-iCOntrÇpsec, f/sec, Pfonc) 
7. =*)) 
Le résultat de ce patron a pour arguments les paramètres fonctionnels. Q utilise aussi deux en­
vironnements de sécurité, définis à la deuxième ligne. Ces deux environnements de sécurité sont 
différents grâce à la garde de la quatrième ligne, et chacun d'eux sert à exécuter une des actions 
concernées par la SoD. Comme ce patron traite le problème des SoD séquentielles avec contraintes 
sans sanction, l'opérateur de séquence permet de relier les actions concernées par la SoD. Toutefois 
la seconde action concernée par la SoD est exécutable si la contrainte sur les paramètres fonction­
nels et les deux environnements de sécurité est vraie. De manière à ne pas créer de deadlock, les 
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sixième et septième lignes permettent, une fois que la contrainte n'est plus vraie de réaliser l'action 
dénotée par A, correspondant à l'action neutre. 
Pour illustrer ce patron, la règle règle 4 bis est modélisée. Toutefois seule l'annulation est prise 
en compte dans l'exemple suivant. 
1. SoDj'c ( c : cld, cl : d/d) = 
2. | p € pld : | p' G pld : 1t G Timestamp : | H € Timestamp : 
3. (p, t, deposer( cl, c )} 
4. . ( (p' ^p A (f — t) < 3600 
5. =î(p')_, -^annuleKdjC))) 
6. | (currentTimeQ —t)> 3600 
7. =*)) 
La garde de la sixième utilise la primitive currentTimeQ de manière à pouvoir déterminer si 
la condition temporelle est encore valide. Cette primitive permet de connaître le temps actuel et 
d'exécuter l'action A une fois la contrainte dépassée. 
4.3.13 DSD séquentielle avec contraintes avec sanctions 
Ce type de contrainte de CA exprime une SoD entre actions devant être réalisée de manière 
séquentielle ; de plus, l'exécution des actions est soumise à contrainte et si la contrainte n'est 
pas respectée, alors une sanction doit être exécutée. 
1. SoDs'c,° (ï>fa?c :~Ê) — 
2. \Pseci Psec G  ^X ~~ê : 
3. (Pseci ^(.Pfoncy) 
4. . ( (plZ ± Psec A COntrip^cPs^Pfonl) 
'iPseci b(Pfonc ))) ^ 
6. | (-^contrjpZZ, p'aec,pj^c) 
7. =sanction (p>7 ,^ j/aec, pj^é ))) 
Le résultat de ce patron, comme les autres patrons de SoD, a comme argument les paramètres 
fonctionnels du SI. Les actions a et b sont reliées par l'intermédiaire de l'opérateur de séquence 
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de la quatrième ligne. La garde de la quatrième ligne exprime que les environnements de sécurité 
utilisés pour les deux actions doivent être différents et aussi que la seconde action de la SoD doit 
être réalisée tant que la contrainte est vraie. Les sixième et septième lignes expriment le fait qu'une 
fois la contrainte rompue la sanction doit être exécutée. La sanction est représentée ici comme une 
expression de processus. 
Pour illustrer ce patron, la règle règle 4 ter est utilisée. Seulement la partie concernant la 
validation est modélisée dans l'exemple suivant. 
1. SoD^c'°(c: cld,cl :cZ/d) = 
2. | p € pld : \p' G pld : 1t 6 Timestamp : | If G Timestamp : 
3. (p, t, deposer( c )) 
4. . ( (p' ^ p A (if — t) < 3600 
5. =4p',-, _,£',valider(d,c))) 
6 .  |  ( f ~ t ) >  3600 
7. _,f,mail(p,c)))) 
Dans cet exemple, la sanction correspond à un courriel envoyé à la personne ayant fait le deposer 
pour lui signaler que le chèque n'a pas été validé. 
4.3.1.4 DSD parallèle sans contraintes sans sanctions 
Ce patron concerne les actions liées par une SoD. Mais cette SoD n'est pas soumise à contrainte. 
Ce patron a la forme : 
1 .  SoD p (p7^ :^ )â  
2. | Pseci Paec ^ ^ ^ • 
4. PïZ^Psec 
^iPseci ^(Pfonc )) 
5. \\\^LMpJ^c))) 
Comme l'ordre d'exécution des actions a et b n'est pas obligatoire les deux actions sont en 
entrelacement. Deux cas peuvent être envisagés : soit deux actions différentes sont concernées par 
ce patron ou ce patron concerne deux fois la même action. Si les actions ont un nom différent elles 
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sont en parallèle. Si le patron concerne deux fois la même action, elle est réalisée deux fois, un 
deadlock étant ainsi évité. Lorsque la première action est exécutée, les deux environnements de 
sécurité ne sont pas encore instanciés, de ce fait la garde ne peut être calculée. Pour utiliser ce 
patron avec les outils actuels il faut le remplacer par : 
1. SoDp(pJ c^:~È)± 
2. | Pseci Psec £ ' 
3. ( (Pseci ^(.Pfcmc)) ^ 
4- • P^ c  ^P'sec =• <p'sec, HPfanl )» 
5. | ( (jCcMPt^c)) 
• Psec Psec '' (Pseci «KPfonc ))) 
De manière à illustrer ce patron nous utilisons la règle règle 5 bis : 
1. SoDf ( c :  cld,cl  : cl ld) = 
2. | pGpId : \p'  €pld : 
4. p/ ^p 
3. =^(P) -> -i valider( cl,  c )) 
5. III (p'j -, -, valider( cl,  c ))) 
4.3.1.5 DSD parallèle avec contraintes sans sanctions 
Ce patron, comme le précédent, concerne les actions soumises à une contrainte de CA de type 
SoD. Cependant les deux actions concernées n'ont pas d'ordre d'exécution établi et peuvent être 
interverties. Le patron est le suivant : 
1. SoDp,c {pj^c — 
2» I Psec, Psec ^ ^ ^ * 
3. ( ipsect 3(P/onc)) ^ 
4. . (contr(p^?c, p^ pfJc) Ap^ ^ p'sec => {p'sec, b( p fJ c  » 
5. I ->COTltr(p^c,pt8ec,pfonc) => A)) 
6. | ( (Pseci^Pfcncy) ^ ^ ^ 
7. • (contrip^c, p^ pfJc) Ap^c ± p'sec (p'sec, a( pfJc » 
8. | ~1C07li7"(pâëc, p'seci Pfonc) =• A)) 
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De par la présence des gardes, l'entrelacement ne peut être utilisé. Ce patron explicite le choix 
des deux possibilités d'ordre d'exécution des actions a et b. Les gardes des lignes 4 et 7 permettent 
de s'assurer que la DSD est exécutée seulement lorsque la contrainte est vraie. De plus, les lignes 
5 et 8 permettent de s'affranchir d'un deadlock lorsque la seconde action n'est pas exécutée. 
Ce patron sert à modéliser la règle règle 5 de la politique de contrôle d'accès donnée en 
exemple : 
1. SoDfc(c: cld,cl  : clld) è: 
2. | p 6 pld : | p' e pld : | o 6 old : 
3. ( {p, valider(c)) 
4. . (p'^ pACheque(c).montant > Organisation(o).limite 
5. ==> (p', -, o, -, valider(cl,c)) 
6. | ->(p' / pACheque(c).montant > Organisation(o).limite) =>• A)) 
7. | ( (p', -, o, valider(c)) 
8. . (p'^ p ACheque(c).montant > Organisation(o).l imite 
9. => {p', -, o, -, valider( cl, c )) 
10. | ->{p' fpA Cheque{c) .montant > Or ganisation(o).limite) ==>• A)) 
4.3.1.6 DSD parallèle avec contraintes avec sanctions 
Ce patron concerne uniquement les contraintes de CA de type SoD, intervenant entre deux ac­
tions dont l'ordre d'exécution n'est pas fixé. Pour ce patron, l'exécution des actions est soumise à 
contrainte et si la contrainte n'est pas respectée une sanction doit être exécutée. Le patron corres­
pondant aux SoD soumises à contrainte et sanction est de la forme : 
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1 .  S o l ) â  
2 -  I  S J , ^ € l x S :  
( {Pseo Pfonc )) ^ ^ ^ 
4' • (cOntr(paec, p'ggç, Pfonc) A Psec ^ P^ec '' fàsecib( Pfonc)) 
5. | -icontr(p^c, p'aec, pfcJc) ==> sanction (p ,^ p e^c, p/a„c ))) 
| ( (Psec; b( Pfonc )) 
7. . (contr(^c,p'sec,p]^c) Ap^ ± p'aec =» (p'aec^{pfJc)) 
8. | ->contr(p ,^ j/aec, pfo^) => sanction (p£c, p'sec, pf  ^») 
Ce patron ne peut lui aussi utiliser l'entrelacement, il explicite les deux possibilités d'ordre 
d'exécution des actions concernées par la contrainte de DSD. Les lignes 5 et 8 permettent 
d'exécuter la sanction lorsque la contrainte liée à la DSD n'est plus vraie. 
La règle réglé 5 quater peut être modélisée à l'aide de ce patron : 
1. SoDP'0'0 ( c : cld, cl : clld ) = 
2. \p G pld : \p' 6 pld : 1t £ Timestamp : 1t' 6 Timestamp : 
3. ( (p, valider(c/,c)) 
4. . (p' i1 p A (t? — t) < 3600 ==> (pf, valider_directeur( cl, c )) 
5. | ->(p' 7^ p A (f — t) < 3600) t^mailCp, c)))) 
6. | ( (p/,_,_,t',valider_directeur(cZ,c)) 
7. . (p' ^ p  A ( f  —  t )  < 3600 ==>• (p', t', valider( c l , c ) )  
8. | --(p' ^ p A (f - t) < 3600) => {_, f, mail(p, c )))) 
La sanction correspond ici à un courriel envoyé à la personne ayant fait le deposer pour lui signaler 
que son chèque n'a pas été validé. 
4.3.2 Obligations 
Les contraintes de CA de type obligation, sont des contraintes qui lient au moins deux actions, 
ces actions devant être exécutées avec des éléments identiques de leur environnement de sécurité. 
Comme pour les contraintes de type SoD, les obligations sont séparées en deux catégories : les 
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obligations séquentielles et les obligations parallèles. Les patrons représentant les obligations 
séquentielles correspondent aux pré-obligations et aux post-obligations, tandis que les patrons uti­
lisés pour les obligations parallèles correspondent aux in-obligations. 
4.3.2.1 Obligations séquentielles sans sanctions sans contraintes 
Les obligations séquentielles sans contraintes et sans sanctions concernent deux actions devant être 
réalisées avec certains éléments de leur environnement de sécurité identiques. Les deux actions 
doivent de plus être exécutées dans un ordre précis. L'exécution de l'obligation n'est pas soumise 
ni à contrainte, ni à sanction. Elles sont modélisées à l'aide du patron : 
h obligation3 (p/onc :~Ê) = 
2. | PseciPsec £ ^ X ~Ê 
3. (Pseci &(Pfonc )) 
4
- • WsecMpJ^c))) 
Il faut rajouter la contrainte : 3i G IN . p^ ?c\i = P^|i- Les vecteurs p^ c et p'sec représentent les 
environnements de sécurité nécessaires pour réaliser a et b. Ils peuvent contenir des variables, des 
constantes et des éléments de type _. L'opérateur de séquence est utilisé pour relier a et b et obliger 
ces dernières à être exécutées dans cet ordre. Dans le cas d'une pré-obligation (respectivement post­
obligation), a correspond à l'obligation (respectivement l'action) et b à l'action (respectivement à 
l'obligation). 
La règle 6 est modélisée à l'aide de ce patron et pour obtenir : 
1. obligation  ^(c : cld,cl : clld) = 
2. | p G pld : | r e rld : 
3. (p,r,  _,deposer(cZ,c)) 
4. . (p, r, modifier _montant(c/, _))) 
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4.3.2.2 Obligations séquentielles sans sanctions avec contraintes 
Ce type de contrainte oblige deux actions à être réalisées avec certaines valeurs de paramètres de 
sécurité égales. L'exécution de la seconde action est soumise à contrainte. Le patron correspondant 
à ce type de contrainte est donné par : 
1. obligations3  ^(p/anc • ~ê ) = 
2 .  \p£c,ïïle ~È x l :  
3» (jPseci ^(.Pfonc')') ^ 
4. . ( {contr(p£c,p'sec,pfJc) 
^Pseci k(Pfonc ))) ^ 
6. | (~>contr(p^., p'aec, pfJc) 
7. =*)) 
La quatrième ligne utilise l'opérateur de séquence pour exprimer le fait que l'obligation doit être 
réalisée après l'exécution de l'action. Les quatrième et cinquième lignes expriment le fait que 
l'exécution de l'obligation ne peut être réalisée que lorsque la contrainte est vraie. Les sixième et 
septième lignes sont utilisées pour éviter d'obtenir un deadlock une fois que la contrainte n'est 
plus vraie. En plus de ce patron il faut ajouter une contrainte sur les environnements de sécurité 
Psec et p^c. En effet, il doivent comporter tout deux au moins un élément égal pour exprimer une 
obligation : 3i € IN . p^c\i = P^|«- Les patrons d'obligation et de SoD sont très proches. Cette 
propriété souligne la différence entre les deux. 
La règle réglé 6 bis est modélisée à l'aide de ce patron : 
1. obligation"'0(c : cld,cl : clld) = 
2. | p € pld : | r 6 rld : 11 € Timestamp : | f G Timestamp : 
3. (p, r, t, deposer( cl, c )) 
4. . ( ((^ — i) < 3600 
5. =Mp, r, -, V, modifier_montant( cl, _)}) 
6. | (currentTimeQ — t)> 3600 
7. -=*)) 
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4.3.23 Obligations séquentielles avec sanctions avec contraintes 
Les contraintes de CA de ce type concernent deux actions devant être exécutées dans un ordre 
précis. Ces actions sont aussi liées par une obligation. Si cette obligation n'est pas réalisée tant que 
la contrainte associée est vraie, alors une sanction est exécutée. Ce type d'obligation est représentée 
par le patron : 
Comme pour le patron précédent il faut ajouter, pour les environnements de sécurité pSec et p'sec, la 
contrainte suivante : 3i G IN .p^?c\i = PsecU-
La sixième règle peut se voir ajouter une contrainte temporelle et une sanction, elle est alors 
modélisée par : 
Dans cet exemple, la section correspond à un courriel envoyé à l'utilisateur ayant réalisé l'action 
deposer pour lui signaler qu'il n'a pas réalisé l'action modifier_montant une fois la contrainte de 
temps dépassée. 
1. obligationss,c,a (p/onl .~ê) — 
2» | Pseci Paec £~ê '• 
(Paeci ^(.Pfonc )) 
'{PseC k( Pfonc ))) ^  
(^COntr(p£c, p'aec, Pfonc) 
5. 
6. 








obligation®'0'0 ( c : cld, cl : clld ) = 
| p G pld : | r G rld : 1t G Timestamp : | i! G Timestamp : 
(p ,  r ,  t ,  deposer( cl,c)) 
. ( ((f — t) < 3600 
==4p, r, -, f, modifier_montant( cl,  _))) 
| (f -1) > 3600 
=^_, f ,  mail(^>, c)) ) )  
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4.3.2.4 Obligations parallèles sans sanctions sans contraintes 
Ces obligations concernent deux actions dont l'ordre d'exécution n'est pas prédéfini, cependant 
l'exécution de ces actions est liée par une obligation. Les contraintes de ce type sont modélisées à 
l'aide du patron : 
1. obligation7 (pj  ^: ^  ) = 
2» | Pseci Psec ^ ^ ^ • 
(Paect 3( Pfonc )) 
4. m (^ 2c Mpj^c ) ) )  
Pour modéliser entièrement l'obligation, il faut rajouter la contrainte : 3i € M . paec\i = p'aec\i-
L'entrelacement de la quatrième ligne est utilisée pour relier l'action et l'obligation car leur ordre 
d'exécution n'est pas prédéfini. Le fait de mettre un entrelacement permet de pouvoir utiliser ce 
patron avec deux fois la même action. 
La règle réglé 8 bis peut être modélisée à l'aidé de ce patron : 
1. obligation^(c : cld,cl : clld) = 
2. | p£pld : 
3. (p, deposer (cl ,c)) 
4. m (p, -, -, enregistre^c))) 
4.3.2.5 Obligations parallèles sans sanctions avec contraintes 
Ce patron correspond à une obligation entre deux actions dont l'ordre n'est pas prédéfini. Toutefois, 
leur exécution est soumise à contrainte : 
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1. obligation^ (p/Jc : ~ê ) = 
2. | PSECIPSEC G X : 
3» ( (Pseei  ^ P/onc)) ^ ^ 
4. • (contrjp^c, p'3ec, Pfpnl) => tysecMPfonL)) 
5. | ->contr(p^., p'3ec, Pfo^c) ==» A)) 
| ( (Psecj b(p^onc )) ^ ^ 
7. • (contr(p£c, p^, pfJc) => (î4,c, a(p/oric )) 
8. | ~>contr(p^c,p'sec, pfJc) => A)) 
Les environnements de sécurité utilisés pour a et b sont définis à la deuxième ligne. Bien que 
l'ordre n'importe peu entre les deux actions, l'utilisation de l'entrelacement est impossible de part 
la présence de la contrainte. Le patron utilise l'opérateur de choix entre les deux possibilité d'ordre 
d'exécution des actions a et b. L'obligation ne sera exécutée que lorsque la contrainte définie par 
la garde des quatrième ou septième lignes est vraie. Les cinquième et huitième lignes permettent 
d'éviter d'obtenir un deadlock lorsque la contrainte n'est plus vraie. 
La huitième règle est modélisée à l'aide de ce patron : 
1. obligation^'0 ( c : cld, cl : clld ) = 
2. JP G pld : 1t G Timestamp : \ t' G Timestamp : | o G old : 
3. ( (p, o, t, deposer( ci, c)) 
4. . (Cheque(c).montant > Organisation(o).limite 
5. e ==» (p, f, enregistre^ c )) 
6. | ->(Cheque(c).montant > Or ganisation(o).limite) ==>• A)) 
7. | ( (p, o, t', enregistre^ c )) 
8. . (Cheque(c).montant > Organisation(o).limite 
9.  => (p, t ,  deposer( cl,  c )) 
10. | ->(Cheque(c).montant > Organisation{o).limite) => A)) 
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4.3.2.6 Obligations parallèles ayec sanctions avec contraintes 
Une obligation avec contraintes et sanctions concerne une obligation entre deux actions dont 
l'ordre d'exécution n'est pas définie à l'avance. 
1. obligation?-0'0 (p/onl • ~Ê ) -
2. | p£c,p'aeceliï x~Ê : 
3. ( (Psecj ^(.Pfonc)) ^ ^ 
4. • (contr(p^, p' s e c ,  pj^) => (p'a e c ,  b(p^)) ^ 
5. | ^contr(p£c,p'sec, pf(Jc) ==> sanction(p ,^p'sec,pfJc ))) 
| ( iPaeci ^(Pfonc )) ^ ^ 
7. . (contrjp^cp'^pfjç) =» (p^, a(p/onj)) 
8* | "^COTltrlpsecPgeci Pfonc) •' Sanction ( PaeciPseoPfonc )) ) 
À la différence du patron précédent, les cinquième et huitième lignes permettent une fois que la 
contrainte n'est plus respectée de pouvoir exécuter la sanction. 
. La modélisation de la règle réglé 8 ter est donnée par : 
1. obligation  ^c'a ( c : cld ) = 
2. | p G pld : 11 (E Timestamp : 11! € Timestamp : \ o G old : 
3. ( (p, - ,o,t ,  deposer( c )) 
4. . (Cheque(c).montant > Or ganisation(o).limite 
5. ==> (p, enregistre^ c )) 
6. | -i(Cheque(c).montant > Or ganisation(o).limite) 
7. =*• f,mail(p,c)))) 
8. | ( (p, o,£',enregistrer(c)) 
9. . (Cheque(c).montant > Organisation(o).limite 
10. =» (p, -, £, deposer( c )) 
11. | ->(Cheque(c).montant > Organisation(o).limite) 
12. => (_, if, mail(p, c)))) 
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4.3.2.7 Remarque 
Dans les patrons précédents, la contrainte 3i G = ]Â^c\i est utilisée. Dans certains cas, cette 
contrainte est trop forte : on pourrait imaginer que l'obligation entre deux actions a et b ne porte 
pas sur la même personne. En effet, la première action pourrait être réalisée par un employé et la 
seconde doit être réalisée par un de ses collègues. Par exemple, la règle réglé 8 bis peut être modi­
fier afin de stipuler que les actions deposer et enregistrer doivent être réalisées par deux collègues. 
Pour la modéliser, on ajouterait au diagramme de classes de sécurité une relation réflexive nommée 
collègue sur la classe Personne. On modifierait le patron obligation? de manière à obtenir : 
1. obligation^ ( c : cld, cl : clld ) = 
2. | p G pld : | p' G pld : 
3. ( (p, deposer( cl, c )) 
4. (p' G Personne{jp).collègue =£• (p', enregistrer(c))) 
5. | ( (p,  _,_,enregistrer(c)) 
6. . (p' G Personne(p).collègue => (p1, deposer(cl,  c))) 
L'entrelacement a dû aussi être enlevé, en effet l'apparition de la garde permettant d'exprimer 
l'obligation oblige d'expliciter les deux ordres d'exécution possibles. 
4.4 Mise en commun 
Cette section précise comment les résultats des patrons précédents peuvent être regroupés dans une 
même expressions de processus. La section 4.4.1 concerne les résultats des patrons des permissions 
et interdictions tandis que la section 4.4.2 concerne les résultats des obligations et des SoD. La 
section 4.4.3 permet de mettre en commun les résultats obtenues à partir de tous les patrons. 
4.4.1 Permissions et interdictions 
Maintenant que les patrons de permissions et d'interdictions ont été définis, ils peuvent être mis en 
commun. Dans le cadre de ce chapitre, nous considérons que les permissions et interdictions avec 
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et sans contraintes ont été modélisées à l'aide des patrons de ce chapitre et ne sont pas représentées 
à l'aide du diagramme de classes. 
Les résultats des patrons sont regroupés au sein d'une même expression de processus. La 
construction de cette expression de processus est expliquée à la section 4.4.1.1. De même, la sec­
tion 4.4.1.2 illustre comment regrouper les différentes interdictions en une expression de processus 
et la section 4.4.1.3 décrit comment les interdictions et les permissions sont réunies dans une même 
expression de processus. 
4.4.1.1 Mise en commun des permissions 
Pour qu'un événement soit accepté, il faut qu'au moins une permission autorise son exécution. Les 
permissions définies à l'aide des précédents patrons vont donc être regroupées entre elle à l'aide 
d'un choix : 
1. PermissionGlobale ( )= 
2. | i G Ki : permission, ( ) 
3. | | i G K2 : permission? ( ) 
4. | | i G Kz : permission? ( ) 
5. | | i G Ka : permission?'9 ( ) 
Les constantes Ku ... et représentent le nombre de résultats correspondant à chaque type 
de patron. Toutefois, n'apparaissent dans PermissionGlobale seulement les patrons utilisés. Si un 
patron n'a pas été utilisé durant la phase de modélisation, il n'apparaît pas dans cette expression 
de processus. 
4.4.1.2 Mise en commun des interdictions 
Pour qu'un événement soit accepté, il faut qu'aucune des interdictions ne l'interdise. Cependant 
les patrons utilisés pour définir les interdictions, autorisent les actions en interdisant les valeurs 
d'environnement de sécurité interdites. Les expressions de processus obtenues à l'aide des patrons 
d'interdiction sont mises en parallèle : 
76 
4.4. MISE EN COMMUN 
1. InterdictionGlobale ( )= 
2. || i £ KiH : interdictioni ( ) 
3. || \ \ ie K2  :  interdiction?( ) 
Les constantes K\ et K2 représentent le nombre de résultats correspondant à chaque type de 
patron. En effet, si un événement a été autorisé par cette expression de processus, c'est que toutes 
les interdictions concernant l'action dont provient l'événement, n'interdisent pas les valeurs des 
paramètres de sécurité de l'événement. 
4.4.1.3 Mise en commun des permissions et des interdictions 
Les permissions et les interdictions sont mises en commun de manière à ce qu'elles soient syn­
chronisées sur leurs actions communes : 
1. Permlnter ( )= 
2. ( PermissionGIobale ( ) 
3. || InterdictionGlobale ( ))+ 
Cette expression de processus doit pour chaque événement reçu vérifier qu'il est permis par au 
moins une des permissions et qu'il est aussi interdit par aucune des interdictions. 
4.4.1.4 Mise en application 
De manière à illustrer ces patrons, nous exprimons à des fins d'illustration une sous-partie 
de l'exemple modélisé à l'aide des instances du diagramme de classes présentées dans les fi­
gures 3.3,3.4, 3.5 et 3.6. 
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1. Permliiter( )== 
2. ( ( {catherine, directeur, MontreaZ,_, creer_client(_» 
3. | • 
4. | {catherine, directeur, Montréal, _, supprimer_cheque( _ )) 
5. | {boris, guichetier, Montréal, _, creer_client( _ )) 
6. I * • • 
7. | {boris, guichetier, Montréal, _,deposer(_, _)) 
8. | {boris, guichetier, Montréal, -, creer_cheque( _)) 
9. | • • • 
10. . | {boris, guichetier, Montréal, _,supprimer_cheque( _)) 
11. | • • • 
12. | | c G cld : | o G old : 
13. Cheque(c).valeur < Organisation{o).limite 
14. ==>• {boris, guichetier, Montréal, valider( c )) 
15. | | c € cld : | o G o/d : 
16. Cheque(c).valeur < Organisation^).limite 
17. ==>• {elise, guichetier, Toronto, valider( c ))) 
18. || ( | p G p/d : | r G r Jd : | o G o/d : 
19. p  •=£• boris A r ^  guichetier A o ^  Montréal 
20. =» (p, r, o, valider( _ )) 
21. || | p G pld : | r G rld : \ o G old : 
22. p 7^ eZise Ar^ guichetier A o ^  Toronto 
23. ==» (p, r, o, valider( _ » 
24. || |pGp/d: |rGr/d: |oGo/d: 
25. p^ èoris Ar^ guichetier A o ^  Montréal 
26. ==» (p, r, o, annuler( _ )) 
27. || |p G p/d : | r G r/d : | <3 G old : 
28. p ^  elise Ar ^ guichetier Ao^ Toronto 
29. =^- (p, r, o, annuler( _ )) 
30. || | p G pld : | r G rld : | o G o/d : | c G c/d : 
31. Cheque(c).valeur > Organisation^).limite 
32. boris Ar^ guichetier A o ^  Montrée 
33. =>• (p, r, o, valider( _)) 
34. || |pGp/d: |rGr/d: |oGo/d: |cGc/d: 
35. Cheque(c).valeur > Organisation^).limite 
36. - >  p  7 ^  elise A r ^  guichetier A  o  ^  Toronto 
37. =» (p, r, o,., validér( _ ))))+ 78 
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Les lignes 2 à 11 sont obtenues à l'aide du patron des patrons de permissions sans contraintes 
et correspondent aux permissions de la figures 3.3. Les lignes 12 à 17 sont obtenues à l'aide des 
patrons de permissions sous contraintes et correspondent aux permissions sous contraintes de la 
figure 3.4. Les lignes 18 à 29 sont obtenues à l'aide des patrons d'interdiction et correspondent aux 
interdictions de la figure 3.5. Les lignes 30 à 37 sont obtenues à l'aide des patrons d'interdictions 
sous contraintes et correspondent aux interdictions sous contraintes de la figure 3.6. 
4.4.2 Obligation et SoD 
Maintenant que les patrons de contraintes de CA de type obligation ou SoD sont exprimés, on peut 
définir comment les mettre en commun. 
L'expression de processus associée aux obligations et SoD, permet d'exprimer la politique de 
CA applicable à tous les workflows en l'exprimant pour un workflow donné. Elle contient en 
racine un entrelacement des paramètres fonctionnels du SI, puis les résultats des différents patrons 
reliés entre eux à l'aide des opérateurs de choix de parallèle synchronisé et d'entrelacement. 
4.4.2.1 Choix 
Le choix est utilisé pour rassembler deux patrons dont l'application est disjointe : c'est à dire que 
durant l'exécution du workflow l'un des patrons s'applique mais pas les deux. Comme illustration, 
on peut citer la règle réglé 4 qui introduit deux obligations entre deposer et valider et entre deposer 
et annuler. Ces deux obligations peuvent être modélisée à l'aide des patrons d'obligation et reliées 
à l'aide d'un choix : 
1. regle_4 ( c : cld, cl : clld ) = 
2. (| p E pld : 
3. (p, deposer( cl,c)) 
4. . (p, valider(c/,c)))) 
5. | ( \ p f  G  p l d  :  
6. (p', deposer( cl, c )) 
7. . (p', annuler(c/,c)))) 
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4.4.2.2 Parallèle 
L'opérateur de parallèle peut être utilisé pour mettre en commun deux patrons qui doivent s'appli­
quer en même temps et de manière synchronisée : c'est à dire qu'ils s'appliquent simultanément 
pour les mêmes événements. Comme illustration, on peut utiliser les règles réglé 4 et réglé 8 
modélisées respectivement par les expressions de processus regle_4 et obligation^. Comme elles 
doivent se synchroniser sur les actions communes on obtient alors : 
1. regle_4&8(c : cld, cl : clld) = 
2. ( ( \ p  G pld : 
3. (p, deposer( cl, c )) 
4. . {p, - ,  - ,  valider( cl,  c»)) 
5. | ( \ p ' E p I d :  
6. (p', -, -, deposer( cl, c )) 
7. . {p1, -, _,annuler( cl,c))))) 
8. || (| p G pld : 1t G Timestamp : 11' G Timestamp : | o G old : 
9. ( {p, - ,  o,  t ,  deposer( cl,  c )) 
10. . (Cheque(c).montant > Organisation(o).limite 
11. => (p, t', enregistre^ c )) 
12. | -i(Cheque(c).montant > Organisation(o).limite) =£• A)) 
13. | ( (p,  _,o,i',enregistrer(c)) 
14. . (Cheque(c).montant > Organisation(o).limite 
15. =» (p, t ,  deposer( cl,c )) 
16. | -i(Cheque(c).montant > Organisation(o).limite) => A))) 
4.4.2.3 Entrelacement 
L'opérateur d'entrelacement peut être utilisé pour mettre en commun deux patrons devant s'ap­
pliquer en parallèle mais sans synchronisation. Les événements permettant de satisfaire l'une des 
règles ne permettent pas de satisfaire l'autre, même s'ils proviennent d'une action dont le label est 
commun au deux règles. 
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4.4.2.4 Mise en commun 
L'ensemble des règles dynamiques doit être regroupé dans une expression de processus appelée 
OblSod. Cette expression permet d'instancier la politique de CA pour chaque valeur du workflow. 
En illustration, on peut reprendre les règle réglé 4 et réglé 8 : 
1. OblSod ( ) = 
2. III c G c I d  :  m cl E clld : 
3. regle.4 (c,cl)  
4. || obligation '^0 ( c , c l )  
4.4.3 Le main 
L'expression de processus main permet d'exprimer la politique de contrôle d'accès globale du 
SI. Elle est obtenue en mettant en parallèle synchronisé l'expression de processus représentant les 
permissions et interdictions et l'expression de processus représentant les obligations et SoD. 
1. main() = 
2. Permlnter( ) 
3. || OblSod () 
4.5 Discussion sur l'utilité 
Plusieurs remarques peuvent être faites sur les patrons, les plus pertinentes sont traitées dans cette 
section. Les patrons correspondant aux DSD et au obligations sont relativement semblable. En 
effet, la différence entre les patrons se trouve dans la contrainte qu'ils induisent sur les environne­
ments de sécurité nécessaires à la réalisation des actions concernées par le patron. Dans le cadre 
d'un DSD cette contrainte correspond au fait qu'un élément des environnements de sécurité doit 
être différent pour chaque action concernée par le patron. Pour une obligation, l'élément doit être 
identique (ou relié grâce au diagramme de classes). Pour les patrons de DSD, cette contrainte est 
exprimable à l'aide d'une garde tandis que pour les obligation cette contrainte n'est pas directement 
exprimable dans le patron. 
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L'action A utilisée par les patrons avec contraintes mais sans sanctions et les sanctions utilisées 
dans les patrons avec contraintes et sanctions sont des actions qui ne peuvent être exécutées par un 
utilisateur du système. En effet, elles correspondent à des actions systèmes, c'est-à-dire des actions 
devant être réalisées par un administrateur voir le système lui-même. 
Pour les opérateurs quantifiés, les ensembles de quantification correspondent à l'ensemble des 
instances des classes du diagramme de classes. 
Pour certaines règles de CA, les patrons présentés précédemment ne présentent pas d'utilité. 
Dans ce cas, la personne en charge de la modélisation peut les modéliser à l'aide des techniques 
présentées dans le chapitre 3 et les incorporer aux résultats des patrons à l'aide des opérateurs de 
mise en commun. 
Les patrons définis dans ce chapitre peuvent être utilisés de manière à créer de nouveaux 
opérateurs EB3SEC. En effet, l'utilisation de ces opérateurs peut simplifier la tâche du concepteur 
utilisant la méthode EB3SEC pour exprimer la politique de CA utilisée dans le SI. 
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Outils pour la vérification et la validation 
Les chapitres précédents permettent de modéliser en EB3SEC une politique de CA donnée. Ce 
chapitre explique comment la spécification obtenue peut être vérifiée ou utilisée dans le cadre d'une 
implémentation. Nous présentons tout d'abord quels types de propriétés peuvent être vérifiés sur 
une spécification EB3SEC. Ensuite, nous étudions les façons de pouvoir vérifier ces propriétés sur 
une spécification. Finalement, nous donnons une implémentation possible. 
5.1 Types de propriétés 
Cette section présente les différents types de propriétés que l'on désire vérifier sur une spécification 
EB3SEC. Nous présentons d'abord les trois grandes catégories de propriétés avant de sélectionner 
les plus intéressantes à notre cadre d'étude et finalement d'en donner des exemples. 
Les trois grandes catégories de propriétés sont les suivantes. 
Les propriétés de vivacité permettent d'exprimer le fait qu'un événement doit s'exécuter. Ces 
propriétés sont décrites dans la partie 5.1.1. 
Les propriétés de sûreté permettent de spécifier qu'un événement inopportun ne peut s'exécuter. 
Cette catégorie de propriétés est décrite dans la section 5.1.2. 
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Les propriétés d'équité permettent d'exprimer qu'une action potentiellement exécutable va être 
exécutée. Dans le cadre des SI, les événements sont déclenchés par les utilisateurs de l'ap­
plication et non par le système lui-même. La vérification de propriétés d'équité n'a que peu 
de sens dans le cadre des politiques de CA. 
Les propriétés de vivacité et de sûreté étant très utilisées dans le cadre de SI, elles sont chacune 
scindées en deux sous-catégories présentées dans [29]. 
5.1.1 Propriétés de vivacité 
Les propriétés de vivacité permettent de spécifier qu'un événement doit s'exécuter. Bien que 
l'exécution de l'événement ne soit pas nécessairement immédiate, elle doit être obligatoire. Par­
fois, ce type de propriétés permet aussi de spécifier qu'une action entraîne une réaction de la part 
du système. Cette deuxième option est très rarement utilisée dans lé cas des SI, car les actions sont 
réalisées par un humain (aujourd'hui la technologie ce permet pas de forcer un humain à réaliser 
une action). De plus, les situations de deadlock, dans le sens où un état ne permet plus de réaliser 
aucune action, sont exceptionnelles dans un SI. 
Condition suffisante pour l'exécution d'un événement (SCE : Sujficient state condition to en• 
able an event) 
Dans cette catégorie sont regroupées les propriétés permettant d'exprimer le fait qu'un utili­
sateur du système peut effectuer une action lorsqu'une certaine condition est vérifiée. Dans 
cette définition, l'expression "effectuer une action" signifie que l'action est immédiatement 
exécutable dans l'état courant. Dans le cadre des systèmes bancaires, l'exemple peut être : 
un chèque peut toujours être déposé par un client s'il n'est pas déjà déposé. 
Condition suffisante pour l'exécution future d'un événement (SCEF : Sujficient state condi­
tion to enable an event in the future) 
Ce type de propriétés exprime le fait qu'il existe une suite d'événements permettant 
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d'exécuter un événement particulier. Dans le cadre des systèmes bancaires, un exemple d'une 
telle propriété est : le compte de dépôt d'un client peut toujours être crédité. Ce type de pro­
priétés correspond au propriétés les plus fréquemment utilisées dans le cadre des SI. Des 
exemples plus détaillés de ce type de propriété sont donnés dans la partie 5.1.3 
5.1.2 Propriétés de sûreté 
Les propriétés de sûreté permettent de vérifier qu'un événement non voulu ne s'exécutera jamais 
lors de l'exécution du système. Adaptées aux SI, ce type de propriété correspond à des invariants, 
représentant une condition nécessaire à l'exécution d'un événement. 
Invariant (INV : Invariant state property) 
Les propriétés d'invariance concernent des propriétés qui doivent être satisfaites quelque 
soit l'état du système. Dans le cadre des systèmes bancaires, un exemple de propriété d'in­
variance peut être : le montant correspondant aux comptes de dépôt d'un client doit toujours 
être positif... 
Condition nécessaire pour l'exécution d'une action (NCE : Necessary state condition to en-
able an event) 
Ce type de propriétés exprime le fait que pour que le système accepte un événement, il faut 
qu'une condition soit vraie dans le système. Par exemple, dans le domaine bancaire : pour 
qu'un compte soit crédité, il faut que le chèque correspondant ait été validé. 
5.1.3 Quelques exemples de propriétés 
En plus des types de propriétés précédents, nous avons défini un ensemble de contraintes devant 
être vérifiées par la politique de CA et la modélisation de la partie fonctionnelle du SI. Cette partie 
présente quelques exemples de ces contraintes. Tout d'abord, quelques définitions sont introduites 
dans la première section. 
85 
5.1. TYPES DE PROPRIÉTÉS 
5.1.3.1 Définitions préliminaires 
Dans la suite, nous considérons que le SI a été modélisé entièrement : la partie fonctionnelle du 
système a été modélisée à l'aide de la méthode EB3 et la partie correspondant à la politique de CA 
a été spécifiée à l'aide de la méthode EB3SEC. Nous définissons les ensembles suivants (les détails 
sur la définition de ces ensembles sont donnés dans [28]). 
E/onc représente l'ensemble des entrées (événements) valides correspondant à la modélisation 
fonctionnelle. 
Sca correspond à l'ensemble des entrées (événements sécurisés) valides correspondant à la 
modélisation de la politique de CA. L'ensemble ECA est divisé en deux sous-ensembles : 
Egtat et Edyn. 
Eatat regroupe l'ensemble des entrées valides de la partie statique. 
Edyn représente l'ensemble des entrées valides de la partie dynamique. 
On définit l'opérateur a permettant de donner le nom de l'action correspondant à un événement. 
Par extension, cet opérateur s'applique à un ensemble d'événements et retourne l'ensemble des 
noms d'actions correspondant aux événements présents dans l'ensemble. 
aÇEfonc) correspond à l'ensemble des noms d'actions présents dans la modélisation fonctionnelle. 
a(Ec^) correspond à l'ensemble des noms d'actions présents dans la modélisation de la politique de 
CA. 
a(Estat) est l'ensemble des noms d'actions présents dans la partie statique de la politique de CA. 
aÇEdyn) est l'ensemble des noms d'actions présents dans la partie dynamique de la modélisation de 
la politique de CA. 
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La sémantique de la notation EB3 associe à une expression de processus un système de transi­
tions étiquetées. 
M fonc est le système de transitions obtenu à partir de la modélisation fonctionnelle. 
ME A est le système de transitions obtenu à partir de la modélisation de la politique de CA en 
EB3SEC. En effet, grâce au prédicat statique, une spécification réalisée en EB3SEC peut être 
transformée en modélisation EB3. Me A peut être séparé en deux sous-systèmes, Mdyn et 
•M-atat-
Mdyn correspond au système obtenu à partir de la partie dynamique de la modélisation de la poli­
tique de CA. 
Matat est le modèle obtenu à partir de la partie statique de la politique de CA. En effet, les patrons, 
définis dans le chapitre 4, assurent que la partie statique de la politique de CA est exprimable 
à l'aide d'une expression de processus. 
Dans la suite, e dénote une action utilisée dans la modélisation de la politique de CA et e' 
l'action correspondante après l'utilisation du prédicat statique. On considère alors les formules de 
logique CTL bien formées sur ces systèmes et on note M fonc f=o T le fait que la formule logique 
CTL bien formée JF est vérifiée par le modèle M fonc à partir de l'instant initial, pour simplifier la 
notation on note : M fonc \= J7- En effet, dans la suite nous considérons que toutes les formules 
doivent être vérifiées à partir de l'état initial. 
5.1.3.2 lypage de la politique de CA (type INV) 
La première propriété à vérifier sur un modèle EB3SEC correspond à une propriété de typage : 
a(Ed y n)  C a(£stat) 
Cette propriétés permet de s'assurer que toutes les actions présentes dans les contraintes dyna­
miques de CA, font aussi l'objet de contraintes statiques. En effet, toute action apparaissant dans 
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une contrainte de type SoD ou de type obligation doit être permise par la partie statique de la 
politique de CA. 
5.1.33 Atteignabilité de tous les événements du système (type SCEF) 
Toutes les actions exécutables par la partie fonctionnelle doivent pouvoir être exécutées au moins 
une fois par la politique de CA. Cette propriété peut s'énoncer par : 
Ve G : 3p/onc Ç -È'/onc • 3pscc G Esec • 
(M/onc |= EF{e(p fo^))) =» {MeA |= EF(e'(p^c,pforJc))) 
Les quantifications permettent d'expliciter le fait que pour toutes les actions présentes dans la 
modélisation on peut trouver un vecteur de paramètres fonctionnels et un vecteur de paramètres de 
sécurité tels que si la partie fonctionnelle permet d'exécuter l'action pour le vecteur de paramètres 
fonctionnels (première partie de l'implication) alors le modèle de la politique de CA permet de 
l'exécuter pour ces valeurs paramètres fonctionnels et de sécurité (seconde partie de l'implication). 
5.1.3.4 Atteignabilité de tous les événements sécurisés (type SCEF) 
Pour toutes les actions sécurisées, il faut s'assurer que la partie statique et la partie dynamique de 
la modélisation de la politique de CA permettent de les exécuter au moins une fois : 
Ve G Oii^dyn) • 3p/onc -f^/orec • 3pscc G Esec . 
•M-stat ^ EF(e (jPseciPfonc)) ("A^dyn H1 EF{c (jPseciPfanc))) 
En effet, dans le cas contraire, les permissions et interdictions sont trop restrictives et ne permettent 
pas aux contraintes de SoD ou aux obligations de pouvoir s'exécuter pleinement. 
5.1.3.5 Faisabilité des permissions (type SCEF) 
Cette propriété a pour but de vérifier que toutes les permissions décrites peuvent être exécutées 
durant l'exécution du système. Elle s'écrit : 
Vp G Permission : 3e G a(Ec>i) : 3p/onc G EffJc : 3u G personne : 31 G TIMESTAMP : 
(p .e  =  e) A (MCA \= EF{e'(u,p.r,p.o,t ,pJ^))) 
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Dans cette formule, l'élément p.r correspond au rôle utilisé dans la permission, p.o à l'organisation 
et p.e à l'action. Cette propriété n'a pas pour but d'éviter une incohérence dans la spécification. 
Elle permet à la personne ayant modélisé la politique de CA de s'assurer que toutes les permissions 
décrites dans la politique sont utiles et peuvent être utilisées par un utilisateur du système. 
5.1.3.6 Faisabilité des instances de l'association "joue" (type SCEF) 
Cette propriété permet de tester que toutes les instances de l'association joue du diagramme de 
classes de la figure 3.2 peuvent être utilisées au cours de l'exécution du système. Cette propriété 
s'écrit : 
Vj G joue : 3e G <*(Sca) : 3PfoÀ G -E/onc : 31 G TIM EST AMP : 
Mca h EF{e'(j .p,  j .r ,  j .o,  t ,p fJ c))  
De même que la propriété précédente, cette propriété ne permet pas de déceler des erreurs de 
cohérence de la modélisation. Elle permet à la personne ayant réalisé la spécification de s'assurer 
que les éléments de l'association joue qui sont instanciés peuvent être utilisés au moins une fois 
durant l'exécution du système. 
5.1.3.7 Utilisabilité des instances de la classe "Organisation" (type SCEF) 
Cette propriété est utilisée pour déterminer si toutes les organisations présentes dans le modèle 
ont leur utilité. Cette propriété comme les deux précédentes ne permet pas de déterminer si le 
modèle est cohérent mais aide la personne ayant spécifié le modèle à vérifier que les organisations 
instanciées sont utiles. Elle s'exprime par : 
Vo G old : 3e G o;(Eca) : 3p/ônc G -E/onc ; 3p G pld : 3r G rld3t G TI M EST AM P : 
MCA h EF(e'(p, r, o, t,p fJc)) 
Cette propriété permet de vérifier que l'on peut trouver une action sécurisée exécutable pour chaque 
organisation.. 
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5.13.8 Utilisabilité des instances de la classe "Personne" (type SCEF) 
Cette propriété correspond à la propriété précédente adaptée aux instances de la classe Personne. 
Comme la précédente, cette propriété ne permet pas de vérifier la cohérence ou l'exactitude de la 
spécification, mais aide la personne ayant réalisé la modélisation à vérifier que la spécification ne 
comporte pas une instance de la classe Personne inutilisable. Cette propriété s'écrit : 
Vp G pld : 3e € ocÇECA) '• 3p/onc £ E/mc '• 3o G old : 3 r G rld : 31 G TIM EST AMP : 
M ca h EF(e'(p,  r ,  o, t ,p fJc)) 
5.1.3.9 Utilisabilité des instances de la classe "Rôle" (type SCEF) 
Les propriétés d'utilisabilité précédentes peuvent être adaptées aux autres classes du diagramme 
de classes. Par exemple, pour la classe Rôle, on obtient : 
Vr G rld : 3e e a(ECA) : ^pj^c e ËJ^ C : 3o € old : 3p G pldBt e TI M EST AMP : 
MCA h EF(e'(p,  r ,  o,t ,pFJC))  
5.1.3.10 Application des propriétés précédentes 
Les propriétés précédentes peuvent être modifiées de manière à spécifier une certaine action. Par 
exemple, la propriété de la section 5.1.3.8 peut être modifiée de façon à cibler une action précise. 
3p G pld : Bpfonc G Efonc ' 3 o G old : 3 r G rld : 31 G TI M EST AM P : 
MCA |=  EF(deposer'(p,r,o,t ,pJ^)) 
Cette propriété permet de vérifier que toute personne cliente de l'institution bancaire peut venir 
faire un dépôt de chèque au sein de l'institution. 
5.1.3.11 Non-faisabilité des interdictions 
De même que l'on peut vérifier que toutes les permissions peuvent être utilisées au cours de 
l'exécution du système, on peut aussi vérifier que les interdictions ne peuvent pas être exécutées 
au cours de l'exécution du système. Cette propriété peut être vérifiée par : 
90 
5.2. VÉRIFICATION DES PROPRIÉTÉS 
Vp G Prohibition : -i(3e G a(Ecx) : G ^/©nc : 3w G personne : Bt G TIM EST AMP : 
(p.e = e) A  ( ( =  EF(e'(u, p.r, p.o, t, PfJc)))) 
5.2 Vérification des propriétés 
Pour valider une politique de CA, plusieurs technique peuvent être envisagées. Une façon de 
procéder est d'exprimer la politique dans un langage formel offrant des outils de simulation, va­
lidation ou vérification de modèles. La simulation de politiques de CA à l'aide de la méthode Z 
a été étudiée dans [49]. L'utilisation de différents outils de vérification de modèles dans le cadre 
des SI a été étudiée dans [29]. Ce travail indique que le plus gros problème est le nombre im­
portant d'instances des différentes entités. Les outils de vérification de modèles ne permettent pas 
de faire intervenir un nombre important d'instances. Cependant, l'article conclut que la validation 
des propriétés pourrait être réalisée en utilisant que le nombre minimal d'entités impliquées par la 
propriété considérée. Nous proposons une méthode permettant la validation d'une politique de CA 
modélisée en EB3SEC. La section 5.2.1 s'intéresse à la validation de la partie statique tandis que la 
section 5.2.2 présente une simulation de la partie dynamique d'une politique de CA. 
5.2.1 Vérification de la partie statique 
Cette section s'intéresse à la partie statique de la politique de CA (i.e. les contraintes de CA pou­
vant être définies en EB3SEC à l'aide du diagramme de classes). Elle décrit l'utilisation d'un outil 
permettant de décrire une politique de CA à l'aide des patrons décrits dans le chapitre 4. La sec­
tion 5.2.1.1 décrit les patrons et opérateurs choisis pour cette implémentation, La section-5.2.1.2 
définit le langage utilisé en entrée de l'outil et la section 5.2.1.3 explique et illustre les algorithmes 
utilisés pour la vérification de la partie statique. 
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5.2.1.1 Choix des patrons implémentés 
Un sous-ensemble des patrons, définis dans le chapitre 4, a été sélectionné. Ce sous-ensemble 
comprend : 
• permission ( ) : les permissions sans contraintes et non quantifiées, 
• interdiction (.) : les interdictions sans contraintes, 
• SoDs ( ) : les séparations des devoirs séquentielles sans contraintes et sans sanctions, 
• obligation8 ( ) : les obligations séquentielles sans contraintes et sans sanctions. 
En plus des opérateurs utilisés pour exprimer les contraintes de CA, il faut ajouter des opérateurs 
de mise en commun : 
• || : le parallèle synchronisé, 
• m : l'entrelacement. 
De manière à pouvoir représenter la politique de CA, il faut aussi pouvoir expliciter l'association 
joue utilisée en EB3SEC. 
5.2.1.2 Le langage d'entrée 
Le langage utilisé en entrée permet de détailler les différentes composantes de la politique de CA. 
Les six différentes parties composant la description d'une politique de CA sont décrites ci-après. 
La clause play correspond à la table joue de la spécification. Elle permet de déclarer quelle 
personne joue quel rôle dans quelle organisation. La partie joue correspond à une liste de triplets 
ne pouvant contenir que des constantes. Un exemple de cette partie est donnée à la figure 5.1. 
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FIGURE 5.1 - Exemple de table joue 
permission () == 
<_,guichetier,Montréal,deposer()> 
& <_,conseiller,Montréal,deposer()> 
& <_, conseiller,Montréal,valider()> 
& <catherine,_,_,valider()> 
} 
FIGURE 5.2 - Exemple pour la partie permission 
La clause permission correspond à la déclaration des permissions sans contraintes. Elle corres­
pond à une liste de n-uplets. Les environnements de sécurité de ces n-uplets ne contiennent que des 
constantes ou des éléments de type _. Un exemple de partie permission est donné à la figure 5.2. 
La clause interdiction correspond à la déclaration des interdictions sans contraintes. Elle corres­
pond à une liste de n-uplets. Les environnements de sécurité de ces n-uplets ne contiennent que des 
éléments de type _ et des éléments correspondant à des négations de constantes. Les négations de 
constantes correspondent aux valeurs interdites pour l'action du n-uplet. Un exemple de partie in­
interdiction () == 
<_f !guichetier,!Montréal,valider()> 
&  < ! D e n i s , v a l i d e r  ( )  >  
t 
FIGURE 5.3 - Exemple pour la partie interdiction 
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sod ()  == 
( 
( 
SOD (user, <andre, deposer ()>,<! andre, _, , valider ()>) 




SOD(rôle,<_,rôle, modifier()>, <_, !role, valider()>) 
I I I 




FIGURE 5.4 - Exemple pour la partie SoD 
terdiction est donnée à la figure 5.3. Dans cet exemple, la personne nommée Denis ne peut réaliser 
l'action valider. 
La clause sod correspond à l'utilisation des SoD. Elle ne comporte que des opérateurs de syn­
chronisation parallèle, d'entrelacement et de SoD. L'opérateur de SoD est un opérateur ternaire. 
Le premier argument correspond à la variable de l'environnement de sécurité sur laquelle porte la 
contrainte de SoD. Les deux autres arguments portent sur les actions sécurisées concernées par la 
SoD. Un exemple de partie SoD est donné à la figure 5.4. Le premier argument permet de préciser 
sur quelle paramètre de sécurité porte la SoD : l'utilisateur (le paramètre vaut alors user), le rôle 
(le paramètre vaut alors rôle) ou l'organisation (le paramètre vaut alors organization). Les 
deux autres arguments indiquent les actions sécurisées sur lesquelles porte la SoD. Pour les actions 
sécurisées y figurant seuls doivent être précisés l'action et le paramètre sur lequel porte la SoD. 
Si le paramètre de sécurité vaut la même valeur que le premier argument alors la SoD est valable 
pour toutes les valeurs possibles de ce paramètre. Au contraire, si le paramètre de sécurité prend 
une valeur constante particulière, alors la SoD n'est valable que pour cette valeur. Par exemple, 
94 
5.2. VÉRIFICATION DES PROPRIÉTÉS 
obligation () == 
( OBL(rôle,<_,rôle, ,deposer()>,<_,rôle, , modifier () >) 
I I 
OBL (rôle, <_, rôle, _ , deposer ()>,<_, rôle, , modifier ()>) ) 
r 
FIGURE 5.5 - Exemple pour la partie obligation 
SOD (user, <andre, _, deposer ()>,<! andre, _, , valider ()>) 
spécifie que la SoD entre les actions deposer et valider n'est valable que pour l'utilisateur 
andre. Tandis que 
SOD (user, <user, _, deposer ()>, <! user, _, ,valider()>) 
précise que la SoD entre les actions deposer et valider est valable pour tous les utilisateurs. 
La clause obligation concerne les obligations. Elles est composée d'opérateurs de synchroni­
sation parallèle, d'opérateurs d'entrelacement et d'opérateurs d'obligation. L'opérateur d'obliga­
tion est aussi un opérateur ternaire. Le premier argument représente l'élément de l'environne­
ment de sécurité sur lequel porte l'obligation et les deux autres arguments représentent les actions 
sécurisées sur lesquelles porte l'obligation. La figure 5.5 présente un exemple pour la partie obli­
gation. L'opérateur d'obligation est utilisé de la même manière que l'opérateur de SoD. Le premier 
argument permet de préciser sur quel paramètre de sécurité porte l'obligation. Les deux derniers 
arguments permettent de préciser sur quelles actions sécurisées porte l'obligation. Si dans les ac­
tions sécurisées la variable concernée par l'obligation a pour valeur le premier argument alors 
l'obligation s'applique à toutes les valeur de ce paramètre de sécurité. 
La clause comptex permet d'utiliser des SoD et des obligations dans la même règle de manière 
à pouvoir créer des règles de CA plus élaborées. Les SoD et les obligations sont reliées par des 
opérateurs de synchronisation parallèle et des opérateurs d'entrelacement. La figure 5.6 montre un 
exemple d'utilisation de la partie complexe. 
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complex () == 
( 
( 
OBL (user, <user,_, , deposer () >, <user,_, ,modifier () >) 




SOD (user, <user, _, modifier ()>,<! user, , valider ()>) 
I I I  




FIGURE 5.6 - Exemple pour la partie complexe 
5.2.13 Algorithme de vérification de la partie statique 
Les ensembles contenant les permissions et les interdictions peuvent contenir des contradictions 
voire des deadlocks. Cette partie décrit un ensemble d'algorithmes servant à vérifier que la partie 
statique de la politique de CA (i.e. les permissions et les interdictions) ne contiennent pas de 
telles incohérences. L'idée de ces algorithmes est de calculer pour chaque action l'ensemble des 
environnements de sécurité qui peuvent être effectivement utilisés pour l'exécuter. Pour chaque 
action, on calcule l'ensemble des environnements de sécurité autorisés par les permissions auquel 
on soustrait l'ensemble des environnements de sécurité interdits par les prohibitions. Si pour une 
action, on obtient un ensemble d'environnements de sécurité effectivement autorisés vide, alors 
cette action ne peut être exécutée. 
Nous définissons deux environnements de sécurité appelés p^?c — (u, r, o) et p'sec = (u1, r', o'), 
deux relations isParamComp et isComp. 
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isParamComp(x, x') = 
1.  i f  (x =  _ V x' = _) re turn TRUE 
2.  e lse  i f  {x = x') re turn TRUE 
3.  e lse  return FALSE 
isComp(p^c,p'aec)  =  return 
1. isParamComp(u, u') 
2. A isParamComp(r, r') 
• 3. A isParamComp(o, o') 
i v! 
La relation isParamCornp vérifie si deux paramètres de sécurité sont compatibles : si l'un 
d'entre eux vaut ils sont compatibles sinon ils doivent avoir tous deux la même valeur. La re­
lation isComp vérifie si deux environnements de sécurité sont compatibles : c'est-à-dire si tous 
les paramètres de sécurité sont compatibles deux à deux {Le. si les paramètres correspondant aux 
utilisateurs sont compatibles entre eux, et de même pour les rôles et les organisations). 
La première étape de la vérification consiste à déplier les clauses play et permissions. 
Pour chaque action, on obtient l'ensemble des environnements de sécurité autorisés pour cette 
action (les environnements de sécurité obtenus ne contiennent plus de valeurs _ mais uniquement 
des constantes). L'algorithme PerEff décrit dans la suite est utilisé pour cette étape ; il calcule la 
jointure des deux relations play et permissions. D est décrit d'une manière fonctionnelle (i.e. 
dans une syntaxe proche du CAML) : 
PerEf f(play,permission) = match permission with 
1* (Psec, a(  )) :: queue —>• return unfoldPlay(play,p^tc, a) U PerEf f {play, queue) 
2.  null  —)• re turn 0 





</4c) :: Queue if («aComp(^c,p'sec) 
re turn {p'sec, a( ) )  U unfoldPlay(queue, p^, a') 
else return un foldPlay (queue, p^, a) 
null —> re turn 0 
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La figure 5.7 montre le résultat de cet algorithme sur les exemples de la partie 5.2.1.2 (figure 5.1 
et5.2). 
PerEf fiplay, permission) = 
[ (Alphonse, guichetier, Montréal, deposer) 
{Catherine, guichetier, Montréal, deposer) 
, {Boris, conseiller, Montréal, deposer) 
{Denis, conseiller, Montréal, deposer) 
, {Boris, conseiller, Montréal, valider) 
, {Denis, conseiller, Montréal, valider) 
, {Catherine, guichetier, Montréal, valider)] 
FIGURE 5.7 - Résultat de l'algorithme PerEf f 
La prochaine étape est d'obtenir pour chaque action l'ensemble des valeurs d'environnements 
de sécurité interdits par la clause interdiction. L'algorithme suivant correspond à cette étape : 
ProhEf f(play, interdiction) = mat  ch interdiction wit  h  
1» (pl?c,  a(  ) )  : :  queue -» return unfoldPlay(play, p^c, a) U ProhEff(play, reste) 
2.  null  —>• re turn 0 
La figure 5.8 présente le résultat de cet algorithme : 
ProhEf f(play, interdiction) = 
[ {Alphonse, guichetier, Montréal, valider) 
, {Catherine, guichetier, Montréal, valider) 
, {Denis, conseiller, Montréal, valider)] 
FIGURE 5.8 - Resuit of ProhEf f 
La dernière étape consiste à retirer pour chaque action l'ensemble des environnements de 
sécurité prohibés de l'ensemble des environnements de sécurité autorisés. L'algorithme PermReal 
est utilisé dans ce but : 
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PermReal(pE, iE) = match iE with 
1» (Psec, a( )) :: queue —>• return removeI(pE, paJc, a) U PermReal(pE, queue) 
2.  null  —¥ re turn 0 
removeI(pE,paJc, a)  =  match pE with 
1- {p'sec.A') :: Queue IF (p^ ï tiçc A a = a') 
2.  re turn {p'aec, a( )) U removel (queue, p^, a) 
3.  e lse  return removel (queue, p^c, a)  
4. null —f re turn 0 
La figure 5.9 montre le résultat obtenu pour l'exemple (avec les exemples des figures 5.7 et 5.8). 
PermReal(PerEff(play, genPermission), ProhE f f (play, genProhibition)) = 
[ (Alphonse, guichetier, Montréal, deposer) 
, {Catherine, guichetier, Montréal, deposer) 
, {Boris, conseiller, Montréal, deposer) 
, {Denis, conseiller, Montréal, deposer) 
, {Boris, conseiller, Montréal, valider)] 
FIGURE 5.9 - Resuit of PermReal 
Dans l'exemple, pour chaque action, il y a au moins un environnement de sécurité qui permet 
de l'exécuter. De ce fait la partie statique de la politique de sécurité ne génère pas de deadlocks. 
5.2.2 Simulation de la partie dynamique 
Des outils de vérification de modèles permettraient la vérification de propriétés pour un modèle 
donné. Nous présentons un outils de simulation de politique EB3SEC. Cette section décrit un outil 
permettant de simuler les modélisation EB3SEC. Cet outil se base sur la plateforme APIS. La sec­
tion 5.2.2.1 décrit la plateforme APIS, la section 5.2.2.2 décrit comment est utilisée la plateforme 
APIS de manière à simuler des modèles EB3SEC. 
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FIGURE 5.10 - Architecture du prototype de noyau de sécurité 
5.2.2.1 La plateforme APIS 
La plateforme APIS permet de simuler le comportement de modèle EB3. En plus de comporter 
un interpréteur efficace de processus, elle permet de mettre à jour une base de données. Cette 
base de données est durant toute la simulation dans un état cohérent par rapport à la trace et per­
met l'évaluation des gardes présentes dans la modélisation. Son architecture est présentée à la 
figure 5.10. EB3PAI [24, 25] est un interpréteur d'expressions de processus EB3. Les expressions 
de processus peuvent contenir des prédicats faisant appel à des attributs utilisés par le SI. Pour 
implémenter le diagramme de classes de la politique de sécurité, nous utilisons EB3TG [30]. Ce 
module génère un schéma de base de données relationnelle et un programme permettant de mettre 
à jour les attributs de la base de données en fonction de l'action réalisée. Ce programme est uti­
lisé par EB3PAI pour maintenir la base de données dans un état cohérent pendant l'exécution des 
actions. Le module EB3GG [46] est utilisé pour générer un programme permettant d'évaluer les 
gardes contenues dans les expressions de processus. Ce programme est aussi utilisé par EB3PAI 
pour savoir si une garde est vraie ou fausse. EB3GG génère des requêtes SQL portant sur les bases 
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de données du SI. Si un événement n'est pas accepté par EB3PAI alors le module présenté dans [55] 
est utilisé pour générer un message d'erreur adapté. 
5.2.2.2 Utilisation de la plateforme APIS pour simuler des modèles EB3SEC 
La partie dynamique de la politique de CA ne peut pas être vérifiée à l'aide des algorithmes 
précédents. Cependant, le comportement de la modélisation EB3SEC peut être simulé. Cette simu­
lation permet, dans une certaine mesure, de découvrir des comportements menant à des deadlocks 
et les corriger le cas échéant. Pour simuler un modèle EB3SEC, on le transforme en modèle EB3. 
Cette transformation est possible en utilisant la sémantique des actions sécurisées de manière à les 
transformer en action EB3. Cette transformation permet alors à la plateforme APIS de pouvoir si­
muler le comportement d'un modèle EB3SEC. Cette transformation est possible à l'aide du prédicat 
statique : 
1. sp((p, r, o, evt)) = 
2. {p, r, o) e joue 
3. A (r, o, idEvt(evt)) G permission A permission(r, o, idEvt(evt) ).contrainte 
4. A(interdiction(r,o,idEvt(evt)).contrainte => {r,o,idEvt(evt)) £ interdiction) 
Le prédicat statique est alors exécuté pour chaque événement sécurisé. 
5.3 Un profil XACML pour la méthode EB3SEC 
Le langage XACML représente un standard de langage de description de politique de CA. Ce 
chapitre permet de comparer le langage EB3SEC au langage XACML. Cette comparaison se si­
tue au niveau de l'expressivité des deux langages. Suite à cette comparaison, ce chapitre décrit 
la possibilité de réaliser un profil EB3SEC en XACML. Une définition du langage XACML est 
donnée dans la partie 5.3.1.1. La partie 5.3.1.2 présente l'architecture type d'une implémentation 
du langage XACML. Les éléments du langage sont décrits dans 5.3.1.3. La partie 5.3.2 présente un 
panorama des différents outils consacrés à l'utilisation du langage XACML et aussi des différentes 
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implémentations connues. La partie 5.4 présente quelques extensions du langage. Finalement, la 
partie 5.5 présente les idées utiles à la réalisation d'un profil du langage EB3SEC en XACML. 
5.3.1 XACML 
5.3.1.1 Un aperçu du langage XACML 
XACML est un standard de l'OASIS [6], qui permet d'exprimer une politique de CA. Ce standard 
se base sur la technologie XML pour la syntaxe du langage. XACML est conçu pour être utilisé 
dans des SI construits avec une architecture SOA. 
Le langage XACML permet de décrire trois types d'objets. 
La politique de CA qui définit qui peut accéder à quoi. En XACML, la politique de CA est 
décomposée en plusieurs règles. Ces règles correspondent à des autorisations ou des refus 
pour une personne d'obtenir l'accès à un objet. Pour écrire ces règles, les caractéristiques du 
sujet et/ou des objets du systèmes sont utilisées pour définir des contraintes. 
Les requêtes (Décision Requests) sont envoyées par le système au PDP (Policy Décision Point). 
Elles contiennent les données nécessaires afin que le PDP puisse prendre une décision en 
adéquation avec la politique de CA. Les requêtes contiennent les données relatives au sujet 
(réalisant la requête), l'action qu'il souhaite exécuter, les objets sur lesquels porte la requête 
et l'environnement (i.e. toutes les données ne rentrant pas dans les catégories précédentes : 
le moment,... ). 
Les décisions (Authorization Décision) correspondent à la réponse du PDP pour une requête 
donnée. 
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FIGURE 5.11 - Architecture standard de l'implémentation d'une solution XACML 
5.3.1.2 L'architecture d'une solution XACML 
Le standard XACML fournit une architecture typique pour les implémentations possibles. Cette 
architecture est présentée à la figure 5.11 tirée de [57]. Cette architecture s'appuie sur différents 
éléments présents dans une architecture SOA. 
La politique de CA est stockée dans le PAP (Policy Administration Point). Elle est récupérée 
par le PDP (flèche 1). Les requêtes sont interceptées par le PEP (Policy Enforcement Point) (flèche 
2) et envoyées au context handler (flèche 3). Ce dernier les convertir de leur forme native vers 
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la forme canonique utilisée en XACML avant de les envoyer vers le PDP (flèche 4). Le PDP les 
reçoit, les analyse, rapatrie les règles de CA relatives à la requête et évalue la demande en fonction 
de la politique avant de renvoyer la décision. Le PIP (Policy Information Point) permet de connaître 
les valeurs des attributs nécessaires à la prise de décision (flèche 5 à 10). La décision est envoyée 
par le PDP au context handler (flèche 11), qui la convertit en langage natif avant de la renvoyer au 
PEP (flèche 12). 
5.3.13 Politique de CA en XACML 
La figure 5.12, tirée de [57], présente le modèle utilisé par le langage XACML pour décrire une 
pol i t ique de CA. De manière  général ,  une pol i t ique de CA est  exprimée en XACML à  l 'a ide d 'une 
structure arborescente. La racine de la politique contient toutes les règles, la racine est modélisée 
à l'aide d'un élément Policyset présenté à la section 5.3.1.4. De manière à pouvoir organiser 
hiérarchiquement la modélisation, la politique utilise des éléments de types Policyset ou policy. 
Les éléments de types Policyset peuvent contenir des éléments de types Policyset ou policy. Les 
éléments terminaux ou feuilles sont des éléments de type rule présentés à la section 5.3.1.4.Toute­
fois les éléments rule ne peuvent être contenus que par des éléments de type policy. Les éléments 
de type rule correspondent à une décision élémentaire, c'est-à-dire la permission ou l'interdiction 
exprimée à l'aide d'un élément de type effect présenté à la section 5.3.1.4 et une condition per­
mettant de définir des contraintes supplémentaires sur la permission ou l'interdiction. Les condi­
tions sont exprimées à l'aide d'élément de type condition. La politique de CA est représentée à 
l'aide d'une structure arborescente. De manière à préciser pour quelle requête chacun des nœuds 
ou feuille s'adresse, les éléments de type Policyset, policy ou rule utilisent des éléments de type 
target. Les éléments de type target, décrit à la section 5.3.1.4, permettent de décrire les requêtes 
cibles en décrivant les sujets, les objets, les actions et environnements concernés. Les éléments de 
type target peuvent être laissés vides, dans ce cas ils sont hérités de l'élément père. Pour enlever 
les ambiguïtés lors de la décision (c'est-à-dire si plusieurs décision différentes peuvent être prises 
pour une même requête), des éléments de types Policy Combining Algorithm sont utilisés par les 
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FIGURE 5.12 - Modèle utilisé pour décrire les politiques de CA en XACML 
éléments de type Policyset et des éléments de type Rule Combining Algorithm sont utilisés par les 
éléments de type Policy. Les éléments de type Policy Combining Algorithm (resp. Rule Combining 
Algorithm) sont décrits à la section 5.3.1.4 (resp. 5.3.1.4). Les éléments de type Policyset et Po­
licy peuvent contenir des éléments de type Obligation. Ces éléments .décrits à la section 5.3.1.4, 
permettent l'exécution de procédures par le système lorsque la décision prise pour une requête cor­
respond à une permission. Les différents exemples servant d'illustration sont issus des tests utilisés 
par l'implémentation fournie par Google 1. 
5.3.1.4 Policyset 
Le code source 5.1 présente un exemple de Policyset. Les Policyset représentent le constructeur de 
base utilisé en XACML. Us peuvent contenir des règles ou des ensembles de règles et peuvent poin­
1  http : / /code.google .com/p/enterprise-java-xacml/  
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ter vers d'autres Policyset à l'aide d'une URL Si l'élément Target (décrit dans la partie 5.3.1.4) d'un 
Policyset correspond au contexte d'une requête, Le PDP pourra utiliser ce Policyset pour résoudre 
cette requête. Si un Policyset contient des liens vers d'autres politiques à l'aide d'URL, alors ces 
URLs doivent pouvoir être résolues. Les différentes règles présentes dans un Policyset doivent être 
combinées à l'aide d'algorithmes précisés par l'élément PolicyCombiningAlgld. Les éléments de 
type Policyset sont utilisés de la même manière que les éléments Policy par les algorithmes de 
combinaison. 
L'élément description est une chaine de caractères contenant des informations textuelles sur 
l'élément policy set (l'élément description est aussi disponibles pour les éléments policy, rule ...). 
L'élément Obligations contient un ensemble d'obligations devant être réalisées par le PEP une 
fois la décision reçue. Si l'obligation ou une partie de l'obligation de peut être réalisée par le PEP, 
alors le PEP doit agir comme si la réponse retournée par le PDP était un refus. 
1 <Pol icySet  
xmlns=" urn:oasis:names:tc:xacml: l  .0  :pol icy" 
xmlns:xs i="http:  / /www.w3.  org/2001/XMLSchema— instance" 
xs i :schemaLocat ion="urn:oasis:names:tc:xacml:  1 .0:pol icy  
es—xacml—schéma—policy — Ol .xsd" 
Pol icySetId="urn:oasis:names:tc:xacml:1.0  :  conformance — 
test :  IIIA028:  pol icyset" 
Pol icyCombiningAlgId="urn:  oasis  marnes:  te:xacml:  1 .0:pol icy  — 
combining—algorithm:only —one—applicable  "> 
<Descript ion> 




<Pol icy  
Pol icyld="urn:oasis:names:tc:xacml:1.0  :  conformance — 
test :IIIA028:pol icyl" 
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RuleCombiningAlgId="urn:oasis:names:tc:xacml:  1  .0  rrule  —combining-
algorithm:f irst—applicable  "> 
</  Pol icy> 
<Obligat ions> 
<Obligat ion 
0bl igat ionld="urn:oasis:names:tc:xacml:1.0  rconformance— 
test:IIIA028:pol icyset:obl igat ion—1" 
Fulf i  11 On =" Permit  "> 
</Obligat ion> 
</  Obl igat ions> 
</  Pol icySet> 
Code source 5.1 - Exemple de Policyset utilisé en XACML 
Target : Un exemple d'élément target est donné au code source 5.2. L'élément target,permet 
d'identifier pour quelles requêtes l'élément parent (i.e. un élément de typepolicy, Policyset ou une 
requête) est utile. Il contient une définition des sujets, des ressources, des actions et des environne­
ments. L'élément target contient une suite d'éléments subjects, resources, actions et environments. 
Pour utiliser un élément de type Policyset dans l'évaluation d'une requête, toutes les données de son 
élément target doivent correspondre aux données de la requête. Si un élément n'est pas explicité 
dans l'élément target alors il correspond à toutes les valeurs possibles (i.e. c'est le même prin­
cipe de fonctionnement que le symbole wildcard en EB3SEC OU que l'étoile dans une expression 
régulière). Dans les exemples fournis par SUN aucun élément de type target ne contient d'élément 
de type environment. 
<Target> 
<Subjects> 
</  Subjects> 
<Resources> 
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Code source 5.2 - Exemple de Target utilisé en XACML 
Subjects : Un élément de type subjects contient une suite d'éléments de type subject, 
représentant un ensemble de valeurs possibles. Chacun des élément subject a des valeurs utilisées 
pour tester la correspondant avec le contexte d'une requête. Le code source présenté à la figure 5.3 
présente un exemple d'élément de type subjects. Chaque élément contient une fonction de corres­
pondance (matching fonction). Les fonctions de correspondance sont des fonctions de comparaison 
de type ou de valeur. Les arguments de la fonction d'appariement sont précisés à l'aide d'éléments 
de type SubjectAttributeDesignator ou attributeSelector, Les deux permettent de retrouver les va­
leurs des attributs d'une requête, le premier n'est utilisable qu'avec des éléments de type subject 




MatchId="urn:oasis :names: tc :xacml:  1  .0  : funct ion:s t r ing— equal  
"> 
<Attr ibuteValue 
DataType=" ht tp  :  / /www. w3.  org/2001 /XMLSchema#str ing "> 
Jul ius  Hibbertc/Attr ibuteValue> 
< SubjectAttr ibuteDesignator  
SubjectCategory=" urn:oasis :names: tc :xacml:  1  .0:subject  — 
category:  accès  s—subject"  
Attr ibuteld="urn:  oasis  inames:  te  :xacml:  1 .0  
:subject :subject  —id" 
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DataType=" http:  / /www.w3.  org/2001/XMLSchema#string "/> 
</  SubjectMatch> 
</Subject> 
</Subjects> 
Code source 5.3 - Exemple d'élément Subjects utilisé en XACML 
Resources, actions, environments : Les éléments de type resources, actions et environments sont 
définis par le même mécanisme que les éléments de type subjects. 
Pottcy : Un exemple d'utilisation d'un élément de type policy est donné dans le code source 5.4. 
Ce type d'élément comprend des éléments de type description, target, au moins un élément de type 
rule et aucun ou plusieurs éléments de type obligation. Les éléments de type policy combinent les 
différentes règles de CA à l'aide d'un élément de type rule-combining-algorithm. 
12 
<Pol icy 
Pol icyId="urn:oasis:names:tc:xacml:  1 .0  :conformance — 
test :IIIA028:pol icy3" 
RuleCombiningAlgId=" urn:oasis:names:tc:xacml:1.0:rule  —combining-
algorithm :  f irst  — appl icable  "> 
<Descript ion> 




Ruleld="urn:oasis:names:  te  :xacml:  1 .0  :conformance — 
test :IIIA028:rule3" 
Effect=" Permit  "> 
" < /Rule> 
<Obligat ions> 
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17 < /Obl igat ions> 
</  Pol icy> 
Code source 5.4 - Exemple de Policy utlilisé en XACML 
Rule : Un exemple d'élément de type rule est présenté dans la figure 5.5. Les élément de type 
rule contiennent un élément de type effect dont la valeur peut être "Deny" ou "Permit". Ils peuvent 
aussi contenir un élément de type target, celui-ci hérite des valeurs de l'élément englobant s'il n'est 
pas présent (c'est-à-dire de l'élément Policy ou Policyset contenant l'élément Rule). Un élément de 
type rule peut aussi contenir un élément de type condition correspondant à une fonction booléenne 
définie sur les sujets, les ressources, les actions et les environnements ou sur les différents attributs 
présents dans la politique. 
<Rule  
2  RuleId="urn:oasis:names:tc:xacml:  1 .0  :conformance-
test :IIIA028:rule4 " 
Effect="Permit"> 
<Descript ion> 
A subject  who i s  at  least  100 years  o lder  than Bart  
Simpson may perform any act ion on any 
7  resource.  NOT APPLICABLE. 
< /  Descript ion> 
<Condit ion Funct ionld="urn:oasis:names:tc:xacml:1.0:funct ion: integer 
—greater  —than—or—equal"> 
<Apply Funct ionId="urn:oasis:names:terxacml:  1  .O.: funct ion: integer — 
subtract"> 
<Apply Funct ionId="urn:oasis:names:tc:xacml:  1 .0  
: funct ion: integer —one—and—only "> 
12 <SubjectAttr ibuteDesignator 
Attr ibuteld="urn:oasis:names:tc:xacml:1.0  :conformance 
— test :age" 
DataType="http:  / /www.w3.  org/2001/XMLSchema#integer "/> 
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<AppIy Funct ionId=" urn:oasis:names :  te  :  xacml:  1 .0  
:  f  u  n c  t  i  o  n :  i  n  t  e  g  e  r  —one—and—only "> 
<EnvironmentAtt  r i  bu te  Désigna tor  
Attr ibuteId="urn:oasis:names:tc:xacml:  1 .0  :conformance 
—test:bart  —simpson— âge" 
DataType=" http:  / /www. w3.  org/200 l /XMLSchema#integer "/> 
</  Apply> 
</Apply> 
<AttributeValue 




Code source 5.5 - Exemple de Rule utilisé en XACML 
Algorithmes de combinaison (des règles et des politiques) : Les politiques de CA décrites en 
XACML correspondent à des listes de permissions et d'interdictions. Plusieurs règles peuvent 
s'appliquer pour la même requête. Les algorithmes de combinaison permettent de choisir une 
règle, c'est-à-dire comment tenir compte des différentes règles pertinentes. Si plusieurs règles s'ap­
pliquent pour une même requête, la décision sera prise en fonction de l'algorithme de combinaison. 
• Deny-overrides 
- Si une règle au moins a pour réponse "Deny", le résultat est "Deny". 
- Si toutes les règles ont comme résultat "Permit", alors le résultat est "Permit". 
• Permit-overrides 
- Si au moins une règle a comme résultat "Permit", le résultat est "Permit". 
- Si au moins une règle a comme résultat "Deny'' et toutes les autres règles ont comme 
résultat "NotApplicable" alors le résultat est "Deny". 
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- Si toutes les règles ont comme résultat "NotApplicable" alors le résultat est "NotAp-
plicable". 
• First applicable : les règles sont évaluées dans l'ordre dans lequel elles sont définies dans la 
politique. 
- Pour chaque règle, si l'élément target correspond et si l'élément condition est évalué à 
vrai, la règle est évaluée. Le résultat peut être "Permit", "Deny" ou "Indeterminate". 
- Autrement, l'algorithme passe à la règle suivante. Si aucune règle ne s'applique, le 
résultat renvoyé est "NotApplicable". 
• Only-one-applicable 
- Pour toutes les politiques définies, si aucune ne s'applique, le résultat est "NotAppli­
cable". 
- Si plus d'une politique s'applique, le résultat est "Indeterminate". 
- Si une seule règle s'applique, alors le résultat est le résultat de l'évaluation de cette 
règle. 
Obligation : Un exemple d'élément obligation est donné au code source 5.6. Les éléments 
de type obligation contiennent un identificateur, un élément de type FulfillOn indiquant quand 
l'obligation doit être prise en compte et aussi des éléments permettant d'indiquer les valeurs des 
différents arguments à prendre en compte. Une obligation correspond à une directive envoyée par 
le PDP au PEP. Cette directive explique ce qui doit être fait avant et après que l'accès ait été 
donné. Si le PEP n'est pas capable de se conformer à une de ses directives, l'autorisation doit être 
annulée. L'identificateur permet au PEP d'identifier la procédure à exécuter. Les éléments de type 
attribute assignment contenus dans un élément de type obligation permettent au PEP de connaître 
avec quelles valeurs il doit exécuter la procédure. 
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10 
<Obligat ion 
Obligat ionId="urn:oasis :names: tc :xacml:  1  .0  :conformance — 
tes t : I I IA014:pol icyl :obl igat ion—1" 
Fui  f i  11 On=" Permit  "> 
<Attr ibuteAssignment  
Attr ibuteId="urn:oasis :names: tc :xacml:  1 .0  :conformance — 
tes t : I I IA014:pol icyl :ass ignmentl"  
DataType=" h t tp:  / /www. w3.  org/2001/XMLSchema#str ing ">assignmentl  
</  Attr ibuteAssignment> 
<Attr ibuteAssignment  
Attr ibuteld=" urn:  oasis  marnes :  te  :xacml:  1  .0  :conformance — 
tes t : I I IA014:pol icy 1 :  ass ignment2 "  
DataType=" h t tp  :  / /www. w3.  org/2001/XMLSchema#str ing ">assignment2 
</  Attr ibuteAssignment> 
</Obligat ion> 
Code source 5.6 - Example d'Obligation utilisée en XACML 
5.3.1.5 Les requêtes 
10 
<?xml version=" 1.0" encoding="UTF-8"?> 
<Request  
xmlns=" urn:oasis :names: te :xacml:  1  .0:context"  
xmlns:xsi="ht tp:  / /www.w3.  org/2001/XMLSchema—instance" 
xsi :schemaLocat ion=" urn:oasis :names: tc :xacml:1.0:context  
es—xacml—schéma—context  —01.xsd"> 
<Subject> 
< Attr ibute  
Attr ibuteId="urn:oasis :names: tc :xacml:  1  .0  :subject :subject  
id"  
DataType="ht tp:  / /www.w3.  org/2001/XMLSchema#str ing "> 
<Attr ibuteValue>Jul ius  Hibbert</Attr ibuteValue> 
</Attr ibute> 
</  Subject> 
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<Subject  SubjectCategory=" urn:  oasis inames :  te  :xacml:  1  .0  rsubject  — 
category:recipient  —subject"> 
<Attr ibute  
A t  t r ibu te ld=" urn:  oasis  :names:  te  :xacml:  1  .0:subject :subject-
id"  
DataType=" ht tp  :  / /www. w3.  org/2001/XMLSchema# s t r ing "> 
<Attr ibuteValue>Bart  Simpsonc/Attr ibuteValue> 
</Attr ibute> 
</Subject> 
<Subject  SubjectCategory=" urn:oasis :names: te :xacml:  1  .0:subject  — 
category:codebase"> 
<Attr ibute  
Attr ibuteld="urn:oasis :names: tc :xacml:1.0 
:subject :subject  —id" 
DataType=" ht tp  :  / /www.w3.  org/2001/XMLSchema#anyURI"> 
<Attr ibuteValue>http :  / /www. medico .com/ appl icat ions/  




<Attr ibute  
Attr ibuteld="urn:oasis :names: tc :xacml:1.0:resource:resource 
- id"  
DataType=" ht tp  :  / /www.w3.  org/2001/XMLSchema#anyURI"> 
<Attr ibuteValue>http:  /  /  medico .com/ record/  pat ient  /BartSimpson</  
Attr ibuteValue> 
</  Attr ibute> 
</Resource> 
<Action> 
<Attr ibute  
Att  r i  buteld =" urn :  oasis  :names:  te  :  xacml:  1 .0:  act ion:  act ion —id" 
DataType=" ht tp  :  / /www.w3.  org/2001/XMLSchema#str ing "> 
< Att  r i  bu te  Value>read</  Attr ibuteValue> 
</Attr ibute> 
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</  Act ion> 
</  Request> 
Code source 5.7 - Exemple de requête 
Un exemple de requête XACML est donné au code source 5.7, présentant les quatre types 
d'éléments que peut contenir une requête XACML. 
L'élément subject représente l'acteur réalisant la requête. Il est défini à l'aide d'un ou plusieurs 
attributs. 
L'élément resource définit les données ou les composantes du système auxquel le demandeur de 
la requête veut avoir accès. H est défini par un ou plusieurs attributs. Ces attributs ne peuvent 
toutefois définir qu'un seul objet par requête. 
L'élément action est unique pour chaque requête et peut être défini par un ou plusieurs attributs. 
D décrit ce que le demandeur de la requête planifie de faire avec la ressource demandée. 
L'élément environment contient tous les attributs nécessaires à la prise de décision pour la requête 
qui ne sont pas contenus dans les précédents éléments. 
Pour chaque attribut utilisé dans les éléments de la requête (i.e. subject, resource, action et 
environment), un identificateur (c'est-à-dire un élément de type Attributeld) et un type (c'est-à-dire 
DataType) doivent être précisés. Les éléments de type Attributeld sont soit des éléments prédéfinis 
par le système soit définis par l'utilisateur au sein de la spécification XACML. Les types supportés 
par XACML sont les types de bases (i.e. string, boolean, integer...). 
5.3.1.6 Les décisions 
Un exemple de décision est présenté au code source 5.8. Cette exemple présente les différents 
éléments que peut contenir une décision selon la norme OASIS. 
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<?xml version=" 1.0" encoding="UTF-8"?> 
<Response 
xmlns="urn:oasis :names: tc :xacml: l  .0  :eontext"  
xmlns:xsi="ht tp:  / /www.w3.  org/2001/XMLSchemar- instance" 
xsi :schemaLocat ion="urn:  oasis  rnames:  te  :xacml:  1  .0:context  
es— xacml— schéma—cont  ex t  —01.xsd"> 
<Resul t> 
<Decis ion>Permit</  Decis ion> 
<Status> 
<StatusCode 
Value="urn:oasis :names: tc :xacml:  1  .0  :  s ta tus  :  ok"/> 
</Status> 
<Obligat ions xmlns="urn:oasis :names: tc :xacml:  1  .0  :pol icy "> 
<Obligat ion 
Obligat ionId="urn:oasis :names: te :xacml:  1  .0  :conformance — 
tes t . I I IAOO 1 .obl igat ion —1" 
Fulf i l lOn=" Permit  "> 
<Attr ibuteAssignment  
Attr ibuteld="urn:oasis :names: tc :xacml:1.0 :conformance-
tes t : I I IA001:assignmentl"  
DataType="ht tp:  / /www.w3.  org/2001/XMLSchema#str ing "> 
assignmentl</  Attr ibuteAssignment> 
<Attr ibuteAssignment  
Attr ibuteld="urn:oasis :names: tc :xacml:1.0 :eonformanee-
tes t  :  I I IA001 :  assignment2 "  
DataType="ht tp:  /  /www .w3.org/2001/  XMLSchema# s  t  r  i  n  g  "> 
assignment2</  Attr ibuteAssignment> 
</  Obligat ion> 
<Obligat ion 
Obli  gat i  onId=" urn :  oasis  :names:  te :  xacml:  1  .0  :conformance — 
tes t : I I IA00 1 :obl igat ion — 2"  
Fulf i l lOn=" Permit  "> 
<Attr ibuteAssignment  
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28 
33 
Attr ibuteId="urn:oasis:names:tc:xacml:  1 .0  iconformance-
test :IIIA001:ass ignmentl  "  
DataType="http:  / /www.w3.  org/2001/XMLSchema#string"> 
ass ignmentl</  Attr ibuteAssignment> 
<AttributeAssignment  
Attr ibuteId="urn:oasis:names:tc:xacml:  1 .0  :conformance-
.  test :IIIA001:ass ignment2" 
DataType=" http :  / /www. w3.  org /2001 /XMLSchema#s tr ing "> 





Code source 5.8 - Exemple de décision 
Les décisions correspondent au résultat pris par le PDP pour une demande d'accès. Les différentes 
valeurs prises par une décision sont : "Permit", "Deny", "Not applicable" ou "Indetermi-
nate". 
Le statut permet de donner plus de précisions sur le résultat. D est surtout utilisé dans le cas où 
la réponse correspond à un "Deny". Le statut permet de savoir si l'interdiction est due à la 
politique de CA, à une erreur de syntaxe dans la politique, à un attribut manquant ou à une 
erreur d'évaluation de la politique. 
Les obligations doivent être exécutées par le PEP avant d'autoriser ou d'interdire l'accès aux 
données. 
Lorsque la décision vaut "Permit", l'accès est autorisé. Dans le cas contraire, si l'accès est 
refusé la décision vaut "Deny". Si la ressource demandée n'est pas présente dans la politique, la 
décision vaut "Not Applicable" (aucune règle ne s'applique à la requête). Si la politique de CA 
ne peut prendre de décision pour la requête, même en utilisant les algorithmes de combinaison, 
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la décision vaut "Indeterminate" (grâce au statut, des informations supplémentaires peuvent être 
récupérées : il manque des valeurs d'attributs, une erreur est survenue ...). 
5.3.2 Implémentation 
5.3.2.1 L'implémentation de SUN 
Cette implémentation 2 a vu son développement commencer en 2003, les dernières événements 
datent de 2006. Cette implémentation correspond à une API Java. Cette API peut être uti­
lisée pour développer un PEP et/ou un PDP. Une documentation est fournie afin d'expliquer le 
développement d'un PEP et d'un PDP. Le développement de ces deux modules est à la charge de 
l'utilisateur. Cette API est faite pour supporter les versions 1.0 et 2.0 de la norme XACML. Rien 
n'est dit à propos du support de la version 3.0. 
5.3.2.2 L'implémentation de Google 
Ce projet 3 a commencé en 2008, aucune modification n'est survenue depuis 2009. Cette 
implémentation ne supporte actuellement que les versions 1.0 et 2.0 de XACML. Les versions à ve­
nir de cette implémentation sont sensées supporter la norme 3.0 de XACML. Cette implémentation 
correspond aussi à une API Java utilisable pour développer sa propre solution. Cependant, un PDP 
utilisable est déjà fourni. 
5.3.3 Les outils 
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5.3.3.1 L'éditeur XACML UMU 
Cette éditeur 4 correspond à un outil d'édition de politiques XACML. D permet la création de 
politique de CA compatibles avec le standard XACML. Un outil de vérification est aussi fourni. 
Cet outil permet de valider la politique de CA créée par rapport aux schémas XML fournis par 
l'organisation OASIS. Bien que cet outil soit utile, il ne comporte pas d'interface permettant la 
représentation graphique de la politque de CA ou d'outils de vérification de la consistance de la 
politique de CA décrite. 
5.3.3.2 Un outil de modélisation de politiques de CA de type RBAC 
Cet outil se présente sous la forme d'un plugin de la plateforme Eclipse. Le document [79] fournit 
la documentation et les détails d'implémentation de cet outil. Cet outil permet la modélisation en 
XACML de politiques de CA respectant le modèle RBAC. Les politiques modélisées à l'aide de 
cet outil peuvent toutefois contenir des contrainte de SoD résolues de manière statique (SSD). La 
modélisation se réalise à l'aide d'une interface permettant d'avoir une représentation graphique de 
la politique. Une fois la politique modélisée, cet outil permet de générer les fichiers correspondant 
à la représentation XACML de la politique modélisée. 
5.4 Quelque extensions XACML 
Cette section présente quelques extensions du langage XACML. Ces extensions permettent entre 
autre de relier le modèle RBAC ou là résolution dynamique de contraintes de SoD au langage 
XACML. Les différentes illustrations de cette section sont issues de [6]. 
5.4.1 Un profil du modèle RBAC 
Pour spécifier en XACML une politique respectant le standard RBAC, il faut principalement quatre 
composantes. Ces composantes sont des politiques XACML génériques qu'il faut adapter à la po­
4http ://xacml.dif.um.es/ 
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litique modélisée. Des exemples d'utilisation de ces composantes sont décrits dans [6]. Ce profil 
a pour but de représenter une politique de CA de type RBAC en XACML. Pour fonctionner, ce 
profil repose sur l'utilisation d'un modèle supplémentaire. Ce module va pour chaque requête 
reçue ajouter les rôles possibles de l'utilisateur. Ce module, pour prendre sa décision, utilise une 
politique XACML, décrit dans la section 5.4.1.1. Une fois les rôles de l'utilisateur ajoutés à la 
requête, la politique de CA est décomposée en deux types de fichiers : Les fichiers correspon­
dant aux rôles et ceux correspondant aux permissions. Les fichiers correspondant aux rôles décrits 
à la section 5.4.1.2, permettent d'isoler le rôle de l'utilisateur ayant envoyé la requête et d'ap­
peler les permissions adéquates. Ces permissions sont décrites dans des fichiers présentés à la 
section 5.4.1.3. Il existe un fichier par rôle présent dans la politique de CA. Ce mécanisme permet 
de pouvoir représenter une hiérarchie de rôles. Finalement, les contraintes de SSD peuvent aussi 
être représentées avec ce profil, les mécanismes adéquats sont présentés en section 5.4.1.4. 
5.4.1.1 Élément de type Policy ou Policyset utilisé pour l'affectation des rôles 
Ces éléments XACML sont utilisés par un module annexe. Ce module permet d'ajouter aux 
requêtes reçues le ou les rôles que le sujet peut activer. Lors de son fonctionnement ce module 
ne prend en compte que le champs sujet de la requête. D analyse alors la politique de CA qu'il 
utilise de manière à ajouter à la requête les attributs nécessaires pour définir le ou les rôles du sujet. 
Un exemple de politique de CA utilisée par ce module est donné au code source 5.9. Cet élément 
décrit quel rôle peut être activé par quelle utilisateur du système. Des contraintes (i.e. des heures de 
validité, le nombre maximum de rôles pouvant être activés simultanément,...) peuvent apparaître 
dans cet élément. Cet élément doit pouvoir être consulté par les composantes du système qui per­
mettent à l'utilisateur d'utiliser un ou plusieurs rôle durant sa session (ces attributs vont pouvoir 
alors être utilisés dans les requêtes d'accès envoyés au système). Cet entité est appelé 'activité 
d'habilitation des rôles' (Rôle Enablement Activity), dans le document [1]. 
<Pol icy xmlns="urn:oasis:names:tc:xacml:  1 .0:pol icy" 
Pol icy  Id=" Rôle:  Assign ment:  Pol icy" 
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</  Subjects> 
<Resources> 
<AnyResource />  





< ! —  E m p l o y é e  r ô l e  r e q u i r e m e n t s  r u l e  — >  
<Rule  




<SubjectMatch MatchId="&funct ion ;  s tr ing-equal"> 
<AttributeValue 




Attr ibuteld="&subject  ;  subject- id" 
DataType="&xml ;  s  t  r i  n  g  "/> 
29 </SubjectMatch> 
</ Subject> 
</  Subjects> 
<Resources> 
<Resource> 
34 <ResourceMatch MatchId="&funct ion ;  s tr ing —equal"> 
<AttributeValue DataType="&xml ;  s tr ing "> 
employee 
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</ Attribut eValue> 
<ResourceAttributeDesignator 
39 AttributeId="urn:someapp:attributes:role" 
DataType="&xml ;  s tr ing"/> 





<ActionMatch MatchId="&function ;  s tr ing —equal"> 
<AttributeValue DataType="&xml ;  s tr ing"> 
enable 
49 </AttributeValue> 
<ActionAttributeDesignator AttributeId="&action ;  act ion—id'  
DataType="&xml ;  s tr ing "/> 




<Condit ion FunctionId="&function ;  and"> 
<Apply FunctionId="&function ;  t ime—greater — than— or—equal"> 
<Apply 
59 FunctionId="&function ;  t ime—one—and-only "> 
<EnvironmentAttributeDesignator Attributeld="& 
environment ;  current—time" 
DataType="&xml ;  t ime"/> 
</Apply> 
<AttributeValue 




<Apply FunctionId="&function ;  t ime-less  - than-or-equal"> 
69 <Apply 
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74 
79 
FunctionId="&function ;  t ime—one—and—only"> 
<EnvironmentAttributeDesignator Attributeld="& 
environment ;  current — t ime" 
DataType="&xml ;  t ime"/> 
</Apply> 
<AttributeValue 
DataType="&xml;  t ime"> 
17h 
</  AttributeValue> 
</Apply> 
</  Condit ion> 
</Rule> 
</Pol icy> 
Code source 5.9 - Exemple de Policyset utilisé pour l'assignation des rôles 
5.4.1.2 L'élément Policyset correspondant aux rôles 
Cet élément de type Policyset permet pour une requête reçu de déterminer le rôle joué par l'uti­
lisateur ayant envoyé cette requête. Cette reconnaissance s'effectue à l'aide de l'élément target et 
analyse le champ correspondant au rôle dans la requête par le module décrit précédemment. Une 
fois le rôle déterminé l'élément de type Policyset fait un appel aux permissions correspondant à ce 
rôle à l'aide d'un élément PolicySetldReference. Les permissions données à un rôle sont décrites à 
l'aide d'un élément de type Policyset décrit dans la section 5.4.1.3. 
5.4.13 Les éléments Policyset correspondant aux permissions données à un rôle 
Cette élément décrit les permissions données à un rôle. Un élément de type Policyset décrit ces 
permissions. H peut contenir un ou plusieurs éléments de type rule. Chacun de ces élément de 
type rule correspond à une permission élémentaire donnée au rôle correspondant. De manière à 
modéliser l'héritage de rôles, les éléments contenant les permissions d'un rôle peuvent faire appel 
aux permissions d'un autre rôle à l'aide d'un élément de type PolicySetldReference. 
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5.4.1.4 L'élément Pottcyset utilisé pour la SoD 
Un exemple est donné à la figure 5.10. Toutefois, on ne peut faire intervenir qu'une résolution 
statique des problèmes de SoD. Dans l'exemple donné, un utilisateur ne peut plus réaliser d'action 
s'il possède à la fois les rôles "contracter" et "employee". L'élément de type Policyset comporte 





<PolicySet  xmlns="urn:oasis:names:tc:xacml:  1 .0:pol icy" 
PolicySetId="Separation:of:Duty :  Pol icySet  " 
Pol icyCombiningAlgId="&policy —combine ;  deny—overrides "> 
<Target> 
<Subjects> 
<AnySubject  /> 
</  Subjects> 
<Resources> 






< ! —  D i s a l l o w  s i m u l t a n e o u s  c o n t r a c t o r  a n d  e m p l o y e e  r ô l e s  — >  
<Policy 
Pol ie  y  Id =" c  on trac tor :  AND: employee:  dis  al lowed" 




<SubjectMatch MatchId="&function ;  s tr ing —equal"> 
<Attribu te  Value DataType="&xml ;  s tr ing "> 
employee 
</  AttributeValue> 
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<SubjectAttributeDesignator Attributeld =" 
urn:someapp:attributes:role" 
DataType="&xml ;  s tr ing"/> 
</  SubjectMatch> 
<SubjectMatch MatchId="&function ;  s tr ing —equal"> 




urn: someapp:attributes:role  " 
DataType="&xml ;  string "/> 
</  SubjectMatch> 
</  Subject> 
. < /Subjects> 
<Resources> 
<AnyResource /> 




</  Target> 
<Rule RuleId="Deny:target:role:combination " Effect="Deny"/> 
</Pol icy> 
< ! —  R e f e r e n c e  t h e  R ô l e  P o l i c y S e t s  t h a t  a r e  s u b j e c t  t o  s é p a r a t i o n  o f  
d u t y  — >  
<PolicySetIdReference> 
RPS:employee:role  
</  Pol icySetIdReference> 
<PolicySetIdReference> 
RPS: contractor:  rôle  
</  Pol icySetIdReference> 
<PolicySetIdReference> 
RPS: manager:  rôle  
</Pol icySetIdReference> 
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</ Pol icySet> 
Code source 5.10- Exemple de Policyset utilisé pour les SoD 
5.4.2 Un profil XACML pour la SoD 
Cette section traite de l'expression de contraintes de SoD dans une politique décrite en XACML. 
Elle décrit d'abord la résolution statique dans 5.4.2.1 puis la résolution dynamique dans 5.4.3. 
5.4.2.1 La SoD statique 
La résolution statique des problème de SoD est intégrée au profil RBAC [6]. Un élément de type 
Policyset est utilisé pour stocker les rôles qui ne peuvent être joués par les mêmes personnes. Les 
outils décrits dans [79] peuvent être uilisés pour créer des politiques contenant des contraintes de 
SSD. 
5.4.3 La SoD dynamique 
Les contraintes de DSD peuvent être utilisées en XACML. Dans le document [19], les éléments 
de type obligation sont utilisés pour intégrer des contraintes de DSD dans une politique XACML. 
En pratique, les éléments de type obligation sont utilisés pour mettre à jour la politique de sécurité 
lorsqu'une action est exécutée. La décision renvoyée par le PDP au PEP permettant à l'utilisateur 
de réaliser la première action concernée par la SoD comporte dans son élément obligation l'appel 
à une routine. Cette routine devant être exécutée par le PEP permet la mise à jour de la politique 
de sécurité. Cette routine modifie la politique de manière à ce que l'utilisateur ayant réalisé la 
première action soit interdit de réaliser la seconde action concernée par la SoD. Cependant une 
fois la seconde action réalisée, aucune information n'est mentionnée quand à la mise à jour de la 
politique de sécurité de manière à pouvoir autoriser de nouveau l'utilisateur à pouvoir réaliser la 
seconde action pour une autre instance du workflow. 
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5.4.4 Le profil OrBAC 
Le document [1] présente une extension du profil RBAC de manière à pouvoir prendre en compte 
tous les contextes nécessaires à l'expression d'une politique OrBAC. Pour modéliser une poli­
tique de CA en OrBAC, il faut pouvoir utiliser les concepts de rôle, activité, vue et contexte. 
De nouvelles composantes appelées REA (Rôle Enablement Activity), AEA (Activity Enablement 
Activity), VEA (View Enablement Activity) et CEA (Context Enablement Activity) sont intro­
duites, leur fonctionnement est calqué sur celui du REA introduit dans le profil XACML du modèle 
RBAC [6]. L'orchestration et l'utilisation de ces composantes sont expliquées par le diagramme de 
séquence de la figure 5.13. 
5.5 Un profil XACML pour la méthode EB3SEC 
La définition d'un profil XACML pour la méthode EB3SEC permet de comparer les capacités d'ex­
pression des deux langages. 
5.5.1 Étude de faisabilité du profil 
Cette section décrit les différents points à prendre en compte dans l'établissement du profil. De 
manière à comparer les deux langages, on compare l'expression de différentes contraintes de CA 
dans les deux langages. 
5.5.1.1 Permissions 
Cette partie décrit l'expression d'une permission sans contraintes dans les deux langages. 
L'exemple utilisé est la permission pour le docteur Julius Hilbert d'accéder en lecture au dossier 
médical du patient Bart Simpson. 
En EB3SEC : Pour exprimer l'exemple de permission, il faut d'abord définir le diagramme de 
classes présenté à la figure 5.14. Le concept d'organisation n'étant pas requis pour cet exemple, 
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userclient 
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Request(ajbjact,action,re8ource) 
_Roles(subjecgj 
Set of rôles 
_Activitie faction). 














FIGURE 5.13 - Diagramme de séquence utilisé pour l'orchestration des composantes du profil 
OrBAC 
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Permission 
Action 
n Q..nl nam name 
FIGURE 5.14 - Diagramme de classes utilisé en EB3SEC 
n'a pas été représenté dans le diagramme de classes. Le prédicat statique défini pour cet exemple 
est : 
sp((p, r, evt)) = (p, r) G joue A 
(r, label (evt)) G permission 
La permission s'écrit alors : 
(Julius Hibbert, read( Bart Simpson )) 
En XACML : Le code source 5.11 présente la permission modélisée en XACML. Pour 
modéliser cette règle, un élément de type Rule est utilisé. 
<Rule 
Ruleld=" urn: oasis  :  name s:  te:  xa.cml:  1 .0  :conformance-test:IIA 1 :rule  " 
Effect=" Permit  "> 
<Description> 
Julius Hibbert  can read or write  Bart  Simpson '  s  médical  record.  
</Description> 
<Target> 
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Matchld="urn: oasis:  names:  te  rxacml:  1 .O:function:string —equal  
"> 
<AttributeValue 
DataType="http:  / /www.w3.  org/2001/XMLSchema#string"> Jul ius  











Matchld="urn:oasis:names:te:xacml:  1 .0  :function:anyURI—equal  
"> 
<AttributeValue 
DataType="http:  / /www.w3.  org/2001/XMLSchema#anyURI">http:  / /  
medico .  com/ record/  patient  /  BartSimpson </AttributeValue> 
<ResourceAttributeDesignator 
AttributeId="urn:oasis:names:tc:xacml:  1 .0  :resource:resource 
- id" 







MatchId="urn:oasis:names:tc:xacml:  1 .O:function:string —equal"> 
<AttributeValue 
DataType="http:  / /www.w3.  org/2001/XMLSchema# s  tr ing">read </  
AttributeValue> 
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38 
43 
< Action AttributeDesignator 
AttributeId="urn:oasis:names:tc:xacml:l  .0  :act ion:action— id" 






Code source 5.11 - Un exemple de permission en XACML 
Comparaison : Le diagramme de classes et le prédicat statique sont écrits pour l'ensemble de 
la spécification. Pour d'autres permissions seuls des n-uplets seront rajoutés. L'expression EB3SEC 
est beaucoup plus concise que l'expression XACML. 
5.5.1.2 Diagramme de classes 
En XACML, les seules entités utilisées sont les sujets, les objets, les actions ou l'environnement. 
Toutefois, tout autre concept peut être utilisé mais sera exprimé comme un attribut d'une entité 
précédemment citée. Le diagramme de classes utilisé dans une modélisation EB3SEC peut alors 
être traduit en XACML. Cette traduction est réalisée de différentes manières, selon le contenu du 
diagramme de classes. Différentes méthodes de traduction sont décrites dans les sections suivantes. 
Première version Le diagramme de classes du modèle EB3SEC ne contient que les entités exis­
tant en XACML : sujets, objets, actions et environnement. La traduction est obtenue en explicitant 
en XACML les différentes instances du diagramme de classes. 
Deuxième version Si le diagramme de classes contient d'autres entités, il est transformé de 
manière à ce que les entités qui ne sont pas des concepts utilisés en XACML deviennent des 
attributs des entités de base en XACML. Une fois cette transformation réalisée, le diagramme peut 
être transformé en XACML comme précédemment. 
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Troisième version Le diagramme de classes contient d'autres entités que les concepts de base 
utilisés en XACML. L'idée est de reprendre le principe utilisé dans [1, 6]. Pour chaque entité 
non supportée par XACML, il faut créer un élément de type Enablement Activity. Ces éléments 
permettent pour chaque requête reçu de la compléter avec les valeurs des entités supplémentaires 
du diagramme de classes. Leurs utilisation est comparable au diagramme de séquence décrit dans 
la figure 5.13. 
5.5.13 Expression de processus 
Le langage XACML permet de décrire une politique de contrôle d'accès de manière statique. 
Les éléments de l'algèbre de processus EB3SEC n'ont pas d'équivalent en XACML. Cependant 
l'article [19] décrit une méthode, se basant sur le mécanisme d'obligation de XACML, permettant 
d'inclure des éléments dynamiques. C'est-à-dire qu'une fois une décision prise, la politique peut 
être modifiée au travers du champ obligation. Dans ce cas, le champ obligation permet d'exécuter 
une routine permettant la mise à jour de la politique. Les sections suivantes décrivent comment ce 
mécanisme peut être utilisé pour traduire les opérateurs EB3SEC. 
La séquence Dans cette section nous montrons comment traduire l'opérateur de séquence 
présent en EB3SEC. Pour des besoins d'illustration nous considérons la séquence suivante : 
(adrian, read ( dossier(alice) )). (boris, write ( dossier(bob) )) 
Cette section se focalise sur la traduction des opérateurs, nous supposons que le diagramme de 
classes a déjà été traduit à l'aide d'une des méthodes précédemment illustrées dans 5.5.1.2. Pour 
traduire cette séquence en XACML, nous allons créer un élément de type Policy pour chacune 
des actions sécurisées de l'exemple. Ensuite, nous utilisons le champ obligation pour appeler des 
routines de mise à jour. Le procédé est expliqué dans la suite. 
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1. Écrire la politique XACML correspondant à (adrian, read ( dossier(alice) )). Cette 
action sécurisée donne un élément de type Policy semblable à celui du code source 5.11. 
Cependant, le champ obligation appelle la routine FromAt oB 
2. Écrire la politique XACML correspondant à {boris, write ( dossier (bob) )). Comme 
précédemment le résultat est semblable au code source de la figure 5.11. Cependant, le 
champ obligation fait appel à la routine FinB 
La routine FromAt oB remplace l'élément Policy correspondant à la première action sécurisée 
de la séquence par l'élément Policy correspondant au deuxième élément de la séquence. La routine 
FinB retire de la politique XACML l'élément correspondant à la seconde action sécurisée de la 
séquence. Au début de l'exécution du système, l'élément Policy correspondant à la première ac­
tion sécurisée de la séquence est présent dans la politique de CA. Lorsque l'événement correspon­
dant à la lecture par adrian au dossier d'alice aura été exécuté, la routine FromAtoB s'exécute. 
Adrian n'a donc plus accès au dossier d'Alice, mais boris a alors accès au dossier de bob. Une 
fois l'événement correspondant à l'écriture dans le dossier de bob par boris exécuté, la routine 
FinB s'exécute, boris ne peut plus accéder au dossier de bob. L'utilisation de ces routine permet 
la simulation en XACML de l'opérateur de séquence utilisé en EB3SEC. 
Entrelacement quantifié Dans cette section, nous nous focalisons sur la traduction de 
l'opérateur d'entrelacement quantifié. Pour illustrer nos propos, nous considérons l'exemple d'en-
\ 
trelacement quantifié suivant : 
|||x€jEiV5 : (adrian, read ( dossier (x) )) 
Pour traduire cet exemple en XACML, il faut traduire (adrian, read ( dossier(x) )), pour 
chaque élément de EN S. Pour chaque valeur de x, l'action sécurisée correspond à une permission 
sans contrainte, elle peut être traduite par un élément de type Policy comme vu précédemment. 
Cependant, pour chacun de ces éléments utilisés, le champ obligation est utilisé pour faire appel à 
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une routine nommée StopAx où x est remplacé par la valeur de la variable x dans l'élément de 
type Policy. Dans un besoin de compréhension, nous supposons que la valeur de x est anais (avec 
anais G ENS). L'action sécurisée (adrian, read ( dossier(anais) )) est transformée en un 
élément de type Policy faisant appel à la routine StopAanais à l'aide du champ obligation. Une 
fois l'événement correspondant à la lecture du dossier d'anais par adrian, la routine St opAana i s 
de la politique de CA l'élément de type Policy permettant à adrian de réaliser cette lecture. L'uti­
lisation de ces routines permet la simulation en XACML de l'opérateur d'entrelacement quantifié 
présent en EB3SEC. 
Le choix Dans un soucis d'illustration, nous utilisons l'exemple de choix suivant. 
{adrian, read ( dossier (alice) )) | {boris, write ( dossier(bob) )) 
Pour traduire cette expression de processus en EB3SEC, il faut traduire chacune des actions 
sécurisées y participant. Chacune des actions sécurisées la composant fait appel à l'aide du champ 
obligation à la routine appelée stopChoix. Cette routine permet de retirer de la politique de 
CA les éléments de type Policy correspondant à chacun des choix possibles. De cette manière, 
lorsqu'un événement correspondant à un des choix possibles est reçu, les permissions correspon­
dant à chacun des choix sont supprimées. La routine stopChoix permet de simuler en XACML 
l'utilisation de l'opérateur de choix présent en EB3SEC. 
5.5.2 Résultats 
Nous donnons ici une étude de faisabilité d'un profil XACML pour la méthode EB3SEC. Les tra­
ductions données ne couvrent pas l'ensemble des opérateurs EB3SEC ni même l'ensemble des pos­
sibilités d'expression du diagramme de classes. L'étude de l'appel récursif des opérateurs d'algèbre 
de processus n'est pas abordée. Ces exemples mettent en évidence la difficulté de la réalisation de 
ce profil. 
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5.5. UN PROFIL XACML POUR LA MÉTHODE EB3SEC 
Une idée plus réaliste est d'exhiber des patrons spécialisés dans le contrôle d'accès en EB3SEC 
(tels que la permission, l'interdiction, la séparation des devoirs ...), et de réaliser le profil d'un 
sous-ensemble d'EB3SEC correspondant à ces patrons. 
Ce profil permet la mise en place rapide dans un système d'information d'une politique de 
contrôle d'accès exprimée en EB3SEC ou à l'aide d'un sous-ensemble d'EB3SEC correspondant 
aux patrons décrits précédemment. 
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Conclusion 
Les méthodes formelles de modélisation ont prouvé leur utilité lors de la réalisation de systèmes 
critiques. Leur utilisation dans la modélisation de SI n'a été introduite que très récemment, par 
exemple à l'aide de la méthode EB3. Le domaine de la sécurité informatique est un domaine vaste 
recensant beaucoup de spécialités, certaines de ces branches font appel à des techniques utilisées 
dans le domaine des méthodes formelles : vérification de protocoles, cryptographie ... Le CA, 
composante de la sécurité informatique, ne s'est que récemment intéressé aux méthodes formelles. 
Au contraire des travaux actuels qui permettent au CA de profiter des technologies et méthodes 
utilisées dans le domaine formelle, cette thèse a pour but d'introduire les concepts de CA dans le 
domaine des méthodes formelles de modélisation de SI. 
L'approche proposée présente une étude approfondie des concepts utilisés dans le domaine du 
CA et leur intégration au sein de la méthode EB3. Le résultat de cette approche est la création de la 
méthode EB3SEC, qui permet la modélisation d'une politique de CA. Au sein d'un même modèle 
peuvent être présentes des contraintes de tous types, aussi bien dynamiques que statiques. 
Synthèse 
La méthode EB3SEC permet de spécifier des politiques de CA. Elle présente l'avantage de permettre 
la modélisation dans un même modèle des contraintes de tous types : permissions avec et sans 
contraintes, interdictions avec et sans contraintes, SoD statique et dynamique et obligations. De 
manière à aider à la conception d'un modèle EB3SEC, plusieurs méthodologies sont proposées. 
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• Une première méthode consiste à réaliser une modélisation fonctionnelle du système et d'y 
inclure les règles de C A ; 
• une seconde approche consiste à modéliser chaque règle de CA et ensuite de combiner les 
modélisations des différentes règles en un seul modèle ; 
• la troisième approche crée, pour chaque action du système, une expression de processus 
tenant compte de toutes les contraintes de CA ciblant cette action ; 
• la dernière méthode utilise des patrons. Chaque patron correspond à un type de contraintes 
de CA. La méthode permet aussi une systématisation de la mise en commun des modèles 
obtenus. 
Une fois la méthode de modélisation choisie et le modèle de la politique de CA obtenu, l'étape 
de validation et de vérification arrive. Des techniques de vérification sont utilisées pour vérifier 
les contraintes de CA correspondant à des permissions sans contraintes ou des interdictions sans 
contraintes. Pour les règles correspondant à d'autres types de contraintes de CA, les techniques de 
simulation sont utilisées. Un ensemble de propriétés ont été établies. Ces propriétés permettent de 
vérifier la vivacité du modèle et aussi que si tous les concepts modélisés dans la politique de CA 
sont bien utiles. Ces propriétés peuvent être vues comme des conditions nécessaires à l'absence de 
blocage dans le modèle réalisé. 
Une fois le modèle validé, il peut être utilisé pour l'implémentation d'un filtre de sécurité. 
Deux choix sont proposés à l'utilisateur. L'utilisation d'un outil spécialisé dans l'interprétation 
de modèles EB3SEC peut assurer la prise en charge de la politique de CA. Une autre méthode 
consiste à traduire le modèle EB3SEC vers un autre langage appelé XACML, langage présentant de 
nombreuses implémentations reconnues, testées et approuvées. 
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Perspectives 
L'ensemble des types de contraintes de CA représentés par les patrons n'est pas exhaustif. Des 
patrons peuvent être créés pour chaque type de contraintes de CA existant. La création de ces pa­
trons permet de présenter une approche systématique de création de modèles EB3SEC. Des patrons 
peuvent aussi être créés pour étendre l'utilisation de la méthode EB3SEC à d'autres domaines, par 
exemple la gestion du consentement en milieu hospitalier. 
La phase de vérification d'un modèle EB3SEC se concentre principalement sur deux types de 
contraintes et utilise des techniques de simulation pour la validation des autres types de contraintes. 
L'extension d'utilisation de méthodes de vérification à l'ensemble d'un modèle EB3SEC serait 
un avantage. Une première idée est de créer un outil utilisant les techniques du domaine de la 
vérification de modèles et utilisant le langage EB3SEC comme langage de description. Une autre 
idée est d'étudier la traduction des modèles EB3SEC vers d'autres langages offrant l'opportu­
nité d'utiliser des outils de vérification. Cette seconde option présente cependant un défaut de 
traçabilité : la méthode de traduction du modèle EB3SEC vers un autre langage doit permettre lors­
qu'une erreur est détectée dans le modèle traduit de trouver son origine dans le modèle réalisé en 
EB3SEC. 
La vérification peut aussi être améliorée en prenant en compte les aspects fonctionnels du SI. En 
effet, on peut envisager que le comportement fonctionnel du SI a été lui aussi modélisé de manière 
formelle, par exemple à l'aide de la méthode EB3. Dans ce cas, on peut considérer le modèle global 
composé de la modélisation de la politique de CA et du comportement fonctionnel, et réaliser un 
ensemble de vérifications sur ce modèle global. Des problèmes d'interblocage peuvent alors être 
détectés et résolus. 
Nous avons précisé un ensemble de propriétés à vérifier sur le modèle des contraintes de 
CA. Ces propriétés représentent un ensemble minimal de conditions nécessaires à la vivacité du 
système. De nouvelles propriétés peuvent être définies, ces propriétés permettraient aux utilisateurs 
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de la méthode EB3SEC de s'assurer que les modèles réalisés sont corrects. Ces nouvelles propriétés 
pourront être spécifiques à un domaine donné. 
Dans le cadre de l'implémentation, nos travaux se limitent à l'utilisation d'un outil adapté pour 
la simulation des modèles EB3SEC et à la traduction de modèles EB3SEC vers le langage XACML, 
de manière à pouvoir utiliser les implémentations du langage XACML. Le développement d'un 
outil implémentant un filtre de sécurité dans une architecture orientée services et utilisant le lan­
gage EB3SEC comme langage d'entrée serait un grand avantage. Des techniques de contrôle de flux 
pourront être utilisées lors de l'élaboration de ce filtre. En effet, ces techniques pourront assurer le 
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