INTRODUCTION
Much of the effort required in creating a networked virtual environment with high fidelity three-dimensional sound and video is being done in today's video games. Instead of needless reinvention, we can take advantage of these video games to reduce the burden required in creating the next generation of stealth viewers.
Virtual Environments
A virtual environment (VE) is a presentation of information in three dimensions (3D), along with the ability to interact with the objects in the simulation. (Wickens and Hollands, 2000) define some common features of any VE:
• Three-dimensional viewing • Dynamic display • Closed-loop interaction • Ego-centered frame of reference • Multimodal interaction • Head-mounted display and tracking Although a true VE must provide input for all of the body's senses, most concentrate on sight and sound, the two that are easiest for computers to simulate. Even of these, sound is usually neglected to the advantage of the body's primary sense, sight.
The various benefits and problems with 3D displays compared to their two-dimensional (2D) counterparts is still a matter for much debate. (Smallman et al., 2002) , a summary of several previous publications, itemized the various advantages and disadvantages of 3D perspective displays over their 2D counterparts. They suggest that since our perceptual systems assume input from a 3D world, 3D displays are possibly more ecologically plausible. However, even if given perfect 3D displays, users would still be limited by all of the faults in the perceptual system. Presenting a single 3D display, instead of two planar 2D views, may be better because it spares the user from mentally scanning and integrating the dual views. Yet, after integrating into a single 3D view, each of the axes is now ambiguous to the user, unlike in the 2D view which lacks axis distortion. The authors suggest a combination where the user is first presented with the 3D view for orientation purposes, and then switch to a 2D display for actual use of the system. Overall, they feel that 3D views are good for object shape recognition, and 2D views are superior for relative positioning tasks. Overall, this is why today we have so many different 2D and 3D interfaces, even into the same system.
Viewers. Simulators provide the ability to attach a viewing screen to an entity in the simulation. This will give the viewpoint from the entity, in the current user display. Other times, however, one wants to view a simulation yet not directly interact with any of the entities. These so-called "stealth" or "god" viewers are commonly used by simulation managers, and give a third person view into the simulation (Macedonia et al., 1994) .
ModSAF
The ModSAF program is designed to simulate virtual battlefields, using the Distributed Interactive Simulation (DIS) networking protocol (Ceranowicz, 1994) . ModSAF provides a 2D interface into the simulation that allows an operator to have supervisory control over the simulation entities. ModSAF is shown in figure 1 . The standard ModSAF display has all of the faults inherent in a 2D display, including loss of the height axis, and varying perspective based on different altitudes. Also, the user interface leaves much to be desiredit is difficult to use, and requires much training for even simple simulation management. A supplemental 3D view can overcome some of these problems, but as noted above will introduce some issues of their own. 
Game Engines
Until recently, high quality 3D graphics have been solely the domain of expensive Unix workstations. With the recent rise of very high-performance 3D graphics cards for personal computers (PC), this trend has reversed. These new video cards provide features such as texture shading, dynamic lighting, and many other computationally expensive 3D tasks (Lewis and Jacobson, 2002) . Driving this revolution in graphics are the modern 3D PC video games. No other program available for PCs comes close to pushing the limits of the hardware for 3D graphics, and only video games have the commercial volume necessary to power this trend.
A modern video game consists of several parts, outlined in figure 2. At the lowest level is the infrastructure, the computer hardware and operating system. Above this is the video game itself, which has three primary components: the game engine, the game code, and the virtual environment of the game.
The core of the game is the game engine -it does all of the 3D computation for the game. Today's game engines represent over a decade of design and optimization, which must be duplicated by anyone wanting similar functionality. From a research perspective it would be nice to be able to take advantage of these pre-written game engines, to lower the entry barrier into research and military 3D simulation, and this is exactly what we have done with UTSAF.
In this paper, we first discuss previous work in the field of 3D visualization of the military simulation system Modular Semi-Automated Forces (ModSAF). We then discuss our architecture, which uses a commercial game engine for the 3D view. Finally, we discuss the UTSAF system in action, describing strengths and weaknesses.
PRIOR WORK
Many packages exist that provide 3D views into running ModSAF simulations. Most of these stealth viewers provide both 3D views and enhancements to the standard 2D ModSAF interfaces. Common features of these packages include in the simulation, and of course much more realistic Non-commercial ModSAF stealth viewers do exist however, primarily from academic sources. A good example is BattleView, from the National Center for Supercomputing Applications, at the University of Illinois. BattleView is a "virtual battlefield application, developed as a research testbed for exploring the use of advanced display technologies to support information gain in large, complex, geographical information spaces" (Baker and Stein, 1998) . Unlike the commercial packages detailed above, the primary purpose of BattleView therefore is not simply visualization but to act as a test-bed and academic learning exercise for development purposes. However, BattleView has become an impressive stealth viewer into ModSAF simulations.
The distinguishing feature of all of these packages is that they use self-developed interfaces and 3D engines. As noted previously, the task of creating a 3D engine is both expensive and very time consuming. UTSAF overcomes this by using pre-built 3D engines, available at low-cost in modern video games.
UTSAF
Our solution uses an agent-based architecture to link ModSAF to Unreal Tournament (UT), a commercial video game. The agent layer, implemented using the RETSINA agent library, translates ModSAF information into a form usable by Gamebots, a modification to UT that allows external programs to control entities in the game itself. More technical information is available in (Manojlovich et al., 2003) .
Architecture
UTSAF uses software agents to transmit entity information from ModSAF to UT. Entity appearance, location, and orientation in ModSAF are parsed from ModSAF network transmissions, and reproduced exactly in UT, in full 3D graphics. The overall architecture of UTSAF is shown in figure 3 . 
Unreal Tournament
Unreal Tournament is a commercial video game available for both personal computers and gaming consoles. Unreal Tournament is both multi-player and network capable, and is designed to be easily programmable by the end user to allow modifications. The game provides a very high-performance 3-D interface for a very low cost.
Being network-capable, UT is implemented in a clientserver architecture. For a server on one computer, there may be several graphical clients. Each of these clients shares a common virtual environment that is defined by the server.
Software Agents
For UTSAF we chose the RETSINA agent architecture (Rectenwald, 2002) . RETSINA is a mature multi-agent architecture, in active development, with a proven record of success. Examples of systems using RETSINA include Agent Storm, where agents coordinate actions using ModSAF, and Joccasta, a project designed to supplement and enhance team decision-making (Intelligent Software Agents, 2001) .
Linking ModSAF to UT are the various software agents that comprise UTSAF. The SAF Broker agent listens for network traffic from ModSAF, and translates this into an intermediary form that is available to any agent on the network. The Gamebot agent then transforms this information into Gamebot commands, and feeds it into a UT server.
SAF Broker Agent. The SAF Broker agent takes information from a running ModSAF simulation and converts it into an intermediate form. This agent listens for DIS packets from a ModSAF simulation, and parses from them information about the entities in the ModSAF simulation. This includes entity location, orientation, velocity, and appearance (destroyed, on fire, etc.). This data is then added to the agent network for other agents to find and make use of.
Gamebot Agent. UTSAF uses a slight modification to UT that allows control of UT entities over a normal socket connection. The Gamebot agent takes the data that the SAFBroker agent has parsed from DIS packets, converts it into Gamebot commands, and sends these commands to a UT server. Although there is one Gamebot agent for each UT server, there can be many Gamebot agents on the agent network, all listening to one SAF Broker agent. Each Gamebot agent can be listening for different entities, such as only aircraft, or only ground units. It is entirely up to the Gamebot agent what entities it chooses to show in the UT server.
DISCUSSION
UTSAF compares favorably with the commercial ModSAF stealth viewers. It has the advantages of low overall cost, outsourcing costly and difficult 3D engine development, and requiring no modifications to ModSAF, as some stealth viewers do. This comes at the expense of losing in-house control of the 3D engine, in exchange for one designed for video games only. Figure 4 shows a screenshot of a typical UTSAF view. Here, the view is from the ground, and a flight of A-10 Thunderbolts is seen flying off in formation into the distance.
One of the useful features UTSAF provides is the ability to attach to any of the vehicles in the simulation. This provides the view from the vehicle itself, allowing the user to see what the vehicle does. This spectator view can be controlled remotely in UTSAF also, allowing the system to emulate the view from an aircraft camera pod for example. Several usability problems exist in UTSAF however. The major issue right now is user disorientation. While a ModSAF map has grid lines, and a directional compass, UTSAF currently lacks both. Active development is being done in order to provide the user with a heads-up display (HUD). Information such as orientation and location will be shown on the HUD, to the user.
UTSAF as a whole has great potential for both research and actual use. As a test bed, UTSAF removes much of the development required to create a ModSAF stealth viewer, lowering the bar for those who wish to use SAF systems along with high-quality 3D graphics. As a product, UTSAF is useful anywhere someone wants a 3D view into a SAF simulation. The military uses ModSAF for both training and testing, and UTSAF can be used here to supplement the training system with 3D views. Because UTSAF is based on the UT engine other modifications can easily be incorporated. These include Cavelike 3D projective displays described in Lewis and Jacobson (2002) and high fidelity robot simulations described in Jijun et al. (2003) . By allowing the presentation of views from any point in the simulation UTSAF provides a powerful training and testing tool ranging from inexpensive immersive displays for ground forces to out-the-canopy views for aircraft and other vehicles. The utility of DIS and SAF systems extend well beyond military uses, into other government sectors and even civilian use. For example, (Jense and Kuijpers, 1996) outlines the use of DIS for spacecraft simulation.
Examples
The following screenshots from actual UTSAF sessions show some of the features of the system, along side the original ModSAF interface. Figure 5 shows the 2D interface of ModSAF itself. Note how difficult it is to tell both the relative locations and orientations of the aircraft. Figures 6 and 7 show a ground and cockpit view of a flight of A-10 Thunderbolts. Now, it is much easier to discern where each aircraft is in reference to the ground target, and vice versa. UTSAF offers the ability to easily switch between these views so that the user can quickly pick the view most useful for the particular instance in the scenario. A very simple supplemental HUD is shown, in the form of yellow chevrons over some of the tanks.
CONCLUSIONS AND FUTURE WORK
ModSAF is a military simulation program, used to create and manage virtual battlefields. Its 2D interface has many limitations to effective user interaction, and several different programs have been developed to provide 3D views on running ModSAF simulations. UTSAF is an attempt to use commercial video games to provide similar functionality. It takes advantage of a modern video game to do the actual 3D perspective computation, enabling the user to concentrate more fully on their actual research and not costly and timeconsuming 3D programming. UTSAF is currently under active development to enable it to integrate more fully with existing military training simulators. 
