We describe a method for discrete representation of continuous functions and show how this may be used for typical computations in nonlinear control design. The method involves representing functions by their values and finitely many derivatives at discrete set of points on the domain. We propose a grid structure based on a hierarchy of rectangular boxes that provides flexibility in placing grid points densely in some regions and sparsely in the other. The grids possess enough structure to facilitate easy interpolation schemes based on piecewise polynomials. We illustrate the method using a simple example where we compute the feedback linearizing output of a system.
Introduction
Much of the theory developed for nonlinear control has traditionally been applied to systems that have a symbolic description and computations are carried out analytically. For example, checking whether a given control affine system is static feedback linearizable involves computing certain distributions obtained by repeated Lie bracket calculations of the control vector fields with the drift vector field, and checking involutivity of these distributions. These computations involve differentiation and linear algebra, and can be carried out analytically.
Unfortunately, many results in nonlinear control cannot be applied to applications because the operations required to compute nonlinear control laws cannot be carried out in closed form. For example, the task of finding the linearizing outputs for a feedback linearizable systems involves solving a set of partial differential equations, which can rarely be done in closed form. In principle, one can resort to discretization and numer- ' Research supported in part by AFOSR Grant F49620-95-1-0409.
ical methods, but this is intractable for systems with moderate state dimension and the Lie bracket calculations used to obtain the PDEs can lead to growth of expressions which may not be in an optimal form for discretization.
A second problem with applying many nonlinear tools is that symbolic descriptions for the dynamics may not be available in the first place. In many situations the analytical model of a system may need to be combined with experimental data obtained at certain points in the state space. Lift, drag, and moment coefficients in flight dynamics are one example. Hence it may be more efficient to start with a discrete representation of the system and carry out all the computations in the discrete domain.
In this paper we describe a general methodology for discrete computations in nonlinear control as well as a preliminary software implementation. We refer to both the software as well as the general methodology as Discrete Function Approximation (DFA). DFA provides a set of numerical tools which enables one to carry out the the kind of computations typically encountered in nonlinear control. DFA is implemented in MATLAB 5.0, taking advantage of the object oriented features and the multidimensional arrays.
There have been several efforts in generating nonlinear control toolboxes that do not rely on symbolic calculations. Krener and co-workers have written the Nonlinear System Toolbox (NST). NST uses local Taylor series expansions to represent vector fields, resulting in a technique which is potentially restricted to a smaller domain. A similar approach was studied by Kadiyala [3] . Bortoff has developed a spline toolbox for nonlinear control and applied it to the approximate feedback linearization [l] . The DFA technique proposed here is intended to be more global and more tied to the types of data that one obtains in experiments (e.g., stability derivatives and control derivatives at different points in the operating envelope of a flight vehicle).
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Discrete Representation
DFA uses a discrete representation of functions, vector fields etc., that consists of a discrete set of points of the domain and the value and some finitely many derivatives of the function (or vector field etc.) at these points. The total number of derivatives to be represented is left to the user.
Computation of values and derivatives of a function at points other than the grid points is needed in certain calculations. Typically this happens when the flow of a vector field represented in DFA needs to be computed. Flow computations are needed in feedback linearization and differential flatness for instance, see [6] and [5]. The step sizes taken to integrate the vector field are typically quite small compared to the spacing between the grid points on which the vector field has been sampled and also the integral curves typically will not be aligned with the grid. Hence interpolation is necessary. Also since the performance of integrators depends on the smoothness of the vector field, the interpolant should be as smooth as possible. It is desirable to have an interpolation scheme that only depends on local information. This reduces computational effort and also avoids some unpleasant artifacts such as ringing effects seen when global polynomial fits are used.
Interpolation of data on an arbitrary set of grid points in arbitrary dimensional spaces is very much a research problem. In 2 or 3 dimensions one may do triangulation or simplicial tesselation and use some finite element functions to do the interpolation. However, in higher dimensions simplicial tesselation is nontrivial. The proposed grid structure in DFA consists of a hierarchy of rectangular boxes. While the hierarchical structure allows the flexibility of placing points densely in one region of state space while placing them sparsely in another, the rectangular box structure facilitates easy piecewise polynomial interpolation schemes.
Basically one starts with a (rectangular) box (aligned with coordinate axes) representing a region of interest with grid points at the corners. Then the box may be partitioned in a regular manner into smaller boxes. For instance along coordinate direction xi the box may be divided into ni parts (the spacing need not be equal). This leads to n = n1 x 7~2 3 . 9 x n d sub boxes. These sub boxes may each in turn be divided into boxes in different ways. Some boxes may not be subdivided at all. The grid points are the corners of all these boxes. This structure may be represented by a tree. See For more details see [4] .
Example: Feedback Linearization
We shall illustrate by a simple example of a feedback linearizable system how DFA can be used to compute the linearizing output. See [2] for an introduction to feedback linearization. Let us consider the system
Introduce the change of variables The goal is to compute the linearizing output x1 + :x22 on a set of grid points shown by filled Figure 2 (the grid includes the origin). In order to do these we need to sample f and g on a larger domain. The grid consisting of 9 points on which f and g were sampled is shown by filled squares in Figure 2 . The computations involve first finding a one-form (Y that annihilates g. See [6] for instance. Since g and [f,g] span the whole space a: could be taken to be the 2nd row of the inverse of the matrix whose columns are f and [ f, g]. This could be computed using DFA. DFA would automatically compute as many derivatives of a: as possible. Also analytically this can be computed to give a: = -dxl -ix2dx2. Since the dxl component of a! never vanishes we normalize a! by multiplying by -1 to obtain 6. The next step is to compute a function y1(x1,x2) so that dyl is proportional to 6. There are many such functions y1 and they differ by a diffeomorphism. Since dxl component of (Y never vanishes, the level sets of y1 are transversal to the x1 axis and hence we may define the y1 value at any point ( ~1~x 2 ) as follows. Follow a curve that starts at (x1,x2), ends on the XI axis, lies on the same level set of y1 (i.e. annihilates 6) and has unit speed in the 2 2 direction. Take the value at the 21 axis intersection to be yl(xl,x2). This is computed by defining a parametrized curve ( F ( t ) , z ( t ) We presented a computational scheme for nonlinear control design, based on a discrete representation of functions by their values and finitely many derivatives on a discrete set of grid points. We described a hierarchical rectangular grid structure. This has the advantage that while it allows sufficient freedom in placing the grid points in a non-uniform manner the rectangular partitioning facilitates piecewise polynomial interpolation in arbitrary dimensional domains. We showed an example of feedback linearization where the linearizing output and the feedback transformations were computed with reasonable accuracy. Future work in DFA would include approximate feedback linearization, computation of flat outputs of differentially flat systems, and computation of control Lyapunov functions.
