Technique, that produces analog images of the magnetic field associated with the eddy current on the surface and subsurface structures. However, the magnetic domain wall structures of the sensor add serpentine noise patterns to the MOI images that degrade the inspection capability of the MOI. A Motion-based Filtering (MBF) algorithm is shown to represent an effective technique for removing the domain-related noise patterns. The MBF utilizes the dynamic nature of sample features relative to the static noise introduced by the sensor. The filtering algorithm is based on a multiple inter-frame subtraction of the images obtained during scanning the sample. This paper presents the results of MBF along with a systematic attempt to make the implementation fast enough to meet real-time processing constraints.
INTRODUCTION
The Magneto-Optic Imager [1] is a variation of Eddy Current technology, which is faster and easier for inspection when compared with classical Eddy Current methods [2] [3] . MOI uses eddy current excitation and polarized light in conjunction with a Magneto-Optic (MO) sensor to form images that reflect surface and subsurface structures in the sample under inspection. However, MOI images are severely corrupted by a characteristic serpentine pattern associated with domain walls in the MO sensor. The noise hinders detection of small cracks and corrosion located in second and third layers, limiting MOI images.
A Motion-based Filtering (MBF) algorithm is proposed as an efficient filtering method to improve the MOI image quality. In MOI, the background noise associated with the sensor is static while the objects in the test sample are moving as the sensor scans over sample. The basic idea in the MBF algorithm is a pixel-by-pixel frame subtraction to detect changes in the image from frame to frame. Multiple frames are needed, to construct the entire shape of the object. Detailed procedures of the algorithm and parameters are described in previous work. [4] [5] MBF has been tested on frames of video clips recorded during the inspection, and the algorithm has been optimized to provide the best quality of processed images. However the efficiency of the algorithm in terms of time and memory was not considered earlier. The original algorithm for MBF was not fast enough for real-time inspection. This paper addresses issues related to real-time implementation of the filtering algorithm so that the filtered images are seen at the instance of inspection. A systematic study has been conducted to make the algorithm more efficient for real-time image processing capability.
REVIEW OF MOTION-BASED FILTERING
MBF is a filtering algorithm to enhance the quality of MOI images. [4] [5] It reduces the static background noise and keeps the moving objects by multiple frame subtraction methods, which is Additive Frame Subtraction (AFS). The mathematical formulation of the AFS is described below. processed with a series of post processing, such as stretching, thresholding, median filtering. Figure 1 shows the sequence of original images and the filtered images by the MBF.
REAL-TIME IMPLEMENTATION OF MOTION-BASED FILTERING
The NTSC video signal comprises 30 frames per second (fps). This allows about 33 milliseconds of processing time for each image. If the filtering time is over 33 milliseconds, then the video output unit cannot display all images and may lose some of incoming frames. However the data is over sampled and hence the video with lower frame rate up to 10 fps is adequate for defect detection. This increases the available filtering time to 100 milliseconds. Figure 2 shows the MBF. The overall approach is composed of pre-processing, additive frame subtraction, and post-processing. Table 1 shows the processing time for each step of MBF in Matlab and C++ programming languages. Using three difference images, it was seen that the overall processing time is more than 100 milliseconds.
While real-time image processing is often implemented on a DSP or FPGA board to meet the computational speed requirements, this paper presents the potential real-time capability of the MBF algorithm on a general purpose PC by means of a systematic optimization of each step of the algorithm as explained in the following section. 
Frame grabbing
A PCI slot based frame grabber, which has input signal from a VCR, and a USB port based web camera are used to capture frames. The time of frame capture depends on the clock speed of the computer system. As tested with the 2 GHz CPU PC with 512 Mbytes RAM, the average capturing time varies from 15 to 60 ms.
RGB to Grayscale conversion
Almost all frame capturing devices follow a color image format of 16-bit or 24-bit. The color image needs much more time to be processed, because each of the red, green, and blue values need to be read and processed separately. For the purpose of defect detection using MOI, a grayscale image with 0~255 intensity values is sufficient. Therefore converting the color image to gray scale before performing any image processing is needed for reducing processing time. Our experiment revealed that the 8-bit gray scale image processing is about 7 times faster than the 16-bit color image with respect to a simple average filtering with 5 by 5 kernel size.
Converting a color image to gray scale is also a time intensive operation to be performed in real-time, because the color to gray conversion is performed on every pixel, which amounts to 76800 operations per image of size 320 by 240. The color conversion formula is described below. Using table lookup for color conversion is very fast and the memory requirement of 64Kbytes is also not high. The measured time for the image conversion from 16-bit to 8-bit is now only about 2ms, which is only 1/10 of the previous conversion method as described in Table 2 .
Frame subtraction and Combining
In the original algorithm of MBF [4] , the combined difference image is obtained by subtracting the current image from N previous images and performing a MAX operation on difference images, in which case there are N subtractions and N-1 MAX operations, or 2x(N-1) operations total. However, the number of operations to get a combined difference image can be reduced from 2x(N-1) to N, if the MAX operation is performed first with N previous images and the current image is subtracted from the combined image. This optimization is about twice as fast as the previous method.
Thresholding
The threshold operation is also integrated into the subtraction operation. When subtraction is performed between two corresponding pixels, a zero value is assigned to the destination Normal Using Conversion Table  Table build image if the difference is less than the threshold as described in Eq. (2) .
Median Filtering
Three median filtering algorithms, quick median search, moving median with sorting, and moving median with histogram [6] , were tested and moving median with histogram proved to be the fastest. While quick median search focuses on finding the median value without sorting all elements, moving median with sorting sorts all elements and re-uses previously sorted elements when it moves the kernel window. Moving median with histogram is similar to the second algorithm, but it can find the median value without full sorting by using a histogram. The measured time for various median filtering algorithms are shown in Table 3 and the moving median with histogram method is the fastest. Figure 3 shows the effect of median filtering on a combined difference image with severe noise. Median filtering is more important for improving the image quality as the number of difference images increases.
Contrast Stretching
Stretching is performed to enhance the contrast of objects in the filtered image. The stretching operation is described as below.
(a) (b) For better contrast, the highest 1% of intensity values are trimmed in getting the maximal intensity value. In a naïve algorithm, 768 full searches of the entire image is needed to get the 768th largest elements in an image of size 320*240. Rather than doing the full search, a histogram method can be used. The modified stretching operation combined with histogram searching is expressed in Eq. (4). 
EXPERIMENTAL RESULTS
The measured time for each step of optimized MBF is described in Table 4 . The entire processing time is much lower than 100 milliseconds per image, which was the upper limit of processing time with a 2 Ghz CPU PC, and it is even allowable with a 500 Mhz CPU PC, which processes about 6 images per second in worst case.
CONCLUSIONS AND FUTURE WORK
A otion-based filtering algorithm for real-time operation was implemented in the C++ programming language and tested on a PC. Our optimized algorithm processes about 15 images per second on a 2 GHz, 512 RAM PC, which is down sampled but does not degrade the detection capability of MOI images. Future work will be focused on building a small system based on the DSP board. The MBF algorithm needs to be implemented according to the programming language for the DSP board.
