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Abstract. Las transformaciones de modelos son un elemento clave del
Desarrollo de Software Dirigido por Modelos. En los u´ltimos an˜os se han
propuesto varios lenguajes de transformacio´n de diferente naturaleza,
siendo cada uno de ellos adecuado para un determinado tipo de tarea de
transformacio´n. Sin embargo, una transformacio´n compleja normalmente
implica abordar una serie de sub-problemas que corresponden a difer-
entes estilos de transformacio´n, y por tanto no toda la transformacio´n
puede desarrollarse de forma natural en el lenguaje elegido.
En esta demostracio´n se presentara´ el entorno de transformacio´n de
modelos Eclectic, que trata de abordar el desarrollo de transformaciones
de modelos ofreciendo una familia de lenguajes de transformacio´n. Cada
lenguaje tiene como objetivo abordar un determinado tipo de transfor-
maciones, y esta´ espec´ıﬁcamente disen˜ado para ello. La demostracio´n se
ilustrara´ con un ejemplo de aplicacio´n que utiliza diferentes lenguajes, se
mostrara´ el entorno de desarrollo y se comentara´n caracter´ısticas de la
aproximacio´n tales como interoperabilidad entre lenguajes e integracio´n
con programas Java.
1 Motivacio´n
Las transformaciones de modelos son un elemento clave del Desarrollo de Soft-
ware Dirigido por Modelos (DSDM), puesto que permiten automatizar la ma-
nipulacio´n de los modelos. En los u´ltimos an˜os se han propuesto varios lenguajes
de transformacio´n de diferente naturaleza, tales como ATL [5], RubyTL [3],
QVT [8] o Kermeta [6]. Las taxonomı´as de lenguajes de transformacio´n prop-
uestas por Czarnecki [4] y Mens [7] evidencian que cada lenguaje proporciona
una serie de caracter´ısticas que lo hacen ma´s adecuado para abordar cierto tipo
de tarea de transformacio´n. Hasta el momento el disen˜o de lenguajes de trans-
formacio´n ha seguido ba´sicamente dos aproximaciones: a) mantener el lenguaje
simple, declarativo y orientado a cierto tipo de transformaciones, b) complicar
el lenguaje an˜adiendo caracter´ısticas para que tenga un a´mbito de aplicacio´n
ma´s amplio. El problema de la primera aproximacio´n es que la aplicabilidad del
lenguaje es limitada, y normalmente solo permite que el lenguaje se use para
abordar transformaciones simples, mientras que la segunda aproximacio´n com-
plica el disen˜o original con lo que las transformaciones tienen tendencia a ser
ilegibles a medida que son ma´s complicadas, debido principalmente a que las
caracter´ısticas declarativas del lenguaje no son suﬁcientes.
Para abordar esta problema´tica se propone un disen˜o alternativo, basado en
una familia de lenguajes de transformacio´n [2].
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2 Eclectic: una familia de lenguajes de transformacio´n
En seccio´n se describe brevemente las caracter´ısticas de la familia de lenguajes
de transformacio´n que se ha deﬁnido, llamada Eclectic, as´ı como su estado actual
y el trabajo futuro.
La idea principal de esta aproximacio´n es que una transformacio´n compleja
podr´ıa dividirse en varias tareas de transformacio´n de taman˜o ma´s pequen˜o, que
podr´ıan resolverse utilizando lenguajes espec´ıﬁcamente disen˜ado para ellas. Se
pretende as´ı mejorar la declaratividad y la “intencionalidad” de las deﬁniciones
de transformacio´n, puesto que los lenguajes que se usar´ıan no son de propo´sito
general, sino que tienen las caracter´ısticas (y solo esas) que hacen falta resolver
ese tipo de tarea.
Para alcanzar ese objetivo es imprescindible que los diferentes lenguajes que
componen Electic sean interoperables, as´ı como disponer de mecanismos de com-
posicio´n que permitan especiﬁcar co´mo los resultados obtenidos por cada una de
las transformaciones contribuyen al resultado ﬁnal. En estos momentos se han
investigado los siguientes elementos de la aproximacio´n:
– Interoperabilidad entre lenguajes de transformacio´n heteroge´neos. Este obje-
tivo se ha conseguido deﬁniendo un lenguaje intermedio, IDC (Intermediate
Dependency Code), al cual compilan el resto de lenguajes. Algo ma´s de in-
formacio´n acerca de IDC puede encontrarse en [9].
– Mecanismos de composicio´n en transformacio´n de modelos. El lenguaje IDC
soporta los siguientes: alimentar reglas o patrones con valores obtenidos me-
diante cierto recorrido de un modelo, resolucio´n de referencias de elemento
origen a destino, decorar metaclases con me´todos virtuales y conﬁguracio´n
de la ejecucio´n de transformaciones.
– Tipos de transformaciones. ¿Que´ tipos de transformaciones deber´ıa soportar
la familia de lenguajes que se esta´ construyendo? Hasta ahora se han iden-
tiﬁcado cinco dominios y se ha implementado un lenguaje para cada uno de
ellos:
• Deﬁnicio´n de correspondencias o mappings. Tiene como objetivo resolver
heterogeneidades entre partes de meta-modelos sema´nticamente equiva-
lentes.
• Transformaciones dirigidas por la estructura del modelo destino. Suelen
darse cuando se compila un modelo de ma´s alto nivel de abstraccio´n a
otro de ma´s bajo nivel, y requiere inicializar varios objetos a partir de
cierto objeto origen.
• Ca´lculo de atributos, al estilo de las deﬁniciones dirigidas por la sin-
taxis [1], donde el valor de un atributo para un elemento depende de los
valores de los atributos de otros elementos accesibles a partir del primero.
• Bu´squeda de patrones complejos, cuyo resultado debe utilizarse para
alimentar las reglas de algunos de los lenguajes de la familia.
• Composicio´n de transformaciones, para crear una transformacio´n que
aborde el problema global.
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– Integracio´n con lenguajes de programacio´n de propo´sito general. Para abor-
dar este objetivo se ha creado un compilador que genera bytecode para la
ma´quina virtual de Java (JVM), de manera que las transformaciones escritas
con Eclectic puede integrarse de manera natural con programas Java. En este
aspecto es importante considerar tambie´n la integracio´n a nivel de entorno
de desarrollo, que se ha realizado para Eclipse.
La versio´n actual de Eclectic es todav´ıa una prueba de concepto pero ya se
ha conseguido crear una implementacio´n que demuestra que la aproximacio´n es
viable. Esta´ disponible en http://sanchezcuadrado.es/projects/eclectic
para su descarga. La Figura 1 es una captura de pantalla del entorno que se esta´
construyendo para Eclipse, en el que se esta´n editando dos transformaciones,
que tratan con modelos UML, OCL y Java: una con el lenguaje de ca´lculo de
atributos y otra con el lenguaje de mappings.
Fig. 1: Entorno de desarrollo en Eclipse
Como trabajo futuro se plantean las siguientes cuestiones:
– Seguir investigando y reﬁnando los lenguajes que componen Eclectic y sus
caracter´ısticas, as´ı como escribir gu´ıas que orienten al desarrollador a la hora
de elegir el lenguaje ma´s apropiado y aplicarlo.
– Implementar casos de estudio de relativa complejidad que permitan deter-
minar si esta aproximacio´n presenta una mejora real con respecto a utilizar
un u´nico lenguaje de transformacio´n.
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– Estudiar la integracio´n de lenguajes de transformacio´n espec´ıﬁcos del do-
minio, posiblemente en forma de librer´ıas.
– Aprovechar las posibilidades de la JVM para mejorar el rendimiento.
3 Demostracio´n
Con la presente demostracio´n se pretende dar a conocer Eclectic y recabar la
opinio´n de la comunidad sobre esta aproximacio´n as´ı como posibles mejoras o
ideas. Para ello se prepara´ un po´ster que resuma las caracter´ısticas de Eclectic
y motive su utilizacio´n, as´ı como una serie de ejemplos de aplicacio´n para ser
mostrados a los interesados en tener ma´s detalles.
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