Abstract-Moving objects representing movement in all real world environments (e.g., road network, bus network, indoor) should be managed in a database system, for the reason that a person's trip can cover several environments rather than one. GMOD (Generic Moving Objects Database) is a database system to manage moving objects that (1) travel through different environments; (2) contain multiple transportation modes such as Car → Walk → Indoor. To evaluate the performance of GMOD, one needs a comprehensive and scalable dataset consisting of all available environments and moving objects. Due to the difficulty of gaining real datasets, in this paper we present a tool called MWGen that creates the overall space for moving objects, composed of the following environments: road network, bus network, metro network, pavement areas and indoor. Based on roads, all outdoor environments are created. The indoor environment consisting of a set of buildings is established from public floor plans. Moving objects are generated based on trip planning where a navigation algorithm through different environments is developed. We are able to produce moving objects integrated with multiple transportation modes. In addition, trip planning in a single environment is also available, e.g., shortest path for pedestrians, indoor navigation. The generated data, including all infrastructures and moving objects, are managed by GMOD. We conduct an extensive performance study to evaluate MWGen on two real road datasets and a set of public floor plans.
I. INTRODUCTION
Recently, researchers start to explore the area of moving objects with different transportation modes [26] , [3] , [27] , [12] and investigate a trip passing through distinct environments. A person's movement can be divided into two parts by the environment: outdoor and indoor. The outdoor movement can be further classified into different categories according to the transportation mode, like walking on the pavement, driving on the road, taking the bus, etc. In daily life, people also spend a large amount of time inside buildings. To fully understand the mobility of a traveler, precise transportation modes have to be considered as they denote some important characteristics of mobile users. Consequently, taking into account transportation modes becomes significantly essential for moving objects. Although moving objects databases have been extensively studied in the last decade, the existing work is only limited to a single environment (e.g., free space, road network and indoor) and without transportation modes. GMOD (Generic Moving Objects Database) is a database system that manages the movement passing through different environments. For example, Bobby walks from home to the parking lot, drives the car along the road, and finally walks to the office room. Such a system needs to be adequately tested before deployment and the testing needs to use a scalable and well-defined dataset, real or synthetic. The well known benchmark TPC is domainspecific, which is increasingly irrelevant to the multitude of new data-centric applications, so that one should develop tools for application-specific benchmarking [18] .
In benchmarking and DBMS testing, it is common that comprehensive real data is often hard to come by, leading researchers to develop their own data generators for specific tasks [1] , [2] . Specially, in the field of moving objects databases there are few published real and large datasets as most people do not want to publish their own movement. Also, real data might not be comprehensive enough to thoroughly evaluate the system in consideration. Consequently, researchers design data generators [20] , [13] , [4] to produce datasets with variable size in a realistic simulated scenario. However, the datasets produced from existing generators only record the movement in a single environment without considering transportation modes. Previous techniques cannot be used for representing trips passing through distinct environments. It is also difficult to get the real data for moving objects with precise and various transportation modes. Additionally, the data needed for testing GMOD performance include not only generic moving objects, but also the underlying geographic objects in all environments. There is a large amount of such objects, roads, pavements, buses, rooms, etc., which are referenced by moving objects for location representation. These data are heterogeneous and not easy to get all of them in a real and consistent environment. This motivates the need to (1) develop a data generator capable of generating realistic datasets including infrastructure data and moving objects (2) effectively and efficiently manage the data in GMOD.
In this paper, we develop a tool, called MWGen (Mini World Generator), to create synthetic databases containing infrastructure data and generic moving objects. The data generator is based on a generic data model for moving objects, proposed in [24] , that is able to represent locations of moving objects in all available environments. The idea is to let the space where moving objects are located consist of a set of socalled infrastructures and then the location is represented by referencing to the infrastructure. We partition the whole space into five infrastructures: Road Network, Region-based Outdoor, Bus Network, Metro Network and Indoor. Based on the road network, we propose a method to create all the other outdoor infrastructures. The indoor environment (a set of buildings) is produced from public floor plans (e.g., [32] , [33] ). There are many public resources for roads and floor plans that can be directly utilized. Within each infrastructure, we design a graph as well as the algorithm for trip planning, e.g., finding an optimal route for pedestrians, and indoor navigation. The global space is built on all infrastructures to be the foundation for moving objects representation. Besides, the space serves as a location management for handling interaction places between different environments where transportation modes can change (for example, bus stops are located in the pavement areas), enabling the system to provide a route passing through distinct places, e.g., buildings, pavements, roads. The result of the route planning, a path through different environments, is used to create generic moving objects integrated with transportation modes. Note that moving objects in a single environment can also be created by the generator, e.g., indoor moving objects, moving objects in road networks. Infrastructures, space and moving objects are all managed by GMOD.
MWGen can be used for benchmarking, DBMS testing and location-based services related to motion modes. [24] formulates a group of interesting queries on infrastructures and generic moving objects. Some examples are given: (1) Advanced Route Planning. We can offer a trip passing through several environments, while most existing works [10] , [14] are limited to one environment. The system can recommend the transportation modes for a traveler, by car or using public transportation vehicles. An optimal trip can be returned as long as the traffic condition is up-to-date. The traveling time between by car (bus) and metro might have a large deviation if there is a heavy traffic jam. Trip planning is also available in a single environment. We can provide the shortest path for pedestrians where the considered places are pavement areas, instead of roads for cars. Inside a building, one can get a precise indoor shortest path between two locations.
City and Traffic Simulation. The created data include all transportation environments of a city as well as buildings. This could simulate a metropolitan environment where urban planners can perform some investigation (e.g., building distribution), and adjust time-dependent traffic regulations for intelligent transportation services. One can analyze the traffic state by populating a large amount of mobile data with different modes and test whether the traffic jam can be relieved by improving and adjusting public transportation system.
The contribution of the paper is summarized as follows. We develop the generator MWGen to create a set of real world infrastructures, which are components for the global space. In detail, outdoor infrastructures (pavement areas, bus network and metro network) are constructed from real roads and indoor environment is built on floor plans. Afterwards, we construct the global space to organize all infrastructures and process interactions between them. We present how GMOD efficiently manages geographic objects in each infrastructure and accesses these objects for query processing. Within each infrastructure, a graph model is proposed for optimal route searching. We analyze the time complexity of each trip planning algorithm. A complete navigation algorithm through all available environments is also developed to generate moving objects with multiple transportation modes. A detailed experimental evaluation is reported.
The rest of the paper is organized as follows: Related work is reviewed in Sec. II. Sec. III presents the global procedure of data generation. Infrastructure generation is described in Sec. IV. Trip planning is discussed in Sec. V and creating generic moving objects is stated in Sec. VI. We report the experimental results in Sec. VII. Finally, Sec. VIII concludes the paper.
II. RELATED WORK
In the literature, there are a lot of generators for moving objects [20] , [21] , [13] , [4] , [11] , [6] , but all of them consider the movement in one environment such as free space or road network. GSTD [20] , a widely used spatio-temporal generator, defines a set of parameters to control the generated trajectories. Later, the generator is extended in [11] to produce more realistic moving behaviors, e.g., group movement, by introducing the notion of clustered movement and a new parameter. [21] generates a set of moving points or rectangles in accordance with user requirements, thus providing a tool that could simulate a variety of possible scenarios. A tool is proposed in [6] to generate moving objects based on trip plannings, e.g., from home regions to work regions. The authors create cars moving in Berlin streets and record complete histories of movements. In real life, objects usually move only on a predefined set of lines as specified by the underlying network (roads, highways, etc.). [4] develops a generator for objects moving in networks where objects are created randomly and the speed and the route of a moving object depend on the load of network edges, i.e., the number of cars on it. Indoor moving objects are created based on floor plans and some pre-defined movement rules in [8] , [25] , e.g., an object in a room can move to the hallway. However, all these data are limited to one environment and not feasible for generic moving objects covering all available environments.
GPS data-based activity recognition has received considerable attention recently, especially detecting transportation modes [27] , [12] , [17] . The work of Microsoft's project GeoLife [26] , [27] focuses on discovering and learning transportation modes from raw GPS data to enrich the mobility with informative and context knowledge. Mobile phones can be used to detect transportation modes when outside. [12] creates a classification system that uses a mobile phone with a builtin GPS receiver and an accelerometer to determine the transportation mode of an individual when outside. An approach to inferring a user's mode is proposed in [17] . The method is based on the GPS sensor on the mobile device as well as the knowledge of the underlying transportation network, e.g., bus stop locations, railway lines. However, all the above works are different from ours. We do not discover transportation modes but create generic moving objects seamlessly integrated with precise transportation modes. In addition, they only take into consideration outdoor movement because they infer based on GPS data where a GPS receiver will lose signal indoors, while our data include both outdoor and indoor.
Most existing trip planning algorithms [10] , [19] , [14] are limited to one environment such as free space or road network. There is no interaction between different environments and transportation modes are not considered. A graph model presented in [3] can provide a path including several transportation modes as well as constraints and choices on modes. However, the model only deals with outdoor movement. There is a limitation of the proposed graph where the vertices only represent a set of interesting places, e.g., train stations, grocery stores. This yields that the query location is only located at these places. But a pedestrian can be located anywhere inside the footpath area if possible, the graph does not represent all these places. Our method does not have the limitation, leading to a free query location.
Recently, semantic trajectory [15] , [22] receives much attention in the literature for the purpose of complementing the recording of moving positions. The aim is to concern enriching trajectories with semantic annotations and allow users to attach semantic data. However, transportation modes are not considered by those works. The overall space (depicted by Fig. 1 ) for moving objects consists of five infrastructures. Each infrastructure contains a set of infrastructure objects representing available places for moving objects and is coupled with its possible transportation modes. For example, the modes for Road Network are Car, Taxi and Bike. We define a notation for each infrastructure, listed in Table I Since people also walk in the indoor space, in the following when we say mode Walk it means outdoor by default. This is to distinguish the modes between Walk and Indoor. We propose a reference method and represent the location of a moving object via (1) an identifier mapping to an infrastructure object and (2) the relative position in that object. The definition is given below.
III. FRAMEWORK

A. Reference Representation
We explain the semantic meaning for each infrastructure. In , is a route identifier and ( 1 , ⊥) records the relative location on the route. Given a location in , maps to a polygon and ( 1 , 2 ) represents the location inside the polygon. For and , corresponds to a bus or metro, and 1 , 2 are set as undefined. An indoor location is represented by a room id and the location inside the room. Now we give the representation for a moving object that is a sequence of units ordered by time and each unit defines the movement during a time interval. In detail, a unit is (
, ∈ TM) where denotes a time interval, 1 ( 2 ) illustrates the start (end) location, and records the transportation mode. We assume that the object moves linearly during so that positions between 1 and 2 are achieved by a linear interpolation function. • MWGen takes roads as input, builds and generates the other outdoor infrastructures in the order → → . Roads are stored in a file as a relation Road Rel. Each tuple represents a road, recording an id, the type (a main or side street) and the geometrical data.
B. Data Generation Procedure
represents the walking area, consisting of a set of polygons. Bus routes, stops and moving buses compose the bus network. Similarly, comprises railways, stops and metros. The indoor environment including a set of buildings is created based on public floor plans.
All created infrastructure objects as well as roads are managed by GMOD.
• Afterwards, a global space is built on the top of all infrastructures. Basically, the space handles a reference representation for each infrastructure, loads infrastructure objects if they are needed for query processing and regulates the interaction places between different infrastructures.
• Trip planning is performed on the space where the start and end locations can be in any infrastructure. We let them belong to different infrastructures and find a path connecting them. The resulting path goes through several environments and is used to produce a moving object with multiple transportation modes. All created moving objects are stored in GMOD. We give more comments about the space, which is essentially important for GMOD. It has two functionalities: (1) location mapping. Consider the two queries, "which streets does bus route No. 12 pass by", and "what is the road network distance between two bus stops". To compare infrastructure objects from different environments, one needs to project them into the same system. This is done by the space. (2) a bridge. The space serves as an interface and builds the connection between underlying infrastructure objects and moving objects. During the query processing, concrete data are loaded from the low level infrastructure, e.g., roads, bus routes, rooms. Only a reference for each infrastructure is maintained by the space to have a light representation. For example, to answer 1 in Section I, at least two environments have to be considered: bus network and indoor. The location of a moving object records an identifier, while the semantic meaning of such an integer is explained by the space (e.g., a road or room id).
C. Data Storage and Management
Infrastructure Storage. We define a set of symbols to denote the type of an infrastructure.
Definition III.3 Infrastructure Symbols I Symbols={ROAD, PAVEMENT, BUS, METRO, INDOOR}
In general, an infrastructure can be described by a four-tuple
is a set storing all infrastructure objects of an environment, is an index set to efficiently access objects, e.g., b-trees, and denotes a graph for trip planning. is realized as a set of relations where a tuple represents an infrastructure object and the data type of the object is embedded as an attribute. In accordance with characteristics, a set of data types is defined to represent infrastructure objects from different environments. For instance, a line is used to describe the geometrical property of a road, and polygons are used to identify pavement areas for people walking. The overall definitions of these data types refer to [24] and all data types are supported by GMOD. Each infrastructure object has a unique id and the id ranges for different infrastructures are disjoint. We explain the concrete context of , and for each infrastructure in the following.
• : A collection of roads is stored in a relation ( ). The index set contains a b-tree with the key road id and an r-tree built on the geographical property of the road. A road graph is defined for shortest path searching. A node in represents the endpoint of a road segment, recording a route identifier and the relative position on the route. An edge is created if two network locations (1) map to the same point in space but with different route ids (i.e., a junction) or (2) are adjacent on the same route.
• : A set of polygons is kept in to cover the overall area for people walking. We build a b-tree with the key polygon id and an r-tree on polygon bounding boxes. The graph in is used to find the shortest path inside the walking area.
• and : Infrastructure objects are routes, stops and moving vehicles, where each group is stored in a relation and indexed by a b-tree on the route id. For routes and stops, the geographical data are also indexed by an rtree. A bus route is a line in space and a stop position is identified by a point. Both and have a graph for searching an optimal route from one stop to another with respect to the traveling time.
• :
contains a root relation where each tuple corresponds to a building storing the 2D outdoor area, a building , the type (e.g., office building, university) and a pointer. Two indices are created on , a b-tree on building id and an r-tree on the bounding box of outdoor area. The pointer of each tuple in maps to a structure that maintains (1) a sub relation storing all rooms and doors of a building; (2) a b-tree with the key room id; (3) a graph for indoor navigation. As a consequence, is a set of indices and consists of a set of indoor graphs. Each type of building has its own floor plan, yielding distinct indoor structures. Several tuples in can point to one if these buildings have the same floor plan, implying the identical internal structure. Each infrastructure maintains an r-tree in order to efficiently process queries on geographical objects from different infrastructures. Consider the following examples: (1) A pedestrian wants to find the nearest bus stop; (2) Given a bus route, one can search all roads it passes; (3) Choose a building and locate all bus stops within 300 meters.
Space Storage. The space is generated on the top of all infrastructures and basically consists of two parts ( , ).
Definition III.4 Space Reference Representation
is a list of elements, each of which has a label referencing to an infrastructure and the min, max object ids of that infrastructure. An element is inserted into whenever an infrastructure is created. and ℎ define the object id range for an infrastructure. Thus, given a generic location , the environment that it belongs to can be known by investigating the reference id and .
The system should be able to provide a trip passing through several environments. In order to achieve this, we have to take into consideration some places where people can leave one environment and enter another.
is a location set for managing interaction places between different environments where the transportation mode can change. See below.
(1) bus (metro) stops and pavements. Each stop maps to a position in the pavement so that it is available to search the nearest stop for a pedestrian by walking. Reversely, the traveler terminates the movement at a bus or metro stop and wants to find a path located in the pavement area to the target place (e.g., a shop).
(2) pavement locations and road network locations. Given a location in , it can project to a network location, and vice versa. This is to build the bridge between and , leading to the capability of mode switching between Car and Walk. Different from the location mapping above, there is an infinite set of locations for and , so this conversion is done on-the-fly.
(3) building entrances and pavement locations. In order to build the connection between indoor and outdoor, we map a building entrance/exit to a pavement location.
Moving Objects Storage. A data type for generic moving objects is implemented. To manage a set of moving objects, a relation interface is provided where the type is embedded as an attribute and a tuple corresponds to a moving object, thus leveraging the full power of relational operators, e.g., select.
D. Generic Moving Objects
The dataset for moving objects is a set of trips where each passes several environments and includes multiple transportation modes. We let each trip include both outdoor and indoor movements and give examples below.
(
This might be the most common movement for people in their daily life, seeing below.
• Bobby walks from home to the parking lot, drives the car along the road. After parking the car he walks to the office building, and finally arrives at his office room.
Instead of traveling by car, people may also choose public transportation system. Suppose that the traveler takes a bus, and consider such a trip.
• Bobby moves from his office room to the building exit, leaves the building and walks to a bus stop. Then, he travels by the bus to a stop close to his apartment, in the end walks from the bus stop to his home. The mode Walk is contained in each trip. According to the study in [27] , walk segment is an important part which builds the connection between movement segments with different transportation modes. Usually people do not directly switch from Car to Bus or from Indoor to Metro. The transition relationship among modes is shown in Fig. 3 . 
IV. INFRASTRUCTURE AND SPACE GENERATION
A. Pavement Area
The covered places include pavements located on both or one side of roads, and zebra crossings allowing people to cross the street. We create both of them based on roads and a defined road width (e.g., five meters). The procedure is as follows. Each road line is extended by the defined width to a region whose shape is a stripe. Then, we enlarge the width by a value (e.g., two meters) to create a larger region in order to include the area for both cars and pavements. Afterwards, the pavement can be achieved by performing the minus on the two created regions. Zebra crossings, usually located around junctions, are generated at each crossing by creating some rectangles. Finally, we perform the union on all pavements and zebra crossings to get a relatively large polygon , denoting the whole area for people walking. For efficient data management and query processing, is decomposed into a set of triangles [28] to be stored in GMOD. The advantage is (1) the precise data of is still maintained by these triangles no matter whether is convex or concave, with or without holes; (2) we can build graphs on triangles to efficiently support query processing (see Section V-A).
B. Bus Network
A public bus transportation system consists of bus routes, bus stops and moving buses. A bus route is created in two steps: (1) pick up two road network points as route start and end locations; (2) compute the network shortest path between them and setting it as the result. For each bus route, a sequence of bus stops is generated by defining a distance between two adjacent stops. A time schedule is defined for creating bus trips. Different bus routes have different time schedules depending on the traffic value. To get such a value for each route, we first create a set of cars moving on the roads and record the traffic flow for each road by aggregating the number of cars passing it during a time interval. Then, we map a bus route to road segments and summarize the traffic flow of these segments to be the result. The top (e.g., 20) routes on high traffic value are also used as night routes. In the real world, one bus route has two directions each of which contains a sequence of bus stops. To be realistic, our bus routes and stops are also created based on this behavior.
C. Metro Network
The procedure of creating a metro network has three steps. (1) The road network space is partitioned into a set of equal size cells. Each cell is represented by a square. The square width is set as the distance between two adjacent metro stops, e.g., 1.5 km. A dual graph is built where each node corresponds to a cell and an edge is created if two cells are adjacent. (2) Each route has a start (end) location which is the center point of a randomly selected cell. The distance between the start and end cells should be larger than a threshold value (e.g., 20 km) so that the path is long enough for a metro route. A shortest path connecting the two cells can be found by searching the dual graph, denoting the minimum number of nodes to pass by. The path is represented by a sequence of cells. From the start location to the end, we sequentially pick up the center point of each cell on the path and connect them in the same order as the cell appearing on the path to build a metro route. These points are set as the positions for metro stops. (3) A metro trip is created based on the pre-defined path and a given speed value (70km/h). The schedule for each route is set as every ten minutes between 6am and 10pm.
D. Indoor
In a city, there is a large number of buildings with different types, such as personal houses, office buildings, hotels, etc. Due to privacy problem and the difficulty of getting data, the internal structure for personal houses is not available. Table  II lists all created public buildings based on their floor plans. A floor plan is a diagram to show in scale the relationships between rooms, spaces and other physical features at one level of a structure. After finishing one level, we translate the floor in vertical to get more floors to construct a building if the structure is the same at each level. Otherwise, levels with different structures are created separately and then built together to form a building. The floor plan of university is from the authors' affiliation. [23] demonstrates the created buildings in a 3D visualization viewer.
We get the outdoor place for all buildings by taking out the area covered by roads and pavements from the whole space. A rectangle is used to represent the bounding box of the area for a building. Each rectangle is set a type value according to the building characteristic (e.g., hotel or cinema). We set the type for all rectangles as follows. Most rectangles in the city center denote office buildings, shopping malls and cinemas. Rectangles out of the city center are for personal houses, universities and surrounded by hospitals. Hotels are uniformly distributed and the railway station is located at a place with high road density. To be more general, we use the term groom (general room) for all of them. Basically, a groom is a set of objects, each of which has a polygon denoting the 2D area and a value for the height above the ground level. A groom can have one or several doors, represented by lines. The raw data (from floor plan) for creating a building is a relation where each tuple corresponds to a groom.
E. Space
Let ( , ) denote the space to be created, initially empty. Whenever an infrastructure is generated, an element ( , , ℎ) is inserted into . where represents the infrastructure label and ( ℎ) denotes the minimum (maximum) infrastructure object id. So, is progressively filled up by infrastructures and only maintains a reference pointing to the underlying data of each environment. also manages the id range for each infrastructure for the sake of efficiently locating the environment for a moving object. After all infrastructures are generated, one needs to handle the interaction places between different environments in order to provide a trip passing through multiple environments. A set of locations .
as well as the location mapping technology is defined in the space structure. The overlapping places between the following pairs of environments are managed: (1) ( ) and ; (2) and ; (3) and . In fact, the considered places are between region-based outdoor and the other infrastructures. This is consistent with the data in Section III-D where the mode Walk is included by all moving objects.
V. TRIP PLANNINGS
A. Shortest Path for Pedestrians
Trip planning for pedestrians is to find a shortest path between two locations inside , created in Section IV-A. is a large polygon with many holes inside. In computational geometry, there are some main-memory algorithms on path problems in the presence of obstacles [9] . But now we have to process the data in big size, as is the whole area for outdoor walking in a city with hundreds of thousands of vertices, yielding a main-memory algorithm not practical. Also, the technique in computational geometry has a limitation that assumes the number of holes is small. However, this is not the case for such an application. Each obstacle in represents a building block or junction area, and there is a large number of such objects inside a city. Thus, an efficient and practical method is essentially needed.
Our solution is as follows. First, two graphs (Dual Graph) and (Visibility Graph) have to be built. Instead of managing an extremely large polygon in the database, we decompose into a set of triangles , each of which is assigned a unique id. A dual graph is built on where each node corresponds to a triangle and an edge is created if two triangles are adjacent.
(Visibility Graph) is the most common and popular approach to computing the shortest path in an obstacle space, also adopted by our method. Each node in corresponds to a vertex of where the whole set of vertices includes points from the contour and holes. If two nodes are mutually visible (i.e., the line connecting them does not cross any obstacles and is completely inside ), an edge is created.
Applying Def. III.2 in Section III-A, a location inside is represented by ( , ( 1 , 2 ) ) where denotes a triangle identifier and ( 1 , 2 ) records the relative location inside the triangle by setting the left lower point of the triangle bounding box as the origin point. The searching procedure contains three steps: (1) Given two arbitrary locations 1 and 2 , the triangles that 1 and 2 are located in can be found in constant time. We let all triangles be increasingly ordered by , yielding the ability to fast access them by the id entry. (2) All vertices of that are visible to 1 and 2 can be found by searching for the purpose of building a bridge between 1 , 2 and . This is because 1 , 2 can be located anywhere in , and if they do not belong to the vertices of , 1 , 2 are not represented by nodes. (3) After connecting 1 , 2 to , Dijkstra's algorithm can be run on and * algorithm can also be used where the heuristic value is just the Euclidean distance between a polygon vertex and the destination.
B. Routing in Bus Network
A bus network graph is defined for querying an optimal route with the minimum time. Before introducing the graph, we first give the definition of a bus stop ( , , ) ( , ∈ int , ∈ bool ) where indicates the route id, records the relative position on the route and represents the direction (Up or Down).
By the location mapping technology in Section III-C, a bus stop projects to a point in the pavement. Then, the walking distance between two stops can be computed applying the algorithm in Sec. V-A, denoted by dist( , ). We specify Δ as the length of a short walk, e.g., 150 meters. Two relationships are defined for bus stops: neighbor and adjacent. Given two bus stops and , we have
Definition V. Let geodata( ) return the spatial point of a bus stop. For the sake of easy presentation, we ignore the parameter for a bus route. Two stops , are connected via an edge if one of the following conditions holds: (i) geodata( ) = geodata( ); (ii) is a neighbor of ; (iii) is adjacent to . Each edge is associated with a value recording the path from to . case (i): is empty and , ( ) = 0. case (ii): is the shortest path located in the pavement and , ( ) can be computed by defining a walking speed (e.g., 1m/s). case (iii): is the bus line connecting two stops and , ( ) depends on the route schedule and arrival time at . The query result of bus routing is a sequence of pairs ( , ). Each pair indicates a connection between two stops where specifies the path (a polyline), and shows the transportation mode for such a movement where the value is from the domain {None, Walk, Bus}. Each element in the domain corresponds to one of three connections. To improve query efficiency, two optimization techniques are developed.
• We run * algorithm on where the heuristic value is set as follows. Let be the Euclidean distance between a bus stop and the destination, and is the maximum speed of all buses. Then, / is computed and set as the heuristic value.
• Regarding the three connections between two nodes, let TP( , ) return the type of an edge ( , ), where the values are from the symbol set {GEO, NEI, BUS}. Each symbol stands for a connection. GEO means and map to the same point, NEI says , are connected by a walking path and BUS is for a bus trip connecting and . In principle, given a node , there are three edges starting from , implying different values for TP( , +1 ). But by investigating TP ( −1 , ) , the type of ( , +1 ) can be determined and some connections can be pruned. See below.
Lemma V.1 Access Node by Edge Type
For case (1), only one connection has to be considered for the reason that GEO and NEI are already processed when accessing −1 . Note that −1 and are from different routes, resulting different bus trips to be processed. In case (2), bus stops with the same location as are also neighbors of −1 , which are expanded by −1 with the connection NEI. So, the edge with type GEO can be filtered. The algorithm also does not have to process TP( , +1 ) = NEI. Consider the following cases. First, the total length of two walking movements by ( −1 , ) and ( , +1 ) could be larger than Δ , which contradicts the neighbor condition for two bus stops. Second, if the length fulfills the neighbor condition, the union of them may be not the shortest path from −1 to +1 as the path is in obstructed space instead of Euclidean space. If the union path happens to be the shortest, then this path is already found by expanding −1 with the NEI connection. To sum up, the case TP( , +1 ) = NEI can be safely removed. For case (3) , no edge can be pruned and all connections have to be considered.
C. Routing in Metro Network
The procedure is similar to querying on bus network, so we omit a detailed discussion.
D. Indoor Navigation
We construct an indoor graph for searching a precise shortest path inside a building.
Definition V.2 Given an indoor graph ( , ), is a set of nodes representing doors and ⊆ × is a set of edges. Each edge denotes a shortest path between two doors inside one groom.
A door is represented by a line located in a groom and we take the middle point for path computation. An indoor path is computed in the obstructed space instead of Euclidean space as there can be obstacles (e.g., walls) inside a groom. To build the graph, one needs to pre-compute all paths between each pair of doors inside a groom. As the number of doors for one groom is usually not large, the time cost of such computation is affordable. And the procedure has only to be done once. To make a robust indoor graph, some virtual doors (not existing in the real world) are created to represent the places that connect two grooms but without explicit doors. For example, a staircase (modeled as a groom) builds the connection between two different floors, but maybe no doors exist for the staircase.
An indoor location is represented by ( , ( 1 , 2 ) ) where is a groom identifier and ( 1 , 2 ) is the location inside the groom. ( , ( 1 , 2 ) ) can be located anywhere inside the building where can map to an office room, a corridor, even a staircase. Given two locations and for shortest path searching, initially one needs to connect them to , i.e., find all doors in the room where and are located, as and are stochastic locations (not necessarily positions for doors). The height above the ground level for an indoor location can be retrieved, recorded by the located groom. If and are at different levels, all doors with the height above the ground level higher or lower than and can be pruned to improve query processing.
E. Time Complexity Analysis
In this part, we study the complexity of proposed algorithms for trip planning. Since each algorithm is executed on a graph, the time complexity is ( + ) [5] by implementing a min-priority queue where is number of nodes and is the number of edges in the graph. In the following, we show the size of and in each case. : Let be the number of nodes in , that is (the polygon for pavements) contains vertices in total. Before searching , one first has to connect the start and end locations to . To find visible points for a query location the time ( ) is needed 2 . Consequently, the overall time is ( + + ) where is 2 in the worst case, implying that each pair of points is visible. But for such an application where represents the city walking area with many obstacles, it is impossible that each vertex is visible to all the others. The obstacles (holes in ) are the places where people cannot 2 the classical rotational plane sweep algorithm [16] needs (
) in an open space, but here we have a closed area and a new optimal searching algorithm is developed. Due to space limitation, we omit discussing the detailed procedure in this paper. directly pass through, e.g., building blocks, junction areas. So, we denote the size of by ( ) where is the maximum number of visible points for a vertex in . In the end, the time complexity is therefore Θ( ) ( ≪ ).
: Assuming bus stops in total, we need to determine the cardinality for bus stop connections. Stated in Section V-B, there are three cases to build an edge between two stops , : (1) geodata( ) = geodata( ); (2) is the neighbor of ; (3) is adjacent to . For each bus stop, let 1 , 2 be the maximum number of connections for (1) and (2) where 0 ≤ 1 ∧ 1 ≪ and 0 ≤ 2 ∧ 2 ≪ . Additionally, there is one connection for adjacent. This yields 1 + 2 + 1 connections in maximum for a bus stop. In summary, the time cost is Θ(( 1 + 2 ) ) ( 1 , 2 ≪ ).
: Given an indoor graph with nodes, each node represents a door and edges are connections between two doors in the same groom. Let be the maximum number of doors in one groom, then the edge number is ( ) ( ≪ ). Now we consider the time on finding all paths from the start (end) location to doors in the room. This equals to shortest path searching in a polygon where represents the 2D area of a room. If is a convex polygon, this results ( ). If is a concave polygon with or without holes, we apply the algorithm in Section V-A. Assume be the maximum vertex number for . Building dual and visibility graphs costs ( 2 ). This is done on-the-fly for the reason that (1) is usually small (2) much storage and maintenance effort are needed for persistent data. After that, searching a shortest path needs ( ′ ) on where ′ be the maximum number of visible points for a polygon vertex, resulting in ( 2 + ′ ) to connect start and end locations to . To sum up, the time complexity of indoor navigation is
VI. CREATE GENERIC MOVING OBJECTS
To create a moving object, two parameters are needed: (1) path; (2) speed. Trip planning produces the path and the located environment determines the speed for moving objects.
A. Car + Walk
The needed infrastructures are and . We let the trip start from , move a short distance on the pavement, then travel along the road and terminate in . The start location is a randomly selected point on the pavement, denoted by 1 . From 1 , the traveler walks some distances to another nearby pavement point ′ 1 . Using the location mapping technique (Section III-C), ′ 1 projects to a road network position, from which the traveler moves by car to the destination. The complete path is through two environments and consists of (1) walk movement; (2) road path. Walking speed is defined as 1m/s and the speed for car is determined by the maximum speed allowed on the road. Recall that Road Rel (in Section III-B) has an attribute for the street type, and the maximum speed is set according to the type. For example, the main street is 50km/h and the side street is 30km/h.
B. Bus+Walk and Metro+Walk
Combining and , we are able to create moving objects with modes Bus + Walk. The start and end locations are two stochastic pavement points, denoted by 1 and 2 . First, the closest bus stop to 1 is found, denoted by 1 . Then 1 maps to a position on the pavement for the purpose of finding the walking trip from 1 to 1 . Afterwards, the bus trip algorithm is called to find a connection from 1 to 2 with the minimum time where 2 is the closest bus stop to 2 . During this movement, a short distance walking may also be involved for a bus transfer. A bus speed is set as the maximum speed allowed on the road. In the end, the traveler leaves the bus network at 2 and moves from 2 to 2 on foot. Similarly, we can also create a trip with modes Metro + Walk.
C. Indoor
An indoor moving object is created based on (1) a precise shortest path returned by indoor navigation where the start and end locations can be anywhere inside a building; (2) two defined speed values: walking and elevator (if such a device is involved by the traveler).
D. Both Outdoor and Indoor
Including all infrastructures, we are able to create a comprehensive movement for a person, e.g., starts from home, then moves by car or bus, enters a building, and finally reaches a room. Assuming that people start and end their trips in the indoor environment, start and end locations are defined in different buildings, say , . Due to lack of floor plans for private buildings, if ( ) corresponds to a personal house, we ignore the movement inside the building. Suppose that both and are public buildings. A trip starts from where a random location in is selected as the start position. A shortest path routing to an exit of is found. In Section III-C, we state that the global space manages a set of places where the transportation mode can switch, including exits/entrances of buildings and pavement locations. Each building exit maps to a pavement location, leading to the connection between indoor and outdoor. Now consider the outdoor movement. If the distance between and is smaller than a defined threshold (e.g., 300m), the traveler moves by walk for outdoor. Otherwise, a car or public transportation system (we assume people tend to use vehicles for a long distance trip) is used. The distance between and is set as the Euclidean distance between the bounding boxes of outdoor area. Finally, the movement inside starts from the building entrance and terminates at a random indoor location.
VII. EVALUATION
MWGen is developed in an extensible database system SECONDO [29] and programmed in C/C++ and Java on a PC (AMD 3.0 GHz, 4 GB memory) installed Suse Linux 11. 
A. Infrastructure Data
According to the requirements, the tool can produce the desired data by configuring the parameters such as the number of routes, bus and metro speeds, and schedules. Table III shows the infrastructure data and the cost of overall generation in terms of time and disk space. Table IV lists all outdoor graphs  where denotes the graph for road network and denotes the graph for metro network. Table V summarizes the information for all buildings. We use No B and No H to denote the number of buildings for each a type in Berlin and Houston, respectively. Given a building , let | . | be the cardinality of rooms. For each public building, an indoor graph is created where the cardinality for nodes and edges is also reported.
B. Efficiency of Trip Plannings
We evaluate the efficiency of outdoor trip plannings and indoor navigation. The result of pedestrian routing is averaged over 5,000 pairs of random locations. For bus and metro routing, 5,000 pairs of random stops are generated and each pair is assigned a query time instant. In , Houston takes more time than Berlin due to its large occupied area, resulting in longer bus routes and more bus stops. The outcome is the average time over all runnings. The time cost of indoor navigation is reported in Fig. 4(b) where the four most complex buildings are considered in terms of cardinality of graph nodes and edges. For each building, we measure the execution time and average the result over running shortest path searching on 500 pairs of random indoor locations. The experimental results demonstrate the efficiency of our algorithms.
C. Evaluation of Moving Objects Generation
This part of experiment exhibits the scalability of generating a variable size of generic moving objects, in terms of time and storage size. For the three kinds of generic moving objects introduced in Section III-D, we set the distribution by 2:1:1 assuming that the number of people traveling by car is the same as that of people traveling by public transportation system. The start and end locations of a trip are defined in the indoor environment where two buildings are selected and they can be public or private. The location inside a public building is randomly chosen. We define the distance between two buildings to be larger than a value (300m) so that vehicles are involved for traveling. 
VIII. CONCLUSIONS
In this paper, we introduce a generator that reads roads, floor plans and produces a set of real world infrastructures as well as moving objects with transportation modes. Generic moving objects are produced based on trip plannings where the movement can cover all available environments. All created data are efficiently managed by GMOD.
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