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Solarno napajanje električnega pastirja. 
V diplomski nalogi bo predstavljena izdelava naprave, ki bo polnila avtomobilski 
akumulator s pomočjo solarnega panela. Akumulator bo služil kot vir napajanja  
električnega pastirja. 
Polnilnik je izdelan kot kontrolna enota, narejena iz dveh delov – močnostnega in 
programskega. Jedro polnilnika predstavlja mikrokrmilnik, ki skrbi za pravilno 
delovanje samega polnilnika in sistema kot celote. 
V nalogi so opisani postopki načrtovanja posameznih sklopov polnilnika, izdelana in  
prikazana je električna shema vezja ter izdelava ploščic tiskanega vezja. 
Polnilnik je opremljen z LCD-prikazovalnikom in svetlobnimi indikatorji, ki prikazujejo 
stanje naprave. Celotna naprava je izdelana v vodoodpornem ohišju in je lahko 
nameščena na prostem. 
 








Solar powered electric fence. 
The following thesis discusses the design of a device that charges a car battery with 
the help of a solar panel, thus functioning as a source of energy for an electric fence. 
The charger is designed as a control unit consisting of two parts - the power unit and 
the programming unit. The core of the charger is a microcontroller, which monitors the 
functions of the charger as well as the entire system.  
This thesis describes the planning stages of individual coumpounds of the charger. It 
includes the scheme of the electric circuit as well as the construction of the printed 
circuit board.  
The charger includes an LCD display and LED diods which indicate the device status. 
The entire device is embeded in a waterproof case and, therefore suitable for outdoor 
use. 
 






Izziv naloge je bil izdelati polnilnik akumulatorja za napajanje električnega pastirja, ki 
kot vir energije izkorišča sončno energijo.  
Na trgu obstaja velika paleta raznih polnilnikov, ki opravljajo prav to nalogo, vendar 
nobeden izmed njih ni prilagojen za napajanje električnega pastirja.  
Vse komponente, ki so vključene v sistem, so standardne in so prosto dostopne.  
Za pretvorbo sončne energije v električno je uporabljena že prej industrijsko izdelana 
sončna celica nazivne napetosti 12 V in nazivne moči 100 W. Polnilno enoto 
predstavlja svinčen akumulator nazivne napetosti 12 V in kapacitete 100 Ah. Električni 
pastir deluje na priključno napetost 12 V–24 V. 
Vezni člen med sončno celico, akumulatorjem in električnim pastirjem predstavlja 
krmilno vezje − polnilnik, ki je predmet te naloge.  
 
Slika 1: komponente celotnega sistema 
Vezje je bilo načrtovano in izdelano s pomočjo programskega orodja EAGLE version 









Polnilnik je sestavljen iz močnostnega in programskega sklopa.  
Znotraj močnostnega dela je izvedena ustrezna zaščita izhodnega dela ter 
preklapljanje kontrolnih stikal v MOS FET izvedbi. Izdelani so tudi delilniki napetosti, ki 
služijo merjenju napetosti na posameznih kontrolnih mestih. V močnostnem sklopu je 
izvedena stabilizacija napetosti na 5 V, ki služi kot vir napetosti za napajanje 
programskega sklopa. 
 
Slika 2: komponente močnostnega dela polnilnika 
Programski sklop je sestavljen iz mikrokrmilnika, LCD-prikazovalnika ter LED-diod za 
prikaz statusa delovanja naprave. 
 






















Zaščita izhoda je pomembna, saj lahko pride zaradi delovanja električnega pastirja ali 
morebitnega udara strele v električno ograjo do visokonapetostnih sunkov v vezje 
krmilnika. Le-ti lahko vezje poškodujejo. 
Za zaščito pred tem sta uporabljeni dve 16-voltni Zenerjevi diodi na izhodnem delu 
vezja, ki morebitne sunke visoke napetosti odvajata v zemljo. Dodatno sta v tem delu 
vezja še dve 5-amperski varovalki. 
Solarni panel je občutljiv na povratni tok, do katerega lahko pride v času, ko sončne 
celice niso osvetljene in ne proizvajajo energije. V kolikor bi bil solarni panel priklopljen 
neposredno na akumulator, bi v času, ko bi bila napetost na akumulatorju višja od 
napetosti solarnega panela, tok tekel v obratni smeri, tj. iz akumulatorja v solarni panel, 
in poškodoval sončne celice.  
Za zaščito le-tega je na vhodu iz solarnega panela v vezje vgrajena močnostna dioda 




Močnostni del vezja deluje in operira z napetostmi, ki se gibljejo v razponu od 0 V do 
20 V na vhodu iz solarnega panela. Napetost akumulatorja mora biti med 10,5 V in 14 
V. Napetost na izhodu pa se ravno tako giblje med 10,5 V in 14 V. 
Navedene napetosti so veliko previsoke za delovanje mikrokrmilnika, saj izbrani model 
deluje na priključno napetost 5 V. Enako napetost za svoje delovanje potrebuje tudi 
LCD-prikazovalnik. 
Da bi dosegli želeno napetost, je v močnostni del vgrajen stabilizator napetosti 








Za ustrezno delovanje polnilnika se meri napetost na različnih delih v vezju. 
Potrebno je meriti napetost, ki jo proizvaja solarni panel, napetost baterije ter dodatno 
tudi napetost na izhodu.  
Glede na dejstvo, da analogno-digitalni pretvornik mikrokrmilnika lahko obdeluje zgolj 
analogne napetosti do 5 V, merimo pa napetosti, ki jih proizvaja solarni panel in se 
gibljejo vse do 20 V, je potrebno izdelati ustrezni delilnik napetosti, ki bo poskrbel, da 
na analogni vhod AD-pretvornika ne pride napetost nad 5 V.  
Pri izbiri uporov za izvedbo ustreznega delilnika moramo izbrati ustrezno delilno 
razmerje, ki je določeno glede na najvišjo možno napetost, ki jo bo potrebno izmeriti, 
kar je v danem primeru napetost solarnega panela in znaša maksimalno 20 V. 
 
𝑈𝑝𝑎𝑛𝑚𝑎𝑥 = 20 𝑉 
𝑈𝑎𝑑𝑚𝑎𝑥 = 5 𝑉 
 





























Izberemo upornost, ki je nekoliko višja in znaša R1 = 22k Ω. 
 
𝑈𝑎𝑑𝑚𝑎𝑥 = 𝑈𝑝𝑎𝑛𝑚𝑎𝑥 ∗
𝑅2
𝑅2 + 𝑅1
= 20 𝑉 ∗  
6𝑘8 𝛺
6𝑘8 𝛺 + 22𝑘 𝛺 
= 4,72 𝑉 
 
Napetost, ki jo torej dobimo na izhodu iz napetostnega delilnika, znaša 𝑈𝑎𝑑𝑚𝑎𝑥 
= 4,72 
V in tako nikoli ne preseže maksimalne dopustne napetosti na vhodu v AD-pretvornik, 




Osrednji del močnostnega sklopa predstavljajo krmilna stikala, s pomočjo katerih 
vklapljamo oziroma izklapljamo posamezne sklope. 
 









Stikalo 1 (Q1) vklopi povezavo med akumulatorjem in električnim pastirjem. To stikalo 
služi kot zaščita pred prekomernim izpraznjenjem akumulatorja. V kolikor je izmerjena 
napetost akumulatorja 𝑈𝑏𝑎𝑡 ≥ 10,5 V, je stikalo sklenjeno in omogoča delovanje 
električnega pastirja.  
Če napetost akumulatorja pade (𝑈𝑏𝑎𝑡 < 10,5 V), stikalo odklopi električnega pastirja in 
na ta način prepreči nadaljnje praznjenje akumulatorja pod dovoljeno mejo.  
Praznjenje pod minimalno dovoljeno mero lahko trajno poškoduje akumulator. 
Stikalo 2 (Q2) vklopi povezavo med solarnim panelom in akumulatorjem. Stikalo je 
namenjeno priklopu solarnega panela na akumulator, ko je napetost solarnega panela 
višja od napetosti akumulatorja, ter na ta način omogoči polnjenje akumulatorja. 
Če napetost na solarnem panelu preseže 𝑈𝑝𝑎𝑛 > 16 V, stikalo 2 odklopi akumulator, 
saj bi previsoka napetost le-tega lahko poškodovala. 
Stikalo 3 vklopi povezavo med solarnim panelom in električnim pastirjem. Stikalo je 
namenjeno obdobju, ko je akumulator do konca napolnjen 𝑈𝑏𝑎𝑡 = 14 V, solarni panel 
pa še vedno proizvaja energijo. V tem primeru je solarni panel neposredno povezan z 
električnim pastirjem.  
Prevajanje energije iz električnega pastirja proti akumulatorju je blokirano z močnostno 
diodo 1N5400 (D5). 
Vsa stikala so izdelana iz MOSFET tranzistorjev. 
Pri izbiri MOSFET tranzistorjev je potrebno paziti, da ima izbrani tranzistor višje 
dopustne napetosti in tokove od predvidenih maksimalnih napetosti in tokov, ki 
dejansko vstopajo v stikalo. Obenem je potrebno pozorno spremljati, da ima tranzistor 
čim manjšo upornost v prevodnem stanju. 
Izbrani tranzistor IRFZ48N, ki je uporabljen kot stikalo, odgovarja tem zahtevam. 
 
MOSFET tranzistorji potrebujejo dovolj visoko napetost in tok, da lahko ustrezno 
preklapljajo med stanji. Ker mikrokrmilnik ne zadostuje tem pogojem, je za krmiljenje 





Na vezju močnostnega dela so izvedeni še vsi priklopi za zunanje dele ter priklopi za 
povezavo s programskim delom: 
JP1 – vhod - (solarni panel) 
JP2 – vhod + (solarni panel) 
JP3 – vhod - (akumulator) 
JP4 – vhod + (akumulator) 
JP5 – izhod zemlja 
JP6 – izhod - (električni pastir) 
JP7 – izhod + (električni pastir) 
JP8 – vhod krmiljenje stikal (pin1 – OK1, pin2 – OK2, pin3 – OK3) 
JP9 – izhod analogne napetosti (pin1 – Upan, pin2 – Ubat, pin3 - Uout) 
JP10 – izhod - (programski del) 














Slika 5: shema vezave močnostnega dela 
 
 









Programski del ima vgrajene štiri LED-diode, ki prikazujejo stanje delovanja naprave. 
1. Zelena – sveti vedno, ko je naprava priklopljena na akumulator. 
2. Modra: 
a. Prižge se takoj ob priklopu na akumulator in sveti, dokler se ne izvede 
začetna sekvenca, nakar ugasne.  
b. Ob normalnem delovanju naprave se vklopi, ko je napetost na solarnem 
panelu 𝑈𝑝𝑎𝑛 > 10 V, kar nakazuje, da solarni panel proizvaja energijo. 
3. Rumena – nakazuje normalno stanje akumulatorja. Sveti, ko je napetost 
akumulatorja 𝑈𝑏𝑎𝑡 > 10,5 V. 




LCD-prikazovalnik je namenjen prikazu podrobnejših podatkov o delovanju naprave. 
Gre za standardni LCD-prikazovalnik dimenzije 20x4 neuradnega proizvajalca. Kljub 
temu ima serijsko izdelane vse standardne priklope in omogoča programiranje ter 
komunikacijo po izdelanih uradnih protokolih. 
Dimenzija 20x4 pomeni, da imamo za zapis na razpolago štiri vrstice po 20 znakov. 
Vsak znak ima zapis v formatu 5x8 pik. LCD-prikazovalnik je v osnovi že programiran 
za prikazovanje osnovnih ASCI-znakov, mogoče pa je dodatno programirati tudi znake 
po lastni izbiri v formatu 5x8 pik. 
Prikazovalnik ima 16 priklopnih pinov: 
Napajanje  prikazovalnika (VSS-, VDD+), kontrast (V0), krmiljenje (RS, RW, E), podatki 
oziroma naslovi (D0–D7) ter zadnja osvetlitev (A, K).  
Prikazovalnik je možno krmiliti prek serijskega vmesnika ali pa, kot v danem primeru, 




bitni prenos v dveh nibblih ali enkratni prenos 8 bitov. Ker imamo na izbranem 





Mikrokrmilnik predstavlja osrednji del naprave, saj skrbi za povezavo med 
posameznimi sklopi, obdeluje podatke ter glede na odčitane vrednosti tudi izvaja 
določene operacije – krmili stikala, LCD-prikazovalnik, LED-indikatorje. 
Pravilno programiranje in delovanje mikrokrmilnika je ključno za pravilno delovanje 
celotne naprave. 
Izbrani mikrokrmilnik je Microchip PIC 18f2550. Je 8-bitni mikrokontroler z notranjim 
oscilatorjem (8MHz), AD-pretvornikom (10 kanalov, 10-bitni) ter je izdelan v 28-
pinskem ohišju. 
Ker ima mikrokontroler že vgrajen notranji oscilator, to dodatno poenostavi načrtovanje 
in izdelavo tiskanega vezja, obenem pa sprosti tudi dva pina (9, 10), ki ju lahko 






1 − NC      28 – RB7 – D7 (LCD-prikazovalnik) 
2 – AN0 – vhod U panela    27 – RB6 – D6 (LCD-prikazovalnik) 
3 – AN1 – vhod U akumulatorja   26 – RB5 – D5 (LCD-prikazovalnik) 
4 – AN2 – vhod U na izhodu   25 – RB4 – D4 (LCD-prikazovalnik) 
5 – RA3 – E (LCD-prikazovalnik)   24 – RB3 – D3 (LCD-prikazovalnik) 
6 – RA4 – RW (LCD-prikazovalnik)  23 – RB2 – D2 (LCD-prikazovalnik) 
7 – RA5 – RS (LCD-prikazovalnik)  22 – RB1 – D1 (LCD-prikazovalnik) 
8 – VSS -      21 – RB0 – D0 (LCD-prikazovalnik) 
9 – NC      20 – VDD +  
10 – RA6 – panel ON indikator   19 – VSS -  
11 – RC0 – vklop/izklop Q1   18 – RC7 – izhod ON indikator  
12 – RC1 – vklop/izklop Q2   17 – RC6 – akumulator ON indikator 
13 – RC2 – vklop/izklop Q3   16 – NC  
14 – NC      15 – NC  
 
Na vezju programskega delo so izvedeni sledeči priklopi: 
JP1 – VDD + 
JP2 – VSS - 
JP3 – 16 pin LCD 
JP4 – vhod analogne napetosti 
JP5 – izhod krmiljenje stikal 



















Programiranje mikrokrmilnika je potekalo v programskem okolju MPLAB X IDE v3.25 
skupaj z orodjem PICkit 3. 
Ob zagonu programskega orodja se zažene čarovnik, ki vodi skozi izbiro osnovnih 
nastavitev (ime projekta, mesto hranjenja, družino in tip mikrokontrolerja, jezik 
programiranja). 
Prvi del programiranja predstavlja izdelava treh »Header file« sklopov. V prvem delu 
programa (polnilnik.h) je definirana osnovna konfiguracija mikrokrmilnika. 
Nekatere nastavitve v tem sklopu: 
1. #pragma config FOSC = INTOSCIO_EC// Oscillator Selection bits (Internal 
oscillator, port function on RA6, EC used by USB (INTIO)) 
Nastavitev, ki omogoča uporabo notranjega oscilatorja in definira pin 10 kot 
vhodno-izhodni RA6 pin. 
2. #pragma config MCLRE = OFF      // MCLR Pin Enable bit (RE3 input pin 
enabled; MCLR pin disabled) 
Nastavitev, ki onemogoči RESET pin in določi pin 1 RE# kot vhodni pin. 
3. #define _XTAL_FREQ 8000000 
Nastavitev frekvence notranje oscilatorja na 8 MHz. 
Vse ostale nastavitve, ki jih mikrokontroler omogoča, pa niso uporabljene, temveč so 
izklopljene. 
Drugi »Header file« služi nastavitvam LCD-prikazovalnika (lcd.h). Osnovo za izdelavo 
tega sklopa najdemo v osnovnih knjižnicah, ki jih ponuja programsko okolje MPLAB. 
Seveda gre za splošne rutine za programiranje Hitachijevega HD44780 LCD-
kontrolerja, katerega kopija je uporabljena pri izdelavi tega projekta. 
V nastavitvah je potrebno navesti, kateri izhodi iz mikrokontrolerja opravljajo določeno 
funkcijo v povezavi z LCD-prikazovalnikom. 




1. #define BIT8 
Delovanje v 8-bitnem sistemu. 
2. #define DATA_PORT      PORTB 
#define TRIS_DATA_PORT TRISB 
Priprava DATA_PORT in TRIS_DATA_PORT – služita lažjemu programiranju. 
3. #define E_PIN    LATAbits.LATA3  
#define TRIS_E   TRISAbits.TRISA3 
Priprava E »enable line«.  
4. #define RW_PIN   LATAbits.LATA4    
#define TRIS_RW  TRISAbits.TRISA4 
Priprava RW »read/write line«. 
5. #define RS_PIN   LATAbits.LATA5     
#define TRIS_RS  TRISAbits.TRISA5 
Priprava RS »register select line«. 
 
V tem delu bi lahko definirali še nekatere druge funkcije, povezane z delovanjem LCD-
prikazovalnika, vendar sem se raje odločil za izvedbo le-teh znotraj glavnega 
programa. 
 
Tretji »Header file« služi nastavitvam analogno-digitalnega pretvornika. Tudi v tem 
primeru so znotraj tega sklopa podane zgolj najbolj osnovne nastavitve, vse ostalo, 
povezano z delovanjem analogno-digitalnega pretvornika, pa je definirano znotraj 
glavnega programa. 
Nastavitve: 
1. #define AN_PAN LATAbits.LATA2  
2. #define AN_PAN_TRIS TRISAbits.TRISA2 
3. #define SEL_AN_PAN ADCON0=00001001 
 
4. #define AN_BAT LATAbits.LATA1  
5. #define AN_BAT_TRIS TRISAbits.TRISA1 





7. #define AN_LOAD LATAbits.LATA0  
8. #define AN_LOAD_TRIS TRISAbits.TRISA0 
9. #define SEL_AN_LOAD ADCON0=00000001 
 
10.  #define CONV_START ADCON0bits.GO=1 
 
 
Glavni program »polnilnik.c« skrbi za pravilno delovanje naprave. 
Uvodoma so v program vključene vse potrebne knjižnice, definirane rutine in 
spremenljivke. 
Ob zagonu se najprej izvede klic rutine init_XLCD(), ki poskrbi za uvodno postavitev 
LCD-prikazovalnika. Znotraj te rutine se izvajajo še rutine:  OpenXLCD (), 
BusyXLCD(), WriteCmdXLCD(), SetDDRamAddr(), DelayPORXLCD (void), 
DelayXLCD (void). 
Da prične LCD-prikazovalnik pravilno delovati, ga je potrebno ob vsakem zagonu 
pravilno nastaviti po predpisanem protokolu. 
Ker gre za standardni LCD-prikazovalnik, so omenjene rutine že pripravljene in so 
dostopne v knjižnicah, vendar jih je potrebno prilagoditi dejanski uporabi. 
Ostale rutine, ki so še povezane z delovanjem LCD-prikazovalnika, so: 
WriteDataXLCD(), PutsXLCD(), PutrsXLCD(). 
 
Po vzpostavitvi LCD-prikazovalnika sledi klic rutine init_ADC (), ki poskrbi za začetne 
nastavitve analogno-digitalnega pretvornika. 
Za pravilno delovanje pretvornika je potrebno nastaviti registre, ki le-tega upravljajo 
(ADCON0, ADCON1, ADCON2). 
Sledi še pozdravno sporočilo, ki se izpiše na LCD-prikazovalniku in ostane izpisano 10 






Po tem gre program v neskončno zanko, ki izvaja naloge v naslednjem zaporedju: 
1. Nastavitve ADC 
2. Branje napetosti panela 
3. Pretvorba napetosti panela 
4. Izpis napetosti panela na LCD (druga vrstica pod »PANEL«) 
5. Nastavitve ADC 
6. Branje napetosti akumulatorja 
7. Pretvorba napetosti akumulatorja 
8. Izpis napetosti akumulatorja na LCD (druga vrstica pod »BATERY«) 
9. Nastavitve ADC 
10.  Branje napetosti na izhodu 
11.  Pretvorba napetosti na izhodu 
12.  Izpis napetosti na izhodu na LCD (druga vrstica pod »OUTPUT«) 
13.  V kolikor je napetost akumulatorja nižja od napetosti panela in obenem nižja 
od 16 V, vklopimo stikalo Q2 – akumulator se polni. Na LCD se v tretji vrstici 
izpiše »CHARGING«. 
Ob neizpolnjenem pogoju se akumulator ne polni – stikalo Q2 se prekine in na 
LCD-ju se zapis izbriše. 
14.  V kolikor je napetost akumulatorja med 10,5 V in 14 V, se sklene stikalo Q1 – 
izhod je priklopljen na akumulator. 
15.  V kolikor je napetost na panelu višja od 10 V, se vklopi stikalo Q3 – solarni 
panel je povezan neposredno na električni pastir. 
16.  V kolikor je napetost na izhodu nad 10 V, se vklopi indikator (rdeča LED-dioda), 
ki nakazuje, da je električni pastir vklopljen. Obenem se na prikazovalniku v 
četrti vrstici pod »OUTPUT« izpiše »ON«. 
Če pogoj ni izpolnjen, se indikator ugasne in na LCD-ju se izpiše »OFF«. 
17.  V kolikor je napetost akumulatorja nad 10,5 V, se prižge indikator (rumena 
LED-dioda). Izklopi se, če napetost pade pod to vrednost. 
18.  V kolikor je napetost solarnega panela nad 10 V, se prižge indikator (modra 
LED-dioda). Obenem se na prikazovalniku v četrti vrstici pod »PANEL« izpiše 
»ON«. 




19.  V kolikor je napetost akumulatorja nad 12,2 V, se na prikazovalniku v četrti 
vrstici pod »BATERY« izpiše »HIGH«. Za napetosti med 11,5 V in 12,2 V se 
izpiše »MID«. Za napetosti med 10,5 V in 11,5 V se izpiše »LOW« in za 
napetosti pod 10,5 V »OFF«. 
Ko se to zaporedje konča, program najprej počaka nekaj sekund, potem pa se vrne 






Izbrani mikrokontroler ima vgrajen 10-bitni analogno-digitalni pretvornik. Maksimalna 
napetost, ki jo lahko priključimo na vhod pretvornika, je 5 V.  
Ker so napetosti, ki jih merimo, precej višje, je bil izdelan napetostni delilnik, ki 
zagotavlja, da je napetost ob normalnem delovanju na analognem vhodu vedno pod 
4,72 V. 
Izmerjeno napetost je potrebno ustrezno pretvoriti, da dobimo vrednost, ki jo želimo 
prikazati. 




= 0,00488 𝑉 
 















Ker imajo izbrani upori, ki so uporabljeni v napetostnem delilniku, toleranco do 5 %, to 
pomeni, da se v praksi zgoraj izračunani faktor giblje med 0,0192 in 0,0223. 








Opis in preizkus delovanja 
 
Polnilnik je izdelan v vodoodpornem ohišju in je lahko izpostavljen vremenskim 
vplivom. 
Priklopi za solarni panel, akumulator, ozemljitev ter električni pastir so na spodnji 
strani polnilnika. Ob desni strani je gumb, s katerim prižgemo osvetlitev LCD-
prikazovalnika. 
 
Slika 9: priklop polnilnika in uvodno sporočilo 
 
Ob priklopu na akumulator se na zaslonu izpišejo osnovne informacije, prižge se 
indikator priklopa – zelena LED-dioda skrajno levo, ki sveti vedno, ko je polnilnik 
priklopljen na akumulator. Začetna sekvenca traja 10 sekund. V tem času je 





Priklopi zunanjih naprav so na spodnji strani in si sledijo v naslednjem zaporedju 
od leve proti desni: 
PANEL-   PANEL+   AKUMULATOR-  AKUMULATOR +   ZEMLJA    BREME-   BREME +  
Po pretečenih desetih sekundah se polnilnik postavi v normalno delovanje.  
Na LCD-prikazovalniku se pojavi zapis v obliki: 
PANEL   BATERY   OUTPUT 
xx.xxV      xx.xxV    xx.xxV 
  CHARGING/_________ 
ON/OFF     HIGH/MID/LOW/OFF  ON/OFF 
 
 





Zapis v posamezni vrstici LCD-prikazovalnika je odvisen od dejanskega stanja 
delovanja polnilnika. Prav tako je z LED-indikatorji. Zeleni in modri LED-diodi sledi 
še rumena, ki nakazuje, da je akumulator v stanju »normalne« napetosti, ter rdeča, 
ki nakazuje, da je električni pastir priklopljen. 
Po testiranju se je izkazalo, da polnilnik pravilno odčitava napetosti na določenih 

























Naloga izdelave polnilnika avtomobilskega akumulatorja s pomočjo sončne energije, 
ki je bila zastavljena na začetku, je pripeljala do izdelave preprostega, vendar kljub 
vsemu učinkovitega polnilnika. 
Ob izdelavi se je pokazala tudi možnost nadaljnjih izboljšav, ki jih je mogoče izvesti. 
Prva izmed mogočih izboljšav je izdelava bolj učinkovite programske kode 
mikrokrmilnika in s tem boljšega delovanja celotnega polnilnika. Možna je tudi 
izboljšava polnilnega algoritma ter bolj prefinjena izbira komponent vezja ter 
nadgradnja v bolj kompleksen polnilnik. 
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void init_XLCD (void); 
void init_ADC (void); 
void DelayFor18TCY (void); 
void DelayPORXLCD (void); 
void DelayXLCD (void); 
void OpenXLCD (void); 
unsigned int Open_ADC (unsigned int ADC_RESULT); 
unsigned char BusyXLCD (void); 
unsigned char BusyADC(void); 
void PutrsXLCD (const char *buffer); 
void PutsXLCD (char *buffer); 
void SetDDRamAddr (unsigned char DDaddr); 
void WriteCmdXLCD(unsigned char cmd); 












unsigned char LOAD_VOLT_STRING[10]; 
 
void main (void) 
{ 
    DelayPORXLCD(); 
    init_XLCD(); 
    init_ADC();      
     
    TRISC=0; 
    LATC=0x00; 
    TRISAbits.RA6=0; 
    LATAbits.LATA6=1; 
     
    WriteCmdXLCD(0x81); 
    while(BusyXLCD()); 
 
    PutrsXLCD( "CHARGE CONTROLLER," ); 
    while(BusyXLCD()); 
     
    WriteCmdXLCD(0xC2); 
    while(BusyXLCD()); 
 
    PutrsXLCD( "by Janez Margon" ); 





    WriteCmdXLCD(0x99); 
    while(BusyXLCD()); 
     
    PutrsXLCD( " maj 2016" ); 
    while(BusyXLCD()); 
 
    WriteCmdXLCD(0xD6); 
    while(BusyXLCD()); 
 
    PutrsXLCD( "DIPLOMSKA NALOGA" ); 
    while(BusyXLCD()); 
     
    for (int i=0; i<20;  i++)__delay_ms(50); 
    
    WriteCmdXLCD(0x01);  
    while (BusyXLCD()); 
     
    WriteCmdXLCD(0x80); 
    while(BusyXLCD()); 
    PutrsXLCD( "PANEL BATTERY OUTPUT" ); 
    while(BusyXLCD());  
  
     
    while (1) 
    { 
      
    ADRESH=0b00000000; 
    ADRESL=0b00000000; 
    ADCON0=0b00001001; 
    CONV_START; 
    DelayPORXLCD(); 
    ADCON0=0b00001000; 
    ADC_PAN_RESULT=ADRES; 
    PAN_VOLT=(ADC_PAN_RESULT*0.0206); 
    WriteCmdXLCD(0xC0); 
    while(BusyXLCD()); 
    PutrsXLCD( "     " ); 
    while(BusyXLCD()); 
    WriteCmdXLCD(0xC0); 
    while(BusyXLCD()); 
    sprintf(PAN_VOLT_STRING, "%.4g", PAN_VOLT); 
    PutsXLCD(PAN_VOLT_STRING); 
    while(BusyXLCD()); 
    WriteCmdXLCD(0xC5); 
    while(BusyXLCD()); 
    PutrsXLCD( "V" ); 
    while(BusyXLCD()); 
     
    ADRESH=0b00000000; 
    ADRESL=0b00000000; 
    ADCON0=0b00000101; 
    CONV_START; 
    DelayPORXLCD(); 
    ADCON0=0b00000100; 
    ADC_BAT_RESULT=ADRES; 
    BAT_VOLT=(ADC_BAT_RESULT*0.0217); 
    WriteCmdXLCD(0xC7); 
    while(BusyXLCD()); 
    PutrsXLCD( "     " ); 




    WriteCmdXLCD(0xC7); 
    while(BusyXLCD()); 
    sprintf(BAT_VOLT_STRING, "%.4g", BAT_VOLT); 
    PutsXLCD(BAT_VOLT_STRING); 
    while(BusyXLCD()); 
    WriteCmdXLCD(0xCC); 
    while(BusyXLCD()); 
    PutrsXLCD( "V" ); 
    while(BusyXLCD()); 
      
    ADRESH=0b00000000; 
    ADRESL=0b00000000; 
    ADCON0=0b00000001; 
    CONV_START; 
    DelayPORXLCD(); 
    ADCON0=0b00000000; 
    ADC_LOAD_RESULT=ADRES; 
    LOAD_VOLT=(ADC_LOAD_RESULT*0.0206); 
    WriteCmdXLCD(0xCE); 
    while(BusyXLCD()); 
    PutrsXLCD( "     " ); 
    while(BusyXLCD()); 
    WriteCmdXLCD(0xCE); 
    while(BusyXLCD()); 
    sprintf(LOAD_VOLT_STRING, "%.4g", LOAD_VOLT); 
    PutsXLCD(LOAD_VOLT_STRING); 
    while(BusyXLCD()); 
    WriteCmdXLCD(0xD3); 
    while(BusyXLCD()); 
    PutrsXLCD( "V" ); 
    while(BusyXLCD()); 
     
    if (BAT_VOLT<PAN_VOLT & PAN_VOLT<16) 
        { 
        LATCbits.LATC0=1; 
        WriteCmdXLCD(0x9A); 
        while(BusyXLCD()); 
        PutrsXLCD( "CHARGING" ); 
        while(BusyXLCD()); 
        } 
    else 
        { 
        LATCbits.LATC0=0; 
        WriteCmdXLCD(0x9A); 
        while(BusyXLCD()); 
        PutrsXLCD( "        " ); 
        while(BusyXLCD()); 
        } 
     
    if (10.5<BAT_VOLT & BAT_VOLT<14) 
        LATCbits.LATC1=1; 
    else 
        LATCbits.LATC1=0; 
     
    if (PAN_VOLT>10) 
        LATCbits.LATC2=1; 
    else 
        LATCbits.LATC2=0; 
     




        { 
        LATCbits.LATC7=1; 
        WriteCmdXLCD(0xE4); 
        while(BusyXLCD()); 
        PutrsXLCD( "ON " ); 
        while(BusyXLCD()); 
        } 
    else 
        { 
        LATCbits.LATC7=0; 
        WriteCmdXLCD(0xE4); 
        while(BusyXLCD()); 
        PutrsXLCD( "OFF" ); 
        while(BusyXLCD()); 
        } 
     
     
    if (BAT_VOLT>10.5) // battery ON indicator 
        LATCbits.LATC6=1; 
    else 
        LATCbits.LATC6=0; 
     
    if (PAN_VOLT>10) // panel ON indicator 
        { 
        LATAbits.LATA6=1; 
        WriteCmdXLCD(0xD5); 
        while(BusyXLCD()); 
        PutrsXLCD( "ON " ); 
        while(BusyXLCD()); 
        } 
    else 
        { 
        LATAbits.LATA6=0; 
        WriteCmdXLCD(0xD5); 
        while(BusyXLCD()); 
        PutrsXLCD( "OFF" ); 
        while(BusyXLCD()); 
        } 
     
    
  
    if (12.21<BAT_VOLT)  
        { 
        WriteCmdXLCD(0xDC); 
        while(BusyXLCD()); 
        PutrsXLCD( "HIGH" ); 
        while(BusyXLCD()); 
        } 
    if (11.51<BAT_VOLT<12.2)  
        { 
        WriteCmdXLCD(0xDC); 
        while(BusyXLCD()); 
        PutrsXLCD( "MID " ); 
        while(BusyXLCD()); 
        }    
    if (BAT_VOLT<11.5)  
        { 
        WriteCmdXLCD(0xDC); 
        while(BusyXLCD()); 




        while(BusyXLCD()); 
        }    
    if (BAT_VOLT<10.5)  
        { 
        WriteCmdXLCD(0xDC); 
        while(BusyXLCD()); 
        PutrsXLCD( "OFF " ); 
        while(BusyXLCD()); 
        }  
     
    for (int d=0; d<20;  d++)__delay_ms(50); 
     
    }     
} 
 
void init_XLCD (void) 
{ 
    OpenXLCD (); 
    BIT8; 
     
    while (BusyXLCD()); 
    WriteCmdXLCD(0x06); 
    while (BusyXLCD()); 
    WriteCmdXLCD(0x0C);  
    while (BusyXLCD()); 
} 
 
void init_ADC (void) 
{ 
    AN_PAN_TRIS = 1; 
    AN_BAT_TRIS = 1; 
    AN_LOAD_TRIS = 1; 
    ADCON1 = 0b00001100; 
    ADCON2 = 0b10010001; 
    ADRESL = 0b00000000; 
    ADRESH = 0b00000000; 




void DelayFor18TCY (void) 
{ 
    Nop(); Nop(); Nop(); Nop(); 
    Nop(); Nop(); Nop(); Nop(); 
    Nop(); Nop(); Nop(); Nop(); 
    Nop(); Nop(); Nop(); Nop(); 
    Nop(); Nop();  
} 
 
void DelayPORXLCD (void) 
{ 
    __delay_ms(15); 
} 
 
void DelayXLCD (void) 
{ 









 BIT8                             // 8-bit mode, use whole port 
 DATA_PORT = 0; 
 TRIS_DATA_PORT = 0x00; 
    
 
        TRIS_RW = 0;                    // All control signals made outputs 
        TRIS_RS = 0; 
        TRIS_E = 0; 
        RW_PIN = 0;                     // R/W pin made low 
        RS_PIN = 0;                     // Register select pin made low 
        E_PIN = 0;                      // Clock pin made low 
 
        // Delay for 15ms to allow for LCD Power on reset 
        DelayPORXLCD(); 
 //-------------------reset procedure through software----------------------        
   WriteCmdXLCD(0x30); 
   DelayPORXLCD(); 
 
   WriteCmdXLCD(0x30); 
   DelayXLCD(); 
 
 
   WriteCmdXLCD(0x30); 




        // Set data interface width, # lines, font 
        while(BusyXLCD());              // Wait if LCD busy 
        WriteCmdXLCD(0x38);          // Function set cmd 
 
        // Turn the display on then off 
        while(BusyXLCD());              // Wait if LCD busy 
        WriteCmdXLCD(0x08);        // Display OFF/Blink OFF 
        while(BusyXLCD());              // Wait if LCD busy 
        WriteCmdXLCD(0x01);           // Display ON/Blink ON 
 
        // Clear display 
        while(BusyXLCD());              // Wait if LCD busy 
        WriteCmdXLCD(0x07);             // Clear display 
 
    
        // Set DD Ram address to 0 
        while(BusyXLCD());              // Wait if LCD busy 
        SetDDRamAddr(0x80);                // Set Display data ram address to 0 
        while(BusyXLCD()); 
         





unsigned char BusyXLCD(void) 
{ 
        RW_PIN = 1;                     // Set the control bits for read 
        RS_PIN = 0; 
        DelayFor18TCY(); 




        DelayFor18TCY(); 
#ifdef BIT8                             // 8-bit interface 
        if(DATA_PORT&0x80)                      // Read bit 7 (busy bit) 
        {                               // If high 
                E_PIN = 0;              // Reset clock line 
                RW_PIN = 0;             // Reset control line 
                return 1;               // Return TRUE 
        } 
        else                            // Bit 7 low 
        { 
                E_PIN = 0;              // Reset clock line 
                RW_PIN = 0;             // Reset control line 
                return 0;               // Return FALSE 
        } 





void PutrsXLCD(const char *buffer) 
{ 
        while(*buffer)                  // Write data to LCD up to null 
        { 
                while(BusyXLCD());      // Wait while LCD is busy 
                WriteDataXLCD(*buffer); // Write character to LCD 
                buffer++;               // Increment buffer 
        } 
        return; 
} 
 
void PutsXLCD(char *buffer) 
{ 
        while(*buffer)                  // Write data to LCD up to null 
        { 
                while(BusyXLCD());      // Wait while LCD is busy 
                WriteDataXLCD(*buffer); // Write character to LCD 
                buffer++;               // Increment buffer 
        } 




void SetDDRamAddr(unsigned char DDaddr) 
{ 
#ifdef BIT8                                     // 8-bit interface 
        TRIS_DATA_PORT = 0;                     // Make port output 
        DATA_PORT = DDaddr | 0b10000000;        // Write cmd and address to port 
        RW_PIN = 0;                             // Set the control bits 
        RS_PIN = 0; 
        DelayFor18TCY(); 
        E_PIN = 1;                              // Clock the cmd and address in 
        DelayFor18TCY(); 
        E_PIN = 0; 
        DelayFor18TCY(); 
        TRIS_DATA_PORT = 0xff;                  // Make port input 
#else                                           // 4-bit interface 
 
#endif 






void WriteCmdXLCD(unsigned char cmd) 
{ 
#ifdef BIT8                             // 8-bit interface 
        TRIS_DATA_PORT = 0;             // Data port output 
        DATA_PORT = cmd;                // Write command to data port 
        RW_PIN = 0;                     // Set the control signals 
        RS_PIN = 0;                     // for sending a command 
        DelayFor18TCY(); 
        E_PIN = 1;                      // Clock the command in 
        DelayFor18TCY(); 
        E_PIN = 0; 
        DelayFor18TCY(); 
        TRIS_DATA_PORT = 0xff;          // Data port input 
#else                                   // 4-bit interface 
 
#endif 
        return; 
} 
void WriteDataXLCD(char data) 
{ 
#ifdef BIT8                             // 8-bit interface 
        TRIS_DATA_PORT = 0;             // Make port output 
        DATA_PORT = data;               // Write data to port 
        RS_PIN = 1;                     // Set control bits 
        RW_PIN = 0; 
        DelayFor18TCY(); 
        E_PIN = 1;                      // Clock data into LCD 
        DelayFor18TCY(); 
        E_PIN = 0; 
        RS_PIN = 0;                     // Reset control bits 
        TRIS_DATA_PORT = 0xff;          // Make port input 
#else                                   // 4-bit interface 
 
#endif 
        return; 
} 
 
 
