The complexity and diversity of manufacturing software and the need to adapt this software to the frequent changes in the production requirements necessitate the use of a systematic approach to developing this software. The software life-cycle model (Royce, 1970) that consists of specifying the requirements of a software system, designing, implementing, testing, and evolving this software can be followed when developing large portions of manufacturing software. However, the presence of hardware devices in these systems and the high costs of acquiring and operating hardware devices further complicate the manufacturing software development process and require that the functionality of this software be extended to incorporate simulation and prototyping.
Introduction
The evolution of manufacturing software has always been closely linked to the technological advances in manufacturing and computer hardware. Consequently, the integration of manufacturing devices has been preceded by the automation of these devices: supplying them with numerical control units and interfacing them to appropriate software libraries and databases.
Traditionally, the sequence of operations executed by the control software of manufacturing components has been captured by ladder logic diagrams (see, for example, Bollinger and Duffle 1988; Elsenbrown 1988; Gayman 1988) . These diagrams specify the input and output procedures of the Programmable Logic Controller (PLC) that drives and cycles other operations of a manufacturing device. All possible combinations of PLC inputs must be captured by the ladder diagram. Consequently, these diagrams grow so complex that locating the cause when a problem is detected becomes extremely difficult. Stecke (1985) outlines the various design, planning, scheduling, and control problems that need to be addressed at the different stages of the life cycle of a flexible manufacturing system. Design problems include determining the type and number of machine tools, the capacity of the material handling system, and the size of the buffers of a system. Planning problems include deriving the process plans of manufacturing jobs, allocating pallets and fixtures, and assigning the appropriate sets of machine tools to these jobs. Scheduling problems include determining the optimal input sequence of jobs and machine tool usages for a given job mix. Control problems are concerned with monitoring the system to ensure that production requirements and due dates are met, and that unreliability problems are handled.
To aid in these processes, software packages for handling the various aspects of modern manufacturing such as Computer-Aided Engineering (CAE), Computer-Aided Design (CAD), Computer-Aided Manufacturing (CAM), Computer-Aided Process Planning (CAPP), Material Requirement Planning (MRP), and Manufacturing Resource Planning (MRP II) packages have been created.
Recent activities in the manufacturing systems area attempt to integrate such packages into flexible and modular Computer-Integrated Manufacturing (CIM) systems (Savolainen, 1988) . The task of integrating the various devices of a manufacturing system requires adequate hardware support (e.g., computer networks) and adequate communication software support (e.g., communication protocols). Furthermore, additional software is required for coordinating the operations of these various devices and for implementing the control strategies of their integrated systems. Considerable effort is also being spent in studying manufacturing as an application domain and in developing architectures, frameworks, and reference models for manufacturing systems (Iscoe et al. 1991) . This work is being carried out in particular under the auspices of ISO and CAMI. An in-depth analysis of the potential of this effort is outside the scope of this paper. Other standardization efforts include network protocols such as MAP and TCP/IP and programming languages and life-cycle methodologies such as IDEE All of these activities are outside the scope of the paper.
The increasing use of industrial general-purpose computers in controlling modern manufacturing systems has also lead to a search for alternatives to ladder logic diagrams. The adoption of the Petri net-based function charts as a standard for describing the control logic of manufacturing devices is considered a major step in this direction (International Electrotechnical Commission, 1984) .
In the research domain, manufacturing control software has been modeled as a variant of Petri nets and no distinction between planning, scheduling, and monitoring is made. A restricted version of planning is performed by the software engineer when designing the Petri net sequence of operations for processing a job in a manufacturing system. The set of execution rules of Petri nets provide a scheduling strategy for processing a manufacturing job. Monitoring is implicitly performed by checking for a specified set of conditions prior to the execution of the operations of the net. However, capturing all the possible conditions of a manufacturing system in a Petri net can result in very complicated diagrams of the control software of this system. This paper reviews some of the recent software development activities in computerintegrated manufacturing. In particular, recent attempts to design and implement software algorithms for process planning, cyclic scheduling, simulating, and monitoring the operations of manufacturing systems are discussed. The design and implementation of the control software of these systems has proven to be very complex and cosily (Ayres 1989). Therefore,
