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“This collection of essays represents the very best of more than half a 
lifetime of research. I have greatly enjoyed writing each of them; and 
hope that you have as much enjoyed reading them.” 
This volume comprises 22 previously published works by Hoare, each with a brief 
introductory note by Jones that places it in context; a postscript by Hoare about 
his methods of writing; collected references; and a bibliography of 112 works by 
Hoare. All of the papers have been re-typeset in a consistent format, which makes 
the book more attractive and more readable; remarkably few typographical errors 
were added in the process. 
Jones has done a fine job of selecting papers that reflect the variety and extent 
of Hoare’s technical contributions, as well as several about the goals and problems 
of computing science that were intended for more general audiences. He has included 
Hoare’s most widely cited papers and slipped in a few lesser known gems. The full 
list is: 
The Emperor’s old clothes, 
Quicksort, 
A contribution to the development of ALGOL, 
An axiomatic basis for computer programming, 
Proof of a program: Find, 
Procedures and parameters: An axiomatic approach, 
Computer science, 
Proof of correctness of data representations, 
Proof of a structured program: The Sieve of Eratosthenes, 
A structured paging system, 
An axiomatic definition of the programming language Pascal, 
Monitors: An operating system structuring concept, 
Hints on programming-language design, 
Recursive data structures, 
Parallel programming: An axiomatic approach, 
Communicating sequential processes, 
A calculus of total correctness for communicating sequential processes, 
Programming is an engineering profession, 
A couple of novelties in the propositional calculus, 
Programs are predicates, 
The mathematics of programming, 
An overview of some formal methods for program design. 
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Hoare has been a major contributor to the content and the literature of the 
emerging science of computing. He is a prolific, graceful, and persuasive writer; 
precise in exposition, moderate in his claims, scrupulous in pointing out deficiencies, 
and quick to give credit for ideas or assistance. 
I had previously read most of the papers in this volume, and studied several of 
them rather carefully. But it was enlightening to read them together in chronological 
order, with the context supplied by Jones’ linking material. I gained a much better 
sense of the consistency of the principles underlying Hoare’s work and of the 
evolution and maturation of his ideas. 
Hoare’s 1962 paper “Quicksort” already shows his concern for careful definition, 
demonstration of correctness, efficient implementation, analysis of performance, 
and above all, clarity. These themes recur throughout the volume, and are well- 
expressed in the final paper, published in 1987: 
“Clarity is our only defence against the embarrassment felt on completion 
of a large project when it is discovered that the wrong problem has been 
solved.” 
“In using computers to do mathematics, efficiency cannot forever be 
ignored-or else it will really be forever.” 
“The purpose of the specification is to tell the user of a subroutine the 
properties of the result it produces, and to do so in a manner conducive 
to the wider objectives of the program as a whole.” 
“For specifications of the highest quality and importance I would recom- 
mend complete formalization of requirements in two entirely different 
styles, together with a proof that they are consistent or even equivalent 
to each other.” 
“Sequential composition is the secret of the efficiency of procedural 
programs. . . . However, the responsibility for planning the use and reuse 
of resources is placed on the programmer, and much opportunity is 
offered for subtle errors.” 
“Reliable assembly of prespecified parts is an essential mark of maturity 
in any engineering discipline.” 
“As in other branches of engineering, the full benefit of documentation 
will be most clearly felt in the long years of maintenance following first 
delivery of a large program.” 
“Formal methods find their most effective application in splitting large 
and complex projects into shorter phases, and in splitting large and 
complex products into smaller components, which may then be designed 
and implemented independently.” 
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Most of the papers in this volume have stood the test of time very well. There is 
nothing that is silly, and little that is obsolete. Quicksort is still a beautiful demonstra- 
tion that it is possible to give a clear explanation of an algorithm that is both clever 
and efficient. The goals laid out in Hoare’s early papers on axiomatic methods still 
challenge us. The use of monitors to structure concurrent systems has become 
standard practice. But there are a few lapses. Hoare’s axioms for procedures and 
parameters are uncharacteristically complex. Although the papers on CSP have been 
very influential, I have never found them as compelling as Hoare’s other work. 
Some readers of Science of Computer Programming may feel that Hoare’s recent 
papers continue to belabor the lessons of the 60s and 70s. “Computers are mathemati- 
cal machines.” ” Computer programs are mathematical expressions.” “A program- 
ming language is a mathematical theory. ” “Programming is a mathematical activity.” 
But many computerists haven’t yet learned these lessons; some deny the possibility 
of mathematical certainty in programming. Hoare’s position is clear and consistent 
throughout: The failure of a computer system to perform as intended may result from 
(1) incomplete or erroneous specifications; 
(2) a program that does not satisfy its specifications; or 
(3) failure of the underlying implementation to meet its specifications while 
executing the program. 
Only the second is amenable to formal methods and mathematical certainty, but 
only the second is the responsibility of the programmer qua programmer. 
“The major problem in formulating [a specification] S is to ensure the 
utmost simplicity and clarity, so that there can remain no doubt that it 
describes accurately just what is wanted; for if it does not, there is 
nothing that the mathematician or the programmer can do to remedy 
the consequences, which may be disastrous.” 
“But even the best-designed and best-documented programs will contain 
errors and inadequacies, which the computer itself can help to eliminate.” 
“When the hardware does go wrong it is the engineer, not the program- 
mer, who is called upon to mend it. That is why computer programming 
should be the most reliable of all professional disciplines. We do not 
have to worry about problems of faulty castings, defective components, 
careless labourers, storms, earthquakes or fatigue. Our only problems 
are those we make for ourselves and our colleagues.” 
Hoare can perhaps be faulted for contributing to a common misunderstanding 
of the goals of program verification by his use of the word “correct” in a technical 
sense. He often writes “P is correct” for “P satisfies specification S” in contexts 
where S is clearly understood. When such sentences are lifted out of context, 
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“correct” may be interpreted in its informal sense. And some advocates of program 
verification slip too easily from “P satisfies specification S” to “P is correct” to “P 
is certain to do the right thing” to “a system running P cannot go wrong.” They 
would do well to remember Hoare’s qualifications: 
“The most important property of a program is whether it accomplishes 
the intentions of its user. If these intentions can be described 
rigorously.. then the techniques described in this paper may be used 
to prove the correctness of the program, provided that the implementa- 
tion of the programming language conforms to the axioms and rules 
which have been used in the proof.. . . When the correctness of a program, 
its compiler, and the hardware of the computer have all been established 
with mathematical certainty, it will be possible to place great reliance 
on the results of the program, and predict their properties with a 
confidence limited only by the reliability of the electronics. The practice 
of supplying proofs for nontrivial programs will not become widespread 
until considerably more powerful proof techniques become available, 
and even then will not be easy.” 
Finally, those who aspire to write as effectively as Hoare will surely want to study 
his “Envoi.” But they may find that Hoare’s method exacts a price higher than they 
are willing to pay. Few writers (in any discipline) take enough pleasure in writing 
and rewriting to invest so much effort in getting the right words in the right order. 
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