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Tato bakalářská práce popisuje návrh a implementaci simulátoru umělého života. Práce je
rozdělena do čtyř částí. Cílem první části je seznámení s oblastí umělého života a základní
terminologií. Druhá část se věnuje vybraným návrhovým vzorům a návrhu simulačního
systému, jehož smyslem je simulovat ekosystém umělých entit. Účelem následující části je
popis implementace jednotlivých složek systému. Na závěr je provedeno testování systému
na dvou ukázkových modelech.
Abstract
This bachelor thesis describes design and implementation of an artificial life simulator. The
work is divided into four parts. The aim of the first part is to provide a brief overview of
artificial life and related terminology. The second part deals with selected design patterns
and the process of designing a simulation system, whose purpose is to simulate an ecosystem
of artificial life entities. The subsequent part focuses on implementation of individual system
components. Finally, the system is tested and evaluated on two sample models.
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Umelý život je medzioborovou disciplínou, ktorej predmetom skúmania je život a biolo-
gické systémy. Získané poznatky využíva pri modelovaní umelých systémov a ponúka tak
možnosť prevádzania experimentov, ktoré by v prírode boli extrémne náročné alebo abso-
lútne nerealizovateľné. Vďaka danej schopnosti dopĺňa biologický výskum a tiež nachádza
uplatnenia v iných odvetviach, v podstate od medicíny až po filmový priemysel.
Cieľom tejto práce je návrh a implementácia simulačného systému určeného pre inter-
aktívnu simuláciu umelého života. Z tohto dôvodu je potrebné bližšie zoznámenie s danou
oblasťou a následné vytvorenie hierarchie tried s použitím vhodných návrhových vzorov.
V konečnej fázi je nutné výsledné riešenie otestovať na vybraných testovacích konfiguráci-
ách.
Keďže umelý život zasahuje do širokého spektra iných vedných oborov, asociuje sa
k nemu množstvo termínov, v ktorých je komplikovaná orientácia. Z tohto dôvodu som
zaradila druhú kapitolu, ktorá ozrejmuje často sa vyskytujúcu terminológiu. Zoznamuje
s pojmami ako emergencia, kolektivizmus, samoorganizovanie a samoreprodukcia. Ďalej sa
venuje technikám používaným pre modelovanie umelého života a uvádza stručné vysvet-
lenie genetických algoritmov, rojovej inteligencie a modelu dravec-korisť. V úvode tretej
kapitoly sa zameriavam na stručné charakterizovanie návrhových vzorov ako vhodnej tech-
niky pre znovupoužiteľný a rozšíriteľný software. Zvyšná časť kapitoly prezentuje návrh
simulačného systému, pričom pozornosť je sústredená predovšetkým na využitie návrho-
vých vzorov a snahu o zaistenie prípadného budúceho rozšírenia simulátora o nové modely.
Štvrtá kapitola je venovaná krátkemu popisu implementácie danej aplikácie. Testovanie
a konfigurácia testov s výsledkami sú súčasťou piatej kapitoly. Cieľom záverečnej časti je





Účelom tejto kapitoly je na pomerne malom priestore poskytnúť dôležité znalosti týkajúce
sa umelého života. V úvode sa zaoberám vznikom tohto vedného oboru a vymedzením
dôležitých pojmov, ktoré s ním úzko súvisia. V kapitole je taktiež možné nájsť analýzu
rôznych aspektov vzťahujúcich sa na modelovanie živých entít, stručné predstavenie rojovej
inteligencie a elementárne vlastnosti modelu dravec-korisť.
2.1 Stručný úvod do umelého života
Umelý život reprezentuje interdisciplinárny obor, ktorý zlučuje odborníkov z rôznych ved-
ných disciplín, medzi ktoré je možné zaradiť informatiku, biológiu, chémiu, fyziku, ekonómiu
a filozofiu. Pred uvedením ďalších faktov je potrebné detailnejšie definovať termín umelý
život. Prívlastok umelý sa používa na zdôraznenie skutočnosti tvorby systému skrze ľudí
a nie prírodou. V literatúre sa definície na otázku “Čo je život?” diferencujú a v súčasnosti
neexistuje uznávaná definícia. Nasledovný zoznam faktorov uvedený v [2] sa často používa
ako indikátor života:
• sebareprodukcia
• schopnosť vyvíjať sa




Začiatok tejto vedeckej disciplíny je úzko viazaný na matematika Johna von Neumanna,
ktorý v 50. rokoch 20. storočia nadhodil problém týkajúci sa možnosti reprodukovania stro-
jov [15]. Von Neumann na základe matematického modelu celulárneho automatu, predsta-
veného matematikom Stanislawom Ulamom, popísal univerzálny konštrukčný stroj, ktorý
bol schopný čítať inštrukcie iného stroja a vytvoriť jeho kópiu. Týmto spôsobom von Neu-
mann dokázal, že reprodukčný proces je realizovateľný v umelom stroji a položil základy
nového vedného oboru. Závažný dôsledok, ktorý je možné zaznamenať spočíva vo von Neu-
mannovom používaní konštrukčných inštrukcií dvoma rozdielnymi spôsobmi:
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• interpretovaný kód
• a neinterpretované dáta,
čo korešponduje s mechanizmom v prírode, ktorý bol biológmi objavený až počas nasledov-
nej dekády. Von Neumannov výskum bol teda nadčasový i v tomto smere.
Význačnou osobnosťou v oblasti umelého života je nepochybne aj matematik John Hor-
ton Conway. Preslávil sa simulátorom umelého života známym pod menom Game of Life,
ktorý je pravdepodobne najvychýrenejším použitím celulárneho automatu. Bližšie informá-
cie o tomto simulátore a najnovšie poznatky je možné nájsť v [11, 6].
Ďalším významným vedcom, ktorý sa podieľal na založení tohto vedného oboru, je ame-
rický biológ Christopher Langton. Do povedomia sa dostal prostredníctvom samorepro-
dukujúceho sa dvojrozmerného celulárneho automatu označovaného ako Q-uzly. Podobne
ako Neumannov konštrukčný stroj aj Langtonove Q-uzly poukazujú na dvojakú podobu
informácie. Pre detailnejší princíp funkčnosti je možné nahliadnuť do [5, 11].
Ciele umelého života
Zmysel umelého života vyjadril Chistopher Langton, jeden z otcov tohto oboru, v [11]
nasledovne:
Okrem toho, že umelý život poskytuje nové metódy vyšetrovania prirodzeného
života na Zemi, života ako ho poznáme (life as we know it), umožňuje rozšíriť
náš výskum i na všeobecnejšiu oblasť biologiky možných foriem života, života
aký by mohol byť (life as it could be).
Predmet štúdia umelého života je zacielený na prehĺbenie súčasných vedomostí o prírode
a na zdokonaľovanie existujúcich umelých modelov. Princíp činnosti vychádza z abstraho-
vania základných dynamických pravidiel, ktoré patria medzi typické črty biologických feno-
ménov, a realizácie danej dynamiky v odlišnom fyzikálnom prostredí. Táto cesta umožňuje
aplikovať nové typy experimentov na elementárne primitívy, ktorých výsledkom je rozšírenie
našich znalostí [11].
Menej vecnejší pohľad na ohraničenie pôsobnosti umelého života vyplýva z [5]. Disciplína
sa sústredí na štúdium života prostredníctvom umelých komponent a zachytávanie pod-
staty správania žijúcich systémov. Adekvátne organizovanie umelých komponent vzhľadom
k organizovaniu komponent skutočne žijúceho systému je fundamentálnym predpokladom
zabezpečujúcim umelému systému existenciu rovnakých znakov dynamického správania aké
je možné pozorovať na globálnej úrovni prírodného systému.
2.2 Stavebné kamene umelého života
V súvislosti s umelým životom je možné registrovať niekoľko často sa opakujúcich termínov.
V nasledovnej časti budú krátko vysvetlené.
Evolúcia
Pri štúdiu biologickej evolúcie je potrebné prekonať veľkú prekážku vo forme spotrebovaného
času, čo v reálu znemožňuje výskum. Za týmto účelom sa v modeloch umelého života využíva
imitovanie biologickej evolúcie, čím je možné urýchliť extrémne pomalý proces. Evolúcia [1]





V existujúcich systémoch by bolo obtiažne, pravdepodobne nemožné, nastavovať tieto pod-
mienky. Riešením je prevádzanie experimentov in silico namiesto in vitro. Danú možnosť
poskytuje napríklad softwarová platforma Avida, ktorej bližšia špecifikácia a poskytované
funkčnosť sú obsiahnuté v [1].
Emergencia
Dominantnou črtou umelého života je emergencia, ktorej podmienkou pre vznik sú interak-
cie na nižšej úrovni vytvárajúce pozorovateľný fenomén na vyššej, globálnej úrovni. Článok
[15] dokladá ilustratívne znázornenie emergencie vo fyzikálnom systéme v náväznosti na
teplotu a tlak, ktoré vznikajú v kolekcii molekúl. Napriek faktu, že žiadna molekula nie je
vlastníkom tlaku či teploty, ich vzájomným pôsobením dochádza k vzniku oboch. V [5] je
ako príklad emergencie uvedené ľudské vedomie, ktoré sa objavuje v dôsledku interagovania
neurónov. Ekvivalentné procesy je možné pozorovať i v rámci umelých systémov.
Kolektivizmus
Myšlienka kolektivizmu [5] tkvie v korektnom porozumení komplexného systému, čoho nut-
nou podmienkou je pohľad na systém ako na koherentný celok. Vynucuje si väzbu medzi
lokálnou a globálnou úrovňou. Prvá je typická vrstva, na ktorej interagujú primitívne zložky,
pokým druhá je väčšinou výsledkom emergencie. Kolektivizmus je teda odlišnou filozofiu
v porovnaní s klasickými filozofiami známymi ako zhora-dole a zdola-hore.
Samoorganizácia
Samoorganizácia [5] sa odkazuje na emergenciu makroskopickej nerovnováhy organizovanej
štruktúry a za svoju existenciu vďačí vzájomným interakciám primitív a ich schopnosti
adaptovať sa vzhľadom na prostredie. Procesom priťahovania a odpudzovania zložiek do-
chádza k zvýšeniu zložitosti. Podmienkou je neexistencia externého zdroja, ktorý by ele-
mentárne primitívy riadil. Výsledok je zabezpečený výlučne vzájomným pôsobením zložiek.
Samoreprodukcia
Vlastnosť samoreprodukcie sa prvýkrát začala uvádzať vo vzťahu s umelým životom hneď
v jeho počiatkoch. Samoreprodukcia bola základom snahy matematika von Neumanna.
Cieľom je kopírovanie princípu reprodukcie, ktorý je pozorovateľný v živej prírode. Možnosť
vzniku tohto javu na úrovni stroja bola potvrdená von Neumannom.
2.3 Základné formy modelovania umelého života
Podkapitola sa sústredí na vzťah umelej inteligencie a umelého života a zhrnie preferované
možnosti modelovania umelých entít. V porovnaní s princípmi umelej inteligencie, ktoré
sú postavené predovšetkým na procese zhora-dolu, umelý život používa prístup zdola-hore.
Spôsob zdola-hore sa často nazýva nová umelá inteligencia. Napriek uvedenej odlišnosti,
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umelý život používa techniky modelujúce správanie živých systémov rovnakým spôsobom
ako techniky umelej inteligencie užívajú metód modelujúcich prácu ľudského mozgu [2].
Počítačové simulácie umelého života [5] požadujú splnenie štyroch zásadných podmie-
nok:
• Sú definované populáciou jednoduchých programov alebo inštrukcií, ktoré popisujú
správanie primitív.
• Neexistuje nadradená vrchnosť, ktorá by riadila činnosť podriadených elementov.
• Každý program, prípadne súbor inštrukcií, určuje reakcie entít smerom k prostrediu.
• Globálne správanie je výsledkom emergencie.
Postupov používaných pre modelovanie umelého života, ktoré zaisťujú splnenie vyššie uve-
deného, je niekoľko. Základné formy sú stručne zhodnotené v zvyšnej časti tejto podkapitoly.
Celulárne automaty
Celulárne automaty [5] reprezentujú triedu priestorových, časovo diskrétnych a determinis-
tických matematických modelov, ktoré spĺňajú nasledujúce všeobecné charakteristiky:
• Systém je zložený z diskrétnej mriežky buniek, pričom mriežka môže byť jedno-, dvoj-
alebo trojrozmerná.
• Je požadovaná homogenita buniek.
• Každá bunka sa nachádza v jednom z konečného množstva akceptovateľných diskrét-
nych stavov.
• Bunky interagujú s inými bunkami v prípade, že sa nachádzajú v ich susedstve.
• V každej diskrétnej časovej jednotke, každá bunka aktualizuje svoj stav na základe
prechodového pravidla, ktoré berie do úvahy stavy susedných buniek.
Vhodnosť použitia celulárnych automatov pri modelovaní umelého života sa prejavila už
v počiatkoch tohto oboru ako už bolo spomenuté. Prostredníctvom relatívne jednoduchých
pravidiel je sprostredkované generovanie komplexného správania, čo vystihuje vlastnosť
emergencie, jednu z fundametálnych myšlienok umelého života.
Celulárne automaty poskytli zázemie pre vznik množstva softwarových produktov súvi-
siacich s danou oblasťou, ako napríklad Nerve Garden, Sonic Ecosystem, Mcell a Discrete
Dynamics Lab. Detailnejší popis využitia celulárneho automatu a ponúkaných funkcií da-
ných platforiem je dostupný v [1].
Agentné systémy
Populárnymi nástrojmi uľahčujúcimi modelovanie komunít umelých entít sú agentné sys-
témy [5]. Modely tohto druhu pozostávajú z diskrétnej heterogénnej množiny priestorovo
distribuovaných individuálnych agentov. Na agentoch založené simulácie vychádzajú z deri-
vovania globálneho správania interagovaním agentov na nižšej úrovni. Významným úžitkom,
ktorý z tohto pohľadu plynie, je prispôsobenosť na testovanie hypotéz týkajúcich sa pôvodu
vzniknutého emergentného správania. Experimentovanie s počiatočnými podmienkami na
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mikro úrovni je pozorovateľné na správaní systému ako celku, čo napomáha pochopeniu
vplyvu podmienok na komplexné správanie makro úrovne.
Zdôrazňovanie emergencie a uplatnený princíp zdola-hore povyšuje agentné systémy na
vhodných kandidátov pre modelovanie umelého života. Ich klady sa využívajú v mnohých
úspešných a rozšírených softwarových platformách. Skvelým príkladom je Repast, EINSTein
alebo Sonic Ecosystem, ktorých kľúčové vlastnosti sú rozobrané v [1].
Lindemayerove systémy
Ďalšou známou formou modelovania umelého života sú Lindenmayerove systémy, skrátene
L-systémy [11]. Ich pôvod je zakotvený v modifikácii formálnej gramatiky, čo bolo poža-
dované pre potreby modelovania jednoduchých viacbunkových organizmov. V základe sú
špeciálnym prípadom celulárnych automatov, keďže analogicky k nim stav prvku v nasle-
dujúcom kroku je závislý na aktuálnom stave susedných prvkov. Ich použitím je generova-
nie procesu rastu rastlín, prípadne morfológia zložitých štruktúr, simulovaná aplikovaním
sústavy jednoduchých pravidiel. Náhodná zámena istého počtu symbolov v pravidlách pô-
vodného L-systému docieli vznik mutácie, čo je vítanou vlastnosťou pri simulovaní živých
entít.
Iný charakter použitia zmieňuje [1]. Príkladom odlišnej metódy začlenenia L-systémov
do simulátora umelého života sú virtuálne entity Karla Simsa, kde štruktúry vyvíjajúcich
sa živočíchov sú určené gramatikou daného L-systém. Originálnym využitím je modelovanie
virtuálnych miest analogicky k biologickým druhom. Z konkrétnych aplikácií založených na
L-systémoch je vynikajúcou ukážkou Nerve Garden.
Genetické algoritmy
V tejto podkapitole sa venujem genetickým algoritmom [11], ktoré sú typické svojou inšpirá-
ciou v prírodných vývojových procesoch a v poslednom období často užívaným pomocným
nástrojom pri modelovaní umelých entít.
Genetické algoritmy (GA) sú prvou seriózne skúmanou skupinou metód z oblasti evo-
lučných výpočetných techník (EVT). Bežné uplatnenie nachádzajú pri optimalizáciách.
Naproti tradičnému prístupu optimalizačných postupov, ktoré vhodne zvolený počiatočný
odhad riešenia vylepšujú, EVT manipulujú s množinami riešení, ktoré označujú ako popu-
lácie jedincov v tvare:
G(t) = {xt,1, xt,2, . . . , xt,N},
kde
• t je čas
• G(t) je populácia v čase t
• N je rozsah populácie
• xt,i je i-ty jedinec generácie v čase t
Námet myšlienky EVT je čerpaný z biologickej evolúcie. Vývojový diagram na obrázku
2.1 ilustruje jadro výpočtu. Princíp spočíva vo vytvorení počiatočnej populácie jedincov,
buď náhodne alebo zmysluplnejšie na základe dostupných znalostí k danému problému.
Každé indivíduum je určené hodnotiacou funkciou (fitness), ktorá určuje jeho kvalitu. Po-
žiadavky kladené na hodnotiacu funkciu sú mierne, postačujúca je väčšinou možnosť jedin-
cov v populácii vzájomne porovnávať s ohľadom na ich kvalitu. Po inicializácii a výpočte
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Obrázek 2.1: Vývojový diagram genetický algoritmov.
kvality jedincov danej populácie dochádza v diskrétnych krokoch cyklu k selekcii a zmene.
Selekcia imituje proces prirodzeného výberu a vyberá na základe kvalitatívneho ohodnote-
nia jedincov z predchádzajúcej generácie do novej. Zmena je zabezpečená prostredníctvom
rekombinačných operátorov. Primárnymi predstaviteľmi sú:
• Mutácia, ktorá je unárnou operáciou prevádzajúcou zmenu pôvodného jedinca.
• Kríženie, ktoré je zväčša binárnou (niekedy i n-nárnou, kde n > 2) operáciou gene-
rujúcou nového jedinca krížením dvoch (prípadne n, ak ide o n-nárnu verziu) rodičov.
Následne je vytvorená nová generácia a cyklus sa opakuje až do zastavenia dosiahnutím
požadovanej kvality riešenia, nezlepšovaním výsledkov behom posledných generácií, prí-
padne určením inej podmienky.
Podrobné načrtnutie implementácie modelu boidov s využitím GA ponúka [3]. Ďalšími
programami zaoberajúcimi sa modelovaním umelého života s aplikovaním GA sú EINSTein,
GenePool a Framesticks, ktoré sú preskúmané v [1].
2.4 Rojová inteligencia
Zaujímavou subdisciplínou umelého života je štúdium rojovej inteligencie (swarm intelli-
gence), ktorá je pozorovateľná v prírode. Kŕdle vtákov, húfy rýb alebo čriedy pozemne
žijúcich zvierat sú jej typickým prejavom.
Okrem možnosti pozorovania efektných javov vznikajúcich pri agregovanom pohybe, je
tento typ správania stredobodom pozornosti mnohých vedných disciplín kvôli iným poskyto-
vaným možnostiam. Článok [10] spomína aplikovateľnosť pri optimalizáciách (napr. teleko-
munikačné systémy), využitie v robotike alebo vo vojenských aplikáciách. Kontrast vzniká
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medzi zložitým výsledkom, ktorý sa v dôsledku kolektívneho správania vytvorí, a jedno-
duchými lokálnymi pravidlami dodržiavanými jednotlivými agentmi patriacimi do skupiny.
Agenti interagujú so svojím okolím, ktorého súčasťou sú zväčša iní agenti. Ich konanie je
ovplyvnené ich vnímaním okolia.
Reynoldsov model zhlukovania vtákov
Najznámejším príkladom rojovej inteligencie je dielo Craiga Reynoldsa zamerané na zhluko-
vanie vtákov. Jeho cieľom bolo preskúmať princíp zhlukovania vtákov, ku ktorému dochádza
bez prítomnosti centrálneho riadenia. Podstata bude rozobraná v danej podkapitole, ktorej
obsahová časť vychádza z [13].
Skúmanie systematického pohybu kŕdľa (flock) vtákov podnietilo Reynoldsa skonštruo-
vať virtuálneho vtáka, ktorého nazval boid. Počítačový model pozostával z populácie boidov,
ktoré sa riadili vhodne zvolenými pravidlami. Cieľom bolo dosiahnutie správania totožného
so správaním živých vtákov. K daného javu sa podarilo dospieť pomocou troch prostých
pravidiel:
• Vyhýbanie sa kolíziám – boid sa snaží vyhýbať kolíziám so susednými boidami.
• Prispôsobenie rýchlosti – boid usiluje o udržanie približne rovnakej rýchlosti ako majú
jeho susedia.
• Zhromažďovanie – udržiavanie kŕdľa vcelku.
V nasledujúcej časti textu budú na základe pseudokódov prevzaných z [12] vysvetlené
všetky tri pravidlá. Cieľom pravidla collisionAvoidance() je vyhýbanie sa kolíziám medzi
boidami. Princíp spočíva vo vypočítani vzdialenosti medzi daným boidom a susednými boi-
dami. Ak je táto vzdialenosť menšia ako criticalLimit hrozí kolízia a preto sa boid začne
pohybovať opačným smerom, akoby bol mierne odpudený. Matematicky dôjde k odčítaniu
zistenej vzdialenosti od vektora result, ktorý je na začiatku inicializovaný na nulu.
Vector collisionAvoidance(boid current)
{
Vector result = 0;
for each neighbourBoid b
{
if (b != current)
if (abs(b.position - current.position) < criticalLimit)




Pravidlo velocityMatching() zabezpečuje členom kŕdľu let v približne rovnakej rýchlosti.
Daný cieľ je dosiahnutý zpriemerovaním rýchlostí všetkých susedných boidov a následným




Vector result = 0;
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for each neighbourBoid b
{
if (b != current)
result = result + current.velocity;
result = result / (numberOfBoids - 1);
}
return (result - current.velocity) / coefficient;
}
Posledným pravidlom je FlockCentering(), ktoré je zodpovedné za utváranie a udržiavanie
súdržného celku, teda kŕdľa. Podstata spočíva vo vypočítaní ťažiska kŕdľa a podobne ako pri
pravidle velocityMatching() využitím iba určitej percentuálnej časti z vektoru ťažiska.
Vector flockCentering(boid current)
{
Vector result = 0;
for each neighbourBoid b
{
if (b != current)
result = result + current.position;
result = result / (numberOfBoids - 1);
}
return (result - current.position) / coefficient;
}
Použitím predchádzajúcich pravidiel je možné vypočítať novú pozíciu a rýchlosť boida.
Výpočet spočíva v sčítaní aktuálnej rýchlosti s vektormi výpočítanými prostredníctvom




Vector v1, v2, v3;





b.velocity = b.velocity + v1 + v2 + v3;




Jeden krok simulácie predstavuje funkcia oneStep(), ktorá pomocou moveToNewPosition()








V najjednoduchšej verzii je každý boid vybavený len týmito troma primitívnymi pravidlami,
ktoré aplikuje pri interagovaní so susedmi. Napriek značnej jednoduchosti pravidiel, ich
užitím boidi letia ako súdržný celok.
2.5 Základné charakteristiky modelu dravec-korisť
V záverečnej podkapitole sa stručne zaoberám modelom dravec-korisť [9], ktorý je klasickým
reprezentantom vzťahu producent-konzument a vytvára bázu potravinových reťazcov, na
ktorých sú postavené ekosystémy. Model obmedzím dravcom špecializovaným na jeden druh
koristi a korisťou, ktorá je konzumovaná len jediným konzumentom. Úbytok koristi je spô-
sobený nielen v dôsledku napadnutia predátorom ale aj prirodzenou smrťou. Matematické
vyjadrenie daných závislostí je uvedené nižšie:











• Kt značí veľkosť populácie koristí v čase t
• Pt značí veľkosť populácie dravcov v čase t
• R je koeficient určujúci rozmnožovanie koristi
• k značí maximálny počet jedincov pre dané prostredie
• C je šanca stretu koristi s dravcom




Zadanie vyžaduje návrh a implementáciu simulačného systému pre interaktívnu simuláciu
umelého života. Na základe môjho predchádzajúceho zamerania v danej oblasti, som sa
rozhodla navrhnúť a implementovať aplikáciu umožňujúcu simulovať ekosystém dvoch rôz-
nych druhov agentov vyznačujúcich sa rojovou inteligenciou. Za účelom budúceho rozšírenia
simulátora o iné druhy ekosystémov som použila návrhové vzory, ktoré budú podrobnejšie
rozobrané v nasledujúcej podkapitole. V dôsledku požadovanej interakcie užívateľa so simu-
látorom som vytvorila i grafické užívateľské rozhranie, ktorým bude možné ovládať simuláciu
a umožní vizualizáciu výsledkov. Jeho bližší popis je v záverečnej podkapitole.
3.1 Návrhové vzory
V tejto podkapitole sa venujem stručnému popisu vybraných návrhových vzorov a dôvodom
ich využitia pri tvorbe softwaru. Bližšie informácie je možné nájsť v [4].
Návrhové vzory predstavujú zaznamenané skúsenosti pri tvorbe objektovo orientova-
ného softwaru. Riešia špecifické návrhové problémy a zabezpečujú, aby objektovo orien-
tované programové vybavenie bolo tvárnejšie, elegantnejšie a zvovupoužiteľné. Hlavný cieľ
spočíva v minimalizovaní prepracovávania návrhu a zdokonalení údržby existujúcich sys-
témov. Sú založené na znovupoužití úspešných a v praxi overených návrhov a architektúr.
Z implementačného hľadiska predstavujú často sa opakujúce vzory tried a komunikujúcich
objektov. Nutnou podmienkou pre použiteľnosť vzoru je dostatočne všeobecný návrh, ktorý
sa priamo neviaže na konkrétnu implementáciu. V takejto podobe poskytujú programáto-
rovi správny návrh v krátkom čase.
Skladba návrhového vzoru
Návrhové vzory sú tvorené štyrmi základnými prvkami:
• Názov vzoru, ktorý je označením vzoru v návrhovej slovnej zásobe, čím je umožnené
odkazovať sa v dokumentácii na daný postup riešenia problému bez bližšieho vysve-
tľovania.
• Problém, ktorý vysvetľuje kontext a zavádza podmienky, v ktorých je vhodné návr-
hový vzor použiť.
• Riešenie slúžiace ako abstraktný popis usporiadania objektov a tried.
• Dôsledky zhrňujúce obmedzenia, ku ktorým môže pri použití vzoru dôjsť.
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Rozdelenie návrhových vzorov
Pri delení návrhových vzorov sa rozoznávajú dve kritériá. Prvým kritériom klasifikácie je
priestor aplikácie návrhového vzoru, ktorý rozlišuje:
• Triedne návrhové vzory venujúce sa statickým vzťahom vytvoreným prostredníctvom
dedičnosti tried a ich podtried.
• Objektové návrhové vzory, ktoré riešia dynamické vzťahy medzi objektami.
Druhým zreteľom je účel návrhového vzoru, ktorý určuje jeho aktivitu. Na základe tohto
aspektu delíme návrhové vzory na:
• Tvorivé návrhové vzory charakterizujúce proces tvorby objektov.
• Štrukturálne návrhové vzory zaoberajúce sa skladbou tried a objektov.
• Návrhové vzory chovania určujúce princíp, na základe ktorého triedy a objekty spolu
komunikujú.
Návrhový vzor Abstract Factory
V nasledovnej časti kapitoly sú zachytené všeobecné vlastnosti, použitie a štruktúra vzoru,
ktorý som pri návrhu a implementácii použila. Vzor Abstract Factory, označovaný aj ako
Kit, patrí k tvorivým vzorom. Vhodnosť aplikovania daného návrhového vzoru vyplýva
z nasledovných požiadaviek:
• nezávislosť systému na vytváraní a skladaní jeho produktov,
• konfigurácia systému na jednej z viacerých možných produktových sád,
• navrhnutie príbuzných produktových objektov pre spoločné využitie
• a poskytnutie triednej knižnice produktov, ktorá má zverejňovať len rozhranie.
Štruktúru daného návrhového vzoru je možné vidieť na obrázku 3.1. Podrobnejší popis
elementov nasleduje:
• AbstractFactory reprezentuje rozhranie pre operácie potrebné k vytvoreniu abs-
traktných produktových objektov.
• ConcreteFactory predstavuje implementáciu pre tvorbu konkrétnych produktových
objektov.
• AbstractProduct deklaruje rozhranie pre abstraktný typ produktového objektu.
• ConcreteProduct je definícou konkrétneho objektu, ktorý má byť vytvorený prisl-
úchajúcou konkrétnou továrňou a zároveň implementuje rozhranie AbstractProduct.
Na základe danej štruktúry klient nepristupuje ku konkrétnym triedam, ale využíva roz-
hrania definované v AbstractFactory, AbstractProductA a AbstractProductB. Vďaka
uvedenému princípu je umožnené do systému pridávať nové triedy typu ConcreteFactory
a ConcreteProduct bez akejkoľvek zmeny klienta. Konkrétne použitie návrhového vzoru
















Obrázek 3.1: Štruktúra návrhového vzoru Abstract Factory.
3.2 Návrh ekosystému
Bázová časť simulačného modelu je založená na triede Ecosystem a triedach potrebných
pre jej skonštruovanie. Trieda Ecosystem je typickou ukážkou kompozície. Kompozícia slúži
na vyjadrenie silnejšieho vzťahu medzi objektom reprezentujúcim celok a objektami pred-
stavujúcimi časti celku. Objekt určujúci celok sa často označuje ako kompozitný (zložený)
objekt. Naproti tomu jeho častiam sa hovorí komponentné (zložkové) objekty. Fundamen-
tálnymi vlastnosťami kompozície sú heterometrickosť (komponenty prislúchajú do rôznych
tried) a implicitne nastavená násobnosť každej zložky na jedna [8].
Obrázek 3.2: Kompozícia Ecosystem.
V konkrétnom prípade sa trieda Ecosystem asociuje s pomenovaním kompozitný objekt.
Na obrázku 3.2 je vidieť triedu Ecosystem a jej komponentné objekty. Daná trieda je
utváraná populáciou koristi, populáciou dravcov, súborom prekážok a množinou objektov
reprezentujúcich jedlo. Konkrétne triedy zastupujúce korisť, predátorov, prekážky a jedlo
budú hlbšie popísané v nasledujúcich podkapitolách.
Ekosystém je poskladaný užitím triedy EcosystemFactory. Tvorba ekosystému využíva
návrhový vzor Abstract Factory. Použitie vzoru umožní pridávanie nových ekosystémov
bez akejkoľvek zmeny samotného jadra simulátora. Štruktúra hierarchie tried, ktoré sa
podieľajú na vytvorení ekosystému, je uvedená na obrázku 3.3.
Porovnaním s obrázkom 3.1 je možné si povšimnúť, že reprezentáciou AbstractFactory
je trieda EcosystemFactory. Triedy Prey, Predator, Food a Obstacle sa stotožňujú s trie-
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Obrázek 3.3: Hierarchia tried návrhového vzoru Abstract Factory použitá v aplikácii.
dami typu AbstractProduct. Z obrázka je taktiež viditeľný návrh implicitných modelov,
ktorými sú BirdEcosystem, teda ekosystém spolunažívania vtákov, a FishEcosystem, eko-
systém rýb. Vďaka nezávislosti klienta na konkrétnych častiach daného ekosystému, komu-
nikuje výlučne s bázovými triedami EcosystemFactory, Prey, Predator, Food a Obstacle,
je jednoduché pridať do simulačného systému iný druh ekosystému, napríklad model levov
a antilop. Postačujúce podmienky pre sprístupnenie simulovania tohto nového modelu by
zahŕňali:
• Vytvorenie konkrétnej továrne LionAntelopeEcosystemFactory, ktorá by bola pod-
triedou triedy EcosystemFactory.
• Vytvorenie konkrétneho produktu LionAntelopePrey, ktorý by sa v hierarchii pre-
zentovanej na obrázku 3.3 zaradil k existujúcim podtriedam triedy Prey.
• Aplikovanie ekvivalentného postupu z predchádzajúceho bodu na zvyšné produkty.
3.3 Návrh prostredia
Základom agentného systému je nielen existencia agentov ale aj prítomnosť prostredia,
s ktorým môžu interagovať. Táto podkapitole v úvode stručne popíše rôzne typy prostredí
a klasifikuje navrhnuté prostredie. Podkapitola XYZ sa následne bude venovať bližšiemu
zhodnoteniu dôležitejšej šúčasti agentného systému, teda agentom.
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Klasifikácia prostredí
Napriek faktu, že prostredie nie je centrom záujmu pri výskume do takej miery ako samotný
agent, zohráva dôležitú ulohu pri vzájomnom pôsobení s agentmi. Kubík rozoznáva tieto
druhy prostredí [16]:
• Podľa definovanej časovej množiny delí prostredia na spojité alebo nespojité, dis-
krétne.
• Prostredie meniace sa len v dôsledku aktualizovania zo strany agenta sa označuje ako
statické. Opačný prípad, teda prostredie, ktoré nezávisí len od akcií prevádzaných
agentmi, je z pohľadu agentov vnímané ako dynamické.
• Ak je možné jednoznačne určiť, ktorý stav prostredia bude nasledovať za aktuálnym,
prostredie je chápane ako deterministické. Za ostatných okolností sa klasifikuje ako
nedeterministické.
• Ak platí, že pre určité situácie je vývoj nezávislý na prechádzajúcich stavoch, pro-
stredie sa nazýva epizódne.
• Prostredie zdieľajúce viacero agentov, napriek svojej statickej a deterministickej po-
vahe, môže byť týmito agentmi považované za dynamické a nedeterministické. Tento
druh je známy ako strategické postredie.
Navrhnuté prostredie
Keďže definovaná časová množina simulátora je diskrétna, v tomto smere je navrhované
prostredie zaraditeľné k nespojitým. Okolie agentov je možné meniť zo strany užívateľa,
a preto patrí medzi dynamické a zároveň nedeterministické prostredia.
Významnou otázkou pri návrhu prostredia, ktorou som sa zaoberala, bolo rozhodnu-
tie o dimenzii priestoru. Z povahy riešeného problému prichádzalo do úvahy použitie buď
dvojrozmerného alebo trojrozmerného priestoru. Z dôvodu realistickejšej vizualizácie po-
hybu agentov som sa priklonila k implementácii založenej na trojrozmernom priestore. Na
základe tohto rozhodnutia bolo vhodné navrhnúť pomocnú triedu Vector3D, ktorá pracuje
s trojrozmerným súradnicovým systémom. Vďaka možnosti preťaženia operátorov trieda
Vector3D sprístupňuje bežne prevádzané operácie intuitívnym používaním operátorov na-
miesto volania funkcí, čo uľahčuje výpočty a celkovú prácu s vektormi.
Ďalším riešeným bodom pri návrhu prostredia boli objekty obklopujúce agentov. Pre
zjednodušenie som zaviedla jedine možnosť výskytu prekážok, trieda Obstacle, a jedla,
trieda Food. Konkrétne typy prekážok a jedla sú podtriedami týchto tried a zavisia od
dodaného ekosystému. Obrázok 3.3 zobrazuje túto hierarchiu.
3.4 Návrh agentov
Agent [7] je entita vytvorená za účelom autonómneho plnenia istých zvolených cieľov v da-
nom prostredí, ktoré zachytáva prostredníctvom perceptívnych schopností zaisťovaných sen-
zormi. Prostredie je ovplyvňované prevádzaním akcií pomocou aktuátorov a menené spô-
sobom, ktorý zaručuje agentovi približovanie sa k vytýčenému cieľu. Funkcia zástupcu,
zodpovedného za určitú úlohu, je vzorom pre agenta, ktorý môže byť skonštruovaný ako
hardwarové alebo sofwarové zariadenie. Z pohľadu objektovo-orientovaného inžinierstva je
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agent inteligentnejším objektom, čo zabezpečujú nasledovné dôležité vlastnosti, ktoré nie
sú spĺňané bežným objektom:
• autonómia, znamenajúca nezávislosť na ostatných agentoch,
• existencia v prostredí
• a kontinuita senzorického a aktuačného prepojenia s prostredím.
Klasifikácia architektúr agentov
Architektúry agentov [7, 16] s ohľadom na ich organizáciu vnútorných komponent a ich
racionalitu je možné rozdeliť do týchto skupín:
• Reaktívni agenti, ktorí sú reprezentantami agentov s najjednoduchšou vnútornou ar-
chitektúrou. Podnety z prostredia, vnútorné stavy agenta alebo oboje dohromady
vyvolávajú rôzne druhy správania. Agent nemá možnosť plánovania, naproti tomu
spontánne reaguje prevedením akcie na určitý stav okolia.
• Deliberatívni agenti okrem vnútorného stavu uschovávajú aj reprezentáciu prostredia
za účelom budúceho využitia pri vytváraní plánov k dosiahnutiu žiadaných cieľov.
• Sociálni agenti sa vyznačujú komunikáciou s iným agentmi pomocou vyššieho komu-
nikačného jazyka.
• Hybridní agenti zlučujú niektoré alebo všetky vyššie uvedené architektúry.
Navrhnutí agenti
Vzhľadom na potreby simulačného systému, ktorý požadoval existenciu jednoduchého agenta
bez vnútornej reprezentácie prostredia a bez schopnosti plánovania do budúcnosti, za naj-
vhodnejší typ agenta som podkladala reaktívneho. Zvyšná časť tejto podkapitoly rozoberie
návrh hierarchie tried, ktorú je možné vidieť na obrázku 3.4.
Obrázek 3.4: Hierarchia tried súvisiaca s návrhom agentov.
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Simulačný systém predpokladá existenciu dvoch druhov agentov, dravca a koristi. Keďže
oba typy majú niektoré spoločné vlastnosti, ukázalo sa výhodné vytvoriť abstraktnú triedu
Flock, ktorá obsahuje premenné pre uloženie vnútorného stavu agenta a implementuje
správanie prejavujúce sa u dravca i koristi. Triedy Prey a Predator sú abstraktnými trie-
dami, ktoré slúžia výlučne na komunikáciu s klientom a neprinášajú nijakú špeciálnu funkč-
nosť mimo poskytovania rozhrania. Konkrétne triedy BirdPrey, FishPrey, BirdPredator
a FishPredator poskytujú implementáciu pre rozhranie tried Prey a Predator a rozširujú
agentov o nové schopnosti. Vzťahy týchto tried k zvyšným triedam v aplikácii je možné
preskúmať na obrázku 3.3.
3.5 Návrh výpočetného jadra simulátora
Pred samotnou implementáciou bolo potrebné rozhodnúť o niektorých dôležitých aspektoch
týkajúcich sa jadra simulačného systému. Prvou vynárajúcou sa otázkou bol výber časovej
množiny. Ponúkali sa dve možnosti, diskrétna alebo spojitá. Postačujúcou voľbou bolo pou-
žitie diskrétneho času, keďže s vhodne nastaveným intervalom kroku umožňuje animáciu
a zachytávanie výsledkov je potrebné taktiež len v istých diskrétnych časových intervaloch.
Návrh diskrétneho systému je postavený na využití časovača, ktorý po uplynutí stanovenej
doby aktualizuje prostredie, čo zahŕňa:
• prepočítanie novej hodnoty rýchlosti všetkých agentov,
• adekvátne prepočítanie pozície agentov vzhľadom na vypočítanú rýchlosť v prechád-
zajúcom kroku,
• vykreslenie agentov na nových pozíciách, čo imituje pohyb,
• vykreslenie prostredia a objektov v ňom, teda prekážok a jedla,
• odstránenie už zjedeného jedla,
• upravenie počtu oboch druhov agentov z dôvodu reprodukcie a úmrtia,
• generovanie výstupu.
Modelový čas simulácie je kvôli získavaniu výsledkov, týkajúcich sa počtu oboch populá-
cií, zrýchlený. Ďalšia fáza vývoja návrhu rozhodla o funkciách nutných k ovplyvňovaniu
základného behu simulácie. Vzhľadom na interaktívny charakter aplikácie je potrebné uží-
vateľovi poskytnúť minimálne vytvorenie novej simulácie, jej spustenie, stopnutie,ukončenie
a nastavovanie vlastností agentov počas behu simulácie.
3.6 Návrh grafického užívateľského rozhrania
Základ návrhu grafického užívateľského rozhrania je založený na prístupe MDI (Multiple
Device Interface), ktorého princíp spočíva vo vytvorení viacerých okien sídliacich v rámci
jedného, zväčša hlavného, okna aplikácie. Napriek niektorým nevýhodám, ktoré sa asociujú
k tomuto typu aplikácií, poskytuje možnosť vytvárania palety nástrojov, čo pokladám po
používaní klávesových skratiek za druhú rýchlu metódu vyvolania požadovanej funkcie sys-
tému.
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Grafické užívateľské rozhranie, označované tiež skratkou GUI, musí poskytovať styčný
bod medzi jadrom simulačného systému, ktoré pracuje na nižšej užívateľovi neprístupnej
úrovni, a užívateľom. Po predchádzajúcich analýzach návrhu, GUI implementovaného si-
mulačného systému musí poskytovať minimálne nasledovné ovládacie prvky:
• ovládanie behu simulácie, od vytvorenia novej simulácie cez možnosť pauzy až po jej
ukončenie,
• interaktívny spôsob pre zmenu vlastností agenta počas priebehu simulácie,
• sprostredkovanie pohľadu na scénu z rôznych uhlov.
Užívateľsky prívetivá črta je dostupnosť klávesových skratiek, ktorá urýchľuje prácu
a taktiež výhodu vidím v paletách nástrojov. S prihliadnutím na predchádzajúce požiadavky
bola navrhnutá hierarchia tried zobrazená na obrázku 3.5.
Obrázek 3.5: Návrh hierarchie tried grafického užívateľského rozhrania.
Základnou triedou grafickej časti aplikácie je MainWindow, ktorá je dedičom triedy
QMainWindow. Instancia triedy MainWindow reprezentuje hlavné okno aplikácie. Jeho úlohou
je vytvorenie menu, panelov nástrojov, tlačidiel a iných grafických prostriedkov určených pre
ovládanie aplikácie. MainWindow v sebe zapúzdruje MDI oblasť, ktorá ponúka priestor pre
rozmiestnenie panelov nástrojov a okna simulácie. Ku komunikácii simulátora s užívateľom
sa pri spustení aplikácie použije dialógové okno, ktoré je objektom triedy NewSimDialog. Pre
dialové okno, umožňujúce úpravu textúr prostredia, je navrhnutá trieda TextureDialog.





Simulátor je implementovaný v jazyku C++ za použitia knižnice Qt [14] pre vytváranie
grafického užívateľského rozhrania, knižnice Qwt (dostupnej pod licenciou LGPL), ktorá
slúži ako nadstavba Qt a poskytuje schopnosť zakomponovania rôznych typov grafov do
GUI a grafickej knižnice OpenGL zaisťujúcej 3D animáciu simulovaného ekosystému. Vývoj
aplikácie prebiehal na systéme Gentoo Linux. Táto kapitola sa zaoberá implementáciou
simulačného systému.
4.1 Implementácia ekosystému
Najkomplexnejšou partiou počas vývoja simulátora bola implementácia tried a podtried
súvisiacich s tvorbou ekosystému. V nasledujúcej podkapitole sa pokúsim zhruba načrtnúť
túto líniu, ktorá je okrem samotného jadra simulátora najdôležitejším stavebným kameňom
celej aplikácie.
Po spustení programu a požiadaní o novú simuláciu si užívateľ vyberie typ ekosystému
a požadované hodnoty, ktoré udávajú inicializačné počty jednotlivých entít v systéme. Typ
ekosystému určí konkrétnu továreň, ktorá sa o jeho vytvorenie postará. V ďalšom texte
budem pre názornosť predpokladať použitie BirdEcosystemFactory, v prípade použitia
inej továrne sa postupuje analogicky.
Ukazovateľu na EcosystemFactory je po užívateľskom vstupe priradený ukazovateľ na
BirdEcosystemFactory, čo vďaka dynamickej väzbe umožní používanie správnych fun-
kcií. Následne sú prostredníctvom neho vytvárané súčasti ekosystému pomocou volania me-
tód CreatePredator(), CreatePrey(), CreateObstacle() a CreateFood(), ktoré vracajú
ukazovatele na vektory (STL knižnica) naplnené ukazovateľmi na požadované prvky. V zá-
vere sa ešte funkciou CreateEcosystem() alokuje pamäť pre instanciu triedy Ecosystem.
Týmto ošetrením je zaručené spravovanie všetkej alokovanej pamäti súvisiacej s ekosys-
témom prostredníctvom jediného objektu, čím je jednoducho zabezpečené jej spoľahlivé
uvoľnenie.
Rozhranie triedy Ecosystem, ktoré pomocou funkcií insertPredator(), insertPrey(),
insertObstacle a insertFood() nastaví adekvátne ukazovatele. Prostredníctvom objektu
triedy Ecosystem je ostatným častiam povolené manipulovanie s prvkami ekosystému bez
toho, aby mohli zasahovať do konkrétnej podtriedy EcosystemFactory.
Simulovanie reprodukovania a úmrtia členov populácii si vynútilo existenciu funkcií
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addPrey(), addPredator(), delPrey() a delPredator(). Samotná reprodukcia populácií
je riadená metódou reproduce(). Všetky vyššie spomínané funkcie sú súčasťou rozhrania
triedy BirdEcosystemFactory. K lepšej orientácii v hierarchii tried prispeje obrázok 3.3.
4.2 Implementácia agentov
Napriek tomu, že agenti sú súčasťou ekosystému, venujem im jednu podkapitolu zvlášť,
keďže sú v centre pozornosti skúmania. V simulačnom systéme existujú vedľa seba dva typy
agentov, ktorí majú niektoré vlastnosti spoločné. Z tohto dôvodu som implementovala triedu
Flock uchovávajúcu vnútorný stav agenta, teda jeho aktuálnu pozíciu, rýchlosť a vzdia-
lenosť, na ktorú vidí. Taktiež poskytuje implementáciu metód potrebných pre oba typy
agentov. Príkladom môžu byť funkcie realizujúce zhlukovanie agentov ako ruleCohesion(),
ruleSeparation() a ruleAlignment(). Ďalšou funkciou implementovanou v triede Flock
je isNeighbour(), ktorá zisťuje koho má daný agent v susedstve.
Podtriedy triedy Flock sú dvojakého druhu v závislosti od typu agenta. Prvou pod-
triedou je Prey, ktorá zastupuje korisť, a druhou je Predator reprezentujúca dravca. Prey
ani Predator nerozširujú schopnosti agenta, ale slúžia výlučne ako poskytovatelia rozhra-
nia pre klienta. Potomkovia tried Predator a Prey sú konkrétnym typom dravca a koristi
a zároveň implementujú rozhranie svojich priamych predkov, ktoré zahŕňa funkciu move()
a draw(). Prvá uvedená obstaráva výpočet rýchlosti a novej pozície agenta, pokým druhá
vykresľuje agenta na aktuálnej pozícii. Ako príklad konkrétnych podtried triedy Predator
a triedy Prey je možné uviesť BirdPredator a BirdPrey. Ich možnosti siahajú k metó-
dam zdedených od predkov až k rozšíreniu schopností o adekvátne funkcie typické pre daný
druh živočíchov. Trieda BirdPredator pridáva pravidlo ruleHunt() pre lov koristi, zatiaľ
čo BirdPrey implementuje ruleProtect() a ruleEat(). Hierarchia tried vzťahujúcich sa
k agentom je dostupná na obrázku 3.4.
4.3 Implementácia jadra simulátora
Základom simulátora je diskrétna časová množina, kvôli ktorej zmeny simulovaného eko-
systému nastávajú nespojito, v diskrétnych krokoch. Pre implementovanie behu simulátora
som použila časovač triedy Universe, ktorá je potomkom QGLWidget a stará sa o vykresľo-
vanie scény.
Jeden krok simulácie je možné vidieť na obrázku 4.1. Počas jeho vykonávania pre-
behne niekoľko udalostí. Najprv sa vypočítajú nové hodnoty rýchlostí a vzhľadom na nich
nové pozície pre všetkých agentov. Zodpovednosť za danú časť nesie metóda move(), kto-
rej implementácia je dostupná v konkrétnej triede, ktorej je agent instanciou. Následne
sa zistí, či nastal čas k reprodukcii. Ak je odpoveď kladná, upravia sa počty emitovaním
signálu changeEcosystem() patriacemu triede MainWindow, ktorá zabezpečí vyvolanie me-
tódy reproduction(). V opačnom prípade, pri zápornej odpovedi, sa reprodukcia preskočí.
Predposlednou povinnosťou je zaistenie odstránenia zožraného jedla zo scény. V závere sa
funkcia updateGL(), zdedená od QGLWidget, postará o prekreslenie celej scény.
4.4 Implementácia grafického užívateľského rozhrania
Pri implementácii GUI som zvažovala použitie buď knižnice wxWidgets alebo Qt. Vzhľa-
dom na ich orientáciu na programovací jazyk C++ a na ich multiplatformový charakter boli
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Obrázek 4.1: Vývojový diagram pre jeden krok simulácie.
vhodnými kandidátmi obe knižnice. Z dôvodu predošlých negatívnych skúseností s wxWi-
dgets a vďaka niekoľkým odporúčaniam smerujúcim ku knižnici Qt, som sa rozhodla pre jej
použitie.
Hlavné okno aplikácie je implementované triedou MainWindow, ktorá dedí od triedy
QMainWindow. Táto trieda sa stará o vytvorenie nasledujúcich grafických častí okna:
• menu (createMenu()),
• akcií (createActions()),
• stavového riadku (createStatusBar()),
• panelov nástrojov (createToolBoxes())
• a ostatných grafických pomôcok.
Keďže aplikácia je postavená na princípe MDI, v hlavnom okne je umiestnených niekoľko ďa-
lších okien, konkrétnejšie simulačné okno obsahujúce instanciu potomka triedy QGLWidget,
a päť panelov nástrojov pre:
• riadenie behu simulácie,
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• nastavenie vlastností agentov a ekosystému,
• prispôsobenie prostredia užívateľovým požiadavkám,
• graf pre okamžité zobrazovanie stavu populácií
• a pohľad na scénu z rôznych uhlov.
Pri vyžiadaní novej simulácie je vytvorená instancia triedy NewSimDialog, ktorá dedí od
QDialog a požaduje od užívateľa zadanie vstupných hodnôt pre simuláciu. Ponúka taktiež
možnosť vybrať si predvolené hodnoty, čo môže byť zvlášť vhodné pri prvom zoznamovaní
sa so simulátorom. Pre rýchly prístup k akciám menu sú definované takmer ku všetkým
funkciám klávesové skratky. Výslednú podobu grafického užívateľského rozhrania je možné
vidieť na obrázku 4.2.




Implementovaný simulačný systém, teda simulačné jadro vrátane dvoch dostupných mo-
delov ekosystémov, bol dôkladne otestovaný prostredníctvom testov, ktorých typy budú
konkrétnejšie charakterizované v úvode tejto kapitoly. Nasledujúce dve podkapitoly repre-
zentujú sady prevedených experimentov. Prvá sa zameriava na testy prvého modelu, modelu
vtákov, a druhá sa venuje funkčnosti modelu rýb. Záver kapitoly je vyčlenený na zhodno-
tenie dosiahnutých výsledkov.
5.1 Špecifikácia testov
Na každý model je dostupná súprava štyroch testov, ktoré overia spoľahlivosť v rôznych
situáciách. Prvé testy z oboch sád sa sústreďujú na demonštrovanie rojovej inteligencie
a rozširujúce pravidlá pre pohyb agentov, napríklad nasledovanie jedla alebo únik koristi
pred predátorom. Vzhľadom na povahu testov, som pristúpila k intuitívnemu ohodnoteniu,
sprostredkovanému skrze vizualizáciu pohybu agentov. Výsledky sú však hodnoverné, na-
koľko ich je možné porovnať s reálnym systémom. Zvyšné testy sa zacieľujú na otestovanie
modelu dravec-korisť a reakcie systému na rôzne vstupné koeficienty. Niektoré testy pri
vhodných parametroch dosiahli periodického priebehu populácie dravcov a koristi. Iné spô-
sobili vyhynutie. Pred každým samostatným testom budú uvedené nasledovné parametre:
• počiatočný počet dravcov a
• počiatočný počet koristi.





Zvyšné testy, venujúce sa modelu dravec-korisť, pridávajú k počiatočnej veľkosti populácií
ešte nasledovné charakteristiky ekosystému:
• koeficient pre rozmnožovanie koristi,
• koeficient pre rozmnožovanie predátorov,
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• koeficient určujúci šancu stretnutia koristi s predátorom a
• koeficient zabezpečujúci udržanie populácií pod istou hranicou.
5.2 Testovanie modelu vtákov
Podkapitola v prvom teste predvedie postup zhlukovania vtákov do kŕdľa a v následných
testoch pomocou grafov zobrazuje reakciu ekosystému na rôzne koeficienty modelu dravec-
korisť.
Test č. 1
Účelom prvého testu je overiť funkčnosť troch pravidiel zhlukovanie. Obrázok 5.1 predvádza
postupný proces zhlukovania. Inicializačné parametre boli nastavené na:
• pocetDravcov = 11,
• pocetKoristi = 95,
• sudrznost = 40.0,
• separacia = 0.4,
• zarovnanie = 4.0.
Obrázek 5.1: Ukážka zhlukovania.
25
Test č. 2
Úlohou druhého testu je demonštrovať funkčnosť modelu dravec-korisť zaradeného do simu-
látora. Keďže je prvým prezentovaným testom tohto typu, volila som parametre tak, aby
vo výsledných grafoch bolo možné pozorovať periodickú povahu tohto modelu. Na obrázku
5.2 je možné vidieť výslednú závislosť medzi počtom dravcov a koristí v danom ekosystéme.
Obrázok 5.3 zobrazuje fázový diagram k danému testu. Vstupné parametre boli nastavené
nasledovne:
• pocetDravcov = 11,
• pocetKoristi = 95,
• koeficientRozmnozovaniaDravcov = 1.80,
• koeficientRozmnozovaniaKoristi = 2.20,
• sancaStretnutia = 1.00,





















































Predator-prey model (phase diagram)
phase diagram
Obrázek 5.3: Fázový diagram (test č.2).
Test č. 3
Význam tretieho testu spočíva vo vysvetlení koeficientu, ktorý zabezpečuje udržanie populá-
cií pod istou hranicou. Na obrázkoch 5.4 a 5.5 je možné zaznamenať rozdiel v maximálnom
dosiahnutom počte agentov. Parametre sú až na tento koeficient totožné s parametrami
prechádzajúceho testu:
• pocetDravcov = 11,
• pocetKoristi = 95,
• koeficientRozmnozovaniaDravcov = 1.80,
• koeficientRozmnozovaniaKoristi = 2.20,
• sancaStretnutia = 1.00,



























































Predator-prey model (phase diagram)
phase diagram
Obrázek 5.5: Fázový diagram (test č.3).
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5.3 Testovanie modelu rýb
Prvý test ilustruje reakciu húfu rýb v ekosystéme pri napadnutí dravcom. Zvyšné tri testy
sa orientujú na vplyv koeficientov modelu dravec-korisť na obe populácie.
Test č. 1
Účeľom prvého testu je overenie funkčnosti dvoch pravidiel. Po prvé, útek koristi pred
nebezpečenstvom, ktoré predstavuje blízkosť dravca a po druhé, prenasledovanie koristí
dravcom. Výsledok testu je možné vidieť na obrázku 5.6. Parametre boli nastavené na:
• pocetDravcov = 10,
• pocetKoristi = 100,
• sudrznost = 40.0,
• separacia = 0.3,
• zarovnanie = 4.0.
Obrázek 5.6: Únik pred predátorom (test č.1).
Test č. 2
Cieľom druhého testu je demonštrovať úhyn dravcov. Na obrázku 5.7 je možné si povšimnúť
následný rast populácie koristi. Počiatočné parametre boli nastavené:
• pocetDravcov = 20,
• pocetKoristi = 150,
• koeficientRozmnozovaniaDravcov = 2.50,
• koeficientRozmnozovaniaKoristi = 1.10,
• sancaStretnutia = 1.50,























































Predator-prey model (phase diagram)
phase diagram
Obrázek 5.8: Fázový diagram (test č.2).
Test č. 3
Tretí test ukazuje periodický priebeh časovej závislosti počtu koristí od dravcov v ekosys-
téme, viz obrázky 5.9 a 5.10. Inicializačné parametre boli nastavené nasledovne:
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• pocetDravcov = 20,
• pocetKoristi = 150,
• koeficientRozmnozovaniaDravcov = 2.50,
• koeficientRozmnozovaniaKoristi = 1.10,
• sancaStretnutia = 1.50,








































Obrázek 5.9: Časová závislosť počtu koristí od počtu dravcov (test č.3).
5.4 Zhodnotenie výsledkov
V rámci tejto kapitoly bolo prevedené experimentovanie so simulačným systémom a tes-
tovanie dvoch implementovaných modelov. Prvé testy v oboch sadách dokázali, že simulo-
vanie pohybu rojovej inteligencie, teda základné tri pravidlá a dostupné rozšírenia týchto
pravidiel, vykazujú správanie pozorované v prírode. Zvyšné testy, ktoré boli zacielené na
znázornenie vplyvu koeficientov rovníc modelu dravec-korisť na veľkosť populácie ekosys-
tému, zachytili možné stavy, ku ktorým v prírode bežne dochádza, napríklad rovnovážny
periodický stav alebo vyhynutie druhu. Výsledky experimentov ukazujú, že algoritmy boli
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Počas tvorby tohto projektu som mala možnosť zoznámiť sa s novými technológiami, kon-
krétne s grafickou knižnicou OpenGL, knižnicou Qt a knižnicou Qwt. Taktiež som prišla
do styku s návrhovými vzormi, ktoré som použila za účelom možnosti budúceho rozšírenia
simulátora o nové modely. Samozrejme som aplikovala aj svoje doterajšie znalosti progra-
movania v C++.
Prevedené testy modelov vykazujú použiteľnosť simulátora, ktorý je možné využiť ako
učebnú pomôcku v predmete Modelování a simulace. Myslím, že svoje poslanie splnil a pred-
stavuje vhodný nástroj pre skúmanie napríklad fenoménu emergencie. Keďže simulátor je
implementovaný spôsobom, ktorý umožňuje pridávanie nových modelov, ktoré sa môžu do
značnej miery odlišovať od implicitných, ponúka rozšírenie štúdia aj na iné javy.
V priebehu práce na tomto projekte ma napadlo niekoľko vhodných vylepšení systému,
ktoré som z časových dôvodov nestihla realizovať. Za veľký nedostatok pokladám chýbajúcu
podporu pluginov, ktorá by zabránila kompilovaniu celého simulátora po pridaní nového
modelu. Návrh aplikácie budúcemu zdokonaleniu v tomto smere nebráni. Vďaka vhodne
voleným prenositeľným nástrojom, predpokladám, že po menších upravách a otestovaní
je možné systém používať aj na iných platformách. Ďalšie skvalitnenie tkvie v použití
efektívnejších algoritmov, napríklad pri detekcii kolízií, čo by umožnilo simuláciu vyššieho
počtu agentov a znížilo výpočetné nároky.
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