A new method is proposed for specifying the geometrical shape and for meshing of the computational domain for CFD or general numerical PDE solvers which allow block-structured or unstructured meshes. The new method is based on highlighting pre-meshed spatial zones for boundary and material definitions with subsequent shape-matching deformations. The new method combines functionality with ease of implementation and ease of use which make it suitable for in-house computational codes. Although intended predominantly for research, the proposed method has been used successfully in a number of computational engineering projects.
INTRODUCTION
Usually a CAD package is used to define the geometry and subsequently a meshing piece of software is employed to generate the computational mesh. This approach is not always the most convenient one for CFD, numerical PDE or related research. For a professional CAD user or a mesh developer with perfect knowledge of the respective software, there is no need of a new, completely different in nature replacement for those packages. It is more likely, however, that such people will not be doing 'CFD or related' research -they probably solve practical problems and want them done as quickly, efficiently the user. All subsequent marks are defined by adding exactly one span to the previous mark in the same spatial direction.
Since the spans come with preset numbers of divisions, after defining all marks in all three directions, a preliminary 'backbone' mesh of the whole domain 'envelope' is formed. As it can be seen below, the actual meshed regions will be a subset of this envelope.
A zone is a 'bricklike' three-dimensional region within the domain contained between six defining marks -a pair in each spatial direction. Each defined zone is assigned its own identification number -a positive integer. Where zones overlap, the latest to be defined takes precedence. Initially, the whole domain is predefined as zone zero. Six 'ghost' zones are predefined next to the six boundaries of the domain and they have negative identification numbers (from −1 to −6 for the 6 sides). Those are used for setting boundary conditions as shown below. The zone numbers can automatically be exported in the final mesh to serve as volume patches (e.g. for specifying localised source terms of the solved equations).
A boundary patch is a surface between two zones. Not all contact surfaces between zones need to be identified as boundary patches -one explicitly highlights only those surfaces which are needed for setting boundary conditions later in the problem specification. Each boundary patch has an identification number. The boundary patch definition also contains the zone numbers of the two zones on either side of the surface; the predefined zero and negative zones can also be used.
A material is identified by its number -a positive integer or zero. For each defined zone, a material number has to be specified explicitly. Material zero denotes a void -no mesh is defined for the corresponding zone. The predefined zero and negative zones are automatically assigned material number zero, so they are not included in the final mesh by default.
When completed for a particular problem, the sections described so far are sufficient for the generation of a mesh whose edges are parallel to the coordinate axes (e.g. a Cartesian mesh).
Such meshes can be used with simple shapes that can be aligned with the coordinate axes.
DEFORMATIONS
Body-fitted meshes can be obtained from suitably constructed 'brick' meshes by a series of deformations. Each deformation is defined by the displacement of a single target point. Each deformation is applied to the mesh, independently of the others, in the order they are specified.
A target point is the intersection of three mark surfaces. Its new position can be specified by either relative motion or absolute coordinates.
In the implementation it is useful to allow 'sweeping' of any specified deformation down a specified coordinate axis either from one end of the domain to the other or, even better, between specified marks of that axis. This means that, after performing the current deformation, it is repeated automatically for all 'eligible' target points thus saving the user a lot of explicit deformation defining.
A single deformation step is accomplished as follows: A target region is defined around the target point (i, j, k) where the three letters represent the mark indexes of the target point. The target region spans from the previous mark (i-1) to the next mark (i+1) in all three directions thus forming a 3D 'box' with the target point remaining near the centre. If the target point is on a domain boundary, e.g. i=0 therefore mark(i-1) does not exit, only the existing branch (from i to i+1) is included in the target box. Then the specified displacement (absolute coordinates are firstly converted to relative displacements) is distributed -applied to the mesh points -in a linear fashion from its true value at the target point down to zero at the boundaries of the target region. When all specified deformations are completed, the mesh fits the desired shape of the modelled body.
IMPLEMENTATION
The proposed method can be used to specify geometric shapes and to prepare computational meshes for any CFD, PDE or FEM solver that allows blockstructured or fully unstructured meshes. It can also be used with fully structured meshes but, unless the structured solver permits blocked (void) regions inside the domain, the benefits of the new method would be less obvious.
The current implementation is in Fortran 90 and is added to the unstructuredmesh solver PHYSICA [1]. The input for the geometry and the mesh is organised as a single plain text file (Table 1) .
After the first line, which is a header, the sections of definitions are listed in the order they were described in Section 2. The text to the right on each line is a comment and is not read in by the software. Each section can occupy as many lines as needed; the end of the section is marked explicitly by a delimiter (-9) which is also a switch for the deformations section. For the 'marks' section a table format was adopted in this implementation: The 1 st column is the mark ID, then three columns follow which define the marks along x, y and z independently. Zeros are used to fill the spaces where no more spans are required in a particular direction. In this way the marks section becomes very concise thus making the whole input file suitable for creating and editing with a plain-text editor. This format might be more appealing to researchers rather than to users solving only practical problems. For the latter, a proper user interface can be implemented where the IDs of the various entities are unique combinations of conveniently chosen letters and numbers.
In the 'zones' section each zone is defined by 7 integers: the first pair denotes the bounding marks in the x direction; the second pair -in the y direction and the third pair -in the z direction. The seventh integer is the zone identifier.
As an example, the mesh form Table 1 is used to solve a coupled fluid flow and heat transfer problem where the flow of air is from left to right in the x direction and it goes over the rectangular block in the middle which is a source of heat. The resulting temperature and velocity field is shown in Figure 1 where the computational mesh is also visible.
It can be seen that the necessary (from a CFD point of view) mesh refinement near the surfaces of the hot block is achieved effortlessly by specifying suitable values of the first and second spacing parameter in the 'spans' section of Table 1 .
In this implementation the spacing parameters (mesh density parameters) for each span are defined in the following way. Let s = i/N is a non-dimensional distance-like argument along the span: s = 0 at the span's beginning and s = 1 at its end. Let f(s) be a smooth, also non-dimensional function defining the positions of the mesh divisions long the span. For example, along x, the 1 st division is from x 0 to x 1 = x 0 + L f(1/N) where x 0 is the x-coordinate of the span's beginning and L is the span's length. Then the 2 nd division is from x 1 to x 2 = x 0 + Lf(2/N) and so on; the last division is from
The author has found it is convenient to define f(s) as a 3 rd order polynomial and to assume that the first spacing parameter for the span is the polynomial's first derivative at the beginning f '(0) and that the second spacing parameter is the value of the derivative at the end of the span f '(1). So parameter values less than 1 make the mesh denser in the corresponding end and values greater than 1 make it coarser. Since a 3 rd order polynomial may not be monotonic in the region of interest (s between 0 and 1), the spacing parameters will normally be cautiously adjusted in the desired direction away from the uniform spacing value of 1 after visual inspection of the mesh. Alternatively, constraints can be implemented within the code which will guarantee monotonicity.
This definition of the mesh spacing parameters allows fine control over the mesh coarseness near solid boundaries which is an essential requirement to CFD applications.
Internally, in the Fortran code, the geometry and mesh data is represented as follows. At first, all the spans are processed which means the coordinates of each of the divisions is calculated and stored in three 1D arrays, for x, y and z respectively. At the same time three integer index arrays are built for the marks in each direction. Now the dimensions (array sizes) of the mesh in the three index directions are known and the two main arrays can be allocated: an index array (3D) storing the zone number for each cell and the point 4D array storing the coordinates of each point along the structured lines of the global backbone mesh. The zone boundaries are then stored in six 1D arrays for the lower and upper zone boundaries in each direction and from them the zone number of each cell is determined by checking if the cell is within the zone boundaries in the order they are defined by the user. Only after all zones have been defined, the required deformations are applied as described in Section 3. The boundary patch records are stored sequentially as they are being read from the definition file in three 1D integer arrays: two for the zone numbers either side of the patch and one for the patch identifier. At the final stage, when the mesh is being output into the required geometry format, this patch list is scanned for each cell face and if both zones either side of the face match those of the current record, the patch identifier is assigned to the face. Similarly the materials list is scanned for every cell of the mesh at this final stage.
MORE COMPLEX MESHES
The new method can be applied to real-life numerical simulation cases -this is illustrated in Appendix A which shows a mesh used in a real computational engineering project -induction melting in a 'cold crucible' [2] . Similarly to the case shown in Figure 1 , the geometry and mesh definitions for this example are contained in a single data file (Table A .1). The same method has been used in the modelling of a novel, environmentally friendly aluminium electrolysis process with inert anodes [3] .
For even more complicated geometries a simple extension of the new method has been proposed and implemented by the author. It is described below.
Often the problem geometry can be decomposed into parts which can be meshed separately and relatively independently of each other. In such cases each part can have its own mesh definition (similar to Table 1) and the parts can be joined at the contact surfaces. Before joining, each part may be rotated and moved to its place by simple coordinate transformations (rotations and translations).
The matching surfaces for joining of the parts can easily be specified as boundary patches using the method of Table 1 . The ease with which boundary patches can be defined (between specified zones) in the new method makes them convenient for indicating where the separate parts are to be joined.
For applications based on unstructured mesh, like [1], a mesh merging procedure has been implemented. It renumbers the points, faces and elements (or cells) of the part that is being attached and removes the duplicated face entities from the final mesh. The joining and merging procedure can be repeated for any number of attached parts.
Some application solvers require exact point-to-point matching of the neighbouring elements either side of any surface. In such cases the division spacing of the joint surface for the two connected parts must be defined identically. This is not always achievable with mesh generators which do not give the user fine, documented control over the spacing of the generated mesh. (This is especially true when the mesh refinement regions are selected by clicking with the mouse.) Then the user has no other choice but to let the automatic generator do the meshing of the whole problem geometry even if they would like some parts of it to be meshed in a different way.
With the proposed division spacing method embedded in the span definitions, however, the exact point-to-point matching is easily achieved -all the analyst needs to do is to prescribe identical spans at the joining surface for the two parts either side of it. This is illustrated below on a model of the mould region of a continuous casting facility [4] .
First the pipe with the nozzle is defined (x > 0 and y > 0 symmetric quarter only) following the mesh divisions requirements for flow in that part (Figure 2a ). The joining plane surface is on the right of the part with 4 divisions in y and 9 divisions in z. Then the corresponding symmetric quarter of the tank volume is defined as a separate part. (The region near the nozzle is shown in Figure (2b) .) Care is taken to set the spans at the interface the same as for the nozzle. The smoothly merged mesh after the joining is shown (for y=0) in Figure (2c) . It can be seen that the mesh of the pipe and nozzle is much finer (needed for CFD accuracy) than the mesh of the tank space below the nozzle. Not having unnecessarily fine mesh in the large tank (which saves computing time) is a benefit of using the joining algorithm with separate design of the two meshes.
The definitions of the two partial meshes (from Figures (2a) and (2b) the joining stage for this case no rotations or translations of the coordinates are prescribed.
The extended version of the meshing software, based on the method described above, has been used successfully, together with the Physica package [1] in several more computational modelling projects including vacuum dezincing of lead as part of a new method for silver extraction [5] and modelling of vacuum arc remelting [6] .
CONCLUSIONS
A new method of representing the geometry and the mesh for computational domains with shapes of moderate complexity has been demonstrated to be both convenient and useful for research related to CFD or numerical PDE. It allows the creation of good-quality computational meshes for these disciplines. The new method can be implemented with relatively small pieces of software written in any programming language. This makes it suitable for computational modelling research groups that do not engage in full scale CAD and related mesh development.
APPENDIX A
Specification of the geometry and the mesh is presented here for a numerical model of a water-cooled vessel ('cold crucible') used for induction melting of very reactive alloys [2] . Since the walls of the vessel are segmented (to minimise electromagnetic losses), the geometry is periodical in the angular direction and, for a coaxial position of the metal charge, only one segment is included in the mesh (Figure A.1) . In this case cylindrical coordinates are used with the first dimension (x) denoting the radial coordinate, the second one (y) being the angular coordinate (in degrees) and z remaining the vertical coordinate. A horizontal cross-section passing through the base of the crucible (z = 0) is shown in Figure A. 2, and the definition file is listed in Table A .1. One can see that the mesh is refined towards the boundaries of the crucible segments (or 'fingers') -this is needed for accurate representation of the very strong gradients of the electric current density (for AC current) in those regions. 
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