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Bakalářská práce se zabývá návrhem a implementací aplikace poskytující rozšířené uživatel-
ské rozhraní počítače. Pro výstup aplikace je použit dataprojektor, jehož umístění nemusí
být přímo kolmé k promítané rovině. Kamera umožňuje detekci této roviny.
Abstract
Bachelor’s thesis deals with design and implementation of application. Application provides
augmented user interface for computer. Output of application is a projector. The position
of projector doesn’t need to be directly perpendicular to the projected plane. The camera
makes possible the detection of this plane.
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Hlavním cílem bakalářské práce ”Rozšířené uživatelské rozhraní”je navrhnout a vyzkoušet
možnosti aplikace, která by pomocí dataprojektoru promítala rozšířenou plochu do míst-
nosti. Uživatel by si umístil dataprojektor tak, aby obraz projektoru byl promítal na libo-
volné roviny v místnosti (stůl, stěnu,. .). Takto promítaná plocha by sloužila jako rozšířená
plocha počítače. Na tuto plochu by byl uživatel schopen umísťoval své aplikace (například
hodiny, poznámky, kalendář. .). Dataprojektor by na stěnu byl schopen promítat pod libo-
volným úhlem a uživateli by se promítaný obraz zobrazoval jako by byl kolmo ke stěně.
Takto navržený program by mohl simulovat nebo dotvářet reálné objekty v místnosti.
Aplikace umístěné na této ploše by uživateli měli usnadnit práci na počítači. A hlavně
dotvářet mu tak prostředí kolem svého počítače podle svého uvážení. Tato rozšířená plocha
by se měla chovat podobně jako plocha v počítači. Uživatel by se v ní mohl pohybovat
pomocí kurzoru myši. Byl by schopen spouštět programy (widgety), pohybovat s nimi po
rovinách promítané dataprojektorem (stěna, stůl,. .).
Promítaná plocha by byla na černém pozadí, tak aby uživateli byli zobrazeny jen aktivní
aplikace, které si na plochu sám umístil. Zbytek by takto zůstal nenasvícený s původním
podkladem. Takto by si uživatel mohl umístit a dotvořit prostor kolem sebe tak, aby mu
nenarušoval předměty, které má v projekční ploše dataprojektoru umístěné.
Ilustrační obrázek 1.1 znázorňuje využití programu a jeho promítané rozšířené plochy.
Aplikace zobrazuje uživateli nad stůl hodiny a kalendář. Na stěně promítán krb, obraz
a indikátor počasí,. . Navržená aplikace by tedy měla být schopna promítat libovolné obrazy
na stěny. Widgety měli umožňovat přecházet do různých stavů a v průběhu času se měnit
(hodiny, krb,. .).
Aby bylo možné promítat dataprojektorem na rovinu pod jiným úhlem, než je úhel
kolmý. Je nutné zjistit homografie roviny a obraz před promítáním dataprojektoru správně
deformovat. Deformovaný obraz by se uživateli zobrazoval stejně jako by byl promítán
kolmo ke stěně. Tedy z pohledu uživatele bez vizuální deformace vůči rovině v které je
umístěn.
K tomu bude zapotřebí využití kamery, která uživateli pomůže nadefinovat roviny, na
které hodlá promítat. Proto se v projektu budeme zabývat počítačovým vidění a jeho
možnostmi při určení rovin v prostoru. Další částí této práce je určit deformaci tak, aby
se promítaný obraz jevil nezdeformovaný. K tomu využijeme perspektivní transformace
(homografie).
Příkladem využití takto použité projekce dataprojektoru může být případ, kdy uživatel
promítá dataprojektorem na stěnu před kterou sám stojí. Zároveň nechceme, aby data-
projektoru clonil a tak měl na promítané ploše svůj stín. Proto dataprojektor umístí pod
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Obrázek 1.1: Ilustrační obrázek znázorňující možnosti využití rozšířené plochy promítané
dataprojektorem
menším úhlem ke stěně. Což u běžného použití dataprojektoru způsobí deformaci obrazu na
promítané stěně. Aplikací bude ale obraz zobrazován stejně jako bychom dataprojektorem
promítali přímo kolmo ke stěně.
Program by měl být schopen promítat obraz i pro různý počet rovin. Příkladem může
být dataprojektor umístěný směrem k rohu místnosti, kdy bude promítat na dvě roviny
prostoru pod úhlem 45 stupňů. V obou rovinách by měl obraz odpovídat kolmé projekci
dataprojektoru.
Widgety, které budou uživatelem umístěny do rovin by měli být určitým způsobem od
implementace odděleny. Tak aby bylo možné v případě potřeby další widkety doprogramo-
vat.
Implementace programu bude rozčleněna do několika oddělených tříd. Díky tomu je
možné třídu použít i pro implementace jiných aplikací. Závěrem práce je pak vytvoření
aplikace vycházející z těchto tříd. Tato aplikace ”Wall+”bude obsahuje grafické rozhraní




Tato kapitola je věnována teoretické části práce. Zabývá se převážně geometrickými zobra-
zeními, které jsou v aplikaci často použity. Část kapitoly je určena k popisu využívaných
zařízení, které jsou nezbytné pro použití aplikace. Stěžejním problémem je určení roviny
a výpočet její homografie. Při určování roviny se využívá počítačového vidění, převážně
pak detekce objektu z obrazu kamery. Nejedná se však o obecné řešení problému, ale pouze
o speciální případ detekce šachovnice.
2.1 Geometrické zobrazení
V této práci často vycházím z geometrických zobrazení. Pro řešení problému, obzvláště pak
v grafice, jsou nezbytnou součástí. Proto se jimi v této kapitole budu zabývat. Významné pro
tuto práci jsou právě geometrické zobrazení v rovině. Všechny výpočty při řešení problému
jsou řešena v dvourozměrném prostoru. Definice pro geometrické zobrazení je následující:
Definice 2.1.1. Geometrické zobrazení v rovině σ je zobrazení množiny bodů roviny σ na
množinu bodů roviny σ, kdy každému bodu M ∈ σ je přiřazen právě jeden bod M ′ ∈ σ.
Bod M je vzor, bod M ′ obraz bodu M v tomto zobrazení.
Geometrického zobrazení rozdělujeme do několik skupin podle toho, které vlastnosti se





Při realizaci grafické interface aplikace je často použito afinního zobrazení, kterému je
věnována následující kapitola.
2.2 Afinní zobrazení (afinita)
Jedná se o geometrické zobrazení při kterém si rovnoběžné přímky budou i nadále navzájem
rovnoběžné, avšak nemusí být už rovnoběžné s původními přímkami. Afinní zobrazení je
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tedy geometrická transformace, která představuje složené zobrazení sestávající z posunutí,
otáčení, změně měřítka, zkosení nebo operaci vzniklé jejich skládáním. Afinní zobrazení je
definováno maticí 3× 3.
U implementace některých knihoven se můžeme setkat s maticí 3 × 2, kde je poslední
řada matice vynechána. Důvodem je optimalizace při výpočtů. U takových implementací
se předpokládá se, že je matice normalizována a obsahuje hodnoty třetího rářku matice
( 0 0 1 ).
Výpočet této matice se provádí rovnicí viz 2.1, kde centerx a centery jsou souřadnice
určující střed a α = scale · cos(angle), β = scale · sin(angle) pro zvětšení scale a rotaci
úhlu angle.
 α β (1− α) · centerx − β · centery−β α β · centerx + (1− α) · centery
0 0 1
 (2.1)
2.3 Perspektivní zobrazení (homografie)
Perspektivní zobrazení je matematický obor zabývající geometrickými transformacemi na-
zývané jako homografii 1. Pro další práci bude v textu homografie značena veličinou H.
Při snímání reálného světa (3-rozměrný prostor) získáváme informace prezentované
v dvourozměrném obrazu. Perspektivní transformace je tedy spojena s perspektivní pro-
jekcí. Jedná se o složení dvojice pohledu projekce, které popisují, co se stane s pohledem
pozorovatele při jeho změně pozice vůči sledovanému objektu. Při projektivní transformaci
se nezachovávají měřítka velikosti ani úhly, ale zachovává se ”incidence”a ”cross-ratio”(dvě
vlastnosti, které jsou důležité v projektivní geometrie).
Cross-ration je definováno [4]:
Definice 2.3.1. Nechť jsou body A, B, C, D čtyři odlišné body na přímce a a, b, c, d jsou
svévolní zástupci těchto bodů. Vzhledem k tomu, že jsou kolineární, můžeme rozdělit c a d
jako lineární kombinaci a a b 2
c = γ1b+ γ2a








nazýváme cross-raion bodů A, B, C, D.
V tomto případě bude tedy homografie definována jako projektivní mapování z jedné
roviny do druhé. Toto mapování je možné vyjádřit, použijeme-li homografní souřadnice, jako
pohled bodu Q jedné roviny bodem q druhé roviny, který je mapován bodem Q, jestliže
definujeme:
1Pojem Homografie se objevuje v různých oborech pod odlišným významem.
2Originální text: Let A, B, C, D by four different points on straight line, and let a,b,c,d be arbitrary
representatives of these points. Since the points are collinear, we can split c and d as the linear combination










Pak lze transformaci homografie vyjádřit jako
q¯ = sHQ¯ (2.3)
V rovnici byl zaveden parametr s, který definuje faktor zvětšení.
Důležitým zjištěním, které vyplývá z rovnice je, že H se skládá ze dvou částí:
• fyzikální transformace
• projekční transformace
Fyzikální transformace určuje pozici objektu v rovině. U projekční transformace se
zavádí matice vnitřních parametrů snímaného zařízení (kamery). Fyzikální transformace je
součtem efektu rotace R a translace t, kde je rovinu zobrazena do dvourozměrného prostoru.
W = [ R t ] (2.4)
Poté jsou matice M a Q¯W vynásobeny
q¯ = sMWQ¯, kde M =
 fx 0 cx0 fy cy
0 0 1
 (2.5)
V tomto případě by se mohl zdát, že je výsledek hotov. Jenže pro tuto práci nejsou
vhodné souřadnice Q¯, které jsou definovaná pro celý prostor, ale spíše souřadnice Q¯′, které
jsou definované v námi pozorované rovině. To umožňuje mírné zjednodušení.
Aniž by bylo porušeno zachování obecnosti, je možné změnit definici pro objekt roviny
tak, že Z = 0. Důležitý význam to má i z důvodu, že je nutné rozdělit rotační matici na














Homografie matice H pak mapuje rovinu bodů objektu do obrazu, který je kompletně
popsaný H = sM [ R1 r2 t ], kde:
q¯ = sHQ¯′ (2.7)
Homografie H je nyní definována maticí 3× 3.
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Rotace je popsána třemi úhly a definována třemi počátečními hodnotami pro polohu.
Pro každý pohled tedy šest neznámých proměnných. V tomto případě se budeme zabývat
mapování čtyřúhelníku v obraze, který bude určovat ”známý objekt v rovině”. Tento objekt
je možné popsat čtyřmi body o (x, y). Každý další nově nalezený určuje osm rovnic za cenu
šesti. Takže pokud by bylo získáno dostatečné množství obrázků jsme schopni spočítat
libovolné množství neznámých.
Homografie H se týká polohy bodů v rovině zdrojového obrazu na body v promítané
rovině, viz rovnice:








Z rovnice je zřejmé, že je možné spočítat homografii H, aniž by byli známé vnitřní
parametrech kamery.
Výpočet homografie je prezentován v matici 3 × 3, volných parametrů homografie je
však pouze osm. Proto poslední prvek je brán jako normalizační (H33), kdy jeho hodnota
se rovná 1. Tato devátá hodnota matice by se mohla brát jako parametr určení poměru
velikosti k (zvětšení, zmenšení). Toho se však v praxi nevyužívá a častěji se celá matice
násobí koeficientem zvětšení k.
Perspektivní zobrazení může být definováno taky maticí 4× 4, záleží podle toho z jaké
transformace do jaké transformace přecházíme. V tomto případě je využita pouze trans-
formaci z 2-rozměrného opět do 2-rozměrné prostoru. Proto se v této části zabývám pouze
homgorafií roviny.
Výpočtu homogradfie bude použito jak pro zjištění rotace a zkreslení roviny, tak pro
zjištění vnitřních parametrů kamery a její naálsedné kalibrace.
2.4 Použité zařízení
Pro detekci roviny v prostoru bude nezbytné využit kamery, která bude schopná poskytnou
real-time snímky svého okolí.
Každá kamera se skládá z objektivu a snímajícího zařízení. Objektiv zajišťuje aby na
snímač dopadalo co nejvíce světla z okolí. Toho se dosahuje použitím systému optických
čoček. Dopadající světlo na snímač je pak převedeno do digitální podoby. Použití optických
čoček pak určuje specifickou geometrii každé kamery.
Geometrií kamery se rozumí její vnitřní parametry. Vnitřní parametry jsou ovlivněny
ohniskovou vzdáleností, což je vzdálenost průmětny a středu projekce. Další faktor určuje
hlavní bod, neboli místo, v kterém optická osa protíná průmětnu. Dále se udává parametr
poměru výšky a šířky a míra skosení. U reálných kamer jsou pixely k sobě kolmé nebo téměř
kolmé a tak se tato hodnota často zanedbává a skosení se předpokládá nulové.
Geometrie kamery způsobuje deformaci obrazu. Abychom byli schopni získat přesnější
data o snímaném okolí budeme kameru kalibrovat. Způsobem kalibrace kamery se zabývám
v kapitole 4.2.
Dalším zařízením použitým v této práci je dataprojektor. Poslouží nám k prezentaci
rozšířené plochy naší aplikace.
Dataprojektor [5] je projekční zařízení, schopné promítat obraz nebo video na protile-
holou k sobě kolmou rovinu. Obraz je tvořen adaptivním skládáním RGB barev. Světelný
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paprsek je nejprve rozděl na 3 paprsky. U každého paprsku pak dochází ke změně jeho
vlnové délky použitím filtru danou RGB složkou a pak opět složen do jednoho. Po do-
padu na promítanou plochu docílíme požadované barevnosti. Takto dataprojektor dokáže
reprezentovat celou škálu barev.
U dataprojektoru se objevuje několik technologií. Dvě neznámější jsou LCD a DLP.
U LCD dataprojektorů jde o obdobný princip, který známe z LCD monitorů. V podstatě
jen výkonným zdrojem světla prosvítíme mřížku bodů. Tyto body jsou schopné v závislosti
na napětí měnit barevnou propustnost světla a fungovat jako barevný filtr měnící vlnovou
délku paprsku.
DLP technologie je postavena na DMD čipu, popřípadě více jeho čipů. DMD čip je
zrcadlo složené s několika miniaturních zrcadel. Jejich počet odpovídá velikosti rozlišení. Ze
zdroje světla projde paprsek nejprve rotujícím barevným filtrem (většinou RGB a průhledný
filtr pro zvýšení kontrastu), kde změní svoji vlnovou délku. Pak se dostává na DMD čip,
zde je odražen a paprsek namířen do objektivu dataprojektoru. Tato akce je velice rychlá
a dobře synchronizovaná a kvůli nedokonalosti lidského oka jsou barvy mozkem sloučeny
v jednu.
Obraz projektoru LCD je stabilní a v případě jeho snímaní nezáleží příliš na expozici.
Na druhou stranu DLP technologie už tak stabilní není a pokud jde o její expozici, měla
by být v řádu desetin sekundy. Pokud by se pro expozici použilo krátkého času, mohlo by
dojít k nasnímání obrazu složeného pouze z jedné RGB složky. Tento problém se nám pak
může objevit při snímání obrazu dataprojektoru kamerou.
Pokud porovnáme dosahovaný kontrast obou technologií, tak je na tom DLP technolo-
gie lépe. LCD používá pouze filtry a ty mají vždy určitou světelnou propustnost. Oproti
tomu technologie DLP světelný paprsek plně odkloňuje od objektivu a dosahuje tam řádově
vyššího kontrastu a tak tedy i dosažení ”barvy černé”.
Stejně jak kamera, tak i dataprojektor obsahuje objektiv. U něj dochází k paprskovitému
zobrazení. Objektiv v případě kamery způsobuje deformaci obrazu u snímaného obrazu.
V případě dataprojektoru bude způsobovat deformaci výstupního obrazu na promítané
ploše. Proto se u dataprojektoru bude vypočítávat jeho perspektivní projekce a geometrie.
Pro dosažení správných výsledků je nezbytné, aby obě zařízení byly správně vzájemně
kalibrovány.
2.5 Detekce roviny
Hlavním stěžejním problémem celé aplikace budou výpočty homografie roviny. Aby toho
aplikace byla schopna, je nutné najít vhodný objekt. Tímto objektem bude reprezentována
hledaná rovina. Pro detekci je důležité vybrat vhodný objekt, který nebude příliš proble-
matické z obrazu detekovat. Jako vhodný objekt jsem si zvolil černobílou šachovnici.
Šachovnice oproti jiným objektům při detekce z obrazu má několik předností. Umožňuje
snadnější detekci i ve zhoršených světelných podmínkách. Šachovnice se skládá ze střída-
jících se polí bílé a černé barvy. To zaručí nezaujatost k jedné nebo druhé straně. Vnitřní
čtvercové pole šachovnice sdílí vždy svůj vrchol se svým sousedem. Tato vlastnost je vhodná
právě pro detekci hran. U šachovnice lze snadno určit poměry stran podle počtu polí a tak
získat její původní rozměry.
Detekce šachovnice spočívá v nalezení hran odpovídající počtu vnitřních hran ša-
chovnice. Detekce šachovnice je takto založena na detekci hran v obraze. Aby bylo možné
hrany správně detekovat, využívá se pro zvýraznění hran prahování neboli ”tresholding”.
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Prahování je převod obrazu do binární reprezentace, kdy jsou hodnoty pixelu zastou-
peny dvěma hodnotami. Většinou se pro binární hodnoty využívá černé a bílé barvy.
Pokud se v obraze vyskytují různé stíny a šum, je potřeba zamyslet se nad určováním
prahové hodnoty. Prahovou hodnotu není možné určit globálně, protože jedna hodnota není
vhodná pro celý obraz jako celek. A z toho vyplývá, že pro jeden obraz musí být určeno
více prahových hodnot.
Distribuce úrovní šedi v obraze může pomoci určit práh pro převod obrazu do binární
reprezentace. Histogram obsahuje informace o počtu pixelů v obraze s konkrétní hodno-
tou šedi. Analýzou takového histogramu získáme práh T , resp. množinu prahů T1, T2, ...Tn
pomocí kterých pak můžeme obraz rozdělit na podoblasti [8]:




1, Tk−1 < f(i, j) < Tk
0, otherwise
(2.9)
Nevýhodou histogramů je, že neobsahují prostorové informace o pixelech, takže obraz
složený ze dvou obdélníků, bílého a černého, bude mít stejný histogram jako obraz složený
s náhodně roztroušenými černými a bílými tečkami.
Adaptivní prahování (neboli proměnné prahování) se liší od základního prahování
tím, že hodnota prahu se v různých částech obrazu liší. Je tedy funkcí lokálních parametrů
obrazu. Obraz je rozdělen na několik částí. Pro každou část je vypočten její práh. Nakonec
je pro každou tuto část obrazu aplikován konkrétní práh. Prahy jednotlivých částí mohou
být interpolovány.
Metoda adaptivního prahování je tedy typická tím, že mění velikost prahové hod-
noty dynamicky nad obrázkem, který zpracovává. Tato lépe propracovaná verze prahování
umožňuje přizpůsobit se stavu osvětlení v obraze a tedy velkým změnám intenzity osvětlení
nebo stínům.
Pro detekci šachovnice je vhodné použít právě adaptivní thresholding. Po upravě snímku
obrazu prahováním probíhá detekce hran. Z těchto hran se vyberou pouze ty, které odpoví-
dají černým čtyřúhelníkům v zobrazení šachovnice. Takto detekovaná šachovnice je určena
pouze pro vnitřní hrany polí šachovnice.
Pro výpočet homografie postačí pouze 4 body šachovnice. Těmito 4 body jsou voleny
vždy okrajové body šachovnice.
Perspektivní matice není lineární transformace a vyžaduje konečný rozměr (obvykle se
značí Z). Aplikace získává homgorafie roviny ze snímků kamery a aplikuje ji na obraz pro-
mítaný dataprojektorem. Tyto obrazy mají odlišné rozlišení. A aby bylo možné homografii
takto použít, je nezbytné ji pro toto zobrazení upravit. Proto před výpočtem homografie
jsou body upraveny na rozlišení dataprojektoru.
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Tato kapitola se zabývá základními principy a vizí bakalářské práce. Pro usnadnění bude
v textu použit pro název aplikace pojem Wall+. Názvem Wall+ je míněna aplikace, jejíchž
částečná implementace bude předmětem této práce.
Základní vizí Wall+ je uživateli zprostředkovávat rozšířenou plochu počítače. Rozšířená
plocha bude prezentována prostřednictvím projekce dataprojektoru. Tato plocha vychází
z prostředí uživatelského rozhraní tak, jak ji známe v dnešních operačních systémech. Hlavní
odlišností takto pojaté rozšířené plochy bude její výstup, který nebude na monitoru ani na
předem připravené promítací ploše, ale bude prezentován uživateli přímo do jeho okolí
(např. na zeď, na stůl, na skříň. .). Určitým způsobem lze brát projekci jako rozšířenou
realitu, kde aplikace Wall+ bude dotvářet části prostoru v okolí uživatele v reálném čase
tak, jak lze vidět na ilustračním obrázku 1.1.
Wall+ se bude chovat podobně jako grafické prostředí. Bude obsahovat spuštěné aplikace
s kterými bude uživatel moci manipulovat, měnit jejich velikost, posunovat v prostoru,
otevírat nové aplikace. Aplikace, které budou takto schopny běžet v prostředí aplikace jsou
v této práci nazývány widgety.
Uživatel bude moci dataprojektor umístit pod libovolným úhlem k promítací rovině.
Dataprojektor je konstruován na kolmé umístění k promítací stěně. V případě aplikace
Wall+ je toto pravidlo porušováno. Dataprojektor je umístěn pod úhlem, který nebude
přímo kolmý k promítací ploše. Takto lze získat několik výhod:
• Uživatel nemusí mít vždy možnost umístit dataprojektor přímo kolmo k promítané
ploše.
• Při umístění pod menším úhlem si uživatel může stoupnout kolmo k promítané ploše
aniž by docházelo ke clonění projekce.
• Při umístění dataprojektoru do rohu, můžeme promítat na obě dvě stěny rohu.
• Lze využít nestandardních útvarů pro plochy a aplikace.
a zároveň se objevují i negativní důsledky použití:
• Perspektivní deformace obrazu.
• Ztráta a rozmazání pixelů v projekci.
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Obrázek 3.1: Stěna určená k projekci se zvýrazněnými plochy dataprojektoru a kamery
V případě, že by uživatel chtěl namapovat mnohem větší prostor než mu umožňuje
dataprojektor, mohl by pro projekci aplikace použít více dataprojektorů zároveň. Data-
projektory by na sebe v projekci navazovali, nebo se v určitých místech doplňovali. Další
možností je použití dataprojektorů v takové pozici, kdy by se oba nacházeli v protilehlém
úhlem vůči promítané stěně. Promítali by stejný obraz na stejné místo. Uživatel by takto
mohl stát před promítanou stěnou i v těsné blízkosti a docházelo by k minimální clonění
projekci (druhý dataprojektor by dokresloval to, co by u prvního bylo cloněno).
3.1 Roviny projekce
Pro správnou projekci dataprojektoru budou nutné transformace obrazu. Cílem aplikace
Wall+ je docílit projekce obrazu tak, aby se jevila uživateli jako by byla přímo umístěna
na stěně. Aby toho bylo možné docílit, je nutné rozlišovat tři různé roviny. Mezi těmito
rovinami se budou vypočítávat jejich vzájemné homografie. Ilustrační obrázek 3.1 nám
znázorňuje zobrazení kamery a dataprojektoru.
1. Rovina perspektivní projekce kamery.
2. Rovina perspektivní projekce dataprojektoru.
3. Rovina v které bude zobrazovaná projekce.
První homografie bude počítána ze vztahu kamery vůči dataprojektoru. Po aplikování
této homgorafie bude dataprojektor promítat nezdeformovaný obraz vůči kameře. Tato
homografie bude pro celou projekci jen jedna (pokud je použit pouze jeden dataprojektor
a jedna kamera). Toto zobrazení ale není konečné, protože je snahou docílit nezdeformované
projekce vůči stěně, na kterou se bude promítat. Kamera nemusí být umístěna přímo kolmo
ke stěně a tak by při projekci docházelo ke špatné deformaci obrazu.
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Další homografie bude určena ze vztahu roviny určené k projekci a kamery. Tato homo-
grafie bude pro každou uživatelem určenou rovinu odlišná. Uživatel má možnost si nadefi-
novat více rovin určených k projekci pod odlišnými úhly vůči dataprojektoru.
Po aplikování obou homografií bude získán deformovaný obraz, který po zobrazení da-
taprojektoru bude odpovídat zobrazení dataprojektoru kolmého ke stěně, což je hlavní
předpoklad pro aplikaci Wall+.
S navázáním na aplikaci Wall+ je možné realizovat výslednou projekci vůči libovol-
ným rovinám u kterých je možné zjistit jejich homografii. Příkladem může být zobrazování
projekce dataprojektoru vůči uživateli. Což by znamenalo, že by uživatel vždy viděl zobra-
zovaný obraz, tak jako by se na něj díval přímo kolmo, i když by tato rovina nebyla vůči
uživateli přímo kolmá.
3.2 Struktura aplikace
Aplikace Wall+ bude rozdělena do dvou částí. Důvodem je oddělit části, které jsou nutné
provést jen při prvním spuštění od částí, které budou zprostředkovávat uživateli projekci
rozšířené plochy a tak budou spouštěny vždy. Tyto dvě části jsou:
1. Inicializace a kalibrace zařízení a prostředí.
2. Vizualizace rozšířeného prostředí.
V první části aplikace se provedou nezbytné kroky k nastavení a definování parametrů
k projekci do roviny. Wall+ by mělo být ve většině kroků plně automatické a na uživateli
bude jen potvrzení správnosti kroku. Uživatel bude mít možnost v případě nepřesností nebo
špatné detekce ručně data upravit. V několika krocích se aplikace neobejde bez pomoci uži-
vatele, a to v případě kalibrace zařízení kamery a nadefinování rovin k promítaní. Všechny
potřebné kroky k správné funkčnosti aplikace jsou:
1. Kalibrace kamery.
2. Kalibrace kamery vzhledem k dataprojektoru.
3. Nalezení rovin pro virtuální plochy programu.
4. Nastavení virtuálních ploch pro projekci.
Uživatel může aplikaci spouštět i bez nutnosti opětovné inicializace a kalibrace. Tyto pa-
rametry budou aplikací uloženy, po jejím opětovném spuštění rovnou načteny a aplikovány
pro projekci dataprojektoru.
Aplikace bude vycházet z následujícího zjednodušeného modelu z obrazu 4.1. Hlavním
prvkem modelu je rovina. Těchto rovin může být pro jednu projekci nadefinováno několik.
Bude záležet pouze na uživateli kolik si jich určí. Každá rovina by měla být prezentována
skutečnou rovinou v prostoru a zasahovat do projekce dataprojektoru.
V každé rovině bude definována ”virtuální plocha”. Touto plochou bude nazýván prostor
do kterého budou umísťovány uživatelem widgety a uživateli pak vizuálně prezentovány.
Těchto ploch může být v rovině několik. Virtuální plochy oproti rovinám bude moci uživatel
přidávat a upravovat i po skončení kalibrace. U změny roviny tato možnost už nebude
a uživatel bude nucen znovu podstoupit kalibraci aplikace.
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Obrázek 3.2: Zjednodušený model částí Wall+
Wall+ bude tedy rozčleněna na část určenou pro nastavení aplikace a část zajišťující
projekci rozšířené plochy. Aplikace bude proto obsahovat dvě navzájem odlišná okna. Jedno,
které bude uživateli zobrazovat průběh kalibrace a inicializace a druhé zajišťující zobrazení
rozšířené plochy Wall+.
3.3 Zobrazení a ovládání aplikace
Vzhledem k odlišnému využití obou částí aplikace Wall+ bude i její ovládání u těchto částí
odlišné. Pro první část, která bude zajišťovat kalibraci a inicializaci, postačí využívat jedno-
duché okno wizardu se zobrazením snímků kamery. Toto okno se bude uživateli zobrazovat
na monitoru. A tak pro jeho ovládání nenastávají žádné komplikace.
V případě druhé části (projekci rozšířené plochy Wall+) je situace jiná. U ní bude za-
jišťovat vykreslování veškerého uživatelského rozhraní sama aplikace. Je to dáno tím, že
zobrazovaný obraz bude deformován získanými homografiemi pro každou rovinu. Konečný
obraz, který vznikne vykreslením všech rovin aplikace, pak bude prezentován uživateli da-
taprojektorem. Proto si aplikace bude zajišťovat vlastní správu akcí. Uživatel bude moci
aplikaci ovládat kurzorem své myši. Pro tento případ bude nutná transformace polohy kur-
zoru.
Možností jak rozšířit využití aplikace Wall+ by bylo použití periferních zařízení, které
by byly schopny zajistit iterativní ovládání. V úvahu připadají zařízení, které by umožňovali
pohyb kurzorem. Možností by bylo i ovládání pomocí rukou uživatele a jeho gest z detekce
snímků kamery.
3.4 Projekce rozšířené plochy
Jak bylo v textu zmíněné, projekce rozšířené plochy bude realizována dataprojektorem.
Dataprojektor nám umožňuje jen omezené využití zobrazení uživateli. Kontrast obrazu je
razantně závislý na světelných podmínkách okolí. Promítaný obraz nikdy plně nepřekryje
pozadí na kterém je promítaný. Proto je při realizaci vykreslení rozšířené plochy nezbytné
s těmito faktory počítat. To však nemusí být pro použití vždy nevýhodou. Ba dokonce, při
vhodném použití widgetů i výhodou.
Aplikací tak uživatel může dotvářet, doplňovat své reálné prostředí. Při grafickém zpra-
cování widgetů je tak vhodné použít sytých a čistých barev. Jako pozadí využívat černou
barvu, která bude v projekci prezentována jako neosvícená. Wall+ je převážně o hře se
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Obrázek 3.3: Fotografie využití aplikace Wall+
světlem a stíny. Účelem aplikace není překrýt skutečnost, pouze ji posunout o další rozměr
dále.
Výhodou pro plochu projekce jsou bílé plochy pozadí. To však nemusí být vždy podmín-
kou. Pokud barva pozadí není příliš výrazná, lze použít barevnou korekci. Jak je v kapitole
2.4 uvedeno, obraz promítaný dataprojektorem vzniká skládáním barev. Při korekci můžeme
posunout spektrum barev podle podkladu pozadí. Složená barva se tedy nebude skládat jen
z paprsků určité vlnové délky projektoru, ale i z barevného pozadí. Tím sice nelze nedocílit
přímo bílé, ale vyvážit tak hodnotu barev ke stupni šedi. Z odstínu zelené se tak stane šedá.
Lidské oko je nedokonalé a tak je možné si drobné korekce barevnosti dovolit.
3.5 Volba widgetů
Widget je hlavním prvkem aplikace, který bude přímo vizuálně uživateli zobrazován. Ukázka
jak by takový widget vypadal lze vidět na obrázku 3.4. Možnosti pro widgety jsou rozmanité
a aby bylo možné widgety lépe specifikovat jsou rozčleněny do základních skupin. Uživateli
to usnadní přehlednější hledání mezi nimi. Správa widgetů by se neobešla bez repozitáře,
umístěném na veřejné síti, z kterého by bylo možné snadno widgety stáhnout a nainstalovat
do aplikace.
Rozčlenění widgetů by bylo následují:
• Internet - čtečka rss, IM klient, sociální sítě, atd.
• Multimedia - přehrávač hudby, rádio, atd.
• Kancelář - kalkulačka, hodiny, kalendář, poznámky, atd.
• Vizualizace - vizuální efekty
• Systémové nástroje - vytížení systému, zaplnění disků, atd.
• Ostatní
Speciálním widgetem bude menu, které uživateli usnadní výběr widgetu přímo v pro-
jekční části aplikace Wall+. Widget menu se uživateli zobrazí stisknutím pravého tlačítka
myši. Pozice widgetu bude určena z polohy kurzoru myši. Ukázka jednoduchého menu je
na obrázku 3.4.
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Obrázek 3.4: Ukázka widgetu hodin vpravo a menu pro výběr widgetu vlevo
Widgety je vhodné navrhnout tak, aby je bylo možné snadno přidávat do aplikace. Jejich
instalace může probíhat formou nahraní souboru z disku nebo přímo z internetu. Tento
způsob je zastoupen u mnoha jiných aplikací (příkladem mohou být internetové prohlížeče
a jejich doplňky jako je firefox, chrome,. .). Uživatelé jsou na tento způsob často zvyklí.
Nelze předpokládat, že by si uživatelé začali vytvářet vlastní widgety podle svých před-
stav. Proto je vhodné vytvořit widget, který bude schopen vykreslit aplikaci ve Wall+ přímo
z operační GUI systému. Tento widget by komunikoval s již spuštěnou aplikací a pouze ji
prezentoval uživateli do prostředí rozšířené plochy Wall+. Takovýmto rozšířením lze použít




Tato kapitola se zabývá implementací a možnostmi realizace aplikace Wall+. Program se
skládá ze dvou oken, jedno okno je určeno uživateli pro nastavení programu a k vizualizaci
průběhu kalibrace a inicializace. Bude se skládat z ”device context”1 , kde bude vykreslen
výstup kamery s několika uživatelskými tlačítky určených k ovládání programu. Toto okno
je bráno jako ”hlavní okno”. Obsahuje základní ovládací prvky aplikace jako je nastavení,
uložení, ukončení, spuštění full-screen režimu, atd.
Druhé okno je určeno pro prezentaci výstupu rozšířené plochy Wall+ a jeho obsah bude
prezentován uživateli prostřednictvím dataprojektoru. Bude nazýván ”projekčním oknem”.
Projekční okno bude běžet na rozšířené ploše monitoru (multi-display). Docílíme toho pou-
hým přesunutím aplikace do rozšířené plochy a jeho následným spuštěním v režimu full-
screen. Okno se bude skládat pouze z jediného ”device context”, do kterého bude program
vykreslovat veškeré prostředí aplikace. Takto bude zajištěno, že dataprojektor poslouží jako
výstupní zařízení a prostředí operačního systému do něj nebude zasahovat.
Pro správnou funkčnost aplikace je nezbytná nejprve její inicializace a kalibrace peri-
ferních zařízení (kamera, dataprojektor). Tato úloha bude rozfázována do několika kroků.
Uživateli tyto kroky jsou vizualizovány ve stylu wizzardu. Kalibrace je prováděna co nejvíce
automaticky, ale neobejde se v některých krocích bez uživatele. V případě špatné detekce
bude uživateli umožněna její manuální oprava. Veškeré kroky jsou spjaty převážně s detekcí
obrazu z kamery a budou rozčleněny do následujících kroků:
1. Kalibrace kamery.
2. Full-screen režimu pro dataprojektor.
3. Kalibrace dataprojektoru vůči kameře.
4. Nalezení homografie rovin pro projekci.
Kalibrace kamery není nutná při každém spuštění a provede se jen při prvním použití
aplikace. Pro další krok je nezbytné, aby projekční okno běželo ve full-screen režimu na
rozšířené ploše. Aplikace se sama pokusí okno spustit na ploše promítané dataprojektorem.
V případě, že nedojde ke správnému umístění okna, bude na uživateli okno přesunout.
Kalibrace dataprojektoru je automatická a uživateli bude poskytnut výsledek kalibrace
v okně. V případě že by nebyl program schopný kalibraci provést, bude uživatel požádán,
aby kalibrační kroky určil manuálně. Poslední krok už automatizovat nejde a od uživatele
se bude žádat, aby aplikaci určil roviny pro projekci Wall+.
1Device context (DC) se používá k definování atributů textu a obrázků zobrazených na obrazovce.
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Obrázek 4.1: Podrobnější model objektů pro implementaci Wall+
4.1 Detekce šachovnice a výpočet homografie pro rovinu
Pro detekci šachovnice jsou využity implementované algoritmy knihovny OpenCv. Knihovna
obsahuje funkce schopné detekovat rohy polí šachovnice. Pro výpočet homografie postačí
pouze 4 body šachovnice. Pro detekci je nutné znát přesný počet polí šachovnice, proto
uživatel nebude moci použít libovolnou šachovnici.
Při detekci šachovnice o nwidth polí v řádků a nheight polí ve sloupci bude nalezeno
(nwidth− 1) · (nheight− 1) rohů šachovnice, což jsou pole šachovnice bez obvodových polí.
Nalezená šachovnice bude o rozměrech nwidth − 2 a nheight − 2 polí. Správný počet polí
detekované šachovnice je důležitý pro určení původního obrazu. Pro výpočet homografie
postačí pouze poměr velikosti stran šachovnice a z tohoto poměru je určena původní ša-
chovnice. Tyto body jsou pak použity s okrajovými body detekované šachovnici k výpočtu
homografie.
Pro určení homografie je potřebné naleznout minimálně 4 body v rovině. Tyto body
jsou určeny z okrajových bodů šachovnice. U těchto bodů je nezbytné znát jejich relativní
vzdálenosti. Pokud jsou porovnány body nalezené kamerou, které jsou deformovány per-
spektivní projekcí, s body určenými z reálných rozměrů detekovaného objektu, lze spočítat
homografii pro tyto roviny.
Při správné detekci šachovnice lze snadno určit relativní vzdálenosti bodů od sebe (ša-
chovnice se skládá z čtvercových bodů o stejné velikosti). Z nalezené šachovnice postačí
použít pouze okrajové body. Tyto body budou určovat potřebné 4 body roviny. Ilustrace
znázorňující použití bodů pro homografii je vidět na obrázku 4.2.
V případě použití pro aplikaci Wall+ postačí provádět transformace z dvourozměrného
obrazu kamery zpět do dvourozměrného obrazu promítaného dataprojektorem. Výsledek
homografie bude určen maticí 3× 3.
Získanou homografii ze snímku kamery lze jednoduše použít jen pro stejný snímek.
Aplikace ale potřebujeme získanou homografii aplikovat na jiný obraz a to obraz určený
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Obrázek 4.2: Výpočet homografie
k projekci. Pokud by tato homografie nebyla upravená na správný rozměr, získaný obraz
by neodpovídal deformaci pro které byl výpočet určen. Aby homgorafii bylo možné použít
pro projekci dataprojektoru je potřebné body určující okraje šachovnice upravit k poměru
rozlišení dataprojektoru.
Nejprve je nutné získat pro aplikaci body, které určují kraje plochy promítané datapro-
jektorem. Ze snímku kamery lze detekcí tyto body určit. Body jsou na ilustračním obrázku
značeny p1..p4. Aby bylo získáno z dataprojektoru co nejvíce plochy i při jeho deformaci,
je nutné si určit maximálně možné rozměry plochy, aby nedocházelo k překrývání. Body
určující takovouhle plochu značíme v ilustraci r1..r4.
Body p jsou použity aplikací pro určení pozice objektu nalezeného z kamery do polohy
dataprojektoru tak, aby se nalézali na stejném místě. Tím je docíleno, že bude aplikace
schopna označit stejnou plochu kamery i pro dataprojektor.
Body r se použijí pro výpočet homografie. Tyto body realizují ořezání kamery, tedy
bod r1 je odečten od všech nalezených bodů snímku kamery. Problém odlišného rozlišení
obrazu kamery a rozlišení obrazu promítaného dataprojektorem je určen jednoduchým po-
měrem stran a jejím následným vynásobením. Tím jsou získány body určující homgorafii
pro projekční plochu.
4.2 Kalibrace kamery
Při snímaní obrazu z kamery je obraz deformován parametry kamery, jak bylo řečeno v kapi-
tole 2.4. Deformaci obrazu lze vidět na ilustračním obrázku 4.3. Pro získání co nejpřesnějších
dat z kamery je nutné, aby kamera zobrazovala co nejpravdivější obraz reálného okolí a tedy
bez těchto deformací.
Pro uskutečnění kalibrace kamery je nutné získat snímky objektu, jehož rozměry (po-
stačí poměry stran) jsou pro aplikaci známé. Při porovnání známých a získaných dat z ka-
mery dostaneme informaci o deformaci obrazu. Jako známý objekt poslouží právě šachov-
nice, u které poměr stran je stejný a její detekcí jsem se v bakalářské práci zabýval v kapitole
2.5.
Kalibrace kamery je provedena jen při jejím prvním použití. Deformace, kterou kamera
způsobuje je nezávislá na její poloze. Problém by mohl nastat jen při použití optického
20
Obrázek 4.3: Kalibrace kamery. Vlevo nezkalibrovaný snímek kamery, vpravo snímky ka-
mery po kalibraci [3]
zoomu. Vzhledem k tomu, že je použita webová kamera, u které žádný optický zoom není,
postačí, když jsou uchovány ke každé kameře její kalibrační data. Tyto data jsou proto od-
dělena od konfiguračních souborů programu. Díky tomu je možné v případě změny kamery
načíst pouze odpovídají konfigurační soubor kamery. Název tohoto souboru si program
ukládá a tak při dalším spuštění aplikace se konfigurační soubory pro kalibraci kamery
načítá automaticky.
Kalibraci kamery si uživatel bude muset provést manuálně. Uživatel bude před kamerou
ukazovat vytisknutou šachovnici a pohybovat s ní v prostoru, tak aby se šachovnicí dostal
do všech míst zorného úhlu kamery. Z těchto několika snímků kamery pak program spočítá
parametry kamery a uloží si je do konfiguračního souboru pro další použití.
Aby kalibrace byla použitelná je nutné šachovnici detekovat ze snímku kamery z více
vzorků. Pro použitelné parametry kamery bude použito 10 vzorků. Pro kalibraci kamery
jsou vypočítávány matice intrinsics a distortion. Tyto matice jsou pak použity pro pře-
mapování snímků kamery. Pro tyto výpočty jsem v implementaci použil funkce knihovny
OpenCv.
4.3 Kalibrace dataprojektoru
Aby bylo možné získat přesné data o perspektivní transformaci dataprojektoru vůči rovině
určené k projekci, musela by být kamera (snímající rovinu určenou k projekci) umístěna
na stejném místě jako dataprojektor. Taky by obě zařízení musely mít podobné objektivy,
aby nedocházelo ke zkreslení obrazu. Tyto podmínky však nejsou reálně splnitelné. Proto
je potřeba, aby byla aplikací provedena kalibrace kamery vůči dataprojektoru. Aplikace
kalibrací vypočítá homografii, po jejíž aplikování kamera snímá stejný obraz jako výstupní
obraz určený pro dataprojektor. Homografie je použita pro obraz inverzně.
Kalibrace se provádí tak, že dataprojektor promítá černobílou šachovnici vygenerovanou
aplikací. Šachovnice je následně kamerou snímána a z obrazu detekována. Po detekování je
určena homografie obou zařízení. Tato homografie si aplikace uchovává, protože je použita
při výpočtu transformace pro každou rovinu.
Po dokončení kalibrace je uživateli dataprojektorem zobrazen obraz šachovnice, na kte-
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Obrázek 4.4: Kamera snímá stěnu na které dataprojektor promítá šachovnici. Levý obrázek
pohled kamery, pravý obrázek ukazuje snímek promítaný dataprojektorem na stěnu.
Obrázek 4.5: Promítání šachovnice po kalibraci dataprojektoru s kamerou. Levý obrázek
pohled kamery, pravý obrázek ukazuje snímek promítaný dataprojektor na stěnu.
rém je aplikována získaná homografie. Uživatel si může výsledek ověřit z náhledu kamery
v hlavním okně aplikace. Správný výsledek je vizuálně patrný, dataprojektorem zobrazená
šachovnice bude v náhledu kamery bez perspektivní deformace.
Na obrázku 4.4 lze vidět jak vypadá šachovnice promítaná dataprojektorem vůči kameře
bez použití kalibrace. Po výpočtu homografie a jejího aplikování na obraz určený k projekci
je dosaženo výsledného obrazu viz 4.5.
Vzhledem k velikosti zobrazované šachovnice, která pokrývá velkou část plochy data-
projektoru, dochází k poměrně dobrým výsledkům, které je možné vizuálně ověřit. Shrnutí
přesnosti výsledných transformací se práce zabývá v kapitole 6.
Aplikace Wall+ je určena k projekci dataprojektorem z pozice, která není kolmá k pro-
mítané rovině. Proto při projekci dochází k deformaci obrazu a obrys promítané plochy je ve
tvaru nepravidelného čtyřúhelníku. Takto se ztrácí po transformaci obrazu část použitelné
plochy. Aby při použití aplikace Wall+ bylo využití promítané plochy co největší, je nutné
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Obrázek 4.6: Ořezání plochy z levé a z pravé strany. Šachovnice je v tomto případě pouze
demonstrační prvek pro určení přesnosti v zobrazení.
rozumně určit ořezání, ke kterému dochází po aplikování homografie na obraz. Na snímcích
4.6 je možné sledovat dva případy ořezání.
Ořezání je určeno podle velikosti stran obrysu tvořeného projekcí dataprojektoru. Pro
aplikaci jsou při implementaci řešeny dva způsoby ořezání. A to ořezání z pravé nebo z levé
strany.
Ořezání plochy je realizováno přímo při výpočtu homografie. A to tak, že se určuje
umístění bodů odpovídající reálným poměrům stran vůči detekované šachovnici. Takto
lze určit zda body budou dopočítány z pravého nebo z levého okraje. Takto vypočítaná
homografie při transformaci na obraz způsobí ořezání plochy.
4.4 Nalezení rovin pro virtuální plochy programu
Vzhledem k tomu, že kamera i dataprojektor mohou být umístěny na odlišných místech
pod libovolným úhlem, lze snadno určit v jaké pozici jsou zařízení vůči promítané rovině.
Aby uživateli byl poskytnut nezdeformovaný obraz projekce, musí aplikace znát projekční
transformaci, která se odvíjí od pozice zařízení vůči projekční rovině.
Program není schopen rozpoznat rovinu ze snímku kamery bez pomoci uživatele. A tak
bude od uživatele nezbytné, aby programu poskytl objekt, jenž bude program schopen
detekovat a určit jeho známé rozměry. Tímto objektem bude pro aplikaci použita opět
šachovnice, která je pro tuto úlohy vhodná.
Šachovnici si uživatel může vygenerovat programem a posléze vytisknout. Tím bude
zaručen předpokládaný počet polí šachovnice a program šachovnici bude schopen správně
detekovat. Příkaz pro generování šachovnice je následující:
./bin/gmain --cretechess <filename>
Na uživateli bude, aby si vygenerovaný obraz vytiskl na papír. Získanou šachovnici uži-
vatel přiloží na stěnu určenou k promítání. Šachovnice bude následně aplikací detekována.
Každá nalezená šachovnice bude prezentovat jednu rovinu pro projekci aplikace Wall+.
Při umístění šachovnice se bude uživatel pohybovat, než šachovnici upevní na svolené
místo. A tady může nastat problém. Uživatel se může dostat do stavu, kdy program šachov-
23
nici zachytí dřív než ji uživatel přiloží na určené místo. Proto je nezbytné, aby si program
hlídal, zda se šachovnice zastavila nebo je stále ještě v pohybu. Aby bylo možné tyto stavy
určit, je nutné nadefinovat přechody těchto stavů. Tedy si určit, co se může brát ještě za
pohyb a co už ne.
Jako zastavení, či umístění šachovnice na určené místo, aplikace považuje stav, kdy se
poloha šachovnice po dobu 1s nezměnila. Pokud je porovnána poloha šachovnice s šachovnicí
nalezenou v předešlém snímku, je snížena i pravděpodobnost špatné detekce šachovnice.
Pokud ale uživatel šachovnici drží v ruce, může s ní i mírně pohnout, proto aplikace nemůže
být k poloze šachovnice příliš striktní a musí si určit i minimální meze odchylky polohy.
Detekovaná šachovnice bude uživateli zobrazena v hlavním okně v náhledu kamery.
Avšak uživatel při umísťování šachovnice pravděpodobně nebude u monitoru. A tak při
detekci šachovnice se program pokusí pozici nalezené šachovnici barevně nasvítit datapro-
jektorem a uživatele upozorní zvukovým signálem. Rozlišují se dva zvukové signály. První
signál určí libovolné nalezení šachovnice v obraze. Druhým signálem oznámí uživateli, že
šachovnice už není v pohybu a její detekce bude použita programem pro výpočet homografie
roviny.
V případě, že by si uživatel umístil šachovnici předem na určené plochy a nebo umístil
rovnou dvě šachovnice najednou. Program se pokusí načíst všechny nalezené šachovnice.
Aby toto bylo možné, je nutné nalezenou šachovnici ze snímku kamery vymaskovat. Tak
nebude možné, aby byla šachovnice detekována ve stejné pozice dvakrát.
4.5 Zobrazení rozšířené plochy
Po dokončené inicializaci a kalibraci, program přejde do režimu prezentace prostředí apli-
kace Wall+. V tomto režimu jsou uživateli promítány jeho zvolené virtuální plochy s vybra-
nými widgety. Promítání dat je realizováno oknem, které je spuštěné ve full-screen režimu
a bude umístěno na rozšířené ploše počítače (multi-display). Toto okno aplikace poskytuje
výstup pro dataprojektor. Výstup dataprojektoru je určen obrazem o rozměrech rozlišení
dataprojektoru.
Po provedení části kalibraci a inicializaci má aplikace určeny homografie pro roviny,
na které bude realizováno promítání. To uživatel provedl přiložením šachovnice na stěny
a aplikace si určila transformační matici, kterou použije na inverzní deformaci obrazu pro
projekci.
Každá rovina obsahuje seznam ”Virtuálních ploch”, které prezentují určitou část ro-
viny. Do těchto ploch může uživatel umísťovat widgety a manipulovat s nimi. Plochy jsou
aplikací generovány do projekčního okna (okno je zobrazováno dataprojektorem) v určité
frekvenci, tak aby bylo možné zobrazit plynulé animace či pohyby widgetů. Frekvence lze
různě nastavit, ideální pro plynulý pohyb je 20snímků za sekundu.
Virtuální plochou nazývám část plochy umístěnou v rovině, kterou aplikace deteko-
vala v první fázi programu. Virtuální plocha nese informace o widgetech, které jsou v ní
umístěny. Zprostředkovává operace s těmito widgety, včetně přidávání dalších, či jejich od-
straňování. U virtuální plochy nedochází k žádným transformacím obrazu. Virtuální plocha
pouze generuje obsah s widgety do bitmapy pro rovinu. Každý objekt roviny obsahuje in-
formaci o homografii a zajistí transformaci obrazu pro všechny virtuální plochy, které jsou
v ní umístěny.
Pod pojmem widget neboli taky miniaplikace nazývám samostatnou část programu,
která se promítá uživateli jako samostatný prvek na jeho virtuální ploše. Miniaplikace si
24
bude uživatel svévolně přidávat na svoji virtuální plochu prostřednictvím kurzory myši.
Tyto widgety jsou promítány uživatelovi už s aplikovanou homografií.
Uživatel bude mít na výběr z několika widgetů, které může použít. Aplikace k widgetům
musí přistupovat univerzálně a používat pro pro ně stejné metody. Proto jsem si vytvořil
univerzální objekt uWidget, který zaštítí základní operace s widgety. Nově definované wi-
dgety už pouze přebírají dědičností tyto základní metody a jsou schopny s nimi pracovat.
Základní vlastnosti každého widgetu jsou:
1. Vlastní časovač
2. Frekvence rendrování v čase
3. Rozměry
4. Umístění
5. Uživatelské operace (zmenšit, zvětšit, přesunutí, otočení. .)
6. Grafická vizualizaci (renderování)
Widget tedy může fungovat jako statický obrázek nebo se může v průběhu času měnit
(animace, video,. .). Může komunikovat se servery v internetu, libovolně se v průběhu času
měnit a nebo komunikovat s jinými zařízeními. U některých widgetů je potřebná úprava
speciálních hodnot pro jejich fungování, popřípadě nastavení určitých parametrů uživatelem
(barva widgety, styl, atd.).
Jako widget si můžeme představit třeba hodiny, indikátor počasí, prohlížeč filmu, atd.
Možností co může být widgetem je spousty a v případě zájmu si uživatel může libovolný
widget doprogramovat.
4.6 Ovládání aplikace
Aplikace je spuštěna na rozšířené ploše monitoru (multi-display), a tak jako každá jiná apli-
kace může být ovládána myší počítače, kde zobrazení kurzoru zajišťuje operační systém.
Pokud bychom ale myší pohybovali v projekci, všimli bychom si deformace trajektorie po-
hybu i celého kurzoru. Jedná se o stejnou deformace způsobenou projekcí dataprojektoru.
Aby uživatel mohl pohybovat myší bez této deformace je potřebné poloho kurzoru trans-
formovat. Pro tuto transformaci použijeme homografii získanou z kalibrace dataprojektoru
a pak homografii roviny v které se kursor podle pozice nachází.
Proto aplikace vykresluje vlastní kurzor. To však způsobí vykreslení dvou kurzorů, jeden
vykreslený aplikací a druhý vykreslovaný systémem. Tento stav není pro ovládání rozšířené
plochy vyhovující, proto je nutné kurzor vykreslovaný systémem schovat. Schování kurzoru
zajistí GUI toolkit v kterém aplikaci bude implementována.
Aplikace uživateli umožňuje si nadefinovat více rovin na které hodlá promítat své vir-
tuální plochy aplikace. A tak je tedy nutné aby aplikace určovala v jaké rovině se právě
kurzor nachází a použila na něj správnou homografii dané roviny. K určení správné polohy
roviny je možné přistupovat několika způsoby:
1. Zjištěním průsečíků rovin
2. Použitím nejbližší detekované roviny
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3. Uživatel si sám určí masky roviny
Zjištění průsečíku rovin není v mém případě úplně triviální úkol. I když je homografie
obou rovin známá, není možné přesně určit jejich průsečíky. Tato nepřesnost je způsobena
nakloněním obou zařízení (kamera ani dataprojektor nemusí být ve vodorovné poloze).
Upřesněním toho výpočtu by byla detekce pomocí kamery a určení vodorovné pozice pro
obě zařízení. Pro demonstraci funkčnosti postačí použití nejbližší nalezené roviny.
Uživatelsky nejpřijatelnější možností je využití obou předešlých způsobů k pouhému
předurčení masky rovin. Uživateli by tyto masky byly předefinovány aplikací. Uživatel by
si je mohl upravil sám v případě, kdy mu nevyhovují. Aplikace by použila pro každou
nadefinovanou rovinu jen plochu určenou touto nadefinovanou maskou uživatele.
4.7 Ukládání nastavení a konfigurace
Pro aplikaci je nezbytné, aby si ukládala nastavení pro další spuštění. Často se může stát,
že dataprojektor zůstane na stejném místě. Proto by bylo zbytečné při každém spuštění
podstupovat znovu část kalibrace a inicializace. Aplikace nově získaná data v průběhu
kalibrace ukládá na disk. Data jsou rozdělena podle typu a použití do několika skupin.
1. Nastavení a kalibrace kamery. Lze pak použít různé kamery s vlastními konfiguračními
soubory.
2. Seznam virtuálních ploch a rovin. Tyto části aplikace jsou navzájem na sebe závislé.
V případě změny polohy dataprojektoru se data stávají nepoužitelné a proto je nutné
aby uživatel podstoupil znovu kalibraci a inicializaci.
3. Uživatelsky nadefinované nastavení widgetů. Různé nastavení pro widgety, které si
uživatel přidá na svoji rozšířenou plochu. Každý widget může mít specifické nastavení
(příkladem můžou být přihlašovací údaje k IM klientovi).
Uložená data jsou prezentována ve formátu yml. Tento formát je velice dobře čitelný
i pro člověka rovnou ze souboru. Metody pro zpracování formátu jsou obsaženy v knihovně
OpenCv. Konfigurační soubory se ukládaní do samostatné složky.
4.8 Optimalizace
Aby byla aplikace pro uživatele použitelná, měla by co nejméně vytěžovat procesor počítače.
V případě kalibrace si aplikace zátěž na procesor může dovolit, protože se provádí jen při
prvním spuštění a netrvá příliš dlouho. To však už neplatí při zobrazení rozšířené plochy
dataprojektorem. V tomto režimu by aplikace měla dosahovat minimálního zatížení, aby
uživatel mohl využívat plně výkon svého počítače a aplikace mu běžela na pozadí.
To však není příliš snadný úkol. Wall+ má vlastní frekvenci pro vykreslování a uživateli
se snaží poskytnout plynulý pohyb widgetů a jejich animací. Proto by snížení frekvence ne-
bylo vhodné. Ve skutečnosti se však widgety tak často nemění a mnohdy zůstávají statické.
Obzvláště pokud s nimi uživatel nemanipuluje. Proto aplikace vždy než začne překreslovat
novým snímkem widget a aplikuje na obraz homografii, si nejprve musí zjistit jestli došlo
u widgetu ke změně. Takto se docílí, že aplikace vykresluje pouze vzniklé změny v obraze.
Aby toto bylo možné v programu implementovat, bude si muset každý widget o své změně
ponechávat informaci po dobu, než bude aplikací vyslyšen.
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Další možností, jak optimalizovat výpočty je použití vláken procesoru. Pro generování
každé roviny by se použilo jedno vlákno. To by zajistilo rozložení výpočtů při transformaci
obrazu na více procesorů.
4.9 OpenCv
Pro implementaci je využita knihovna OpenCv. Jedná se o open-source knihovnu s licencí
BSD určenou pro počítačové vidění. Knihovna obsahuje řadu implementovaných algoritmů
pro zpracování obrazu v real-time. Vývoj knihovny započala společnost Intel v roce 1999.
Knihovna je multi-platformní a využívá Intel Integrated Performance Primitives pro opti-
malizaci výkonu.
Použitá knihovna OpenCv v aplikaci vychází z větve repozitáře projektu code.ros.org
[1]. Projekt obsahuje několik ukázkových příkladů použití OpenCv. Ty občas posloužili jako
inspirace při impletemtaci. V případě kalibrace kamery v aplikaci Wall+ je zdrojový kód
s několika úpravami převzat z tohoto projektu. Pří implementaci aplikace jsem vycházel
z dokumentace ze stránek na OpenCv.willowgarage.com [2].
4.10 WxWidget
WxWidgets [7] je knihovna pro programovací jazyk C++. Knihovna umožňuje vývojářům
vytvářet aplikace pro Windows, OS X, Linux a UNIX na 32 a 64-bitových architekturách.
Stejně tak je možné knihovnu použít u několika mobilních platformách včetně Windows
Mobile, iPhone SDK a vestavěné GTK+. Projekt WxWidgets začal v roce 1992 Julianem
Smartem v University of Edinburgh. Pro knihovnu WxWidget existují nástavby pro ja-
zyky Python, Perl, Ruby a mnoha dalších. Knihovna naproti jiným multiplatforním sadám
využívá nativní platformy API, oproti mnohdy použité emulace GUI.
Pro realizaci aplikace Wall+ jsem využil právě této knihovny. Knihovnu jsem si zvolil
kvůli jejímu snadnému propojení s knihovnou OpenCv. Další přínosem knihovny je, že je
multiplatformní a lze tak použít aplikaci ve více operačních systémech.





Pro zobecnění problému a jeho rozdělení do samostatných částí je implementováno několik
knihoven. Knihovny jsou postaveny na otevřené knihovně OpenCv. Důvodem bylo zacho-
vání a využití už vytvořených datových typů a funkcí, které není příliš efektivní znovu
vytvářet a mezi objekty přetypovávat.
Pro implementaci uživatelského prostředí byli použity toolkit WxWidget. Proto bylo
potřebné implementovat funkce, které zajistí přetypování datových struktur mezi knihovnou
OpenCv a WxWidget a to převážně u bitmapy.
5.1 Třída pro práci s kamerou
Tato třída se stará o obecnou správu videa. Zajišťuje jak správu z periferních zařízení
v režimu real-time, tak i ze souboru uloženém na disku v různé kompresi videa. Knihovna
zajišťuje několik základních parametrů o videu, jako jeho velikost, snímkovou frekvenci.
Zajišťuje i několik funkcí pro práci s obrazem jako je na příklad rotace, zvětšení, zmenšení,
nahrávání videa, snímků atd.
Důležitou funkcí knihovny je přemapování obrazu podle parametrů kamery ”Intrin-
sics”a ”Distortion”. Pro výpočet těchto parametrů kamery je implementovaný program,
který za pomoci uživatele je schopen spočítat parametry kamery. Kalibrace spočívá v zob-
razování černobílé šachovnice v zorném úhlu kamery. Způsob kalibrace popisuji v kapitole
4.2.
Všechny nastavení kamery je možné uložit do konfiguračního souboru na disk. Tento
soubor je pak možné automaticky načítat a potřebná nastavení pro kameru aplikovat. Toho
je pak možné využít v případě vlastnění několika kamer, kdy si pro každou kameru vy-
tvoříme unikátní konfigurační soubor.
Pro automatický výběr kamery počítače lze použít následující příkaz. Ten je vhodný
pouze pokud je k počítači připojeno pouze jedno zařízení kamery.
oCamera = new Camera();
Aplikace používá pro inicializaci kamery příkaz
oCamera = new Camera("camera.yml",true);
který nastaví parametry kamery z načteného konfiguračního souboru. Snímek kamery se
pak získává jednoduchým příkazem
oCamera->nextFrame();
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Konstruktor třídy funguje jako inicializace kamery. Třída nemá implementovaný svůj
vlastní časovač. Obsahuje pouze metodu, která ji vrací aktuální snímek. V případě uloženého
videa se rovnou posouvá na následující snímek. Pro použití kamery je nezbytné použít
grafickou knihovnu pro zobrazení snímku. Knihovny už z principu mají implementovány
své časovače.
5.2 Knihovna pro detekci šachovnice
Tato knihovna byla vytvořena pro usnadnění nalezení šachovnice v obrazu. Její implemen-
tace vychází z knihovny OpenCv, která sama detekci šachovnice do značné míry usnadňuje.
Avšak pro použití v aplikaci není dostatečná. Proto jsem implementoval objekty vlastní,
které z ní vychází a jsou doplněny o několik funkcionalit navíc.
Ukázka detekce šachovnice z obrazu:
// detekce šachovnice o 8 x 5 polí
oChessboard = new DetectinChessboard(8,5);






Třída poskytuje možnost sledování pohybu šachovnice a její vyhodnocení provede až
v případě, že se šachovnice přestane pohybovat. Tato možnost je v aplikaci použita při
detekci roviny. Mezi další možnosti je vyhodnocení více šachovnic najednou, popřípadě
zamezení detekce šachovnice v místě, kde už je šachovnice detekována.
5.3 Knihovna aplikace Wall+
Tato třída je v podstatě celým jádrem aplikace. Z toho důvodu i hlavním objekt je nazván
Core. Obsahuje všechny základní objekty popsané v kapitole 4. Zajišťuje veškeré transfor-
mace pro výstupu na dataprojektor. Výstupy jsou realizovány v podobě bitmapy. Knihovna
zajišťuje zpracování eventů pro widgety aplikace. Zajišťuje ovládání a vykreslování kurzoru.
Součástí je i zajištění ukládání a načítání konfigurace celé aplikace.
Nad touto knihovnou je pouze toolkit GUI, který ve většině případech pouze předává
potřebné parametry jádru aplikace Wall+. Knihovna se snaží zajistit kompletní správu nad
uživatelem detekovanými roviny, virtuálními plochy a v nich spuštěnými widgety. Jedná se
i o část, která je nenáročnější na vytížení výpočetních zdrojů počítače. A proto je nezbytné
se u implementace zabývat i její optimalizací.
5.4 Knihovna widgetů
Knihovna obsahuje všechny widgety obsažené v aplikaci. Widgety vycházejí z jednoho uni-
verzálního widgetu (uWidget). Widgety je při jeho implementaci možné spouštět nezávisle
na aplikaci Wall+. A to z důvodu, aby je bylo možné jeho odladění, aniž by se spouštěla
celá aplikace. Každý widget má svůj vlastní časovač v podobě unixstampu a microtimu, aby
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mohl pracovat s reálným časem. Důvodem je usnadnění vytváření animací při implementaci
grafického výstupu widgetu.
Widgety obsahují virtuální metody, které umožňují při implementaci zpracovávat eventy
myši. Ukázky použitelných metod:
// vykreslování
void onDraw();
// odchytávání eventu po kliknutí
void onClickDown(wwEvent e);
void onClickUp(wwEvent e);
// odchytávání eventu při pohybu
void onMove(wwEvent e);
Výstupem každého widgetu je obraz v podobě bitmapy. Kvůli optimalizaci si každý
widget hlídá zda u něj došlo ke změně a je tedy nutné jeho překreslení aplikací. Pro každý
widget jsou generovány aplikací události. Příkladem může být událost, kdy uživatel najede
myší na widget a aplikace pro něj vygenerována událost o aktivitě. Tu pak lze při grafickém




V této kapitole je popsán postup použití aplikace a postřehy při jejím používání. Část
je věnována zhodnocení použitelnosti deformací při vykreslování widgetů. Mnoho faktorů
ovlivňujících nepřesnosti zobrazení widgetů roviny je spjata s použitými zařízeními. Vždy
platí, že čím je zařízení kvalitnější a schopné pracovat s vyšším rozlišením, tím lepších
výsledků je při používání aplikace dosaženo.
6.1 Spuštění aplikace
Při prvním spuštění programu jsou uživateli zobrazena dvě okna. První okno poskytuje
pohled kamery a znázorňuje kroky potřebné pro inicializaci a kalibraci. Druhé okno zajišťuje
výstup dataprojektoru. První krok tedy bude aby uživatel přemístil okno na rozšířenou
plochu počítače, tak aby bylo zobrazováno dataprojektor.
V druhém kroku bude dataprojektorem promítnuta šachovnice na stěnu. Program se
pokusí získat šachovnici promítanou dataprojektorem a naleznout obrys promítané plochy
na stěně. Uživatel může tento krok v případě problému nastavit ručně, tak že klikne sám
v náhledu kamery a určí hledané body. Jakmile jsou body nalezeny program zkalibruje
promítaný obraz dataprojektoru tak, aby kamera snímala nezdeformovaný obraz. To si
uživatel může vizuálně ověřit ze snímků kamery.
Pokud budou tyto kroky úspěšné, přejde program do stavu, kdy bude detekovat ze
snímku kamery šachovnice. Uživatel přiloží vytisknutou šachovnici na roviny určenou k pro-
mítání. Program bude sledovat pohyb šachovnice, zvukovým signálem oznámí její nalezení.
Šachovnici vyhodnotí až tehdy, kdy nebude v pohybu. Rovin pro projekci si uživatel může
určit několik. Je nutné, aby zasahovala do projekce dataprojektoru. V jiném případě není
pro aplikaci důležitá, protože na ni dataprojektor nebude schopen promítat.
Pokud jsou tyto kroky hotové, uživatel potvrdí přechod do projekčního stavu. Kdy
dataprojektor bude promítat na plochy definované uživatelem své virtuální plochy. Uživatel
může na těchto plochách pracovat s kurzorem, který je transformován a bude tedy odpovídat
reálnému pohybu po rovině.
Do každé detekované roviny je umístěn jeden základní widget. S widgetem si uživatel
může pohybovat prostřednictvím své myši. Přidání dalšího widgetu uživatel provede stiskem
pravého tlačítka myši. Zobrazí se nejprve menu a z něj si uživatel vybere odpovídající
widget. Při pohybu po plochách budou uživateli zvýrazňovány widgety na které ukazuje
kurzor. Přesouvání je možné podržením stisknutého levého tlačítka myši.
V hlavním okně je možné stav aplikace uložit. Při tom se ukládá i pozice widgetů.
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6.2 Zkreslení zobrazení
Aplikace používá pro vykreslení rozšířené plochy několik transformací. Pro správné vykres-
lení widgetů jsou nejdůležitější správně určené homgorafie. Homografie jsou na správně
určené hodnot citlivé. Je to dáno tím, že jsou určeny z detekce kamery, která je do velké
míry ovlivněna rozlišením kamery a prostředím.
Při používání aplikace je vždy nejdůležitější rozumné umístění dataprojektoru a kamery.
Čím větší jsou vzdálenosti obou zařízení od sebe, tím větší nepřesnosti při vykreslování
widgetů vznikají. Podobné tvrzení platí i pro úhel projekce dataprojektoru vůči rovině na
kterou je projekce realizována. Menší úhly přináší větší nepřesnosti. Rozumných výsledků
bylo dosaženo do 45 stupňů (vychází se z kolmého úhlu 90 stupňů, který je nejpřesnější).
Při používání nižších uhlů dochází u dataprojektoru k problému ostrosti, která je určena
objektivem dataprojektoru. Při zobrazení widgetů dochází k rozmazání, které je závislé na




Bakalářská práce ”Rozšířené uživatelské rozhraní”se zabývá návrhem programu, které po-
skytuje uživateli rozšířené prostředí pro práci s počítačem. Uživateli je toto prostředí po-
skytnuto jako rozšířená plocha. Zobrazení plochy je realizováno prostřednictvím datapro-
jektoru, který promítá aplikaci přímo do okolí uživatele. Uživatel je schopen pro projekci
použít různé plochy v místnosti. Plochy se můžou nacházet i ve více rovinách.
Aby aplikace byla schopná na tyto roviny promítat obraz, který by se uživateli jevil
jako nezdeformovaný, je nutné určit perspektivní projekci pro dané zobrazení a promítaný
obraz před projekcí správně deformovat. Problematika promítání projektoru je spjata s
homografií roviny. Pro získání homografie je použita kamery a z detekce jejího obrazu se
získává potřebná transformační matice perspektivy.
Aplikace umožňuje uživateli vizuálně vykreslovat grafické prvky (widgety) do rovin
v jeho okolí. Tyto widgety můžou mít různé využití, můžou zobrazovat hodiny, kalendář
nebo promítání fotografií z rodinného alba.
Výstupem práce byla implementace aplikace Wall+, která vychází z popsaného návrhu.
Aplikace poskytuje rozšířené uživatelské prostředí. Zajišťuje jak potřebné detekce rovin,
tak transformace obrazu a i správu zobrazovaných widgetů. Vedlejším produktem je vznik
knihoven usnadňující implementaci aplikace a pár demonstračních widgetů. Implemento-
vaná aplikace neumožňuje všechny navržené funkcionality. Bakalářská práce splnila cíle,
které jsem si jejím zpracováním stanovil.
Tvorba bakalářské práce byla pro mě přínosem, možností jak realizovat své nápady a
vytvořit podle nich funkční aplikaci. Problematice spjaté s touto prací bych se i nadále rád
věnoval, převážně pak na vývoji aplikace Wall+. Projekt je pro mě velice zajímavým a jsem
do jisté míry přesvědčen, že by našel uplatnění mezi mnohými uživateli.
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bin/gmain zkompilovaná aplikace Wall+
bin složka se zkompilovanými soubory
doc složka se zdrojovými soubory technické textu pro latex
src složka zdrojových souborů GUI aplikace
src/lib složka zdrojových souborů implementovaných knihoven
data složka s konfiguračními soubory a obrázky použitými v aplikaci




Pro přeložení aplikace je nezbytná instalace knihoven OpenCv a WxWdiget. Podrobnosti
o způsobu instalace jsou popsány v souboru INSTALL. Pro překlad je vytvořen Makefile
a aplikace lze přeložit příkazem:
make
Aplikace se spouští následujícím příkazem:
bin/gmain
Při dalším spuštění aplikace se přeskočí kalibrace a inicializace (pokud byla provedena).
Její opětovné spuštění lze vyvolat příkazem:
bin/gmain -n
Před použitím aplikace je vhodné pročíst soubor README. Aplikace byla testována




Obrázek C.1: Kalibrace kamery
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Obrázek C.2: Kalibrace dataprojektoru vůči kameře
Obrázek C.3: Určení roviny pro projekci
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Obrázek C.4: Projekce widgetů aplikace Wall+ v rovině
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