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Los repositorios de software almacenan datos sobre los productos de software, datos rela-
cionados con la evolución de código fuente, requerimientos de software, reporte de bugs y
comunicación entre desarrolladores. Los repositorios de software han crecido rápidamente en
los últimos años y con ellos la necesidad the extraer información significativa de ellos. Un
repositorio de software intersante es Stack Overflow(SO), este sitio web es uno de los sitios de
Question Ansering más grandes y usados por miles de desarrolladores de sofware en su d́ıa a
d́ıa. En SO los desarrollares pueden preguntar cualquier duda relacionada con programación
y software que será respondida por otros usuarios. Como SO, existen muchos repositorios
de software con código fuente y texto con millones de ejempleares y la posibilidad de com-
binar ambas fuentes para extraer información de ellos que no es visible a simple vista. En
este trabajo de tesis, exploramos cómo representar código fuente y lenguaje natural y cómo
combinar estas representaciones. Intentamos resolver la tarea de entender cómo los usuarios
de SO hablan sobre un lenguage de programación, que tan similares son los lenguajes de
programación basados en cómo los usuarios hablen sobre ellos y, finalmente, proporcionar
herramientas para construir una estrategia de information retrival para indentificar post du-
plicados.
Palabras clave: Stack Overflow, análisis de código fuente, detección de duplicados,
predecir el lenguaje de programación.
Abstract
Source code repositories store data from software products. Among this data we can find
the evolution of the source code, requirements, bugs and communication between develo-
pers1[14, 26]. Source code repositories have been growing rapidly in the recent years and
with them the need of extracting information from them. An interesting source code repo-
sitory that is growing both in usage and information is Stack Overflow (SO), this website
provides one of the biggest Question Answering places used by thousands of developers every
day. In SO the developers can ask any question related to a programming issue and it will
be answered by other users. We can find a source code repository with both source code and
natural language with thousands of samples and the possibility of combining both sources
of information to extract useful and not eye-noticeable information from it. In this thesis,
we explore how to represent source code and natural language and how to combine these
representations. We try to solve the task of understanding how users in SO talk about the
programming language, how similar these programming languages are among them based on
how users talk about them, and finally, we provide tools on the building of an information
retrieval strategy by identifying duplicated post.
1http://www.msrconf.org/
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Software repositories contain large collections of information about Software such as: source
code, discussions about it, reports of bugs and execution. These repositories are, according
to [22], “data rich but information poor” because at the beginning they were just seeking for
a place to store the data. This huge amount of data is interesting in terms of the information
and knowledge that can be obtained through analysis.
That analysis (or knowledge mining) of software elements, especially the ones stored in soft-
ware repositories, has been motivated by the increasing amount of data and tools to manage
and extract information [10, 14]. Also, another interest is to analyze aspects that are present
in the process of software development. Some of these aspects are addressed in [6] like clo-
ne detection [18], defect localization [24], code optimization, among others. The knowledge
mining also opens up new interesting research topics, like identifying latent relationships
between developers in a social level [30] and sentiment analysis and their relation with the
software development process [13].
Most of the mentioned aspects can be grouped in 2 tasks: code retrieval and code summari-
zation. From the point of view of software evolution these tasks are shown by [14] and [28]
and their goal is to understand a software system. During the development of a big software
systems a lot of code is involved and usually it is not well commented and the documentation
is outdated. This creates, in case new developers join the team, a challenge in understanding
the product or reviewing old elements.
Another interesting task is code-change propagation: the process to identify and propagate
the changes in the code keeping the consistency and performance[14, 12].
1.1.1. Software Repository
Accordingly to the authors in [14] and [26] a software repository can be described as a data
storage for software products. In here the developer not only store source code but how it
evolves during the development (different versions of the same product), software definitions
and requirements, bugs, issues and messages among the developer team.
2 1 Introduction
Examples and descriptions of different kinds of software repositories are showed by [14]:
Source control repositories: These repositories record the development history of a
project. They track all the changes to the source code along with meta-data about each
change, e.g., the name of the developer who performed the change, the time the change
was performed and a short message describing the change. Source control repositories
are the most commonly available and used repositories in software projects. Concurrent
versions systems (CVS)1, Subversion2, Perforce3 and ClearCase4 are examples of source
control repositories which are used in practice.
Bug tracking systems: These repositories track the resolution history of bug reports or
feature requests that are reported by users and developers of large software projects.
Bugzilla5 and Jira6 are examples of bug repositories.
Archived communications: These repositories track discussions about various aspects
of a software project throughout its lifetime. Mailing lists, emails, internet relay chat
(IRC) chats, and instant messages are examples of archived communications about a
project.
Deployment logs: These repositories record information about the execution of a single
deployment of a software application or different deployments of the same applications.
For example, the deployment logs may record the error messages reported by an ap-
plication at various deployment sites. The availability of deployment logs continues to
increase at a rapid rate due to their use for remote issue resolution and due to recent
legal acts.
Public code repositories: These repositories archive the source code for a large number
of projects. Sourceforge.net7, Github8 and Google code9 are examples of large public
code repositories.
We can categorize Stack Overflow (SO)10 as a software repository because the users most











1.2 Problem Identification 3
source code. The issues are stored in a question-format, they include a description of the
issue and possibles solutions that other developers propose; with this, we can include SO in
the categories of bug tracking and archived communications.
1.1.2. Feature representation
One of the most important and challenging activities is the feature representation of multi-
modal data, including text and source code. This is important since the representation will
affect the performance of any method for data analysis and/or retrieval.
Text representation is a very well explored field [15]. Some strategies to process and represent
text are: probabilistic context free grammar (PCFG), n-grams, hashing, latent semantic,
based on trees, based on tokens. In contrast, source-code representation is not as studied
as text representation. There are two main ways to address it: static analysis and dynamic
analysis [17]. The first one uses directly the source code, and the second one uses information
produced during the code execution, like traces and logs of execution. Some of the typical
strategies in each category are[17]:
Static analysis:
• Natural language processing (NLP) over the source code.
• Clustering.
• Tokens analysis.
• Building the abstract syntax tree (AST: A tree representation of the syntactic






Nowadays, in each step of the software development life cycle a lot of data is generated and
stored. This data usually is a mix of source code and text (software documentation, com-
ments in the code, discussions about code, etc.). During the software development process,
developers usually need to translate tasks than are in natural language to a source code
representation than performs the task. Moreover, another common activity is trying to un-
derstand the source code, and perhaps giving a description in natural language. These are
4 1 Introduction
two good examples where source code and text are mixed and it is not possible to think of a
solution to these problems without modeling both modalities. Then, given the large amount
of data in software repositories, the challenge is how to use it to support a strategy that
helps in problems that involve source code and text components like code summarization
and code retrieval, where both modalities are needed.
There are some research questions that will be answered during this work:
What features from text and source code are more useful to perform tasks such as code
summarization and code retrieval?
How to suggest a source-code fragment to solve a problem?
How to represent efficiently a particular source code?
How to exploit textual and source-code data in a retrieval task?
How to use the data of software repositories in a code summarization and code retrieval
task?
1.3. General Objective and specific objectives
1.3.1. General Objective
To design, implement and evaluate a strategy for information retrieval on large collections
of documents that involve source code and natural language.
1.3.2. Specific Objectives
To collect data-sets of multimodal (source code and natural language) documents.
To design, propose or adapt a strategy for representing the content of the multimodal
documents.
To design an information retrieval strategy for searching multimodal document collec-
tions.
To develop a functional prototype of the retrieval system.
To evaluate the retrieval system on the datasets.
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1.4. Structure of the thesis
This thesis is structured as follows: first chapter presents an introduction, problem identifi-
cation and the objectives we want to accomplish with this work. Second chapter presents the
related works. Third chapter presents the first problem we tackled, predicting the program-
ming language of a given piece of source code. Fourth chapter presents the second problem:
detecting duplicated questions in a question answering site. Finally, fifth chapter presents
the conclusions of the thesis and discusses ideas for future work.
2 Related works
The application of source-code and textual analysis, particularly related to software deve-
lopment has been used in different context and for different applications. For example, in
tasks like authorship attribution of source code [7], bug detection [31, 29], plagiarism detec-
tion [16], and more related to this work, automatic duplicate code detection, functionalities
summarization, software specifications and generation of documentation.
2.1. Textual analysis and representation
Text classification is a classical information retrieval problem [8]. The goal is to extract in-
formation from the text to achieve the classification task. For example, some authors [11]
proposed ASOBEK to identify twitter paraphrasing. They model the paraphrasing detection
as a binary classification task. Other approach is Word2Vec [21], where the authors intro-
duced a very well know technique to create vectors of words from huge datasets. What it
is interesting here is that those vectors are meaningful and work for billions of words. In
addition, authors in [8] propose a different way to approach to huge datasets: they train a
model to classify IRC tech comments using data from Stack Overflow1 as positive examples
and YouTube2 comments as negative examples.
The work proposed in [11] tries to solve a key problem for question answering: machine
translation. In their approach, they extract information using lexical analysis over features
from very short text, in this case tweets, but it could also be from titles of posts or comments
in a forum. Authors also use simple models for the classification task such as Support Vector
Machines (SVM) and they performed much better than other more complex approaches.
Regarding how to use Word2Vec and the usage of comments, the authors in [20] propose
a model to predict the grade of an student based on the write comments they do during a
course.
Other authors like [3] have used textual analysis combined with source code analysis. They
propose an automatic classifier of code snippets where they try to classify post written in
different programming languages such as C, C++ and C#, all the snippets extracted from
1https://stackoverflow.com/
2https://www.youtube.com/
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Stack Overflow. They mention that this classifying task is very difficult because the code
snippets are very short (we can compare it with tweets in the textual world) and that is
why they try to combine textual and source code analysis to extract the more amount of
information possible about the snippets.
2.2. Source-code analysis and representation
The extraction of interesting information from the source code has been used in different
tasks, and for each different task, the useful information could be different.
The authorship attribution is a common task. The aim of this task is to find the author
of a given source but sometimes the textual information (such as text written by the author,
descriptions, etc.) about the author is small, or even non-existent. We should have a lot of
source code belonging to the author to perform this task. In [7] the authors extract lexical,
syntactical and layout features from a AST representation of the source code. The authors
highlight that, to use machine learning to solve this task, the source code representation
should clearly express the program style.
Regarding to the plagiarism detection, some tools like MOSS3, JPlag4 only use approa-
ches based on text. But regarding the source code, some others tried to solve this problem
analyzing the program dependency graphs of the source code. Going deep in the information
extracted, in [16] the authors propose a source code representation using five high level fea-
tures: lexical features, stylistic feature, comments features, programmer’s textual features,
and structure features. For the source code, n-grams of characters. Punctually, among the
ones regarding to source code, the control flow of the graph was took into account, also with
analyzing the methods in the code (direct calls, indirect calls, conditional branches, etc.) and
counting features like the number of integer constants, static variables and local variables.
For clone detection, which differs from the plagiarism detection task in that the clone de-
tection is more oriented to applications, for example, copying-pasting methods, and the
plagiarism is more oriented to academic courses or software licensing. An approach to solve
this task was presented in [32] where they try to classify the source code fragments in four
categories were the first three ones are related to textual similarity and the fourth one is
related to functional similitude. Among the techniques described by the authors, we can find
the textual, token-based, tree-based and graph-based ones.
The textual ones are only limited to their ability to recognize clones even if the differen-
3https://github.com/danainschool/moss-taps
4https://github.com/jplag/jplag
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ce between them is only renaming identifiers. The token based ones, used in [19, 4], try to
operate on a higher level of abstraction than the pure text-based techniques, even though,
according to [25], they have a tendency to admit more false positives. The tree-based techni-
ques measure the similarity of sub-trees in syntactic representations, using the fact that these
trees are an accurate description of features at a syntactic level of the source code. Regarding
the graph-based techniques, these ones are used by doing a static program analysis over the
source code to transform code into a program dependence graph (PDG). Some other more
general approaches described in [9] are more dependant to the code itself, like to ignore
identifiers and operators and instead consider the frequency of the keywords, indentation
patterns, length of each line, among others [32].
2.3. Application of interest: duplicate detection
The task of duplicate detection is common in textual elements, like news, book, etc., but in
the software development world we can found interesting applications. For instance, in [16] it
is used for plagiarism detection in a academic context. Tables 2-1 and 2-2 describe two tasks
related to duplicate detection. Table 2-1 describes the task of information retrieval, where,
given a post, the idea is to retrieve the most similar post to it; and Table 2-2 describes a
work related to the task of, given two post, decide when they are duplicated or not.
For the information retrieval task, a common data set is msr2013 5, which is a data set
belonging to the Mining Software Repositories 2013 that includes all the post from Stack
Overflow (SO) until 2013.
For the task of identifying when a post is duplicated or not, another SO data set is used, MSR
2015 6, which includes posts from SO until 2014. The author in [27] propose two approaches
to solve this task, question retrieval and question classification. In the first approach, the
aim is to find equivalence among questions. For this case, only using text-based techniques.
In the second one, the aim is to classify questions and to understand the knowledge available
in SO. In addition, the work proposed in Section 4 describes a way of classify two post as
duplicated using semantic similarities between questions and other text-based techniques.
5http://2013.msrconf.org/challenge.php
6http://2015.msrconf.org/challenge.php
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Table 2-1: Related works on the task of information retrieval searching the most similar
post
Related work Year Dataset Measure Results
Multi-Factor Duplicate Question
Detection in Stack Overflow[37]
2015 msr 2013 Recall-rate@k
recall5: 0.42
recall20: 0.63
Tag Recommendation in Software
Information Sites[33]
2013 msr 2013





Two Improvements to Detect




Table 2-2: Related works on the task of classifying two post as duplicated
Article Year Dataset Measure Results
Detecting Duplicate Posts in
Programming QA Communities via Latent






Duplicate Detection in Programming
Question Answering Communities[35]
2017 Recall 0.89
Duplicate Question Detection in
Stack Overflow: A Reproducibility Study[27]
2018 msr 2015 Recall 0.84
Feature Analysis for Duplicate Detection
in Programming QA Communities[36]
2017 Recall 0.95
3 Predicting the programming language:
extracting knowledge from Stack
Overflow posts
The goal of this chapter is to explore mechanisms to extract knowledge from the questions
in Stack Overflow. To accomplish this, we used textual and source code information in every
question to find relationships between programming languages used. It is proposed to ex-
tract non-evident relationships of the programming languages based in how the developers
ask about their problems. Beside, we want to explore the contribution of features extracted
from source code and text related to those tags.
This chapter is based on the article “Predicting the programming language: extracting know-
ledge from Stack Overflow posts” [5] published in the Colombian Computing Conference 2017.
This chapter is structured as follows: Section 3.1 shows the proposed method describing
step by step the proposal. Section 3.2 presents the conducted experiment: dataset, experi-
mental evaluation, and results. Finally, Section 3.3 concludes the chapter.
3.1. Method
We want to extract information about the relationships from programming languages in
Stack Overflow. To perform this task we build a classifier model that uses word embeddings.
This classifier allows to classify a post by tag using textual and code information (modalities).
Figure 3-1 shows an overall description of the method, which includes three stages: pre-
processing, classification, and evaluation.
3.1.1. Stack Overflow
Given the data of Stack Overflow (SO) we obtain a collection of posts with title, body (text,
code and images), tags, score, and information of the tag creation.
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Figure 3-1: Overview of the proposed method divided in three parts: Pre-process, Classifier and
Evaluation.
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Tags selection
To select the programming languages used in this study, we used the Github repository and
extract the list of the most popular languages. We compared that list with the SO list and
selected the tags that appear in more than 5000 posts in SO.
3.1.2. Pre-process
First, the data was changed from the original format to the new format HDF5 (Hierarchical
Data Format)1, which is a format developed to work with big and complex collections of
data, giving better performance, storage space, and access to data. This format allowed us
to have a better mechanism in terms of time and access to information than the original
XML file provided by SO.
In the process of changing the format we split the body of each post in two fields: text
content and source-code content. We divided the source-code fragments (snippets) and text
in columns. This was necessary to obtain a better performance in the classification tasks.
The source code was selected only from the fragments in the HTML tag “<code>”.
In the pre-processing step we used the text of the posts to train several classification models
using different amount of posts in training. We processed the data to generate a set of 3
millions of questions, which was used to train a new Word2Vec model to obtain a better
performance with SO concepts. Finally, we built a dataset with posts that had the two
modalities (text and source code).
Text feature extraction
From the dataset we selected the posts that were identified as Question post. Using the
text content of each post, we generate a representation of each post using the Word2Vec
model. The Word2Vec model trains a neural network to embedded each word in a new
vector representation space 3-2. Each post was represented as the average of the vectors of
the words in the post, generating for each post a vector representation of dimension 300.
Source code feature extraction
To represent the source code we used an approach based on n-grams of characters. We
experimented with (2 - 6)-grams. We generated a vector representation of the posts using
the TF-IDF and the 300 most frequent n-grams.
1https://www.hdfgroup.org/solutions/hdf5/
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Figure 3-2: Word2Vec space representation for 3 dimensions.
3.1.3. Classifier model
The purpose of this component was to train a classifier that is able to classify a new post
in one of the 18 different classes (18 programming languages tags). We selected as a classifi-
cation method the Support Vector Machine (SVM). In this stage we compared the obtained
performance of the textual and source code representations.
To represent each programming language as a vector, we used the n-gram representation. We
averaged the vectors of the posts that contain source code and have the same programming
language tag. It is not possible for two posts having two or more programming languages.
The n-gram representation was selected because we are interested in working with diffe-
rent programming languages and with different syntax. Generally, a post has a small snippet
of code that not necessarily is written in the language used to tag the post.
3.1.4. Evaluation
The purpose of this component was to test a SVM and visualize the performance apply to
this task and dataset. The classifier is evaluated using the metrics of accuracy, precision, re-
call and f1-score. In addition, for a better understanding of the results, we show the confusion
matrix of the experiment and a graphic of the miss-classified tags. Another interesting visua-
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Table 3-1: Summary of the SO dataset used in this study
Questions Answers Orphaned tag wiki Tag wiki excerpt Tag wiki Moderator nomination
7,990,787 13,684,117 167 30,659 3,058 200
lization is how the programming languages are grouped in a 2D space using the Word2Vec
representation.
3.2. Experimental Evaluation
This section presents details of the experimental evaluation conducted to evaluate the pro-
posed method.
3.2.1. DataSet
We started with the SO dataset published in 2014 for the MSR (Mining Software Reposito-
ries) challenge 20152. This dataset was divided into XML files, whose size is about 20 GB.
We focused only on the text and source-code information of the post and its tags. The file
“PostTypeId” was used to identify the relation between the question and answer of the post.
A summary of the amount of posts for each type is presented in Table 3-1.
As mentioned before we worked only with posts of type Question since these posts were
originally tagged, and have a good number of related posts to use. The initial set had 38,206
tags with more than 21 millions of posts. Since tags are added manually by users, some of
them occur infrequently, or always occur with the same set of tags. This motivated us to do
a selection of the most interesting tags.
To do a better selection of elements we analyzed the tags versus its frequency. This was
performed the plot presented in Figure 3-3. We can see that there are some tags that rarely
appear. The post that rarely appear can be ignored, so we focused on the most frequent. In
addition, a selection of some programming languages was made using the GitHub platform
as an external source of information to make a more fair selection of the final tags that were
used in this study.
In the pre-processing step we stored the data in the HDF5 format. A new Word2Vec model
was trained with a set of the SO posts to obtain a set of post/tags to be used in the
classification step. The set of tags selected were the 18 most popular programming languages
used in GitHub, that is to say, the programming languages that occur in almost 5,000 posts.
2http://2015.msrconf.org/
3.2 Experimental Evaluation 15
Figure 3-3: Tag frequency in the dataset.
The first tag with more than 5,000 post frequency is LUA, which is only used in 6,867 posts.
This number of post gives a lower bound for doing an equitable partition in the train and
test sets. We show the frequency of each tag in Figure 3-4.
3.2.2. Experimental setup
We split the dataset in training and test sets. For training we selected 1,000 posts of each
tag to train a SVM, that is to say, we selected 18,000 posts for training. For the test set we
also selected 100 posts for each tag. These posts were selected in such way that they do not
share a common programming language tag.
To evaluate the result of the classification task we use the f1 -score, accuracy, precision and
recall measures. These measures are commonly used to evaluate classification algorithms. We
also used a set of visualizations to qualitatively measure and understand how a programming
language is related each other.
We present the results in 2 parts, one part dedicated to show a visualization of the results ob-
tained for the classification task, and the other part dedicated to visualize how programming
languages are related in the feature representation space.
16 3 Predicting the programming language: extracting knowledge from SO posts
Figure 3-4: Frequency of tags for the 18 selected programming languages in this study.
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Figure 3-5: Confusion matrix of classification using text features.
3.3. Experimental Results
Post label prediction using text features
After running a classifier we are interested in the misclassified posts. This misclassification
allows to see the similarity between typical problems in programming languages. Figure 3-5
presents a confusion matrix when the classification model is trained using text features.
Figure 3-5 and 3-6 presents a confusion matrix and the heat map when the SVM is trai-
ned using text representation. This matrix shows that most of programming languages are
correctly classified, although some of them were not. It is worth noting that some of the
misclassified posts belong to a programming language that is considered similar according
to the programming paradigm or to the language [2].
Figure 3-7 presents a radial visualization of miss-classified posts for each language with
respect to other programming languages. It is interesting to see in this visualization how
some programming languages share connection with other programming languages, that is
to say, the model missclassifies posts because these programming languages share common
problems. For instance, objective-c and swift, C and C++, Matlab and R, etc.
18 3 Predicting the programming language: extracting knowledge from SO posts
Figure 3-6: heatmap of classification using text features.
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Figure 3-7: Visualization of the miss-classified posts. It is worth noting how the objective-c
language is confused with swift.
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Figure 3-8: Confusion matrix of classification using code-source features.
When we evaluate the classifier using only textual information, we obtain a F1 score =
0.6024, accuracy = 0.6088, precision = 0.6010, and recall = 0.6088.
Post label prediction using source code features
Using only source code information of the question and building a n-gram feature repre-
sentation, the model presents a lower performance with respect to the model based on text
representation. Figure 3-8 and 3-9 shows the obtained confusion matrix and the heatmap
for the SVM using code features.
Moreover, Table 3-2 shows the consolidated performance measures for the classifier for the
two modalities. For understand more about the misclassification seen in the previous confu-
sion matrices we show in the Figures 3-10 and 3-11 the representation of the programming
languages tags in a 2d space, using the textual and code representations, respectively. This
is useful to show groups and distances between different tags of programming languages.
Language landscape visualization
We build a 2 dimensional visualization of the programming languages using the feature re-
presentation. Figure 3-10 presents a 2D visualization of the feature representation of each
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Figure 3-9: Heatmap of classification using code-source features.
Table 3-2: Performance of the classifier using text and source-code representations.
Modality F1-score Accuracy Precision Recall
Source 0.6024 0.6088 0.6010 0.6088
Code 0.4402 0.4461 0.4509 0.4461
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Figure 3-10: Posts in a 2D space using text features.
programming language when using textual features. This representation is an average of all
representations of the posts sharing the same programming language. Vectors were norma-
lized using the L1-norm. To plot each programming language vector (embedding space with
word2vec), we applied the principal components analysis algorithm (PCA), which generates
a set of components from which we selected the two most important to be used as coor-
dinates to plot in a 2d coordinate system. It is expected in this visualization that similar
points are projected close each other. Figure 3-10 presents the obtained visualization. This
visualization is very interesting because allows to see relations between programming lan-
guages. For instance, Matlab is very close to R, which makes sense because they share many
things in common, and in this case, they share similar problems in the developers community.
Figure 3-11 presents also a 2D visualization but using the code-source embedding repre-
sentation representation obtained with word2vec. It is worth noting that this visualization
allows to see correlations between questions of programming languages but in terms of code
snippets. It is important to note that the obtained relations depicted in this visualization
are different to the text visualization.
In this experiment we explored over extracting information from questions in SO. To repre-
sent the questions, we used the textual and the source code components. For the specific
case of SO, we saw that the source code itself was not providing enough information about
the programming language but the textual component was more meaningful in this task. We
visualized 18 programming languages and how they relate to each other. We saw a cluster of
some programming languages used in similar topics and context. For instance, Matlab and R
are close to each other and far away from another programming languages in our visualiza-
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Figure 3-11: Posts in a 2D space using code features.
tions. We can also see the relationship between programming languages that are close to each
other in the visualization and in fact they are similar, for example PHP and Objective-c.
Results show a relationship between programming languages based on how people ask about
related problems.
4 Identifying duplicated posts in Stack
Overflow
The experiments described in this Chapter are related to extract specific information from
the questions in Stack Overflow unlike the experiment described in the Chapter 3 that was
aimed to extract more general relationships between the posts. The goal in this experiment
is to identify when a post is duplicated or not using a multimodal approach. We extracted
features from the text in the post (tittle and description of the questions itself) and from
the snippets of source code in the post. Another goal is to analyze the impact of using the
code snippets in the task of finding duplicated post in SO.
Our approach was modeled as a classification problem. We tried to classify a set of posts as
duplicated or not given a post considered duplicated. This is basically a two-classes classifi-
cation problem, being duplicated and not duplicated the two classes. The possible application
of this experiment is being able to identify from a set of several post duplicated ones and
then provide a less noisy result in the case of someone consulting for a specific question.
We wanted to show the relevance of the source code to identify duplicates. In order to create
a more robust representation we use both features coming from the question itself (text),
and features coming from the source code in the question to try to obtain more information
from the post.
This chapter is structured as follows: Section 4.1 describes the method used. In this Section
we present details describing the pre-process of the data, the feature extraction process,
and the general classification stage. Next, Section 4.2 describes the experimental evalua-
tion, including the dataset, the classification models used, and the results to conclude the
experiment.
4.1. Method
In this Section we give a context of the proposal method, and a description of it’s modules.
Figure 4-2, presents the big picture of the method. It is subdivided in 3 stages: Pre-process,
Classification, and Evaluation.
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The first stage, Pre-process, described in the Subsection 4.1.1, presents the processing of
the data found in Stack Overflow, and the explanation of how to create a new structure that
helps in the next steps. For instance, creating the AST of the snippets of source code and
the process of a more specific Word2Vec (trained with posts from Stack Overflow) for the
textual elements that can be found in a common post in Stack Overflow.
The second stage, Classification, described in the Subsection 4.1.2, describes 3 things: the
feature extraction from source code and text components, common approaches which featu-
res to extract and how to use both type of features to find how relevant are them to solve
the task.
The third and last stage, Evaluation, describes the result of using the classification models
with the data sets.
Figure 4-1: Method for the duplicate posts detection in Stack Overflow
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4.1.1. Pre-processing of the data
We extracted posts from Stack Overflow including information such as the title, body (text
and source code), tags, score, and duplicated status. After, a new Word2Vec model was
trained with the text from the posts to, as mentioned in the Section 3.1.1, to have a better
idea of the concepts in SO.
Beside creating a new Word2Vec model, an Abstract Syntax Tree (AST) representation was
build for the source code (for every snippet of source code in each post) using ANTLR1, which
is a well-known parser generator tool. ANTLR provides a Java grammar2 to create ASTs
from Java source code. However, since the snippets were, sometimes, only a small fraction
of code, we needed to adapt the Java grammar to supports, compile and create ASTs from
the small excerpts of source code. This grammar supports no usual Java source code such as
not starting with complete Java classes. Its purpose was to support the biggest amount of
snippets and to parse the largest amount of source code. Nonetheless, the proposed grammar
is ambiguous. An example of one of the snippets supported by this new Java grammar for
snippets, and not by the well known Java grammar included in ANTLR is shown in Figure
4-2. This is an example of an usual post of Stack Overflow: a short fragment of code that
maybe will not compile.




Table 4-1: ASOBEK features
Name Description
c1w2 Characters Unigram - Word Bigram
c1c2 Character Unigram - Character Bigram
w1w2 Word Unigram - Word Bigram
w1c2 Word Unigram - Character Bigram
4.1.2. Classification
Text feature extraction
We generated a representation of the text in each post using several representations:
Word2Vec: Each post was represented as the sum, concatenation, subtraction and
multiplication of the vectors.
Asobek: Each post was represented as different combinations of unigrams of characters,
unigramas of words, bigrams of character and bigrams of words 4-3. The features are
described in the Table 4-1.
n-grams: Each post was represented with several n-gram with several sizes for n from 1
to 6 n-grams. The description of the features using n-grams are described in the Table
4-2.
Figure 4-3: ASOBEK representations
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Table 4-2: N-grams features
Name Description
Sum Sum of the n-grams vector
Dot Dot product of the n-grams vector
Conc Concatenation of the n-grams vector
Rest Subtraction of the n-grams vector
Mult Multiplication of the n-grams vector
Table 4-3: Source code features extracted from the AST
Definition Count Type
Number of if, if-else, do, while, for, switch 6 Integer
Number of literals 1 Integer
Depth of the AST 1 Integer
Average of children nodes in the AST 1 Decimal
Number of nodes 1 Integer




For the source code, as mentioned in the pre-processing of the data, an AST was extracted
from each snippet of code. From the AST, 11 features were extracted. They are shown in
the Table 4-3. Each post was represented as a 11 dimension vector.
Classifiers
The following classifiers were used for the classification problem:
Nearest Neighbors (NN)
Linear SVM (SVM L)
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Quadratic Discriminant Analysis (QDA)
4.2. Experimental Evaluation
4.2.1. Dataset
For this experiment, two datasets were created from the main dataset: Big dataset and
Small dataset. Both datasets have two main components that could be defined as positive
and negative duplicate posts: posts that were marked as duplicated, and posts not marked
as duplicated.
The first set of posts, which are the posts marked as duplicated, were identified easily from
the published dataset: Each post has a label indicating if it was marked as duplicated or not
in SO. Nevertheless, the second part was not as easy, so it was created artificially by groups:
The ones that shared the same tag.
The ones that do not shared the same tag.
The ones related to each other by links, this means that a question is related to another,
but they were different questions.
The reason to create two dataset is that the first one was generic and exploratory, for this
one we included post with several programming languages; while the second one is a subset
of the first one, only using posts with Java as programming language.
Big dataset
The main characteristic of this dataset is that it includes several programming languages
such as C++, Java, PHP, JavaScript, among others. The Table 4-4 shows the amount of
posts by programming language in the dataset.
In this dataset, there are 5478 pairs of posts. Half of them are tagged as duplicated (positive
class), and the other half are not duplicated (negative class). 60 % of the dataset was selected
for training, 20 % for validation, and the remaining 20 % for testing.
The frequency of characters in the text per programming language is shown in the Table 4-5,
whereas Table 4-6 shows the frequency of characters in the source code part for programming
language.
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Table 4-5: Frequency of characters per post in the text per programming language
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Table 4-6: Frequency of characters in the source code per programming language












We decided to narrow to only use one programming language to make the extraction of
features from the source faster, easier and more specific code. Java was selected because of
the large amount of posts about this programming language.
This dataset has 3250 pairs of duplicated post: 600 pairs were used as validation and 650 as
test. The rest of them were used for training.
4.2.2. Results
The experiments were executed with several representations over both datasets as mentioned
in the Section 4.1.2. Figure 4-4 presents a summary of the proposed experiment. For the
big dataset, only the two-classes classification was implemented. For the small dataset, we
implemented the classification and retrieval experiments. The experiments were evaluated
using f1 -score where the f1 is defined in the Equation 4-1.
f1 − score = 2 ∗ precision ∗ recall
precision + recall
(4-1)
Big dataset - Classifying duplicated post
In this experiment, we were interested on how to classify a post as duplicated. This allows
us to see the similarity between two posts and then provide a less noisy environment when
asking a question in SO. The experiments were executed in several groups depending on the
text used (text in the snippet and tittle), source code in the snippet, and different combina-
tions between them and different features representations.
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Figure 4-4: Summary of the experimental process
Table 4-7: Big dataset. f1 score using ASOBEK with titles
NN SVM L SVM R DT RF MLPC ABoost NB QDA
c1w2 .63 .68 .65 .70 .68 .71 .68 .66 .70
w1w2 .71 .74 .73 .73 .74 .74 .74 .70 .59
c1c2 .75 .80 .78 .78 .77 .80 .78 .72 .77
w2c2 .73 .80 .77 .78 .76 .80 .77 .70 .60
The first group of experiments were held only using the text from the question itself and the
source code in the snippet. Table 4-7 shows the f1-score for the nine classifiers mentioned
using the Asobek representations extracted from the titles in the posts. On the other hand,
Table 4-8 shows the f1 results for the classifiers also using Asobek, but this time with the
text from the posts. In both cases the Multilayer Perceptron got the best results on the
f1 -score for all the representations, except for unigrams of characters and bigrams of charac-
ters in the Table 4-8, where the SVM L got the best f1 score, but only for few centimes points.
Regarding to the titles, the best f1 score was obtained using the representation of bigrams
of words and the bigrams of characters, in opposite to the Table 4-8 where the best results
were obtained using the unigrams of characters and bigrams of characters.
For Asobek using the source code as text, the Table 4-9 shows that the best f1 scores were
also obtained with the MLPC. The only instance where MLPC didn’t have the hightest f1
score was using unigrams of words and bigrams of words. In this case, the SVM L was also
the second classifier with best performance.
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Table 4-8: Big Dataset. f1 score using ASOBEK with Text
NN SVM L SVM R DT RF MLPC ABoost NB QDA
c1w2 .57 .65 .61 .63 .65 .66 .65 .62 .61
w1w2 .65 .68 .70 .65 .66 .70 .69 .63 .63
c1c2 .57 .72 .63 .61 .61 .72 .67 .56 .70
w2c2 .63 .70 .68 .65 .65 .71 .68 .62 .61
Table 4-9: Big Dataset. f1 score using ASOBEK with source code.
NN SVM L SVM R DT RF MLPC ABoost NB QDA
c1w2 .64 .67 .68 .69 .68 .70 .66 .65 .66
w1w2 .65 .66 .70 .67 .68 .69 .69 .63 .64
c1c2 .64 .70 .69 .64 .65 .73 .69 .64 .72
w2c2 .67 .70 .70 .67 .69 .72 .70 .64 .66
Another group of experiments were held using features extracted from the vectors of Word2Vec.
Several combinations of those vectors were used such as:
Sum: Sum of Word2Vec vectors.
Subs: Substraction of Word2Vec vectors.
Dot: Dot product of Word2Vec vectors.
Mult: Multiplication one by one of the elements belonging to the Word2Vec vectors.
Conc: Concatenation of Word2Vec vectors.
In general the MLPC classifier had the higher f1 scores. Regarding the source of the fea-
tures, Tables 4-11 and 4-12 reflect that the worse f1 scores were obtained from plain text
such as the Tittle of the post and the Text of the posts. Being the Text the source with the
lowest-highest f1 score: 0.68 with a SVML and a multiplication of vectors.
Table 4-10: Best f1 scores in the Big dataset per representation and models using ASOBEK
ASOBEK
Representation Model f1 Score
Titles W2C2 MLPC .80
Text C1C2 SVML .72
Code C1C2 MLPC .73
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Table 4-11: Big Dataset. f1 score using Word2Vec with Titles
NN SVM L SVM R DT RF MLPC ABoost NB QDA
Sum .60 .52 .50 .54 .57 .60 .66 .59 .50
Subs .51 .57 .51 .59 .62 .65 .66 .64 .63
Dot .55 .57 .54 .59 .54 .58 .56 .51 .50
Multi .60 .77 .50 .60 .62 .75 .69 .68 .67
Conc .58 .56 .50 .60 .52 .66 .58 .57 .53
Table 4-12: Big Dataset. f1 score using Word2Vec with Text
NN SVM L SVM R DT RF MLPC ABoost NB QDA
Sum .56 .54 .50 .52 .54 .57 .56 .57 .55
Subs .53 .57 .51 .56 .60 .62 .61 .61 .62
Dot .56 .60 .57 .57 .54 .62 .56 .56 .62
Multi .56 .68 .51 .55 .55 .67 .60 .57 .56
Conc .55 .60 .50 .52 .53 .64 .57 .54 .63
When we tried to combine both sources, title and text, as presented in the Table 4-13,
we saw a substantial increase in the f1 score in the highest score with the multiplication
representation, but also with the others representations. In the Tables 4-11, 4-12 and 4-13
we can also see that the best representation for text in our data-set was the multiplication
one by one of the elements of the vector combined along with a MLPC classifier. Other
classifiers such as SVML and Ada Boost got also one of the highest f1 scores combined with
other representations such a sum of the vectors and dot product even though none of those
combinations were better than Multiplication of vectors along with MLPC.
Regarding the source-code component of the post, we made several experiments combining
text with source-code. Table 4-14 presents the results of the classification combining the
title and the source-code snippet. Table 4-15 presents the classification results combining
Table 4-13: Big Dataset. f1 score using Word2Vec with Titles and Text
NN SVM L SVM R DT RF MLPC ABoost NB QDA
Sum .60 .56 .50 .55 .56 .59 .65 .62 .53
Subs .50 .59 .51 .56 .59 .66 .68 .69 .67
Dot .57 .62 .54 .60 .54 .60 .59 .57 .58
Multi .61 .77 .50 .60 .61 .77 .69 .70 .68
Conc .58 .57 .50 .60 .53 .65 .58 .58 .51
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Table 4-14: Big Dataset. f1 score using Word2Vec with Titles and Source-code
NN SVM L SVM R DT RF MLPC ABoost NB QDA
Sum .60 .56 .50 .60 .61 .61 .65 .62 .51
Subs .52 .57 .51 .60 .63 .66 .69 .68 .68
Dot .58 .60 .54 .59 .58 .63 .57 .58 .60
Multi .61 .78 .50 .62 .62 .79 .70 .67 .67
Conc .60 .59 .50 .61 .69 .60 .59 .58 .50
Table 4-15: Big Dataset. f1 score using Word2Vec with Text and Source-Code
NN SVM L SVM R DT RF MLPC ABoost NB QDA
Sum .59 .55 .50 .57 .60 .59 .63 .59 .58
Subs .54 .60 .51 .60 .62 .67 .66 .65 .60
Dot .59 .57 .55 .58 .57 .61 .57 .50 .62
Multi .60 .72 .50 .56 .54 .74 .63 .58 .58
Conc .62 .59 .50 .60 .58 .66 .58 .60 .51
the text in the post and the source-code snippet and the Table 4-16 presents the results
of combining both the text from the tittle and post and the source-code snippet. In all of
them, the best results were obtained with the multiplication of vectors along with the MLPC
classifier.
On average, as can be seen in the Tables 4-14 and 4-15 the f1 score was higher using the
source-code along with the title of the post instead of the text of the post. The difference in
the highest score is noticeable, from 0.74 with the text to 0.79 with the tittle. Even though,
the best results were obtained using the title, the text of the post and the source-code snip-
pet, in this case the f1 score was 0.80. This is the best f1 score of all this set of experiments.
As seen in the Table 4-10 the text provides good information in the task of finding duplicates,
this could be because the title can be considered as a short description of the whole content
Table 4-16: Big Dataset. f1 score using Word2Vec with Text, Titles and Source-Code
NN SVM L SVM R DT RF MLPC ABoost NB QDA
Sum .62 .55 .50 .56 .61 .61 .66 .64 .57
Subs .50 .58 .51 .61 .63 .66 .72 .68 .59
Dot .58 .61 .54 .58 .58 .63 .58 .57 .62
Multi .60 .79 .50 .62 .58 .80 .69 .67 .62
Conc .62 .60 .50 .62 .56 .69 .59 .60 .50
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Table 4-17: Best f1 scores for the big dataset using Word2Vec
Word2Vec
Representation Model f1 Score
Titles MULTI SVML .77
Text CONCA SVML .68
Titles + Text MULTI MLPC .77
Titles + Code MULTI MLPC .79
Text + Code SUBS MLPC .74
Text+ Titles+ Code MULTI MLPC .80
of the post meanwhile the text in the post is a description of a particular case, so the text
in the post may contain more noise. We can also see the effects of including the source code
reflected in higher f1 score, in the table 4-17, we can see that the worst f1 score is obtained
by only using the text (0.68), but adding the source code increases the f1 score to 0.74, an
increase of 0.06 points. We can also see that using the titles combined with the text does not
make a great difference than only using the titles, both had a 0.77 f1 score. Combining the
three sources (title, text and source code) we had the best results, a f1 score of 0.80 which
is an 0.01 increase on the score than only using the titles and the code. This may imply that
even though the text of the post is not providing much information, it helps to solve the
classification task but is the tittle and the source code the ones providing more information.
Small dataset - Classifying duplicated post
Using this data set we solved the task of classifying posts as duplicated or not; In this case we
included features not only from text but also from source code as mentioned in the Section
4.1.1.
In this dataset, several configuration of the classification were implemented also with Asobek
and Word2Vec. Regarding Asobek, Table 4-18 describes the classification only using the text
from the source-code snippet; Table 4-19 describes the results of using the title of the posts
and Table 4-20 describes the results using the text of the posts. In all the cases the highest
f1 score was obtained with a unigram of character and bigrams of character along with a
SVM R.
In this case, in the Table 4-21 we can see that the best f1 was obtained only using the title
of the post and the difference of classification is considerable, being 0.87 for the title 0.81
for the source-code and 0.80 for the text in the post.
Regarding the vector representation using n-grams, we tried the classification task with
several combinations:
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Table 4-18: Java Dataset. f1 score using ASOBEK with Source-code
NN SVM L SVM R DT RF MLPC ABoost NB QDA
c1w2 .70 .70 .80 .70 .76 .73 .72 .68 .70
w1w2 .68 .68 .75 .70 .68 .71 .72 .67 .65
c1c2 .73 .71 .81 .70 .72 .74 .73 .67 .78
w2c2 .70 .70 .79 .72 .73 .75 .76 .67 .68
Table 4-19: Java Dataset. f1 score using ASOBEK with Titles
NN SVM L SVM R DT RF MLPC ABoost NB QDA
c1w2 .66 .70 .77 .69 .70 .70 .68 .68 .70
w1w2 .72 .73 .76 .74 .74 .73 .74 .70 .71
c1c2 .75 .81 .87 .79 .76 .82 .79 .74 .82
w2c2 .75 .80 .84 .79 .79 .79 .77 .71 .77
Table 4-20: Java Dataset. f1 score using ASOBEK with Text
NN SVM L SVM R DT RF MLPC ABoost NB QDA
c1w2 .63 .65 .78 .68 .67 .65 .69 .62 .62
w1w2 .67 .65 .73 .66 .69 .67 .71 .62 .63
c1c2 .62 .70 .80 .68 .68 .70 .72 .55 .69
w2c2 .69 .67 .76 .66 .71 .70 .72 .62 .62
Table 4-21: Best f1 scores in the Java dataset per representation and models using
ASOBEK
ASOBEK
Representation Model f1 Score
Titles W2C2 SVMR .87
Text C1C2 SVMR .80
Code C1C2 SVMR .81
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Table 4-22: Java Dataset.f1 score using N-grams with Titles
NN SVM L SVM R DT RF MLPC ABoost NB QDA
Sum .64 .60 .78 .62 .66 .80 .69 .63 .78
Subs .52 .60 .78 .61 .68 .83 .72 67 .82
Dot .65 .64 .79 .59 .58 .83 .62 .62 .77
Multi .64 .81 .78 .63 .70 .88 .78 .72 .80
Conc .67 .70 .78 .61 .59 .82 .61 .62 .77
Only using the titles of the posts. Table 4-22.
Only using the Text of the posts. Table 4-23.
Combining the Title and the Text of the posts. Table 4-24.
Combining the Title and the source-code of the post. Table 4-25.
Combining the Text and the source-code of the post. Table 4-26.
Combining the Title, the Text and the source-code of the post. Table 4-27.
The best f1 scores in every representation were obtained using the MLPC classifier and in
most of the cases using the multiplication of elements of the vector. Comparing the repre-
sentations that only contain information from text, such as the title and the content of the
post, we can see in Tables 4-22 and 4-23 that the tittle provides more information for the
task of classifying. The difference between the best classifier in each representations is 0.03.
In addition, as can be seen in the Table 4-24, where the highest f1 score is 0.86, using the
text from the title and the post does not help in the classification task, the f1 score is still
better when classifying the post by titles.
As can be seen in the Tables 4-25, 4-26 and 4-27, adding the source-code boosts the f1
score. All the high scores per representation were higher than 0.80. In this case the combi-
nation of title and source-code has the highest f1 score (0.89) and using the 3 components
(text, title and source-code in the Table 4-27) has an f1 score of 0.90. Table 4-28 presents
the best results per experiments regarding this set of experiments.
On the other side, we also held the classification experiments using a n-grams representa-
tion for the text and tokens representations for the source-code. In this case we tried the
classification task using the following combinations:
Only using the snippet of source-code. Table 4-29.
Combining the Title and the source-code 4-30
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Table 4-23: Java Dataset. f1 score using N-grams with Text
NN SVM L SVM R DT RF MLPC ABoost NB QDA
Sum .62 .59 .78 .60 .61 .80 .62 .63 .79
Subs .56 .66 .78 .58 .62 .83 .68 .63 .78
Dot .60 .65 .79 .62 .62 .77 .73 .56 .77
Multi .62 .70 .77 .58 .62 .80 .68 .58 .78
Conc .58 .71 .76 .65 .61 .85 .66 .60 .82
Table 4-24: Java Dataset. f1 score using N-grams with Titles and Text
NN SVM L SVM R DT RF MLPC ABoost NB QDA
Sum .65 .68 .77 .61 .61 .80 .70 .65 .78
Subs .50 .71 .78 .61 .65 .83 .74 .71 .78
Dot .60 .73 .79 .60 .60 .83 .68 .53 .80
Multi .63 .82 .77 .65 .62 .86 .72 .72 .84
Conc .65 .82 .77 .65 .57 .83 .66 .65 .82
Table 4-25: Java Dataset. f1 score using N-grams with Titles and Source-code
NN SVM L SVM R DT RF MLPC ABoost NB QDA
Sum .61 .67 .78 .65 .67 .80 .70 .65 .77
Subs .54 .69 .78 .68 .72 .83 .76 .71 .81
Dot .65 .73 .79 .65 .62 .86 .68 .59 .80
Multi .65 .85 .76 .65 .66 .89 .78 .70 .80
Conc .68 .81 .77 .66 .64 .85 .66 .65 .78
Table 4-26: Java Dataset. f1 score using N-grams with Text and Source-code
NN SVM L SVM R DT RF MLPC ABoost NB QDA
Sum .62 .66 .78 .69 .68 .81 .68 .63 .80
Subs .58 .72 .78 .66 .70 .87 .73 .69 .78
Dot .62 .72 .79 .67 .68 .76 .70 .58 .80
Multi .61 .80 .78 .63 .67 .85 .71 .61 .82
Conc .66 .82 .78 .65 .64 .84 .71 .62 .80
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Table 4-27: Java Dataset. f1 score using N-grams with Titles, Text and Source-code
NN SVM L SVM R DT RF MLPC ABoost NB QDA
Sum .66 .73 .78 .67 .67 .81 .72 .67 .79
Subs .52 .80 .78 .66 .66 .85 .75 .72 .77
Dot .62 .76 .78 .63 .62 .83 .72 .55 .80
Multi .60 .87 .77 .65 .64 .90 .77 .70 .83
Conc .67 .82 .77 .68 .64 .84 .67 .65 .80
Table 4-28: Best f1 scores for the Java dataset using n-grams
N-GRAMS
Representation Model f1 Score
Titles MULTI MLPC .88
Text CONCA MLPC .85
Titles + Text MULTI MLPC .86
Titles + Code MULTI MLPC .89
Text + Code Subs MLPC .87
Text+ Titles+ Code MULTI MLPC .90
Combining the Text and the source-code. Table 4-31.
Once again, the MLPC was the best classifier. With most of the representations it had the
highest f1 score. In addition, as can be seen in the Table 4-31, using the text of the post
and source-code from the snippet, other classifiers such as SVML and QDA also performed
well with 0.72 and 0.82 in the f1 score, respectively. Using the text of the post and the
source-code increases the f1 score, in this case it went from 0.83 (Table 4-29) only using
source-code to 0.84 using both the text and the source-code of the post (Table 4-31).
As it can be seen in the Table 4-29, the source-code itself was useful and performed well
in the classification task. In this case, the best representation was the concatenation of the
vectors. Nevertheless, when we used the title of the post along with the source-code we had
the best results. We can see the results of this classification in the Table 4-30 where all the
highest f1 score were above 0.82 being 0.86 the highest f1 score. The Table 4-32 presents
the highest score per experiment with the representation and the mode used.
The last classification experiment was using the features described in the Table 4-33 ex-
tracted from an syntactical and lexical analysis of the source-code. In this case the MLPC
classifier along with multiplication of vectors element by element had the highest f1 score:
0.77. We thought that only using the source code by itself, taking into account the syntax
and lexical characteristics was going to give better results, but the source code itself was not
4.2 Experimental Evaluation 41
Table 4-29: Java Dataset. f1 score using N-grams and tokens with Source-code
NN SVM L SVM R DT RF MLPC ABoost NB QDA
Sum .62 .64 .78 .64 .68 .80 .61 .52 .69
Subs .64 .65 .78 .64 .69 .83 .68 .62 .79
Dot
Multi .63 .68 .71 .61 .58 .73 .67 .60 .72
Conc .67 .71 .78 .66 .68 .83 .64 .61 .79
Table 4-30: Java Dataset. f1 score using N-grams and tokens with Titles and Source-code
NN SVM L SVM R DT RF MLPC ABoost NB QDA
Sum .58 .67 .78 .68 .65 .82 .71 .61 .77
Subs .52 .68 .78 .69 .69 .83 .76 .68 .80
Dot .61 .72 .79 .66 .63 .83 .67 .59 .81
Multi .64 .84 .78 .66 .64 .86 .73 .69 .64
Conc .66 .78 .78 .67 .60 .84 .66 .67 .79
Table 4-31: Java Dataset. f1 score using N-grams and tokens with Text and Source-code
NN SVM L SVM R DT RF MLPC ABoost NB QDA
Sum .61 .68 .78 .65 .66 .78 .66 .55 .78
Subs .57 .70 .78 .66 .62 .83 .75 .65 .80
Dot .61 .65 .72 .60 .58 .59 .52 .54 .68
Multi .62 .79 .78 .64 .59 .81 .67 .62 .82
Conc .64 .79 .78 .68 .62 .84 .65 .64 .82
Table 4-32: Best results in the Java dataset using N-grams and Tokens
N-GRAMS TOKENS
Representation Model f1 Score
Code CONCA MLPC .83
Title + Code MULTI MLPC .86
Text + Code CONCA MLPC .84
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Table 4-33: Java dataset. f1 score using Lexical and syntactical features over Source-code
NN SVM L SVM R DT RF MLPC ABoost NB QDA
Sum .60 .68 .65 .70 .68 .71 .68 .66 .70
Subs .60 .70 .73 .72 .60 .71 .71 .69 .61
Dot .67 .66 .68 .72 .66 .74 .65 .66 .56
Multi .66 .64 .56 .71 .65 .77 .65 .64 .55
Conc .63 .70 .69 .72 .60 .76 .67 .69 .59
enough.
In general, we had higher f1 scores while using the small dataset than the big data set. This
is because the dataset was smaller and had only source code from one programming langua-
ge, so we were able to focus more on the features related to that programming language.
Table 4-21 shows the best results using ASOBEK. In this case, the title was the best source
of information, it had an f1 score of 0.87, which is 0.06 points higher than the source code,
and 0.07 points higher than the text from the posts. This could be because, as said, the title
have concrete and punctual information about the post.
In this case, as can be seen in the Table 4-32, the combination of title and source code had
the best f1 score using the n-grams of tokens. This was not an increasing of the performance
in comparison of the ASOBEK representation, but here we can reaffirm that the title is a
better source of information than the text. We had the best f1 score (0.90) in the whole
experiment using n-grams over the text, the title and the source code (Table 4-28). The
reason behind this is that the n-grams truly extracts information from the source code itself,
and because we are only handling one programming language, the noise is less and the posts
became easier to identify.
In this experiment we implemented several representations and we applied 8 different clas-
sifiers for 2 data sets. We explored different combinations between the representations and
the classifiers looking for the source of information that provided the greater added value
during the duplicate detection task.
Regarding to the classifiers, it is worth to say that the MLPC got the highest F1 score in
most of the experiments. Given this, we can thing about using more complex networks for
future explorations on solving this task. Concerning to the representations, we can highlight
that separating the title from the rest of the text was a good strategy. The title by itself
can be considered as a summary and, because sometimes developers ask as question in SO
before searching other similar questions, several duplicated questions can be identified from
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the title. In addition, the usage of the source code was making the F1 scores higher, this
can suggest a wide open field of using the source code to solve this task, even though the
big disadvantage could be the several amount of programming languages that need to be
analysed.
5 Conclusions and future work
5.1. Conclusions
In general terms, we explored different ways to represent source code and text to solve the
task of finding duplicates and identifying similar programming languages, also we explored
how to visualize the source code as textual information. In the first place, this exploration
held to a better understanding of the source code and its relationship with how the people
talk about it in Question answering web pages such as Stack Overflow. We found a rela-
tionship between some programming languages and how people ask questions about them.
This was possible because of the nature of Stack Overflow; It was very handy to have the
amount of data SO provided and most of them with related source code. This confirms data
repositories are, indeed, a great source of information that could be exploited for several
others retrieval tasks.
Given the results in both experiments we can say that the source code in the task of finding
duplicates is very useful, but the best representation of the post was using a multimodal ap-
proach by combining both the source code, the title and the text of the post. Even though,
seems that the title was providing more information about the post, this could be because
the title is a summary of the post, and Stack Overflows encourage the practice of describing
the content of the post as accurate as possible using the title meanwhile in the text people
have more freedom so they can talk about the particular case they are asking about, which
could be very noisy. To wrap the conclusions regarding to the features, features that come
from text, in this case, the title, where the ones that provided more information to solve the
task nevertheless adding the source code also provided information being the source code
only snippets (very short code). The source code being very useful and at the same time very
short was very remarkable; most of the times we just had a few lines of source code with
incomplete functionalities even though we were capable of use them to improve the results.
It was very interesting seeing how programming languages are similar based on how people
talk about them. We provided a good research on this showing that there might be hidden
information about source code not only in the source code but also in the natural language
that describes it.
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5.2. Future work
An immediate future work is extending the representation of both the source code and the
text. For example, by exploring more n-grams and building more combinations over them.
Also other syntax and lexical features can be calculated over the source code. We can also
think of creating different datasets per programming languages, such as we did with Java,
and make more features engineering focused on the specific programming languages.
It would be helpful to create a tool to, given a short description in natural language, find the
source code that solves the problem in Stack Overflow. Taking into account that the title
by itself was a good representation, we can think about a way of finding different manners
to solve programming problems, by filtering and grouping the post by its title and then
checking upon the source code used. The other way around could be also implemented using
the work presented here: given a source code, find different natural language descriptions
that could describe the given source code.
Beside exploring the representations, other models could also be explored to solve the task.
In this case, as we had the best results using MLPC, i.e. a neural network, we think it is
worth to explore other neural networks approaches to solve the task.
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