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Abstract 
Genetic Programming (GP) is a population-based evolutionary technique, which, unlike a Genetic Algorithm (GA) does not work 
on a fixed-length data structure, but on a variable-length structure and aims to evolve functions, models or programs, rather than 
finding a set of parameters. There are different histories of driver development, so different proposals of the use of PG to evolve 
driver structures are presented. In the case of an autonomous vehicle, the development of a steering controller is complex in the 
sense that it is a non-linear system, and the control actions are very limited by the maximum angle allowed by the steering wheels. 
This paper presents the development of an autonomous vehicle controller with Ackermann steering evolved by means of Genetic 
Programming. 
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1. Introduction  
The research aims at generating the steering controller of a stand-alone vehicle. It is proposed work on a straight-
line path generated by a previous information processing for reducing the difficulty of handling relative coordinates, 
as used in [1]. On the other hand, it is contrasted with this study in which curves are used and the set of trajectories 
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with which it is trained is reduced. From this point of view, the proposed controller is a bit complex, since the system 
has a desired trajectory as input and at the controller output there is only an interaction with the angle of the front 
wheels. Most probably, if the PG is given to solve the whole problem, it would not be able to solve it or it would 
require too much computing power. So, it was divided into two parts [2]. 
The first part is to achieve a controller capable of making the vehicle follow a given straight line, from any position 
and orientation relative to it. However, this sub-problem can be further simplified. If it is considered that the car must 
follow the X axis, it can be generalized to any line by doing the corresponding coordinate transformation. Also, the 
controller does not need to be run for any position and orientation, since the path will be kept close to the car all the 
time [4]. This way, only positions within 2m of the line and orientations of maximum 90° and minimum -90° were 
used [5]. The second sub-problem would then be a controller deciding when to switch from following a line to 
following the next one. The paths are generated randomly for each generation, which promotes the generalization of 
the result. 
For the simulation in both cases, the time had to be discretized, and it was done with intervals of a tenth of a second 
of resolution [6]. In the same way, the resolution is enough to make a faithful simulation. Since the speed of the car 
was considered at all times 1m/s, there is a displacement of only 10cm for each evaluation [7][8]. 
2. PG parameters 
For the first sub-problem, an evaluation of the controller was taken in each interval and the value given was 
considered as the speed with which the direction of the wheels was changed in radians/second. The simulation was 
run for 20 minutes, after which 100 generations were executed. The evaluation function was scalar multi-objective 
[9], in which 3 parameters were taken into account: the integral of the curve described by the car (divided by 100); the 
difference between the oscillations made and the minimum necessary (divided by 15); and the final error of the car 
[10].   
For the second one, two different versions were made. In both, if the result of the individual's evaluation is positive, 
it is decided to change to the next line, otherwise, the car stays on the current line. The calculations were made with 
the coordinates relative to the line in which the car determined to be. For the first version, the simulation took a little 
over an hour to carry out 100 generations [11].  
The evaluation function again was scalar multi-objective, taking into account the difference between the oscillations 
made and the minimum necessary (divided by 5); the integral of the curve described by the car (divided by 10); and, 
considering that the trajectory was given in an arrangement of straight lines, the difference between the index of the 
straight line it reached and the one it should have reached, multiplied by 100. This high weight was used to force the 
simulation to take the individual to the end of the trajectory. To obtain a better controller, the individual was evaluated 
on 10 different initial positions and was assigned the worst of the 10 as an adaptation score [12].  
For the second version, a driver capable of avoiding collisions was already being sought. It was considered to add 
sensors as variables or sensing forms as functions. However, the need for processing increased too much. So, it was 
considered at the end to use trajectory boundary lines placed at 3 meters from the trajectory. The goal now would be 
to stay within those lines, where going outside would be considered a collision. Thus, the path generator prior to this 
controller should only make sure that the obstacles are outside these lines [13]. 
In the simulation, only 50 generations were carried out in about 3 hours. This is because the calculation of collisions 
took a lot of computing resources. The objective function was defined only as the minimization of collisions. In this 
case, each individual was evaluated on 10 different trajectories, and the individual's score was taken as the average. 
Unlike the two previous simulations, care was taken to ensure that, although the trajectories were different in each 
generation, they were the same for each individual, thus making a fairer classification that would lead to faster 
convergence [14]. 
The parameters shared by all the simulations are shown below, together with the base functions (Table 1), and the 
variables taken into account in the simulation (Table 2) [15]: 
 
• Population size: 500 
• Crossover probability: 0.8 
• Mutation probability: 0.1 
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• Number of generations: 100 
• Maximum depth: 
─ For first sub-problem: 7 
─ For second version 1: Adf0: 2; Adf1: 2; Main shaft: 4 
─ For second version 2: Afd0: 3; Adf1: 3: Main tree: 7 
• Elitism: no 
• Selection form: Tournament size 2 
 
Table 1. Functions used. 
 
  Function  Result  
Negative(x) -x 
Sum (x, y) x+y 
Subtraction (x, y) x-y 
Mul (x, y) x*y 
Division (x, y) x/y yes 𝑦𝑦 ≠ 0
  1if y=0  
IfR (a, b, c, d, e) d yes 𝑏𝑏 ≤ 𝑎𝑎 ≤ 𝑐𝑐
  and otherwise  
IfGT (a, b, c, d) c yes 𝑎𝑎 ≥ 𝑏𝑏
  d otherwise  
Hyp (x, y)   
√𝑥𝑥 𝑦𝑦
Sin(x) sin(x) 
E(x) 𝑒𝑒 𝑎𝑎𝑏𝑏𝑎𝑎 𝑥𝑥
Root2(x) √𝑥𝑥
 
3. Analysis of results 
The first controller was crucial for the continuation of the investigation, as the final result would be based on it. 
Different simulations were run with different configurations; the final one is the one described in the previous section. 
In addition to adjusting those parameters, 10 different simulations were run with them; and from these, the one that 
gave the best results was chosen, based directly on the error and the appearance of the trajectory, shown in Figure 1: 
Neg(Substract(Mul(E(THr),Division(Y,L)),Subtract(Neg(THr),IfR(X,Ms,THa,W,THa)). 
The response of the system with this controller can be seen and very little oscillation is observed when trying to 
follow the Xn axis. 
In this controller, some variables whose presence could be easily predicted can be observed [16]. For example, the 
Y-coordinate tells the control how far away it is from the line; the angular velocity helps to avoid overshooting. On 
the other hand, it is interesting to see the presence of the variable X, since, indirectly it expresses how the error is 
different at the beginning of the path. This is because, within a conditional function, this variable modifies the result 
only in a range of values. 
For the second sub-problem, since 2 different versions were created, it was possible to make a comparison of what 
is generated with PG by changing the target function [7]. Even though both versions solve the same thing, the way 
their performance is rated is different, therefore, the definition of "best" changes for each simulation, which can be 
seen in Figures 2 and 3. 
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Table 2. Variables used in the simulation. 
 
  Variables  Representation  
Length of the car L 
Width of the car A 
Speed V 
Wheel angle THr 
Distance in the direction of the straight line X 
Distance to the line Y 
Orientation of the car THa 
Maximum wheel torque Ms 
Speed in the direction of the straight line Vx 
Speed perpendicular to the line Vy 
Car Angular Speed W 
Distance to the next corner Desq 
Length of next line D_Sesq 
Angle of the next corner Thesq 
























Fig. 2. Comparison of the two versions of the controllers. 
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It can be seen how version one, by being mainly guided by the integral of the curve, evolves a strategy that seeks 
to find shortcuts. Version two, in contrast, by being guided by the collisions, remains more attached to the trajectory 
it must follow. 
Fig. 3. Comparison of the two versions of the controllers. 
A similar behavior to that presented in Figure 2 can be observed. Thus, the different controllers obtained were the 
following: 





─ Main tree: 
o IfR(Th_Sesq,ADF1),Neg(D_Sesq),Sine(ADF0,Desq)), 
Root2(V),IfR(D_Sesq,ADF0,ADF0,THa,-0.659634)) 






─ Main Tree: 
o Subtract(Subtract(Sum(Desq,Mv)),Sum(Desq,ADF0)),Root2(Neg(Hyp(Desq , Hyp( 
Sum(Desq,ADF0)),Sum(THr,ADF0)))) 
 
The different strategies followed in versions 1 and 2 have advantages and disadvantages. On the right side of Figure 
2 it can be seen how the shortcut preference of version 1 gives it an advantage over version 2. However, in the rest of 
the paths, the same preference generates a disadvantage, especially in the central images; while in the left image a path 
with more oscillations is still generated. 
4. Conclusions and future research 
Genetic programming was successfully used to develop a controller, which was tested under different circumstances 
and proved to solve the problem. This is regardless of the configuration of the trajectory, and to some extent, its 
complexity, since the controller was able to stay within the boundary lines in most of cases. The applicability of genetic 
programming in controller design can be observed. In this case, it was started with a quite big search space, using all 
the variables that could or could not be involved; and the same was done with the functions. And even with such a 
vast search space, the algorithm was able to deliver an acceptable result. It should also be noted that the separation of 
a problem into sub-problems is important. In this way, even though there is a large space for solutions, the problems 
that are being attempted to be solved are relatively simple. For example, at the beginning, it was considered to make 
a controller that would take the car from point A to point B. However, that involved too many variables, and it was a 
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very complex problem so no results were obtained. Thus, the need to divide the problem into two parts was noted. 
Another point to take into account is the limitation of computer resources. For version 2 of the second sub-problem, 
the use of sensor information was considered, but this made the need for computing resources too great, to the point 
that each generation took more than 20 minutes to evaluate. Thus, while the controller was not able to use 
environmental information directly, it was able to avoid obstacles indirectly. 
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