Abstract. An object-oriented modeling system (ACRU2000) was created to enable users to simulate the hydrological and environmental effects of various land uses in the Republic of South Africa. The model was designed in the Unified Modeling Language (UML) and implemented in the Java
Introduction
The Republic of South Africa is a country with highly variable rainfall and a heavy reliance on surface water resources. As a result of the uncertainty of hydrological precesses, integrated water planning is essential for the sustainable use of environmental resources. To this end, models can aid stake-holders and policy-makers in determining the impacts of current and future land uses on water resources with respect to sustainability and ecological health.
Since its first origins as a catchment model in the Natal Drakensburg region (Schulze 1975) , the ACRU agro-hydrological modeling system has been changed and altered to address many water-related challenges in South Africa and beyond. As a result of the many researchers, graduate students and consultants interacting with the model code and making various improvements, each consecutive addition has created a more difficult design and coding challenge for subsequent researchers. With the many contributions to the model over the last fifteen years, the result has been a code framework within which it is relatively difficult to make new additions to the ACRU model, and in some instances the model structure has been unable to accommodate new modules at all. The ACRU program code was developed in the FORTRAN 77 programming language which has allowed some advantages in computational efficiency but also has distinct disadvantages in developing a modular, easily expandable program design.
As South African social and governmental interest in water-related issues increases, new capabilities and tools are being requested by various stake-holder groups to allow them to manage hydrological information more effectively. These requests can be grouped into two general categories, requests for improved input/output tools to aid in the interpretation of hydrological information and requests for improved model performance and extensibility to simulate hydrological and environmental features of interest. The Water Research Commission (WRC) of South Africa provided funding to re-structure the ACRU system in terms of its internal model components and its user interface tools. This research paper will address only the re-structuring of the internal ACRU model components as the up-grade of the input/output tools is on-going.
The objectives of internally restructuring the model were as follows:
C to enable parallel processing of subcatchments within the model C to enable (near) real time processing C to allow variable time steps and/or data driven time steps to operate C to develop flexible code and data structures to accommodate future additions C to enable flexible operating rules for catchments, reaches and dams C to enable flexible spatial configurations C to accommodate flexible linkages to other models .
This research paper is divided into three sections to give an overview of the ACRU2000 model. The first section provides a brief description of the hydrological functions of the FORTRAN-based, ACRU 300 series model (ACRUv300). These functions were subsequently re-engineered into the object-oriented, Java-based ACRU2000 model described in the second section. The ACRU2000 section provides a general introduction to object-oriented concepts in order to describe the general "world view" of the model. In addition, specific object-oriented features are described to highlight some of the advantages of modeling with this methodology. As model expansion is an important part of the new model, a section was included to discuss the methodology for adding new objects and modules into the ACRU2000 environmental modeling system. The discussion section relates some of the challenges and lessons learnt in re-designing more than 10,000 lines of FORTRAN code into object-oriented Java as well as highlighting new concepts that are currently under development in ACRU2000.
REVIEW OF THE ACRU 300 SERIES MODEL
The ACRU (Agricultural Catchments Research Unit) model was developed by Schulze et al. (1989) to simulate hydrological within southern Africa. The model simulates fieldscale as well as basin-scale processes by either a cell-based network or a lumped parameter model. The procedure for dividing a catchment into sub-catchments depends on the spatial variability of precipitation, topography, landuse, or soil characteristics (Schulze 1995) . Each sub-catchment area can range from 0.01 to 50 km 2 and can be linked to other sub-catchments via streamflow simulation (Smithers and Schulze, 1995) . The ACRUv300 model has been widely tested within southern Africa and has been integrated with South African climate data and Geographical Information Systems (Perks et.al., 2000; Schulze and Perks, 2000) . In addition, the ACRUv300 model has been combined with both simple and complex submodels to conduct specialized research into water and vegetation issues. Schulze et al. (1993) utilized the ACRUv300 model, along with the Rosenzweig (1968) primary production model and a national climate database (Dent et al., 1989) to simulate vegetation biomass over South Africa with respect to potential climate change. The ACRU model was also linked with the CERES crop model (Jones and Kiniry, 1986) to explore potential crop yields over South Africa (Schulze et al., 1993 ). The ACRUv300 model was developed in functional programming style using the FORTRAN programming language and has undergone several version updates.
The primary input to ACRUv300 is daily rainfall and monthly or daily temperature, with options of solar radiation depending on the internal routines chosen. The model's internal time-step is daily, but monthly values can be aggregated through its user interface facilities. Another fundamental input is soils information, which can be entered from field-test data or estimated by general soil classification. While a detailed description of the ACRUv300 model is provided by Schulze (1995) and Smithers and Schulze (1995) , this section summarizes the ACRUv300 water budget components (as seen in Figure 1 ) including canopy interception, plant transpiration, soil evaporation, soil moisture movement and runoff.
As precipitation falls on an area, a fraction of the rainfall is intercepted by the leaf canopies and is evaporated back into the atmosphere. ACRUv300 contains several methods for calculating the intercepted water, including a user-defined, monthly amount based on field experiments or an interception function based on the plant leaf area index (Von Hoyningen-Huene, 1983) . The intercepted water is evaporated as a constituent of the wet surface evaporation in ACRUv300.
Estimation of reference potential evaporation is important because it is used to drive many processes including evaporation from wetted leaves, soil water evaporation and plant transpiration (Schulze, 1995) . In the ACRUv300 model, the daily reference potential evaporation is assumed to be equivalent to the evaporation from a U.S. Weather Bureau Class A pan. The calculation of the daily reference potential evaporation can be realized through a variety of methods including the Penman equation (1948) , Linacre suite of equations (1977; 1984; , Hargreaves and Samani equations (1982; 1985) , Blaney and Criddle (1950) , Thornthwaite (1948) , or actual A-pan measurements. Daily evapotranspiration can be estimated as a combined soil evaporation and plant transpiration amount by use of a crop factor multiplied with the reference evaporation or the processes can be estimated separately through the following paragraphs.
The maximum daily plant transpiration (mm) is calculated as a proportion of the daily reference potential evaporation adapted from Ritchie (1972) . This transpiration fraction can be estimated from a crop factor or by a function of the daily leaf area index. Actual plant transpiration can either occur at the maximum rate when the available soil water capacity is near the drained upper limit (field capacity) or can occur at less than the maximum transpiration if there is a deficiency of available soil water. The critical soil water content (m/m) at which the plant stress response begins is determined by the critical leaf water potential of a plant (kPa). The actual transpiration under conditions of soil water deficiency in the topsoil (A) horizon (mm/day) is based on the current soil moisture level for the A horizon (m/m) and the reference potential evaporation. The same relationship is used for the lower soil (B) horizon. Under very wet conditions where the soil water content is over the drained upper limit, the transpiration factor for both soil horizons can be reduced due to water logging. Once the transpiration has been calculated for each soil horizon, further adjustments can be made for root activity and differentially wet soil horizons. Water uptake by roots is controlled by user-defined proportion of active roots in the respective soil horizons and the amount demanded by the plant for transpiration.
Evaporation from soil surfaces is calculated by using a two-phase soil evaporation process as described by Ritchie (1972) . Phase I is the constant rate, or energy limiting, phase where the soil is wet and evaporation from the surface is limited only by the energy available at the surface. In Phase I, all soil evaporation proceeds at the same rate as the reference potential evaporation. Phase II is a soil limiting phase where soil water evaporation is decreased as a decay function with the amount of time spent in Phase II. As time in Phase II increases, so the soil evaporation decreases rapidly and proceeds at a slower rate than the reference potential evaporation rate.
Soil water storage is calculated with a two-layer model with available soil capacity water defined as the water content between the field capacity and the permanent wilting point. As the drained upper limit of the upper soil layer (or A horizon) is exceeded, the excess soil water is transferred to the lower soil layer (or B horizon) as a function of soil texture and soil's interflow potential (essentially a surrogate for differential soil hydraulic conductivities down a profile). Deep seepage occurs when the soil water in the B horizon exceeds the drained upper limit and subsequently drains. More specialized functions are available to describe more specialized conditions such as infiltration and evaporation from cracking soils, accumulation of soil water under waterlogged conditions, and upwards and downwards redistribution of unsaturated soil water.
Runoff calculations accounts for both quickflow from impervious and saturated surfaces as well as stormflow generation. ACRUv300 utilizes the SCS (United States Dept. of Agriculture, 1985) curve number equation with refinements for use in South Africa (Schmidt and Schulze, 1987; Schulze, Schmidt, and Smithers, 1993) . On a day with rainfall, a soil water deficit is calculated and an initial abstraction(s) is calculated using this soil water deficit and a coefficient which can vary from month to month (Schulze, 1995) . If the net rainfall (precipitation -canopy and litter interception) is less than initial abstractions then no stormflow occurs and all rainfall is infiltrated into the soil. If the net rainfall is greater than the initial abstractions, then stormflow is calculated and disaggregated into quickflow (same-day stormflow) and a delayed stormflow (as a surrogate for interflow).
ACRU2000 MODEL
This section details the basic foundation of the ACRU2000 modeling system. While the new Java-based system is built from the concepts described in the previous section, it is not limited by them as new hydrological spatial and process concepts have already been constructed to allow more freedom in representing environmental factors. A detailed documentation effort is currently underway to describe and standardize the over 730 object classes of ACRU2000 for model developers. Researchers interested in the detailed documentation are encouraged to contact the authors.
Basic ACRU2000 Model Concepts
The ACRU2000 model has been restructured entirely to create a strong foundation for future code expansion and functionality. While the internal hydrological modelling features of ACRUv300 described in Schulze (1995) have been retained, the underlying foundation has been changed to allow new features to be developed. As an example, Figure 2 shows the ACRUv300 view of a catchment where a large catchment may be divided into sub-catchments. The ACRUv300 execution technique simulates water flow in sub-catchment #1 for the entire simulation period (for example, twenty years), then will move to sub-catchment #2 and repeat the process . While this execution sequence is computationally efficient, it has limitations in representing the inter-connectedness of most catchments. Often water from one dam or river reach may be transferred to another catchment with specific rules governing how much water is moved.
As digital elevation and terrain grids become more accessible to model users, user groups have expressed opinions that ACRUv300 should be more spatially explicit in its water flow simulations. Figure 3 shows a different view of a catchment which is more spatial in its representation. The term sub-catchment has been changed to land segment to show that an area need not be self-contained hydrologically and could be created from a digital elevation grid. Each land segment must have a flow direction which directs water outflows from one land segment to another. The model should execute each land segment once per time step so that all the land segments have been simulated before moving to the next time interval. With this new execution structure, even the original sub-catchment structure in Figure 2 can be used where each subcatchment is simulated for one time step before moving to the next lower area. This new approach introduced in Figure 3 describes the basic spatial structure of the ACRU2000 model.
The Unified Modeling Language (UML) and ACRU2000
During the early 1990s are variety of object oriented (OO) methodologies were formulated, each with its particular strengths (Booch, 1991; Graham, 1991; Rumbaugh et al.,1991; Booch, 1995) . As the various OO methodologies were improved and revised through the mid-1990s, it became evident that common traits were arising in each design system. Yet with each system using its own symbols and nomenclature, there was frustration and confusion at the lack of coordination between similar OO design methodologies (Quatrani, 1998) .
The Unified Modeling Language (UML) was developed as a solution to consolidate conflicting methods. Since the introduction of UML, a variety of resources have been developed for the UML Rumbaugh et al., 1998) . The UML forms the graphical design language for objects in the ACRU2000 model. Initial concepts are drafted and finalized in UML and then subsequently translated into Java source code files and then into classes through a compiler. The classes are then translated into various operating systems (Windows or Unix) through the Java Virtual Machine resident in most operating systems.
Basic ACRU2000 Objects
The fundamental design idea is that the ACRU2000 model is made of objects. Objects are user-selected things and processes that are important in modeling hydrological processes. There are seven primary objects in ACRU2000, as seen in Table 1 . These objects are differentiated by the code letter used in the name of the object. Four of these objects (Models, Controls, Interfaces and Exceptions) operate mainly out of sight to the programmer and developers. These objects are only changed at rare intervals or not at all and are discussed only briefly. The Model object creates the starting point for model objects and forms the highest non-Java objects in the ACRU2000 system. Control objects are used for reading or writing files or internal object "housekeeping" functions. Both the Interface and Exception objects are derived from the Java programming language and are used as inherited objects from Java objects. The Interface objects are used to group similar processes for reference by other objects in the ACRU2000 system. The Exception objects are used to handle various errors and unexpected problems that may occur.
In almost all uses of the ACRU2000 system there are three main types of objects, Components, Processes and Data. In the ACRU2000 object designs, one can easily distinguish the various objects in the designs by the first letter of the object name is either C, P or D, corresponding to Components, Processes or Data. Figure 4 shows some of the objects that can comprise a component object like land segment (in ACRU2000 terminology, CLandSegment.) Components are literally the building blocks of the ACRU2000 hydrological world. They can be the climate (CClimate), vegetation (CVegetation), and river reaches (Creach). Developers often will propose new components in order to achieve a specific modeling objective.
Once the hydrological components of ACRU2000 have been established, users have interest in the things that occur to these components. A process object describes an action or event that involves one or more objects. For example, the process of evaporation that transfers water from a river reach object (CReach) into the atmosphere (CClimate) could be called PEvaporation. Figure 4 shows several process objects that describe water flows occurring at the surface (PSurfaceFlow), the sub-surface (PSubSurfaceFlow), and at the groundwater (PGroundWaterFlow) level.
Data objects are essential to store descriptions about the various components and processes. For example in Figure 4 , the CClimate object has a DPrecipitation object to describe the amount of rainfall that falls over a given time step. Also the DReachFlow object describes the amount of water that flows out of a CReach. The ACRU2000 object naming convention is particularly useful when using the same word to describe two different things. If a user wanted to create a rainfall object that explains how precipitation could be used in exploring erosion, she/he may want to create a PPrecipitation object to describe the process of rainfall instead of simply a data value of rainfall as used in the DPrecipitation object.
Object Relationships in ACRU2000
The component, process and data objects can be linked together in a variety of ways to simulate a hydrological system. The Unified Modelling Language provides a graphical method for building the various objects into useful designs. There are three main relationships used in ACRU2000 to describe interactions between objects. The Inheritance and Aggregation relationships are described in Figure 5 .
The inheritance relationship is shown by the line with a triangle connecting the MModel and MAcru2000 objects. This relationship states that MAcru2000 "is a type of" MModel. This relationship allows any properties of the MModel "parent" object to be given to the "child" MAcru2000 object. Any differences in the two objects would be listed only as needed in the "child" objects. This inheritance relationship creates a very efficient method of sharing similar traits between objects and including differences only where they are needed for modeling requirements.
The aggregation relationship is shown as a line ending in a diamond connecting the "part of " of object with the "overall" object. Figure 5 shows that the AModelInput and AModelOutput objects are part of the MModel object so that a model object has two parts, an input system and an output system. Following along with the inheritance relationship, one can realize that by inheritance the MAcru2000 object also has an input and output system because it "inherits" them from its parent.
The "part of" and "type of" relationships form the basis by which the objects are designed in the ACRU2000 model. Other object relationships exist to express how one object may use another object to go about its necessary activities. These associations are often used by process objects that may transfer water or nutrients from one object to another. Figure 6 shows a UML design diagram for the process to remove nitrogen from a soil layer and transfer it into a plant. The PNPlantUptake object has an operation named flowNutrient() that will calculate the amount of nitrogen to be taken up from the CSoilSurfaceLayer and CHorizon objects and will transfer the nitrogen from the two objects (if available) into the plant (CGleamsVegetation) object. To adequately calculate the amount of nitrogen to transfer, this process object requires several data objects to be "owned" by other components. The arrows from the PNPlantUptake object to the CSoilSurfaceLayer and CHorizon objects express in the design (and later in the Java code) that the process will get information from these objects. The "uses data from" relationship along with the "part of" and "type of" relationships represent the most prevalent types of communication between objects. Almost all the subsequent design drawings in the ACRU2000 model utilize these three relationships.
With these basic object relationships, the ACRU2000 model was constructed. The ACRU2000 system is described by approximately 50 to 100 individual UML diagrams, each showing a different design view of the objects at various scales ranging from the overall model object level to the detailed root water uptake processes. The various diagrams are organized and stored within the Rational Rose Computer Aided Software Engineering (CASE) Software (Rational, 1998).
ADDING MODULES TO THE ACRU2000 MODELING SYSTEM
From a model development view, the ACRU2000 system is essentially composed of two sections, the object designs and the subsequent code development. In the objectoriented programming methodology, the object design occupies a large part of the project effort as a proper design will ensure that future additions will not cause problems for the current or future developers. Within the ACRU2000 model development team approximately 80% of the effort was in design with only 20% being used for coding and program debugging. As in most engineering efforts, a good design will eliminate potential problems from occurring.
One of the fundamental objectives of the ACRU2000 model was to be expansionfriendly. New modules (defined in this paper as groups of objects with a common overall purpose) are added in a systematic and orderly fashion with minimal impact on existing code modules. To achieve this goal, a methodology has been formulated to systematically guide potential developers through the various stages from preliminary cooperation to object designing to final code generation, testing and validation. The methodology in developing new objects and modules is shown by the following steps:
(1) Define partnership roles between development groups (2) Define the problem and objectives of the module addition (3) Propose objects to be included in ACRU2000.
(4) Review relevant existing UML designs in ACRU2000 (5) Propose additions to current ACRU2000 UML designs (6) Implement design additions in the Java language (7) Test new objects for correct operation (8) Validate the model with observed data This methodology is not a linear one where each step is started and then completed before moving on to the next phase. All of the stages are iterative in that as a group learns and modifies its modeling approach, certain steps may be re-visited to sharpen the overall product. For example, a group may alter some of its proposed additions to the ACRU2000 design as it advances in its skill in developing object-oriented designs.
As the ACRU2000 development methodology is made to be cycled and revised, it is easy to improve and change designs to meet changing demands. The following sections describe steps (1) through (6) as the last two stages are well covered in the literature. Each of these stages are not attempted in isolation as communication of ideas among developers allows for rigorous "thought" testing of object concepts.
Defining Partnership Roles
This first step is one of the most important in creating useful communication and teamwork between development groups to meet research objectives. Communication is very important as one would find it difficult to work in isolation with object-oriented concepts. Setting up specific roles and ground rules between groups can help to devise a practical research plan. Some of the following questions could be answered in the collaborative research plan.
! What are the objectives of the research collaboration? ! What research objectives are shared among the research groups and which are exclusive to each research group? ! What are the benefits for each participating group? ! Which participants will be responsible for certain deliverables?
Define the problem and objectives of the module addition This step is very important as the clear definition of the problem and objectives is essential to good object designing. Developers are asked to explain their module's purpose in normal words and phrases. The "how" or "when" questions are less important than the "what" question. The developers are not to go into detail unless the descriptions aid in quantifying the overall behaviour of the objects in the module. Later design steps allow for the detail in designing individual processes.
Propose objects to be included in ACRU2000.
The developers, choose their components and processes of interest (usually derived from the nouns and verbs from the last step). At this stage, it is important not to be detailed as to exactly "how" each object will work. Later steps will allow developers isolate individual objects for detailed design and later code construction.
Review relevant existing UML designs in ACRU2000
After the developers have formulated what components and processes will be required, they should review the basic object oriented terminology and its application in the ACRU2000 model design. The developer will review selected ACRU2000 object designs that have relevance to their specific research objectives along with their initially identified objects from the previous steps. Using the existing UML diagrams to guide their additions, users can review the existing objects and propose new objects where required.
Propose additions to current ACRU2000 UML designs
Once the developers have selected their objects and reviewed existing UML designs, new diagrams can be constructed to design the various objects for the addition. Figure  6 shows a typical design template for a process object. The ProcessObject has relationships with other components (for example, CRelatedComponents1 and 2) as required to fulfill the developer's objectives. Any data objects that are required by the process object to be present in the component objects are detailed in the note box below the process object. Many of these diagrams will be created by model developers to describe the various relationships between objects. CASE Tools such as the Rational Rose software package (Rational, 1998) can be are used to manage these many drawings. These UML diagrams are critical to translating the drawings into the Java code files and then compiled into the class files to be accessed in ACRU2000 model.
Implement design additions in the Java language
The next step after objects have been designed and linked via UML designs with other objects is the creation of Java code to implement the objects into Java classes and usable in the ACRU2000 model. The java language was designed from the start to be object-oriented and provides all the required capabilities to successfully implement designs into code. The UML template in Figure 7 can be systematically translated into java code. Many objects can be constructed from other existing objects and changed only slightly to achieve new uses. This "code re-use" is a regular characteristic of object-oriented design and can be utilized without special software. Once again the level of java code generation depends directly upon the research objectives of the development group.
Discussion
This project provided significant challenges to the ACRU2000 development team as it forced old ideas and beliefs about model construction to be reviewed and reengineered with new computer science-based concepts. The "learning curve" was quite steep for the initial developers but as more of the team became conversant in the design concepts the initial learning periods became shorter for each new person. As this project has been carried out, it was found that users with no experience in computers or programming were some of the fastest adopters of the object-oriented methodology. Traditional functional programming does not provide useful experience as programmers often must "unlearn" many habits to interact with the new code designs. The overall UML/Java approach does not reward "quick fix" or "ad hoc" code development but favours a systematic development process where design and integration plays the primary role in development.
Once the ACRU2000 model was constructed, it was tested against a previous FORTRAN version of ACRU on test watersheds to verify that results were at least as good as the previous system. Both external and internal state variables were analyzed and the new model was "re-validated" on a large local river catchment. The details of this effort are described in ASAE paper #012031. In addition, significant expansion of this modeling system has already taken place for simulation of nitrogen and phosphorous transport (ASAE paper #012085) as well as herbivore, vegetation and fire systems (ASAE paper #017025).
Over its history, the ACRU model has been refined and changed so that it can better serve the needs of the hydrological community. As subsequent changes and alterations began to limit the capability of the current ACRUv300 framework, the ACRU2000 modelling system was developed to be a modular and expansion-friendly system that allows both current advances in spatial modelling as well as upcoming advances in catchment management. This innovative approach used object oriented programming design and code development to manage the various components that occur in hydrological systems.
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