Web services (WSs) 
Introduction
In the past decades, the evolution of software systems observes continuous growth of the complexity levels and the maturation of the networks and protocols. The crossapplication integration and interoperability, the flexibility of implementation and reconfiguration became essential requirements for the modern architectural styles. The main challenge is to simplify the integration of software applications, regardless possible heterogeneity of implementing platforms, protocols, and devices. Service-Oriented Architecture (SOA) utilizes services as the fundamental elements in order to deliver low-cost, flexible, and scalable distributed applications [15] [22] . Web Services (WSs) are universally accessible software components advertised, discovered, and invoked over the Web [22] . The key aspect of this emerging paradigm is the use of standard technologies such as: Web Services Description Language (WSDL) [10] , Universal Description, Discovery, and Integration (UDDI) [4] and Simple Object Access Protocol (SOAP) [7] . These technologies aim to support the definition of services, their advertisement, and their binding for triggering purposes. The process-based composition of WSs is gaining a considerable momentum as an approach for the effective integration of distributed, heterogeneous, and autonomous applications [15] . Quality of service (QoS) is an important concern for Service-Based Applications (SBAs). QoS for WSs refers to various non-functional characteristics such as response time, throughput, availability and security [6] . Since many service providers provide similar services with common functionality, different WS processes can be composed satisfying the same user requirement. Users will discriminate these processes based on their QoS [28] . Also, WSs operate autonomously within a highly variable environment: the Web. As a result, their QoS may evolve relatively frequently to the dynamic and unpredictable nature of the execution environment (e.g., network resources, devices characteristics, etc.) [28] . In particular, during an execution of a composite service, the component services involved may change their QoS properties, others may become unavailable, and still others may emerge. For the above reasons, the management and assurance of the quality aspects of SBAs become of utmost importance. To achieve the desired quality of a SBA, different analytical quality assurance techniques can be applied. The goal of these techniques is to evaluate QoS and to uncover faults in the composed applications after their creation. One of the relevant techniques is testing. The goal of testing is to (systematically) execute services or SBAs in order to uncover failures. During testing, the service or SBA which is tested is fed with concrete inputs and the produced outputs are observed [21] [18] [2] . The observed outputs can deviate from the expected outputs with respect to functionality as well as QoS. When the observed outputs deviate from the expected outputs, a failure of the service or the SBA is uncovered. A special case of testing is simulation. The goal of the simulation is to emulate the conversational behaviour of atomic WSs participating in the composition. In this paper, we adopt a discrete-events simulation to test WS compositions. We introduce a modeling approach for SBAs. This approach enables analytical description of SBAs and allows QoS predictions in different status and conditions of the execution environment. We define a simple quality model for WSs focusing on essential properties of QoS that play a critical role for the effective management of WSs and that can be measured by simulation technique. The remainder of the paper is structured as follows: in Section 2, simulation issues are addressed. Experimental results are documented in Section 3. Related research is discussed in Section 4. This paper closes with concluding remarks and future work.
Discrete-events simulation modeling of SBAs
Simulation is an important testing technique, as it allows users to tune and to evaluate software systems without experiencing the cost of enacting them. In this work, we propose an SBA modeling approach that is oriented towards performance evaluation through discrete-events simulation. Discrete-events simulation is a kind of qualitative description of a dynamic system whose behaviour is event-driven. This technique is frequently used to analyze and predict the performance of real word systems. Given the evolution of the operation of a system, we can analyze its behaviour and evaluate appropriate quality measures. [26] and [11] are fundamental works about discrete-event systems diagnosis. Discrete-events simulation is suitable to model the behaviour of a SBA since it is composed of WSs which are decentralized and dynamic. The interactions between WSs can be modeled by a synchronized composition of several local models. To elaborate our simulation model for SBAs, we are based on the work presented in [20] that focuses on modeling distributed applications. We model an SBA as a combination of two types of entities: distributed application and network infrastructure entities. Our simulation model is shown in Figure 1 .
Distributed application modeling
The operation of distributed application is based on the client-server model. In this model, the client sends a set of requests to the server and the server sends a response • Processing: indicating data processing;
• Request: indicating invocation of a server process;
• Write: indicating data storage;
• Read: indicating data retrieval;
• Transfer: indicating data transfer between client and server processes;
• Synchronize: indicating replica synchronization.
Each process is executed on a processing node. Processing action indicates invocation of the processing unit of the corresponding node and is characterized by the amount of data to be processed. Request action indicates invocation of a server process and is characterized by the name of the server, the name of the WS, its invoked interface and the required inputs. Request action implies activation of the network, since the request and the reply must be transferred from the invoking to the invoked process, and vice versa. There are two available actions for data storing, read and write, which are characterized respectively by the amount of the stored and retrieved data and the invoked server. Observations and performance analysis of web services applications have proven that SOAP messages are small and simple [9] . Transfer action is used to indicate SOAP messages exchange between processes. Synchronize action is needed since replication of processes and data is a common practice in such distributed applications. Synchronize action parameters include the process replicas that must be synchronized and the amount of transferred data.
To describe the operation of a SBA, we proceed by transforming the process behaviour written in BPEL into discrete-event actions. BPEL is a standard proposed by IBM and Microsoft along with several other companies to model composed Web services [1] . BPEL defines a grammar for describing the behaviour of a WS process. It is composed of fifteen activity types, some of them are basic activities and the others are structured activities. Among the basic activities, the most important ones are the following:
• The <receive> activity: is for accepting the triggering message from another Web service;
• The <reply> activity: is for returning the response to its requestor;
• The <invoke> activity: is for invoking another Web service.
The structured activities define the execution orders of the activities inside their scopes. For example:
• The <sequence> activity: defines the sequential order of the activities inside its scope;
• The <flow> activity: defines the concurrent relations of the activities inside its scope.
Each activity can be translated into the discrete-event formalism as one or several actions. Basic activities involve processing, request and data storing actions, while structured ones involve transfer and synchronize actions.
Network infrastructure modeling
In the proposed modeling scheme, the network infrastructure is considered as a collection of individual networks and internetworks, exchanging messages through relay nodes (active communication devices e.g. routers and switches). Communication element entity represents protocol suites (i.e. routing protocols (OSI layers 2 and 3) and peer-to-peer protocols (OSI layers 4-7) ). According to the SOA, communication between processes is performed through exchanging SOAP messages. Figure 2 illustrates one way of making a remote call using SOAP in OSI network reference model [5] . First at application level, a native data object needs to be serialized into XML as SOAP request. Then, the SOAP message is passed to HTTP level. The HTTP layer, on the client-side, needs to 'handshake' with service-side by sending a 'POST' request. This request initiated a TCP connection. Once receiving 'HTTP: ACK', the client-side HTTP begins to send the whole SOAP message via TCP/IP. The SOAP message may be partitioned into a set of small segments at TCP layer. Appropriate headers and footers are attached to each segment as the segments are passed through Transport, Network, Data Link layers, until reaching the Network Interface Card (NIC) at the physical layer. The NIC is responsible for putting the packages onto the wire at a specific speed (network bandwidth) to next network device (such as router or switch), till server NIC [5] . The path from bottom (physical layer) to the top (application layer) on the service-side is opposite to the process on the clientside: the received packages are unpacked at each layer and forwarded to next layer for further retrieving.
Figure 2. Sending a SOAP request under OSI

Our simulation tool
We have conducted simulation experiments using NS-2 simulator [13] . NS-2 is a discrete-events simulator; its code is written in C++ with an OTcl interpreter as a front end. NS-2 is targeted at networking research. It provides substantial support for simulation of TCP, routing, and multicast protocols over wired and wireless networks. The main advantages of such an object-oriented simulator are reusability and easy maintenance. To support SBA simulation, we have extended the C++ class hierarchy in order to implement HTTP, SMTP and SOAP protocols. Our SBA Simulator (SBAS) is modular and includes: a graphical user interface, a BPEL generator, a simulation model generator, a models library and NS-2 simulator. The architecture of SBAS is presented in Figure 3 . User specifies the SBA under study using activity diagrams. SBAS constructs corresponding BPEL model. Simulation model is implemented as actions organized in the object hierarchy of the NS-2 simulator. When simulation has been completed, results are collected and subjected to output QoS analysis. 
Experimentation
As a running example, we use the Travel Planner (TP) composite service, whose BPEL code is sketched in Figure  4 , while Figure 5 illustrates the corresponding activity diagram with its abstract services. Simulation experiments were conducted in the testing platform described in Figure 6 . This platform consists of two identical 1.86GHz CPUs machines connected via 100Mbps LAN. In this paper,we focus on evaluating only response time. Other QoS parameters (e.g., reliability, availability and scalability) are described and analyzed in our previous works [12] . Response Time corresponds to the total time needed by a WS to transform a set of inputs into outputs. Response Time (RT) for a service (s) can be computed as follows:
RT(s) = ST(s) + DT(s)
• Service Time (ST) is the time that the WS takes to perform its task.
• Delay Time (DT) is the time taken to send/receive SOAP messages.
DT(s) =T msgT rans (s) + T synch (s) + T app (s)
-T msgT rans represents the total cost to transfer a specific amount of messages over network;
-T synch represents the overhead of the extra synchronization required by protocols;
-T app represents the time spent in business logic at application level.
For more details about T msgT rans , T synch and T app modeling see the work described in [9] . We have performed a set of simulation experiments, and we have considered the average value. Our simulation results are summarized in Figure 7 and we conclude that service "BikeRental" is the fastest and the most scalable one among all tested WSs. "CarRental" service poses time problems so it must be changed.
Figure 7. Simulation results
Related work
To achieve the desired quality of an SBA, different analytical quality assurance techniques can be employed. The goal of these techniques is to evaluate QoS and to uncover faults in the SBA after it has been created. The review of relevant literature in the field of quality assurance for SBAs shows three major classes of analytical techniques and methods: (i) Testing, the goal of which is to (systematically) execute services or SBAs with predefined inputs in order to uncover failures, (ii) Monitoring, which observes services or SBAs as well as their context during their current execution, (iii) Static analysis, the aim of which is to systematically examine (without execution) an artifact (e.g., a service specification) in order to determine certain properties or to ascertain that some predefined properties are met. These classes have been proposed in the software quality assurance literature (e.g., see [21] and [18] ) and have been used in a recent overview of quality assurance approaches for SBAs [2] . There have been numerous efforts by leading research groups to use monitoring and static analysis to evaluate QoS and to discover problems in SBA execution. Relevant works in the area of SBAs monitoring are: [23] [6] [3] [27] , etc. Static analysis is adopted in [25] [14] [24], etc. In this work, testing technique is used for analyzing the efficiency of SBAs. We adopt simulation approach to test SBAs. Simulation allows us to predict system performance in different status and load conditions of the execution environment. The predicted results are used to provide feedback on the efficiency of the system. Simulating Web processes for performance evaluation is a research area with little previous work. Works in simulation that are the closest to ours are described by [19] [8] and [16] . [19] proposes a model-theoretic semantics as well as distributed operational semantics that can be used for simulation, validation, verification, automated composition and enactment of DAML-S-described SBAs. To provide a fully service description, Narayanan and McIlraith use the machinery of situation calculus and its execution behaviour described with Petri Nets. They use the simulation and modeling environment KarmaSIM to translate DAML-S markups to situation calculus and Petri Nets. In this work, three verification problems are simulated and analyzed: reachability, liveness and existence of deadlocks. Use of simulation for WSs is described also in [8] . This work focused on problems related to SBA specification, evaluation and execution using Service Composition and Execution Tool (SCET). SCET allows to compose statically a WS process with WSFL and to generate simulation model that can be processed by the JSIM simulation environment. In this work, Chandrasekaran et al. have enhanced WSFL to include QoS estimates obtained by performing simulation tests. Only the QoS response time dimension is supported by the implementation of JSIM [8] . In contrast to our approach, both [19] and [8] don't consider execution environment information in simulation model. [16] presents a framework whose aim is to support the development of self-optimizing, predictive and autonomic systems for WS architectures. It adopts a simulation-based methodology, which allows predicting system QoS in different status and load conditions. In contrast to [19] and [8] , this work considers execution environment information in simulation model. This work focuses on simulating only atomic WSs. Also it proposes only one possible QoS optimization that is response time minimization. Enhancements are needed to simulate SBAs and to add more optimization rules for QoS parameters.
Conclusion
We have presented a discrete-events simulation approach for testing SBAs. We have contributed in the definition of a simulation model for SBAs. The proposed model is composed of two types of entities: distributed application and network infrastructure.
Both are described in terms of their elementary components. Distributed application is described by a set of primitive actions: Processing, Request, Write, Read, Transfer and Synchronize. Network infrastructure is considered as a collection of individual networks and internetworks, exchanging messages. Our modeling approach is oriented towards QoS evaluation. A simulation tool has been constructed for this purpose. To show the effectiveness of our approach, we have conducted a set of simulation experiments. One possible extension of our work is the support of dynamic adaptations of SBAs. This requires specific testing and analysis techniques to verify the adaptation behaviour.
