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Abstract
We study the problem of learning-augmented predictive linear quadratic control.
Our goal is to design a controller that balances consistency, which measures the
competitive ratio when predictions are accurate, and robustness, which bounds
the competitive ratio when predictions are inaccurate. We propose a novel λ-
confident controller and prove that it maintains a competitive ratio upper bound of
1 +min{O(λ2ε) +O(1− λ)2, O(1) +O(λ2)} where λ ∈ [0, 1] is a trust parameter
set based on the confidence in the predictions, and ε is the prediction error. Further,
we design a self-tuning policy that adaptively learns the trust parameter λ with a regret
that depends on ε and the variation of perturbations and predictions.
1 Introduction
One consequence of the success of machine learning is that accurate predictions are
available for many online decision and control problems. Such predictions are powerful
because future information plays a significant role in optimizing the current control decision.
The availability of accurate future predictions can potentially lead to order-of-magnitude
performance improvement in many decision and control problems, where one can simply
plug-in the predictions and achieve consistency, i.e. near optimal performance when
compared to the best control actions in hindsight. However, an important caveat is that
the predictions are helpful only when they are accurate, which is not guaranteed in many
practical scenarios. In the case when the predictions are not accurate, the consequences
can be catastrophic, leading to worst-case performance, e.g. an unbounded competitive
ratio. Thus, the use of predictions provides a sharp contrast to the approaches developed by
the online algorithm community, where the algorithms have access to no future prediction,
yet can be robust to all future variations and achieve a finite competitive ratio. However, to
achieve robustness such algorithms miss out on the improvements possible when accurate
predictions are available.
























The two classes of algorithms described above can be viewed as two extremes: one
trusts predictions and achieves consistency, while the other ignores predictions and achieves
robustness. Recently, there has been significant interest in unifying these two perspectives,
with the goal of developing algorithms that balance between consistency and robustness.
To this point, progress has been made in a few online algorithms settings, e.g., the ski-rental,
online matching, non-clairvoyant scheduling problems [15, 17, 22, 4, 7, 6, 5]. In these
settings, algorithms have been designed that can achieve near-optimal performance when
the prediction error is small while also maintaining robustness when the prediction error is
large. These results represent a promising start and motivate the investigation of trade-offs
between robustness and consistency in broader settings.
In this paper, we initiate the study of the trade-off between robustness and consistency in
control. In particular we ask: Can a policy (optimally) balance consistency and robustness
in linear quadratic control? The task of balancing between robustness and consistency in
control is fundamentally different from the problems studied previously in the literature
on robustness and consistency because of the existence of dynamics, which means that a
mistake in one step can be magnified and impact all future steps.
Contributions. We design a novel online control algorithm, termed λ-confident control,
and prove that it provides a competitive ratio of 1+min{O(λ2ε)+O(1−λ)2, O(1)+O(λ2)}
where λ ∈ [0, 1] is a trust parameter set based on the confidence in the predictions, and ε is
the prediction error (Theorem 3.2). This result immediately suggests that, to minimize the
competitive ratio bound, one should use big λ (i.e., have more trust in predictions) when ε is
small, and small λ (i.e., have less trust in predictions) when ε is large. This highlights that
a fixed λ cannot simultaneously enjoy a small competitive ratio for both cases with small
and large prediction error, i.e., cannot be both robust and consistent. Therefore, we provide
an adaptive, self-tuning learning policy that selects λ so as to learn the optimal parameter
for the realized prediction error. We prove that the self-tuning policy maintains a regret that
depends on the variation of system perturbation and prediction error (Theorem 4.1) and also
maintains a competitive ratio bound of the form 1+O(ε)/ (O(1) +O(ε))+O(µVar) where
µVar measures the variation of perturbations and predictions (Corollary 4.1). Different from
classical online learning models, the cost function in our problem depends on previous
actions via a linear dynamical system (see (1)). To tackle this time-coupling structure,
we develop a new proof technique by relating the regret with the convergence rate of the
trust parameter. We demonstrate the effectiveness of this self-tuning approach using two
examples: a robotic tracking problem and an EV charging problem in Section 5. In both
cases, we illustrate that the competitive ratio of the self-tuning policy performs nearly as
well as the lower envelope formed by picking multiple trust parameters optimally offline.
Related Work. Our work contributes to the growing literature on learning-augmented
algorithm design focusing on ensuring robustness and consistency, while also connecting
to the literatures on robust control and adaptive control.
Robustness and Consistency. Our work is related to recent works focusing on the
robustness and consistency trade-off in online caching [15], ski-rental [4, 17, 22, 7], online
set cover [7], secretary and online matching [6], metric task systems [5]. Compared to
these works, we consider a fundamentally different continuous control setting, where the
existence of dynamics couples all decision points, and a mistake can be magnified and
propagated to all future time steps.
Robust Control. Robust control is a large area that concerns the design of controllers
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with performance guarantees that are robust against model uncertainty or adversarial
disturbances [11]. Tools of robust control includeH∞ synthesis [10, 25] and robust Model
Predictive Control (MPC) [8]. Compared to the robust control literature, our work also
considers robustness but our main focus on balancing between robustness and consistency
in a predictive control setting. Further, we focus on the metrics of competitive ratio and
regret, which is different from the typical performance measures in the robust control
literature like system norms [25].
Adaptive Control. Our self-tuning control in Section 4 falls into the category of adaptive
control. There is a rich body of literature studying Lyapunov stability and asymptotic
convergence in adaptive control theory [21]. Recently, there has been increasing interest
in studying adaptive control with non-asymptotic metrics from learning theory. Typical
results guarantee convergence in finite time horizons, such as regret [1, 20, 9, 2], dynamic
regret [24, 14], and competitive ratio [19, 23]. Different from these works, this paper
deploys an adaptive policy with the goal of balancing robustness and consistency.
2 Problem Setting
We consider a Linear Quadratic Control (LQC) model. Throughout this paper, ‖ · ‖ denotes
the `2-norm for vectors and the matrix norm induced by the `2-norm. Denote by xt ∈ Rn
and ut ∈ Rm the system state and action at each time t. We consider a linear dynamic
system with adversarial perturbations,
xt+1 = Axt +But + wt, for t = 0, . . . , T − 1, (1)
where A ∈ Rn×n and B ∈ Rn×m, and wt ∈ Rn denotes some unknown perturbation
chosen adversarially. We make the standard assumption that the pair (A,B) is stabilizable.
Without loss of generality, we also assume the system is initialized with some fixed x0 ∈ Rn.




(x>t Qxt + u
>
t Rut) + xTPxT
where Q,R  0 are positive definite matrices, and P is the solution of the following
discrete algebraic Riccati equation (DARE), which must exist because (A,B) is stabilizable
and Q,R  0 [11].
P = Q+ A>PA− A>PB(R +B>PB)−1B>PA.
Given P , we can define K := (R + B>PB)−1B>PA as the optimal LQC controller in
the case of no disturbance (wt = 0). Further, let F := A−BK be the closed-loop system
matrix when using ut = −Kxt as the controller. By [11], F must have a spectral radius
ρ(F ) less than 1. Therefore, Gelfand’s formula implies that there must exist a constant
C > 0, ρ ∈ (0, 1) s.t. ‖F t‖ ≤ Cρt,∀t ≥ 0. We further assume the matrix B has full row
rank.
Our focus is on predictive control, and we assume that at the beginning of the control
process, a sequence of predictions of the disturbances (ŵ0, . . . , ŵT−1) is given to the
decision maker. At time t, the decision maker observes xt, wt−1 and picks a decision
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ut; then, the environment picks wt, and the system transitions to the next step according
to (1). We emphasize that, at time t, the decision maker has no access to (wt, . . . , wT )
and their values may be different from the predictions (ŵt, . . . , ŵT ). Note that wt can be
adversarially chosen at each time t, adaptively.
In our model, there are two types of error. The first is caused by the perturbations
(w0, . . . , wT−1) and at each time t, the future perturbations (wt, . . . , wT−1) are unknown to
the controller. The second is the prediction error ε, due to the mismatch et := ŵt − wt
between the prediction wt and the perturbation ŵ at each time t = 1, . . . , T − 1. Formally,
we define













Remark 1. The prediction error is not defined as a form of classical mean squared error
for our problem. The reason is because the mismatch et at each time has different impact
on the system. Writing the prediction error as in (2) simplifies our analysis. In Section 5,
using experiments, we show that the competitive ratios (with a fixed “trust parameter”,
defined in 3.2) grow linearly in the prediction error ε defined in (2).
We assume that the perturbations (w0, . . . , wT−1) and predictions (ŵ0, . . . , ŵT−1) are
uniformly bounded, i.e., there exist w > 0 and ŵ > 0 such that ‖wt‖ ≤ w and ‖ŵt‖ ≤ ŵ
for all 0 ≤ t ≤ T − 1.
We use the competitive ratio to measure the performance of an online algorithm and
quantify the robustness and consistency of a policy. Specifically, let OPT be the offline
optimal cost when all the disturbances (wt)Tt=0 are known, and ALG be the cost achieved by
an online algorithm. Throughout this paper we assume OPT > 0. Then, the competitive
ratio for a given bound on the prediction error ε, CR(ε), is defined as the smallest constant
C ≥ 1 such that ALG ≤ C OPT for fixed A,B,Q,R and any adversarially and adaptively
chosen perturbations (w0, . . . , wT−1). An online algorithm is then said to be γ-robust if,
for any prediction error ε > 0, the competitive ratio satisfies CR(ε) ≤ γ, and an algorithm
is said to be β-consistent if the competitive ratio satisfies CR(0) ≤ β.
Before proceeding to our λ-confident algorithm, we first introduce two extreme
algorithm choices that have been studied previously: a myopic policy that we refer to as
1-confident control, which places full trust in the predictions, and a pure online strategy
that we refer to as 0-confident control, which places no trust in the predictions.
2.1 1-confident control.
The 1-confident policy is defined by a finite-time optimal control problem that trusts that
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)
s.t. (1) for all τ = t, . . . , T. (3)
With the obtained solution (ut, . . . , uT ), the control action ut at time t is fixed to be ut and
the other actions (ut+1, . . . , uT ) are discarded. We highlight the following result (Theorem
4
3.2 in [24]) that provides an explicit expression of the algorithm in (3), which can be viewed
as a form of Model Predictive Control (MPC).
Theorem 2.1 (Theorem 3.2 in [24]). With predictions (ŵ0, . . . , ŵT−1) fixed, the solution
ut of the algorithm in (3) can be expressed as











where F := A−B(R +B>PB)−1B>PA = A−BK.
2.2 0-confident control.
The 0-confident policy places no trust in the predictions, and synthesizes the controller by
assuming wt = 0, i.e., by ignoring the predictions. Formally, the policy is given by
ut = −Kxt, (5)
which recovers the optimal pure online policy in classical linear control theory [3].
3 Consistent and Robust Control
The goal of this paper is to develop a controller that performs near-optimally when
predictions are accurate (consistency) and meanwhile is robust when the prediction error
is large. Without adjustment, a myopic, 1-confident controller that puts full trust into the
predictions is consistent, but not robust. On the other hand, any purely online 0-confident
policy that ignores predictions is robust but not consistent.
The algorithms we present trade off between these extremes by including a “confi-
dence/trust level” for the predictions. In the first (warmup) algorithm, the policy starts out
confident in the predictions, but when a threshold of error is observed, the policy loses
confidence and begins to ignore predictions. This simple threshold-based policy highlights
that it is possible for a policy to be both robust and consistent. However, the result also
highlights the weakness of the standard notions of robustness and consistency since the
policy cannot make use of intermediate quality predictions and only performs well in the
extreme cases when predictions are either perfect or poor.
Thus, we move to considering a different approach, which we term λ-confident control.
This algorithm selects a confidence level λ that serves as a weight for a linear combination
between purely myopic 1-confident control and purely online 0-confident control. Our
main result shows that this policy provides a smooth trade-off between robustness and
consistency and, further, in Section 4, we show that the confidence level λ can be learned
online adaptively.
3.1 Warmup: Threshold-based control
We begin by presenting a simple threshold-based algorithm that can be both robust and
consistent, though it does not perform well for predictions of intermediate quality. This
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Algorithm 1: Threshold-based Control
Initialize δ = 0
for t = 0, . . . , T − 1 do
if δ < σ then











Compute ut with the best pure online algorithm AOnline
end
Update xt+1 = Axt +But + wt and δ ← δ + ‖ŵt − wt‖
end
distinction highlights that looking beyond the classical narrow definitions of robustness
and consistency is important when evaluating algorithms.
The threshold-based algorithm is described in Algorithm 1. It works by trusting
predictions (using 1-confident control update (4)) until a certain error threshold σ > 0 is
crossed and then ignoring predictions (using an online algorithm AOnline that attains a
(minimal) competitive ratio Cmin1 for all online algorithms that do not use predictions).
The following result shows that, with a small enough threshold, this algorithm is both
robust and consistent because, if predictions are perfect it trusts them entirely, but if there is
an error, it immediately begins to ignore predictions and matches the 0-confident controller
performance, which is optimal. A proof can be found in Appendix D.
Theorem 3.1. There exists a threshold parameter σ > 0 such that Algorithm 1 is 1-
consistent and (Cmin + o(1))-robust, where Cmin is the minimal competitive ratio of any
pure online algorithm.
While Algorithm 1 is optimally robust and consistent, it is unsatisfying because it does
not improve over the online algorithm unless predictions are perfect since in the proof,
we set the threshold parameter σ > 0 arbitrarily small to make the algorithm robust and
1-consistent and the definition of consistency and robustness only captures the behavior
of the competitive ratio CR(ε) for either ε = 0 or ε is large. As a result, in the remainder
of the paper we look beyond the extreme cases and prove results that apply for arbitrary
prediction error quality. In particular, we prove competitive ratio bounds that hold for
arbitrary ε, of which consistency and robustness are then special cases.
3.2 λ-confident control
We now present our main results, which focus on a policy that, like Algorithm 1, looks
to find a balance between the two extreme cases of 1-confident and 0-confident control.
However, instead of using a threshold to decide when to swap between them, the λ-confident
controller considers a linear combination of the two.
Specifically, the policy presented in Algorithm 2 works as follows. Given a trust
parameter 0 ≤ λ ≤ 1, it implements a linear combination of (4) and (5). Intuitively, the
1Note thatCmin is guaranteed to exist, as setting λ = 0 in Theorem 3.2 gives a constant 1+‖H‖/λmin(G)
competitive ratio bound for the 0-confident control update (5), therefore 1 ≤ Cmin ≤ 1 + ‖H‖/λmin(G).
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Algorithm 2: λ-confident Control
for t = 0, . . . , T − 1 do











Update xt+1 = Axt +But + wt
end
selection of λ allows a trade-off between consistency and robustness based on the extent to
which the predictions are trusted. Our main result shows a competitive ratio bound that is
consistent with this intuition. A proof is given in Appendix B.
Theorem 3.2. Under our model assumptions, with a fixed trust parameter λ > 0, the
λ-confident control in (6) has a worst-case competitive ratio of at most

















where H := B(R + B>PB)−1B>, OPT denotes the optimal cost, C > 0 is a constant
that depends on A,B,Q,R and


























From this result we see that λ-confident control is guaranteed to be
(
















-robust. This highlights a trade-off between
consistency and robustness such that if a large λ is used (i.e., predictions are trusted), then
consistency decreases to 1, while the robustness increases unboundedly. In contrast, when
a small λ is used (i.e., predictions are distrusted), the robustness of the policy converges to
the optimal value, but the consistency does not improve on the robustness value. Due to
the time-coupling structure in the control system, the mismatches et = ŵt −wt at different
times contribute unequally to the system. As a result, the prediction error ε in (7) is defined
as a weighed sum of (‖e0‖, . . . , ‖eT−1‖).
4 Self-Tuning λ-Confident Control
While the λ-confident control finds a balance between consistency and robustness, selecting
the optimal λ parameter requires knowledge of the quality of the predictions ε, which is
often not known in advance. In this section, we develop a self-tuning λ-confident control
approach that learns to tune λ in an online manner. We also provide an upper bound on
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Algorithm 3: Self-Tuning λ-Confident Control
for t = 0, . . . , T − 1 do
if t = 0 then
Initialize and choose λ0
else
Compute a trust parameter λt
λt =
∑t−1
s=0 (η(w; s, t− 1))
>H (η(ŵ; s, t− 1))∑t−1
s=0 (η(ŵ; s, t− 1))
>H (η(ŵ; s, t− 1))







Generate an action ut using λt-confident control (Algorithm 2)
Update xt+1 = Axt +But + wt
the regret of self-tuning λ-confident control, compared with using the best possible λ in
hindsight.
Our policy is described in Algorithm 3 and is a “follow the leader” approach [12, 13].
At each time t = 0, . . . , T − 1, it selects a λt in order to minimize the gap between ALG
and OPT in the previous t rounds and chooses an action using the trust parameter λt. Then
the state xt is updated to xt+1 using the linear system dynamic in (1) and this process
repeats. Note that the denominator of λt is zero if and only if η (ŵ; s, t− 1) = 0 for all s.
To make λt well-defined, we set λ = 1 for this case.
Before moving to the analysis of the algorithm, we describe the derivation of the
update rule of Algorithm 3 in more detail. Given previously observed perturbations
and predictions, the goal of the algorithm is to find a greedy λt that minimizes the






























P (wτ − λŵτ )
) ,
(8)
which is a quadratic function of λ. Rearranging the terms in (8) yields the choice of λt in
the self-tuning control scheme.
Convergence. We now move to the analysis of Algorithm 3. First, we study the
convergence of λt, which depends on the variation of the predictions ŵ := (ŵ0, . . . , ŵT−1)
and the true perturbationsw := (w0, . . . , wT−1), where we use a boldface letter to represent
a sequence of vectors. Specifically, our results are in terms of the variation of the predictions
and perturbations, which we define as follows. The self-variation µVAR(y) of a sequence
8






‖yτ − yτ+T−s‖ .
The goal of the self-tuning algorithm is to converge to the optimal trust parameter λ∗ for
the problem instance. To specify this formally, let ALG(λ0, . . . , λT−1) be the algorithmic
cost with adaptively chosen trust parameters λ0, . . . , λT−1 and denote by ALG(λ) the cost
with a fixed trust parameter λ. Then, λ∗ is defined as λ∗ := minλ∈R ALG(λ). Further, let
W (t) :=
∑t
s=0 η(ŵ; s, t)
>Hη(ŵ; s, t).
We can now state a bound on the convergence rate of λt to λ∗ under Algorithm 3. The
bound highlights that if the variation of the system perturbations and predictions is small,
then the trust parameter λt converges quickly to λ∗. A proof can be found in Appendix C.1.
Lemma 1. Assume W (T ) = Ω(T ) and λt ∈ [0, 1] for all t = 0, . . . , T − 1. Under our
model assumptions, the adaptively chosen trust parameters (λ0, . . . , λT ) by self-tuning
control satisfy that for any 1 < t ≤ T ,
|λt − λ∗| = O ((µVAR(w) + µVAR(ŵ)) /t.)
Regret and Competitiveness. Building on the convergence analysis, we now prove
bounds on the regret and competitive ratio of Algorithm 3. We first study the regret as
compared with the best, fixed trust parameter in hindsight, i.e., λ∗, whose corresponding
worst-case competitive ratio satisfies the upper bound given in Theorem 3.2. Denote
by Regret := ALG(λ0, . . . , λT−1) − ALG(λ∗) the static regret where (λ0, . . . , λT−1) are
the trust parameters selected by the self-tuning control scheme. Our main result is the
following, which is proven in Appendix C.2.
Theorem 4.1. AssumeW (T ) = Ω(T ) and λt ∈ [0, 1] for all t = 0, . . . , T − 1. Under our





To interpret this theorem, suppose the sequences of perturbations and predictions
satisfy:
‖ŵτ − ŵτ+T−s‖ ≤ ρ(s),
‖wτ − wτ+T−s‖ ≤ ρ(s), for any s ≥ 0, 0 ≤ τ ≤ s.
These bounds correspond to an assumption of smooth variation in the disturbances and the
predictions. Note that it is natural for the disturbances to vary smoothly in applications
such as tracking problems where the disturbances correspond to the trajectory and in such
situations one would expect the predictions to also vary smoothly. For example, machine
learning algorithms are often regularized to provide smooth predictions.
Given these smoothness bounds, we have that





To understand how this bound may look in particular applications, suppose we have
ρ(s) = O(1/s). In this case, regret is poly-logarithmic, i.e., Regret = O((log T )2). If ρ(s)
is exponential the regret is even smaller, i.e., if ρ(s) = O (rs) for some 0 < r < 1 then
Regret = O(1).
Finally, combining Theorem 4.1 with Theorem 3.2, which bounds the competitive
ratios for fixed trust parameters, we are able to provide an upper bound on the competitive
ratio of Algorithm 3 in the following corollary. A proof is included in Appendix C.3.
Corollary 4.1. AssumeW (T ) = Ω(T ) and λt ∈ [0, 1] for all t = 0, . . . , T − 1. Under our
model assumptions, the competitive ratio of Algorithm 3 is bounded by








where H , C OPT and ε are defined in Theorem 3.2.
5 Numerical Examples
We now illustrate our main results using numerical examples, which highlight the impact of
the trust parameter λ in λ-confident control and demonstrate the efficacy of the self-tuning
control algorithm.
5.1 Application 1: Robot tracking
Problem description. The first example we consider is a two-dimensional robot tracking
application [14, 23]. There is a robot controller following a fixed but unknown cloud-shaped
trajectory (see Figure 2 and 1), which is
yt :=
[
2 cos(πt/30) + cos(πt/5)
2 sin(πt/30) + sin(πt/5)
]
, t = 0, . . . , T − 1.
The robot controller’s location at time t+ 1, denoted by xt+1 ∈ R2, depends on its previous
location and its velocity vt ∈ R2 such that pt+1 = pt + 0.2vt and at each time t + 1, the
controller is able to apply an adjustment ut to modify its velocity such that vt+1 = vt+0.2ut.









+But + wt, with
A :=

1 0 0.2 0
0 1 0 0.2
0 0 1 0
0 0 0 1






 , and wt := Ayt − yt+1.
To track the trajectory, the controller sets
Q :=

0.01 0 0 0
0 0.01 0 0
0 0 0 0
0 0 0 0




Figure 1: Tracking trajectories and trust parameters (λ0, . . . , λT−1) of the self-tuning
control scheme (Left: low binomial prediction error with c = 0.005; middle: medium
prediction error with c = 0.05; right: high prediction error with c = 0.5 where c is a tuning
parameter defined in Appendix E.1).
Experimental results. In our first experiment, we demonstrate the convergence of the
self-tuning scheme in Algorithm 3. To mimic the worst-case error, random prediction
error is used. We then sample prediction error and implement our algorithm with several
error instances and choose the one the worst competitive ratio. The details of settings
can be found in Appendix E.1. To better simulate the task of tracking a trajectory and
make it easier to observe the tracking accuracy, we ignore the cost of increasing velocity
by setting R as a zero matrix for Figure 1 and Figure 2. In Figure 1, we observe that the
tracking trajectory generated by the self-tuning scheme converges to the unknown trajectory
(y1, . . . , yT ), regardless of the level of prediction error. We plot the tracking trajectories
every 60 time steps with a scaling parameter (defined in Appendix E.1) c = 0.005 (left),
c = 0.05 (mid) and c = 0.5 (right) respectively. In all cases, we observe convergence of the
trust parameters. Moreover, for a wide range of prediction error levels, without knowing
the prediction error level in advance, the scheme is able to automatically switch its mode
and become both consistent and robust by choosing an appropriate trust parameter λt to
accurately track the unknown trajectory. In Figure 2, we observe similar behavior when the
prediction error is generated from Gaussian distributions.
Next, we demonstrate the performance of self-tuning control and the impact of trust
parameters. In Figure 3, we depict the competitive ratios of theλ-confident control algorithm
described in Section 3.2 with varying trust parameters, together with the competitive ratios
of the self-tuning control scheme described in Algorithm 3. The label of the x-axis is the
prediction error ε (normalized by 103), defined in (7). We divide our results into two parts.
The left sub-figure in Figure 3 considers a low-error regime where we observe that the
competitive ratio of the self-tuning policy performs closely as the lower envelope formed
by picking multiple trust parameters optimally offline. The right sub-figure in Figure 3
shows the performance of self-tuning for the case when the prediction error is high. For
the high-error regime, the competitive ratio of the self-tuning control policy is close to
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Figure 2: Tracking trajectories and trust parameters (λ0, . . . , λT−1) of the self-tuning
control scheme (Left: low Gaussian prediction error with variance σ2 = 0.005; middle:
mediumGaussian prediction error with variance σ2 = 0.05; right: high Gaussian prediction
error with variance σ2 = 0.5).
those with the best fixed trust parameter.
Figure 3: Impact of trust parameters and performance of self-tuning control for robot
tracking.
5.2 Application 2: EV charging
Problem description. The second application we consider is an Electric Vehicle (EV)
charging problem. We consider a charging station with 10 chargers. Let xt be a vector in
R10+ , whose entries denote the accumulated uncharged energy for each charger at time t;
when a charger is not connected to an EV, we set the corresponding entry to be 0. The
charging controller at each time t decides a charging schedule ut in R10+ where each entry
in ut is the energy to be charged to the i-th charger. The canonical form of the system is
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xt+1 = Ixt −Dut + wt, where I is a 10× 10 identity matrix and D is a 10× 10 diagonal
matrix whose diagonal entry 0 ≤ Di ≤ 1 represents the charging efficiency coefficient.
The perturbation wt is defined as a length-10 vector, whose entry wt(i) = E when at time
t an EV arrives at charger i and demands energy E > 0; otherwise wt(i) = 0. Therefore
the perturbations (w0, . . . , wT−1) depend on the arrival of EVs and their energy demands.
The Q and R in our experiments are identity matrices.
Figure 4: Impact of trust parameters and performance of self-tuning control for EV
charging.
Experimental results. We show the performance of self-tuning control and the impact
of trust parameters for EV charging in Figure 4. The results are divided into two parts. The
left sub-figure considers a low-error regime and the right sub-figure shows the performance
of self-tuning for the case when the prediction error is high. For both regimes, the
competitive ratios of the self-tuning control policy perform nearly as well as the lower
envelope formed by picking multiple trust parameters optimally offline. We see in both
Figure 3 and Figure 4 that with fixed trust parameters, the competitive ratio is linear
in ε, matching what Theorem 3.2 indicates (in the sense of order in ε). Moreover, for
the self-tuning scheme, in both Figure 3 and Figure 4 we observe a competitive ratio
1+O(ε)/ (O(1) +O(ε)), which matches the competitive ratio bound given in Corollary 4.1
in order sense (in ε). Note that the prediction error for this experiment and the robot
tracking in Figure 3 is generated with different types of randomness; see Appendix E.1 for
details.
6 Concluding Remarks
We conclude with several open problems and potential future research directions. The
results in this work highlight a trade-off between robustness and consistency in linear
quadratic control problems wherein the system perturbations are adversarial and the
predictions of perturbations are inexact. We give a novel λ-confident control scheme, with
a trust parameter λ that reflects the confidence of the predictions and a corresponding
online policy to adaptively learn the trust parameter. We see no immediate ethical concerns
related to this paper.
There are many potential future directions that build on this work. First, we consider a
linear quadratic control problem in this paper, and an important extension will be to analyze
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the robustness and consistency of non-linear control systems. Second, our regret bound
(Theorem 4.1) and competitive results (Corollary 4.1) are not tight when the variation
of perturbations or predictions is high, therefore it is interesting to explore the idea in
“follow-the-regularized-leader” [18, 16] and understand if adding an extra regularizer in
the update rule of λ in self-tuning control can improve the convergence and/or the regret.
Finally, characterizing a tight trade-off between robustness and consistency for linear
quadratic control is of particular interest. For example, the results in [17, 22] together
imply a tight robustness and consistency trade-off for the ski-rental problem.
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Before proceeding to the proofs of our main results, we present some useful lemmas. We
first present a lemma below from [23] that characterizes the difference between the optimal
and the algorithmic costs.
Lemma 2 (Lemma 10 in [23]). For any ψt ∈ Rn, if at each time t = 0, . . . , T − 1,











then the gap between the optimal costOPT and the algorithm cost ALG induced by selecting





where H := B(R +B>PB)−1B> and F := A−HPA.
The next lemma describes the form of the optimal trust parameter.
Lemma 3. The optimal trust parameter λ∗ that minimizes ALG(λ)− OPT is λ∗ = λT .



















P (wτ − λŵτ )
) ,
(10)
implying that λ∗ = λT .
Next, we note that the static regret depends on the convergence of λt.














Proof of Lemma 4. Let ALG((λ0, . . . , λT−1)) and ALG(λT ) denote the corresponding
algorithm costs for using trust parameters (λ0, . . . , λT−1) and a fixed optimal trust parameter
λT in hindsight correspondingly. It follows that
ALG((λ0, . . . , λT−1))− ALG(λT ) ≤ ‖H‖
T−1∑
t=0











Lemma 5. Suppose two real sequences (V1, . . . , VT ) and (W1, . . . ,WT ) with Wt > 0
for all 1 ≤ t ≤ T , converge to VT and WT > 0 such that for any integer 1 ≤ t ≤ T ,

















where λt := max{Vt/Wt}.
Proof of Lemma 5. Based on the assumption, for any 1 ≤ t ≤ T , we have that∣∣∣∣ VtWt − VTWT
∣∣∣∣ = ∣∣∣∣VtWT − VTWtWtWT
















SinceWt 6= 0 for all 1 ≤ t ≤ T andWT 6= 0, the lemma follows.
Lemma 6. Suppose a sequence (A0, . . . , AT−1) satisfies that for any integer 0 ≤ s ≤ T−1,


































η(ŵ; s, t)>Hη(ŵ; s, t), and V (t) :=
t∑
s=0
η(w; s, t)>Hη(ŵ; s, t)
where













We first prove the following theorem.
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Theorem B.1. With a fixed trust parameter λ > 0, the λ-confident control in (6) has a
worst-case competitive ratio of at most

















where H := B(R + B>PB)−1B>, OPT denotes the optimal cost, C > 0 is a constant
that depends on A,B,Q,R and


























B.1 Proof of Theorem 3.2
Denote by ALG the cost induced by taking actions (u0, . . . , uT−1) in (6) and OPT the























Therefore, with a sequence of actions (u1, . . . , uT ) generated by the λ-confident control

















































































where et := ŵt −wT for all t = 0, . . . , T − 1. Moreover, denoting by x∗t and u∗t the offline











































∥∥x∗t+1 − wt∥∥2 + 12
T−1∑
t=0












‖x∗t‖2 + (λmin(P )− C) ‖x∗T‖2 (14)
for some constant 0 < D0 < min{λmin(P ), λmin(Q)/2} that depends on Q,R and K
where in (13), λmin(Q), λmin(R) and λmin(P ) are the smallest eigenvalues of positive



























Pwt+τ . Note thatF = A−BK andwe define ρ := 1+ρ(F )2 < 1
where ρ(F ) denotes the spectral radius of F . From Gelfand’s formula, there exists a






















































































































































































































for some constant C > 0 that depends on A,B,Q and R.
C Regret Analysis of Self-tuning Control




η(ŵ; s, t)>Hη(ŵ; s, t), and V (t) :=
t∑
s=0
η(w; s, t)>Hη(ŵ; s, t)
where














C.1 Proof of Lemma 1
In this section, we show the proof of Theorem 4.1 and Lemma 1. We begin with rewriting
λt − λT as below.
λt − λT =
V (t− 1)
W (t− 1)
− V (T − 1)












Applying Lemma 5, it suffices to prove that for any 1 ≤ t ≤ T ,
∣∣ 1
T













for some constants C1 > 0 and C2 > 0. In the sequel, we
show the bound on
∣∣ 1
T
V (T )− 1
t
V (t)
∣∣ and the bound on ∣∣ 1
T





























In the following, we deal with the terms (a) and (b) separately.
C.1.1 Upper bound on (a)
To bound the term (a) in (20), we notice that (a) can be regarded as a difference between
two algebraic means. Rewriting the first mean in (a), we get
T∑
s=0











































η(w; s, T )>Hη(ŵ; s, T )
where for notational convenience, for s ≤ T we have defined two series













We state a lemma below, which states that the sequence (η(ŵ; 0, T ), . . . , η(ŵ;T, T ))
satisfies the assumption in Lemma 6.
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Proof of Lemma 7. With s ≤ T , according to the definitions of η(w; s, T ), η(w;T, T ),
η(ŵ; s, T ) and η(ŵ;T, T ), we obtain












P (wτ − wτ+T−s) ,












P (ŵτ − ŵτ+T−s) ,
implying that
η(w;T, T )>Hη(ŵ;T, T )− η(w; s, T )>Hη(ŵ; s, T )
=η(w; s, T )>Hξ2 + ξ
>





























P (ŵτ − ŵτ+T−s)
By our model assumption, ‖wt‖ ≤ ω and ‖ŵt‖ ≤ w for all t = 0, . . . , T − 1. Then, there
exists some e > 0 such that the prediction error et = ŵt − wt satisfies et ≤ e for all
t = 0, . . . , T − 1. Note that F = A − BK and we define ρ := 1+ρ(F )
2
< 1 where ρ(F )
denotes the spectral radius of F . From Gelfand’s formula, there exists a constant C ≥ 0
such that ‖F t‖ ≤ Cρt for all t ≥ 0. The following holds for η(e; s, T ) and η(ŵ; s, T ):
‖η(ŵ; s, T )‖ ≤
s∑
τ=0






‖η(w; s, T )‖ ≤
s∑
τ=0










‖F τ‖ ‖P‖w +
s∑
τ=0













‖F τ‖ ‖P‖ŵ +
s∑
τ=0
















































(µVAR(ŵ) + µVAR(w)) (28)
where µVAR(x) :=
∑T
s=0 maxτ ‖xτ − xτ+T−s‖ denotes the self-variation of a sequence x.
C.1.2 Upper bound on (b)







η(w; s, t)>Hη(ŵ; s, t)−
t∑
s=0







η(w; s, T )>Hη(ŵ; s, t)−
t∑
s=0








η(w; s, T )>Hη(ŵ; s, t)−
t∑
s=0
η(w; s, t)>Hη(ŵ; s, t)
∣∣∣∣∣ . (29)






Pŵτ , we obtain∣∣∣∣∣
t∑
s=0
η(w; s, T )>Hη(ŵ; s, t)−
t∑
s=0

























η(w; s, T )>Hη(ŵ; s, t)−
t∑
s=0






















By our assumption, ‖wt‖ ≤ w and ‖ŵt‖ ≤ ŵ for all t = 0, . . . , T − 1. Therefore, for any







∥∥∥∥∥ ≤Cρt−s+1‖P‖ŵ1− ρ (32)
and








∥∥∥∥∥ ≤ C‖P‖w1− ρ . (33)
Plugging (32) and (33) into (30),∣∣∣∣∣
t∑
s=0
η(w; s, T )>Hη(ŵ; s, t)−
t∑
s=0

























Using the same argument, the following bound holds for (31):∣∣∣∣∣
t∑
s=0
η(w; s, T )>Hη(ŵ; s, t)−
t∑
s=0















η(w; s, t)>Hη(ŵ; s, t)−
t∑
s=0











Finally, together, (28) and (36) imply the following:∣∣∣∣ 1T V (T )− 1t V (t)














(µVAR(w) + µVAR(ŵ)) . (37)
The same argument also guarantees that∣∣∣∣ 1T W (T )− 1tW (t)















The following lemma together with (37) and (38) justify the conditions needed to apply
Lemma 5.









where C > 0 is some constant satisfying ‖F t‖ ≤ Cρt for all t ≥ 0.


























































First, based on our assumption, λt = V (t)/W (t) = Vt/Wt ≤ 1. Moreover,W (T )/T =
Ω(1). Therefore, using (37), (38), Lemma 5 and Lemma 8, (19) implies that for any
1 < t ≤ T ,


































C.2 Proof of Theorem 4.1
Using Lemma 7,
|λt − λT | ≤
C
t
(µVAR(w) + µVAR(ŵ)) , where C1 > 0 is some constant.









































































































C.3 Proof of Corollary 4.1
Denote by ALG(λ0, . . . , λT−1) the algorithmic cost of the self-tuning control scheme. We
have
ALG(λ0, . . . , λT−1)
OPT









































Moreover, Theorem 4.1 implies









combing which with (41), (40) gives the results.
D Proof of Theorem 3.1




t Qxt + u
>
t Rut + x
>
TPxT . Since
we can choose a threshold σ > 0 arbitrarily small, the error must exceed a threshold σ.
Without loss of generality, we suppose the accumulated error δ exceeds the threshold σ at
time s ≥ 0 and assume the predictions ŵt, 0 < t < s− 1 are accurate.













and use diacritical letters Ĵ , x̂ and û to denote the corresponding cost, action and state of
the threshold algorithm (Algorithm 1). We consider the best online algorithm (with no
predictions available) that minimizes its corresponding competitive ratio and use diacritical
letters J̃ , x̃ and ũ to denote the corresponding cost, action and state. The competitive ratio
of the best online algorithm is denoted by Cmin.
D.1 Upper Bound on Ĵ1
We first provide an upper bound on Ĵ1, the first portion of the total cost. For 1 ≤ t < s, the
threshold-based algorithm gives



















Lemma 10 in [23] implies
J1 = ALG(0 : T )− ALG(s : T )
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η>t Hηt + x
>
































































































η>t Hηt + x
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η>t Hηt + x
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Denote by ∆J1 :=




η>t Hηt + x
>































Since the following is true:
xs − x̂s =A(xs−1 − x̂s−1) +B(us−1 − ûs−1)




(F T )s−t−1B(R +BTPB)−1BTηt,
we have




If ‖xs‖ = O(1), then ∆J1 = O(1), else
∆J1
J1
≤ O(1) · ‖xs‖+O(1)
x>s Qxs
→ 0.
Therefore, as a conclusion, Ĵ1 can be bounded from above by
Ĵ1 ≤ J1 +O(1). (45)
D.2 Upper Bound on Ĵ2
For section D.1, we know that ‖xs − x̂s‖ = O(1). Let J̃2 denote the cost by running
1-confident algorithm from x̂s with correct prediction, and x̃t denote the state we get in the
procedure. Then
‖xt − x̃t‖ = ‖(A−BK)(xt−1 − x̃t−1)‖ = ‖F t−s(xs − x̃s)‖ = ‖F t−s(xs − x̂s)‖.
So
|J2 − J̃2| ≤|
T−1∑
t=s




(ũt − ut)TRut + uTt R(ũt − ut) + (ũt − ut)TR(ũt − ut)|








2‖F t−s‖‖xs − x̂s‖(‖Q‖‖xt‖+ ‖RK‖‖ut‖)
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2‖F t−s‖‖xs − x̂s‖(‖Q‖‖xt‖+ ‖RK‖‖ut‖)
b+ 2‖F T−s‖‖P‖‖‖xs − x̂s‖‖xT‖+O(1)
If ‖xt‖ = O(1) and ‖ut‖ = O(1) for all t, then
|J2 − J̃2| = O(1).
Otherwise, suppose xi1 , xi2 , . . . , xik and uj1 , uj2 , . . . , ujl are some functions of T , then
















Combine the two cases, we can conclude that
|J2 − J̃2| ≤ J2 +O(1). (46)
Therefore, from (45) and (46), we conclude that
Ĵ = Ĵ1+Ĵ2 ≤ J1+O(1)+CminJ̃2 ≤ J1+O(1)+Cmin(J2+O(1)) = CminJ+O(1). (47)
The proof completes by noticing that when the prediction error is zero and ŵt = wt for
all t = 0, . . . , T − 1, the accumulated error δ will always be 0 and since the threshold σ
is positive, the algorithm is always optimal and 1-consistent. As a result, Algorithm 1 is
1-consistent and (Cmin + o(1))-robust.
E Simulation Setups
Below, we provide settings in our experiments, including the details of experiments and the
choice of hyper-parameters.
E.1 Basic settings
We consider ŵt = wt + et at each time t = 0, . . . , T − 1 where wt is a perturbation; ŵt
is a prediction and et is an i.i.d. additive prediction noise. To illustrate the effects of
randomness for simulating the worst-case performance, we consider two types of noise in
the two case studies presented in Section 5 respectively. For the robot tracking case, we set
et = cX whereX ∼ B(10, 0.5) is a binomial random variable with 10 trials and a success
probability 0.5 and c > 0 is a scaling parameter. For the EV charging case, we set et = Y
whereX ∼ N(0, σ2) is a normal random variable with zero mean and σ2 is a variance that
can be varied to generate varying prediction error.
To simulate theworst-case performance of algorithms, in our experiments, we implement
the algorithms 5 times, with a new sequence of prediction noise generated at each time and
choose the worst one with the largest overall cost.
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Table 1: Hyper-parameters in the experiments.
Robot Tracking Value EV Charging Value
Number of Monte Carlo Tests 5 Number of Monte Carlo Tests 5
Prediction Error Type Binomial Prediction Error Type Gaussian
State Dimension n 4 State Dimension n 10
Action Dimensionm 2 Action Dimensionm 2
Time Horizon Length T Fig 2: T = 240 Time Horizon Length T 200
Fig 1: T = 240
Fig 3: T = 200
Initialized λ0 0.3 Charging Efficiency 1
Scaling parameter c Fig 3: c ∈ [0, 1] Variance σ2 σ2 ∈ [0, 10]
CPU Intel® i7-8850H CPU Intel® i7-8850H
Energy Demand E 5 (kWh)
Arrival Rate 0.2
E.2 Hyper-parameters
In Table 1, we list the detailed settings and the hyper-parameters used in our case studies.
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