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Il seguente lavoro di tesi è stato svolto presso l’azienda SensorDynamics AG 
(SD) [1] di Navacchio (PI) ed ha avuto come scopo quello di ideare, 
sviluppare e collaudare un sistema in grado di acquisire dai dispositivi 
integrati i segnali interni e di memorizzarli e visualizzarli su di un Personal 
Computer (PC). 
Obbiettivo primario è quello di poter osservare ed analizzare sia in tempo 
reale sia in una fase di post processing il comportamento dei vari dispositivi  
integrate su di un unico chip al fine di valutarne il corretto funzionamento. 
SD è un’azienda con sede a Lebring, Graz, in Austria, ma che presenta filiali 
in Germania (Itzehoe), Slovenia (Lubiana) e Italia (Navacchio, PI) e la cui 
attività si basa principalmente sullo sviluppo e realizzazione di: 
1. Sistemi integrati (ASIC – Application Specific Integrated Circuit) 
come interfaccia per sensori discreti; 
2. Sistemi su singolo package che integrano insieme ASIC e sensore 
stesso e che vengono indicati con il nome di Micro-Electro-
Mechanical Systems (MEMS). 
Questi prodotti sono rivolti al mercato dell’automotive e i sensori MEM 
realizzati spaziano su varie applicazioni di misura (accelerometri, 
flussometri, giroscopi, etc…). 
Il campo di interesse principale di SD è quello della realizzazione di sistemi 
integrati su unico package (SiP – System in Package) che ha il vantaggio di 
ridurre le dimensioni del sistema, i costi di produzione e, soprattutto, di 
ottenere maggiori prestazioni (le connessioni presenti sono decisamente più 
brevi per cui vi è un minor degrado dei segnali). Quest’ultima caratteristica è 
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particolarmente importante in un settore come quello della sensoristica dove 
i segnali devono essere i più fedeli possibili alle grandezze monitorate. 
Di contro il SiP (o modulo) risulta essere un sistema estremamente 
complesso, composto da varie Intellectual Property (IP), che presenta al suo 
interno un elevato numero di segnali non accessibili dal mondo esterno data 
la limitata quantità di pin disponibili sul package.  
Questo implica notevoli limitazioni nella verifica comportamentale del chip 
realizzato in quanto non tutto è osservabile o prevedibile attraverso le 
simulazioni. D’altro canto analizzare i segnali interni al dispositivo in fase di 
test e di funzionamento risulta essere molto importante per conoscere come i 
vari segnali presenti nel modulo rispondono alle sollecitazioni e ad eventuali 
disturbi. Questo è particolarmente vero in sistemi laddove la logica digitale è 
integrata assieme all’interfaccia analogica ed ai sensori i cui segnali possono 
essere composti da sollecitazioni meccaniche, termiche ed elettromagnetiche. 
Da qui è nata la necessità di realizzare un sistema in grado di prelevare i 
segnali che risultano, di volta in volta, essere i più interessanti a seconda 
delle verifiche che si vogliono ottenere, senza però pesare sulle dimensioni 
del SiP stesso.  
 
In prima analisi si è svolta una ricerca di mercato per valutare se era già 
presente un dispositivo in grado di soddisfare le richieste dell’azienda. 
L’attenzione è ricaduta su tre prodotti che, tuttavia, si sono rivelati non 
adatti alle specifiche di SD: 
1) DS-51 della Ceibo [2]; 
2) DiaLite della Temento Systems [3]; 
3) MAMon, realizzato da un gruppo di ricercatori della Mälarden 
Univesity of Västeras (Svezia) [4]. 
Come si vedrà maggiormente in dettaglio il primo dispositivo, compatibile 
con la famiglia dei processori 8051 (sui quali si basano gli attuali ASIC 
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prodotti da SD), è un emulatore real time collegato al PC tramite porta 
seriale. 
Il DiaLite invece prevede l’aggiunta in fase di progettazione di un IP 
all’interno di un Sistem-on-a-Chip (SoC) e permette di monitorare in tempo 
reale le funzionalità del Device Under Test (DUT). 
Infine il MAMon è un sistema di monitoraggio una componente software e  
una hardware simile a quella implementata nel DiaLite e chiamata Probe 
Unit. MAMon permette di analizzare l’andamento dei segnali interni al SoC 
che, tuttavia, risultano essere selezionabili solo durante la fase di 
progettazione della Probe Unit.  
Una delle prerogative che hanno portato a scartare questi prodotti risiede nel 
fatto che SD vuole poter analizzare i suoi integrati durante la normale fase di 
funzionamento e con l’utilizzo di due soli pin. Al contrario i tre sistemi visti 
hanno bisogno di un numero considerevole di pin dedicati con il 
conseguente aumento dell’ingombro degli ASIC da testare e limitano 
l’analisi a modalità di test. 
 
La scelta fatta da SD è stata quella di integrare all’interno degli ASIC di 
condizionamento del segnale presenti nei loro SiP un IP configurabile in 
grado di accedere al BUS interno (di tipo AMBA BUS APB) così da poter 
prelevare i segnali di interesse (scelti attraverso la configurazione del 
modulo). 
La configurazione avviene attraverso PC per via seriale mentre i dati sono 
portati all’esterno del SiP attraverso due pin. Su di uno è presente il clock 
per il trasferimento dei dati mentre sull’altro vengono inviati per via seriale i 
dati stessi. 
Il lavoro di tesi si è per cui rivolto alla realizzazione di un dispositivo 
programmabile attraverso un PC in grado di elaborare e visualizzare, su di 
un’interfaccia grafica user-friendly, i dati provenienti dal SiP. 
In particolare si sono previste due modalità di funzionamento:  
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1) Oscilloscopio Virtuale; 
2) Snapshot. 
Nella prima viene riportato in tempo reale (Real Time) l’andamento dei 
segnali e viene offerto all’utente la possibilità di modificare le forme d’onda 
attraverso comandi che emulano i controlli disponibili su di un classico 
oscilloscopio. 
La seconda modalità invece permette l’acquisizione dei campioni all’interno 
di una memoria in modo da poter memorizzare una data finestra temporale a 
partire da un evento di trigger (finestra temporale che si può estendere anche 
a campioni precedenti l’evento). In questo modo è possibile scaricare i dati 
su PC, visualizzarli ed analizzarli attraverso un qualsiasi software di 
elaborazione matematica o di post-processing. 
L’ADSI (così è stato chiamato il sistema realizzato, acronimo di Advanced 
Digital Signal Inspector) è composta da una componente hardware, basata 
su dispositivo programmabile FPGA in cui è stato implementata una 
cpu8051, dal relativo firmware e da una componente software su PC. 
 
 
Nel capitolo 1 verranno indicati i requisiti di sistema in accordo con le 
specifiche richieste da SD e con i segnali prodotti dall’ASIC. Verrà inoltre 
fatta una panoramica sulle funzionalità dell’ADSI e sugli obbietti che si 
vogliono raggiungere con questo dispositivo motivando la scelta del tipo di 
hardware. Verrà svolta una breve analisi sui prodotti presenti sul mercato e, 
infine, sarà descritto il flusso di progetto seguito per la realizzazione 
dell’ADSI. 
Nel capitolo 2 saranno illustrate brevemente le possibili architetture con cui 
realizzare l’ADSI e verranno indicate le motivazioni che hanno determinato 
la scelta architetturale. Saranno poi descritti i vari blocchi logici che 
compongono l’ADSI e i relativi registri presenti nella cpu8051. Nello stesso 
capitolo sarà indicato il top-level dell’architettura e verranno descritti i vari 
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segnali di interconnessione tra i vari blocchi logici e il mondo esterno. Infine 
verrà affrontata una panoramica sulle operazioni di verifica e debug 
affrontate. 
Nel capitolo 3 verrà indicata la FPGA scelta in base alle specifiche, la 
sintesi dell’architettura, il suo mappaggio, il place and routing. Sarà 
affrontata la descrizione del setup elettrico della scheda e infine verrà 
eseguita una panoramica sui risultati di simulazione post sintesi. 
Nel capitolo 4 sarà preso in considerazione il firmware e la sua struttura, 
dedicando particolare attenzione al problema riscontrato nella velocità di 
trasferimento dati tra ADSI e PC. Verrà infine fatta una breve descrizione 
delle operazioni di self-test. 
Nel capitolo 5 verrà studiata la struttura del software e sarà descritta 
l’interfaccia grafica e il suo funzionamento. 
Nel capitolo 6 sarà preso in analisi un application case eseguito presso 
l’azienda e verranno commentati i risultati ottenuti. 
Nel capitolo 7 infine si descriverà la realizzazione di una versione 
dell’ADSI che presenta l’aggiunta di un convertitore analogico digitale. 
Verranno quindi indicate le modifiche apportate all’hardware, al firmware e 
al software al fine di rendere disponibile all’utente anche questa opzione. 
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1. Specifiche di progetto 
 
 
Le specifiche di sistema sono state imposte dalle necessità da parte di SD di 
analizzare i segnali presenti all’interno degli ASIC da loro prodotti. Questo 
ha comportato delle scelte ben definite per quanto riguarda l’interfaccia tra 
ADSI e ASIC. Inoltre obbiettivo principale è stato quello di rendere l’ADSI 
un sistema flessibile in grado di monitorare un’ampia gamma di ASIC, 
pronta anche per i dispositivi futuri. 
Non ultimo si è puntato a realizzare una struttura intuitiva per l’utente senza 
che questo ne limiti le potenzialità di controllo. 
 
 
1.1 Requisiti del sistema 
 
Prima di procedere con la stesura dei requisiti che il sistema deve soddisfare 
è opportuno indicare brevemente la struttura interna agli ASIC prodotti dalla 
SD facendo riferimento, in particolare, al modulo programmabile che 
seleziona i segnali da inviare all’ADSI. Da questi infatti hanno origine le 
specifiche legate alla ricezione dei dati e all’interfaccia tra il dispositivo 
sotto analisi e la scheda. 
 
1.1.1 Struttura del SiP under test 
 
I SiP realizzati da SD sono, come già accennato in precedenza, composti 
principalmente da uno o più sensori MEM e da un ASIC per il 
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condizionamento del segnale contenente diversi IP collegati tra loro 
attraverso un BUS (Figura 1.1). 
Tra tutti i vari core presenti nell’ASIC ne è stato implementato uno in grado 
di intercettare tutti i segnali disponibili sul BUS e di inviarli in via seriale su 
di un pin. Questo IP è stato chiamato APB Digital Monitoring Unit, ha una 
complessità inferiore ad 1 Kgate equivalete ed esegue le sue operazioni solo 
quando la CPU non lavora. 
Il nome di questo core deriva dal fatto che all’interno dell’ASIC si sfrutta 
una connessione composta da un AMBA bus APB. 
 
 
Figura 1.1 Schema a blocchi del SiP SD 
 
L’AMBA1  bus, di proprietà della ARM [5], costituisce uno standard che 
abbina la progettazione basata su microcontrollore e IP logiche con alte 
prestazioni in termini di velocità e qualità dei segnali. 
Gli AMBA bus si distinguono in tre categorie: 
a) Advanced High-performance Bus (AHB); 
b) Advanced System Bus (ASB); 
                                                 
1 Advanced Microcontroller Bus Architecture. 
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c) Advanced Peripheral Bus (APB). 
Nel nostro caso all’interno degli ASIC SD sono stati implementati bus di 
tipo APB in quanto questa soluzione garantisce bassi consumi e complessità 
architetturali ridotte. Inoltre sono ampiamente compatibili con le specifiche 
dei prodotti SD. 
I dati così prelevati dalla APB Digital Monitoring Unit sono otto canali a 32 
bit e vengono campionati, quantomeno nei SiP che fino ad ora sono stati 
implementati dalla SensorDynamics, con una frequenza massima di 50 
kHz2. Questi segnali possono indicare contenuti di registri, segnali di 
disturbo, segnali di tipo analogico, digitale o meccanico e i dati associati 
possono essere rappresentati in quattro differenti formati:. 
1) modulo con segno; 
2) complemento a due; 
3) registro di stato; 
4) unsigned. 
 
La loro trasmissione avviene verso l’ADSI per mezzo di un protocollo di 
comunicazione ideato dalla SD e fa uso, come già accennato, di due pin: il 
primo è utilizzato per inviare i dati mentre il secondo trasmette la frequenza 
di clock dell’ASIC (tipicamente di 20 MHz). 
La scelta dei canali da prelevare dall’AMBA bus avviene attraverso la 
configurazione della APB Digital Monitoring Unit. A tal fine si sfruttano 
altri due pin già disponibili sul SiP e che costituiscono la trasmissione e la 
ricezione di una porta di comunicazione UART TTL3 implementata 
all’interno dell’ASIC.  
                                                 
2 Frequenza, questa, sufficiente ad effettuare il condizionamento del segnale proveniente dal 
sensore. 
3 Transistor-Transistor Logic. Famiglia logica che presenta transistor sia in ingresso che in 
uscita. 
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Come vedremo in seguito, questa funzione di configurazione è stata 
integrata nell’ADSI in modo da poter operare attraverso un’unica interfaccia 
grafica sfruttando un solo cavo di comunicazione USB tra il PC e la scheda. 
 
1.1.2 Specifiche di sistema 
 
Le specifiche di sistema sono state definite dalla SensorDynamics e hanno 
influenzato sia la scelta hardware, sia quella software. 
Per quanto concerne l’hardware si è deciso di operare sfruttando una scheda 
commerciale basata su dispositivo programmabile FPGA (le motivazioni di 
tale scelta saranno trattate in seguito) che rispondesse alle seguenti 
caratteristiche: 
- costo inferiore ai 300 $ (è prevista la produzione di più di una 
scheda); 
- dimensioni non superiori a 100x150 mm (è utile che la scheda in sé 
abbia un ingombro limitato); 
- connessione USB (la maggior parte dei personal computer portatili 
presenti in commercio oramai si sono adattati a questo standard e 
sono privi di porte seriali o parallele); 
- Memoria esterna SRAM di 1 Mbyte (al fine di memorizzare i dati 
acquisiti); 
L’ADSI deve presentare una seconda porta seriale che la renda in grado di 
comunicare con l’ASIC. È stato richiesto inoltre che attraverso questa stessa 
porta si possa settare direttamente il chip under test così da eliminare la 
scomoda connessione di quest’ultimo con il PC. 
Inoltre sono stati richiesti una serie di LED di controllo al fine di valutare il 
corretto funzionamento della scheda in ogni istante di lavoro, e due segnali 
esterni, uno di ingresso e uno di uscita, per dare la possibilità all’utente di 
controllare l’acquisizione dei campioni in memoria attraverso un generatore 
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di trigger esterno alla scheda o, in maniera duale, per sincronizzare uno 
strumento di analisi esterno con il segnale acquisizione interno alla scheda. 
Questi ingressi/uscite sono stati implementati attraverso un connettore BNC4 
che rende possibile una comunicazione con i più importanti strumenti di 
laboratorio garantendo la fedeltà del segnale. 




Figura 1.2 Schema dei collegamenti dell’ADSI con il mondo esterno 
 
Si è scelto di implementare il nostro progetto attraverso una scheda basata 
su FPGA5 per il fatto che l’ADSI non prevede volumi di produzione tali da 
giustificare la realizzazione di ASIC dedicati. Inoltre è molto importante che 
l’ADSI si presenti come un sistema estremamente dinamico, aperto a 
eventuali modifiche. Questo è permesso dalla FPGA in quanto è un sistema 
facilmente riconfigurabile attraverso un PC dotato di apposito tool di sintesi. 
 
Da un punto di vista software SD ha richiesto un unico interfaccia grafico in 
grado di eseguire le seguenti operazioni: 
- configurare la APB Digital Monitoring Unit; 
- configurare l’ADSI; 
- visualizzare 4 tracce contenenti i dati provenienti dall’ASIC; 
                                                 
4 Bayonet Neill Concelman. 
5 Field Programmable Gate Array. 
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- scegliere i canali da visualizzare su queste quattro tracce e poter 
impostare la loro modalità di visualizzazione (introducendo eventuali 
offset, traslazione di segnale, frequenza di campionamento, evento di 
trigger, etc...); 
- configurare i parametri associati all’acquisizione dei canali nella 
memoria SRAM (trigger, finestra temporale d’acquisizione, 
frequenza di campionamento, etc...). 
Inoltre è stato richiesto che i dati memorizzati sulla SRAM potessero essere 
salvati sul disco rigido del computer in modo da poter essere studiati 
attraverso un’operazione di post-processing. 
 
1.1.3 Funzionalità dell’ADSI 
 
Riassumiamo ora quelle che sono le funzioni che SensorDynamics ha 
richiesto come caratteristiche dell’ADSI. 
Per prima cosa il nostro dispositivo deve essere in grado di ricevere e 
interpretare correttamente i dati provenienti dal DUT al fine di effettuare 
operazioni di debug e di analisi volte a qualificare il comportamento 
dell’ASIC. 
Degli otto canali ricevuti bisogna poi poter selezionare quali visualizzare 
nella modalità oscilloscopio virtuale e quali memorizzare sulla SRAM. 
Analizziamo in dettaglio il significato e l’utilità di queste due modalità: 
 
Oscilloscopio virtuale 
Prende il nome dal fatto che si vuole ottenere su PC la possibilità di 
monitorare i dati sfruttando un’interfaccia che ricordi quella di un 
oscilloscopio classico, offrendo all’utente anche controlli simili. 
A partire da questa considerazione SD vuole poter visualizzare sul monitor 
del pc quattro tracce a 8 bit contenenti i segnali associati a porzioni dei 
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canali ricevuti dall’ASIC. Questo implica la necessità di scegliere, oltre al 
canale, anche la porzione di 8 bit da visualizzare. 
Inoltre si offre la possibilità di selezionare su più tracce 
contemporaneamente lo stesso canale di modo che si possa vedere 
nell’insieme, per ogni canale, un numero di bit superiore ad 8 (fino ad un 
massimo di 32 bit, che corrisponde con l’acquisizione dell’intero canale). 
L’acquisizione dei campioni che compongono i segnali graficati avviene 
attraverso una frequenza che può essere selezionata, in base alla necessità, 
tra la frequenza di frame (che indica la fine di una trasmissione da parte 
dell’ASIC) o una delle frequenze con cui ogni singolo canale viene 
campionato all’interno dell’ASIC (questa informazione è contenuta nel 
trentaduesimo bit di ogni canale proveniente dal chip under test), oppure da 
un loro sottomultiplo. 
E’ importante anche che l’utente possa selezionare l’evento che dà origine 
ad un’operazione di campionamento. Tale evento, che altro non è che un 
segnale di trigger, può essere generato su uno degli otto canali, dando 
l’opportunità all’utente di scegliere anche il livello e la modalità di 
attraversamento del segnale. 
Altra funzione richiesta da SensorDynamics è quella che le tracce possano 
essere rappresentate non solo sotto forma di grafici analogici, ma anche 
come segnali digitali. 
 
Snapshot 
La modalità snapshot è stata pensata al fine di studiare eventi particolari 
oppure semplicemente per osservare i segnali in finestre temporali più 
ampie e con una risoluzione superiore a quella disponibile con la modalità 
oscilloscopio virtuale. 
Si offre così all’utente la possibilità di scegliere quali canali salvare in 
memoria (si possono salvare anche tutti e 8 i canali ricevuti) e, anche in 
questo caso, é possibile selezionare la frequenza di campionamento e 
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l’evento di trigger con le stesse modalità indicate per l’oscilloscopio 
virtuale. In aggiunta è stata richiesta la possibilità di generare l’evento di 
trigger via software, ossia premendo un pulsante sul PC, oppure attraverso 
uno strumento di laboratorio esterno, quale può essere un generatore di 
impulsi. 
E’ molto importante sottolineare che sia la frequenza di campionamento sia 
il trigger sono indipendenti da quelle selezionate per l’oscilloscopio virtuale 
e che le due modalità possono lavorare sugli stessi segnali 
contemporaneamente. 
Oltre a questi settaggi è stato scelto di rendere disponibile all’utente anche la 
selezione della finestra temporale da osservare prima e dopo l’istante in cui 
si verifica l’evento di trigger. 
 
Infine, come già sottolineato, tra le varie funzioni richieste all’ADSI c’è 
anche il settaggio della APB Digital Monitoring Unit dell’ASIC da 
analizzare. 
Questa operazione ha come scopo quello di selezionare i canali che si 
vogliono prelevare dall’AMBA bus ed inviare in ingresso all’ADSI stessa.  
Naturalmente questo settaggio deve essere possibile per qualsiasi dispositivo 
si voglia monitorare e studiare e questo, come vedremo poi, ci ha spinti a 
realizzare una libreria contenente per ogni chip le informazioni necessarie 
sia all’ADSI che all’ASIC. 
 
 
1.2 Stato dell’arte 
 
Fino ad oggi, in base alle ricerche di mercato che si sono svolte all’inizio di 
questo progetto di tesi, esistono diversi sistemi che hanno lo scopo di 
analizzare e operare debug sui chip. 
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Possiamo fare due macro distinzioni: 
- dispositivi atti a studiare sistemi basati su FPGA; 
- dispositivi in grado di studiare i segnali generati da ASIC e MEM. 
 
Per quanto concerne sistemi basati su FPGA abbiamo riscontrato che il 
sistema di analisi più utilizzato si basa sugli In-Circuit Emulator (ICE) [6]. 
Questo consiste in una porzione di programma scritto in codice VHDL6 e 
sintetizzato all’interno del sistema da analizzare. Questa porzione di codice 
ha lo scopo di emulare il comportamento del microprocessore in modo che, 
studiando i segnali ottenuti come risposta, si possa effettuare un corretto 
debug. 
Un esempio di ICE é quello realizzato da ARM e che prende il nome di 
RealView MultiICE. Come dice il nome stesso è un sistema real time che 
permette di esaminare il contenuto dei vari registri a partire da un 
determinato evento configurabile dall’utente. Questo sistema sfrutta 
un’interfaccia grafica fornita da un apposito software che gira su sistema 
operativo Microsoft Windows e presenta una connessione con il PC 
attraverso porta parallela. 
Oltre a quest’ultima differenza con le specifiche richieste da 
SensorDynamics, che comporta un numero di pin decisamente elevato, 
questo sistema risulta essere adatto solo ad una analisi su segnali digitali in 
quanto studia solo il contenuto dei vari registri mentre, come abbiamo già 
evidenziato, i SiP prodotti da SD contengono anche segnali provenienti da 
sensori e segnali analogici necessari per il condizionamento del segnale. 
 
Per tale motivo la nostra attenzione si è rivolta verso altri dispositivi e, come 
abbiamo giá detto, ci siamo concentrati in particolare su tre: 
1) DS-51 della Ceibo [2]; 
                                                 
6 Very High speed integrated cirtuits Hardware Description Language. 
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2) DiaLite della Temento Systems [3]; 
3) MAMon, realizzato da un gruppo di ricercatori della Mälarden 
Univesity of Västeras (Svezia) [4]. 
 
Il DS-51 prodotto dalla Ceibo è un emulatore Real Time compatibile con le 
cpu8051. E’ dotato di un collegamento ad un PC attraverso una porta seriale 
ed è in grado di effettuare una emulazione trasparente sul microcontrollore 
presente sull’ASIC under test.  
E’ dotato di un software che gira su sistemi operativi Microsoft Windows ed 
ha come prerogativa quella di effettuare analisi di performance e di 
debugger osservando i segnali a partire da condizioni di breakpoints 
impostabili dall’utente. 
Il dispositivo è dotato di una memoria interna da 128 KB, insufficiente per i 
nostri scopi, ed inoltre necessita di un numero di pin molto elevato (supporta 
ASIC con microcontrollori della famiglia 8051 con package 40 pin DIP o 44 
pin PLCC/QFP). 
Inoltre le sue dimensioni sono superiori al limite che ci si era prefissati (il 
DS-51 è 195x151 mm). 
 
La Temento Systems invece ha adottato un sistema che, attraverso una IP 
dedicata realizzata già in fase di progetto direttamente nell’ASIC da testare, 
preleva i segnali interni al dispositivo e permette o il loro salvataggio su di 
una memoria esterna, o la loro visualizzazione direttamente sui classici 
strumenti di laboratorio (quali possono essere gli oscilloscopi, analizzatori 
di spettro, etc...). 
Anche questo sistema permette di sfruttare un segnale di trigger esterno 
tuttavia vi sono delle differenze non trascurabili rispetto alle caratteristiche 
ricercate dalla SensorDynamics. 
Per prima cosa l’IP implementato sull’ASIC non permette di scegliere i 
canali da monitorare in quanto questi sono selezionati in fase di progetto e 
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non possono più essere modificati una volta realizzato l’hardware. In 
secondo luogo il numero di pin necessario alla comunicazione è superiore ai 
due disponibili sugli ASIC SD.  
 
Un gruppo di ricercatori svedesi della Mälarden Univesity of Västeras ha 
invece messo a punto un sistema, indicato con nome di MAMon, che è 
composto da una parte hardware e una software. 
La prima, come nel caso del Dialite, consiste in un IP (che prende il nome di 
Probe Unit) implementata direttamente nel Sistem-on-a-Chip e che viene 
connessa per via parallela ad un PC. Da notare fin da ora che una delle 
specifiche viene già meno (la comunicazione per via parallela anziché 
USB). 
Anche in questo caso i segnali vengono prelevati a partire da un preciso 
evento configurabile dal PC e, a partire dal quale, la Probe Unit preleva i 
dati e li lascia gestire da una MMU7. 
Da qui si osserva immediatamente che la memoria può essere allocata sia 
all’interno del SoP (con il conseguente aumento non indifferente, di area 
occupata) che all’esterno (in quest’ultimo caso avremo un numero di 
connessioni tra memoria e ASIC che vanno ben oltre i due pin). 
Infine, anche in questo caso, i segnali prelevati dalla Probe Unit non sono 
selezionabili se non in fase di progetto dell’ASIC. 
 
Quest’ultima importante limitazione che accomuna sia il Dialite sia il 
MAMon comporta che le verifiche sul chip siano limitate a pochi segnali e 
questo vuol dire che il time to market, qualora si vogliano fare analisi più 
approfondite in conseguenza ad un comportamento anomalo del DUT, 
subirebbe un notevole aumento dovuto alla necessità di realizzare un nuovo 
modulo hardware sul quale collegare la Probe Unit ai nuovi segnali. 
                                                 
7 Memory Management Unit. 
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1.3 Flusso di progetto 
 
Il lavoro svolto per la realizzazione dell’ADSI ha seguito un flusso 
progettuale ben preciso che ha permesso di valutare il corretto 
funzionamento del dispositivo passo dopo passo riducendo i tempi di 
verifica e di debug. 
La progettazione ha seguito un approccio di tipo bottom-up, ossia si è partiti 
a descrivere ed implementare i singoli blocchi logici per poi risalire a livelli 
di astrazione sempre più alti, fino a giungere alla realizzazione del top-level 
dell’architettura. E’ estremamente importante che ci si accorga degli errori o 
dei difetti di progettazione il prima possibile in quanto, più si sale di livello, 
più diviene complicato risalire alle cause di eventuali malfunzionamenti e, 
anche qualora queste vengano individuate, apportare modifiche ad un blocco 
logico può voler dire correggere anche altri blocchi il cui comportamento è 
condizionato dai segnali affetti da errore. 
In prima analisi si è suddiviso il progetto in tre fasi: 
1) progettazione dell’hardware; 
2) progettazione del firmware; 
3) progettazione del software. 
 
Iniziando dalla progettazione dell’hardware, come già accennato, si sono per 
prima cosa implementati i vari blocchi logici. Ognuno di essi è stato 
profondamente analizzato attraverso simulazioni logiche, che sfruttano i 
testbench scritti in VHDL e da noi indicate col nome di Sim0, e 
comportamentali. Queste ultime, chiamate Sim1, sfruttano programmi 
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descritti in linguaggio C che generano vettori di ingressi casuali e simulano 
il comportamento del blocco sotto analisi creando un insieme di vettori di 
uscita. Applicando poi gli stessi ingressi nei testbench dei blocchi sotto 
analisi e comparando le loro risposte con i vettori di uscita si può valutare se 
vi sono anomalie comportamentali.  
Successivamente si è iniziato a mettere assieme i vari blocchi creando i 
collegamenti necessari per il loro interfacciamento ed è stato realizzato il 
top-level della struttura. 
A questo punto si sono preparate, attraverso l’apposito tool di sviluppo, 
delle simulazioni che fossero in grado di testare il comportamento 
complessivo dell’architettura. Queste simulazioni, indicate come Sim2, si 
basano sullo sviluppo di appositi firmware dedicati che, come già detto, 
sono atti valutare il corretto funzionamento delle varie attività della scheda. 
Una volta che questi risultati hanno dato esito positivo, si è passati alla 
sintesi della logica sull’FPGA e si è proceduto a ripetere le stesse 
simulazioni svolte durante le Sim2 osservando direttamente il 
comportamento dei segnali presenti sulla scheda attraverso l’ausilio di un 
oscilloscopio. Questa fase di verifica hardware è stata indicata col nome di 
Sim3. 
 
Terminata la verifica dell’hardware realizzato si è passati alla stesura del 
firmware vero e proprio da caricare sulla scheda per poter controllare 
correttamente tutte le funzioni associate all’ADSI attraverso la cpu8051 che, 
come vedremo, viene implementata sull’FPGA. Il firmware è un 
microprogramma il cui codice è contenuto all’interno di una memoria 
ROM8 o EEPROM9 che viene caricato all’accensione (operazione di boot) 
del computer. Ha lo scopo di interpretare e tradurre le istruzioni ricevute dal 
software posto sul PC in operazioni concrete. Prerogativa del firmware è che 
                                                 
8 Read Only Access. 
9 Electrically Erasable and Programmable ROM. 
Specifiche di progetto 
 19
occupi poche centinaia di byte altrimenti l’operazione di avvio sarebbe 
eccessivamente lunga. 
 
In parallelo a questa operazione si è anche implementato il software 
necessario per il controllo del dispositivo attraverso il PC offrendo all’utente 
un interfaccia grafica per la gestione delle funzioni offerte dall’ADSI. 
Sono seguite altre simulazioni che hanno visto come scopo quello di 
accertarsi che ogni funzione richiesta dalle specifiche di progetto fosse 
rispettata. Alla fine per testare il comportamento globale della scheda si è 
studiato un caso pratico valutando i risultati ottenuti e confrontandoli con 
quelli attesi. 
 
Nello schema riportato di seguito viene riassunto il flusso di progetto sopra 
descritto. Si osservi che ogni passo di verifica comporta una possibile 
correzione degli errori riscontrati tornando a modificare la struttura a monte. 
Tuttavia, se le simulazioni precedenti sono state fatte con cura, non è 
necessario risalire troppo in profondità ed è auspicabile, nonché molto 
probabile, che la causa dell’errore risieda nel passo di progettazione 
precedente. Da qui si evince l’importanza di una simulazione esaustiva che 
in un primo momento può apparire una perdita di tempo superflua ma, in 
realtà, permette di semplificare notevolmente le inevitabili operazioni di 
debug. 
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2. Sviluppo dell’Hardware 
 
La realizzazione dell’hardware da sintetizzare all’interno della FPGA 
presente sulla nostra scheda è stato un passo determinante del lavoro di tesi 
e ha richiesto molta attenzione e notevoli quantità di verifiche funzionali al 
fine di effettuare un corretto debug e rendere disponibile una struttura priva 
di difetti. 
In questo capitolo saranno analizzate le funzionalità dei vari blocchi logici 
che compongono l’ADSI, verrà descritto come si interfacciano tra loro e con 
il mondo esterno attraverso il top-level dell’architettura, e infine verranno 
indicati i registri, contenuti poi nella cpu8051, necessari per il 
funzionamento del sistema. 
 
 
2.1 Scelta dell’architettura 
 
La prima scelta da fare è stata quella legata alla logica di controllo da 
implementare all’interno della FPGA. 
Si sono presentate due possibili alternative: 
a) macchina a stati; 
b) microcontrollore. 
La scelta è stata fatta per la soluzione b) ed i motivi sono i seguenti:  
Innanzi tutto è una scelta che porta ad una maggiore flessibilità nel controllo 
della logica e, come già più volte indicato, questo è un punto di forza 
dell’ADSI in quanto si vuol essere liberi di poter apportare modifiche 
all’hardware a seconda delle circostanze senza dover intraprendere un nuovo 
progetto.   
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Si è così scelta una cpu8051, già implementata da SensorDynamics, alla 
quale sono state apportate delle modifiche, come vedremo, al fine di 
adattarla alle nostre necessità. Questa CPU avrà la funzione di interpretare i 
comandi dati da PC secondo un opportuno protocollo, discriminando quelli 
dedicati alla configurazione dell’ADSI da quelli riservati all’ASIC. Inoltre 
dovrà gestire la comunicazione sulle due porte UART ed, in particolare, il 
trasferimento dei dati salvati nelle memorie interne all’ADSI. 
 
Una volta scelta la logica di controllo si è proceduto a scegliere la 
configurazione dell’architettura sotto forma di blocchi logici tenendo conto 
delle funzionalità che deve possedere l’ADSI. 
Seguendo il flusso dei dati provenienti dall’ASIC si osserva dalla figura 2.1 
che il primo blocco che si incontra è quello di ricezione “SD_digmon_rec” 
che ha lo scopo di interpretare la trama seriale (serial stream) proveniente 
dal chip e di presentare in uscita un segnale di data valid di frame assieme ai 
dati resi paralleli. 
Il serial stream è un’unica parola composta da 297 bit così suddivisi: 
• 33 bit forzati a zero necessari per la sincronizzazione; 
• 32 bit di dati per ognuno degli otto canali prelevati dall’AMBA bus 
per un totale di 256 bit; 
• 1 bit di pausa tra un canale e l’altro per un totale di 7 bit; 
• 1 bit di stop che indica la fine della trama. 
Ad ogni canale è poi associato un data valid di canale rappresentato dal 
trentaduesimo bit. 
Questo bit permette all’ADSI di conoscere la frequenza con la quale ogni 
segnale ricevuto è stato campionato all’interno dell’ASIC infatti il data valid 
altro non è che un impulso generato all’interno del chip under test ogni volta 
che il valore del canale viene aggiornato. E’ bene a questo punto ricordare 
che, nonostante all’interno dell’ASIC la frequenza di clock sia di 20 MHz, 
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la frequenza di campionamento è molto più bassa e, per il chip di prova 
utilizzato in questo lavoro era di 31.25 kHz. 
Il blocco di ricezione è stato integrato all’interno della logica che compone 




Figura 2.1 Descrizione a blocchi dell’architettura 
 
Successivamente i dati vengono convertiti in modo da essere rappresentati 
tutti in complemento a due, poiché questa è la convenzione che si è adottata 
all’interno dell’ADSI, e vengono inviati sia al controllore che gestisce 
l’acquisizione nella memoria SRAM sia a quello che opera per rendere 
disponibili i dati per la visualizzazione sull’oscilloscopio virtuale. A tale 
proposito è bene dire che si è scelto per quest’ultima modalità di 
funzionamento di utilizzare una memoria dual port RAM da 1kBx8 in modo 
da scrivere 256 campioni ad 8 bit per ogni traccia. Questa scelta comporta la 
realizzazione di due distinti controllori di scrittura e di lettura che 
permettono di semplificare le operazioni di accesso alla memoria.  
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Esisteranno poi due logiche distinte per l’acquisizione del segnale di trigger 
che sarà poi inviato ai due controllori. Il trasferimento dei dati verso il PC 
sarà poi gestito dalla CPU sia che si tratti di dati salvati nella SRAM sia che 
siano quelli memorizzati nella dual port RAM. 
 
Si è dovuto infine scegliere se realizzare un’architettura che trattasse i dati 
in modo seriale o parallelo. 
Una struttura parallela permette una maggior velocità nell’acquisire e nel 
rendere stabili i campioni ma, di contro, necessita di multiplexer e registri 
molto più ingombranti. In figura 2.2 sono riportati gli schemi che 
riassumono il funzionamento di una struttura parallela (schema A) e di una 
seriale (schema B). 
 
 
Figura 2.2 Architettura basata su struttura parallela (A) o seriale (B) 
 
Nel secondo caso è necessario porre un demultiplexer tra il blocco di 
ricezione e quello di standardizzazione e questo comporta una logica più 
complessa in quanto bisogna sincronizzare correttamente i segnali per 
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evitare di perdere informazioni. Per questo motivo in un primo momento si è 
cercato di realizzare un’architettura parallela ma, in fase di sintesi, ci si è 
resi conto che dell’eccessivo ingombro richiesto in termini di area sul 
dispositivo FPGA (come vedremo in seguito, in base alle specifiche prima 
descritte, si è scelta una FPGA da 400 Kgates). Si è quindi convertita la 
logica parallela in una seriale prendendo le dovute precauzioni per quanto 
riguarda, come già detto, la sincronia dei segnali. 
Poiché nel nostro caso si è optato per un sistema con clock a 20 MHz, data 
la frequenza dei segnali trattati (ricordo che dall’ASIC giungono canali 
campionati alla frequenza di 31.25 kHz) la struttura seriale è apparsa più che 
sufficiente. 
Nonostante la scelta svolta abbiamo mantenuto un buon margine sulla 
frequenza di acquisizione in modo da poter utilizzare l’ADSI anche per 
future evoluzioni di ASIC con canali campionati a frequenze superiori (la 
logica implementata permetterà di acquisire, come vedremo, segnali anche 
alla frequenza di 67 kHz). 
 
 
2.2 Architettura dei blocchi logici 
 
Per l’implementazione, la compilazione e la simulazione funzionale dei 
blocchi logici si è scelto di utilizzare un linguaggio basato su codice VHDL 
attraverso l’ambiente di sviluppo Active-HDL [7].  
La suddivisione in blocchi logici facilita sia la fase di progettazione sia 
quella di verifica dell’hardware e in figura si può evincere la scelta fatta e i 
vari blocchi implementati. 
Come già detto il blocco “SD_digmon_rec” ha come uscita i dati 
provenienti dall’ASIC e il segnale frame di data valid. Quest’ultimo viene 
prelevato da un apposito blocco, indicato col nome di “Synch_Frame”, che 
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lo sincronizza con il clock presente sull’ADSI e lo rende disponibile per i 
blocchi “Sampling” (che sono due, uno per l’oscilloscopio virtuale uno per 













































Figura 2.3 Schema dei blocchi logici dell’architettura dell’ADSI 
 
I primi due servono per indicare al blocco di “Monitoring” e di 
“SRAM_Controller” la frequenza con cui campionare i segnali presenti ai 
loro ingressi, mentre il secondo ha la funzione di adattare i dati ricevuti da 
“SD_digmon_rec” al resto della logica presente nell’ADSI. A questo punto 
i dati vengono campionati dal controllore della SRAM 
(“SRAM_Controller”) che ha la funzione, oltre che di selezionare i canali da 
salvare, anche di gestire la scrittura e la lettura nella memoria, e dal blocco 
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di “Monitoring” che apporta ai segnali da visualizzare sull’oscilloscopio 
virtuale le modifiche scelte dall’utente e li invia al blocco “wr_crtl” che 
gestisce il loro salvataggio nella dual port RAM. Il blocco “Conotroller” ha 
lo scopo infine di prelevare i dati da quest’ultima memoria e di inviarli alla 
CPU. 
Come già detto la CPU8051 gestisce la comunicazione con la porta UART 
(Universal Asynchronous Receiver/Transmitter ) lato ASIC e la porta UART 
lato PC. Sempre all’interno della CPU sono contenuti i registri (che nello 
schema a blocchi di figura 2.3 sono indicati con il blocco di 
“Configuration”) utilizzati per il controllo della CPU stessa e di tutti i 
blocchi logici presenti nell’ADSI.  
Prima di iniziare l’analisi della configurazione e delle funzionalità dei vari 
blocchi sopra menzionati è bene far notare che tutta l’architettura ha un 
clock da 20 MHz che rende sincroni tutti i blocchi tra loro, ed è dotata anche 
di un segnale di Reset attivo basso che viene assegnato 
contemporaneamente su tutta la logica. 
 
2.2.1 Synch Frame 
 
 
Figura 2.4 Schema del blocco logico Synch Frame 
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Questo blocco genera il sincronismo tra il segnale di frame, proveniente 
dall’ASIC, e l’architettura logica dell’ADSI. 
Come indicato dallo schema a blocchi di figura 2.4 si può evincere che tale 
blocco presenta quattro segnali di ingresso e un solo segnale di uscita così 
riassunti: 
 
Tabella 2.1 Ingressi e uscite di Synch Frame 
Nome Descrizione # Bit Direzione 
frame Proveniente dal blocco  
“SD_digimon_rec”.    
1 IN 
Ext_clk Clock dell’ASIC (20 MHz). 1 IN 
Clock Clock di sistema (20 MHz). 1 IN 
Reset_N Reset asincrono di sistema. 1 IN 
Sys_frame Segnale inviato ai blocchi di 
“Sampling” e “Standardization”. 
1 OUT 
 
Lo scopo del segnale di frame è quello di indicare quando la ricezione da 
parte di “SD_digmon_rec” di tutti e otto i canali provenienti dall’ASIC è 
completata. Questo segnale all’interno del blocco “SD_digmon_rec” è 
sincronizzato sul clock proveniente dall’ASIC (Ext_clk) per cui non è 
utilizzabile all’interno della nostra architettura se non dopo un’operazione di 
sincronizzazione con il clock di sistema (Clock). 
Questo blocco esegue proprio questa operazione e genera in uscita un 
segnale, indicato col nome di Sys_frame, che altro non è che il segnale di 
frame reso sincrono. In figura 2.5 viene riportato lo schema logico 
dell’architettura utilizzata a tale fine. La presenza di tre flip-flop a cascata, il 
primo sincronizzato sulla frequenza del Ext_clk mentre gli altri due su clock, 
garantisce, assieme a una porta logica AND e una OR, la sincronizzazione 
di frame rispetto al clock interno all’ADSI. 
Il segnale Sys_frame è usato come ingresso sia del blocco di 
“Standardization” sia dei blocchi di “Sampling”.  





Figura 2.5 Schema del circuito di sincronizzazione 
 
Condizioni di Reset 
 
Quando in ingresso si presenta un segnale di Reset l’uscita Sys_frame viene 









Il blocco “Standardization” è interfacciato con “SD_digmon_rec” e con 
tutti gli altri blocchi presenti nell’ADSI che hanno come ingresso i canali 
provenienti dall’ASIC. La sua interfaccia è descritta dai seguenti segnali: 
 
Tabella 2.2 Ingressi e uscite di Standardization 
Nome Descrizione # Bit Direzione 
Chx 0 ≤ x ≤ 7; sono gli 8 canali 
provenienti dal blocco 
“SD_digimon_rec”. 
32 IN 
lenghtx 0 ≤ x ≤ 7; sono 8 segnali il cui 
contenuto è memorizzato nel 
registro ChX_Std_reg.    
5 IN 
typex 0 ≤ x ≤ 7; sono 8 segnali il cui 
contenuto è memorizzato nel 
registro ChX_Std_reg. 
2 IN 
Clock Clock di sistema (20 MHz) 1 IN 
Reset_N Reset asincrono di sistema. 1 IN 
res_N Reset sincrono di sistema. 1 IN 
frame Segnale proveniente dal blocco 
“Synch_Frame” all’interno del 
quale è chiamato sys_frame. 
1 IN 
Ch_out Segnale a 32 bit indirizzato ai 
principali blocchi logici dell’ADSI. 
32 OUT 
vett Segnale diretto a “Sampling”. 8 OUT 
eight Segnale dedicato a “Monitoring”.  1 OUT 
type_o Segnale dedicato a “Monitoring”.  2 OUT 
change Segnale che indica la presenza di 
un nuovo canale sul segnale 
Ch_out. 
1 OUT 
state Indica quale degli otto canali è 
presente su Ch_out. 
3 OUT 
 
I dati provenienti dall’ASIC e parallelizzati da “SD_digmon_rec” si 
presentano in ingresso al blocco di “Standardization” attraverso i segnali 
Chx. 
Si ricordi che questi dati possono giungere dall’ASIC in quattro differenti 
formati: 
- Complemento a due; 
- Modulo e segno; 
- Unsigned; 
- Registro di stato. 
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Inoltre anche la lunghezza relativa al numero di bit che contengono 
l’informazione utile può variare da canale a canale. 
Diviene quindi importante che nel momento in cui si configura l’ASIC in 
qualche modo il blocco di “Standardization” venga informato di queste due 
caratteristiche per ogni canale selezionato dall’APB Digital Monitoring 
Unit. 
Questo, come vedremo quando si affronterà la descrizione del software, 
viene fatto e queste informazioni vengono memorizzate in 8 registri, uno per 
canale, che sono indicati con il nome di ChX_Std_reg (dove X è un numero 
intero compreso tra 0 e 7). 
I segnali associati a tali valori sono typex, per quanto concerne 
l’informazione sul formato, e lenghtx. 
In particolare la convenzione adottata nel blocco di “Standardization” a 
seconda del valore assunto da typex è la seguente: 
• 00   ?   Il dato su Chx indica il contenuto di un registro di stato; 
• 01   ?   La rappresentazione di Chx è unsigned con saturazione; 
• 10   ?   Chx è rappresentato con modulo e segno con saturazione; 
• 11   ?   Chx è rappresentato in complemento a due con saturazione. 
 
All’interno di questo blocco i dati ricevuti su Chx vengono convertiti in 
complemento a due sfruttando l’informazione contenuta in typex e vengono 
estesi su 32 bit qualsiasi sia la loro originale lunghezza.  
E’ bene osservare che i segnali che sono indicati come registri di stato non 
vengono modificati e vengono passati inalterati agli altri blocchi 
dell’architettura.  
Gli otto canali ricevuti sui segnali Chx vengono inoltre serializzati e resi 
disponibili in uscita sul segnale ch_out. In questo modo si avranno 
ciclicamente gli otto canali in ingresso ai blocchi che lo richiedono con 
un’estensione a 32 bit. Questo permette di uniformare e facilitare le 
Sviluppo dell’Hardware 
 32
operazioni che devono essere fatte successivamente sui vari dati a seconda 
delle richieste dell’utente. 
Queste operazioni vengono svolte da una macchina a stati che cambia il suo 
stato ogni 8 cicli di clock (ossia con una frequenza circa di 2.5 MHz) e dove 
ogni stato corrisponde all’acquisizione di un nuovo canale. Si è scelta questa 
frequenza in modo da garantire la stabilità dei dati su ogni canale per il 
tempo necessario alla logica a valle di eseguirvi sopra le operazioni 
richieste. Dalle simulazioni svolte si è poi constatato che un numero 
inferiore di cicli di clock non sarebbe stato sufficiente mentre un numero 
superiore avrebbe richiesto l’utilizzo di un contatore a 4 bit anziché a 3 bit 
con un conseguente aumento di ingombro d’area peraltro ingiustificato. 
Il canale che si sta acquisendo viene rappresentato proprio dallo stato 
corrente della macchina e viene reso disponibile all’architettura a valle 
attraverso il segnale state. In questo modo ogni blocco logico sa sempre 
quale segnale sta trattando.  
Il passaggio da uno stato all’altro viene poi indicato con il segnale impulsivo 
change. Quando viene acquisito l’ultimo degli otto canali state viene 
resettato a zero e il segnale vett viene aggiornato. In quest’ultimo vettore da 
8 bit sono contenuti i trentaduesimi bit di ogni canale che, è bene ricordare, 
indicano il data valid di canale e vengono utilizzati dal blocco di 
“Sampling”. 
Contemporaneamente al reset di state viene generato anche un altro segnale 
impulsivo, eight, che indica al blocco di “Monitoring” quando termina un 
ciclo di standardizzazione. 
Sempre per il blocco di “Monitoring” viene riservato il segnale type_o (che 
sarà successivamente chiamato datatype) che ha il compito di indicare se il 
dato presente su ch_out rappresenta o meno il contenuto di un registro di 
stato. 
Si può osservare che l’imporre una frequenza di 2.5 MHz alla macchina a 
stati permette all’architettura di acquisire correttamente tutti i canali prima 
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che l’ASIC ne invii di nuovi. Infatti considerando che i canali da ricevere 
sono 8 si ottiene: 
2.5 MHz / 8 = 312.5 kHz 
Frequenza ben al di sopra dei 31.25 kHz di trasmissione degli attuali ASIC. 
Questo sottolinea come la logica implementata sia pronta ad analizzare 
anche evoluzioni future dei chip prodotti da SD. 
 
Condizioni di Reset 
 
Nel blocco di “Standardization” oltre al reset asincrono di sistema è 
presente anche un reset sincrono che si genera ogniqualvolta un registro 
della CPU viene scritto. Tali segnali agiscono settando ogni canale come un 





Figura 2.7 Schema del blocco logico Sampling 
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Questo blocco viene istanziato due volte all’interno dell’architettura in 
quanto la modalità snapshot e quella di oscilloscopio virtuale possono, come 
già detto, lavorare a frequenze di campionamento differenti l’una dall’altra. 
Per non appesantire troppo la trattazione verrà descritto uno solo di questi 
due blocchi indicando tra parentesi i registri necessari al funzionamento 
dell’istanza utilizzata per la snapshot. Di seguito vengono riassunti i vari 
ingressi e le uscite del blocco “Sampling”: 
 
Tabella 2.3 Ingressi e uscite di Sampling 
Nome Descrizione # Bit Direzione 
Chx 0 ≤ x ≤ 7; sono 8 segnali che 
corrispondono al data valid di 
canale (corrispondono a vett del 
blocco “Standardization”).    
1 IN 
dav Proveniente da “Synch_Frame” 
corrisponde al segnale sys_frame. 
1 IN 














Clock Clock di sistema (20 MHz). 1 IN 
Reset_N Reset asincrono di sistema. 1 IN 
Synch_res_N Reset sincrono di sistema. 1 IN 




Lo scopo principale di questo blocco è quello di generare un segnale, 
indicato col nome di sampl, che deve rimanere ad un livello logico alto per 
un solo ciclo di clock e avere un periodo che sia un multiplo del clock di 
sistema.  
Il segnale sampl indica la frequenza con la quale i dati vengono scritti in 
memoria, sia che si tratti della dual port RAM o della SRAM esterna. 
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Questa frequenza viene scelta come sottomultiplo intero della frequenza di 
data valid di canale o di frame secondo la seguente convenzione: 
- Frame = ‘1’ ? viene selezionato il data valid di frame presente 
sull’ingresso dav (che altro non è che il segnale eight proveniente dal 
blocco “Synch_Frame”); 
- Frame = ‘0’ ? viene selezionato uno tra gli otto bit presenti su Chx 
attraverso il segnale Ch_sel e che rappresentano i data valid degli 
otto canali. 
La convenzione adottata per il funzionamento del segnale a 3 bit Ch_sel è la 
seguente: 
• 000   ?   Ch0 
• 001   ?   Ch1 
• 010   ?   Ch2 
• 011   ?   Ch3 
• 100   ?   Ch4 
• 101   ?   Ch5 
• 110   ?   Ch6 
• 111   ?   Ch7 
 
Il fattore di divisione da applicare a dav o a uno dei Chx per ottenere la 
frequenza desiderata è indicato attraverso il segnale div il cui valore è 
contenuto nei registri Smpl_Os_Reg_MSB (Smpl_Mem_Reg_MSB) e 
Smpl_Os_Reg_LSB (Smpl_Mem_Reg_LSB). 
Il segnale di uscita sampl assume, a seconda dell’istanza in cui si trova, due 
differenti nomi: diviene s_sample_mem per il blocco di “Sampling” 
utilizzato dalla modalità snapshot, oppure è chiamato s_sample_RT nel caso 




Condizioni di Reset 
 
Quando si verifica un evento di Reset (sincrono o asincrono) i blocchi di 
“Sampling” prendono come frequenza di riferimento quella presente sul 
segnale dav (quindi la frequenza di frame con la quale avviene una 
trasmissione completa da parte dall’ASIC verso l’ADSI) e impone un fattore 
di divisione pari ad 1 (per convenzione div=0 viene interpretato come 
div=1). 
 
2.2.4 Freq Counter 
 
 
Figura 2.8 Schema del blocco logico Freq Counter 
 
Così come il blocco di “Sampling” anche questa cella logica è istanziata 
due volte nell’architettura in modo da poter ricavare la frequenza con cui 
vengono campionati i dati nella modalità Oscilloscopio Virtuale o snapshot. 
Anche in questo caso si procede con un’unica descrizione e si riporta la 
tabella con gli ingressi e le uscite del blocco. 
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Tabella 2.4 Ingressi e uscite di Freq counter 
Nome Descrizione # Bit Direzione 
sample Proviene dal blocco “Sampling”. 1 IN 
Clock Clock di sistema (20 MHz). 1 IN 
Reset_N Reset asincrono di sistema. 1 IN 
res_N Reset sincrono di sistema. 1 IN 
freq Segnale dedicato alla CPU 8051 24 OUT 
 
Attraverso questo blocco logico si è in grado di ricavare le frequenze di 
campionamento con le quali i dati vengono memorizzati nelle due memorie 
sfruttando il dato a 24 bit freq che verrà caricato in tre appositi registri sotto 
richiesta della CPU. 
Questa informazione è necessaria per poter ricostruire correttamente i 
segnali sul PC una volta che questi vengono trasferiti. 
La massima frequenza misurabile è quella di sistema a 20 MHz, mentre il 
suo minimo è rappresentato da 1.19 Hz. 
L’informazione inerente alla frequenza di campionamento verrà aggiunta 
dalla CPU in fase di trasmissione verso il PC all’inizio di ogni trama di dati. 
 
Condizioni di Reset 
 




2.2.5 Trigger Oscilloscope 
 
Nella figura 2.9 è mostrato il diagramma a blocchi dell’analizzatore di 




Figura 2.9 Schema del blocco logico Trigger Oscilloscope 
 
In questo blocco si trovano i seguenti segnali di ingresso/uscita: 
 
Tabella 2.5 Ingressi e uscite di Trigger Oscilloscope 
Nome Descrizione # Bit Direzione 
ch_in E’ il segnale Ch_out del blocco 
“Standardization”. 
32 IN 
trig_level Segnale prelevato dal registro 
Trig_Lev_RT.    
12 IN 
Ch_sel Segnale prelevato dal registro 
Trig_CFG_RT.    
3 IN 
Slope Bit contenuto nel registro 
Trig_CFG_RT. 
1 IN 
Change Proveniente da “Standardization”. 1 IN 
State Proveniente da “Standardization”. 3 IN 
Clock Clock di sistema (20 MHz). 1 IN 
Reset_N Reset asincrono di sistema. 1 IN 
res_N Reset sincrono di sistema. 1 IN 





Il blocco logico “Trigger Oscilloscope” genera un segnale impulsivo 
Trig_ok della durata di un ciclo di clock ogni volta che sul canale 
selezionato tra gli otto presenti ciclicamente in ingresso (ch_in) viene 
superato il valore indicato dal segnale trig_level. 
Questa operazione può essere eseguita in due differenti modi in accordo con 
il valore riportato sul segnale Slope: 
- Slope = ‘1’ ? Trig_ok viene generato se il segnale selezionato 
supera il valore presente su trig_level in salita; 
- Slope = ‘0’ ? Trig_ok viene generato quando il segnale selezionato 
supera in discesa il livello di trigger impostato. 
Il canale sul quale effettuare il controllo viene scelto usando il segnale 
ch_sel che viene di volta in volta comparato con il segnale state: quando 
state assume un valore uguale a quello presente su ch_sel vuol dire che il 
canale presente in quell’istante sul segnale ch_in è quello che l’utente ha 
scelto come riferimento per generare il segnale di trigger. 
L’impulso di trigger è generato sullo stesso fronte di clock in cui il segnale 
attraversa il livello di trigger. In altre parole se il segnale raggiunge un 
valore pari al livello impostato questo non è sentito come attraversamento e 
non viene generato un impulso fintanto che tale valore non viene superato. 
 
Condizioni di Reset 
 
Ad ogni evento di Reset il “Trigger Oscilloscope” assume come canale di 
riferimento in canale 0, setta il livello di trigger al valore 0 e attende un 






Figura 2.10 Schema del blocco logico Monitoring 
 
Attraverso questo blocco logico, il cui schema è riportato in figura 2.10, si 
selezionano i canali e le loro porzioni da salvare nella dual port RAM per 
essere poi visualizzati sull’Oscilloscopio Virtuale. 
Nella tabella 2.6 sono indicati gli ingressi e le uscite del blocco in esame. 
Lo scopo di questo blocco è quello di selezionare quattro degli otto canali 
ricevuti dall’ASIC under test, standardizzati e serializzati sul segnale Ch_in, 
e di prelevare per ognuno di essi solo 8 bit da inviare al blocco “wr_crtl” 
(controllore della scrittura nella dual port RAM). 
“Monitoring” è stato implementato attraverso una macchina a stati 
composta da quattro stati, uno per ogni traccia in uscita. 
Ogniqualvolta arriva un impulso di change, che ha lo scopo di informare 
“Monitoring” che Ch_in e state sono stati aggiornati, la macchina a stati 
inizia a percorrere i suoi quattro stati.  Per ogni stato il segnale Ch_selx (con 
0 ≤ x ≤ 3 che assume il valore dello stato in cui si trova la macchina) viene 
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confrontato con il segnale state. Se i due segnali sono uguali allora il dato 
contenuto in Ch_in viene acquisito sulla corrispondente traccia x (0 ≤ x ≤ 3). 
Giunta nello stato finale attende il successivo segnale di change per ripetere 
le operazioni.  
 
Tabella 2.6 Ingressi e uscite di Monitoring 
Nome Descrizione # Bit Direzione 
Ch_in E’ il segnale Ch_out del blocco 
“Standardization”. 
32 IN 
bit_posx 0 ≤ x ≤ 3; sono quattro segnali 
contenuti nei registri 
Tr0Reg_ISB, Tr1Reg_ISB, 
Tr2Reg_ISB, Tr3Reg_ISB.       
5 IN 
Ch_selx 0 ≤ x ≤ 3; sono quattro segnali 
contenuti nei registri 
Tr0Reg_ISB, Tr1Reg_ISB, 
Tr2Reg_ISB, Tr3Reg_ISB.       
3 IN 
maskx 0 ≤ x ≤ 3; sono quattro segnali 




offsetx 0 ≤ x ≤ 3; sono quattro segnali 




state Segnale proveniente da blocco 
“Standardization”. 
3 IN 
eight Segnale proveniente da blocco 
“Standardization”. 
1 IN 
change Segnale proveniente da blocco 
“Standardization”. 
1 IN 
datatype Segnale proveniente da blocco 
“Standardization” dove è 
chiamato type_o. 
2 IN 
res_N Reset sincrono di sistema. 1 IN 
Reset_N Reset asincrono di sistema. 1 IN 
Clock Clock di sistema (20 MHz). 1 IN 
Tx_0 Segnale dedicato a “wr_crtl”. 8 OUT 
Tx_1 Segnale dedicato a “wr_crtl”. 8 OUT 
Tx_2 Segnale dedicato a “wr_crtl”. 8 OUT 
Tx_3 Segnale dedicato a “wr_crtl”. 8 OUT 
Four Segnale usato per campionare il 
segnale vett proveniente dal 






Attraverso il segnale eight la logica è in grado di conoscere quando è 
presente su Ch_in il canale 8 e, dopo che sono trascorsi 4 cicli di clock da 
questo evento, viene generato un segnale impulsivo che prende il nome di 
four. Questo segnale è usato per campionare i data valid, presenti sul 
segnale vett proveniente da “Standardization” e diretto a “Sampling”, solo 
dopo che le quattro tracce sono acquisite e sono stabili. In questo modo ogni 
volta che viene generato un impulso di sample il controllore in scrittura 
della dual port RAM è sicuro che i dati presenti su Tx_0, Tx_1, Tx_2 e Tx_3 
sono stabili. 
Una volta selezionati i quattro canali bisogna fare in modo di selezionare la 
porzione di 8 bit da visualizzare poi sull’Oscilloscopio Virtuale. Questa 
operazione, assieme a quella che regola l’offset e aggiunge un’eventuale 
maschera sugli 8 bit finali, viene eseguita secondo logica indicata nella 
figura 2.11. 
 
Le operazioni sui dati provenienti dai canali  selezionati vengono eseguite 
da un blocco interno di cui è riportato lo schema a blocchi nella figura 2.11. 
 
 
Figura 2.11 Schema a blocchi di Monitoring 
 
Ad ogni canale selezionato viene sommato un valore di offset che è quello 
scelto dall’utente attraverso l’interfaccia grafica al fine di migliorare la 
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visualizzazione del segnale. Questa operazione permette infatti di 
modificare il valor medio del segnale permettendo di accentrare, con una 
traslazione positiva o negativa, la sua immagine nel grafico riportato sul 
monitor del PC.  Offset è un segnale a 6 bit salvato nel registro 
TrxReg_MSB (0 ≤ x ≤ 3) e che presenta un bit per il segno e 5 bit per il 
modulo. Questi 6 bit vengono estesi in complemento a due su 32 bit 
attraverso il blocco “Value” e vengono sommati al valore presente sul 
canale selezionato sul quale si vuole operare l’operazione di offset. A questo 
punto deve essere fatta una prima verifica per controllare che la somma non 
abbia portato il dato ad un valore superiore a quello rappresentabile su 32 
bit. Se così allora bisogna eseguire un’operazione di saturazione attraverso il 
blocco “sat”. A questo punto vengono selezionati 8 bit a partire dal valore 
indicato dal segnale Bit_posx (contenuto nel registro TrxReg_ISB dove 0 ≤ 
x ≤ 3) sfruttando un blocco di scorrimento (che prende il nome di “Selettore 
Bit”) e viene svolto un secondo controllo sulla saturazione del segnale 
(“sat2”) che si accerta che il dato non superi la dinamica rappresentabile su 
8 bit (ossia +127 e -128). Qualora il dato non sia rappresentabile su 8 bit il 
suo valore viene posto al massimo rappresentabile. Ancora una volta il 
controllo sulla saturazione non viene eseguito se il dato proviene da un 
registro di stato. Per quanto riguarda invece il blocco di scorrimento al suo 
interno il dato a 32 bit viene traslato a destra di n-bit, dove n è uguale al 
numero rappresentato da bit_posx, senza che questo comporti una perdita 
d’informazione sul segno (per fare ciò si replica nei bit inseriti a sinistra il 
bit più significativo).   
Agli 8 bit così ottenuti, infine, può essere applicata una maschera, sfruttando 
il segnale maskx il cui valore è contenuto nel registro TrxReg_LSB, che 




Condizioni di Reset 
 
Quando il sistema viene resettato tutte le impostazioni di “Monitoring” 
vengono forzate a zero cosicché sul monitor del PC che rappresenta 
l’Oscilloscopio Virtuale vengano visualizzate quattro linee piatte a zero. 
 




Figura 2.12 Schema a blocchi del sistema di controllo della DPRAM 
 
La dual port SRAM (DPRAM) è gestita da due controller:  
- “wr_crtl” per la scrittura; 
- “Controller” per la lettura. 
Nella tabella 2.7 è riportata la descrizione dei vari segnali presenti nello 
schema a blocchi di figura 2.12. 
 
In corrispondenza di un impulso di trigger, a partire da trace0, il blocco 
“wr_ctrl” preleva sequenzialmente le quattro tracce che arrivano da 




Questa operazione è ripetuta ogni volta che un segnale di sample si presenta 
in ingresso al blocco logico (questo segnale indica la frequenza con cui le 
quattro tracce sono campionate e salvate in memoria). 
 
Tabella 2.7 Ingressi e uscite del sistema di controllo DPRAM 
Nome Descrizione # Bit Direzione 
trace0 Segnale proveniente dal blocco 
“Monitoring” dove è indicato con 
Tx_0. 
8 IN 
trace1 Segnale proveniente dal blocco 
“Monitoring” dove è indicato con 
Tx_1. 
8 IN 
trace2 Segnale proveniente dal blocco 
“Monitoring” dove è indicato con 
Tx_2. 
8 IN 
trace3 Segnale proveniente dal blocco 
“Monitoring” dove è indicato con 
Tx_3. 
8 IN 
trigger Segnale proveniente dal blocco 
“Trigger Oscilloscope” dove è 
indicato con Trig_ok. 
1 IN 
Receive_ok Generato dalla CPU. 1 IN 
sample Segnale proveniente dal blocco 
“Trigger Oscilloscope” dove è 
indicato con sampl. 
1 IN 
Clock Clock di sistema (20 MHz). 1 IN 
Reset_N Reset di sistema asincrono. 1 IN 
res_N Reset di sistema sincrono. 1 IN 
Data_out Dedicato alla CPU8051 e 
contenente i dati memorizzati. 
8 OUT 
full Segnale inviato al GPIO P7. 1 OUT 
 
Lo stesso “wr_crtl” invia alla DPRAM, assieme al segnale data, anche 
l’indirizzo corrispondete all’allocazione in memoria in cui il dato deve 
essere salvato. Questa informazione è contenuta nel segnale ADDRrd 
(indicato in figura 2.13 con Addr_wr). 
Attraverso il segnale we (write enable) la memoria sa quando deve salvare il 
contenuto di data al suo interno. Durante la fase di scrittura il segnale full 
viene tenuto al livello logico alto in modo da inibire il blocco “Controller” 
qualora quest’ultimo volesse effettuare un accesso in lettura. 
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Questo segnale viene inviato anche al General Purpose Input/Output 
(GPIO) P7 in modo che il software possa leggere il valore di full prima di 
fare una nuova richiesta di lettura dati. 
In ingresso a “wr_crtl” vi è anche un ulteriore segnale: Busy. Quando 
questo segnale presenta un valore logico alto vuol dire che il controllore di 
lettura della DPRAM sta operando e quindi viene inibita la scrittura da parte 
del controllore “wr_crtl”. 
 
 
Figura 2.13 Schema del blocco logico Wr_ctrl 
 
In figura 2.14 viene rappresentato lo schema del blocco “Controller” per la 
gestione della lettura dalla DPRAM. 
Attraverso il segnale a 8 bit Memory_Data (indicato nello schema di figura 
2.12 con l’appellativo di Q) questo blocco preleva a partire dall’indirizzo 0, 
i dati precedentemente salvati nella DPRAM e si ferma solo quando ha 
svuotato tutta la memoria. L’indirizzamento delle allocazioni di memoria da 
leggere di volta in volta è fatto attraverso il segnale Address_mem (il 
segnale addrwr nello schema di figura 2.12). 
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Riassumendo la lettura della memoria ha inizio solo quando il controllore in 
scrittura ha finito di riempire la DPRAM e termina quando tutta la memoria 
è stata svuotata. 
 
 
Figura 2.14 Schema del blocco logico Controller 
 
Il segnale Data_out contiene i dati letti dalla DPRAM e inviati alla CPU 
8051. Quando la CPU legge il nuovo dato presente su Data_out genera un 
segnale Receive_ok che informa il controllore in lettura che è pronta per 
ricevere un nuovo dato. 
 
Condizioni di Reset 
 
Ogni reset di sistema il puntatore alla memoria dei due controllori vengono 
riportati alla posizione iniziale e “wr_crtl” si posiziona su trace0. I segnali 
full e we sono forzati a zero così come il segnale busy. Così facendo la 
DPRAM si prepara ad una operazione di scrittura che avrà inizio non 
appena si verificherà un impulso di trigger. 
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2.2.8 Trigger Mem 
 
 
Figura 2.15 Schema del blocco logico Trigger_mem 
 
 
Come nel “Trigger Oscilloscope”, anche in questo blocco si genera un 
segnale di trigger, questa volta dedicato all’acquisizione nella memoria 
SRAM esterna. Gli ingressi e le uscite presenti in questo blocco sono: 
 
Tabella 2.8 Ingressi e uscite di Trigger_mem 
Nome Descrizione # Bit Direzione 
ch_in E’ il segnale Ch_out del blocco 
“Standardization”. 
32 IN 
trig_level Contenuto nel registro Trig_Lev.   12 IN 
ch_sel Contenuto nel registro Trig_CFG.   3 IN 
slope Contenuto nel registro Trig_CFG.   1 IN 
mode Contenuto nel registro Trig_CFG.   1 IN 
change Segnale proveniente da 
“Standardization”. 
1 IN 
state Segnale proveniente da 
“Standardization”. 
3 IN 
t_ext Questo segnale proviene da un 
connettore BNC presente sulla 
board. 
1 IN 
t_soft Contenuto nel registro Trig_CFG.   1 IN 
Clock Clock di sistema (20 MHz). 1 IN 
Reset_N Reset asincrono di sistema. 1 IN 
res_N Reset sincrono di sistema. 1 IN 
event_o Segnale impulsivo generato per il  
blocco  “SRAM_controller”. 
1 OUT 
trig_data Segnale usato per il debug. 32 OUT 
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Così come nel caso del “Trigger Oscilloscope” anche in questo blocco 
l’impulso di trigger si genera quando il canale selezionato supera il livello 
indicato dal segnale trig_level. Slope ha lo stesso significato già analizzato 
in precedenza e il funzionamento di Ch_sel non cambia (anche in questo 
caso viene confrontato con il segnale state ogniqualvolta si verifica change). 
Una differenza sostanziale con il corrispondente blocco usato per generare il 
segnale di trigger per la modalità snapshot risiede nell’esistenza di un nuovo 
parametro: mode. 
Questi due bit hanno lo scopo di selezionare la fonte da cui generare il 
segnale di trigger. Questa opzione permette all’utente di sfruttare un 
eventuale trigger prodotto da un generatore di segnale esterno alla scheda o 
da un impulso generato per via software indipendentemente dal valore 
assunto dal canale Ch_in in ingresso. A tale proposito è stata scelta la 
seguente convenzione: 
00 ?  Il trigger è generato quando il canale presente su Ch_in, e selezionato 
attraverso Ch_sel, attraversa il valore presente nel registro Trig_Lev; 
01 ?  Il trigger è assegnato da una fonte esterna attraverso il segnale T_ext; 
10 ? Il trigger è assegnato per via software attraverso il segnale T_soft 
(salvato nel registro Trig_CFG); 
11 ? Sono attive sia le modalità di trigger esterno che di trigger eseguito 
sul canale Ch_in. Il primo dei due eventi che si verifica genera il 
trigger. 
L’impulso di trigger generato da questo blocco viene indicato con il nome di 
event_o. In fase di debug è stato poi inserito un segnale, trig_data, con lo 
scopo di indicare il valore presente sul canale selezionato nell’istante in cui 
si genera event_o. 
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Condizioni di Reset 
 
Le condizioni di Reset per il blocco “Trigger Mem” sono le medesime 
assegnate al “Trigger Oscilloscope” con l’aggiunta dell’impostazione su 
mode. Questo viene settato al valore “10”, ossia si rimane in attesa di un 
evento di trigger generato per via software.  
La stessa condizione viene forzata ogni volta che la memoria viene letta. 
Questo permette di ignorare eventuali segnali di trigger indesiderati. 
 
2.2.9 SRAM Controller 
 
 
Figura 2.16 Schema del blocco logico SRAM Controller 
 
Questo blocco è usato per controllare sia la lettura che la scrittura nella 
memoria SRAM esterna. 




Tabella 2.9 Ingressi e uscite di SRAM Controller 
Nome Descrizione # Bit Direzione 
Ch_in E’ il segnale Ch_out del blocco 
“Standardization”. 
32 IN 
Pointer Segnale proveniente dalla Cpu 
8051. 
18 IN 
retry Segnale proveniente dalla Cpu 
8051. 
1 IN 
req Segnale proveniente dalla Cpu 
8051. 
1 IN 
Data_rd Segnale proveniente dal PAD 
usato per  comunicare con la 
SRAM. 
32 IN 
change Proveniente da “Standardization”. 1 IN 
Do_test Segnale proveniente dalla Cpu 
8051. 
1 IN 
read_test Segnale proveniente dalla Cpu 
8051. 
1 IN 
mem Il contenuto di questo segnale è 
memorizzato nel registro 
MEM_CFG 
8 IN 
N_after Segnale registrato in N_after_reg 
. 
16 IN 
M_before Segnale registrato in 
M_before_reg. 
16 IN 
trig Questo segnale proviene dal 
blocco “Trigger Mem” dove viene 
chiamato event_o. 
1 IN 
sample Questo segnale proviene dal 
“Sampling” della SRAM dove è 
chiamato sampl. 
1 IN 
Data_test Segnale proveniente dalla Cpu 
8051. 
32 IN 
Clock Clock di sistema (20 MHz). 1 IN 
Reset_N Reset asincrono di sistema. 1 IN 
res_N Reset sincrono di sistema. 1 IN 
Ben_x 0 ≤ x ≤ 3. Questi segnali sono 
diretti alla SRAM. 
1 OUT 
we_N Dedicato alla SRAM. 1 OUT 
oe_N Dedicato alla SRAM. 1 OUT 
cs_N Dedicato alla SRAM. 1 OUT 
Address Dedicato alla SRAM. 18 OUT 
Ready_N Segnale dedicato alla Cpu 8051. 1 OUT 
Data Segnale dedicato al PAD usato 
per la comunicazione con la 
SRAM. 
32 OUT 
Data_cpu Segnale inviato alla Cpu 8051 e 
contenente i dati registrati nella 
SRAM. 
32 OUT 




La prima operazione che questo blocco deve intraprendere è quella di 
selezionare i canali da memorizzare nella memoria SRAM e per fare ciò 
sfrutta il segnale mem contenuto nel registro MEM_CFG. 
Ogni volta che si verifica un evento di sample (che rappresenta la frequenza 
con la quale si vogliono salvare i dati nella SRAM) ha inizio un’operazione 
di scrittura che incrementa il puntatore all’indirizzo della memoria (segnale 
address) e rende disponibile sul segnale data il valore da salvare in 
quell’indirizzo. 
E’ stato implementato un contatore a 3 bit che, ogni volta che si verifica un 
impulso di sample, inizia a incrementare il proprio contenuto in 
corrispondenza di ogni evento di change. Questo contatore indica il bit 
presente sul segnale mem da analizzare per decidere se il canale presente su 
Ch_in va o meno memorizzato.  
Ogni otto impulsi di change il contatore viene resettato e aspetta il 
successivo evento di sample prima di tornare a contare nuovamente. 
Con questa operazione è possibile salvare i canali scelti attraverso mem in 
allocazioni consecutive della SRAM. 
Ogni volta che un dato viene memorizzato il controllore forza il segnale 
we_N (write enable attivo basso) al livello logico basso. In questa stessa fase 
i segnali oe_N (output enable attivo basso) e il segnale ready_N sono forzati 
ad un livello logico alto mentre cs_N (component select attivo basso) segue 
l’andamento di we_N. 
La memoria salva continuamente i campioni al proprio interno fino a che 
non si verifica un evento di trigger (rappresentato dal segnale trig). A questo 
punto un secondo contatore inizia ad incrementare il proprio valore fino a 
che non diviene uguale al contenuto del segnale N_after. Questo ferma la 
scrittura, alza ad un livello logico alto il segnale ready_N, con lo scopo di 
indicare alla CPU quando ha inizio una fase di lettura, e forza a zero oe_N. 
Come conseguenza il puntatore all’indirizzo della memoria si avvolge fino 
all’indirizzo corrispondente a M_before campioni prima dell’evento di 
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trigger. Da qui si evince che i segnali M_before e N_after indicano il 
numero di campioni per canale da memorizzare in memoria, 
rispettivamente, prima e dopo l’evento di trigger. Poiché questi segnali sono 
rappresentati su 16 bit e poiché questo numero è inadeguato a caricare 
l’intera memoria all’interno dello “SRAM Controller” è stato implementato 
un moltiplicatore per quattro. Questo limita la sensibilità con cui l’utente 
può scegliere la finestra temporale di campioni da memorizzare a 4 che 
appare tuttavia più che sufficiente alle prestazioni che si vogliono ottenere.  
Quando la CPU è pronta a ricevere un campione dalla memoria informa il 
controllore attraverso un segnale, reso impulsivo nel top-level 
dell’architettura,  che prende il nome di req e rimane in attesa dei nuovi dati 
prelevati da “SRAM Controller” attraverso data_rd e trasmessi alla CPU 
con il segnale Data_cpu. 
Qualora la comunicazione dovesse fallire la CPU può fare nuova richiesta 
del dato perso e forzare il puntatore alla memoria all’indirizzo che contiene 
il dato da leggere nuovamente. Questa operazione sfrutta il segnale retry che 
indica appunto al controllore la volontà da parte della CPU di ripetere la 
lettura a partire dall’indirizzo scritto sul segnale pointer. 
La lettura della memoria si arresta quando viene trasmesso correttamente 
l’ultimo dato scritto e informa la CPU della fine dell’operazione forzando a 
zero il segnale done_N. 
 
Perchè il controllore potesse comunicare correttamente con la SRAM si è 
dovuto implementare un PAD in quanto la memoria presenta una porta bi-
direzionale mentre lo “SRAM Controller” ha due segnali distinti per leggere 
(data_rd) o scrivere (data) i campioni. 
In figura 2.17 è riportato lo schema di funzionamento di questo PAD. 
Quando oe_N del controllore è basso il segnale pad_oe_N sale ad un livello 
logico alto e il segnale su pad_b (che è collegato con il bus bi-direzionale 
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della SRAM) viene trasferito su d_out_b (che altro non è che data_rd del 
controllore). 
Viceversa, quando si affronta una fase di scrittura il segnale pad_oe_N è 
forzato a zero e il contenuto di d_in_b (data dello “SRAM Controller”) 
viene passato a pad_b e, di conseguenza, alla SRAM. 
 
 
Figura 2.17 Schematizzazione del funzionamento del PAD 
 
Il diagramma a blocchi di figura 2.17 rappresenta la struttura del PAD per 
un solo bit e, di conseguenza, è stata instanziata 32 volte. 
 
Rimane da descrivere il significato dei segnali Do_test e Data_test. Come 
già accennato nelle specifiche di progetto, all’accensione si richiede 
all’ADSI un’operazione di self test che comprenda anche la verifica 
sull’integrità della memoria. Per fare ciò si è sfruttata la CPU che carica su 
Data_test un valore e informa lo “SRAM Controller”, attraverso il segnale 
Do_test, che ha inizio un’operazione di selfcheck. Nello stesso istante viene 
caricato su pointer un indirizzo e viene generato un impulso di retry. 
In questo modo nella SRAM viene memorizzato in un preciso indirizzo il 
dato presente su Data_test e, successivamente, il controllore preleva il 
contenuto di questo stesso indirizzo (sempre sfruttando pointer che nel 
frattempo non è stato modificato). Al termine di questa operazione la CPU 
controlla il dato ricevuto con quello inviato e, se i due valori risultano 
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coincidenti, allora l’operazione di self test è riuscita. Sempre al fine di 
verificare il funzionamento della SRAM è stato generato un segnale, 
read_test, che permette alla CPU di leggere il contenuto di un indirizzo della 
memoria in qualsiasi momento.  
 
Si osserva infine che i segnali BEn_0, BEn_1, BEn_2 e BEn_3 non vengono 
mai usati ma per una questione di hardware è necessario forzare il loro 
contenuto a 1 (questo è dovuto alla scelta della scheda su cui realizzare 
l’ADSI). 
 
Condizioni di Reset 
 
Di default nella memoria vengono salvati tutti e otto i canali presenti in 
ingresso. Sempre in corrispondenza di un impulso di Reset si ha che we_N e 
oe_N vengono settati al valore logico “1” mentre cs_N viene forzato a zero. 
Il segnale ready_N viene posto al livello logico alto e su data_cpu, così 
come su address, viene caricato il valore 0. 
 
 
2.3 Top-level dell’architettura 
 
Il top-level dell’architettura altro non è che il file VHDL attraverso il quale I 
vari blocchi logici vengono connessi tra loro e con la CPU. In questo stesso 
file vengono realizzate anche le comunicazioni con il mondo esterno alla 
logica implementata all’interno della FPGA. 
A tale scopo è stato istanziato un ulteriore file VHDL, chiamato “Signals”, 
che ha il compito di gestire queste comunicazioni con l’esterno e 
implementa, tra gli altri, quattro nuovi segnali che prendono il nome di 
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selfcheck, data_ready, dm_dav_clk e dm_dav_ok e che sono usati per 
controllare i LED montati sulla scheda e il cui significato sarà analizzato in 
seguito. Il segnale trig_out è usato per portare all’esterno della logica 
l’evento di trigger mentre trig_ext_i riceve un segnale dal connettore BNC 
di ingresso alla scheda. 
Nel top-level dell’ADSI sono stati implementati anche dei processi in grado 
di rendere impulsivi alcuni segnali che, altrimenti, durerebbero più di un 
ciclo di clock. Questi segnali sono generalmente quelli generati dalla CPU 
quali: 
- retry (dedicato al blocco “SRAM Controller”); 
- trig_ext_i (dal trigger esterno bisogna prelevare un segnale 
impulsivo). 
Infine, sempre nel top-level, viene istanziato il blocco “sd_adsi_cfg_reg” 
che contiene la configurazione di tutti i registri necessari per il 
funzionamento dell’ADSI e dei suoi blocchi logici. 
L’architettura dell’ADSI lavora con un segnale di clock alla frequenza di 20 
MHz ma l’oscillatore presente sulla scheda scelta per implementare il 
sistema (e che sarà analizzata in dettaglio nel prossimo capitolo) genera un 
clock a 50 MHz. Questo ha portato all’utilizzo di due DCM10 che fossero in 
grado di generare un segnale a 20 MHz e uno a 100 MHz (necessario, come 
vedremo nella descrizione della CPU nel prossimo paragrafo, per la UART 
di comunicazione tra PC e ADSI). 
Nei successivi paragrafi verranno brevemente analizzati la CPU e i registri 
di stato implementati nell’hardware. 
                                                 





Come già accennato in precedenza la logica dell’ADSI sfrutta una CPU8051 
di proprietà della SensorDynamics e realizzata dal Research Institute for 
Integrated Circuits (RIIC) [8] dell’università di Linz che necessita di una 
memoria che va dai 16KByte ai 32KByte. 
Questo microcontrollore è stato modificato in alcune sue componenti per 
poterlo adattare alle caratteristiche dell’ADSI.  
Per prima cosa è stata aggiunta una seconda porta UART di comunicazione 
per la gestione dei dati ricevuti e trasmessi tra la scheda e il PC. Questa 
porta, controllata da un clock alla frequenza di 100 MHz, ha la stessa 
struttura della UART seriale tra ADSI e ASIC ed è collegata al modulo USB 
presente sulla scheda. 
In secondo luogo nella CPU sono state aggiunte quattro porte GPIO  che 
sono utilizzate per la lettura dei dati presenti sulla SRAM esterna. Inoltre si 
è già visto durante la descrizione dei blocchi logici che compongono 
l’architettura dell’ADSI che la CPU deve essere in grado di generare dei 
segnali impulsivi (req_SRAM, req_RT, do_SRAM_test), necessari per 
dialogare con i controllori delle memorie. Questi segnali sono generati 
quando viene affrontata un’operazione di lettura o di scrittura in una delle 
due memorie.  
 
2.3.2 Registri di stato 
 
Nella tabella riportata di seguito vengono indicati i vari registri utilizzati 
nell’architettura sviluppata. La prima colonna indica il nome del registro a 
cui è associato l’indirizzo corrispondente alla tabella SFR (Special Function 
Register) della CPU 8051 (seconda colonna), la modalità di accesso (terza 
colonna) e al suo valore di Reset (ultima colonna). 
Sviluppo dell’Hardware 
 58
Tabella 2.10 Tabella dei registri utilizzati 
Registro Indirizzo SFR Accesso Reset 
ch0_std_reg E9 hex RW 00 hex 
ch1_std_reg E1 hex RW 00 hex 
ch2_std_reg E2 hex RW 00 hex 
ch3_std_reg E3 hex RW 00 hex 
ch4_std_reg E4 hex RW 00 hex 
ch5_std_reg E5 hex RW 00 hex 
ch6_std_reg E6 hex RW 00 hex 
ch7_std_reg E7 hex RW 00 hex 
dig_mon_reg A1 hex RW 10 hex 
Tr0Reg_MSB BA hex RW 00 hex 
Tr0Reg_ISB BB hex RW 00 hex 
Tr0Reg_LSB BC hex RW 00 hex 
Tr1Reg_MSB BD hex RW 00 hex 
Tr1Reg_ISB BE hex RW 00 hex 
Tr1Reg_LSB BF hex RW 00 hex 
Tr2Reg_MSB C0 hex RW 00 hex 
Tr2Reg_ISB C1 hex RW 00 hex 
Tr2Reg_LSB C2 hex RW 00 hex 
Tr3Reg_MSB C3 hex RW 00 hex 
Tr3Reg_ISB C4 hex RW 00 hex 
Tr3Reg_LSB C5 hex RW 00 hex 
Smpl_Os_Reg_MSB 92 hex RW 80 hex 
Smpl_Os_Reg_LSB 93 hex RW 01 hex 
Smpl_MEM_Reg_MSB 8E hex RW 80 hex 
Smpl_MEM_Reg_LSB 8F hex RW 01 hex 
Trig_Lev_RT_MMSB A9 hex RW 00 hex 
Trig_Lev_RT_IMSB AA hex RW 00 hex 
Trig_Lev_RT_ILSB AB hex RW 00 hex 
Trig_Lev_RT_LLSB AC hex RW 00 hex 
Trig_Lev_MMSB B2 hex RW 00 hex 
Trig_Lev_IMSB B3 hex RW 00 hex 
Trig_Lev_ILSB B4 hex RW 00 hex 
Trig_Lev_LLSB B5 hex RW 00 hex 
smpl_freq_RT_MSB 9D hex RO 00 hex 
smpl_freq_RT_ISB 9E hex RO 00 hex 
smpl_freq_RT_LSB 9F hex RO 00 hex 
smpl_freq_SRAM_MSB A2 hex RO 00 hex 
smpl_freq_SRAM_ISB A3 hex RO 00 hex 
smpl_freq_SRAM_LSB A4 hex RO 00 hex 
MEM_CFG 91 hex RW FF hex 
Trig_Cfg C6 hex RW 05 hex 
Trig_Cfg_RT C7 hex RW 08 hex 
N_after_reg_MSB AE hex RW 00 hex 
N_after_reg_LSB AF hex RW 01 hex 
M_before_reg_MSB D2 hex RW 00 hex 
M_before_reg_LSB D3 hex RW 00 hex 
pointer_MSB A5 hex RW 3F hex 
pointer_ISB A6 hex RW FF hex 
pointer_LSB A7 hex RW FF hex 
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Le modalità di accesso da parte della CPU possono essere di due tipi: 
a) in scrittura e lettura (RW); 
b) in sola lettura (RO). 
Gli indirizzi e i valori di Reset sono espressi in cifra esadecimale. 
Successivamente verrà analizzata la struttura di ogni registro associandoli ai 




Necessita di 8 registri, uno per canale, così strutturati: 
 
ChX_Std_reg: 
bit 7 bit 6 bit 5 bit 4 bit 3 bit 2 bit 1 bit 0 
--- Type[1] Type[0] Length[4] Length[3] Length[2] Length[1] Length[0] 
 
Dove X è un numero compreso tra 0 e 7. Contiene i dati necessari per 





I blocchi logici per generare la frequenza di campionamento sono due: uno 
per l’Oscilloscopio Virtuale e uno per la SRAM esterna. La struttura dei 
registri utilizzati è la stessa e viene di seguito riportata (tra parentesi sono 
indicati i nomi dei registri associati alla modalità snapshot): 
 
Smpl_Os_Reg_MSB (Smpl_Mem_Reg_MSB): 
bit 7 bit 6 bit 5 bit 4 bit 3 bit 2 bit 1 bit 0 




bit 7 bit 6 bit 5 bit 4 bit 3 bit 2 bit 1 bit 0 
Div[7] Div[6] Div[5] Div[4] Div[3] Div[2] Div[1] Div[0] 
 
Frame indica la fonte da cui ricavare la frequenza di campionamento, i tre 
bit Ch_sel servono per indicare il canale mentre i dodici bit di Div 




Come nel caso del “Sampling” anche qui si trova un blocco logico che 
viene istanziato due volte per cui, adottando la solita convenzione (tra 
parentesi i registri per lo snapshot) si hanno i seguenti tre registri: 
 
Smpl_freq_RT_MSB (Smpl_freq_SRAM_MSB): 
bit 7 bit 6 bit 5 bit 4 bit 3 bit 2 bit 1 bit 0 
Freq[23] Freq[22] Freq[21] Freq[20] Freq[19] Freq[18] Freq[17] Freq[16] 
 
Smpl_freq_RT_ISB (Smpl_freq_SRAM_ISB): 
bit 7 bit 6 bit 5 bit 4 bit 3 bit 2 bit 1 bit 0 
Freq[15] Freq[14] Freq[13] Freq[12] Freq[11] Freq[10] Freq[9] Freq[8] 
 
Smpl_freq_RT_LSB (Smpl_freq_SRAM_LSB): 
bit 7 bit 6 bit 5 bit 4 bit 3 bit 2 bit 1 bit 0 
Freq[7] Freq[6] Freq[5] Freq[4] Freq[3] Freq[3] Freq[1] Freq[0] 
 
Questi sono gli unici registri accessibili in sola lettura dalla CPU presenti 
nell’architettura che contengono le frequenze di campionamento usate per 






Fa uso di cinque registri: uno necessario per la propria configurazione e 




bit 7 bit 6 bit 5 bit 4 bit 3 bit 2 bit 1 bit 0 
-- -- -- -- Slope Ch_sel[2] Ch_sel[1] Ch_sel[0] 
 
Trig_Lev_RT_MMSB: 
bit 7 bit 6 bit 5 bit 4 bit 3 bit 2 bit 1 bit 0 
T_lev[31] T_lev[30] T_lev[29] T_lev[28] T_lev[27] T_lev[26] T_lev[25] T_lev[24] 
 
Trig_Lev_RT_IMSB: 
bit 7 bit 6 bit 5 bit 4 bit 3 bit 2 bit 1 bit 0 
T_lev[23] T_lev[22] T_lev[21] T_lev[20] T_lev[19] T_lev[18] T_lev[17] T_lev[16] 
 
Trig_Lev_RT_ILSB: 
bit 7 bit 6 bit 5 bit 4 bit 3 bit 2 bit 1 bit 0 
T_lev[15] T_lev[14] T_lev[13] T_lev[12] T_lev[11] T_lev[10] T_lev[9] T_lev[8] 
 
Trig_Lev_RT_LLSB: 
bit 7 bit 6 bit 5 bit 4 bit 3 bit 2 bit 1 bit 0 




Per ogni traccia che viene visualizzata sull’oscilloscopio virtuale bisogna 
indicare il canale da associarci, il valore dell’offset, il bit da cui iniziare a 
prelevare gli altri otto (bit_pos) e l’eventuale maschera da applicare (mask). 
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Per fare questo ogni traccia ha bisogno di 3 registri, per cui “Monitoring” in 
totale fa uso di 12 registri così composti: 
 
Tr0Reg_MSB (Tr1Reg_MSB, Tr2Reg_MSB, Tr3Reg_MSB): 
bit 7 bit 6 bit 5 bit 4 bit 3 bit 2 bit 1 bit 0 
-- -- Offset[5] Offset[4] Offset[3] Offset[2] Offset[1] Offset[0] 
 
Tr0Reg_ISB (Tr1Reg_ISB, Tr2Reg_ISB, Tr3Reg_ISB): 
bit 7 bit 6 bit 5 bit 4 bit 3 bit 2 bit 1 bit 0 
Ch_sel[2] Ch_sel[1] Ch_sel[0] b_pos[4] b_pos[3] b_pos[2] b_pos[1] b_pos[0] 
 
Tr0Reg_LSB (Tr1Reg_LSB, Tr2Reg_LSB, Tr3Reg_LSB): 
bit 7 bit 6 bit 5 bit 4 bit 3 bit 2 bit 1 bit 0 
Mask[7] Mask[6] Mask[5] Mask[4] Mask[3] Mask[2] Mask[1] Mask[0] 
 




Come per il “Trigger Oscilloscope” anche in questo caso c’è bisogno di 
cinque registri di cui quattro dedicati al livello del trigger. Rispetto però ai 
registri usati per l’Oscilloscopio Virtuale, il Trig_CFG presenta in più, oltre 
ai due bit necessari per selezionare la modalità di trigger (interno, esterno o 
software), anche i bit: 
- RTnS; 
- Trig_soft.  
 
Trig_CFG: 
bit 7 bit 6 bit 5 bit 4 bit 3 bit 2 bit 1 bit 0 





bit 7 bit 6 bit 5 bit 4 bit 3 bit 2 bit 1 bit 0 
T_lev[31] T_lev[30] T_lev[29] T_lev[28] T_lev[27] T_lev[26] T_lev[25] T_lev[24] 
 
Trig_Lev_IMSB: 
bit 7 bit 6 bit 5 bit 4 bit 3 bit 2 bit 1 bit 0 
T_lev[23] T_lev[22] T_lev[21] T_lev[20] T_lev[19] T_lev[18] T_lev[17] T_lev[16] 
 
Trig_Lev_ILSB: 
bit 7 bit 6 bit 5 bit 4 bit 3 bit 2 bit 1 bit 0 
T_lev[15] T_lev[14] T_lev[13] T_lev[12] T_lev[11] T_lev[10] T_lev[9] T_lev[8] 
 
Trig_Lev_LLSB: 
bit 7 bit 6 bit 5 bit 4 bit 3 bit 2 bit 1 bit 0 
T_lev[7] T_lev[6] T_lev[5] T_lev[4] T_lev[3] T_lev[2] T_lev[1] T_lev[0] 
 
Il bit trig_soft invece serve ad indicare la presenza o meno di un trigger 
proveniente via software. Quando l’utente decide di inviare un trigger via 




Dispone di cinque registri: uno per la configurazione e quattro per la finestra 
temporale. Di questi ultimi quattro, due sono dedicati al numero dei 
campioni da memorizzare dopo l’evento di trigger (N_after) e due per i 
campioni prima dell’evento (M_before). 
 
Mem_CFG: 
bit 7 bit 6 bit 5 bit 4 bit 3 bit 2 bit 1 bit 0 




N_after_reg_MSB ( M_before_reg_MSB): 
bit 7 bit 6 bit 5 bit 4 bit 3 bit 2 bit 1 bit 0 
value[15] value[14] value[13] value[12] value[11] value[10] value[9] value[8] 
 
N_after_reg_LSB ( M_before_reg_LSB): 
bit 7 bit 6 bit 5 bit 4 bit 3 bit 2 bit 1 bit 0 
value[7] value[6] value[5] value[4] value[3] value[2] value[1] value[0] 
 
La convenzione adottata nel Mem_CFG è la seguente: 
• MemX:   0 = Il canale X non viene salvato in SRAM; 
•             1 = Il canale X viene salvato. 
 
 
2.4 Verifiche funzionali 
 
Come si è già evidenziato nella descrizione del flusso di progetto è molto 
importante realizzare delle simulazioni comportamentali esaustive che siano 
in grado di rilevare eventuali errori di progettazione. A questo scopo, 
sfruttando sempre il linguaggio VHDL, si sono realizzati i file di testbench. 
In ognuno di questi file viene istanziato il blocco logico che si vuole studiare 
e si procede con l’assegnazione di ingressi atti a verificarne il 
comportamento. 
Impostando un tempo di simulazione e sfruttando le potenzialità di calcolo 
di Active-HDL si possono osservare direttamente le forme d’onda dei vari 
segnali presenti nel blocco logico. Ogni simulazione svolta sfrutta degli 
assert in grado di indicare automaticamente se le risposte attese 
corrispondono con quelle ottenute. 
In questa fase di progetto si sono realizzate tre tipi di simulazioni 
differenziate a seconda dei livelli di simulazione e della modalità di 
assegnazione degli ingressi: 
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- Block-level dove gli ingressi sono stati assegnati nel file di testbench 
forzandone manualmente l’evoluzione mentre i risultati sono stati 
analizzati con un’osservazione diretta; 
- Bus-level nei quali sono stati generati dei vettori di ingresso e i 
risultati sono stati confrontati con i risultati ottenuti con una 
simulazione svolta attraverso un programma in linguaggio C che 
simula il comportamento logico del blocco sotto analisi. 
- System-level che permette di analizzare le varie funzionalità del 
sistema globale facendo uso di particolari firmware per la CPU 
scritti appositamente a tale fine.  
Queste tre simulazioni sono state chiamate Sim0, Sim1 e Sim2 [9] e si sono 
svolte esclusivamente sui blocchi precedentemente descritti. 
 
2.4.1 Esempi di simulazioni Block-level 
 
Come già scritto, le Sim0 sono svolte per eseguire una prima analisi 
comportamentale dei singoli blocchi descritti in VHDL.  
Non sempre in questo livello di simulazione è necessario effettuare delle 
verifiche automatiche attraverso gli assert ma spesso è sufficiente osservare 
l’andamento delle forme d’onda per rendersi conto se il blocco realizzato 
funziona correttamente o è affetto da qualche errore. 
 
Come esempio si analizzi il caso del blocco logico di “Sampling”.  
Al fine di realizzare una simulazione funzionale di tale blocco si è dovuto 
per prima cosa simulare il comportamento del trentaduesimo bit di un canale 
o di frame. Nell’esempio che riportiamo si è scelto di campionare il sistema 
scegliendo una frequenza sottomultiplo del frame del canale 1. 
Nella figura 2.18 riportiamo il codice VHDL utilizzato per simulare il 




Figura 2.18 Codice VHDL per la generazione di un impulso di frame 
 
Va poi generato il clock e il processo che renda ciclico il comportamento di 




Figura 2.19 Codice VHDL per la generazione del Clock e di un frame 
 
Successivamente deve essere assegnato il valore Ch_sel per selezionare 
come fonte il canale 1, il valore di frame = ‘0’ per indicare che si usa il data 
valid di canale e quello di div che indica il fattore di divisione da applicare. 
Nel nostro caso, come si evince dalla figura 2.20, si è scelto un fattore di 





Figura 2.20 Codice VHDL per l’assegnazione dei valori degli altri 
 
Compilando tale file e lanciando una simulazione si sono ottenute le forme 
d’onda associate ai vari segnali, comprese quelle che ritraggono il 
comportamento dell’uscita indicata con sampl. 
Nella figura 2.21 si evince chiaramente che tale segnale è periodico e il suo 
impulso, della durata di un ciclo di clock, si ripete ogni quattro cicli del 
segnale ch1 che rappresenta la frequenza del data valid del canale 1. 
Eseguendo ulteriori simulazioni modificando i parametri di ingresso e 
osservando il comportamento di sampl si è potuto constatare il corretto 
funzionamento di “Sampling”. 
 
 




Questo tipo di simulazioni si sono svolte per ogni blocco logico realizzato 
sfruttando, nei casi di blocchi più complessi, l’ausilio degli assert automatici 
specie nel caso in cui le uscite da osservare sono multiple e la simulazione si 
estende per tempi considerevoli. 
 
2.4.2 Esempi di simulazioni Bus-level 
 
Dopo che tutti i blocchi logici hanno superato la prima fase di test si è 
passati a effettuare una simulazione Bus-level. Questo consente di verificare 
il funzionamento e le interconnessioni dei blocchi più complessi quali il 
generatore del segnale di trigger, il blocco di “Monitoring” e i controllori 
delle due memorie.  
Per prima cosa si sono realizzati dei programmi in linguaggio C al fine di 
emulare il comportamento funzionale dei blocchi che si vogliono studiare. 
Come già accennato in precedenza si generano dei vettori di ingresso casuali 
e si salvano i risultati ottenuti in corrispondenza ad ognuno di essi.  Sia i 
vettori di ingresso che quelli di uscita vengono caricati su dei file testuali. 
Successivamente all’interno del codice VHDL di testbench si prelevano i 
segnali di ingresso da questi file e si esegue una simulazione attraverso 
Active-HDL. I risultati ottenuti si confrontano con quelli salvati in 
precedenza nei file e si segnalano eventuali anomalie attraverso un assert di 
tipo “FAILURE” che arresta la simulazione nel punto esatto in cui si è 
verificata l’incoerenza. 
 
Come esempio si riportano i risultati ottenuti durante la verifica 
comportamentale dei blocchi dedicati alla scrittura e alla lettura nella 
DPRAM. In figura 2.22 viene riportata la funzione in C usata per generare 





Figura 2.22 Codice C per la generazione di un numero casuale 
 
Questa funzione viene richiamata in un’istruzione ciclica in modo da 
generare 256 campioni per ogni traccia così da riempire la DPRAM. Questi 




Figura 2.23 Codice C per la generazione di un vettore di ingresso 
 
Per quanto concerne invece la stesura del testbench si osservi che per prima 
cosa si è realizzato un apposito blocco logico (schematizzato in figura 2.24) 
all’interno del quale sono stati istanziati e collegati le tre componenti 
principali per il controllo della memoria DPRAM: 
- il controllore di scrittura; 
- il controllore di lettura; 
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- la memoria DPRAM. 
 
 
Figura 2.24 Schema del blocco logico DPRAM_block 
 
L’entità così ottenuta e riportata con il suo codice VHDL in figura 2.25 
necessita in ingresso, oltre che del clock e dei segnali di reset di sistema, 
anche del segnale di sample, quello di trigger, le quattro tracce e il segnale 
receive_ok (quest’ultimo proveniente dalla CPU). 
 
 




L’architettura realizzata inizia a salvare i dati nella DPRAM a partire da un 
evento di trigger (figura 2.26) e salva sequenzialmente le quattro tracce ogni 
volta che si presenta un segnale di sample. 
 
 
Figura 2.26 Codice VHDL per la generazione del segnale di trigger 
 
Assieme all’assegnazione di questi due segnali si sono caricati i dati salvati 
nel file trace attraverso la procedura open_file riportata in figura 2.27. 
 
 




Lo studio dei risultati si sono poi effettuati automaticamente controllando in 
fase di lettura della memoria che i dati estrapolati dalla DPRAM 
coincidessero con quelli salvati in precedenza. 
Dalla porzione di codice riportata in figura 2.28 risulta che se i dati non 
dovessero coincidere la simulazione risposte con un assert di tipo “Failure” 
e la simulazione viene arrestata. 
 
 
Figura 2.28 Codice VHDL per la generazione degli assert 
 
Gli stessi risultati possono essere analizzati infine per via grafica così come 
si è fatto nelle block-level in modo da poter ricercare nel dettaglio la causa 
di eventuali fallimenti. 
A tale scopo come ultimo esempio riportiamo l’andamento delle forme 
d’onda nei pressi di un evento di sample. Dalla figura 2.29 si osserva 
chiaramente che i dati presenti sulle quattro tracce in ingresso vengono 
salvati in quattro indirizzi della memoria sequenziali al verificarsi di tale 
segnale. Il dato receive_ok non viene utilizzato in questa fase di scrittura 
ma, come già visto nella descrizione del blocco logico “Controller”, viene 
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usato per indicare l’istante da cui è possibile trasferire un nuovo campione 
dalla DPRAM alla CPU. 
 
 
Figura 2.29 Simulazione del sistema di controllo della DPRAM 
 
2.4.3 Esempi di simulazioni System-level 
 
Le System-level sfruttano sempre l’ambiente di simulazione offerto da 
Active-HDL e prevedono la simulazione del sistema nel suo complesso. Dal 
momento che il sistema comprende una CPU, è necessario che vengano 
sviluppati dei programmi da far eseguire al micro, in modo da poter 
stimolare le connessioni tra i vari blocchi. Oltre a questi viene realizzato un 
file di testbench per la top-level dell’architettura e vengono analizzati i soli 
segnali che l’FPGA mostra verso il mondo esterno. E’ necessario quindi 
creare delle simulazioni in grado di valutate attentamente tutte le singole 
funzionalità dell’ADSI in modo da riscontrare eventuali anomalie sui 
segnali di uscita. 
Per fare ciò è stato necessario stendere delle versioni di firmware adeguate 
in grado di settare di volta in volta le varie componenti interne alla logica 
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realizzata. Sfruttando la dinamicità offerta dal linguaggio C si è utilizzato il 
software Keil microVision [10] per generare, attraverso una compilazione, 
un file chiamato prog51.bin all’interno del quale sono contenute tutte le 
istruzioni macchina in formato binario. Questo file ha lo scopo di 
inizializzare il modello VHDL della ROM al fine di eseguire una 
simulazione realistica del sistema. 
Come nel caso delle simulazioni precedenti è necessario che i risultati 
ottenuti siano controllati automaticamente durante la simulazione e per fare 
ciò è necessario sfruttare un componente non sintetizzabile presente sul bus 
della CPU 8051. Utilizzando una porta GPIO della CPU effettua delle 
verifiche sul dato ivi presente. Dal lato firmware, per poter utilizzare questo 
componente, è necessario richiamare un’apposita funzione chiamata 
messenger.c. 
Sono state eseguite una serie di Sim2 che possono essere riassunte nella 
tabella 2.11 nella quale sono indicate per ognuna di esse, oltre al nome dato 
alla simulazione, anche la funzionalità testata, la durata del test e il tempo di 
simulazione impostato in Active-HDL. 
 
Il primo test affrontato, hello_sd_asdi, ha come scopo quello di verificare se 
la CPU è in grado di leggere e interpretare correttamente i comandi ricevuti 
dalla ROM scrivendo il messaggio “Hello sd_adsi!” qualora la simulazione 
dia esito positivo. In caso contrario l’utente non riceve alcuna risposta da 
parte della CPU e la simulazione viene eseguita ininterrottamente. 
 
Il test chiamato rstwlk1_test permette di verificare la correttezza dei valori 
di reset applicati di default ai registri di sistema e ne valuta la loro integrità 
effettuando per ognuno di essi un’operazione di scrittura e di lettura. Inoltre 
verifica che la memoria SRAM sia accessibile senza problemi. Per quanto 
concerne la verifica dei valori di reset si confrontano i risultati letti nei 
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registri con i dati presenti nel file sd_adsi_pkg.h che contiene tutti i valori 
attesi.  
 
Tabella 2.11 Simulazioni System-Level svolte 
test 
# 





1 hello_sd_adsi Cpu 8051 Verifica integrità della 
CPU 
5 sec 400 us 
2 rstwlk1_test CPU 8051, Registri 
SFR, sd_adsi, 
SRAM_controller 
Valuta le condizioni 
di reset, la scrittura e 
lettura nei registri, la 
connessione, la 
lettura e la scrittura 
della SRAM 
30 sec 3.5 ms 






4 sd_adsi_chsel_test monitoring, 
dual_port_block 
nelle tracce 0, 1, 2 e 
3 vengono istradati 
rispettivamente ch4, 
ch7, ch4 e ch7. In 
questo modo si 
verifica che i dati 
vengano 
regolarmente scritti 




5 sd_adsi_time_range sram_controller Viene salvato un solo 
canale nella SRAM. 




40 sec 6 ms 
 
Al fine di valutare l’integrità dei vari registri si effettua un test denominato 
“walking-1” che consiste nel forzare il bit meno significativo ad 1 e porre 
tutti gli altri a 0. Il primo bit viene poi fatto scorrete su tutti gli altri e alla 
fine il registro viene resettato via software, ripristinando il valore di default. 
Per quanto concerne la SRAM vengono scritti tre dati in tre indirizzi allocati 
nella parte alta, intermedia e bassa della memoria stessa. Successivamente 
viene eseguito un accesso in lettura sugli stessi indirizzi e si verifica che i 
dati coincidano con quelli inviati in precedenza. 
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Qualora si verifichi un errore la simulazione informa l’utente attraverso un 
messaggio sulla console in grado di indicare anche che tipo di problema ha 
riscontrato e quale operazione è fallita. 
 
Per quanto concerne la simulazione sul dual_boot, la cui analisi dettagliati è 
rimandata al capitolo 3, consiste nel verificare l’effettivo funzionamento del 
boot preparato per testare il circuito dopo averlo sintetizzato su FPGA. 
Infatti, come vedremo, in fase di sviluppo del firmware le istruzioni dedicate 
al funzionamento della CPU vengono caricate nella RAM in modo da 
poterle modificare senza dover ogni volta ricorrere ad una nuova sintesi 
della ROM.  
 
Le ultime due analisi infine hanno lo scopo di testare particolari funzioni 
dell’ADSI e, nel caso specifico, sd_adsi_chsel_test verifica che i canali da 
visualizzare nelle quattro tracce vengano scelti correttamente mentre 
sd_adsi_time_range valuta che il numero di campioni salvati in memoria 
prima e dopo l’evento di trigger corrispondano effettivamente a quelli 
indicati negli appositi registri. Qualora si verifichi un problema la 
simulazione viene arrestata con un messaggio di errore. 
 
I test firmware sviluppati per eseguire le simulazioni System-level sono stati 
tutti, o in parte riutilizzati anche in fase di verifica hardware, in quanto non 
necessitano di particolari stimoli esterni. Come esempio basti pensare alla 
simulazione “walking-1” che sfrutta semplicemente un segnale di Reset. 
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3. Implementazione fisica dell’Hardware 
 
 
Dopo aver sviluppato l’hardware in grado di eseguire le varie funzionalità 
richieste all’ADSI si è cercata la scheda basata su dispositivo FPGA che 
potesse soddisfare le specifiche di SD. 
Si sono prese in considerazione diverse soluzioni proposte dal mercato e alla 
fine la scelta è ricaduta su una board con FPGA Spartan III a 400 Kgates, 
con connessione USB e SRAM da 1 MByte. 
In seguito si è sviluppato un firmware da registrare nella ROM del 
dispositivo per inizializzare la scheda alla sua accensione. 
Una volta creato questo file si sono mappati i segnali sulla FPGA seguendo i 
datasheet associati alla scheda scelta e si è eseguita la sintesi della logica 
descritta in precedenza in VHDL. 
Per completare poi l’hardware si è eseguito un setup elettrico al fine di 
realizzare una struttura fisica stabile che presentasse tutti i LED richiesti e 
tutti gli ingressi e le uscite previste in fase di progettazione. 
Tutto il sistema è stato infine sottoposto ad una accurata analisi 




3.1 Scelta della scheda di sviluppo 
 
Attraverso una prima analisi di mercato si è potuto individuare una serie di 
schede basate su dispositivo programmabile FPGA che rispondessero in 
parte alle nostre esigenze. 
Implementazione fisica dell’Hardware 
 78
La nostra attenzione si è focalizzata in particolare su tre modelli: 
1) ZestSC1 prodotta dalla Orange Tree Technologies [11]; 
2) HW-SPAR3E-SK-EC realizzata da Xilinx [12]; 
3) Memec Spartan 3-LC [13]. 
 
La prima scheda è prodotta in tre diverse versioni che presentano le seguenti 
caratteristiche: 
a) la prima versione è basata su Spartan-3 a 400 Kgates con 1 MByte di 
SRAM; 
b) la seconda versione sfrutta una Spartan-3 a 1 Mgates sempre con 1 
MByte di SRAM; 
c) la terza versione infine utilizza sempre una Spartan-3 a 1 Mgates ma 
monta una memoria SRAM da 8 MByte. 
Purtroppo la seconda e la terza versione sfuggono ai nostri target per quanto 
riguarda il fattore costo: la prima ha un prezzo di mercato di 430$ mentre la 
seconda supera i 680$. 
Per quanto concerne la prima versione si riscontrano le seguenti ulteriori 
caratteristiche: 
- Costo 254$; 
- FPGA Spartan 3 400Kgates; 
- Memoria SRAM 1Mbyte; 
- Porta USB; 
- Dimensione 74x122 mm. 
 
La Xilinx mette invece a disposizione la HW-SPAR3E-SK-EC con un costo 
molto interessante e valide caratteristiche, di seguito riportate: 
- Costo 149$; 
- FPGA Spartan 3 500Kgates; 
- Memoria DDR SDRAM 64Mbyte; 
- Porta USB; 
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- 2 Porte RS-232; 
- Porta PS/2; 
- Clock a 50 MHz; 
- Display LCD; 
 
Infine la Memec Spartan 3-LC [15] si basa su dispositivo FPGA a 400 
Kgates e può essere riassunta con le seguenti caratteristiche: 
− Costo 107$; 
− FPGA Spartan 3 400Kgates; 
− Porta USB 2.0; 
− Porta RS-232; 
− Dimensione 100x135 cm. 
− Clock a 50 MHz; 
− Compatibilità con moduli di espansione P160; 
Poiché tale scheda non presenta una memoria esterna come da noi richiesta 
si è preso in considerazione anche il modulo di espansione P160 
Communication Module 2 [16], sempre prodotto dalla Memec, con queste 
caratteristiche: 
- Costo 135$; 
- Memoria SRAM da 1Mbyte; 
- Memoria Flash da 4Mbyte; 
- Porta USB; 
- Porta RS-232; 
- 10/100/1000 Ethernet PHY. 
 
A seguito di un’analisi più dettagliata si è optato per realizzare il nostro 
dispositivo per mezzo di una Memec Spartan 3-LC con relativo modulo di 
espansione P160 principalmente per i seguenti motivi: 
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a) la Orange Tree Technologies richiedeva un ordine minimo di 50 
unità mentre il target di produzione di SD non superava le 10 unità; 
b) Nella scheda prodotta dalla Xilinx non era presente una memoria 
SRAM ma solo una memoria dinamica di tipo DDR. Questo avrebbe 
comportato un aumento di complessità per quanto concerne la logica 
per il controllo della scrittura e lettura in memoria. Inoltre questa 
scheda non presentava alcuna possibilità di espansione e questo 
rendeva impossibile l’aggiunta della memoria richiesta dal nostro 
sistema; 
c)  Le dimensioni della scheda HW-SPAR3E-SK-EC sono superiori 
alle specifiche indicate da SD. 
 
Al contrario la scheda prodotta da Memec risponde a tutti i requisiti di 
sistema e alle specifiche introdotte da SensorDynamics. Dispone infatti sia 
della connessione USB che della memoria SRAM richiesta nonché, 
considerando anche il modulo di espansione, rientra nei limiti indicati in 
termini di prezzo. 
Su questa scheda è montato un dispositivo programmabile della famiglia 
Xilinx XC3S400 la cui area è sufficiente, come vedremo in fase di sintesi, a 
contenere l’architettura implementata (si ricordi che in tale ottica si era 
scelto di implementare all’interno della FPGA una logica di tipo seriale a 
scapito di una logica parallela che avrebbe comportato maggior velocità nel 
sistema, peraltro non richiesta, a svantaggio delle dimensioni in termini di 
area occupata). 
In particolare questa FPGA è una Xilinx XC3S400-4PQ208CES [14]. Le 
sigle riportate nel nome permettono di individuare il modello (Spartan-3 a 
400 Kgates), lo speed grade 11 (-4 nel nostro caso), il tipo di package  
(PQ12), il numero di pin (208) e il range di temperatura (C13). 
                                                 
11 Caratterizza la velocità intrinseca della tecnologia che si sceglie.  
12 Plastic Quad. 
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Al fine di completare la descrizione della board Memec si riportano di 
seguito le foto inerenti alla scheda stessa (figura 3.1) e al modulo di 
espansione P160 (figura 3.2). 
 
 
Figura 3.1 Fotografia della scheda di sviluppo Memec [15] 
 
 
Figura 3.2 Fotografia del modulo di espansione P160 [16] 
 
 
                                                                                                                            
13 Commercial. Il range di temperatura può essere commerciale (da 0°C a 85°C) o 
industriale (da -40°C a 100°C). 
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3.2 Sviluppo del Dual-Boot 
 
Prima di procedere con la sintesi dell’architettura sulla FPGA Spartan-3 si è 
pensato alla stesura di un boot da caricare nella ROM al fine di inizializzare 
la scheda in fase di accensione. 
Nel caso specifico si è realizzato un dual-boot il cui nome deriva dal fatto 
che viene offerta la possibilità all’utente o di caricare il firmware nella 
Single Port RAM (SPRAM), attraverso un serial terminal, o di far eseguire 
il programma già presente all’interno della ROM e caricato con la sintesi. In 
fase di implementazione di quest’ultimo tale opportunità è risultata assai 
utile per poterlo testare e per valutarne l’efficacia senza dover effettuare una 
nuova sintesi al fine di rendere attiva ogni modifica. 
Per poter caricare il firmware sulla SPRAM si è fatto uso di un software in 
grado di emulare un terminale (nel caso specifico si è usato il Tera Term pro 
[17] per sistema operativo Microsoft Windows) del PC. 
 
 
Figura 3.3 Diagramma a blocchi del principio di funzionamento del Dual Boot 
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In figura 3.3 è riportato il diagramma di flusso del dual-boot che è stato 
implementato sfruttando sempre il software Keil microVision [10] ma 
utilizzando questa volta come linguaggio di programmazione l’Assembler 
della CPU 8051. Si è fatta questa scelta in quanto si è scelto di dedicare al 
dual-boot una memoria ROM da 1 KByte e tale linguaggio, a differenza del 
C, permette di descrivere le operazioni in modo diretto riducendo la 
dimensione del codice necessaria per la loro implementazione.  
Tale programma, ogni volta che si avvia o si resetta la scheda, viene caricato 
e rimane in attesa per 40 msec prima di passare ad esaminare il contenuto 
della ROM.  
Se in questo intervallo di tempo riceve dalla tastiera (la comunicazione è 
sempre controllata attraverso il Tera Term Pro) un carattere il cui codice 
ASCII corrisponde con la lettera “i” allora scrive sulla finestra di 
comunicazione il prompt “>” e rimane in attesa che l’utente carichi il 
firmware all’interno della SPRAM. 
Al contrario inizia ad inviare sul PC una serie di caratteri corrispondenti alla 
lettera “A” che verranno visualizzati sulla finestra di comunicazione del 
Tera Term Pro. Si è scelto di implementare all’interno della ROM 
un’operazione così semplice al fine di valutare il corretto funzionamento del 
codice usato per implementare il dual-boot. 
Poiché la velocità di comunicazione in questa fase di progetto non è una 
caratteristica rilevante si è settato un valore del baudrate (numero di bit al 
secondo) pari al valore standard di 38400. 
Ogni comunicazione tra PC e ADSI, per come è stata implementata la 
UART nella CPU, è composta da una trama seriale che ha inizio con 1 bit di 
start, prosegue con gli 8 bit che indicano il dato trasmesso, e termina con un 
bit di stop. 
Al fine di caricare il dual-boot all’interno della ROM è necessario generare 
il file prog51.bin attraverso il software Keil microVision. 
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3.3 Sintesi della FPGA 
 
Il passo successivo è stato quello di effettuare un’operazione di fitting sulla 
FPGA Spartan-3 dell’architettura fino ad ora descritta.  
Per eseguire tale operazione si è utilizzato il tool di sintesi ISE (Integrated 
Software Environment) [18] della Xilinx che permette, attraverso interfaccia 
grafico o via shell (quest’ultima è stata la scelta adottata in questo lavoro di 
tesi) di controllare i vari parametri al fine di ottenere le prestazioni più 
consone al sistema da realizzare. 
L’operazione di fitting può essere suddivisa in quattro passi fondamentali: 
- sintesi della logica; 
- mappaggio dell’FPGA; 
- place and routing; 
- Analisi di timing statica (static timing analysis), generazione dei file 
di programmazione e dei file di ROM. 
Per eseguire il fitting si è sfruttato, oltre al software ISE, anche un 
programmatore USB che, collegato tra PC e board, permette di 




 Al fine di eseguire la sintesi della logica descritta attraverso il linguaggio 
VHDL si è fatto uso del tool XST (Xilinx Synthesis Tool) [19] che fa parte di 
Xilinx ISE. 
Per poter controllare i parametri di sintesi si è generato un file, dal nome 
sd_adsi.xst, che permette di specificare tra le altre cose: 
- il dispositivo programmabile scelto (nel nostro caso Xilinx 
XC3S400-4PQ208CES); 
- il file di progetto dove sono riportati i file VHDL da sintetizzare; 
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- il top-level dell’architettura; 
- il grado di ottimizzazione. 
Per quanto riguarda quest’ultimo parametro si può scegliere 
un’ottimizzazione che privilegi la riduzione dell’ingombro di area o 
l’aumento di velocità della logica. Poiché non abbiamo particolari restrizioni 
nel campo delle velocità interne alla logica si è optato per una sintesi spinta 
a risparmiare area. 
Assieme a questo file bisogna fornire per una corretta sintesi anche le 
costrizioni sui segnali di clock (nel nostro caso sono il clock di sistema e 
quello proveniente dall’ASIC, entrambi a 20 MHz). Tali informazioni sono 
contenute nel file con estensione xcf. 
Quando viene lanciato XST effettua le seguenti operazioni: 
1) Compilazione dei file HDL; 
2) Elaborazione dei file HDL; 
3) Sintesi dei file HDL; 
4) Una seconda sintesi avanzata; 
5) Una sintesi a basso livello. 
La sintesi svolta permette di evidenziare altri difetti che la semplice 
compilazione non è in grado di rilevare. Per esempio può evidenziare se una 
logica genera dei latch trasparenti che sono da evitare per il loro 
comportamento asincrono. In tal caso, così come per altri problemi 
evidenziati dalla sintesi, è necessario tornare a modificare il codice VHDL. 
Al termine di queste operazioni XST genera un file di log che permette di 
valutare i risultati ottenuti durante ogni passo e informa di eventuali 
anomalie con dei messaggi di Warning o, in caso di errore, arresta la sintesi 
e lascia un Error che permette di risalire alla causa che lo ha generato. 
Nel caso specifico si è ottenuto come risultato finale della sintesi i seguenti 
valori: 
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Tabella 3.1 Risultati della sintesi 
Number of Slices:                     3261  out of   3584    91%   
Number of Slice Flip Flops:           2068  out of   7168    29%   
Number of 4 input LUTs:               5745  out of   7168    80%   
Number of bonded IOBs:                102  out of    141    72%   
IOB Flip Flops: 1 
Number of BRAMs:                       15  out of     16    93%   
Number of MULT18X18s:               1  out of     16     6%   
Number of GCLKs:                        6  out of      8    75%   
Number of DCM_ADVs:                 2  out of      4    50%    
 
Le prime tre voci sono le più significative e indicano l’occupazione di area 
prevista dalla sintesi. E’ bene sottolineare che la struttura della Spartan-3, 
così come riportata in figura 3.4, si basa su Slices (o CLB14) ed ognuna di 
queste è composta da due Flip Flops e da due Look Up Table (LUT) a 
quattro ingressi che permettono di sintetizzare una funzione combinatoria a 
quattro ingressi (figura 3.5). 
 
 
Figura 3.4 Sruttura della FPGA Xilinx Spartan 3 
 
                                                 
14 Configurable Logic Block. 
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Il numero di IOB indica gli Input/Output Block connessi mentre con BRAM 
si intendono i Blocchi di RAM utilizzati.  
 
 
Figura 3.5 Struttura di una cella CBL 
 
E’ stato sfruttato il 75% della rete di distribuzione del Clock (indicato con la 
voce GCLK) e, come già visto, sono stati usati due DCM. 
Oltre a questa tabella è importante osservare anche la frequenza di lavoro 
che il dispositivo così sintetizzato è in grado di supportare. Sempre dal file 
di log si ricava il seguente dato: 
  
Tabella 3.2 Frequenza di lavoro ottenuta dopo la sintesi 
Speed Grade: -4 
Minimum period: 20.946ns 
Maximum Frequency 47.742MHz 
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Questo sottolinea come l’architettura scelta sia idonea alle applicazioni per 
cui l’ADSI è dedicata ed, inoltre, evidenzia come sia in grado di supportare 
eventuali evoluzioni dei SiP da analizzare senza dover modificare la logica 
implementata. 
 
3.3.2 Mappaggio della FPGA 
 
Dopo aver portato a termine con esiti positivi la sintesi si può procedere a 
mappare la FPGA. Una fase rilevante dell’operazione di mappaggio di un 
dispositivo programmabile è l’assegnazione ai pin disponibili dei vari 
segnali con i quali l’FPGA comunica con il resto della board su cui è 
montata. Per prima cosa viene traslato, attraverso l’istruzione ngdbuild, il 
file sorgente generato da XST in una lista di nodi ai quali associa ulteriori 
informazioni utilizzando un file di estensione .ucf15. Questa operazione è 
necessaria per adattare il risultato ottenuto dopo la sintesi con il tool di 
mapping. Il file ucf viene generato da una tabella compilata in Microsoft 
Excel [20] e contiene le informazioni riguardo ai vari segnali collegati ai pin 
dell’FPGA (per esempio per ognuno di essi è possibile indicare se devono 
essere forzati in pullup o pulldown). 
 
Figura 3.6 Ingressi e uscite del ngdbuild 
                                                 
15 User Constraints File. 
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 Il file prodotto in uscita da ngdbuild ha un’estensione .ngd16 e viene 
utilizzato direttamente dal tool di mapping attraverso l’istruzione map che 
genera come uscita un file .ncd17. Assieme a questo comando vengono 
settati alcuni parametri necessari per ottimizzare i risultati finali. Per 
esempio si può ribadire se si vuole una architettura che prediliga il minimo 
ingombro d’area o la massima velocità possibile. 
 
 
Figura 3.7 esempio di ripartizione dei blocchi logici 
 
Interessante per esempio è l’opzione –l18 che permette di scegliere se 
effettuare ripetizioni di blocchi logici a comune tra due catene di calcolo al 
fine di migliorare le prestazioni in termini di velocità del dispositivo, a 
discapito naturalmente dell’ingombro di area. In figura 3.7 è riportato lo un 
esempio di schema di principio su cui si basa tale funzione. Anche in questo 
caso si è optato per una scelta a vantaggio dell’area occupata disattivando 
l’opzione di replica della logica. 
                                                 
16 Native Generic Database, formato del file adatto al tool di mapping di Xilinx. 
17 Netlist Circuits Description. 
18 No Logic Replication 
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I risultati del mappaggio vengono salvati in un file di log questa volta con 
estensione .mrp. I risultati ottenuti sono una rettifica di quelli ricavati dalla 
sintesi con XST e vengono riportati nella tabella 3.3. 
 
Tabella 3.3 Risultati ottenuti dopo il mappaggio 
Number of occupied Slices:              3,582 out of   3,584   99% 
- containing only related logic 2,758 out of   3,582   77% 
- containing unrelated logic: 824 out of   3,582   22% 
Number of Slice Flip Flops:           2027  out of   7168    28%   
Number of 4 input LUTs:               5515  out of   7168    77%   
Number of bonded IOBs:                102  out of    141    72%   
IOB Flip Flops: 42 
Number of BRAMs:                       15  out of     16    93%   
Number of MULT18X18s:               1  out of     16     6%   
Number of GCLKs:                        5  out of      8    75%   
Number of DCM_ADVs:                 2  out of      4    50%    
 
In questo caso le Slices che non sono state utilizzate per realizzare della 
logica sono state sfruttate per incrementare le prestazioni in termini di 
velocità del dispositivo FPGA.   
 
3.3.3 Place and Routing 
 
L’operazione di place and routing, lanciata con il comando par, è 
un’istruzione ricorsiva che trova il giusto posizionamento degli elementi 
logici all’interno dell’FPGA ottimizzandone i collegamenti. Utilizza in 
ingresso il file .ncd prodotto dall’istruzione map precedentemente eseguita e 
produce in uscita un nuovo file con la stessa estensione. 
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Al termine di questa operazione è possibile generare anche una netlist che 
può essere utilizzata per eseguire una nuova simulazione attraverso Active-
HDL [7] ma con una descrizione gate level19 che tenga conto dell’effettiva 
connessione delle porte logiche sintetizzate dal tool. 
Eventuali errori a questo livello di simulazione possono evidenziare una 
scrittura del codice VHDL non corretta oppure, assai meno probabili, 
eventuali bugs del tool di sintesi. 
 
3.3.4 Generazione dei file di programmazione e di ROM 
 
Prima di procedere con la generazione dei file di programmazione è 
consigliabile eseguire un’analisi statica della logica ottenuta dopo i passi di 
sintesi, di mappaggio e di place and routing. Questa operazione, richiamata 
attraverso il comando trce20, usa come ingressi il file .ncd e le informazioni 
sulle costrizioni temporali. Il risultato è un’analisi di tempo statica in grado 
di riferire se e come vengono rispettate le costrizioni temporali applicate al 
circuito. 
A questo punto si può procedere con la generazione del file di 
programmazione sfruttando il comando bitgen. 
Questo produce una bitstreams che verrà utilizzata per programmare 
attraverso l’apposito programmatore l’FPGA Xilinx. 
L’ultima operazione eseguita è stata la generazione del file di 
programmazione della ROM, eseguita con il comando promgen. 
Questa genera un file in formato MCS-86 (Intel), che è uno dei tre21 formati 
PROM, che contiene i dati di configurazione per il dispositivo FPGA. 
                                                 
19 Descrizione a livello di porte logiche. 
20 Timing Reporter and Circuit Evaluator. 
21 Gli altri due sono. Exormax (Motorola) e Tekhex (Tektronix) 
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Queste informazioni sono contenute nel file prog51.bin nel quale era stato 
scritto in precedenza il dual-boot e vengono così caricate nella ROM da 
1KByte implementata nel dispositivo programmabile. 
 
 
3.4 Schema elettrico 
 
Per poter rendere funzionale la logica implementata nel dispositivo 
programmabile FPGA è stato necessario realizzare un setup elettrico sulla 
scheda in modo da rendere facilmente accessibili all’utente i vari 
ingressi/uscite. Inoltre sono stati aggiunti dei Led al fine di analizzare il 
comportamento dell’ADSI. 
Nella figura 3.8 è riportato lo schema elettrico che rappresenta i 
collegamenti tra i pin della FPGA, il modulo di espansione P160 e l’esterno 
della board. 
Poiché le uscite/ingressi messi a disposizione dalla board Memec non erano 
sufficienti si è deciso di utilizzare i pin della FPGA dedicati al pilotaggio del 
Broadcom BCM546122 [21]. Poiché la presenza di tale dispositivo impediva 
un corretto pilotaggio dei segnali che si volevano mandare su questi pin è 
stato necessario dissaldare tale componente dal modulo di espansione.  
In questo modo si sono potuti prevedere anche la presenza di segnali con 
l’unico scopo di effettuare un corretto debug delle funzionalità della scheda. 
 
                                                 
22 Componente che gestisce la comunicazione su porta 10/100/1000 Ethernet presente sul 
modulo P160 ma non utilizzata nel progetto in analisi. 
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Figura 3.8 Setup elettrico dell’ADSI 
 
La scheda con cui è stata realizzata l’ASDI è stata chiusa in una scatola sulla 
quale sono stati poi applicati i vari LED e le varie porte di ingresso e di 
uscita. 





Sono stati implementati cinque led, tutti sul lato frontale della scatola (figura 
3.9), con lo scopo di controllare le operazioni svolte dell’ADSI durante il 
suo regolare funzionamento.  
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Figura 3.9 Fronte della scatola dell’ADSI 
 
Innanzi tutto s’è scelto un LED bicolore (rosso/verde) per indicare quando la 
scheda è accesa secondo la seguente convenzione: 
- alimentazione inserita ma interruttore su Off LED acceso con 
emissione di luce rossa; 
- interruttore su On LED acceso emissione di luce verde. 
Un secondo LED serve per controllare sia l’operazione di self test che la 
comunicazione tra ADSI e PC in quanto, all’accensione della scheda, se il 
controllo di selfcheck va a buon fine il LED si accende mentre, durante il 
trasferimento di dati attraverso la porta USB, la luce emessa da questo stesso 
LED lampeggia. 
Altri due LED sono dedicati per la comunicazione ma questa volta per il 
controllo della UART tra ADSI e ASIC e indicano, rispettivamente, la 
trasmissione seriale dei dati e la trasmissione del clock. Se una di queste due 
linee di comunicazione presenta dei problemi il LED corrispondente non si 
accende, altrimenti lampeggia regolarmente. 
Infine un ultimo LED serve per informare l’utente quanto è stata completata 
un’acquisizione di dati all’interno della SRAM a seguito del verificarsi di un 
evento di trigger. La luce emessa da questo LED rimane accesa fintanto che 
l’utente non effettua una nuova configurazione del trigger dedicato alla 
memoria. 
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3.4.2 Ingressi e uscite 
 
La comunicazione con l’ASIC è realizzata per mezzo di un connettore 
seriale23 posto sul fronte della scatola e schematizzato il figura 3.10. 
Di seguito si riportano brevemente il significato dei vari pin presenti sul 
connettore: 
a) Segnale di clock a 20 MHz proveniente dall’ASIC; 
b) Segnale di ricezione dall’ASIC della risposta al comando di 
configurazione (UART Rx); 
c) Segnale di trasmissione verso l’ASIC dei comandi dedicati alla sua 
configurazione (UART Tx); 
d) Ricezione dall’ASIC della stringa di dati seriali; 
e) Segnale di massa che mette sullo stesso riferimento la scheda 
ADSI con la scheda su cui è montato l’ASIC. 
 
 
Figura 3.10 Connettore seriale 
 
Sempre sul lato anteriore della scatola si trova il connettore USB per la 
comunicazione tra ADSI e PC e il pulsante di Reset che permette di 
ripristinare i valori di default in ogni registro. 
                                                 
23 Standard RS232 
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Nella figura 3.11 è rappresentato invece il lato posteriore dell’ADSI dove si 




Figura 3.11 Retro della scatola dell’ADSI 
 
Sono presenti inoltre le due boccole BNC, una denominata Trigger In e 
l’altra Trigger Out. La prima rappresenta l’ingresso per il segnale di trigger 
esterno messo a disposizione nella logica per l’acquisizione nella memoria 
SRAM, il secondo invece rappresenta l’uscita sulla quale è possibile 
osservare o l’evento di trigger generato per l’Oscilloscopio Virtuale o quello 
per la modalità snapshot. 
 
3.4.3 Segnali per il debug 
 
Sulla scheda sono stati dedicati anche dei pin sui quali sono stati portati dei 
segnali con lo scopo di analizzarne, in fase di debug, il comportamento per 
mezzo di un Oscilloscopio. Questo ha reso possibile l’accesso a nodi interni 
all’architettura il cui valore è importante per l’analisi funzionale della logica 
implementata. 
Di seguito si riportano i segnali utilizzati e il loro significato: 
- sul pin rx_pc_i può essere riportata la trama di ingresso o di uscita 
del connettore USB tra ADSI e PC. Poiché i pin liberi non sono 
sufficienti si è deciso di controllare quali dei due dati inviare su 
rx_pc_i attraverso uno degli switch disponibili sulla board Memec; 
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- sul pin clk_50 è inviato il segnale di clock a 50 MHz prodotto 
dall’oscillatore presente sulla scheda; 
- sul pin clk_20 è presente in segnale di clock a 20 MHz in uscita dal 
DCM; 
- sul pin frame è presente il segnale di frame in uscita dal blocco di 
standardizzazione; 
- su irqn viene indirizzato il segnale di interruzione che viene inviato 
alla CPU (come si vedrà nella descrizione del firmware tale segnale 
è generato in corrispondenza di una trasmissione); 
- sul pin sign è portato o il segnale di Reset interno o il segnale bist 24 
generato dalla memoria in fase di accensione. Anche in questo caso è 
sfruttato uno switch. 
Come si vedrà nel prossimo paragrafo questi segnali sono stati fondamentali 
per la verifica funzionale effettuata sulla scheda. 
 
 
3.5 Verifica funzionale sulla scheda 
 
Una volta eseguita la sintesi, grazie al setup elettrico realizzato si è potuto 
effettuare un’ulteriore verifica dell’integrità della logica implementata 
questa volta a livello di board (simulazione Board-level [9]). Questa volta si 
è fatto uso di strumentazione da laboratorio quale per esempio 
l’oscilloscopio. 
Sfruttando gli stessi firmware realizzati per la simulazione Sim2 si sono 
svolte analisi dettagliate delle varie funzionalità dell’ADSI. All’avvio si è 
usufruito del dual-boot per caricare attraverso il Tera Term Pro il file con 
estensione .hex generato con il Keil microVision a partire dagli stessi file 
                                                 
24 Built-In Self-Test è un segnale generato dalla memoria ad ogni accensione al fine di 
valutarne l’integrità. 
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scritti in precedenza in linguaggio C. In questo modo si scrive nella SPRAM 
dedicata al firmware (si è scelto di implementare una SPRAM da 20 KByte 
più che sufficiente, come vedremo, a contenere il firmware definitivo) il 
programma di verifica. Questa volta i messaggi atti a comunicare lo stato 
della simulazione vengono direttamente visualizzati sulla finestra del Tera 
Term Pro. Per valutare il funzionamento della seconda porta UART dedicata 
per il settaggio dell’ASIC under test si è fatto uso di una porta seriale del PC 
(nel caso il PC ne fosse sprovvisto si è ricorso ad un apposito adattatore 
seriale/USB) e si sono osservati i risultati della comunicazione su di una 
seconda finestra del Tera Term Pro. 
Queste simulazioni Board-level sono state indicate in SensorDynamics con 
il nome di Sim3. Si analizzerà ora un esempio di Sim3. 
 
3.5.1 Esempio di simulazione Board-level 
 
Tra le varie simulazioni Board-level svolte una in particolare permette di 
introdurre l’argomento del prossimo capitolo, ossia il funzionamento del 
firmware. 
Per mezzo di un oscilloscopio si sono intercettati i segnali irqn e rx_pc_i al 
fine di monitorare il comportamento della UART dedicata alla ricezione e 
alla trasmissione dei dati con il PC. 
Come già accennato in precedenza, e come si vedrà in dettaglio nel capitolo 
4, il trasferimento dei dati fa uso di un’interruzione generata dalla UART in 
corrispondenza ad ogni carattere ricevuto con lo scopo di indicare alla CPU 
l’istante in cui l’informazione è disponibile per essere prelevata ed 
interpretata. 
Attraverso questa analisi si è potuto valutare il corretto funzionamento di 
questo processo e, per maggior chiarezza, viene riportato in figura 3.12 il 
risultato di tale esperimento. 




Figura 3.12 Segnale di ingresso presente su USB e segnale di interruzione  
 
La figura appena menzionata rappresenta l’acquisizione di due dati 
consecutivi (canale 1, segnale superiore) e la rispettiva generazione del 
segnale di interruzione (canale 2, linea inferiore). Per ottenere tali risultati si 
è impostato il trigger sul canale 2 ad un valore di circa 1V (l’architettura 
interna alla FPGA fa uso di un livello logico alto posto alla tensione di 
3.8V) e si è posta una scala orizzontare di 100μs. 
E’ bene osservare che le scale verticali sui due canali sono differenti tra loro 
infatti il canale 2 ha una scala di 1V mentre sul canale 1 si hanno 2V per 
divisione. Inoltre il canale 1 risulta essere traslato verso l’alto in modo da 
non far sovrapporre le due forme d’onda. 
 
Nella figura 3.13 è evidenziata la forma dei due segnali riducendo la scala di 
riferimento orizzontale a 10μs. 
In particolare si può constatare la forma impulsiva del segnale di 
interruzione e la trama dei dati in ingresso sulla UART. E’ bene sottolineare 
che ogni carattere trasmesso è composto da 8 bit che contengono 
l’informazione più un bit di stop e uno di start.  
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Figura 3.13 Particolare del segnale di ingresso presente su USB  
 
La prova svolta si è ottenuta impostando un baudrate25 di 460800. Questo 
significa che vengono trasmessi: 
460800 / 10 = 46080 caratteri al secondo 26 
Il risultato ottenuto sperimentalmente corrisponde con quello teorico in 
quanto per trasmettere un carattere si necessita di: 
1 / 46080 = 21μs circa 
 
Queste prove sperimentali, svolte anche sugli altri segnali disponibili sui pin 
della scheda, hanno permesso di valutare la congruenza con i risultati 
ottenuti in fase di Sim2 confermando l’efficacia e la correttezza circuitale 
dell’architettura e della logica implementata. 
                                                 
25 Numero di bit trasmessi al secondo.  
26 La divisione per 10 deriva da: 8 bit di informazione + 1 bit di start + 1 bit di stop. 
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4. Sviluppo del Firmware 
 
Come già indicato in precedenza la CPU necessita di un firmware per poter 
ricevere ed interpretare correttamente i comandi necessari per configurare 
l’ADSI o l’ASIC oltre che per gestire il trasferimento dei dati verso il PC. 
Tale firmware, come già accennato, è stato sviluppato attraverso l’ambiente 
Keil microVision [10] utilizzando il linguaggio C. 
All’interno del file principale, indicato con il nome di adsi.c, vengono 
richiamati altri file contenenti gli indirizzi dei registri, costanti, macro, e 
apposite funzioni necessarie per l’esecuzione di alcune operazioni.  
 
In una prima fase di è deciso di caricare il firmware attraverso l’uso di un 
terminale (Tera Term Pro [17] ) sfruttando la funzionalità del dual-boot. 
Questo ha permesso di apportare modifiche e correzioni sul codice C senza 
dover ogniqualvolta programmare il dispositivo FPGA. Solo quando il 
firmware scritto è risultato stabile e funzionante si è proceduto alla sua 
scrittura definitiva nella SPRAM in modo che all’avvio la scheda risulti 
subito pronta al regolare funzionamento senza dover ricorrere al Tera Term 
Pro. Tale operazione permette di inizializzare la RAM in modo da rendere 
disponibile all’avvio del sistema una serie di funzioni che permettono alla 
CPU di eseguire le istruzioni di sua competenza. 
Si è comunque deciso di lasciare nella ROM il dual-boot in modo che si 
possa, qualora lo si desideri, caricare un nuovo firmware dall’esterno 
ignorando quello già presente della SPRAM. Questo permette una maggiore 
flessibilità del programma di controllo della CPU senza dover ricorrere a 
nuove sintesi. 
Come si vedrà nei successivi paragrafi, nel firmware è stata inserita anche 
un’inizializzazione che permette di effettuare il test automatico di 
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funzionamento dell’architettura. Infine particolare attenzione sarà dedicata 
al problema della velocità di trasferimento dei dati tra la scheda e il PC. 
 
 
4.1 Struttura del firmware 
 
La struttura del firmware si basa principalmente su un processo di 
interruzioni che informa la CPU quando è presente una richiesta di 
trasmissione o di ricezione su una delle due porte UART. 
La prima operazione che viene eseguita è quella inerente al settaggio della 
velocità di comunicazione delle due porte. Per quanto riguarda la UART 
dedicata all’ASIC essa è impostata con un valore di baudrate di 38400 in 
quanto determinata dall’ASIC stesso e peraltro non cofingurabile, mentre 
sulla porta di comunicazione con il PC si è arrivati ad impostare un baudrate 
di 460800 (la scelta di tale valore verrà motivata nel prossimo paragrafo). 
Successivamente si entra in un flusso di esecuzione sequenziale ad 
interruzione di programma all’interno del quale i vari messaggi ricevuti 
vengono interpretati ed eseguiti. 
 
I dati provenienti dal PC o diretti a questo attraverso la connessione USB 
vengono caricati in un buffer in grado di contenere fino a 256 byte. Ogni 
messaggio trasmesso dal software o diretto al PC è composto da un certo 
numero di byte che, come si vedrà, ha un valore prefissato per ogni 
comando. Quando un dato viene ricevuto dalla UART questa genera 
un’interruzione che sospende l’esecuzione del flusso principale e abilita 
un’apposita funzione attraverso l’interrupt handler. Quando l’ultimo dato 
viene ricevuto il programma esce dalla funzione e disabilita il segnale di 
interruzione; ha inizio così l’operazione di interpretazione del comando 
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ricevuto. E’ bene evidenziare come l’interruzione venga generata via 
hardware ma venga rimossa via software. 
Successivamente viene preparata e trasmessa la risposta necessaria per 
informare il software presente sul PC che il comando è stato eseguito e, 
eventualmente, vengono allegate a questo messaggio le informazioni 
richieste. L’operazione di trasmissione genera una seconda interruzione che 
ha lo scopo di caricare sul buffer i dati da inviare al Computer. 
La comunicazione dal lato PC viene gestita da una DLL27 sviluppata da 
SensorDynamics28 e che garantisce che le istruzioni preparate dal software, 
realizzato per il controllo dell’ADSI, siano correttamente trasmesse sulla 
porta USB senza perdita di informazioni e rispettando le temporizzazioni 
settate sulla UART.  
  
Sia per quanto concerne la trasmissione che la ricezione le funzioni di 
interruzione hanno termine quando si è giunti a trattare l’ultimo byte. Per 
conoscere quando questa condizione è verificata viene allegata ad ogni 
messaggio l’informazione sulla sua lunghezza. Tale dato è allocato nel 
secondo byte come sintetizzato nella tabella 4.1. 
 
Tabella 4.1 Formato della stringa di trasmissione 
1 Byte 1 Byte ‘Length’ – 2 Byte 1 Byte 
Address Lenght Message Content CHK 
 
Il primo campo indica il codice identificativo del destinatario del 
messaggio29. Come già detto, nel secondo campo è riportata la lunghezza del 
                                                 
27 Dynamic Link Library. 
28 Il codice della DLL è di proprietà della SensorDynamics e non può essere riportato in tale 
trattato. 
29 Nei messaggi necessari alla gestione dell’analizzatore questo campo non è necessario ma 
lo è in altre applicazioni SD. Questo protocollo è stato sviluppato secondo lo standard SD 
che è proprietà riservata della SensorDynamics, le informazioni relative il protocollo di 
comunicazione non possono essere riportate in questo documento 
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messaggio mentre la terza colonna contiene il contenuto del messaggio che 
si estende per n byte, dove n è: 
n = Length – 2 
L’ultimo byte trasmesso è il checksum e viene utilizzato per valutare se il 
messaggio, una volta ricevuto, si è corrotto durante la trasmissione. Questa 
operazione avviene nel seguente modo: 
- nel checksum viene riportato il risultato della somma dei precedenti 
Length - 1 byte; 
- Una volta che il messaggio viene ricevuto viene eseguita una 
seconda somma degli Length -1 byte; 
- Il risultato di questa somma viene confrontato con il contenuto del 
checksum e se i due dati non dovessero corrispondere significa che la 
trasmissione è stata corrotta. 
Il controllo del checksum viene svolto sia dalla CPU che dalla DLL. 
 
 
Figura 4.1 Diagramma di flusso del firmware 
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Per fare ciò si è adottata la convenzione che, quando il messaggio ricevuto 
contiene un comando che il firmware non riconosce, questo abilita una 
seconda funzione di interruzione, l’interrupt handler2, che preleva dal 
buffer i dati e li spedisce, attraverso la seconda UART, all’ASIC. In questo 
modo, la gestione di eventuali comandi sconosciuti (sia all’ADSI che 
all’ASIC) rimane demandata all’ASIC stesso. 
A questo punto la CPU resta in attesa di una risposta dal DUT e, non appena 
la riceve, la trasmette immediatamente alla UART lato PC. 
Nella figura 4.1 è riportato il diagramma di flusso semplificato del 
funzionamento del firmware. Il flusso centrale è quello principale, a destra è 
indicato quello dell’interruzione che gestisce la comunicazione con l’ASIC 
mentre a sinistra quello dell’interruzione per la comunicazione con il PC. 
 
 
Figura 4.2 Diagramma di flusso principale del firmware 
 
Nel diagramma di flusso di figura 4.2 invece è riportato nel dettaglio il  
flusso d’esecuzione del programma principale, in particolare si vuole 
evidenziare il suo comportamento dopo l’analisi del comando ricevuto dal 
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PC o dall’ASIC. Riassumendo, quando un dato proveniente dal PC ha un 
comando sconosciuto questo abilita l’interruzione che controlla la 
trasmissione sulla UART dell’ASIC. Quando il comando invece è 
conosciuto, oppure proviene dall’ASIC, allora si abilita la funzione di 
interruzione dedicata alla trasmissione su PC. 
 
 
Figura 4.3 Diagramma di flusso dell’interruzione del firmware 
 
Infine in figura 4.3 è rappresentato il diagramma di flusso della funzione di 
interruzione. Tale schema è valido sia per l’interrupt handler che per 
l’interrupt handler2. Il comportamento è quello già descritto con l’aggiunta 
di un’operazione di verifica sul tempo necessario per la ricezione. Se viene 
superato un parametro indicato con il nome di timeout allora la trasmissione 
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viene annullata altrimenti tutto prosegue senza problemi. Si osservi che 
l’aggiornamento del checksum avviene ogni volta che un byte viene 
trasmesso. 
 
4.1.1 Comandi di controllo dell’ADSI 
 
Il firmware scritto deve essere in grado di riconoscere i comandi dedicati 
alla CPU dell’ADSI in modo da eseguire correttamente le operazioni 
richieste dal software. 
Si sono implementati i seguenti comandi: 
1) Lettura di un registro SFR; 
2) Scrittura in un registro SFR; 
3) Lettura della memoria DPRAM; 
4) Lettura della memoria SRAM. 
Nell’analisi di questi comandi si trascureranno i primi due byte, che 
rappresentano il codice identificativo e la lunghezza del messaggio, e 
l’ultimo che contiene il valore del checksum. 
 
Lettura registro SFR 
 
La richiesta per la lettura di un registro SFR avviene attraverso il comando 
“Read SFR” che assume la struttura riportata nella tabella 4.2. 
 
Tabella 4.2 Formato della richiesta di lettura di un registro SFR   
Indice del byte 0 1 
Nome del campo Read SFR Address 
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Il messaggio è composto da due byte dove il primo contiene l’istruzione 
“Read SFR” identificata dal codice esadecimale “FF”. Al secondo byte 
invece è associato l’indirizzo del registro che si vuole leggere. 
  
Una volta che la CPU riconosce il comando ricevuto prepara la risposta che 
assume la forma rappresentata nella tabella 4.3. 
 
Tabella 4.3 Formato della risposta di lettura di un registro SFR   
Indice del byte 0 1 2 
Nome del campo Read SFR Address Data 
 
In questo caso i primi due byte sono la ripetizione del comando “Read SFR” 
e dell’indirizzo del registro. Nel terzo byte è contenuta invece 
l’informazione prelevata dal registro letto. La ripetizione dei primi due 
campi permette al software di identificare la risposta ricevuta in modo da 
associarla al comando trasmesso. 
 
Scrittura registro SFR 
 
Il comando di scrittura è rappresentato dal codice esadecimale “FE” ed è 
indicato con il nome di “Write SFR”. 
La sua struttura è rappresentata nella tabella 4.4 qui di seguito riportata. 
 
Tabella 4.4 Formato di richiesta di scrittura in un registro SFR 
Indice del byte 0 1 2 3 
Nome del campo Write SFR Address Data Write Mask 
 
Il secondo byte riporta il valore dell’indirizzo del registro in cui scrivere il 
dato presente sul terzo byte del messaggio. 
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Il quarto campo, indicato con l’appellativo di “Mask”, rappresenta il valore 
della maschera da applicare al dato da scrivere.  
La scrittura con maschera significa: 
1) lettura del vecchio valore; 
2) azzeramento della porzione da scrivere; 
3) scrittura della porzione voluta. 
Questo consente di registrare solo una porzione del registro in modo da non 
modificare necessariamente tutto il suo contenuto.  
Poiché si è preferito far gestire queste operazioni alla CPU è stato necessario 
introdurre il campo “Mask”. 
Tale operazione risulta essere importante in quanto si è visto che molti 
registri contengono diversi campi al loro interno e la modifica di uno di 
questi non comporta necessariamente la modifica degli altri. 
La risposta processata assume la forma riportata nella tabella 4.5. 
 
Tabella 4.5 Formato di risposta di scrittura di un registro SFR 
Indice del byte 0 
Nome del campo Write SFR 
 
Il messaggio replica solo il comando eseguito. 
 
Lettura nella DPRAM 
 
Quando l’utente richiede via software di visualizzare sull’Oscilloscopio 
Virtuale le tracce selezionate viene inoltrato alla CPU un messaggio con lo 
scopo di accedere alla DPRAM e di prelevare i dati caricati al suo interno. 
Nella tabella 4.6 è riportata la struttura di questo messaggio: 
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Tabella 4.6 Formato di richiesta di lettura DPRAM 
Indice del byte 0 
Nome del campo Read DPRAM 
  
Il comando “Read DPRAM” è rappresentato dal codice identificativo 
esadecimale “FD”. 
Poiché il buffer implementato non è abbastanza grande da poter scaricare 
tutta l’intera memoria in una sola trasmissione si è scelto di trasferire 128 
byte alla volta. 
Questo implica che per poter visualizzare le quattro tracce sono necessarie: 
1024 / 128 = 8  
richieste di trasmissione consecutive30. 
La trama di risposta inviata dalla CPU al PC è riportata nella tabella 4.7. 
 
Tabella 4.7 Formato di risposta ad una lettura DPRAM 
Indice del byte 0 1 2..129 
Nome del campo Read DPRAM Block Num Data 
 
Nel campo indicato con il nome “Block Num” è trasferita l’informazione 
associata al pacchetto di memoria che viene trasmesso nei 128 byte 
consecutivi. 
E’ bene sottolineare che tale informazione ha il solo scopo di ricostruire 
correttamente le tracce sull’Oscilloscopio Virtuale e non viene sfruttata per 
chiedere una nuova trasmissione qualora il pacchetto ricevuto dal PC sia 
risultato corrotto. In tale circostanza infatti si è preferito perdere l’integrità 
dell’informazione anziché creare del rallentamento nella trasmissione poiché 
la modalità Oscilloscopio Virtuale deve essere Real Time. 
 
                                                 
30 1024 rappresenta il numero di byte che compongono la DPRAM 
Sviluppo del Firmware 
 111
Lettura nella SRAM 
 
L’ultima istruzione dedicata all’ADSI è quella necessaria per la lettura della 
memoria SRAM il cui comando, “Read SRAM”, ha come identificativo 
l’esadecimale “FC”. Nella tabella a seguire è riportato il messaggio inviato 
dal software quando viene inoltrata una richiesta di lettura da SRAM. 
 
Tabella 4.8 Formato di richiesta di lettura nella SRAM 
Indice del byte 0 1-2 
Nome del campo Read SRAM Block Num 
 
Si osserva subito che, a differenza della lettura nella DPRAM, in questo 
caso è richiesta anche l’informazione associata al numero del blocco da 
trasmettere questo perché, nel caso di errore di trasmissione, il software 
avanza una nuova richiesta di lettura del blocco danneggiato. I dati salvati 
nella SRAM infatti sono usati per un’analisi post-processing in modo da 
poter mettere in evidenza eventuali anomalie e non devono per cui subire 
alterazioni durante il trasferimento dall’ADSI al PC. 
Il numero di blocchi da trasmettere inoltre è variabile in quanto la finestra 
temporale e il numero di campioni memorizzati nella SRAM è configurabile 
dall’utente. Nel caso della SRAM si è deciso di trasmettere 240 byte alla 
volta sfruttando quasi completamente il buffer. Poiché non è detto che il 
numero di campioni da trasferire sia un multiplo di 240 l’ultimo blocco 
trasmesso conterrà più campioni di quelli voluti. Si è deciso quindi di 
effettuare la scrematura dei byte in eccesso una volta ricevuti sul PC 
attraverso il software realizzato. E’ evidente che il campo associato al 
“Block Num” necessita di due byte visto che può essere richiesto anche di 
scaricare l’intera memoria da 1 MByte con il seguente risultato: 
(1024 x 1024) / 240 = 4370  blocchi da trasmettere31 
                                                 
31 Tale numero non è rappresentabile su soli 8 bit. 
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La risposta preparata dalla CPU assume la stessa forma vista per il 
trasferimento dei dati presenti nella memoria DPRAM, con l’unica 
differenza dell’ampiezza dei campi “Block Num” (come già detto è 
composto da 2 byte) e “Data”. La struttura di tale messaggio è indicata 
nella tabella 4.9. 
  
Tabella 4.9 Formato di risposta ad una lettura nella SRAM 
Indice del byte 0 1-2 3..242 
Nome del campo Read SRAM Block Num Data 
 
Qualsiasi altro messaggio proveniente dal PC che contiene un comando 
differente da quelli sopra descritti non viene interpretato dalla CPU e viene 




4.2 Velocità di trasferimento dei dati 
 
Un problema rilevante che è stato affrontato ed approfondito è quello legato 
alla velocità con cui i dati vengono trasferiti dalla scheda al PC. 
L’utilizzo di una porta di comunicazione USB permette sicuramente di 
raggiungere velocità di trasferimento accettabili ma nel caso considerato si 
sono avuti diversi problemi legati principalmente al trasferimento dei 
campioni salvati nella memoria SRAM.  
Inizialmente, impostando un baudrate di 38400 si sono riscontrati tempi di 
attesa estremamente lunghi quando si voleva scaricare l’intero contenuto 
della SRAM. E’ parso per cui appropriato incrementare tale parametro ma i 
risultati iniziali non sono stati confortanti come quelli che ci si attendeva. 
Il problema ha richiesto un’attenta analisi e si sono sfruttate sia le 
informazioni ottenute con un oscilloscopio sia quelle ricavate da un’apposita 
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funzione della DLL usata che permette di salvare in un file di log i risultati 
della comunicazione tra PC e ADSI. 
La prima difficoltà riscontrata è stata quella legata a degli errori di timeout 
che provocavano la perdita di pacchetti di informazioni generando notevoli 
ritardi nella trasmissione. Tali errori hanno iniziato a presentarsi quando si è 
incrementato il baudrate a 115200. 
Il tempo necessario per eseguire un approfondito debug è stato rilevante ma 
alla fine ha portato ad individuare il problema in alcune impostazioni interne 
al codice della DLL32. Originariamente era stato infatti introdotto al suo 
interno un ritardo aggiuntivo tra due byte consecutivi (nella trasmissione 
dalla DLL verso il modulo) perché altrimenti gli ASIC controllati da tale 
DLL33 perdevano qualche bit. Si sono quindi levate tali limitazioni e si è 
modificata qualche istruzione. Risolto il problema legato al timeout si è 
iniziato ad incrementare la velocità di trasferimento ottenendo i seguenti 
risultati: 
 






Nella prima colonna della tabella 4.10 sono indicati i vari valori di baudrate 
impostati mentre nella seconda colonna sono riportati i minuti necessari a 
trasferire l’intero contenuto della memoria SRAM dall’ADSI al PC. 
Si è osservato, svolgendo tali prove, che il tempo di trasferimento non 
aumentava come desiderato al crescere della velocità di comunicazione. 
                                                 
32 Si ricorda che la DLL è di proprietà della SensorDynamics per tanto non è possibile 
riportare le modifiche apportate nel suo codice. 
33 La DLL usata per controllare la comunicazione tra ADSI e PC si basa sulla DLL 
sviluppata da SD per il controllo e il settaggio dei loro ASIC. 
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Per prima cosa si è allora provveduto a fare in modo che il trasferimento dei 
dati dalla SRAM al PC avvenisse direttamente all’interno della funzione di 
interruzione a differenza di quanto implementato in un primo momento in 
cui, per ogni byte da trasmettere, si doveva passare dalla funzione 
principale. 
Anche in questo caso però non si sono ottenuti sostanziali miglioramenti. 
Questo stava a significare che il problema era da ricercare in un’altra causa 
e, dopo nuove prove e varie simulazioni, si è giunti alla conclusione che la 
dimensione del buffer giocava un ruolo rilevante. 
Nelle prove fatte in precedenza infatti si era impostato che il numero dei 
byte da caricare nel buffer fosse pari a quello della DPRAM e quindi a 128 
byte. Allargando il buffer a 256 byte si è fatto in modo che ad ogni 
messaggio fossero allegati 240 byte provenienti dalla memoria SRAM. I 
risultati così ottenuti hanno confermato le aspettative. 
  






Nella tabella 4.11 sono riportati i minuti necessari al trasferimento 
dell’intera memoria SRAM in corrispondenza dei vari baudrate e con un 
buffer di 256 byte. 
Gli ultimi due dati indicano che un ulteriore aumento di baudrate non 
porterebbe a sostanziali miglioramenti ma per poter ottenere velocità di 
trasferimento inferiori bisognerebbe continuare ad allargare il buffer. 
Tale operazione non è stata eseguita in quanto i tempi ottenuti sono 
attualmente sufficienti ed, inoltre, un eventuale aumento del buffer 
comporterebbe sostanziali modifiche sia sul lato software che su quello 
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firmware, nonché nella DLL stessa. In particolare la modifica di 
quest’ultima richiederebbe risorse di SD al momento non disponibili. 
Queste modifiche sono legate al fatto che l’ampliamento del buffer, e quindi 
dei byte da trasmettere, comporterebbe una lunghezza del messaggio non 
più esprimibile su un solo byte. Questo vorrebbe dire modificare il 
comportamento sia della DLL che del firmware in quanto la prima 
operazione che entrambi eseguono è quella di confrontare il dato contenuto 
nel secondo byte con la lunghezza del messaggio ricevuto per valutare 
quando la trasmissione è conclusa. Bisognerebbe fare in modo quindi che il 
confronto non avvenisse più su di un solo byte ma sul numero rappresentato 
da due byte. Questo comporterebbe difficoltà soprattutto nel garantire la 




4.3 Operazione di Selfcheck 
 
Prima di entrare nell’esecuzione del programma principale che compone il 
firmware dell’ADSI si vuole che la scheda realizzi un’operazione di self test 
con lo scopo di informare l’utente, ad ogni accensione, se si sono riscontrati 
o meno dei problemi di integrità dell’architettura. 
Per eseguire tali istruzioni si è integrato il file rstwlk1_test che, come già 
visto in precedenza, valuta l’integrità di tutti i registri, della memoria SRAM 
e la correttezza delle condizioni di reset. Se i risultati ottenuti sono tutti 
conformi con quelli attesi allora viene alzato un flag che permette 
all’architettura di conoscere l’esito positivo dell’operazione. 
Oltre alle verifiche sui registri della CPU e sulla SRAM è necessario 
controllare anche l’integrità delle altre memorie. Per fare ciò si sfrutta il 
segnale di BIST generato da ogni memoria alla sua accensione. 
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Eseguendo un’operazione di and logico tra questi segnali di bist e il flag su 
cui agisce rstwlk1_test si ha un segnale con il quale è possibile pilotare il led 
di selfcheck. Tale led si accende all’avvio della scheda se non si sono 
riscontrati problemi. 
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5. Sviluppo del Software 
 
In parallelo con la stesura del firmware si è sviluppato anche il software 
necessario per il controllo da PC dell’analizzatore e capace di visualizzare i 
segnali ricevuti in tempo reale da quest’ultimo. 
Come visto dalle specifiche l’interfaccia grafico con cui controllare l’ADSI 
deve essere user friendly e per tale motivo si è scelto di utilizzare come 
ambiente di sviluppo il Labview della National Instruments [22]. Questa 
scelta è stata rafforzata dalla presenza della DLL appositamente progettata 
per controllare la comunicazione proveniente da Labview e diretta alla porta 
USB del PC. 
Prima di giungere ad un’unica interfaccia grafica si sono sviluppati vari 
componenti in grado di svolgere le funzioni base quali lettura e scrittura nei 
registri, trasferimento dei dati presenti della DPRAM e lettura della 
memoria SRAM. 
Oltre a questo si è integrato, apportando le opportune modifiche, il 
componente che SensorDynamics utilizzava in precedenza per settare l’APB 
Digital Monitoring Unit presente nell’ASIC under test. 
Si è realizzato alla fine una finestra composta da tre schede che ricoprono le 
seguenti funzioni: 
1) Settaggi generali; 
2) Download della SRAM; 
3) Controllo dell’Oscilloscopio Virtuale; 
 
L’ultima scheda, che è stata chiamata “Monitor Control”, permette di 
scegliere quali canali visualizzare, di impostarne i parametri e di tracciare il 
loro andamento, sia come forma d’onda analogica sia come 
rappresentazione digitale.  
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Nella scheda indicata con il nome di “Snapshot Download” è possibile 
controllare i dati caricati nella SRAM mentre nella prima scheda, che prende 
il nome di “General Settings”, sono presenti due sotto schede: 
L’utente deve essere in grado di eseguire attraverso il software le seguenti 
operazioni: 
- “ASIC settings” ossia configurazione dell’ASIC, che permette il 
settaggio della lista di canali da inviare all’ADSI attraverso la serial 
stream; 
- “Snapshot settings” ovvero configurazione dell’ADSI che consiste nel 
settare la stessa lista di canali che l’APB Digital Monitoring Unit 
trasmette, specificando anche la loro aritmetica (lunghezza e tipo); 
La struttura e il funzionamento di queste schede sarà analizzata nel dettaglio 
nei prossimi paragrafi.  
 
E’ stata, inoltre, realizzata anche una barra inferiore (figura 5.1) che è 
sempre visibile, qualsiasi sia la scheda in cui si sta lavorando e sulla quale 
sono presenti due indicatori luminosi, un pulsante di Stop che arresta 




Figura 5.1 Barra inferiore 
 
E’ stato infatti offerto all’utente la possibilità di salvare un determinato set 
di configurazione in un file in modo da poter riprendere l’analisi svolta in un 
qualsiasi momento senza doversi necessariamente ricordare tutti i parametri 
impostati. Quando infatti l’utente richiamerà il file salvato tutti i valori nelle 
varie finestre verranno allineati con quelli presenti nelle stesse al momento 
del salvataggio. 
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Per svolgere tali operazioni si sono resi disponibili due pulsanti, “Save 
Current Config” e il “Load Config from file”. Affianco a quest’ultimo 
pulsante è presente anche un campo in cui è possibile scegliere il percorso e 
digitare il nome del file in cui viene salvata la configurazione (figura 5.2). 
  
 
Figura 5.2 Dettaglio della barra inferiore 
 
 
5.1 Settaggi generali 
 
E’ bene sottolineare che per poter lanciare il programma è stato necessario 
implementare una finestra con lo scopo di settare la porta di comunicazione. 
Tale finestra è stata posta nella scheda “General Settings” e assume la forma 
indicata in figura 5.3. 
 
 
Figura 5.3 Finestra per la configurazione della comunicazione 
 
Come si evince dalla figura sono presenti tre controlli: 
- “Port Name” nel quale va indicato il nome della porta COM del PC 
in cui è collegato il cavo USB di comunicazione con l’ADSI; 
- “Rate” in cui va specificato il valore di baudrate corrispondente con 
quello settato all’interno del firmware; 
- “Parity” che indica il bit di parità. 
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Quindi prima di eseguire il programma è necessario impostare questi tre 
parametri altrimenti la comunicazione tra ADSI e PC non andrà a buon fine. 
 
Sempre all’interno della scheda di “General Settings” è presente una 
seconda finestra con la quale vanno settati i parametri necessari per il 




Figura 5.4 Finestra per la configurazione del receiver 
 
Il “Receiver Configuration” permette di scegliere il fattore decimale (“Dec 
Factor”) e il  “Sample Delay” con il quale i dati provenienti dall’ASIC 
vengono ricevuti dall’ADSI. Oltre a questo deve essere impostato anche il 
fronte (parametro indicato con il controllore “Synch Edge”) sul quale i dati 
devono essere sincronizzati (fronte in salita o in discesa). 
Per confermare tali è necessario premere il pulsante presente nella finestra. 
Questo dà il via ad istruzione di scrittura nel registro settaggi e per scrivere 
il loro valore nel registro dig_mon_reg. 
Come già accennato all’interno del “General Settings” sono presenti due 
sotto schede, la “ASIC settings” e la “Snapshot settings”. 
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5.1.1 Settaggio dell’ASIC 
 
La scheda “ASIC settings” permette di configurare l’APB Digital 
Monitoring Unit in modo da selezionare gli otto segnali interni all’ASIC da 
analizzare con l’ADSI. 
Nella figura 5.5 è riportata nell’insieme la scheda “General Settings” 
quando è selezionata la sottoscheda “ASIC settings”. 
 
 
Figura 5.5 Scheda ASIC Settings 
 
Poiché il sistema realizzato permette di monitorare diversi ASIC prodotti 
dalla SensorDynamics, ognuno dei quali ha i suoi segnali, è stata pensata e 
realizzata una libreria dalla quale è possibile selezionare il dispositivo under 
test. Per caricare tale libreria basta premere il pulsante “Load ASIC” (figura 
5.6) e selezionare il file associato all’ASIC da analizzare.  
Automaticamente verranno mostrati i canali selezionabili all’interno 
dell’apposita finestra “Available APB registers” (figura 5.7) dove, per ogni 
segnale è riportata anche una breve descrizione. Il file caricato, oltre a 
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contenere i nomi dei vari canali, riporta anche le informazioni associate ad 
ognuno di essi quali il tipo di rappresentazione e la lunghezza in termini di 
bit su cui si estende l’informazione utile. 
 
 
Figura 5.6 Pulsante necessario per caricare la libreria degli ASIC 
 
 
Figura 5.7 Esempio di lista dei registri disponibili 
 
Selezionando un singolo canale dalla lista presente nel “Available APB 
registers” automaticamente, nella finestra sottostante, verrà indicato il suo 
indirizzo APB (APB address) in rappresentazione esadecimale e il nome del 
registro (Reg Name). Se tale segnale è quello che si vuole prelevare 
dall’ASIC allora non resta che premere l’apposito pulsante, come mostrato 
in figura 5.8, e il segnale sarà associato ad uno degli otto canali indirizzati 
all’ASIC. 
Come esempio, in figura 5.8 è stato associato al canale 0 (Ch 0) il segnale 
indicato con il nome di Sinc-M rappresentato su 17 bit (il numero riportato 
tra parentesi). 
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Figura 5.8 Finestra per l’assegnazione dei segnali ai canali 
 
Quando agli otto canali sono associati gli otto segnali dell’ASIC da 
monitorare è necessario assegnare tale configurazione all’APB Digital 
Monitoring Unit e per inviare il comando bisogna premere il pulsante “Write 
DigMonitor” (Figura 5.9). 
 
 
Figura 5.9 Particolare dei pulsanti d’azione per la configurazione dell’ASIC 
 
E’ stato poi implementato un pulsante, “Enable DigMonitor”, con lo scopo 
di abilitare il DigMonitor, operazione necessaria per poter abilitare anche la 
trasmissione dei dati dall’ASIC all’ADSI. E’ stato così creato un messaggio 
di avviso, riportato in figura 5.10, per ricordare all’utente questa importante 
azione.  
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Figura 5.10 Messaggio di avviso per l’utente 
 
Quando il settaggio dell’ASIC è terminato bisogna premere il pulsante 
“Stop” per poter passare le informazioni associate ai canali selezionati al 
resto del software. 
Ogni configurazione può essere salvata in un apposito file (utilizzando il 
tasto “Save Settings”) con lo scopo di caricarla nuovamente alle successive 
accensioni del sistema (usando il tasto “Load Settings”). 
 
5.1.2 Settaggio dell’ADSI 
 
All’interno della sottoscheda “Snapshot Settings” sono presenti i controlli 
per configurare sia la logica di “Standardization” sia le impostazioni 
inerenti al salvataggio dei dati nella SRAM nella modalità snapshot. 
In figura 5.11 viene riportata la finestra “General Settings” quando è 
selezionata la sottoscheda “Snapshot Settings”. 
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Si è fatto in modo che, quando la configurazione dell’ASIC è completata, la 
lista dei canali con le loro relative informazioni presenti nella finestra 
realizzata per il settaggio di “Standardization” venga aggiornata 
automaticamente. 
Nel primo campo sono riportati i nomi dei canali, nel secondo il tipo di 
rappresentazione mentre nel terzo la lunghezza. 
Per applicare questi dati al blocco di standardizzazione è necessario premere 
il pulsante “Channels” sottostante (vedi figura 5.12). 
L’ultima colonna indica quali canali devono essere salvati in memoria 
SRAM e quali no. Questa informazione riguarda quindi la configurazione 
della modalità snapshot ma è strettamente legata ai campi precedentemente 
elencati per cui è parso opportuno allocarla in questa finestra. 
Anche in questo caso è stato realizzato un pulsante, “Channels to store”, 
per confermare le impostazioni scelte. 
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Figura 5.12 Finestra per la configurazione del blocco di standardizzazione 
 
Settaggio della modalità snapshot 
 
A questo punto si può passare ad analizzare le impostazioni necessarie per 
configurare correttamente l’acquisizione nella memoria SRAM. 
 
Come già detto nella descrizione delle funzioni dell’ADSI, all’utente è 
offerta la possibilità di scegliere la frequenza di campionamento da 
applicare ai canali scelti per essere salvati. In particolare sono resi 
disponibili i seguenti controlli: 
- scelta della sorgente da cui prelevare la frequenza; 
- scelta dell’eventuale canale da cui prelevare il data valid; 
- impostazione del fattore di divisione. 
Questi sono stati implementati nella finestra “Snapshot Time Range 
Settings” riportata in figura 5.13. 
Per quanto riguarda il primo controllo esso è indicato come “Sample on…” e 
permette due possibili scelte: 
1) Data valid di frame che rappresenta la frequenza con cui i dati 
presenti sul serial stream giungono dall’ASIC; 
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2) Data valid di uno degli otto canali, rappresentato dal trentaduesimo 
bit di ogni canale. 
Se viene scelta la seconda opzione allora bisogna selezionare anche il canale 
da cui prelevare il data valid e questo è possibile usando il controllo “DAV 
of Ch”.  
Infine, attraverso “Division Factor” si può impostare come frequenza di 
campionamento un sottomultiplo della frequenza sorgente. 
 
 
Figura 5.13 Finestra di configurazione time range nella modalità snapshot 
 
All’interno della stessa finestra sono stati implementati anche i controlli 
relativi alle finestre temporali di osservazione dei segnali. 
Come già visto è possibile salvare un certo numero di campioni prima 
dell’evento di trigger (Sample after trigger) e un certo numero dopo (Sample 
before trigger). Questi parametri devono essere rappresentati da numeri 
multipli di quattro34 e la loro somma, moltiplicata per il numero di canali 
che si vogliono salvare, non deve eccedere la capienza totale della memoria. 
Per informare l’utente quando tale evento si verifica è stato realizzato un 
messaggio di avviso come quello riportato in figura 5.14. 
                                                 
34 Il motivo di tale scelta è stato già mostrato nella descrizione del blocco logico 
“SRAM_Controller” nel capitolo 2. 
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Figura 5.14 Messaggio di errore per l’utente 
 
Per rendere attiva la finestra temporale è necessario premere i due pulsanti 
“Write value”. Sono stati implementati due pulsanti cosicché si può 
cambiare solo uno dei due parametri senza dover effettuare un inutile 
accesso anche ai registri che contengono l’altro valore. 
Non sempre l’utente è interessato ad esprimere direttamente il numero di 
campioni che vuole memorizzare nella SRAM ma spesso può risultare 
preferibile impostare una finestra temporale in termini di tempo. 
Sono stati implementati così due ulteriori controlli in cui si può impostare il 
tempo da salvare prima e dopo l’evento di trigger. Il loro valore è 




Per allineare i due campi, quello rappresentato dalla finestra temporale e 
quello espresso in numero di campioni, sono presenti due pulsanti di 
coerenza.  
Quello in alto, indicato con una freccia che punta verso il basso, calcola a 
quanti campioni corrisponde la finestra temporale scelta in base anche alla 
frequenza impostata mentre il secondo, rappresentato con una freccia verso 
l’alto, effettua l’operazione contraria. 
Da notare che nell’allineamento da finestra temporale a numero di campioni 
viene automaticamente eseguito l’arrotondamento del valore al primo 
multiplo intero di quattro mentre premendo il secondo pulsante di coerenza 
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viene impostata automaticamente la scala di misura temporale ritenuta più 
appropriata. 
 
Sempre nella sottoscheda per il settaggio della modalità snapshot è stata 
realizzata un’ultima finestra, che prende il nome di “Snapshot Trigger 
Settings” con lo scopo di impostare i parametri associati al trigger per 
l’acquisizione dei dati nella SRAM. 
Lo schema di questa finestra è riportato nella figura 5.15 e evidenzia come 
si sia separata la scelta del livello di trigger dalle altre impostazioni 
utilizzando due pulsanti separati per la loro assegnazione. Questo è dovuto, 
come nel caso precedentemente visto, dal fatto che il livello di trigger è 
espresso su quattro registri e sarebbe inutile accedere ad essi ogniqualvolta 
si vada a cambiare uno degli altri parametri. 
 
 
Figura 5.15 Finestra di configurazione del trigger per la modalità snapshot 
 
L’impostazione del “Trigger level”, che può essere rappresentato sia da un 
numero positivo che negativo, ha un senso se la modalità di trigger prevede 
come sorgente dell’evento uno dei canali. 
Le modalità, selezionabili attraverso il controllore “Mode”, sono quattro: 
- Level dove l’evento di trigger si genera con l’attraversamento del 
livello di trigger su di un canale; 
- Ext trigger (trigger proviene da un generatore di segnale esterno 
all’ADSI); 
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- Software (trigger è un impulso che si genera premendo il pulsante 
“Sw Trigger”); 
- All dove il trigger si genera non appena si verifica una delle prime 
due condizioni, ossia attraversamento del livello su di un canale o 
impulso proveniente dall’esterno. 
 
Quando viene selezionato il trigger come attraversamento del livello di un 
canale bisogna indicare quale canale prendere come riferimento e questo è 
possibile utilizzando il controllo “Channel source”. E’ inoltre selezionabile 
su quale fronte dell’evento generare l’impulso di trigger, ossia se 
l’attraversamento deve avvenire in salita o in discesa (rising o falling). 
L’ultimo controllo, il “Trig_Out”, permette all’utente di selezionare quale 
segnale di trigger inviare verso l’esterno attraverso il connettore BNC 
presente sulla scatola dell’ADSI. Le scelte sono: 
- trigger generato per la modalità snapshot; 
- trigger generato per la modalità Oscilloscopio Virtuale. 
 
Quando il pulsante che assegna la modalità del trigger è premuto la SRAM 
rimane in attesa del verificarsi dell’evento di trigger. Quando questo accade 
la memoria acquisisce gli N campioni dopo tale evento e poi riavvolge il suo 
puntatore di N + M 35 posizioni. A questo punto si accende il led sul fronte 
della scatola che indica che l’acquisizione è terminata e la memoria è pronta 
per essere scaricata. 
Contemporaneamente sul monitor del PC, nella barra inferiore 
dell’interfaccia grafico si accende il led Memory Ready che subisce la stessa 
sorte (vedi figura 5.16). 
                                                 
35 N indica il numero n di campioni da acquisire dopo l’evento di trigger moltiplicati per il 
numero di canali da salvare; M invece rappresenta gli m campioni da considerare validi per 
l’osservazione che si trovano prima dell’evento di trigger moltiplicati per il numero di 
canali da memorizzare. M+N rappresenta la finestra temporale di osservazione in termini di 
numeri di campioni. 
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E’ bene sottolineare il fatto che il controllore della memoria ignora ogni 
altro evento di trigger fino a che i dati contenuti nella SRAM non vengono 
scaricati dal PC o fino a che non si ha un nuovo aggiornamento dei registri. 
 
 
Figura 5.16 Particolare dei Led presenti sulla barra inferiore 
 
Si osservi infine che quando viene selezionata come modalità di trigger 
quella software la memoria inizia la sua acquisizione dal momento in cui 
viene premuto il pulsante “SW Trigger”.  
 
 
5.2 Download della SRAM 
 
L’immagine di insieme di questa scheda è riportata in figura 5.17. 
 
 
Figura 5.17 Scheda Download Snapshot 
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Come si può vedere la sua struttura è molto semplice in quanto la sua 
funzione è principalmente quella di eseguire l’estrazione dalla SRAM dei 
campioni precedentemente salvati. 
I dati provenienti dall’ADSI vengono così salvati all’interno di un file, il cui 
percorso è selezionabile attraverso la stringa indicata con il nome di “Save 
in…” (figura 5.18), con un formato coerente con l’ambiente per il calcolo 
numerico Matlab36 [23]. 
 
 
Figura 5.18 Controlli per il salvataggio dei dati su PC 
  
Questo file, quando aperto nell’ambiente di lavoro di Matlab, crea 
automaticamente per ogni canale un grafico quotato e in scala. Questo è 
permesso dal fatto che, oltre ai campioni provenienti dalla memoria vengono 
salvati sul file anche i nomi dei canali, la loro rappresentazione, la loro 
lunghezza, la frequenza di campionamento e il numero di campioni salvati 
dopo l’evento di trigger. Quest’ultima informazione permette di 
contrassegnare in ogni grafico l’istante in cui si è avuto l’evento di trigger. 
Al fine di operare l’acquisizione è necessario premere il pulsante “Load” 
presente nella finestra. Ha così inizio lo scaricamento il cui livello di 
avanzamento è riportato nell’apposita barra di avanzamento dove viene 
anche espresso il suo valore in percentuale, come si può osservare dalla 
figura 5.19. 
E’ stato inserito anche un indicatore, “Sample Freq” che informa l’utente 
della frequenza di campionamento utilizzata per acquisire i campioni in 
memoria. 
                                                 
36 MATrix LABoratory: ambiente per il calcolo numerico e linguaggio di programmazione 
creato dalla MathWorks. 
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Figura 5.19 Barra di caricamento dei dati 
 
Quando l’acquisizione su PC è terminata il led SRAM Ready sulla barra 
inferiore viene spento e si accende il led Load completed posto sotto il 
pulsante “Load” (figura 5.20). 
 
 
Figura 5.20 Led che indica il termine dell’operazione di download 
 
 
5.3 Cotrollo dell’Oscilloscopio Virtuale 
 
La modalità Oscilloscopio Virtuale deve permettere l’analisi in tempo reale 
di quattro tracce. 
Per soddisfare tale richiesta si è pensato e sviluppato nella scheda “Monitor 
Control” l’interfaccia grafica riportata nel suo insieme in figura 5.21. 
Si è fatta la scelta di dividere la finestra in quattro grafici, uno per ogni 
traccia, a fianco dei quali sono presenti tutti i controlli disponibili all’utente. 
Sotto i quattro grafici invece sono presenti i settaggi necessari per la scelta 
dell’evento di trigger e per la frequenza di campionamento. 
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Figura 5.21 Scheda Monitor Control 
 
Per quanto concerne la scelta della frequenza di campionamento si è 
realizzata una finestra chiamata “Sampling Settings” e riportata in figura 
5.22 dalla quale si possono impostare i seguenti parametri: 
-  “Sample on...” che, come nel caso della modalità snapshot, 
seleziona la sorgente della frequenza (data valid di frame o data valid 
del canale selezionato); 
-  “DAV of Ch…” che seleziona il canale da cui prelevare l’eventuale 
data valid; 
-  “Division Factor” che indica il fattore di divisione da applicare alla 




Figura 5.22 Finestra per configurare la frequenza di campionamento per OV 
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Il trigger viene invece configurato attraverso la finestra “Trigger 
Settings”(riportata in figura 5.23). E’ bene subito notare che, a differenza 
delle impostazioni disponibili nella modalità snapshot, in questo caso 
l’evento può essere generato solo dall’attraversamento del livello, indicato 
nel campo “Trigger Level”, da parte del canale selezionato in “Channel 




Figura 5.23 Finestra di configurazione del trigger per OV 
 
Non appena il trigger viene settato e la configurazione viene salvata 
nell’apposito registro presente nella CPU (operazione che viene eseguita 
premendo l’apposito pulsante nella finestra “Trigger Settings”) ha inizio 
l’acquisizione continua dei segnali scelti per la visualizzazione in tempo 
reale e salvati nella memoria DPRAM. Tale evento viene indicato 
sull’interfaccia grafica dal led Acquiring Data posizionato sulla barra 
inferiore (figura 5.16). L’acquisizione continua permette di ottenere un 
costante aggiornamento dei quattro grafici. Tale operazione ha termine solo 
quando l’esecuzione dell’intero programma viene arrestato (premendo il 
tasto Stop sulla barra inferiore) oppure subisce una sospensione 
momentanea quando viene richiesto di scaricare il contenuto della memoria 
SRAM. 
 
Per ogni grafico sono stati implementati una serie di controlli che 
permettono all’utente un completo controllo dei segnali visualizzati. 
Il figura 5.24 vengono riportati come esempio quelli inerenti alla traccia 
zero tenendo conto che tali controlli sono poi replicati per le altre tre tracce. 
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Figura 5.24 Controlli disponibili su ogni traccia 
 
Il significato dei vari controlli è il seguente: 
- “Channel” permette di selezionare il canale da visualizzare nella 
traccia relativa; 
- “Bit Position” indica il primo bit da cui prelevare gli otto bit 
consecutivi che compongono il segnale graficato; 
- “Offset Value” che rappresenta il valore di offset da applicare al 
segnale; 
- “Mask” che rappresenta l’eventuale maschera da applicare agli otto 
bit. 
La funzione di “Bit Position”, come già visto, ha lo scopo di posizionare 
l’osservatore sulla finestra di bit la cui variazione risulta la più significativa. 
Per quanto riguarda il valore dell’offset in realtà l’utente deve selezionare 
l’esponente, attraverso il controllore “n”, da assegnare a 2 per ottenere 
l’offset desiderato che viene automaticamente calcolato e riportato nel 
campo “Offset Value”. Inoltre è presente un ulteriore controllo, “Sign”, per 
assegnare il segno a tale valore di offset. 
La maschera infine è rappresentata da un valore in esadecimale e ha lo 
scopo di forzare a zero uno o più bit degli otto ricevuti. 
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Per rendere operative tutte queste impostazioni è necessario premere il 
pulsante presente nella finestra associata alla traccia che abilita la scrittura di 
tali dati nei relativi registri SFR. 
 
Si è già detto nelle specifiche che i vari segnali devono poter essere 
analizzati sia come forma d’onda analogica che come segnali digitali, ossia 
mostrando l’andamento degli otto bit che li compongono. 
Lo switch posizionato nella parte bassa dei controlli associati ad ogni traccia 
permette proprio di modificare la visualizzazione del segnale. 
In figura 5.25 viene riportato un esempio dove viene riportato l’andamento 
di due tracce, una con rappresentazione analogica e l’altra digitale. 
Nella traccia 1 la sorgente è il canale 4 con un bit position di 8 (ossia si 
stanno osservando i bit che vanno dall’ottavo al quindicesimo) e un valore 
di offset pari a 16384. 
Nella traccia 4 invece la sorgente è rappresentata dal canale 5 con un bit 
position di 9, senza offset ma con una maschera pari a “FD” (valore 
esadecimale), ossia forzando a zero il bit 1. 
Oltre a questo tipo di rappresentazione è stato realizzato anche un ulteriore 
switch, indicato con il nome di “1 Graph / 4 Graphs” e posto in alto al 
centro della scheda “Monitor Controls”, che permette di riportare le quattro 
tracce tutte su di un unico grafico. Un esempio del risultato di tale 
operazione è riportato in figura 5.26. 
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Figura 5.25 Acquisizione di un segnale analogico e uno digitale con OV 
 
 
Figura 5.26 Acquisizione di quattro tracce sulla stessa finestra con OV 
 
Sviluppo del Software 
 139
Infine è stato implementato un indicatore con lo scopo di informare l’utente 
dell’unità di grandezza dell’asse temporale che sta osservando. Tale 
informazione viene prelevata dalla lettura della frequenza di campionamento 
e viene riportata, ogni volta che viene premuto il tasto “read”, nel campo 
“Monitors size” (figura 5.27). 
 
 
Figura 5.27 Indicatore del periodo di campionamento in OV 
 
 
5.4 Sequenza delle operazioni 
 
In questo capitolo si riassumono i passi da svolgere al fine di ottenere un 
corretto utilizzo del software implementato. 
1) Bisogna per prima cosa impostare i parametri necessari per la porta 
di comunicazione attraverso la finestra  “Communication Settings”; 
2) Bisogna successivamente caricare l’ASIC under test e scegliere i 
canali dall’APB registers da inviare all’ADSI; 
3) Va configurato il ricevitore attraverso “Receiver Configuration”; 
4) Bisogna configurare il blocco di standardizzazione con i dati presenti 
nella finestra “Snapshot Channel Settings”; 
5) Va configurata la frequenza di campionamento e il trigger per la 
modalità Oscilloscopio Virtuale per mezzo dei controlli riportati in 
“Sampling Settings” e in “Trigger Settings” nella scheda “Monitor 
Controls”. 
A questo punto ha inizio l’acquisizione dei campioni dalla memoria 
DPRAM e l’osservazione in tempo reale delle quattro tracce. 
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Al fine di utilizzare la modalità snapshot invece bisogna eseguire queste 
ulteriori operazioni: 
1) Settare la frequenza di campionamento e la finestra temporale di 
osservazione attraverso la “Snapshot Time Range Settings”; 
2) Configurare il trigger con la “Snapshot Trigger Settings”; 
A questo punto, non appena si verifica l’evento di trigger e la memoria ha 
acquisito la finestra temporale richiesta, non resta che scaricarla 




6. Application Case 
 
Per valutare le prestazioni offerte dal sistema realizzato si è studiato un caso 
pratico in cui il chip connesso all’ADSI è composto da un sistema inerziale 
di tipo giroscopico, che ha lo scopo di misurare la velocità angolare per le 
applicazioni nel settore dell’automotive (esempio ESP – Electronic Stability 
Program). Al suo interno sono presenti: 
- un sensore di tipo gyro MEM; 
- un ASIC che ha lo scopo di pilotare in condizioni di risonanza il 
sensore e di misurare la velocità angolare. 
La frequenza di risonanza è di ~6 kHz e il pilotaggio avviene con controllo 
di stabilità e frequenza mentre la velocità angolare, che viene trasmessa al 
MEM per effetto Coriolis, viene rilevata per via capacitiva.  
Il principio di funzionamento di tale chip viene riportato nello schema a 
blocchi presente in figura 6.1 dove vengono evidenziate anche le frequenze 
presenti nei vari stadi che lo compongono. Tali frequenze sono quelle dei 



































Figura 6.1 Schema di principio del chip under test 
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Il Phase-Locked Loop (PLL) presente nello schema ha lo scopo di effettuare 
il controllo di frequenza mentre l’Automatic Gain Control (AGC) agisce 
sull’ampiezza. Entrambi i controlli presentano un errore nullo a regime 
grazie alla presenza di un controllore Proporzionale Integrale (PI) e sono 
operanti in banda base. 
Il segnale che caratterizza la velocità angolare necessita di una 
demodulazione a 6 kHz dato che rappresenta l’inviluppo del segnale a 6 kHz 
(modulazione AM). 
Per monitorare il chip si è sottoposto questo ad una serie di shock meccanici 
di intensità variabile ottenuti con un generatore di impulsi realizzato con il 
sistema riportato in figura 6.2.  
 
 
Figura 6.2 Fotografia del sistema usato per la misura dei parametri del chip 
 
Il sistema è  composto da un generatore di segnale e un amplificatore con 
sopra montata una cassa audio a membrana. Quando il generatore di segnale 
invia un impulso all’amplificatore, questo sollecita la cassa generando una 
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vibrazione sulla sua membrana alla quale è collegato un piccolo martello 
che colpisce la board su cui è montato il chip. 
In questo modo è possibile eseguire esperimenti ripetibili in quanto se non si 
varia l’ampiezza dell’impulso proveniente dal generatore di forme d’onda 
l’intensità dell’urto a sua volta non cambia. 
Il tipo di esperimento consiste nel valutare la robustezza dell’ASIC in 
presenza di disturbi di tipo meccanico, cercando di replicare quello che può 
accadere in circostanze normali all’interno di un abitacolo (caduta di un 
oggetto, urto, etc…). 
 
 
6.1 Uso dell’Oscilloscopio Virtuale 
 
Dopo aver configurato l’ASIC e la scheda seguendo i passi indicati nel 
capitolo precedente, si è valutato il comportamento del chip attraverso 
l’Oscilloscopio Virtuale. 
Per prima cosa è bene considerare quali canali sono stati richiesti all’APB 
Digital Monitoring Unit e descrivere brevemente il loro significato. Nella 
tabella 6.1 viene riportata l’associazione degli otto canali con i rispettivi 
segnali. 
   
Tabella 6.1 Canali monitorati durante l’Application Case 
Canale Segnale Tipo Lunghezza 
Channel 0 Sinc-M Compl. 2 17 bit 
Channel 1 FP-CH-2 Compl. 2 18 bit 
Channel 2 FP-CH-9 Compl. 2 18 bit 
Channel 3 FP-CH-6 Compl. 2 18 bit 
Channel 4 AU-FR Register 32 bit 
Channel 5 Sinc-P Compl. 2 17 bit 
Channel 6 FP-CH-5 Compl. 2 18 bit 




Il segnale Sinc-M attraverso una sinusoide a 5.5 kHz rappresenta il 
movimento del sensore in condizioni di risonanza, mentre la Sinc-P è 
composto dalla sovrapposizione di due sinusoidi, una a 5.5 kHz (portante 
per il segnale di rate) e una a 6 kHz (segnale di monitoring di tutto l’anello). 
Il segnale FP-CH-2 rappresenta il rate, ossia il segnale del sensore sensibile 
agli urti ed è derivato dalla demodulazione del segnale Sinc-P nella sua 
componente a 5.5 kHz.  
FP-CH-9 e FP-CH-6 sono, rispettivamente, la componente in quadratura 
(detta anche Q-BIAS) del segnale Sinc-P a 5.5 kHz e un segnale di rumore 
associabile al rumore presente sul segnale di rate. 
FP-CH-5 contiene invece la demodulazione del segnale Sinc-P nella sua 
componente 6 kHz, mentre il segnale AU-FR è il contenuto di un registro a 
32 bit che è composto da una serie di allarmi che servono ad avvisare 
quando, in presenza di uno shock, alcuni segnali sotto controllo escono dalle 
proprie soglie. 
Infine il segnale PLL-OUT altro non è che l’uscita del PLL, e quindi 
rappresenta la deviazione di frequenza rispetto a quella centrale del VCO37. 
 
La prima analisi svolta ha preso in considerazione i segnali Sinc-M, FP-CH-
2, FP-CH-6 e Sinc-P rispettivamente rappresentati nella traccia 0 (in alto a 
sinistra della figura 6.3), traccia 1 (alto a destra), traccia 2 (in basso a 
sinistra) e traccia 3 (in basso a destra). 
 
                                                 




Figura 6.3 Immagine dei segnali analizzati con l’Oscilloscopio Virtuale 
 
Sulla traccia 1 è stato impostato un valore di offset negativo in quanto il 
segnale FP-CH-2 presenta un piccolo valor medio positivo. Nessuna 
particolare impostazione è stata invece associata al segnale FP-CH-6 mentre 
per rappresentare il segnale Sinc-M è stato necessario shiftare i bit di 
osservazione (bit position = 8) in quanto l’ampiezza con cui varia il dato non 
è rappresentabile sugli 8 bit meno significativi. 
Discorso analogo ma con l’aggiunta di un consistente offset negativo per il 
segnale Sinc-P. 
In questo caso l’acquisizione è stata fatta alla stessa frequenza del frame del 
serial stream, quindi con un valore di 31.25 kHz. Osserviamo invece cosa 
accade quando gli stessi segnali vengono sottocampionati. Si è applicato per 
esempio un fattore dieci alla stessa frequenza ottenendo così una nuova 
frequenza di campionamento pari a 3.125 kHz. 





Figura 6.4 Acquisizione dei segnali con sottocampionamento sull’OV 
 
Come si può osservare il sottocampionamento genera aliasing nel grafico 
della Sinc-M e della Sinc-P. 
Si è poi valutato il funzionamento dei vari parametri con cui l’utente può 
variare la rappresentazione dei segnali. Si è per prima cosa ridotto il Bit 
Position nella Sinc-M passando da un valore di 9 ad un valore di 7 (quindi 
osservando il segnale dal bit 7 al bit 14) e il risultato ottenuto è stato 
un’amplificazione della forma d’onda, come si evince dalla figura 6.5. 
 
 




Analizzando poi la Sinc-P si è applicato un offset positivo e si è ingrandito 
un particolare del segnale per valutarne le conseguenze. Si è così potuto 
osservare (figura 6.6) l’effetto della saturazione su di una forma d’onda 
confermando la corretta implementazione di tale controllo. 
 
 
Figura 6.6 Effetto dell’offset su un segnale e sua saturazione 
 
L’ultima analisi svolta infine riguarda la visualizzazione in modalità 
digitale. In figura 6.7 vengono riportati gli otto bit del canale Sinc-P a 
partire dal bit 8 fino al bit 15. 
 
 
Figura 6.7 Rappresentazione digitale di un segnale analogico 
 
Allo stesso segnale si è successivamente applicato un mascheramento dei bit 
0 e 2 che corrisponde ad un valore del parametro Mask pari ad “FA” in 
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rappresentazione esadecimale. Il risultato ottenuto ha corrisposto con le 
attese ed è riportato in figura 6.8. 
 
 
Figura 6.8 Rappresentazione digitale di un segnale analogico con maschera 
 
L’analisi di un segnale in digitale risulta fondamentale qualora si voglia 
monitorare il comportamento del contenuto di un registro di stato ma 




6.2 Uso della modalità Snapshot 
 
Per valutare il funzionamento della modalità snapshot sono state fatte 
diverse acquisizioni, modificando di volta i volta i vari parametri 
configurabili e i vari canali acquisiti. 
Si riportano tre risultati in particolare che possono riassumere brevemente il 
comportamento della modalità snapshot. 
Tutti i grafici sui segnali presenti in questo capitolo sono stati ottenuti 
direttamente con Matlab [23] grazie al formato con cui i campioni sono stati 











Il test si è svolto applicando un unico shock meccanico generato con 
un’intensità di 1 Vpp, duty cicle pari a 80% configurando l’ADSI con una 
frequenza di campionamento di 31.25 kHz. 
La finestra temporale è stata impostata su un periodo di 100 msec prima del 
verificarsi dell’evento di trigger e 500 msec dopo mentre il livello di trigger 
è stato configurato sul segnale FP-CH-2 (che ricordiamo essere il rate) ad 
un valore numerico di 1000, pari a, secondo il fattore di scala corrente, ad un 
rate di 4 °/S. 
In figura 6.9 viene riportato il riassunto dei risultati ottenuti sui 6 canali 
salvati in memoria.  
 
Analizzando in dettaglio i vari segnali si può osservare che, nel caso della 
Sinc-M la forma d’onda è rappresentata da una sinusoide in quanto la 
frequenza di campionamento è tale da non generare effetto aliasing (figura 
6.10). E’ inoltre interessante analizzare il comportamento del segnale al 
verificarsi dell’evento di trigger (che è rappresentato sul grafico di figura 6.9 
da una linea verticale in corrispondenza di 0.1 sec): esso subisce una 
momentanea riduzione dell’ampiezza. Questo fenomeno è più evidente se si 
analizza l’andamento del segnale Sinc-P, riportato il figura 6.11. In questo 
caso il segnale subisce una momentanea esaltazione dell’ampiezza dovuto 
alla sovrapposizione di una risposta transitoria (dovuta ai modi propri del 





Figura 6.9 Grafici ottenuti con la modalità snapshot; Primo esperimento 
 
In figura 6.10 è riportato anche un particolare dell’andamento della Sinc-P a 
regime. Anche in questo caso vi è un sovracampionamento ma si può 









Figura 6.11 Andamento del segnale Sinc-P in corrispondenza di uno schock 
 
Il segnale, che determina l’acquisizione dei campioni in memoria, viene 




Figura 6.12 Andamento del segnale di rate 
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Il secondo esperimento invece ha visto l’acquisizione degli stessi canali, 
questa volta modificando la frequenza di campionamento. In particolare si è 
introdotto un fattore 10 ottenendo così una frequenza di 3.125 kHz. Si è 
potuto così estendere il tempo di analisi a 10 secondi dopo l’evento di 
trigger e 2 secondi prima. 
Il grafico che riassume i risultati ottenuti è riportato in figura 6.13. 
 
 




Nell’esempio riportato si sono assegnati sei shock meccanici dopo quello 
che ha generato l’evento di trigger con intensità variabile tra gli 1.2 Vpp e 
gli 800 mVpp. 
In questo caso l’effetto dello smorzamento del segnale Sinc-M è più 
evidente. Sullo stesso segnale questa volta si può osservare il fenomeno 
dell’aliasing, come si può valutare dal grafico di figura 6.14. 
Analoghe conclusioni si possono trarre dall’analisi del segnale Sinc-P (al 
fine di non appesantire la trattazione il grafico di questo segnale non viene 
riportato nel dettaglio ma può essere comunque evinto dal grafico 6.13). 
L’andamento del segnale FP-CH-2 è visionabile dal grafico di figura 6.14 
dove si possono osservare nel dettaglio gli shock applicati al chip. In 
particolare si può risalire al fatto che l’intensità dei primi urti è superiore a 
quella generata per gli shock successivi. 
 
 





Figura 6.15 Grafico del segnale FP-CH-02 
 
Infine è interessante osservare l’andamento dei registri di allarme che 
informano del verificarsi di un urto.  
I trentadue bit che compongono tale segnale sono riportati in figura 6.16. 
 
 
Figura 6.16 Grafico del segnale AU-FR 
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L’ultima acquisizione che si riporta in questo trattato è quella ottenuta  con 
la stessa configurazione del precedente esperimento ma applicando urti di 
intensità inferiore. Inoltre, al posto del segnale AU-FR viene campionato il 
segnale FP-CH-5 in quanto questa forma d’onda è importante per l’analisi 
del comportamento del chip. 
In figura 6.17 sono rappresentati tutti i segnali acquisiti e osservando in 
particolare il segnale Sinc-M e Sinc-P è facile confermare l’effetto della 
minore intensità degli shock applicati. 
 
 
Figura 6.17 Grafici ottenuti con la modalità snapshot; Terzo esperimento 
 
Si riportano di seguito i grafici ottenuti sui canali FP-CH-6 ed FP-CH-9 





Figura 6.18 Grafico del segnale FP-CH-6 (sinistra) ed FP-CH-9 (destra) 
 
L’effetto dei quattro shock è evidente su entrambi i grafici. 
Infine si è valutato con attenzione il comportamento del segnale FP-CH-5, 
rappresentato il figura 6.18. A differenza del rate rappresentato dal segnale 
FP-CH-2, questa forma d’onda presenta un piccolo valore medio positivo, la 
cui variazione (lenta con la temperatura, brusca a seguito di uno shock, 
viene utilizzata dall’ASIC in modi opportuni (segnalazione di presenza di 
disturbo o variazione del guadagno). 
 
 




7. Evoluzione dell’ADSI 
 
I risultati ottenuti con l’ADSI hanno spinto la SensorDynamics ha valutare 
la possibilità di introdurre una nuova specifica sul sistema realizzato in 
modo da accrescere le informazioni sulle verifiche svolte sui chip under test. 
In particolare si è cercato un modo per avere anche il controllo sulle 
sollecitazioni a cui i vari chip possono essere sottoposti.  
Un sistema efficace è risultato quello di utilizzare un sensore in grado di 
misurare la grandezza fisica caratteristica della sollecitazione stessa. Per 
poter monitorare anche tale segnale si è dovuto introdurre un convertitore 
analogico/digitale e SensorDynamics ha ritenuto opportuno che la risposta 
di tale ADC38 subisse lo stesso trattamento dei segnali provenienti 
dall’ASIC e monitorati dall’ADSI, in modo da disporre di un unico 
strumento di acquisizione dati. 
Questo permette di studiare il comportamento del chip potendo controllare 
sempre con lo stesso sistema e sulla stessa interfaccia grafica l’andamento 
della grandezza che lo sollecita. 
Il convertitore analogico/digitale proposto da SD deve essere in grado di 
accettare come ingressi sia tensioni single-ended che tensioni differenziali. 
 
Partendo dalla stessa architettura realizzata per sviluppare l’ADSI si è svolta 
una nuova ricerca sul mercato e si è trovato un modulo di espansione P160 
Communication Module 3 [24], dal costo di 225 $, che risponde alle 
caratteristiche richieste. 
Il nuovo modulo dispone delle seguenti caratteristiche: 
- Memoria SRAM da 1 MByte; 
- Convertitore Analogico Digitale; 
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- Convertitore Digitale Analogico; 
- Porta di comunicazione Ethernet 10/100; 
- Modulo di comunicazione Bluetooth; 
- Porta VGA; 
In particolare l’ADC è un convertitore della Texas Instruments ADS7871 
[25] che contiene 4 ingressi differenziali o 8 ingressi single-ended, un 
guadagno programmabile, tensione di riferimento interna al chip, un Serial 
Peripheral Interface Bus (SPI) compatibile con interfaccia seriale per il 
controllo e il comando e 4 ingressi/uscite per segnali digitali. 
Le tensioni di ingresso possono variare tra 0V e 2.5V oppure tra 0V e 
2.048V a seconda della tensione di riferimento configurata all’interno 
dell’ADC. Il guadagno, ottenuto per mezzo di un amplificatore, può variare 
in un range compreso tra 1 e 20. 
La conversione avviene su 14 bit con una velocità massima di 48 Ksps39 ed 
è di tipo ad approssimazione successiva, il cui risultato è espresso in 
complemento a due, come indicato dalla figura 7.1 ottenuta dalle 
caratteristiche del convertitore stesso. 
Il convertitore analogico digitale necessita di tre pin dedicati per comunicare 
con la FPGA presente sulla board Memec [13]. Su tali pin passano i 
seguenti segnali: 
- Ingresso all’ADC (adc_din) che contiene, in via seriale, i dati 
necessari per configurare il convertitore; 
- Uscita dell’ADC (adc_dout) sulla quale vengono trasferiti, sempre in 
modo seriale, i risultati delle conversioni; 
- Clock necessario per il corretto funzionamento dell’ADC (adc_sclk). 
 
                                                 




Figura 7.1 Caratteristica dell’ADC: codice d’uscita Vs tensione d’ingresso 
 
In figura 7.2 viene riportata la fotografia del nuovo modulo di espansione 
P160 che, come nel caso del primo modulo utilizzato, è stato privato del 
chip di Broadcom [21] della Ethernet al fine di poter utilizzare i suoi pin 




Figura 7.2 Fotografia del modulo di espansione P160 con convertitore ADC 
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Per poter utilizzare l’ADC è stato necessario apportare modifiche sia 
all’hardware, che al firmware e al software. In questo capitolo si 
analizzeranno tali modifiche e si farà una breve valutazione sui risultati 




7.1 Modifiche all’hardware 
 
Lo sviluppo dell’hardware per il controllo del convertitore 
analogico/digitale ha visto l’aggiunta di un blocco logico, chiamato 
“ADC_cntrl” che ha lo scopo di configurare l’ADC e di prelevare i dati 
della conversione. E’ stato inoltre necessario introdurre due nuovi registri, il 
cui scopo sarà descritto il seguito, e la top-level ha visto, oltre l’aggiunta del 
blocco logico suddetto, anche l’introduzione di alcuni multiplexer. 
La scelta adottata per acquisire il canale proveniente dal convertitore è stata 
quella di sostituirlo all’ottavo segnale in arrivo dall’ASIC under test. Questa 
operazione viene eseguita attraverso un multiplexer comandato da un bit 
presente in uno dei due registri che sono stati aggiunti e che viene 
modificato dall’utente attraverso il software. E’ infatti l’utente che sceglie se 
vuole analizzare l’andamento dell’ottavo canale dell’ASIC oppure il dato 
proveniente dal sensore in ingresso al convertitore. 
E’ stato necessario anche effettuare un nuovo mappaggio del dispositivo 






Il figura 7.3 viene riportato lo schema del blocco logico “ADC_cntrl” che, 
come dice il nome stesso, permette di controllare il convertitore. 
 
 
Figura 7.3 Schema del blocco logico ADC_cntrl 
 
Esso si interfaccia con il top-level ed il convertitore stesso e per farlo 
necessita dei segnali riportati nella tabella 7.1. 
 
Lo scopo del blocco logico “ADC_cntrl” è duplice: 
- Deve inviare la trama seriale Adc_din al convertitore al fine di 
configurarlo secondo i parametri scelti; 
- Deve ricevere i campioni dall’ADC e renderli paralleli per poterli 
poi inviare (attraverso il segnale Data_out), assieme al data valid di 




Tabella 7.1 Ingressi e uscite del blocco ADC_cntrl  
Nome Descrizione # Bit Direzione 
SDR Segnale proveniente dal registro 
adc_sdr_reg. 
8 IN 
Gain Segnale proveniente dal registro 
adc_cfg_reg. 
3 IN 
Adc_dout Trama seriale proveniente dal 
convertitore ADC. 
1 IN 
Dv_in Data valid selezionato 
nell’architettura dell’ADSI per la 
frequenza di campionamento. 
1 IN 
Clock Clock di sistema (20 MHz). 1 IN 
Reset_N Reset asincrono di sistema. 1 IN 
Data_out Segnale a 14 bit dedicato al 
blocco di “Standardization”. 
14 OUT 
Dv_out Data valid del campionatore 
dedicato al blocco di 
“Standardization”. 
1 OUT 
Adc_resetn Reset dedicato all’ADC. 1 OUT 
Adc_din Trama seriale in ingresso all’ADC. 1 OUT 
Adc_sclk Segnale di clock dedicato all’ADC. 1 OUT 
 
Attraverso la trama seriale Adc_din il controllore configura, oltre ai 
parametri inerenti al tipo di ingresso che ci si aspetta sul convertitore 
(single-ended o differenziale), alla tensione di riferimento e al modo in cui 
trasmettere i dati (il primo bit rappresenta il LSB40 mentre l’ultimo è il 
MSB41) anche la specifica di guadagno Gain. 
Il Gain, il cui valore è contenuto nei primi tre bit del registro adc_cfg_reg e 
viene ricevuto dal blocco “ADC_cntrl” attraverso il segnale Gain, indica il 
termine di guadagno che si vuole applicare al convertitore. Come già visto 
nelle specifiche esso può variare da 1 a 20 ma non presenta un andamento 
lineare, difatti può assumere solo i valori 1, 2, 4, 5, 8, 10, 16 e 20. 
Il segnale di ingresso SDR invece rappresenta il fattore di divisione della 
frequenza di Dv_in.  Il risultato di tale divisione rappresenta la frequenza 
con cui si abilita un’operazione di conversione. 
La conversione è controllata attraverso la generazione del segnale Adc_sclk 
che è rappresentato da un segnale periodico con duty cicle del 50% e 
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41 Most Significant Bit. 
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composto da una sequenza di 24 impulsi. Il suo comportamento è 
paragonabile a quello di un segnale di clock salvo per il fatto che, terminata 
la conversione, ossia arrivato al ventiquattresimo impulso, si arresta. Questa 
sequenza di 24 cicli è ripetuta con la frequenza ottenuta dalla divisione tra 
Dv_in e SDR. 
Si è imposta la convenzione che il convertitore analogico/digitale lavori sul 
fronte in discesa del segnale Adc_sclk. Sui primi otto impulsi l’ADC legge il 
dato presente sul segnale Adc_din mentre sui rimanenti 16 invia su 
Adc_dout i 14 bit ottenuti come risultato della conversione più due bit che 
indicano l’inizio trama. 
 
7.1.2 Modifiche al top-level 
 
Il blocco “ADC_cntrl” è stato istanziato all’interno del top-level dove sono 
stati implementati anche tre multiplexer, due da 8 bit e uno a 32 bit. 
I primi due multiplexer a 8 bit servono per selezionare il tipo di 
rappresentazione (type) e la lunghezza (length) dell’ottavo canale. A 
controllare i due multiplexer è un flag dedicato, memorizzato nel quarto bit 
del registro adc_cfg_reg, che ha lo scopo di indicare se sull’ultimo canale si 
vuole acquisire l’ottavo segnale proveniente dall’ASIC oppure il dato 
derivante della conversione. 
Lo stesso flag controlla anche il multiplexer a 32 che permette di selezionare 
quale segnale associare all’ottavo canale in ingresso al blocco logico di 
standardizzazione, se quello proveniente dal convertitore analogico/digitale 
o quello estratto dal chip under test. 
La convenzione adottata è la seguente: 
- Flag_adc = ‘1’ viene acquisito il dato proveniente dall’ADC e length 
assume il valore di 14 (in quanto questa è la lunghezza del dato 
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convertito) mentre il tipo di rappresentazione diviene quella in 
complemento a due. 
- Flag_adc = ‘0’ allora il comportamento dell’ADSI è quello che si 
aveva nella prima versione del sistema, ossia l’ottavo canale che 
entra in ingresso a “Standardization” è quello proveniente 
dall’ASIC e il valore di length e type viene imposto dalla 
configurazione dell’APB Digital Monitoring Unit. 
 
7.1.3 Registri di stato dedicati all’ADC 
 
E’ stato necessario introdurre due nuovi registri di stato per controllare il 
convertitore analogico/digitale. 
Si riportano di seguito la loro struttura: 
 
adc_cfg_reg: 
bit 7 bit 6 bit 5 bit 4 bit 3 bit 2 bit 1 bit 0 
-- -- -- -- Flag_adc Gain[2] Gain[1] Gain[0] 
 
adc_sdr_reg: 
bit 7 bit 6 bit 5 bit 4 bit 3 bit 2 bit 1 bit 0 
SDR[7] SDR[6] SDR[5] SDR[4] SDR[3] SDR[2] SDR[1] SDR[0] 
 
A questi due registri sono stati dedicati i seguenti indirizzi nella SFR: 
 
adc_cfg_reg ? indirizzo esadecimale “F1”  
adc_sdr_reg ? indirizzo esadecimale “F4” 
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Condizioni di Reset 
 
Quando si verifica un evento di Reset il valore di Gain viene forzato ad “1” 
così come SDR. 
Il bit di flag_adc viene invece forzato a “0” e di conseguenza, di default, il 
canale inviato al blocco di standardizzazione è quello proveniente 
dall’ASIC. 
 
7.1.4 Risultati della sintesi 
 
La nuova architettura ha portato ad un incremento dell’area occupata dalla 
logica all’interno del dispositivo FPGA. 
Al termine della sintesi ottenuta con il tool XST [19] si sono avuti i seguenti 
risultati: 
 
Tabella 7.2 Risultati della sintesi con ADC 
Number of Slices:                     3368  out of   3584    93%   
Number of Slice Flip Flops:           2187  out of   7168    30%   
Number of 4 input LUTs:               5837  out of   7168    81%   
Number of bonded IOBs:                102  out of    141    72%   
IOB Flip Flops: 1 
Number of BRAMs:                       15  out of     16    93%   
Number of MULT18X18s:               1  out of     16     6%   
Number of GCLKs:                        6  out of      8    75%   
Number of DCM_ADVs:                 2  out of      4    50%    
 
Il risultato invece ottenuto dopo il mappaggio è riportato nella tabella 7.3 e 




Tabella 7.3 Risultati del mappaggio con ADC 
Number of occupied Slices:              3,582 out of   3,584   99% 
- containing only related logic 2,799 out of   3,582   78% 
- containing unrelated logic: 783 out of   3,582   21% 
Number of Slice Flip Flops:           2146  out of   7168    29%   
Number of 4 input LUTs:               5607  out of   7168    78%   
Number of bonded IOBs:                102  out of    141    72%   
 
Gli altri parametri non subiscono variazioni. 
 
 
7.2 Modifiche al firmware e al software 
 
Le modifiche apportate all’hardware sono state accompagnate anche da 




Per quanto concerne il firmware sono stati introdotti nei comandi di lettura e 
di scrittura dei registri anche quelli inerenti ai due nuovi indirizzi, ossia 
quello del adc_cfg_reg e del adc_sdr_reg. 





La modifica riguarda la scheda “General settings”, in particolare la 




Per prima cosa è stata aggiunta un’abilitazione, riportata in figura 7.4 che 
permette di nascondere o visualizzare i comandi necessari al convertitore 
analogico/digitale. 
Quando l’icona ADC viene spuntata allora si apre una nuova finestra, 
riportata in figura 7.5. 
 
 
Figura 7.4 Abilitazione dei controlli del convertitore 
 
All’interno di questa finestra si possono configurare i parametri Gain e SDR. 
Per poter assegnare tali valori al convertitore è necessario premere il 
pulsante “Apply”. Contemporaneamente viene modificato il flag_adc e i tre 
multiplexer presenti nel top-level commutano in modo da acquisire il dato 
proveniente dall’ADC. 
 
Come si può evincere sempre dalla figura 7.5 la finestra che in cui vengono 
riportati i nomi dei canali in ingresso al blocco di “Standardization”, il loro 
tipo di rappresentazione e la loro lunghezza viene automaticamente 






Figura 7.5 Comandi per la configurazione dell’ADC 
 
Quando si vuole tornare ad acquisire l’ottavo canale dell’ASIC non resta 
altro che premere il pulsante “Disapply”. In questo modo il flag_adc viene 
forzato a “0”, i multiplexer tornano nella posizione di default, e nella 
finestra sopra descritta vengono ripristinati i valori associati all’ottavo 
segnale del chip under test. 
 
 
7.3 Test di verifica 
 
Come già detto il sistema aggiornato con il convertitore analogico/digitale è 
tuttora in fase di test tuttavia i primi risultati ottenuti sono incoraggianti. 
In figura 7.6 viene riportato l’andamento del segnale monitorato con 
l’Oscilloscopio Virtuale e che rappresenta il dato convertito e campionato 
dall’ADC. 
Per eseguire tale esperimento si è generato attraverso un generatore di forme 
d’onda un segnale differenziale con le seguenti caratteristiche: 
- forma d’onda quadra; 
- tensione di offset nulla; 
- tensione di 600 mVpp; 




Figura 7.6 Segnale ADC catturato con l’Oscilloscopio Virtuale 
 
Come si può chiaramente constatare il segnale monitorato corrisponde 
fedelmente a quello posto agli ingressi del convertitore analogico/digitale. 
Si è successivamente provato anche con altre forme d’onda ottenendo 






SensorDynamics è un’azienda la cui attività si basa sullo sviluppo di 
System-in Package (SiP) composti da uno o più sensori di varie tipologie 
realizzati in tecnologia MEM e di un ASIC per il condizionamento del 
segnale. 
La soluzione SiP permette di ridurre i costi, i consumi, l’ingombro del 
singolo modulo aumentandone l’affidabilità e le prestazioni. Di contro, 
tuttavia, un SiP dispone di un numero limitato di pin se confrontato con i 
segnali interni necessari per il suo funzionamento e questo impedisce 
un’accurata analisi del funzionamento del sistema a meno di adottare 
soluzioni dedicate. 
Nel presente lavoro di tesi si è visto per prima cosa che è fondamentale 
poter osservare l’andamento dei segnali interni all’ASIC, selezionabili di 
volta in volta in base alle intenzioni dell’utente, sia in tempo reale, sia 
attraverso un’acquisizione all’interno di una memoria per poterne eseguire 
un’analisi post-processing. Tale acquisizione deve poter essere controllata 
dall’utente in modo che possa essere impostata una finestra temporale di 
osservazione dipendente dal tipo di segnale che si sta registrando. Assieme a 
questa caratteristica si vuole anche poter scegliere l’evento che dia il via 
all’acquisizione. 
La visualizzazione dei segnali e il controllo dei parametri deve avvenire 
attraverso un PC e i dati devono essere trasferiti rapidamente dal sistema di 
verifica al computer stesso attraverso una porta di comunicazione standard 
quale la USB. 
Il dispositivo si deve poter interfacciare con il SiP attraverso un numero di 
pin limitato (due) in modo da non pesare sull’ingombro del chip e, 
contemporaneamente, poter analizzare i segnali anche quando l’ASIC under 
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test è in modalità di funzionamento normale (e non solo in una fase di test 
come richiesto da molti sistemi di verifica). 
Prima di decidere di realizzare un sistema dedicato è stata svolta una ricerca 
di mercato con lo scopo di individuare un dispositivo che rispondesse alle 
richieste di SD e si sono individuati principalmente tre candidati: 
1) DS-51 della Ceibo [2]; 
2) DiaLite della Temento Systems [3]; 
3) MAMon, realizzato da un gruppo di ricercatori della Mälarden 
Univesity of Västeras (Svezia) [4]. 
Tutti e tre i sistemi permettono di effettuare analisi dei segnali in tempo 
reale tuttavia sono stati ritenuti inadeguati in quanto fanno uso di un numero 
di pin superiore a quello richiesto da SD, dispongono di una memoria 
inadeguata per l’acquisizione dei segnali sulle finestre temporali che SD 
vuole poter osservare ed, inoltre, per quanto concerne il DiaLite e il 
MAMon, gli IP da implementare nell’ASIC hanno un elevato ingombro di 
area e limitano la scelta dei segnali da monitorare nella fase di progettazione 
del chip. 
 
SensorDynamics allora ha provveduto ad integrare nell’ASIC un IP 
dedicato, chiamato APB Digital Monitoring Unit, con lo scopo di prelevare 
otto segnali a 32 bit dall’APB AMBA BUS contenuto nell’ASIC stesso. 
L’APB Digital Monitoring Unit può essere configurato in modo da poter 
scegliere i segnali da prelevare e da inviare poi all’analizzatore. 
A questo punto si è realizzato un dispositivo che rispondesse alle specifiche 
imposte da SD e che basasse la propria comunicazione con l’ASIC 
utilizzando il protocollo di comunicazione seriale realizzato dall’azienda 
che, a differenza di un collegamento standard JTAG a quattro pin, richiede 
l’uso di due soli pin. 
Per realizzare tale dispositivo, che ha preso il nome di ADSI (Advanced 
Digital Signal Inspector), si è scelta una scheda prodotta dalla Memec, 
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basata su FPGA Spartan 3, abbinata ad un modulo di espansione P160 sul 
quale è disponibile una memoria SRAM da 1 MByte. 
L’architettura logica interna all’FPGA è basata su una CPU8051 ed è stata 
descritta utilizzando il linguaggio di programmazione VHDL (utilizzando 
Active-HDL dell’Aldec come strumento di sviluppo e verifica).  
Al fine di valutare la corretta progettazione dei vari blocchi logici che 
compongono l’architettura si è adottata una metodologia di verifica basata 
su quattro livelli di test (block-level, bus-level, system-level e board-level). 
L’ADSI ha richiesto alla fine un ingombro d’area sulla FPGA pari al 91% 
con una frequenza di lavoro di 47 MHz. 
 
A fianco della CPU sono stati implementati dei registri necessari per 
configurare il funzionamento dell’ADSI. Per gestire la lettura e la scrittura 
in questi registri, nonché la trasmissione dei dati salvati nella memoria 
SRAM e quelli utilizzati per la visualizzazione in tempo reale (a loro volta 
memorizzati in una Dual Port RAM da 1 KByte) è stato scritto, attraverso il 
software Keil microVision, un firmware in linguaggio C che basa la 
gestione delle due porte UART su processi di interruzione. Le due modalità 
di funzionamento (quella in tempo reale e quella che fa uso della SRAM) 
sono state indicate con il nome di Oscilloscopio Virtuale e Snapshot. 
L’accesso all’ADSI da parte dell’utente è stato reso possibile sviluppando 
dal lato PC un complesso software tramite Labview, in modo da fornire 
un’interfaccia grafica user-friendly per il totale controllo del sistema. 
In modalità Oscilloscopio virtuale, sul monitor del PC, è possibile osservare 
fino a quattro tracce in tempo reale con una risoluzione ad 8 bit e viene 
offerta la possibilità all’utente di personalizzare la visualizzazione 
sfruttando una serie di controlli simili a quelli disponibili su un vero e 
proprio oscilloscopio (aggiunta di offset, frequenza di campionamento, 
livello di trigger, etc…). 
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Per quanto concerne la modalità Snapshot si sono forniti i controlli che 
permettono di configurare i canali da memorizzare, la finestra temporale da 
osservare prima e dopo l’evento di trigger, il livello del trigger e la 
frequenza di campionamento. Questi ultimi due parametri sono presenti in 
entrambe le modalità ma sono totalmente indipendenti. 
Utilizzando la stessa interfaccia grafica è possibile anche configurare l’APB 
Digital Monitoring Unit passando sempre attraverso l’ADSI e sfruttando 
una seconda porta UART implementata sulla scheda. 
 
Per valutare l’efficacia del sistema realizzato si è studiato un application 
case basato su di un chip con sensore gyro sottoposto a shock meccanici. 
Sulla base dei risultati ottenuti e dell’utilità e facilità dell’uso dell’ADSI, 
SensorDynamics ha deciso di realizzare una variante del sistema descritto 
sostituendo il modulo di espansione P160 scelto in un primo momento, con 
un secondo che disponesse anche di un convertitore analogico/digitale. 
L’ADSI è stata così modificata in modo da poter acquisire anche il dato 
proveniente dalla conversione svolta dall’ADC così da poter monitorare, 
contemporaneamente ai segnali provenienti dal chip sotto verifica, anche la 
grandezza con la quale si sollecita l’ASIC. Questo permette un maggior 
controllo sulle verifiche svolte ai dispositivi under test ed estende il campo 
di utilizzo dell’analizzatore ad altri esperimenti (misure di fase, in presenza 
di disturbi elettromagnetici, etc…). 
 
Il lavoro svolto è stato pubblicato alla recente conferenza internazione 
FPGA World Conference 2006 [26] tenutasi a Stoccolma (Svezia) lo scorso 
17 Novembre con il titolo “Digital Signal Inspector for internal signals of 
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