Abstract. Leveraging service oriented programming paradigm would significantly affect the way people build software systems. This paper contributes to the above goal proposing a lightweight formal framework capable of capturing the essential components of service-oriented programming paradigm.
Introduction
The increasing complexity of the software systems has constantly led to the evolution of new programming paradigms: from functional, to object-oriented, to component-oriented, to service-oriented to name a few. Typically each successive paradigm has introduced new design approaches at an higher level of abstraction, encapsulating and sometime adjusting underlying levels. Service-oriented programming paradigm has naturally focused on the next level of abstraction over object-and component-oriented ones [1] . Established and mature paradigms are supported by well-defined analysis and design methodologies (e.g. UML notation) and supporting tools (e.g. Rational Rose). Such methodologies and tools have emerged and have become highly usable and effective due to a significant effort towards the formalization of the underlying fundamental concepts of object-oriented and component-oriented paradigms, together with an evolving and shared understanding of the abilitating technologies.
Although, some foundational concepts of service-oriented design are starting to be addressed, [2, 3, 4] , proper mathematical foundations and service-oriented formalized principles and concepts are still lacking. We think that such formalization is crucial for the identification of suitable software design methodologies and supporting tools capable to meet the specific challenges of service oriented applications, e.g. composability, adaptability and platform independence. This paper contributes to the above effort by proposing a lightweight formal framework capable of capturing the essential components of service-oriented programming paradigm. Our approach is based on the critical assessment of existing design formalization techniques, mainly in the object and component oriented programming domains. Formalization in these software paradigms covers aspects mainly related to system refinement (such as modules composition techniques, operations parallelism and analysis of intrinsic constraints in distributed systems. Such formalization is grounded on refinement calculus [5] through the use of refinement techniques to the most used methods for monotonic composition of programs (namely procedures), parallel composition and data encapsulation [6] . Parallel actions in software systems were modelled in [6] by their atomic representations, allowing to utilize methods originally developed for sequential systems. A mathematical foundation for object-oriented paradigm is presented in [7] , where message-based automata for modelling object behavior in terms of cleanroom software engineering methodology [8] is presented. There software refinements is approached through a mathematical description of all possible transformations, capable to ensure refinement correctness with respect to other software objects.
In [9] , a descriptive functional semantic for the component-oriented design is proposed and used for the definition of a formal model for the interfaces of the components. This work investigates the relationships between compositional operators for synchronous and parallel components designs and system refinement techniques. In contrast to previously referenced works, this component-oriented design approach operates with a black-box interface view on the system's components. Further research in component-based design [10] has led to precise definition of components through their behavioral characteristics as well as to the introduction of parallel composition techniques with feedbacks, enabling modelling of concurrent execution and interaction. However, functional time dependency introduced in [9, 10] does not take into account possible temporal execution of the functionality specified within the interfaces' contracts, but rather limits itself to input/output interrelations. It is important to note that the support for such temporal execution sequences is particularly important in service-oriented applications.
The present paper leverages from the above research on software design formalization approaches and aims to extend them to service-oriented programming paradigm. The structure of the paper is organized as follows. In Section 2 we briefly discuss existing approaches to Service-Oriented Architectures (SOA) and their main components. We then propose formal definitions SOA main components, namely: service, service-oriented environment,service-oriented application. Further elaboration of these models with respect to data transition properties allowed us to introduce a classification scheme for service-oriented applications in Section 3. Conclusions and future work close the paper.
Formal Foundation for Service-Oriented Applications Design
Service-Oriented Architectures (SOAs) [1, 11, 12] are emerging to support the specificity of service oriented applications. In a SOA, the software resources are considered "services," which are well defined, self-contained, and are independent of the state or context of other services. Services have a published interface and communicate with each other. The basic SOA defines an interaction between software agents as an exchange of messages between service requesters and service providers. This interaction involve the publishing, finding and binding of services. The essential goal of a SOA is to enable general-purpose interoperability among existing technologies and extensibility to future purposes and architectures. Simply put, an SOA is an architectural style, inspired by the Internet and the Web, for enabling extensible interoperability. In our opinion, the "basic SOA trinity" of a service, broker, and client doesn't display enough features to capture all service-orientation features . It is rather a platform pattern, that is used to design robust, essentially distributed applications and environments.
Complimentary to the platform pattern, a service orientation principle may be formulated as "a set of computing capabilities of a service-oriented environment for any given moment τ , determined by the kind of the dynamically available (deployed) services". Particular set of conventions for software designed for such environment makes up particular Service-Oriented Architectures.
From the above reasoning, we propose that:
The importance of this statement emerges in the context of Enterprise Application Integration in large organization: in fact it is practically impossible to provide a universal platform that would strike a perfect fit for all tasks. On the other hand, the service orientation principle enables different products to be designed independently but ensuring their potential integration viability. We believe that in order to fully exploit SOA the following entities must be considered on the same importance level in a conceptual framework for service orientation: individual services, service-oriented environments, and service-oriented applications. In the next sub-sections, we provide a formal definition for the proposed entities in our conceptual framework.
Logical Service, Service-Oriented Environment and Service-Oriented Application
In our framework, a given logical service i is deployed into an environment to provide the useful functionality f i , expressed as a programmatic interface I i . Important feature of a service is its capability to interact dynamically, in the given environment, with other services and non-service entities (such as end users). Logical service' implementation is thus a set of coordinated and interacting processes:
where S i -logical service instance, P i k -k th process implementing the logical service functionality f i through the programmatic interface I i , and Λ -network communication function between individual processes.
Service-oriented environment consists of a finite countable set of all accessible logical services implementation for the given moment of time τ :
where n -number of logical services deployed in the environment.
Overall functionality F of a service-oriented application A is determined by the logical services involved in the provision of the application in a given environment for a given moment of time τ :
Moreover, we introduce the Application Functionality directing graph, defined as:
having vertexes from the F A set and verge set G formalizing the coordination between individual logical services of the F A set. Finally, the Service-Oriented application A may be formalized as the set:
The defined service-oriented application A is characterized by the following properties:
-to achieve computation goal, at least two logical service must be involved (otherwise SOA degrades to client-server architecture); -services involved in the application must "coordinate" their work to solve the computational problem. Here, we mean "coordination" as any kind of interaction between involved services that aims to achieve the application goal. Coordination may be implemented by different means, including but not limited to, exchanging data, exchanging messages, service provisioning, service control, service monitoring etc. The presence of the coordination capability is required in a serviceoriented application due to the fact that a consistent implementation of a service must be designed to be context-invariant [12] : i.e., particular service must not have knowledge about the application it participates in. In our framework, the Application Functionality directing graph, V A , defined in equation 5, is the formalization of such capability. In concrete application, V A may be expresses with existing implementation frameworks for capturing services processes, such as BPEL 1 and WS-Coordination. 
The Application Class Concept
In order to ground a service-oriented design methodology on our proposed framework, the following steps must be considered: first application requirements are collected to drive functionalities definition; then application's functionalities are decomposed into individual services; thus the appropriate Application Functionality graph is created; finally to realize a concrete application A, both service functionality and directing graph must be implemented.
In the following, we introduce the concept of the service-oriented application "class" in order to capture general properties of A and to support the system architect to devise appropriate design strategies (i.e. design patterns, implementation templates, etc..).
In general, the computational task of a given service-oriented application is to process all incoming requests (tuples) from a set T in in such a way that processing will comply with requirements determined by specified Quality of Service agreement set, QoS [13] . The feasibility of a given QoS requirements set depends on the implementation of the individual services involved in the serviceoriented application A, on the implementation of the Application Functionality graph V A and on the global service environment Env τ .
In our opinion the structure as well as the access method of the application's memory plays a major role in determining the types and sub-types of a specific application. For any service-oriented application, A, there is a data space,T A , containing all data of the application
where M A -tuple set capturing temporary application memory, T A -persistent application memory, and ψ A -virtual tuple set, encapsulating all tuples that were deleted from temporary and persistent memories. T A includes all those tuples that were delivered to the A, except for those that left it (passed on further or discarded), having durable state -a state having impact on business processes. Data integrity [14] implies that, during application runtime, the incoming tuples T in set is reflected on entire setT A , that is:
For any application A, one or more data entry and data exit 3 points may be established. To implement the specified functionality of the service-oriented application A, the following two main scenarios are possible and we use then to define the basis classes of a service-oriented application:
-Each tuple t i should pass a handling path through number of services. To achieve this, it is sufficient that the service-sender would be able to pass the tuple t i to service-recipient. These type of applications constitutes the flow class service-oriented application. -Each tuple t i is saved in a shared data space where it is simultaneously accessible to all services that would be involved in the tuple handling; in this case, the key task of such cooperation class service-oriented application is establishing unambiguous access sharing to the t i tuple and mutual coordination.
Some real applications may find it necessary to combine features of both classes. With such application, fork and join points may be established in the Application Functionality graph. Fork point is transfer of tuple from exclusive service' memory into shared data space, and join point is tuple transfer from shared tuple space into service' exclusive memory.
Conclusions
In this paper we have extended the definition of SOA and we have proposed a lightweight formal framework capable of capturing SOA main components. This formalization allows us to explore the structure of a SOA and to introduce a service-oriented application classification schema. In particular tuple access methods (exclusively owned/ shared) lead to establishing two main classes of service-oriented application: the flow-class and the cooperation-class. However much more work must be done and is currently in progress. In particular, indepth exploration of the introduced classification, class topologies patterns, QoS aspects of SOA, patterns for SOA. A more exhaustive report on current work can be found in [15] .
