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ABSTRAKTI
Ky punim ka për synim ofrimin e një zgjidhjeje unike për realizimin e sistemit për
menaxhimin e bibliotekës, duke arritur këtë përmes ofrimit të një ndërfaqeje të ueb-it si
produkt përfundimtar. Në aspektin teknik përdoren teknikat e avancuara të programimit të
orientuar në objekte (OOP), siç janë trashëgimia dhe polimorfizmi. Kjo praktike përcillet
përgjithësisht si në nivelin e bazës së të dhënave në Oracle, ashtu edhe në nivelin e
programimit në kornizën .NET. Përveç principeve të programimit OOP, përdoren edhe
modelet e praktikave të mira në lëmin e arkitekturës softuerike siç janë: enkapsulimi,
shtresëzimi dhe repository. Projekti përgjithësisht përbëhet nga: baza e të dhënave që
përfshinë tabelat së bashku me tipet UDT-ve (ang. User Defined Types) në Oracle; mapimi i
UDT-ve me objekte në një modul të veçantë në kornizën .NET; implementimi i një modeli
Repository që realizon operacionet me bazën e të dhënave; dhe në fund mbi këto ngritët
ndërfaqja e ueb-it e zhvilluar në ASP.NET. Projekti si i tillë është gjithashtu i përshtatshëm
për zgjerim te mëtutjeshëm. Përveç zgjidhjes që ofrohet, përparësi tjera me rendësi të këtij
punimi janë edhe njohuritë që ofrohen në lidhje me përdorimin e kornizës ODP.NET e cila
shërben si një urë ndërlidhëse në mes të bazës së të dhënave në Oracle dhe kornizës .NET.
Njohuritë nga ky projekt mund të shërbejnë për projekte të ngjashme.
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FJALORI I TERMAVE
ADO.NET – një bashkësi e komponentëve softuerike të cilat mund të përdoren në sferën e
programimit për t’iu qasur të dhënave dhe shërbimeve në lidhje me të dhënat. Është
pjesë e një librarie klasash të kornizës .NET
ASP.NET – kornizë me kod burimor të hapur për dizajnin dhe zhvillimin e: ueb sajteve
dinamike, ueb aplikacioneve dhe shërbimeve të ueb-it
Atributet në kornizën .NET
BIBFRAME (ang. Bibliographic Framework) – model i të dhënave për përshkrime
bibliografike
C# (ang. C Sharp) – gjuhë programuese e orientuar nga objektet e zhvilluar nga Microsoft e
cila tenton të kombinoje fuqinë e C++ dhe lehtësitë programuese të gjuhës Visual
Basic. C# bazohet në C++ dhe përmban tipare të ngjashme me Java.
CIL (ang. Common Intermediate Language) – gjuhë programuese e nivelit të ulët e cila
përdoret nga korniza .NET dhe Mono
Class Library – koleksion i klasave të shkruara, në mënyrë që secila nga ato të mund të
specifikohet dhe të përdoret nga programuesi përgjatë zhvillimit të një aplikacioni.
CLR (ang. Common Language Runtime) – makinë virtuale e cila funksionon si
komponentë e kornizës .NET, e cila menaxhon ekzekutimin e programeve.
Data Modeler – vegël grafike e cila rrite produktivitetin dhe thjeshtëson detyrat për
modelimin e të dhënave.
Data Repository – një lokacion i centralizuar në të cilin ruhen apo menaxhohen të dhënat
DBA (ang. Database Administration) – funksion i menaxhimit dhe mirëmbajtjes së
softuerëve të cilët shërbejnë si sisteme për menaxhimin e bazave të së dhënave
(DBMS ang. Database Management System).
ER Diagrami (ang. Entity-Relationship Diagram) – është model i të dhënave i cili në
mënyrë grafike bën përshkrimin e të dhënave apo informatave të një biznesi, në një
mënyrë kjo pastaj dërgon drejt implementimit të një baze të dhënash.
IDE (ang. Integrated Development Environment) – vegël softuerike e cila shërben për
zhvillim softueri apo programim, zakonisht përbëhet nga edituesi i kodit, kompiluesi,
debugger, dhe një ndërfaqe grafike për shfrytëzuesin (ang. GUI).
IIS (ang. Internet Information Server) – shërbim i cili shërben për ekzekutimin e ueb
faqeve dhe ueb aplikacioneve, përkrahë protokollet e internetit si HTTP, HTTPS,
FTP, etj.
ISBN (ang. International Standard Book Number) – është numër me 13 shifra i vendosur
nga agjencitë për standardizim të librave për të kontrolluar dhe lehtësuar aktivitetin e
industrisë së botimeve. ISBN ka pasur 10 shifra deri në fund të vitit 2006.
ISSN (ang. International Standard Serial Number) – numër serik me tetë shifra për
publikimet e produkteve serike. ISSN përdoret për të dalluar botimet me të njëjtin
titull.
JDBC (ang. Java Database Connection) – teknologji që definon lidhjen e klientit në bazën
e të dhënave përmes gjuhës programuese Java
Kodi i menaxhuar (ang. Managed-code) – term i shpikur nga Microsoft për të identifikuar
kodin burimor të programit që ekzekutohet vetëm nën menaxhimin e CLR (shih
përkthimin për CLR).
Kodi natyror (ang. Native-code) – kodi programues që kompilohet për t’u ekzekutuar nga
një procesor i caktuar së bashku me bashkësinë e tij të instruksioneve.
Korniza .NET – infrastrukturë e programimit e krijuar nga Microsoft për të ndërtuar,
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shpërndarë dhe ekzekutuar aplikacione dhe shërbime, siç janë aplikacionet desktop
dhe shërbimet e uebit.
Mapimi (ang. mapping) – në lëmin e kompjuterikes dhe menaxhimin e të dhënave, mapimi
është proces i krijimit të ndërlidhjes në mes të elementeve të dy modeleve që janë të
ndryshme nga njëra-tjetra.
MARC (ang. Machine Readable Cataloging) – bashkësi e formateve digjitale për të
përshkruar artikujt e kataloguar nga ana e bibliotekës.
OCCI (ang. Oracle C++ Call Interface) – i ofron programuesve të gjuhës C++ një ndërfaqe
përmes së cilës qasen në bazën e të dhënave në Oracle.
OCI (ang. Oracle Call Interface) – ndërfaqe gjithëpërfshirëse me performancë të lartë,
përmes së cilës programet që shkruhen në kod natyror C mund të kenë qasje në bazën
e të dhënave në Oracle.
PL/SQL (ang. Procedural Language/Structured Query Language) – shtesë procedurale
për gjuhën SQL që përdoret në bazën e të dhënave në Oracle
RDF – kornize e përgjithshme për përshkrimin e ueb siteve. Krijon një ure lidhëse në mes të
aplikacioneve që shkëmbejnë informata të kuptueshme nga ana e makinës në ueb.
SQL (ang. Select Query Language) – gjuhë programuese e standardizuar për të lexuar dhe
përditësuar informata në bazën e të dhënave.
UDT (ang. User Defined Types) – përfaqësim i një entiteti të komplikuar si objekt i vetëm i
cili mund të shkëmbehet në mes aplikacioneve. UDT janë tipe të dhënash të definuara
nga ana e programuesit.
Visual Studio – është IDE (shih përkthimin për IDE) e krijuar nga Microsoft që përdoret për
zhvillimin e programeve për desktop dhe ueb.
XSU (ang. XML SQL Utility) – komponentë që mundëson transferimin e të dhënave në
format XML përmes kodit SQL.
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1 HYRJE
Zhvillimi i teknologjisë informative siç dihet botërisht ka ofruar dobi të panumërta në të
gjitha sferat e jetës. Fokus i këtij punimi është shfrytëzimi i teknologjisë informative në dobi
të lehtësimit të punës së bibliotekës. Në botë ekzistojnë zgjidhje të ndryshme për menaxhimin
e bibliotekave, mirëpo në tëre këtë spektër të zhvillimeve çdo herë mbetet hapësirë për
zgjidhje kreative dhe unike. Synimi i këtij punimi është të ofroj zgjidhje kreative dhe unike
për lehtësimin e menaxhimit të bibliotekës në mënyrë elektronike duke shfrytëzuar teknika
dhe teknologji moderne.
Fillimisht në formën e një analize përshkruhet se si zhvillohet procesi i funksionimit të
sistemit për menaxhimin e një biblioteke. Këtu përfshihet katalogimi dhe kontrolli i
bibliografik; përshkruhen disa nga standardet për katalogim elektronik siç janë MERC dhe
BIBFRAME; si menaxhohet regjistrimi i anëtarëve të bibliotekës; si bëhet regjistrimi i
burimeve (librave, revistave, etj.); si dhe dhënia e artikujve në shfrytëzim.
Realizimi i çdo projekti kërkon aplikimin e një metodologjie të caktuar dhe mjeteve të punës
për arritjen e objektivave të përcaktuara. Metodologjia në këtë projekt kryesisht ka të bëj me
analizën e procesit të bibliotekës në baze të informatave të grumbulluara në teren në formë të
intervistave ndaj personelit në bibliotekën nder-komunale të kryeqytetit. Duke krijuar kështu
përshtypjen së si funksionon dhe si organizohet një bibliotekë.
Për dizajnin dhe zhvillimin e sistemit për menaxhimin e bibliotekës ekzistojnë mundësi dhe
mjete të shumta në dispozicion. Meqë fokusi është i vene mbi Oracle Database dhe
ASP.NET, veglat që do të përdorën për dizajnin dhe zhvillimin e projektit kryesisht janë:
Oracle Database, SQL Developer, SQL Developer Data Modeler, Korniza .NET, ASP.NET,
Visual Studio, ODP.NET dhe IIS.
Nga analiza e procesit dhe funksionimit të bibliotekës fillimisht krijohet një diagram logjik i
entiteteve që njihet si ER diagram. Në formën e një diagrami paraqiten entitetet, atributet e
tyre si dhe relacionet në mes entiteteve.
Prej entiteteve dhe atributeve të tyre, duke vështruar relacionet, identifikohen entitetet të cilat
mund të paraqiten në formën e tipeve të kostumizuara apo siç njihen me shkurtesën UDT në
Oracle. Kështu krijohet diagrami i tipeve të dhënave, tipe këto të cilat shfrytëzojnë
përparësitë e programimit të orientuar në objekte që mundëson baza e të dhënave në Oracle.
Tipet e definuara nga shfrytëzuesi apo UDT krijohen në bazën e të dhënave në Oracle si
objekte.
Diagrami relacional i bazës së të dhënave përfundimisht realizohet mbi bazën e modelit
logjik dhe përdorimin e tipeve të definuara nga shfrytëzuesi (UDT). Krijohen tabelat, fushat,
kufizimet dhe ralacionet në mes tabelave. Në këtë rast bëhet një rrumbullakim sa i përket
realizimit të bazës së të dhënave për të kaluar në pjesën e kodimit dhe programimit për
shtresat e radhës.
Duke shfrytëzuar klasat dhe ndërfaqet që ofron ODP.NET bëjmë mapimin e tipeve UDT në
Oracle dhe klasave të krijuara në kornizën .NET në një projekt në Visual Studio.
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Krijohet edhe projekti që mbulon implementimin e operacioneve siç janë insertimi,
përditësimi, fshirja dhe leximi i të dhënave nga baza e të dhënave. Ky projekt që quhet
Repository përdor klasat nga ODP.NET së bashku me klasat që bëjnë mapimin e UDT-ve të
zhvilluara paraprakisht dhe kështu si një shtresë e vetme i shërben ueb aplikacionit për
ndërveprimet e tij me bazën e të dhënave.
Ueb projekti është ndërfaqja në të cilën shfrytëzuesi interakton me sistemin. Avantazhet që
ofron ASP.NET sa i përket dizajnit konsistent dhe koncepteve tjera aplikohen edhe në këtë
projekt. Përmes kësaj ndërfaqeje që është e bazuar në ueb, shfrytëzuesi bën menaxhimin e
artikujve të bibliotekës siç janë: librat, revistat dhe elementet tjera karakteristike; si dhe bën
menaxhimin e anëtarëve dhe huazimeve të tyre.
Marrë në përgjithësi ky projekt përfaqëson një bërthamë të sistemit për menaxhimin e
bibliotekës, i cili megjithatë është i natyrës gjenerike dhe për t’u përshtatur në rrethana të një
biblioteke konkrete nevojitet një modifikim i tij bazuar në rregulloret, standardet dhe politikat
që ndjek biblioteka.
Projekti mund të zgjerohet dhe përshtatet në disa dimensione si në aspektin e përkrahjes së
formateve standarde të katalogëve digjitale, me ndërtimin e një moduli për import dhe
eksport të informatave nga këta katalogë. Pastaj mund të zhvillohet edhe moduli për
shkëmbime të njoftimeve automatike nga sistemi me anë të përdorimit të postes elektronike.
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2 SISTEMI I BIBLIOTEKËS
2.1 Katalogimi dhe kontrolli bibliografik
Në lëmin e menaxhimit të bibliotekës, katalogimi është procesi për krijimin e të dhënave që
përmbajnë informata në lidhje me burimet e bibliotekës, siç janë librat, revistat, etj.
Katalogimi përmban informata si emrat e autoreve, titujt, lëndët që e përshkruajnë burimin e
caktuar, kryesisht duke krijuar ato që quhen rekorde bibliografike. Këto rekorde pastaj
shërbejnë si përshkrues për burimet e caktuara. Të dhënat ruhen në formë elektronike dhe
pastaj mund të indeksohen nga mjete të ndryshme për përpunim të informatave, si bazat e të
dhënave bibliografike apo makinat e kërkimit.
Synimi thelbësor i katalogimit është lehtësimi i arritjes së asaj që quhet kontrolli bibliografik,
që nënkupton definimin e disa rregullave për përshkrimin e mjaftueshëm të burimeve të
bibliotekës që t’i mundësojë shfrytëzuesit gjetjen e burimit më të përshtatshëm që atij i
nevojitet.
Sipas Ronald Hagler ekzistojnë gjashtë funksione të kontrollit bibliografik:1
•
•
•
•
•
•

Identifikimi i ekzistencës së të gjitha llojeve të burimeve të informacionit. Ekzistenca
dhe identiteti i një burimi të informatës duhet të dihen para së ai të gjendet.2
Identifikimi i veprës që përmbajnë këto burime të informacionit apo si pjesë të tyre. 3
Burimet e informacionit në mënyrë sistematike të bashkohen në koleksione qoftë në
biblioteka, arkiva, muze, skedarët e komunikimit në internet, apo depozita tjera të
ngjashme.4
Prodhimi i listave të këtyre burimeve të informacionit të përgatitura në përputhje me
rregullat e citimit.5
Duke ofruar emrin, titullin, lenden, dhe atribute tjera që ndihmojnë qasjen në këto
burime informacioni.
Duke ofruar mjete për gjetjen e secilit burim informacioni apo kopjes së tij.

Llojet e katalogimit janë:
Katalogimi përshkrues është definuar më shume si pjesa e katalogimit që merret me
përshkrimin e detaleve fizike të një libri, siç janë forma dhe zgjedhja e hyrjeve dhe
transkriptimi i faqeve kryesore.
Katalogimi subjektiv ka formën e klasifikimit apo indeksimit. Klasifikimi nënkupton
vendosjen e dokumentit të caktuar në një klasë të një sistemi të klasifikimit. Indeksimi bëhet
duke vendosur etiketa karakteristike në dokumentin që përfshihet në një rekord.

1

Hagler, R. (August 1997). The bibliographic record and information technology 3rd
Edition. Chicago: Amer
Library Assn.
2
Taylor, A. G., & Joudrey, D. N. (December 2008). The Organization of Information 3rd
Edition. Libraries
Unlimited.
3
Ibid [2]
4
Ibid [2]
5
Ibid [2]
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2.2 Standardet e katalogimit digjital
Rregullat e katalogimit janë definuar për të mundësuar katalogimin konsistent të materialeve
të ndryshme të bibliotekës në mes personave të ndryshëm të grupeve për katalogim në kohë
të ndryshme.
Përgjatë historisë shoqëritë e ndryshme kane përdorur standarde të ndryshme që i kane
përdorur në nivele lokale si: standardet anglo-amerikane, angleze, gjermane dhe pruse, etj.
Kodet e katalogimit përshkruajnë çfarë informata rreth artikullit bibliografik përfshihen në
hyrje dhe si prezantohet informata tek shfrytëzuesi; kodi mund të lehtësojë edhe renditjen e
hyrjeve në shtypjen e katalogëve.
Kodet më të njohura të katalogimit janë ISBD (ang. International Standard Bibliographic
Description) një varg rregullash të prodhuara nga Federata Internacionale e Instituteve dhe
Asociacioneve Bibliotekare (IFLA).
Sa i përket katalogimit digjital shumica e bibliotekave sot përdorin standardet MARC. Ky
standard është zhvilluar gjatë viteve 1960 për të enkoduar dhe transportuar të dhënat
bibliografike. Këto standarde së fundmi janë kritikuar për shkak të vjetërsisë së tyre, unike
për komunitetin bibliotekar, dhe të vështira për punë me teknologji të reja.6 Biblioteka e
kongresit aktualisht është duke e zhvilluar BIBFRAME, një skeme RDF për të shprehur të
dhënat bibliografike.7 BIBFRAME në kohen kur po shkruhet ky punim është akoma në
formën e një drafti, megjithatë disa biblioteka tashme kane filluar testimin e katalogimit në
formatin e ri.8
2.3 Regjistrimi i materialeve
Regjistrimi i materialeve në biblioteke bëhet nga katalogu, çoftë i përpiluar nga vetë sistemi
aktual apo duke shfrytëzuar katalog nga sisteme tjera që përdorin standarde për digjitalizim të
katalogimit.
Pasi zgjidhet burimi nga katalogu, i jepen edhe atributet tjera karakteristike me anë të cilave
vendoset së artikulli i caktuar gjendet si material në lokacionin e caktuar të bibliotekës dhe ka
karakteristikat e caktuara.
2.4 Regjistrimi i klientëve
Klienti anëtarësohet në bibliotekë dhe paguan një shumë të anëtarësimit për një vit. Pas kësaj
klienti mund të huazoje materialet që gjenden në biblioteke dhe njëkohësisht merr
përgjegjësinë e ruajtjes së atyre materialeve dhe në rast të dëmtimit të bej kompensimin e
materialeve.

6

Kroeger, A. (2013). The Road to BIBFRAME: The Evolution of the Idea of Bibliographic
Transition into a
Post-MARC Future. Taylor & Francis Group.
7
Miller, E., Ogbuji, U., Mueller, V., & MacDougall, K. (2012, November 21). Bibliographic
Framework as a
Web of Data: Linked Data Model and Supporting Services. Retrieved
September 12, 2015, from
Library of Congress Washington, DC:
http://www.loc.gov/bibframe/pdf/marcld-report-11-21-2012.pdf.
8
Library of Congress. (2015, July 6). BIBFRAME Implementation Register . Retrieved
September 12, 2015, from Library of Congress:
http://www.loc.gov/bibframe/implementation/register.html
8

2.5 Dhënia në shfrytëzim e materialeve
Materialet janë dy llojesh: të hapura dhe të mbyllura. Të hapura do me thënë mund të merren
në shfrytëzim jashtë hapësirave të bibliotekës për një kohe të caktuar, ndërsa të mbyllura janë
materialet të cilat jepen në shfrytëzim vetëm brenda hapësirës së bibliotekës dhe nxjerrja e
tyre jashtë nuk është e lejuar.
Sa i përket materialeve të hapura, klienti mund të huazoje më së shumti dy materiale në të
njëjtën kohë për një afat prej dy javësh, të cilat duhet pastaj ti kthej në gjendje të rregullt në
hapësirat e bibliotekës. Pas kalimit të afatit klienti mund të bej kërkesën për të mbajtur
materialet edhe për dy jave tjera shtesë.
Ndërsa materialet e mbyllura, klienti mund ti huazoje vetëm në baza ditore nëse i shfrytëzon
hapësirat e bibliotekës për lexim, dhe për këtë kohë mund të huazoje dy materiale
njëkohësisht.
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3 METODOLOGJIA DHE MJETET E PUNËS
Pas analizës së procesit të sistemit për menaxhimin e bibliotekës ndërtohet edhe aspekti
teknik. Si mjete do të përdoren Oracle Database së bashku me SQL Developer; Visual
Studiot, ODP.NET përdoret për ndërlidhjen në mes kornizës Microsoft.NET dhe Oracle
Databases.
3.1 Oracle Database
Një bazë e të dhënave në Oracle është koleksion i të dhënave të trajtuara si një njësi e vetme.
Qëllimi i një baze të dhënash është ruajtja dhe leximi i informatave të ndërlidhura me njëratjetrën. Serveri i një baze të dhënash është çelës i zgjidhjes së problemit të menaxhimit të
informatave. Në përgjithësi, një server menaxhon sasi të madhe të dhënash në mënyrë të
besueshme në një ambient ku ka shumë shfrytëzues të atyre të dhënave, të cilët munden në
mënyrë konkurrente t’i qasen të njëjtave të dhëna. E tëre kjo arrihet dhe ofrohet performance
e lartë njëkohësisht. Serveri i bazës së të dhënave parandalon edhe qasjet e pa autorizuara dhe
ofron zgjidhje eficente për rimëkëmbje në rast të dështimit.
Një bazë e të dhënave ka struktura logjike dhe fizike. Meqenëse strukturat fizike dhe logjike
janë të ndara, përmbajtja fizike e të dhënave mund të menaxhohet pa e afektuar qasjen në
përmbajtjen e strukturave logjike.9
Përveç si sistem relacional i bazës së të dhënave Oracle përkrah edhe aspekte të tjera të object
relational dhe object oriented në lëmin e bazës së të dhënave.
SQL dhe PL/SQL formojnë bërthamën e zhvillimit të aplikacioneve në Oracle. SQL punon
mbrapa shumicës së sistemeve ndërmarrëse, ueb aplikacioneve të cilat i qasen bazës së të
dhënave duke përdorur SQL. Është thjeshtë model unik i pranuar botërisht. Përdoret direkt
nga shumica e aplikacioneve, por mund të invokohet direkt nga Java (JDBC), Oracle Call
Interface (OCI), Oracle C++ Call Interface (OCCI), apo XSU (XML SQL Utility). Paketat e
ruajtura, procedurat, dhe trigeret të gjithë mund të shkruhen në PL/SQL apo Java.
Tipet e të dhënave – secila vlere e një kolone në një deklarate SQL kanë tip të dhënash, i cili
asociohet me format specifik të përmbajtjes, kufizimeve, dhe një rangu të lejueshëm të
vlerave. Kur të krijohet një tabele, duhet të specifikohet një tip i të dhënave për secilën
kolonë të saj. Oracle ofron këto tipe të dhënash që konsiderohen si elementare, tipet e të
dhënave: karakter, numerike, datë, LOB, RAW dhe LONG RAW, ROWID dhe UROWID.
Mbi bazën e këtyre tipeve mund të krijohen edhe tipe të tjera që njihen si UDT (User Defined
Types), që mund të kenë trajtën e objektit, referencës së objektit dhe tipeve koleksion.
3.2 Oracle SQL Developer dhe Data Modeler
Oracle SQL Developer është një IDE (integrated development environment) që ofrohet falas
nga Oracle, i cili thjeshtëzon zhvillimin dhe menaxhimin e bazës së të dhënave çoftë në
formën tradicionale apo në Cloud. SQL Developer ofron mundësi të plotë të zhvillimit të
9
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aplikacionit në PL/SQL, faqe punuese për ekzekutimin e pyetësorëve dhe skriptave, DBA
konzolë për menaxhimin e bazës së të dhënave, ndërfaqe raportesh, zgjidhje komplete për
modelim të dhënash, dhe platforme migrimi për bartjen e bazave të dhënave nga ambiente
tjera në Oracle.10
Oracle SQL Developer Data Modeler është një vegël grafike e cila e shton produktivitetin
dhe thjeshtëzon detyrat e modelimit të dhënave. Me përdorimin e kësaj vegle shfrytëzuesi
mund të krijoj, shfletoj dhe editoj modele: logjike, relacionale, fizike, multi-dimenzionale dhe
të tipeve të dhënave. Data Modeler posedon mundësinë për inxhinierim përpara dhe mbrapa
dhe përkrah zhvillimin kolaborativ përmes kontrollit të integruar të kodit burimor. Data
Modeler mund të përdoret gjithashtu në të dy ambientet si atë tradicional ashtu edhe në
Cloud.11
3.3 Korniza Microsoft .NET
Korniza Microsoft .NET është një ambient i cili menaxhon aplikacionet të cilat targetojnë
kornizën. Përbëhet nga CLR (ang. Common Language Runtime), e cila bën menaxhimin e
memories dhe shërbimeve tjera të sistemit, dhe një biblioteke të zgjeruar klasash, të cilat u
mundësojnë programuesve të përfitojnë nga kodi të fuqishëm dhe i besueshëm për të gjitha
sferat kryesore të zhvillimit të aplikacioneve. Shërbimet të cilat i ofron korniza .NET për
aplikacionet që bazohen në të përfshijnë12:
• Menaxhimi i memories. në shumicën e gjuhëve programuese, programuesit vetë e
bëjnë alokimin dhe lirimin e memories, ashtu si dhe jetëgjatësinë e objektit. Në .NET,
CLR automatizon këto shërbime në interes të aplikacionit.
• Sistem të tipeve të zakonshme. Tek gjuhët programuese tradicionale, tipet bazike
definohen nga kompileri, i cili e komplikon pastaj nevojitet proces shtesë për
përshtatje ndërmjet gjuhëve. Në kornizën .NET, tipet bazike definohen nga sistemi i
tipeve të kornizës .NET dhe vlejnë njësoj për të gjitha gjuhet që targetojnë kornizën
.NET.
• Librari të zgjeruar të klasave. në vend së të shkruhet sasi e madhe e kodit për të
trajtuar operacione të zakonshme të nivelit të ulet të programimit, programeri mund të
përdorë librari të gatshme të tipeve dhe anëtarëve të tyre nga libraria e klasave e
kornizës .NET.
• Korniza dhe teknologji për zhvillim. Korniza .NET përfshin librari për fusha specifike
të zhvillimit të aplikacioneve, si ASP.NET për aplikacione në ueb, ADO.NET për
qasje në të dhëna, Windows Communication Foundation për aplikacione të orientuara
kah shërbimet (service-oriented) .
• Interoperabiliteti gjuhësor. Kompileret gjuhësor që targetojne kornizën .NET emitojnë
një kod të ndërmjetëm të emëruar Common Intermediate Language (CIL), i cili
kompilohet gjatë kohës së ekzekutimit nga CLR. Me ketë tipar, rutinat e shkruara në
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një gjuhe janë të qasshme për gjuhët tjera, prandaj programeret mund të fokusohen në
krijimin e aplikacioneve në gjuhen apo gjuhet e tyre të preferuara.
3.4 Visual Studio
Visual Studio është një komplet i veglave për zhvillimin e ASP.NET ueb aplikacioneve,
XML web service-ve, desktop aplikacioneve dhe mobile aplikacioneve. Visual Basic, Visual
C#, dhe Visual C++ të gjitha përdorin të njëjtën IDE, e cila mundëson shkëmbimin e mjeteve
dhe lehtësimin e krijimit të zgjidhjeve në gjuhë të ndryshme programuese. Për me tepër, këto
gjuhë përdorin funksionalitetin e kornizës .NET, e cila ofron qasje në teknologji kyçe të cilat
thjeshtëzojnë zhvillimin e ueb aplikacioneve në ASP dhe ueb shërbimeve në XML.13
Aktualisht Visual Studio 2015 është një ambient i integruar për zhvillim që mundëson
krijimin e aplikacioneve për Windows, Android dhe iOS, po ashtu edhe krijimin e ueb
aplikacioneve moderne dhe shërbimeve në Cloud. Përveç mundësive tradicionale tani Visual
Studio mundëson14:
•
•
•
•
•

Vegla dhe shërbime për projekte të madhësive dhe kompleksiteteve të ndryshme
C#, Visual Basic, F#, C++, Python, Node.js dhe HTML/JavaScript
Planifikimi në Sprint
Debugging i avancuar, profilizim, testim i automatizuar dhe manual
DevOps me shpërndarje automatike dhe monitorim të vazhdueshëm

Visual Studio vjen në disa verzione. Community është version që ofrohet falas dhe versionet
tjera komerciale që dedikohen për zhvillim ndërmarrësor të aplikacioneve.
3.5 Oracle Data Provider për .NET (ODP.NET)
ODP.NET është kornizë e cila integrohet me .NET dhe mundëson qasjen nga programi në
bazën e të dhënave në Oracle. ODP.NET ofron një spektër klasash të cilat mundësojnë qasjen
në Oracle Database, mapimin e objekteve si dhe disa operacione të tjera që kanë të bëjnë me
interakcionin e programit me bazën e të dhënave.
ODP.NET ofron qasje të shpejt në të dhëna nga .NET klientët në bazën e të dhënave në
Oracle. ODP.NET i mundëson aplikacioneve të ndërtuara në kornizën .NET që të përfitojnë
nga tiparet e avancuara të Oracle, sic janë Oracle Real Application Clusters (Oracle RAC)
dhe XML DB. Është e qasshme prej cilësdo nga gjuhet e kornizës .NET, përfshirë C#, Visual
Basic, dhe C++.
ODP.NET është një implementim i ofruesit të dhënave në .NET për bazën e të dhënave në
Oracle, duke përdorur dhe trashëguar klasat dhe ndërfaqet nga libraria e klasave në kornizën
.NET.
Ngjashëm sikurse korniza .NET, ODP.NET përdor modelin e ADO.NET, që i mundëson
ofruesve tjerë specifik të ekspozojnë veçoritë dhe tipet e të dhënave. Kjo është e ngjashme me
13
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Oracle Provider për OLE DB, ku ADO (ActiveX Data Objects) ofron një model të ngjashëm
programues, vetëm se pa shtresën e automatizimit, për përformance më të mirë.
ODP.NET përdor Oracle API për të ofruar qasje të shpejte dhe të besueshme në të dhënat e
Oracle dhe veçoritë nga aplikacioni në .NET.
Klasat e ODP.NET përfshihen në assembly Oracle.DataAccess.dll e cila ka dy
namespace:
• Oracle.DataAccess.Client që përmban klasat dhe enumerations për
zhvillimin në anën e klientit
• Oracle.DataAccess.Types përmban klasat, strukturat, dhe përjashtimet për
tipet e të dhënave të Oracle të cilat mund të përdoren në .NET
Disa nga klasat e rëndësishme në Oracle.DataAccess.Client:
Klasa
OracleCommand
OracleCommandBuilder

OracleConnection
OracleDataAdapter
OracleDataReader

OracleError
OracleException
OracleParameter
OracleTransaction

Përshkrimi
Një objekt OracleCommand përfaqëson një
komande SQL, një procedure apo funksion të
ruajtur, apo një emër tabele.
Një objekt OracleCommandBuilder ofron
gjenerim automatik të SQL për
OracleDataAdapter kur baza e të dhënave
përditësohet.
Objekti OracleConnection përfaqëson një
lidhje në bazën e të dhënave në Oracle.
Objekti OracleDataAdapter përfaqëson një
ofrues të dhënash që komunikon me DataSet.
Objekti OracleDataReader përfaqëson një
bashkësi rezultatesh në memorie në principin
vetëm-përpara, vetëm-për-lexim (forwardonly, read-only).
Objekti OracleError përfaqëson një gabim të
raportuar nga baza e të dhënave në Oracle.
Objekti OracleException përfaqëson një
përjashtim që ngritët në rastin kur haset
ndonjë gabim nga ODP.NET.
Objekti OracleParameter përfaqëson një
parametër për një OracleCommand.
Objekti OracleTransaction përfaqëson një
transaksion lokal.

Nuk funksionon për procedurat e ruajtura të
zhvilluara në .NET
Tabela 1: Disa klasa të rëndësishme në Oracle.DataAccess.Client
Disa nga numëruesit e rëndësishme në Oracle.DataAccess.Client:
Numëruesi
OracleCollectionType

Përshkrimi
Vlerat e OracleCollectionType specifikojnë
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nëse objekti OracleParameter përmban
koleksion, nëse po, specifikon llojin e
koleksionit.
Nuk funksionon për procedurat e ruajtura të
zhvilluara në .NET
OracleDbType
Vlerat e OracleDbType përdoren që të
specifikohet në mënyrë eksplicite tipi i të
dhënave të një OracleParameter.
OracleParameterStatus
Indikon nëse një vlere NULL është kthyer
nga kolona, apo ka ndodhe këputje gjate
leximit, apo një vlere NULL është duke u
shtuar në kolonën e një tabele.
Tabela 2: Disa numërues (enumerator) të rëndësishëm në Oracle.DataAccess.Client
Disa nga klasat e rëndësishme në Oracle.DataAccess.Types:
Klasa
OracleBFile

Përshkrimi
Objekti OracleBFile është objekt i cili
përmban një reference të dhënave të
BFILE. Përmban metoda për kryerjen e
veprimeve mbi BFILE.
OracleBlob
Objekti OracleBlob është objekt i cili
përmban një reference në BLOB. Përmban
eshë metoda për kryerjen e veprimeve mbi
BLOB.
OracleCustomTypeMappingAttribute Kjo klase shërben për të shënjuar klasën e
cila shërben pastaj si tip i kostumizuar i të
dhënave e cila përfaqëson një Oracle UDT
(tip i definuar nga shfrytëzuesi).
OracleObjectMappingAttribute
Kjo klase shënjon fushe apo rekuizite
(propertie) të kostumizuar me informate të
cilën ODP.NET e shfrytëzon kur një tip i
kostumizuar përfaqëson një tip Oracle
Object.
OracleRef
Instanca e OracleRef përfaqëson një REF
në Oracle.
OracleUdt
Kjo klase definon metodat statike që
përdoren gjate konvertimit nga tipi i
kostumizuar në Oracle UDT dhe anasjelltë.
Tabela 3: Disa nga klasat e rëndësishme në Oracle.DataAccess.Types
Ndërfaqet (interfaces) në Oracle.DataAccess.Types:
Ndërfaqja
IOracleArrayTypeFactory
IOracleCustomType

Përshkrimi
Përdoret nga ODP.NET për të krijuar vargje
të cilat përfaqësojnë koleksione në Oracle.
Eshte ndërfaqe per konvertimne mes nje tipi
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të kostumizuar dhe nje objekti në Oracle apo
tipi koleksion.
IOracleCustomTypeFactory
Perdoret nga ODP.NET per të krijuar nje
objekt të kostumizuar i cili përfaqëson nje
objekt në Oracle apo koleksion.
INullable
Perdoret per të determinuar nëse nje tip ka
apo nuk ka vlere NULL.
Tabela 4: Ndërfaqet në Oracle.DataAccess.Types

3.6 Internet Information Server (IIS)
Internet Information Server (IIS) eshte ueb server, detyra e të cilit eshte të sherbeje
përmbajtje në baze të kërkesës së shfrytëzuesit. IIS eshte ueb server me mundesi zgjerimi i
krijuar nga Microsoft per përdorim nga familja Windows NT15. Përkrah protokollet e njohura
si: HTTP, HTTPS, FTP, FTPS, SMTP dhe NNTP.
IIS versioni 7.0 e tutje, operon në formën integrated pipeline (tubacion i integruar), formë e
cila procedon kërkesat në një kanal unik i cili përkrah si kodin natyror (native-code) ashtu
edhe kodin e shkruar në .NET (managed-code). Modulet e kodit të menaxhuar që
implementojnë ndërfaqen IHttpModule kanë qasje në të gjitha ngjarjet në tubacionin e
kërkesave. Për shembull, një modul i shkruar në kodin e menaxhuar mund të përdoret për
autentikim në baze të formës në ASP.NET si per ASP.NET ueb faqe (.aspx) ashtu edhe per
faqe HTML (.htm apo .html). Kjo vlen edhe pse faqet HTML trajtohen si burime statike nga
IIS dhe ASP.NET.
Në Figura 1 në forme diagrami paraqitet procesi i ngjarjeve përgjatë një cikli jetësor të
kërkesës nga ana e klientit dhe përgjigjes nga ana e IIS-it. Fillimisht me rastin e kërkesës
zhvillohet autentikimi i cili mund të zhvillohet në disa mënyra (anonime, bazike, me forma,
Windows, etj.); pastaj shikohet autorizimi për kërkesën e caktuar, shikohet nese personi i
autentikuar është i autorizuar për resurset që kërkon; zhvillohen edhe një sere ngjarjesh që
kane të bëjnë me menaxhimin e resurseve dhe memories në server; ngjarja execute handler
përcakton llojin e kërkesës a ka implikime dinamike (ne këtë rast asp.net) apo statike (ndonjë
html i rëndomtë); në fund pasi të zhvillohen të gjitha ngjarjet një-pas-një, përpilohet përgjigja
nga ana e serverit dhe i dërgohet mbrapa shfrytëzuesit.
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http://www.microsoft.com/technet/prodtechnol/WindowsServer2003/Library/IIS/ddf1
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Figura 1: Procesi i jetëgjatësisë së ueb aplikacionit ASP.NET në IIS7.0 (marrë nga
msdn.microsoft.com)

16

4 ZHVILLIMI I SISTEMIT PËR MENAXHIMIN E BIBLIOTEKËS
4.1 Modeli logjik i bazës së të dhënave

Figura 2: ER Diagrami, paraqitja logjike e entiteteve
Nga analiza e procesit të menaxhimit të bibliotekës fillimisht krijohet modeli i entiteteve dhe
relacioneve. Pasi të identifikohen entitetet dhe relacionet në mes tyre, për secilin entitet
përcaktohen atributet e tij, në raste të veçanta atribute mund të ketë edhe vetë relacioni.
Nga Figura 2 vërejmë së kemi këto entitete:
Lënda është entitet i cili paraqet lenden në relacion një me shume me artikullin. Ka një atribut
identifikues dhe një i cili paraqet lenden e caktuar si: Teknologji Informative, Biologji,
Letërsi, etj.
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Atributi
lenda_id

Tipi i të dhënave
Numër i plote

lenda

Varg i karaktereve

Përshkrimi
Numër rendor, unik, i cili
identifikon entitetin, shërben
si çelës primar.
Varg i karaktereve që paraqet
lenden të cilës i përket
artikulli.
P.sh.
Letërsi,
Teknologji Informative, etj.

Tabela 5: Përshkrimi i atributeve të entitetit lënda
Meqë artikujt që gjinden në biblioteke mund të jene të shkruar në gjuhe të ndryshme atëherë
entiteti Gjuha përfaqëson gjuhen në të cilën është i shkruar artikulli me një atribut
identifikues dhe një i cili paraqet gjuhen si varg të karaktereve, si: Shqip, Anglisht,
Gjermanisht, etj.
Atributi
gjuha_id

Tipi i të dhënave
Numër i plote

gjuha

Varg i karaktereve

Përshkrimi
Numër rendor, unik, i cili
identifikon entitetin, çelës
primar.
Varg i karaktereve që paraqet
gjuhen në të cilën është
botuar artikulli. P.sh. Shqip,
Anglisht, Gjermanisht, etj.

Tabela 6: Përshkrim i atributeve të entitetit gjuha
Furnizuesi eshte entitet që përfaqëson furnizuesin e bibliotekës me artikuj, atributet përkatëse
të tij janë emri dhe adresa.
Atributi
furnizuesi_id

Tipi i të dhënave
Numër i plote

emri

Varg i karaktereve

lagja

varg i karaktereve

qyteti

varg i karaktereve

shteti

varg i karaktereve

kodi_postar
varg i karaktereve
adresa
varg i karaktereve
Tabela 7: Përshkrim i atributeve të entitetit furnizuesi

Përshkrimi
Numër rendor, unik, i cili
identifikon entitetin, çelës
primar.
Varg i karaktereve që paraqet
emrin e furnizuesit.
Varg i karaktereve që paraqet
lagjen e furnizuesit.
varg i karaktereve që paraqet
qytetin e furnizuesit
Varg i karaktereve që paraqet
shtetin e furnizuesit.
Paraqet kodin postar.
Paraqet adresën e furnizuesit.

Autori është atribut që përfaqëson autorin i cili është në relacion shume-me-shume me
artikullin. Atributet e tij janë një identifikues, emri dhe mbiemri.
Atributi

Tipi i të dhënave

Përshkrimi
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autori_id

Numër i plote

emri

Varg i karaktereve

mbiemri

Varg i karaktereve

Numër rendor, unik, i cili
identifikon entitetin, çelës
primar.
Varg i karaktereve që paraqet
emrin e autorit.
Varg i karaktereve që paraqet
mbiemrin e autorit.

Tabela 8: Përshkrimi i atributeve të entitetit autori
Botuesi përfaqëson shtëpinë botuese të artikullit në relacion një-me-shume me artikullin.
Atributet e tij janë numri identifikues, emri dhe adresa.
Atributi
botuesi_id

Tipi i të dhënave
Numër i plote

emri

Varg i karaktereve

adresa

Varg i karaktereve

email

Varg i karaktereve

url

Varg i karaktereve

qyteti

Varg i karaktereve

shteti

Varg i karaktereve

Përshkrimi
Numër rendor, unik, i cili
identifikon entitetin, çelës
primar.
Varg i karaktereve që paraqet
emrin e furnizuesit, kryesisht
emri i biznesit.
Varg i karaktereve që paraqet
adresën.
Varg i karaktereve që paraqet
adresën
elektronike
të
botuesit.
Varg i karaktereve që paraqet
adresën e ueb faqes në
internet të botuesit.
Varg i karaktereve që paraqet
qytetin e botuesit.
Varg i karaktereve që paraqet
shtetin nga vjen botuesi.

Tabela 9: Përshkrimi i atributeve të entitetit botuesi
Artikulli është entitet në fokus i cili është në relacion me të gjitha entitetet e tjera, në vetvete
ngërthen edhe nen-entitete të tjera të cilat e zgjerojnë atë, siç janë Libri dhe Revista.
Atributi
artikulli_id

Tipi i të dhënave
Numër i plote

titulli

Varg i karaktereve

statusi

Varg i karaktereve

Përshkrimi
Numër rendor, unik, i cili
identifikon entitetin, çelës
primar.
Varg i karaktereve që paraqet
titullin e artikullit.
Varg i karaktereve që paraqet
statusin e artikullit. Artikulli
mund të jete “i hapur” –
lejohet
huazimi
jashtë
bibliotekës, “i mbyllur” –
lejohet huazimi vetëm për
lexim brenda bibliotekës dhe
“i ndërprerë”- nuk është në
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numri_kopjeve

Numër i plote

barcode

Varg i karaktereve

dispozicion.
Tregon numrin e kopjeve, apo
ekzemplareve të këtij artikulli
në biblioteke.
Barkodi i artikullit në rast të
nevojës për përdorim.

Tabela 10: Përshkrimi i atributeve të entitetit artikulli
Libri është nen-entitet i Artikullit i cili e zgjeron artikullin me një sere atributesh
karakteristike për librin si: isbn, formati, etj.
Atributi
isbn

Tipi i të dhënave
Varg i karaktereve

nr_faqeve

Numër i plote

viti_publikimit

Varg i karaktereve

formati

Varg i karaktereve

vlera

Numër decimal

Përshkrimi
ISBN shifra identifikuese
unike që e përshkruan librin.
Numri i faqeve që posedon
libri.
Viti i prodhimit apo muaji
dhe viti varësisht prej formatit
që përdoret.
Varg i karaktereve që paraqet
formatin e librit. A4, B5, etj.
Paraqet vlerën monetare të
librit.

Tabela 11: Përshkrimi i atributeve të entitetit libri
Revista është nen-entiteti tjetër i Artikullit i cili e zgjeron artikullin me disa atribute
karakteristike për revista si: issn dhe data e publikimit.
Atributi
issn

Tipi i të dhënave
Varg i karaktereve

data_publikimit
Datë
Tabela 12: Përshkrimi i atributeve të entitetit revista

Përshkrimi
Varg i karaktereve që paraqet
shifrën ISSN e cila është
karakteristike për identifikim
të revistave.
Data e publikimit të revistës.

Anëtari paraqet entitetin e personit të autorizuar për të huazuar artikuj në biblioteke.
Relacioni i anëtarit me artikullin është shume-me-shume dhe si i tille ka tri atribute të
relacionit siç janë: data e kthimit, data e huazimit dhe përshkrimi.
Atributi
anetari_id

Tipi i të dhënave
Numër i plote

emri

Varg i karaktereve

mbiemri

Varg i karaktereve

id_numri

Varg i karaktereve

Përshkrimi
Numër rendor, unik, i cili
identifikon entitetin, çelës
primar.
Varg i karaktereve që paraqet
emrin e anëtarit.
Varg i karaktereve që paraqet
mbiemrin e anëtarit.
Varg i karaktereve që paraqet
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data_skadences

Datë

data_anetaresimit

Datë

adresa

Varg i karaktereve

email

Varg i karaktereve

numrin
identifikues
të
anëtarit. në raste ky mund të
jete edhe numri i studentit.
Data kur anëtarësia e anëtarit
skadon.
Data kur është anëtarësuar për
here të pare anëtari.
Varg i karaktereve që paraqet
adresën ku banon anëtari.
Varg i karaktereve që paraqet
adresën
elektronike
të
anëtarit.

Tabela 13: Përshkrimi i atributeve të entitetit anetari

Atributi
data_kthimit

Tipi i të dhënave
Datë

Përshkrimi
Data në të cilën anëtari duhet
ta ktheje artikullin e huazuar.
data_huazimit
Datë
Data në të cilën anëtari e
huazon artikullin e caktuar.
kthyer
Karakter
Përdoret karakteri N nëse
artikulli i huazuar nuk është
kthyer, dhe Y me rastin e
kthimit të artikullit nga ana e
anëtarit.
pershkrim
Varg i karaktereve
Varg i karaktereve që paraqet
ndonjë koment në lidhje me
huazimin e caktuar.
Tabela 14: Përshkrimi i atributeve të relacionit artikulli-anetari

4.2 Krijimi i shfrytëzuesit dhe skemës së bazës së të dhënave
Para së të ndërmerret çfarëdo hapi, së pari krijojmë një shfrytëzues të ri me emrin biblioteka
në Oracle Database. Ky shfrytëzues përfaqëson skemën në të cilën ruhen objektet të cilat do
të krijohen në vazhdim. Përveç krijimit të shfrytëzuesit, atij i jepen rolet edhe privilegjet e
nevojshme për krijimin e objekteve në vazhdim. Kodi për krijimin e shfrytëzuesit është:
-- KRIJIMI I SHFRYTEZUESIT
CREATE USER biblioteka IDENTIFIED BY biblioteka;
-- ROLET
GRANT "CONNECT" TO biblioteka;
GRANT "RESOURCE" TO biblioteka;
-- SYSTEM PRIVILEGES
GRANT UNLIMITED TABLESPACE TO biblioteka;
GRANT CREATE ANY TYPE TO biblioteka;
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4.3 Krijimi i tipeve të definuara nga shfrytëzuesi (UDT)

Figura 3: Modeli i tipiteve të dhënave të definuara nga shfrytëzuesi (User Defined
Types)
Kodi për krijimin e tipit artikulli_t:
CREATE OR REPLACE TYPE artikulli_t AS OBJECT (
titulli VARCHAR2(200),
statusi VARCHAR2(30),
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nr_kopjeve INTEGER,
barcode VARCHAR2(20)
) NOT INSTANTIABLE NOT FINAL;
Kodi për artikulli_t krijon një tip të dhënave të llojit objekt, që njihet si tip baze në
hierarki, i cili përfaqëson karakteristikat e përbashkëta tek të gjithë nën-tipet tjera. Mbi këtë
tip bazë mund të krijohen tipe tjera të cilat i ndajnë karakteristikat e përbashkëta. Shprehja
NOT FINAL në fund të deklarimit, e shënjon tipin e të dhënave si të mundshëm për të
shërbyer si tip baze apo supertip nga i cili mund të derivohen tipe të tjera. Në rastin e
artikulli_t duhet të vendoset shprehja NOT FINAL meqë duhet të krijohen nën-tipet
libri_t dhe revista_t. Po të largohej kjo shprehje, Oracle do ta konsideronte si tip të
para-definuar FINAL, që nënkupton së nuk lejohen derivime të nën-tipeve. Shprehja tjetër
NOT INSTANTIABLE e bënë këtë objekt si koncepti i klasave abstrakte në gjuhë
programuese, e cila në PL/SQL nuk mund të instancohet16.
Kodi për krijimin e nën-tipeve libri_t dhe revista_t:
CREATE OR REPLACE TYPE libri_t UNDER artikulli_t(
isbn VARCHAR2(13),
nr_faqeve INTEGER,
viti_publikimit VARCHAR2(10),
formati VARCHAR2(10),
vlera NUMERIC(10,2)
);
CREATE OR REPLACE TYPE revista_t UNDER artikulli_t(
issn VARCHAR2(13),
data_publikimit DATE
);
Pra, sintaksa për që tregon për një nën-tip është shprehja UNDER në rreshtin e parë, e cila e ka
njëfarë kuptimi intuitiv. Në rastet e nën-tipeve, Oracle nuk përdor shprehjen AS OBJECT
për arsye të mos përsëritjes; meqenëse e vetmja gjë që mund të ekzistojë nën një tip objekt
është tipi tjetër objekt.
Aspekti tjetër me interes është së tek nën-tipet listohen vetëm atributet që janë unike për nëntipin; atributet nga tipi prind përfshihen në mënyrë implicite.
Oracle i radhitë atributet duke filluar me ato të tipit bazë fillimisht, pastaj ato të nën-tipit, në
të njëjtën radhitje siç definohen në specifikim.17
Ngjashëm si në rastin e artikulli_t kemi edhe rastin e personi_t nga i cili derivojnë
nën-tipet autori_t dhe anetari_t.
Kodi për tipin baze personi_t:
CREATE OR REPLACE TYPE personi_t AS OBJECT (
16

Feuerstein, S., & Pribyl, B. (September 2009). Oracle PL/SQL Programming, Fifth
Edition. Gravenstein Highway North, Sebastopol, CA, United States of America:
O'Reilly.
17
Ibid [16]
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emri VARCHAR2(30),
mbiemri VARCHAR2(30)
) NOT INSTANTIABLE NOT FINAL;
Kodi për nëntipat autori_t dhe anetari_t:
CREATE OR REPLACE TYPE autori_t UNDER personi_t();
CREATE OR REPLACE TYPE anetari_t UNDER personi_t(
id_numri VARCHAR2(15),
data_antaresimit DATE,
data_skadimit DATE,
adresa VARCHAR2(500),
email VARCHAR2(50)
);
Tipet tjera janë tipe të zakonshme në të cilat nuk përfshihen koncepte të programimit të
orientuar në objekte si trashëgimia dhe polimorfizmi.
Kodet për tipet e të dhënave botuesi_t, lokacioni_t dhe furnizuesi_t janë:
CREATE OR REPLACE TYPE botuesi_t AS OBJECT (
emri VARCHAR2(50),
adresa VARCHAR2(200),
email VARCHAR2(30),
url VARCHAR2(50),
qyteti VARCHAR2(30),
shteti VARCHAR2(30)
);
CREATE OR REPLACE TYPE lokacioni_t AS OBJECT (
emri VARCHAR2(50),
lagja VARCHAR2(50),
qyteti VARCHAR2(30),
shteti VARCHAR2(30),
kodi_postar VARCHAR2(10),
adresa VARCHAR2(500)
);
CREATE OR REPLACE TYPE furnizuesi_t AS OBJECT (
emri VARCHAR2(50),
adresa VARCHAR2(200),
email VARCHAR2(30),
url VARCHAR2(50),
qyteti VARCHAR2(30),
shteti VARCHAR2(30),
telefoni VARCHAR2(15),
faksi VARCHAR2(15)
);
Pas krijimit të tipeve të definuara vazhdojmë me dizajnimin e modelit relacional.
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4.4 Tabelat dhe modeli relacional

Figura 4: Diagrami i modelit relacional duke përdorur edhe tipet e definuara UDT
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Fillimisht krijohen tabelat e thjeshta të cilat nuk kane integritet referencial, mirëpo shërbejnë
si referenca për tabelën autori. Tabelat lenda dhe gjuha kane vetëm dy fusha të cilat nuk
pranojnë vlera NULL. Për shkak të krijimit të kufizimit brenda shprehjes CONSTRAINT, në
baze krijohet edhe një indeks me emrin përkatës (lenda_pk, gjuha_pk) i cili gjithashtu
shërben si çelës primar për tabelat.
CREATE TABLE lenda (
lenda_id INTEGER NOT NULL,
lenda VARCHAR2(100) NOT NULL,
CONSTRAINT lenda_pk PRIMARY KEY(lenda_id)
);
CREATE TABLE gjuha (
gjuha_id INTEGER NOT NULL,
gjuha VARCHAR2(50) NOT NULL,
CONSTRAINT gjuha_pk PRIMARY KEY(gjuha_id)
);

Tabelat furnizuesi, botuesi dhe lokacioni përveç fushës identifikuese e cila krijohet si indeks
dhe shërben si çelës primar, kanë edhe fushat të cilat për tip të dhënave përdor tipin UDT
përkatës të krijuar më parë. Respektivisht për furnizuesin tipi FURNIZUESI_T, për botuesin
tipi BOTUESI_T dhe për lokacionin tipi LOKACIONI_T.
CREATE TABLE furnizuesi (
furnizuesi_id INTEGER NOT NULL ,
furnizuesi FURNIZUESI_T NOT NULL,
CONSTRAINT furnizuesi_pk PRIMARY KEY(furnizuesi_id)
);
CREATE TABLE botuesi(
botuesi_id INTEGER NOT NULL,
botuesi BOTUESI_T NOT NULL,
CONSTRAINT botuesi_pk PRIMARY KEY (botuesi_id)
);
CREATE TABLE lokacioni (
lokacioni_id INTEGER NOT NULL ,
lokacioni LOKACIONI_T NOT NULL,
CONSTRAINT lokacioni_pk PRIMARY KEY(lokacioni_id)
);
Tabela artikulli ka integritet referencial në të gjitha tabelat që u krijuan deri tani. Relacioni
është një-me-shume siç vërehet edhe tek diagrami (Figura 4). Fusha ts ruan datën dhe kohen
në të cilën është insertuar një artikull në tabele, nëse gjate insertimit ts i jepet vlera NULL
atëherë si vlere të para-definuar e merr SYSDATE (datën e tanishme të sistemit). Fusha
username shërben për ruajtjen e emrit të shfrytëzuesit i cili e ka insertuar artikullin.
CREATE TABLE artikulli (
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artikulli_id INTEGER NOT NULL,
lenda_id
INTEGER NOT NULL,
furnizuesi_id INTEGER NOT NULL,
botuesi_id
INTEGER NOT NULL,
lokacioni_id INTEGER NOT NULL,
gjuha_id
INTEGER NOT NULL,
artikulli ARTIKULLI_T,
ts
TIMESTAMP DEFAULT SYSDATE,
username VARCHAR2(50),
CONSTRAINT artikulli_pk PRIMARY KEY(artikulli_id),
CONSTRAINT artikulli_botuesi_fk FOREIGN KEY(botuesi_id)
REFERENCES botuesi(botuesi_id),
CONSTRAINT artikulli_furnizuesi_fk FOREIGN
KEY(furnizuesi_id)
REFERENCES furnizuesi(furnizuesi_id),
CONSTRAINT artikulli_gjuha_fk FOREIGN KEY (gjuha_id)
REFERENCES gjuha(gjuha_id),
CONSTRAINT artikulli_lenda_fk FOREIGN KEY (lenda_id)
REFERENCES lenda(lenda_id),
CONSTRAINT artikulli_lokacioni_fk FOREIGN KEY (lokacioni_id)
REFERENCES lokacioni(lokacioni_id)
);
Përveç relacionit një-me-shume që kishim, kemi edhe relacionin shume-me-shume i cili
ekziston në mes të artikullit dhe autorit. Kjo sepse një autor mund të jete pjesëmarrës në disa
artikuj, njëkohësisht edhe një artikull mund të ketë disa autorë. Zgjidhja është në tabelën
lista_autoreve e cila ka integritet referencial një-me-shume në të dy tabelat, si artikulli ashtu
edhe autori. Kjo bën që dy relacione një-me-shume të rezultojnë me një relacion shume-meshume në mes të autorit dhe artikullit.
CREATE TABLE autori(
autori_id INTEGER NOT NULL,
autori AUTORI_T NOT NULL,
CONSTRAINT autori_pk PRIMARY KEY (autori_id)
);
CREATE TABLE lista_autoreve (
artikulli_id INTEGER NOT NULL ,
autori_id
INTEGER NOT NULL,
CONSTRAINT lista_autoreve_pk PRIMARY KEY(artikulli_id,
autori_id),
CONSTRAINT lista_autoreve_artikulli_fk FOREIGN
KEY(artikulli_id)
REFERENCES artikulli(artikulli_id),
CONSTRAINT lista_autoreve_autori_fk FOREIGN KEY(autori_id)
REFERENCES autori (autori_id)
);
Rast i ngjashëm i relacionit shume-me-shume është edhe në mes të anëtarit dhe artikullit. Në
këtë rast tabela e cila qëndron në mes është entitet në vetvete, tabela huazimi. Tek tabela
huazimi kemi edhe fushat për datat e huazimit dhe të kthimit. Data e huazimit si vlere të para27

definuar e ka datën aktuale të sistemit, ndërsa data e kthimit e ka të para-definuar datën
aktuale duke ia shtuar edhe 14 dite, apo dy jave siç është e parapare me rregullore të
bibliotekës. Fusha kthyer pranon vetëm një karakter, vlere të para-definuar e ka karakterin
‘N’, që ka kuptimin së artikulli nuk është kthyer. në rastin e kthimit kjo vlere do të
përditësohej në ‘Y’.
CREATE TABLE anetari (
anetari_id INTEGER NOT NULL,
anetari ANETARI_T NOT NULL,
ts
TIMESTAMP DEFAULT SYSDATE,
username VARCHAR2(50),
CONSTRAINT anetari_pk PRIMARY KEY (anetari_id)
);
CREATE TABLE huazimi (
huazimi_id
INTEGER NOT NULL ,
anetari_id
INTEGER NOT NULL ,
artikulli_id INTEGER NOT NULL ,
data_huazimit DATE DEFAULT SYSDATE,
data_kthimit DATE DEFAULT SYSDATE+14,
kthyer
CHAR(1) DEFAULT 'N',
pershkrim
VARCHAR2(1000),
ts
TIMESTAMP DEFAULT SYSDATE,
username
VARCHAR2(50),
CONSTRAINT huazimi_pk PRIMARY KEY(huazimi_id),
CONSTRAINT huazimi_anetari_fk FOREIGN KEY(anetari_id)
REFERENCES anetari(anetari_id),
CONSTRAINT huazimi_artikulli_fk FOREIGN KEY(artikulli_id)
REFERENCES artikulli(artikulli_id)
);
Për të gjeneruar numra rendor përdorim sekuenca. Në rastin tonë do të krijojmë vetëm një
sekuence të cilën do ta shfrytëzojmë për gjenerimin e secilit id numër të secilës tabelë:
CREATE SEQUENCE general_seq INCREMENT BY 1 START WITH 1;
Pastaj për secilën tabele krijojmë një trigger i cili ekzekutohet para insertimit të rreshtit në
tabelë; trigeri vendos vlerën e radhës nga sekuenca në fushën identifikuese të tabelës. Vlera e
radhës nga sekuenca lexohet përmes funksionit NEXTVAL.
CREATE OR REPLACE TRIGGER trg_gjuha_bi
BEFORE INSERT ON gjuha FOR EACH ROW
BEGIN
IF :NEW.gjuha_id IS NULL THEN
SELECT general_seq.NEXTVAL
INTO :NEW.gjuha_id
FROM dual;
END IF;
END;
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Ngjashëm krijohen trigger-et për të gjitha tabelat tjera.
Me krijimin e tabelave dhe relacioneve në mes tyre, këtu kemi përmbyllur ndërtimin e asaj që
na nevojitet sa i përket ndërtimit të bazës së të dhënave.
4.5 Mapimi i tipeve UDT në klasë të kornizës .NET
Në Visual Studio, programi organizohet në dy nivele, në nivelin fizik që ka të beje me
ruajtjen e skedarëve në disk e që në zhargonin e kornizës .NET quhet solucion; nënkupton
nivelin më të lartë të organizimit në të cilin mund të shtohen pastaj projekte, ku secili projekt
i ka skedarët e tij, të cilët janë të organizuar në mes vetë në direktoriume të ndryshme. Në
nivelin logjik klasat mund të organizohen përmes namespace-ve, që nënkupton principin e
enkapsulimit të klasave të krijuara nën një emër të përbashkët.
Krijojmë solucionin me emrin Biblioteka, në të cilin do të ruajmë të gjitha projektet që do të
shtohen në vazhdim.
Në solucionin Biblioteka projekti i parë që shtojmë është një projekt të llojit Class Library
me emrin UDT. Këtë projekt e përdorim për të ruajtur klasat të cilat do të bëjnë mapimin e
tipeve të definuara nga shfrytëzuesi në Oracle. Meqë përdoret ODP.NET e shtojmë si
reference në projekt Oracle.DataAccess.dll.
Pastaj për secilin objekt të definuar në Oracle krijojmë një klase në projektin në UDT.
Për secilën nga klasat bëhet implementimi i ndërfaqeve IOracleCustomType dhe
IOracleCustomTypeFactory,
që
janë
brenda
namespace-it
Oracle.DataAccess.Types.
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Figura 5: Diagrami i klasave të mapimit të UDT-ve
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Ndërfaqja IOracleCustomTypeFactory dikton implementimin e metodës
CreateObject e cila kthen objektin si IOracleCustomType. Ndërsa ndërfaqja
IOracleCustomType dikton implementimin e dy metodave: FromCustomObject në
të cilën behet realizimi i shkëmbimit të te dhënave nga korniza .NET në Oracle; dhe
ToCustomObject në të cilin behet realizimi i shkëmbimit të të dhënave nga Oracle në
kornizën .NET.
Klasa e Anetari duket kështu:
using System;
using Oracle.DataAccess.Types;
using Oracle.DataAccess.Client;
namespace Biblioteka.UDT
{
[OracleCustomTypeMapping("ANETARI_T")]
public class Anetari: Personi, IOracleCustomType,
IOracleCustomTypeFactory
{
[OracleObjectMapping("ID_NUMRI")]
public string IdNumri { get; set; }
[OracleObjectMapping("DATA_ANTARESIMIT")]
public DateTime DataAntaresimit { get; set; }
[OracleObjectMapping("DATA_SKADIMIT")]
public DateTime DataSkadimit { get; set; }
[OracleObjectMapping("ADRESA")]
public string Adresa { get; set; }
[OracleObjectMapping("EMAIL")]
public string Email { get; set; }
void IOracleCustomType.FromCustomObject(
OracleConnection con, IntPtr pUdt)
{
base.FromCustomObject(con, pUdt);
OracleUdt.SetValue(con, pUdt, "ID_NUMRI", this.IdNumri);
OracleUdt.SetValue(con, pUdt, "DATA_ANETARESIMIT",
this.DataAntaresimit);
OracleUdt.SetValue(con, pUdt, "DATA_SKADIMIT",
this.DataSkadimit);
OracleUdt.SetValue(con, pUdt, "ADRESA", this.Adresa);
OracleUdt.SetValue(con, pUdt, "EMAIL", this.Email);
}
void IOracleCustomType.ToCustomObject(
OracleConnection con, IntPtr pUdt)
{
base.ToCustomObject(con, pUdt);
this.IdNumri = OracleUdt.GetValue(con,
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pUdt, "ID_NUMRI").ToString();
this.DataAntaresimit = Convert.ToDateTime(
OracleUdt.GetValue(con, pUdt, "DATA_ANTARESIMIT"));
this.DataSkadimit = Convert.ToDateTime(
OracleUdt.GetValue(con, pUdt, "DATA_SKADIMIT"));
this.Adresa = OracleUdt.GetValue(
con, pUdt, "ADRESA").ToString();
this.Email = OracleUdt.GetValue(con,
pUdt, "EMAIL").ToString();
}
IOracleCustomType IOracleCustomTypeFactory.CreateObject()
{
return new Anetari();
}
}
}
Shprehja using përdoret për të kursyer rishkrimin e namespace-ve vazhdimisht brenda
kodit. Klasat e këtij projekti vendosen brenda namespace-it Biblioteka.UDT. Klasa
Anetari e trashëgon klasën Personi si dhe bën implementimin e dy ndërfaqeve
IOracleCustomType dhe IOracleCustomTypeFactory.
Siç vërehet përdoren edhe atributet për të shënjuar tipin e të dhënave si dhe atributet e tyre.
Në nivelin e klasës jepet atributi OracleCostumTypeMapping dhe brenda kllapave si
varg i karaktereve jepet saktësisht emri i tipit të te dhënave të krijuar në Oracle. Për secilin
atribut të tipit të krijuar në Oracle krijohet një anëtar çoftë si fushë çoftë si property (si në
rastin tone) dhe i caktohet tipi i të dhënave i përshtatshëm. Mbi të përdoret atributi
OracleObjectMapping dhe brenda kllapave jepet emri i atributit të objektit në formën e
vargut të karaktereve saktësisht siç është emërtuar në bazën e të dhënave.
Pastaj behet edhe implementimi i metodave që imponojnë dy ndërfaqet e përfshira: metoda
CreateObject e cila e kthen klasën e mapuar si IOracleCustomType; metoda
FromCustomObject e cila përdoret për ruajtjen e të dhënave nga tipi i mapuar në bazën e
të dhënave; metoda ToCustomObject e cila përdoret për leximin e të dhënave të
atributeve dhe mapimin e tyre me anëtarët e klasës.
Për shkëmbimin e të dhënave të atributeve nga .NET në Oracle dhe anasjelltas përdoret klasa
OracleUdt dhe metodat e saj statike: SetValue dhe GetValue.
Njësoj veprohet me të gjithë UDT-të tjera dhe krijohen të gjitha klasat me anëtarët e tyre siç
janë përshkruar në diagramin e klasave nga Figura 5.
4.6 Operacionet në bazën e të dhënave (Data Repository)
Në solucion shtohet një projekt i llojit Class Library në të cilin do të krijohen klasat të cilat
implementojne operacionet CRUD.
Si reference shtohet System.Configuration meqë dëshirojmë të centralizojmë
konfigurimin e lidhjes me bazën e të dhënave që njihet si Connection String. Krijojmë një
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skedar app.config i cili shërben për konfigurim dhe punon sipas principeve të sintaksës XML,
pastaj në të shkruajmë:
<?xml version="1.0" encoding="utf-8" ?>
<configuration>
<connectionStrings>
<add name="ConnectionString"
connectionString="Data
Source=(DESCRIPTION=(ADDRESS=(PROTOCOL=TCP)(HOST=localhost)(PORT=152
1))(CONNECT_DATA=(SERVER = DEDICATED)(SERVICE_NAME=XE)));User
Id=biblioteka;Password=biblioteka;"
providerName="Oracle.DataAccess.Client" />
</connectionStrings>
</configuration>
Pastaj krijojmë klasat dhe metodat për insertim, lexim, modifikim dhe fshirje të shënimeve në
bazën e të dhënave.
Modeli që përdor ODP.NET është, krijimi i lidhjes me bazën e të dhënave, ekzekutimi i SQL
komandës përmes asaj lidhje.
using
using
using
using
using

System;
System.Data;
System.Configuration;
Oracle.DataAccess.Client;
Biblioteka.UDT;

namespace Biblioteka.Repository
{
public class GjuhaRepository
{
public void Insert(string gjuha)
{
try
{
using (OracleConnection con = new
OracleConnection(ConfigurationManager.
ConnectionStrings["ConnectionString"].
ConnectionString))
{
OracleCommand cmd = new OracleCommand(
@"INSERT INTO gjuha(gjuha)
VALUES(:gjuha)", con);
cmd.Parameters.Add("gjuha", gjuha);
con.Open();
cmd.ExecuteNonQuery();
con.Close();
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}
}
catch (Exception)
{
throw;
}
}
public void Update(int gjuhaId, string gjuha)
{
try
{
using (OracleConnection con = new OracleConnection(
ConfigurationManager.
ConnectionStrings["ConnectionString"].
ConnectionString))
{
OracleCommand cmd = new OracleCommand(
@"UPDATE gjuha
SET gjuha=:gjuha
WHERE gjuha_id=:gjuha_id", con);
cmd.Parameters.Add("gjuha_id", gjuhaId);
cmd.Parameters.Add("gjuha", gjuha);
con.Open();
cmd.ExecuteNonQuery();
con.Close();
}
}
catch (Exception)
{
throw;
}
}
public DataTable Select()
{
try
{
DataTable tabela = new DataTable();
using (OracleConnection con = new OracleConnection(
ConfigurationManager.
ConnectionStrings["ConnectionString"].
ConnectionString))
{
34

OracleCommand cmd = new OracleCommand(
@"SELECT gjuha_id as gjuhaId,
gjuha FROM gjuha", con);
OracleDataAdapter da = new OracleDataAdapter(
cmd);
da.Fill(tabela);
return tabela;
}
}
catch (Exception)
{
throw;
}
}
public void Delete(int gjuhaId)
{
try
{
using (OracleConnection con = new OracleConnection(
ConfigurationManager.
ConnectionStrings["ConnectionString"].
ConnectionString))
{
OracleCommand cmd = new OracleCommand(
@"DELETE gjuha
WHERE gjuha_id=:gjuha_id", con);
cmd.Parameters.Add("gjuha_id", gjuhaId);
cmd.ExecuteNonQuery();
}
}
catch (Exception)
{
throw;
}
}
}
}
Ne secilën prej metodave nga rasti konkret përdoret OracleConnection, klase kjo që
mundëson krijimin e lidhjes me bazën e të dhënave. Vargu i kredencialeve që nevojiten për
lidhje merret nga fajlli konfigurues dhe i jepet si parametër gjate instancimit të objektit
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OracleConnection. Instanca vendoset brenda using për arsye që të lirohet nga
memoria pas kryerjes së operacionit (Dispose).
Pastaj për ekzekutimin e një komande SQL përdorim OracleCommand. Si parametër i
japim instancën për lidhje me bazën e të dhënave dhe komandën SQL që dëshirojmë ta
ekzekutojmë si varg të karaktereve. Parametrat që dëshirojmë t’i përdorim i shënojmë brenda
SQL komandës me dy pika ( : ) dhe bashkëngjitur vendosim emrin e parametrit. Më pas
instancës së OracleCommand në mënyrë eksplicite i vendosim parametrin dhe vlerën e
caktuar përmes metodës Parameters.Add.
Para ekzekutimit të komandës duhet ta hapim lidhjen me bazën e të dhënave me metodën
Open që thirret nga instanca e OracleConnection. Ekzekutohet komanda e cila ka tri
metoda të caktuara varësisht prej vlerës që kthen komanda: ExecuteNonQuery kthen
numër të plote që tregon numrin e rreshtave të afektuar nga ekzekutimi i komandës;
ExecuteScalar kthen vetëm një vlere në forme skelari si objekt, mirëpo kjo mund të
konvertohet pastaj në tip të dhënave varësisht prej rezultatit.
Tek metoda Select rezultati duhet të kthehet në forme tabelore si DataTable. Për të
realizuar këtë, përdorim klasën OracleDataAdapter e cila përmes komandës Fill
rezultatin nga instruksioni SQL e kthen si DataTable.
Për të gjitha tabelat në bazën e të dhënave krijohet një klase dhe veprohet ngjashëm duke u
implementuar metodat Insert për futjen e shënimeve, Update për përditësimin e shënimeve,
Delete për fshirjen e shënimeve, dhe Select për leximin e të dhënave dhe kthimin e tyre si
rezultat në forme tabele.
Tek tabelat të cilat përdorin UDT në këtë rast instancës së OracleCommand i japim si
parametër një instance nga klasat e mapuara në namespace-in Biblioteka.UDT. Metoda
Insert e objektit LibriRepository dëshmon praktikisht si realizohet kjo. Krijohet një
instance e objektit Libri i cili është objekt që mapohet në LIBRI_T në Oracle, i jepen
vlerat nga parametrat e metodës Insert, dhe para ekzekutimit të komandës si vlerë e
parametrit jepet instanca e Librit.
public void Insert(int lendaId, int furnizuesiId, int botuesiId,
int lokacioniId, int gjuhaId, string titulli, string statusi,
int numriKopjeve, string barkodi, string isbn,
int numriFaqeve, string formati, decimal vlera,
string vitiPublikimit)
{
try
{
using (OracleConnection con = new OracleConnection(
ConfigurationManager.
ConnectionStrings["ConnectionString"].
ConnectionString))
{
Libri libri = new Libri();
libri.Titulli = titulli;
libri.Statusi = statusi;
libri.NumriKopjeve = numriKopjeve;
libri.Barcode = barkodi;
libri.Isbn = isbn;
libri.NumriFaqeve = numriFaqeve;
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libri.VitiPublikimit = vitiPublikimit;
libri.Formati = formati;
libri.Vlera = vlera;
OracleParameter param = new OracleParameter();
param.ParameterName = "artikulli";
param.OracleDbType = OracleDbType.Object;
param.Direction = ParameterDirection.Input;
param.UdtTypeName = "ARTIKULLI_T";
param.Value = libri;
OracleCommand cmd = new OracleCommand(
@"INSERT INTO artikulli(lenda_id,
furnizuesi_id, botuesi_id, lokacioni_id,
gjuha_id, artikulli)
VALUES(:LENDA_ID,
:FURNIZUESI_ID, :BOTUESI_ID, :LOKACIONI_ID,
:GJUHA_ID, :ARTIKULLI)",con);
cmd.Parameters.Add("LENDA_ID", lendaId);
cmd.Parameters.Add("FURNIZUESI_ID",
furnizuesiId);
cmd.Parameters.Add("BOTUESI_ID", botuesiId);
cmd.Parameters.Add("LOKACIONI_ID", lokacioniId);
cmd.Parameters.Add("GJUHA_ID", gjuhaId);
cmd.Parameters.Add(param);
con.Open();
cmd.ExecuteNonQuery();
con.Close();
}
}
catch (Exception)
{
throw;
}
}
Komanda SQL e cila përdoret për të kthyer librat nga fusha e artikullit ne tabelën artikulli
është:
SELECT
a.artikulli_id AS artikulliId,
a.lenda_id AS lendaId,
a.furnizuesi_id AS furnizuesiId,
a.botuesi_id AS botuesiId,
a.lokacioni_id AS lokacioniId,
a.gjuha_id AS gjuhaId,
TREAT(a.artikulli AS libri_t).titulli AS titulli,
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TREAT(a.artikulli AS libri_t).statusi AS statusi,
TREAT(a.artikulli AS libri_t).nr_kopjeve AS numriKopjeve,
TREAT(a.artikulli AS libri_t).barcode AS barkodi,
TREAT(a.artikulli AS libri_t).isbn AS isbn,
TREAT(a.artikulli AS libri_t).nr_faqeve AS numriFaqeve,
TREAT(a.artikulli AS libri_t).viti_publikimit AS
vitiPublikimit,
TREAT(a.artikulli AS libri_t).formati AS formati,
TREAT(a.artikulli AS libri_t).vlera AS vlera,
l.lenda AS lenda,
f.furnizuesi.emri AS furnizuesi,
b.botuesi.emri AS botuesi,
lo.lokacioni.emri AS lokacioni,
gj.gjuha AS gjuha
FROM artikulli a
INNER JOIN lenda l ON a.lenda_id=l.lenda_id
INNER JOIN furnizuesi f ON a.furnizuesi_id=f.furnizuesi_id
INNER JOIN botuesi b ON a.botuesi_id=b.botuesi_id
INNER JOIN lokacioni lo ON a.lokacioni_id=lo.lokacioni_id
INNER JOIN gjuha gj ON a.gjuha_id=gj.gjuha_id
WHERE a.artikulli IS OF (libri_t)
Dy komandat karakteristike në këtë rast janë TREAT dhe IS OF. Komanda TREAT e trajton
nëntipin si një mbi-tip qe e specifikojmë, i cili zgjeron atë. Ndërsa, komanda IS OF shërben
për testimin e nëntipit se cilit tip real i takon.
4.7 Ndërfaqja në ASP.NET
Në solucion shtojmë një projekt të llojit Web Site dhe e emërtojmë Biblioteka. Shtojmë një
master faqe (Site.master) në të cilën implementojme dizajnin e centralizuar të ueb-it që do të
përdoret mbi secilën faqe që krijohet. Site.master përdoret për të mbajtur një konsistence në
dizajnin e ueb sajtit. Master faqja është e strukturuar në këtë mënyre:
<%@ Master Language="C#" AutoEventWireup="true"
CodeFile="Site.master.cs" Inherits="SiteMaster" %>
<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.0 Strict//EN"
"http://www.w3.org/TR/xhtml1/DTD/xhtml1-strict.dtd">
<html xmlns="http://www.w3.org/1999/xhtml" xml:lang="en">
<head runat="server">
<title></title>
<link href="~/Styles/Site.css" rel="stylesheet"
type="text/css" />
<asp:ContentPlaceHolder ID="HeadContent" runat="server">
</asp:ContentPlaceHolder>
</head>
<body>
<form runat="server">
.
.
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.
<asp:ContentPlaceHolder ID="MainContent" runat="server" />
.
.
.
</form>
</body>
</html>
Siç vërejmë në faqen master kemi dy tagje të llojit <asp:ContentPlaceHolder>, njëra
në <head> dhe tjetra në <body>. Këto janë hapësirat ku jepen për implementimin e faqeve
që ndërtohen mbi dizajnin e master faqes, ndërsa pjesa tjetër mbetet e njëjte për te gjitha
faqet.
Krijojmë faqen ErrorPage.aspx për centralizim të gabimeve dhe përjashtimeve që ndodhin
gjate mbarëvajtjes së punës në ueb.
Konfigurimi realizohet në faqen Global.asax në ngjarjen Application_Error e cila
ekzekutohet secilën here që ndodhe ndonjë gabim apo përjashtim përgjatë jetëgjatësisë së ueb
aplikacionit në ueb server.
void Application_Error(object sender, EventArgs e)
{
// Kodi që ekzekutohet kur ndodhin gabimet
Exception exp = Server.GetLastError().GetBaseException();
Session.Add("Exception", exp);
Server.ClearError();
Response.Redirect("~/ErrorPage.aspx");
}
Përjashtimi që ndodh ruhet në një variabël të sesionit për t’u lexuar me pas nga faqja për
kontrollimin e përjashtimeve.
Në përmbajtjen e faqes ErrorPage.aspx kemi një kontrolle të tipit Label e cila shfaq
mesazhin e gabimit apo përjashtimit:
<%@ Page Title="Error" Language="C#" MasterPageFile="~/Site.master"
AutoEventWireup="true"CodeFile="ErrorPage.aspx.cs"
Inherits="ErrorPage" %>
<asp:Content ID="Content1" ContentPlaceHolderID="HeadContent"
runat="Server">
</asp:Content>
<asp:Content ID="Content2" ContentPlaceHolderID="MainContent"
runat="Server">
<div class="main">
<asp:Label ID="LabelErrorMessage" runat="server"
Text="Error Message"></asp:Label>
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</div>
</asp:Content>
Kodi që ekzekutohet në prapavijë të ErrorPage.aspx gjate ngarkimit të faqes është:
protected void Page_Load(object sender, EventArgs e)
{
Exception exp = (Exception)Session["Exception"];
LabelErrorMessage.Text += "<br >" + exp.Message +
" - Exp. type: " + exp.GetType().ToString() + " --- " +
exp.Source;
}
Krijojmë faqen për menaxhimin e gjuhëve Gjuha.aspx:
<asp:Content ID="Content1" ContentPlaceHolderID="HeadContent"
runat="Server">
<link href="../Styles/jquery.dataTables.min.css"
rel="stylesheet" />
<script type="text/javascript" src="../Scripts/jquery1.11.3.min.js"></script>
<script type="text/javascript"
src="../Scripts/jquery.dataTables.min.js"></script>
<script type="text/javascript">
function pageLoad(sender, args) {
$(document).ready(function () {
$('#GridViewGjuhet').DataTable();
});
}
</script>
</asp:Content>
Në header vendosim lidhjet me fajllat css që përfaqësojnë dizajnin dhe fajllat js që
përfaqësojnë kodin e shkruar në JavaScript. në rastin konkret përdorim kontrollen
dataTables.js e cila është e ndërtuar mbi kornizën jQuery prandaj nevojitet edhe
referenca e jQueri.
Rezultatet në forme tabelore shfaqen në GridView që është kontrolle e cila e menaxhon
paraqitjen në forme tabelore të rezultateve që vijnë nga një burim i të dhënave.
<asp:GridView ID="GridViewGjuhet" ClientIDMode="Static"
runat="server" CellPadding="4" CellSpacing="4" Width="100%"
DataSourceID="ObjectDataSourceGjuhet" ForeColor="#333333"
GridLines="None" AutoGenerateColumns="False"
OnPreRender="GridViewGjuhet_PreRender" DataKeyNames="gjuhaId">
<AlternatingRowStyle BackColor="White" ForeColor="#284775" />
<Columns>
<asp:TemplateField HeaderText="Gjuha">
40

<EditItemTemplate>
<asp:TextBox ID="TextBox1" runat="server"
Text='<%# Eval("gjuha") %>'></asp:TextBox>
</EditItemTemplate>
<ItemTemplate>
<asp:Label ID="Label1" runat="server"
Text='<%# Bind("gjuha") %>'></asp:Label>
</ItemTemplate>
</asp:TemplateField>
<asp:TemplateField ShowHeader="False">
<EditItemTemplate>
<asp:Button ID="ButtonUpdate" runat="server"
CausesValidation="False" CommandName="Update"
CssClass="button" Text="Ndrysho"
UseSubmitBehavior="False" />
<asp:Button ID="ButtonCancel" runat="server"
CausesValidation="False" CommandName="Cancel"
CssClass="button" Text="Anulo" UseSubmitBehavior="False"
/>
</EditItemTemplate>
<ItemTemplate>
<asp:Button ID="ButtonEditArticle" runat="server"
CausesValidation="False" CommandName="Edit"
CssClass="button" Text="Ndrysho"
UseSubmitBehavior="False" />
</ItemTemplate>
</asp:TemplateField>
</Columns>
<EditRowStyle BackColor="#999999" />
<FooterStyle BackColor="#5D7B9D" Font-Bold="True"
ForeColor="White" />
<HeaderStyle BackColor="#5D7B9D" Font-Bold="True"
ForeColor="White" />
<PagerStyle BackColor="#284775" ForeColor="White"
HorizontalAlign="Center" />
<RowStyle BackColor="#F7F6F3" ForeColor="#333333" />
<SelectedRowStyle BackColor="#E2DED6" Font-Bold="True"
ForeColor="#333333" />
<SortedAscendingCellStyle BackColor="#E9E7E2" />
<SortedAscendingHeaderStyle BackColor="#506C8C" />
<SortedDescendingCellStyle BackColor="#FFFDF8" />
<SortedDescendingHeaderStyle BackColor="#6F8DAE" />
</asp:GridView>
Burimi i të dhënave vjen nga ObjectDataSource i cili shfrytëzon klasën e krijuar në
Biblioteka.Repository dhe në baze të metodave të klasës së caktuar kryen
operacionet për lexim, insertim, përditësim dhe fshirje të shënimeve në bazën e të dhënave.
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<asp:ObjectDataSource ID="ObjectDataSourceGjuhet" runat="server"
InsertMethod="Insert" SelectMethod="Select"
TypeName="Biblioteka.Repository.GjuhaRepository"
UpdateMethod="Update" DeleteMethod="Delete">
<DeleteParameters>
<asp:Parameter Name="gjuhaId" Type="Int32" />
</DeleteParameters>
<InsertParameters>
<asp:Parameter Name="gjuha" Type="String" />
</InsertParameters>
<UpdateParameters>
<asp:Parameter Name="gjuhaId" Type="Int32" />
<asp:Parameter Name="gjuha" Type="String" />
</UpdateParameters>
</asp:ObjectDataSource>
Më poshtë përdorim DetailsView me anën e së cilës insertojmë të dhëna në bazën e të
dhënave, duke përdorur ObjectDataSource, që siç u shpjegua nëpërmes namespace-it
Biblioteka.Repository dhe metodave të klasës së caktuar bën insertimin e të
dhënave. Me poshtë në detale është paraqitur së si behet implementimi për faqen Gjuha.aspx.
<asp:DetailsView ID="DetailsViewShtoGjuhen" runat="server"
AutoGenerateRows="False" CellPadding="4"
DataSourceID="ObjectDataSourceGjuhet" DefaultMode="Insert"
ForeColor="#333333" GridLines="None" Height="50px"
Width="100%" CellSpacing="4">
<AlternatingRowStyle BackColor="White" ForeColor="#284775" />
<CommandRowStyle BackColor="#E2DED6" Font-Bold="True" />
<EditRowStyle BackColor="#999999" />
<FieldHeaderStyle BackColor="#E9ECF1" Font-Bold="True" />
<Fields>
<asp:TemplateField HeaderText="Gjuha">
<EditItemTemplate>
<asp:TextBox ID="TextBoxGjuha" runat="server"
Text='<%# Bind("gjuha") %>'
Width="100%"></asp:TextBox>
</EditItemTemplate>
</asp:TemplateField>
<asp:TemplateField ShowHeader="False">
<InsertItemTemplate>
&nbsp;<asp:Button ID="Button4" runat="server"
CommandName="Insert" CssClass="button"
Text="Inserto" UseSubmitBehavior="False"
CausesValidation="True" />
&nbsp;<asp:Button ID="Button3" runat="server"
CommandName="Cancel" CssClass="button"
Text="Anulo" UseSubmitBehavior="False"
CausesValidation="False" />
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</InsertItemTemplate>
<ItemTemplate>
&nbsp;<asp:Button ID="Button4" runat="server"
CommandName="New" CssClass="button"
Text="Shto" UseSubmitBehavior="False"
CausesValidation="False" />
</ItemTemplate>
</asp:TemplateField>
</Fields>
<FooterStyle BackColor="#5D7B9D" Font-Bold="True" ForeColor="White"
/>
<HeaderStyle BackColor="#5D7B9D" Font-Bold="True" ForeColor="White"
/>
<PagerStyle BackColor="#284775" ForeColor="White"
HorizontalAlign="Center" />
<RowStyle BackColor="#F7F6F3" ForeColor="#333333" />
</asp:DetailsView>
Ngjashëm ky princip dhe këto kontrolla përdoren në të gjitha faqet tjera. Përmbajta vendoset
brenda në UpdatePanel i cili mundëson postimin parcial të faqes, duke shmangur kështu
postimin e plote të faqes në ueb server. Meqë UpdatePanel është kontrolle që përdor
kornizën AJAX nevojitet vendosja e një ScriptManager i cili në prapavije në mënyrë
automatike përgjatë ekzekutimit të faqes gjeneron kodin e nevojshëm në JavaScript, i cili
mundëson postimin parcial të përmbajtjes së faqes në ueb server.
Në figurat në vazhdim shfaqet paraqitja grafike e disa prej formave të ndërfaqes ueb.
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Figura 6: Forma për menaxhimin e autorëve
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Figura 7: Forma për menaxhimin e librave
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Figura 8: Forma për detalet e librit
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Figura 9: Forma për menaxhimin e antarëve
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Figura 10: Forma për menaxhimin e huazimeve
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5 PËRFUNDIME
Sistemi për menaxhimin e bibliotekës është ndërtuar si një projekt gjenerik i cili për t’u
përshtatur me nevojat e një biblioteke konkrete, ka nevoje për disa ndryshime. Ndryshimet
duhet të bëhen varësisht prej rregulloreve, standardeve dhe politikave që ndjek biblioteka.
Në fillim të punimit u dha një përshkrim i katalogimit dhe standardeve sa i përket
përgjithësisht proceseve të bibliotekës.
Mbi këto baza të procesit te bibliotekës u ndërtua fillimisht modeli logjik i bazës së të
dhënave, definohen tipet UDT që mund të krijohen në Oracle, realizohet modeli relacional i
bazës se te dhënave. Baza e te dhënave përveç tabelave dhe relacioneve te tyre përdor edhe
tipe UDT te cilat shfrytëzojnë përparësitë e programimit OOP qe mundëson Oracle.
Në aspektin e ndërtimit te programit u përdor korniza .NET se bashku me shtesën ODP.NET
qe mundëson komunikimin e të dhënave nga programi ne bazën e te dhënave dhe anasjelltas.
Në këtë proces u përfshi mapimi i tipeve UDT, krijimi i Repositorit si shtresë e veçantë qe
bën insertimin, përditësimin, fshirjen dhe leximin e te dhënave nga dhe në bazën e te
dhënave. Projekti u përmbyll me krijimin e ndërfaqes së bazuar në ueb e zhvilluar në
ASP.NET, duke përdorur kontrollat qe ofron korniza .NET, qe komunikimin me bazën e te
dhënave e zhvillojnë përmes shtresave të ndërtuara paraprakisht siç ishin UDT dhe
Repository.

6 REKOMANDIME
Projekti mund të zgjerohet në këto dimensione:
•
•
•

Ndërtimi i një moduli i cili bën transferimin e informatave nga formatet e katalogëve
digjitale në sistem dhe anasjelltas.
Implementimi i njoftimeve përmes postes elektronike në rastet kur anëtari duhet të
ktheje artikullin e huazuar, apo skenarë të ngjashme që do të mund të integroheshin në
sistem.
Për përshtatje më të mire në pajisjet mobile mund të krijohen aplikacione për
platformën Android dhe iOS. Modulet baze, duke filluar nga baza e të dhënave,
moduli i mapimit, si dhe data repository mund të ri-përdoren nëse për zhvillim
përdoret korniza Xamarin e cila përkrah kornizën .NET.
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