Abstract-Among the numerous reasons for software project failure, coordination problems are especially salient. Prior studies on coordination in software development are confined to team internal coordination and do not explicitly differentiate team internal and external coordination processes. This study presents a research model to explain the antecedents of coordination effectiveness of software developer dyads from interacting teams. Dyads in this study refer to software developer pairs where each member comes from a different team. We explore the antecedents by integrating interpersonal and technology-based coordination. We test this model using data collected from 59 software developer dyads from interacting teams as well as from software developer leaders. The results reveal that the implicit knowledge sharing has a significant positive impact on coordination effectiveness. The use of explicit knowledge sharing and coordination technology have no statistically significant impact on coordination effectiveness although the teams studied were working predominantly in a collocated mode. Mutual trust and project commitment have a significant impact on knowledge sharing with mutual trust directly affecting both implicit and explicit knowledge sharing. Project commitment also has a direct impact on explicit knowledge sharing and mutual trust, but it does not directly affect implicit knowledge sharing. Theoretical and practical contributions are discussed. Limitations of this study are identified. Future research directions are also presented.
from team-internal coordination to intergroup coordination. However, extra costs may occur in intergroup coordination. As a rough rule, three groups of three programmers can do only twice the work of a single group or four times the work of a single programmer because of the time required for coordination [87] . Further, bad intergroup coordination often leads to very serious consequences, such as incompatible schedules, system-level design and requirements defects, system-level problems, etc. It is thus very important to manage intergroup coordination effectively. This is an area deserving special attention, given the increasingly distributed nature of software development teams.
Prior coordination studies in software development are confined to team-internal coordination. Even when studies involve projects with multiple teams, they do not explicitly differentiate team-internal and external coordination processes. The relationship between team-internal and team-external cooperative processes remains quite ambiguous [3] , [41] ; however, there are differences between team-internal and team-external coordination. First, in terms of social identity theory [79] , [80] , [82] , there is solid evidence that ingroup favoritism exists. Members generally view ingroup members more positively than outgroup members, and evaluate ingroup members as more trustworthy, honest, loyal, cooperative, and valuable to the group than outgroup members [11] , [40] , [44] . In addition, functional diversity may also lead to different outlooks, perceptions, and work procedures between two or more software development groups working on the same project. These differences may raise barriers that hinder cross-unit contact and work coordination [83] , [84] . From this point of view, team-external coordination may be more difficult than team-internal coordination. Since numerous studies focus on team-internal coordination, we need to better understand team-external coordination processes.
This study aims at furthering our understanding of coordination of software developers from interacting teams where developers are collocated. Interacting teams in this study are defined as two software development teams from the same software project that involve collaboration activities that address system-level requirements, objectives, and issues. The overall research question investigates the antecedents of technical coordination effectiveness of software developer dyads from interacting teams with motivation dimensions of social capital and technology use.
Dyads in this study refer to software developer pairs where each member comes from a different team. Our study is at an individual dyadic level of analysis. In the real world, software teams might interact in more complex forms. However, individual dyadic levels of coordination do happen in software development. It is not uncommon to see one software developer having only one counterpart from another team. Further, we believe that individual dyadic levels of coordination are the most basic units of cross-team coordination. Such type of one-to-one relationship is the basis of one-to-many or many-to-many relationships. Before we investigate more complex forms, such as team-level coordination, it is necessary to investigate this basic unit. More specifically, the following questions are examined: 1) is there an influence of knowledge sharing on coordination effectiveness of software developer dyads from interacting teams?; 2) is there a moderating impact of task interdependence on the relationship between knowledge sharing and coordination effectiveness?; 3) what is the relationship between social capital, i.e., project commitment and trust, and coordination effectiveness?; and 4) is there any impact of coordination technology use on coordination effectiveness?
This study adopts a quantitative approach. The proposed model is grounded in social capital theory (SCT) and coordination theory. Data from interacting programmer pairs and their leaders are collected from a cross-sectional survey. A partial least squares (PLS) method is employed to analyze the data by treating a dyad as the unit of analysis. This study has several potential contributions. First and foremost, to the best of our knowledge, it is the first study to empirically investigate team-external coordination of software developer dyads from interacting teams. Second, a behavioral view associated with social capital versus a technical view is integrated in a model so that we can conveniently compare their different roles in coordination.
The remainder of the paper is organized as follows. We begin by reviewing existing literature followed by the development of our model, including hypotheses. Next, we describe the cross-sectional survey research method and analysis. Finally, we present the results and discuss their implications and limitations.
II. LITERATURE REVIEW

A. Coordination Research in Software Development
In software development, coordination means that different people working on a common project: 1) agree on a common definition of what they are building; 2) share information; and 3) mesh their activities [50] . Studies on coordination in software development have been conducted by a number of researchers from different perspectives. Most empirical studies on coordination in collocated projects focus on the relationship between coordination mechanisms and project performance. For example, Kraut et al. [50] investigate the interaction of coordination techniques and structural characteristics of projects, e.g., project size, and their effects on project outcomes and coordination success. Nidumolu [61] claims that higher levels of both vertical and horizontal coordination lead to higher levels of overall performance. However, explicit coordination mechanisms, e.g., requirement development techniques, are not sufficient for software requirements development [22] . More recently, based on team cognition studies, a few researchers have begun to empirically investigate coordination from an implicit point of view.
Implicit coordination has been referred to as the "synchronization of member actions based on unspoken assumptions about what others in the group are likely to do" [25] , [89] . Results of these studies are encouraging. Crowston and Kammerer [22] point out that a well-developed collective mind is an alternative coordination mechanism. With a well-developed collective mind, a group member can spend less time checking or asking, and intuitively knows that features are needed, whom he has to consult for advice, which features to pick, etc. Faraj and Sproull [30] propose that expertise coordination has a strong relationship with team performance, and that expertise coordination processes are positively related to team performance above and beyond traditional factors, e.g., presence of expertise, and administrative coordination. Andres and Zmud [4] suggest a contingency approach to software project coordination to investigate the effect of task characteristics, goal orientation, and coordination strategies on design and coding-task outcomes. They found that in general: 1) organic coordination is more productive than mechanistic coordination; 2) significant interaction between task interdependence and coordination strategy is evident; and 3) nonconflicting and conflicting contingencies with different coordination strategies have different productivity results.
Another area in this research stream investigates appropriate levels of coordination with special attention to coordination intensity. For example, Koushik et al. [49] develop a static model to examine coordination related trade-offs. They propose that: 1) more complex systems need a higher level of coordination; 2) if the time available for construction is reduced, it is optimal to reduce the level of coordination; and 3) marginal productive output is a diminishing function of team size. Based on this, Mookerjee et al. [56] propose a dynamic coordination policy that places coordination activities at optimal intervals during the construction of a software system so as to minimize system construction effort while adhering to functionality and schedule constraints. Chiang et al. [15] discuss the big bang, frequent integration and periodic synchronization, and faultdriven coordination approaches, maintaining that coordination policy should change in terms of: 1) effect of system stabilization rate; 2) effect of team learning; and 3) effect of system complexity.
A third area in this stream of research focuses on techniques to improve coordination processes in software development. For example, software configuration management is described as an effective way to coordinate software development [28] , [36] . Information technologies are also applied in software development management. For instance, SoftCord, an intelligent agent, has been used to help improve coordination in software development [43] . However, other techniques, including project management approaches, software engineering approaches, and process engineering approaches, are also widely used in software development. McChesney [54] makes a comprehensive review of these approaches and suggests future directions. Other related studies include alternative development processes for coordination. For example, Crowston [21] proposes new organizational forms and process redesign for software change process as well as software bug fixing by analyzing various interdependencies. In sum, most empirical studies on coordination in software development focus on the relationship between coordination mechanisms and project performance. Related research includes how to decide an appropriate coordination level and how to utilize techniques to improve coordination processes. Generally, these studies are confined to team-internal coordination leaving a gap to be addressed in terms of team-external coordination.
B. Coordination Theory
Coordination theory is proposed by Malone and Crowston [52] . In this theory, coordination is defined as the process of managing dependencies between activities. Consistent with the definition, group action is analyzed in terms of actors performing interdependent tasks. These tasks might require or create resources of various types. One of the most important contributions of coordination theory is to offer a framework for understanding different types of dependencies and managing their interaction in practical settings [52] . Van Fenema [84] summarizes an integrative framework for coordination modes: coordination by organization design, work-based coordination, interpersonal coordination, and technology-based coordination. In our study, coordination theory serves as an overarching theory, which integrates different coordination mechanisms. Because our study focuses on individual-and dyadic-level team-external coordination, we do not consider the impact of coordination via organization design and work-based coordination. Specifically, we investigate how interpersonal and technology-based coordination affect coordination outcomes of programmers from interacting teams (see Fig. 1 ). Interpersonal coordination relies on mutual adjustment, feedback, and group meetings to adjust any individual's actions, while technology-based coordination refers to the use of functions and roles of technology to shape task performance.
C. Social Capital Theory
Social capital is the aggregate of resources embedded within, available through, and derived from the network of relationships possessed by an individual or an organization [42] . Social capital includes both interpersonal relationships and the resources embedded in the relationships [55] . In the model of Adler and Kwon [1] , opportunity, motivation, and ability are three sources of social capital. Opportunities mainly relate to an actor's network of social ties. Motivation includes shared norms, trust, etc. Ability refers to the competencies and resources at the nodes of the network. Opportunity, motivation, and ability may lead to benefits. The benefits include broader sources of information as well as information quality, relevance, and timeliness improvement. Social capital benefit mediates motivation and social capital value. However, the ultimate value of a given form of social capital also depends on task, symbolic, and complementary capability contingencies. Task contingencies relate to the fit between social capital benefits and the organization's objectives.
In our study, we focus on the relational dimension of social capital that is concerned with expectations and obligations as central features of social capital [59] . knowledge sharing is the social capital benefit that is essential to overcoming task uncertainty [4] , [14] . Project commitment and mutual trust are two major motivations of knowledge sharing. Project commitment can be considered as a sense of personal obligation to the project [46] . Trust also leads to knowledge sharing [88] . Interpersonal coordination is explored by motivation (project commitment and mutual trust) and social capital benefits (knowledge sharing). Task contingencies correspond to task interdependence and value refers to coordination outcome. Fig. 2 graphically depicts the research model and hypotheses.
III. MODEL DEVELOPMENT AND HYPOTHESES
A. Coordination Effectiveness
Coordination of software developer dyads involves one software developer's participation with another's to address systemlevel requirements, objectives, and issues, such as technical working interfaces, schedules, technical risks, etc. Based on the work of Espinosa [25] , we define coordination effectiveness as the extent to which dependencies have been effectively managed between software developer dyads from interacting teams. In software development projects, specific dimensions of coordination effectiveness include technical, temporal, and process coordination effectiveness. Technical effectiveness refers to how well software components for a given project work together. Temporal effectiveness signifies whether submodules are delivered on schedule. Process effectiveness denotes how well software components are produced according to the established software process [26] , [27] . In this study, we focus on technical coordination effectiveness.
B. Knowledge Sharing
Software development is a quickly changing, knowledgeintensive business, and software organizations have vast amounts of knowledge in various areas [71] . A variety of knowledge is required in system building [64] . Curtis et al. [23] identify knowledge domains involved in system building, including application domain, system architecture, machine architecture, algorithmic and data structure, software architecture and user behavior. Waterson et al. [86] also summarize four types of knowledge and expertise of software development projects gleaned from their interviews: computational, application, domain, and software engineering. In fact, much of the aforementioned knowledge is implicit knowledge. Implicit knowledge refers to knowledge that is highly personal, hard to formalize, and difficult to communicate or share with others; explicit knowledge refers to knowledge that is transmittable in formal, systemic language [62] . In software development, explicit knowledge such as the software process, project status, and milestones, as well as implicit knowledge, is important to software development coordination. For instance, Kraut et al. [50] suggest that project members being informed is positively related to coordination success.
Unfortunately, it is often difficult, if not impossible, for one software developer to accomplish a cross-team task. Under this circumstance, knowledge sharing becomes evermore important. In our study, knowledge sharing is defined as activities of transferring or disseminating knowledge from one software developer to another in an interacting team engaged in a cross-team task. In software development, technical solution discussion, requirement and design review, code inspections, problemsolving, project meetings, etc., are all necessary to guarantee coordination effectiveness. Information processing theory asserts that increased information exchange is essential to overcoming task uncertainty and task interdependence [4] . Prior studies also suggest that knowledge sharing can lead to shared domain expertise between the customer and the development team; knowledge sharing can also capture non-externalized knowledge of the development team members, and identify requirements of the software system [14] critical to coordination effectiveness. Moreover, effectively shared knowledge can be viewed as a synergy between groups [9] . Nelson [60] maintains that the absence of a shared reality between groups is a critical factor in dysfunctional group dynamics, while the presence of shared perceptions may lead to better performance. Therefore, we propose the following.
Hypothesis 1a (H1a): Explicit knowledge sharing among software developer dyads from interacting teams is positively associated with coordination effectiveness of software developer dyads from interacting teams.
Hypothesis 1b (H1b):
Implicit knowledge sharing among software developer dyads from interacting teams is positively associated with coordination effectiveness of software developer dyads from interacting teams.
C. Task Interdependence
Based on the work of Andres et al. [4] , task interdependence is defined as the extent to which a cross-team task requires software developer dyads from interacting teams to engage in workflow exchanges of information, skills, or resources, and the degree to which actions taken by one software developer affect the actions and work outcomes of another developer. In terms of coordination theory, interdependence includes shared resources, producer and consumer relationships, simultaneity constraints, as well as task and subtask dependencies [52] . As teams depend on other teams' input for accomplishing their own tasks, the work in one team has implications for the work and progress in other teams [41] . The most obvious example is a software interface provided by one team but used by other teams. Complex systems often have higher task interdependence compared with less complex systems. However, system design also plays a critical role in reducing interdependence. If the architecture of the systems is well designed, loose coupling of modules will be achieved, and accordingly, task interdependence will be reduced. In higher task interdependence, greater frequency and volume of information exchange and mutual decisionmaking are required [4] . On the other hand, if two developers have low task interdependences, they can accomplish the task with much less knowledge sharing. Therefore, we propose the following.
Hypothesis 2a (H2a): Interdependence of tasks of software developer dyads from interacting teams moderates the relationship between explicit knowledge sharing and coordination effectiveness of software developer dyads from interacting teams.
Hypothesis 2b (H2b): Interdependence of tasks of software developer dyads from interacting teams moderates the relationship between implicit knowledge sharing and coordination effectiveness of software developer dyads from interacting teams.
D. Mutual Trust
Trust is a complex, multilevel concept, e.g., person-to-person trust, organization-to-organization trust, etc. However, nearly all research implicitly accepts that trust is a belief, attitude, or expectation concerning the likelihood that the actions or outcomes of another individual, group, or organization will be acceptable or will serve the actor's interests [76] . In this study, we concentrate on interpersonal trust with mutuality concerned with both the degree of a particular relationship property and the congruence of partner perspectives of that property [78] . More specific to this study, mutual trust is defined as the extent to which there is reciprocal trust within the developer dyads from interacting teams.
In terms of social identity theory, social categorization may lead to distrust between individuals from different groups within an organization. People tend to evaluate outgroup members as less honest, reliable, open, and trustworthy as compared to members of their own group. Previous literature provides considerable evidence that trust plays a positive role in knowledge sharing. For example, Nelson et al. [60] posit that trust has a major impact in relationships between organizational groups, and that the attainment of mutual trust leads to shared knowledge. Ribiere [70] asserts that without trust, individuals will not be likely to share and collaborate in knowledge exchanges. If software developers from different groups trust each other, they are likely to share their knowledge with developers in other groups without worrying that they will be taken advantage of by them. Therefore, we propose the following.
Hypothesis 3a (H3a): Mutual trust among software developer dyads from interacting teams is positively associated with explicit knowledge sharing among software developer dyads from interacting teams.
Hypothesis 3b (H3b): Mutual trust among software developer dyads from interacting teams is positively associated with implicit knowledge sharing among software developer dyads from interacting teams.
E. Project Commitment
Commitment is the result of a process by which people become psychologically bound to their action in such a way that they feel a sense of personal obligation to follow through on the implications of those actions [46] . Project commitment can be characterized by the acceptance of and strong belief in the goals and values of the project, the willingness to engage in the project, and the desire to maintain membership in the project [41] . With commitment, a shared superordinate goal will be achieved. Superordinate goals are important needs shared by members of different groups that can be met only by mutual cooperation [10] . Researchers have amassed considerable evidence in support of shared superordinate goals as a mechanism for reducing ingroup favoritism. It is generally assumed that a superordinate goal reduces ingroup favoritism by bringing outgroup members under the umbrella of a higher level, shared social identity. With project commitment, the group members involved understand how their work fits into the whole project picture, and they are able to set goals that are aligned with the whole project's requirements and deadlines. In terms of social identity theory, ingroup favoritism will be reduced. For the success of the whole project, both implicit and explicit knowledge will be shared more willingly with the outgroup members. Prior studies also propose that a shared goal can be viewed as a bonding mechanism that helps different parts of a network integrate knowledge. Conversely, contradicting or inconsistent goals may result in conflict that is not conductive to the flow of knowledge [42] .
Superordinate goals may also encourage the development of trusting relationships. In terms of social identity theory, outgroups are usually viewed with suspicion and expected to discriminate against the ingroup. However, prior studies suggest that the extent to which a business unit shares a vision with other units and with the organization as a whole will be positively associated with the level of perceived trustworthiness [81] . Therefore, we propose the following.
Hypothesis 4a (H4a): Project commitment of software developer dyads from interacting teams is positively associated with explicit knowledge sharing among software developer dyads from interacting teams.
Hypothesis 4b (H4b): Project commitment of software developer dyads from interacting teams is positively associated with implicit knowledge sharing among software developer dyads from interacting teams.
Hypothesis 4c (H4c): Project commitment of software developer dyads from interacting teams is positively associated with mutual trust among software developer dyads from interacting teams.
F. Coordination Technology Use
Task-technology fit suggests that people have a greater tendency to use technologies to work together if their tasks are interdependent [34] . If the work requires people to collaborate, they should be more motivated to rely on technologies to exchange ideas. Based on previous studies, coordination technology use is defined as functionality of information technologies that enables or supports the interactions of two software developers from interacting teams in the execution of crossteam tasks [37] , [39] . There are many kinds of coordination technologies available for software development. They cover a series of functions, e.g., software configuration management, project status, notification services, project scheduling and tasking, computer-aided software/system engineering (CASE) and process management, programming tools, bug and change tracking, team memory, and knowledge center [13] . These functions assist coordination. For example, software configuration management tools can automatically maintain a record of changes made in a design. Some also permit programmers to check out code either in parallel or in small groups, which allow programmers to work better in small problem-solving units while sharing partial results of their work [13] , [24] . Therefore, we propose the following.
Hypothesis 5 (H5):
Coordination technology use by software developer dyads from interacting teams is positively associated with coordination effectiveness of software developer dyads from interacting teams.
IV. METHOD
To avoid common method bias [68] , we developed an instrument for team leaders to evaluate coordination effectiveness, and an instrument for software developers to evaluate task interdependence, knowledge sharing, coordination technology, mutual trust, and project commitment. To avoid the drawback of one-sided view bias [69] , we developed match-pair survey instruments for software developers from interacting teams.
A. Construct Operationalization
Wherever possible, existing scales were used or adapted to enhance validity [40] . Elsewhere, new questions were developed based on a review of the preview literature. All constructs were measured through seven-point Likert scales anchored from "strongly disagree" through "strongly agree" or "never" through "very frequently." A summary of construct operationalization is provided in Appendix A.
1) Coordination Effectiveness:
We combined six items to create coordination effectiveness, including five items used by Hoegl et al. [41] , who evaluated intergroup coordination between development teams in the automobile industry. Another item used by Espinosa [25] was added to assess coordination effectiveness of software interfaces. These items focus on the quality of coordination and operating characteristics between software developer dyads.
2) Task Interdependence: We used the scale developed and validated by Pearce et al. [66] , which has a task focus and has been used by other scholars [73] .
3) Knowledge Sharing: The six items were adapted from the study of Bock et al. [8] . Both implicit and explicit knowledge sharing were measured by three items. Specific knowledge was replaced with that related to software development. Examples include minutes of meetings or discussion records and technical documents, including manuals, books, and training materials. Project plans and project status were used for explicit knowledge, since they are often mentioned as useful knowledge in the software project management literature, such as capability maturity model (CMM), etc. Know-how is specified by including computational, application, domain, and software engineering knowledge [86] .
4) Coordination Technology:
The measurement scale for coordination technology consisted of six items on the frequency of using technologies to perform different functions. These items focused on functions, not the frequency of using a certain technology. This was advantageous since there were too many types of technologies to list. Four items were adapted from the study of Guinan et al. [37] . Two new items were developed based on previous studies to measure the functions of notification and software requirement tracking provided by coordination technologies [12] , [65] .
5) Mutual Trust:
In this study, five items were adapted from the study of Levin and Cross [51] since these items were closely related to knowledge sharing, and fit well with our study focus.
6) Project Commitment:
We assessed project commitment by adapting five items developed by other researchers to address how positively software developer dyads relate to the overall project and its objectives [41] , [67] .
7) Control Variables:
Previous studies suggest that project characteristics may have an impact on coordination [50] . In this study, task certainty, task duration, and task complexity were included as control variables. Software type, which may affect productivity [53] , was also considered as a control variable. In addition, company size was controlled.
Given that the questions for measuring constructs were adapted from previous studies, all questions were subjected to a two-stage conceptual validation based on procedures prescribed by Moore and Benbasat [57] . Four graduate students participated in the unstructured sorting first stage as sorters. Another four graduate students participated in the structured sorting second stage as sorters. Based on the results, we eliminated three questions: CE6, TI6, and CT6. All questions were then consolidated into an instrument for survey administration.
B. Survey Administration
Backward translation was used to ensure consistency between the Chinese and the original English version of the instrument [58] , [75] . Furthermore, two software developers and a team leader from China were asked to comment on and refine the translations. The field study was conducted in Mainland China, over a period of one month from the beginning of March to the beginning of April 2006. To avoid selection bias, the criterion to identify an outgroup software developer was based on the most coordination efforts, rather than the best coordination outcome. In this way, we prevented software developers from reporting only on cases with good coordination outcomes. Another concern for data collection was whether to ask one software developer to report on many relationships. Allowing one software developer to report on several relationships would obviously result in more data collection; however, we were concerned about data nonindependence [51] . As such, we required each software developer to report on only one relationship. Ultimately, 59 completely matched observations were obtained. Each observation included the completed responses of a software developer dyad and a team leader. Nine observations were not completely matched: seven had responses from only software developer dyads, i.e., without team leaders' responses, and two lacked a software developer's response. These nine observations were excluded from further data analysis.
V. RESULTS
A. Measurement Analysis 1) Individual Level Reliability:
We assessed reliabilities of all independent variables by calculating Cronbach's alpha value at each individual level [20] . Except for the scale for task interdependence, each Cronbach's alpha value was found to be greater than 0.7, the threshold suggested by Nunnally [63] . In order to improve the reliability of task interdependence, one question (TI1) was omitted. However, the alpha value for this scale was greater than the minimum recommended value, 0.6 [63] . The alpha value was calculated for each dependent variable. One item, CE4, was omitted due to its low alpha level. After eliminating it, the alpha value for the coordination effectiveness construct is 0.69.
2) Individual Level Convergent and Discriminant Validity:
In order to assess the convergent and divergent validity of the scales, a factor analysis with principal components analysis and varimax rotation was used. Convergent validity was assessed by examining loadings to see if items within the same construct correlated highly among themselves [33] . Discriminant validity was assessed by checking the factor loading to see if questions loaded more highly on their intended constructs than on other constructs. One question for explicit knowledge sharing (EKS2) and one question for task interdependence (TI2) tapped into other constructs and were omitted. All other items had acceptable loadings on their intended constructs with a minimum loading of 0.552. These six factors that emerged explained 68.2% of the total variance. For dependent variables, only a single factor yielded an eigenvalue above one.
3) Aggregation Analysis: Data on task interdependence, knowledge sharing, coordination technology, mutual trust and project commitment were collected at the individual level. Before aggregating individual responses to a dyadic level, it was necessary to statistically test the conformity of the level of measurement to the level of the theoretical analysis [29] , [45] . We used two procedures: 1) intraclass correlation (ICC), which compares within-group variation to between-group variation and 2) within group agreement (Rwg), which assesses within-team rater agreement [35] . Once ICC had been computed, an F test was conducted to test ICC's significance. Each F -value was significant. We could thus conclude that the dyadic level analysis was more appropriate than individual level analysis. To compute within-group correlation, we first calculated the Rwg of each construct in each dyad. For the variables to be aggregated by average, the average Rwg values were all above the cutoff value 0.7, reflecting a high degree of within-group agreement. Table I provides the Rwg, ICC, and F values for the study variables. coordination effectiveness was collected from team leaders; thus, aggregation was unnecessary.
4) Dyadic Level Convergent and Discriminant Validity:
One item for coordination technology, CT4, was omitted since its t-value was less than 1.96 with a corresponding p-value of 0.05. Three tests were used to assess convergent validity: loadings of items, composite reliability of constructs, and average variance extracted by constructs [31] . Table II presents the results of convergent validity tests. We can see that all loadings are larger than 0.5, indicating that adequate reliability and t-values for these loadings are above 1.96 [38] . Composite reliability values range from 0.811 to 0.944 where 0.8 indicates adequate composite reliability [63] . The average variances extracted by the measures range from 0.521 to 0.78 where 0.5 indicates acceptability [31] , above the acceptability value. Therefore, we can conclude that all constructs in this study have adequate convergent validity.
Two tests were conducted to assess discriminant validity: 1) examining item loadings to construct correlation and 2) examining the ratio of the square root of the average variance extracted for each construct to the correlations of this construct with respect to all other constructs [32] . First, a factor analysis was conducted. In this test, one item for project commitment PC2 was omitted since it had a high cross-loading. Table II presents the loading and cross-loading of all remaining items. The average variance extracted for PC was calculated again as 0.785. Second, the square root of the average variance extracted for each construct is greater than the levels of correlations involving the construct [31] . In sum, the results from these two tests confirm discriminant validity.
B. Demographics and Descriptive Statistics
Out of 118 software developers, only 16 were females. In all, 75.4% of the software developers were in the 25-29 year age group, 14.4% in the 30-34 age group, 9.3% in the 20-24 age group, and only one in the 35-39 age group. On average, software developers had 3.53 years software development experience. In terms of education, 53.4% had Bachelor's degrees and 46.6% had Master's degrees. A total of 76.3% of the software developers were engaged in embedded software development, while 23.7% were engaged in the enterprise resource planning software (ERP) or office automation systems development. In all, 79.7% worked in level 2-4 CMM certified companies. Embedded software was coded as C or C++ where 62 developers used the C language and 28 developers used C++. For the ERP or office automation systems, 14 developers used Visual Basic.NET and 14 developers used Java.
In total, seven organizations participated in the study: four organizations were engaged in embedded software for telecommunication, two provided information systems, and one produced package ERP software. Five organizations were located in the South China city of Shenzhen, one was located in the North China city of Xi'an, and one was located in the East China city of Hefei. Most organizations were relatively large with over 1000 software developers in each organization. Four organizations were CMM certified. The descriptive statistics of the variables in this study are presented in Table III .
C. Structure Model Assessment (Hypothesis Testing Results)
We used PLS to analyze the data due to the nature of our small sample size. PLS is a powerful method of analysis and particularly suitable for small sample size [16] , [17] . The sample size is required to be at least ten times the largest number of independent variables impacting a dependent variable [18] . It has been widely used in previous studies [2] , [47] , [77] . In this paper, there were totally 59 matched observations. These matched data were difficult to collect; however, the minimum data requirement for PLS analysis was met. The proposed hypotheses were tested with statistical software PLS version 3.0. The results of the analysis are presented in Fig. 3 .
As shown in Fig. 3, 29 .2% of the variance in coordination effectiveness is explained. Control variables were included in the model. For project complexity, project duration, and project uncertainty, the aggregated values by average were used. A categorical variable was created to measure software type. The TABLE II  RESULTS OF CONVERGENT VALIDITY TESTS AND CONFIRMATORY FACTOR ANALYSIS   TABLE III  DESCRIPTIVE STATISTICS number of software developers in respondents' companies was also included based on the categorical values. The t-value was 0.73 for project complexity, 1.58 for project duration, 1.60 for project uncertainty, 0.54 for software type, and 0.40 for the number of software developers. None of these control variables was found to be statistically significant at .05.
As hypothesized, implicit knowledge sharing is significantly associated with coordination effectiveness (path coefficient = 0.48, t-value = 4.1401, and p < 0.01), supporting H1b. However, explicit knowledge sharing has no significant effect on coordination effectiveness (path coefficient = 0.09, t-value = 0.5923, and p-value = 0.5536 > 0.1). Thus, hypotheses H1a is not supported. Mutual trust has a significant positive impact on both explicit knowledge sharing (path coefficient = 0.282, t-value = 2.3608, and p-value = 0.0182 < 0.05) and implicit knowledge sharing (path coefficient = 0.408, t-value = 2.5543, and p-value = 0.0106 < 0.05), supporting H3a and H3b. Project commitment has a significant impact on explicit knowledge sharing (path coefficient = 0.376, t-value = 2.4938, and p-value = 0.0126 < 0.05) and mutual trust (path coefficient = 0.461, t-value = 3.5023, and p-value < 0.01), supporting H4a and H4c. However, it does not have a significant impact on implicit knowledge sharing (path coefficient = 0.256, t-value = 1.5033, and p-value = 0.1328 > 0.1). Thus, H4b is not supported. Coordination technology has no significant impact on coordination effectiveness (path coefficient = 0.017, t-value = 0.1102, and p-value = 0.9123 > 0.1), Thus, H5 is not supported.
Since explicit knowledge sharing does not have a significant impact on coordination effectiveness, we conclude that H2a is not supported. The moderating effect of task interdependence on the relationship between explicit knowledge sharing and coordination effectiveness does not exist. To explore the moderating impact of task interdependence on the relationship between implicit knowledge sharing and coordination effectiveness, the dataset was split into two data subsets along the median score of task interdependence. One data subset consisted of respondents who reported high on task interdependence, while the other data subset comprised respondents who reported low on task interdependence. PLS analysis was then conducted for each data subset. As noted in Table IV, the p-value does not change sig-TABLE IV  MODERATING IMPACT OF TASK INTERDEPENDENCE nificantly in the two data subsets. Both p-values are between 0.01 and 0.05, suggesting that there is no significant moderating effect. Therefore, H2b is not supported.
VI. DISCUSSION AND IMPLICATIONS
This study aims at investigating the antecedents of coordination effectiveness of software development dyads from interacting teams. The empirical results suggest that social capital factors play an important role.
We found that explicit knowledge sharing did not significantly affect coordination effectiveness of software developer dyads from interacting teams. There are at least two possible interpretations for this result. First, the result may be due to the fact that software developers can easily get relevant explicit knowledge, such as minutes of meetings or discussion records, project plans, and project status, from other sources. For example, their leaders may announce detailed project plans and report on the project status during regular meetings. Software developers may also get minutes of meetings or discussion records from an electronic library or repository. Therefore, even though software developers seldom share explicit knowledge with their counterparts from interacting teams, this does not mean that they do not have such knowledge. The second possible reason is that explicit knowledge may only have limited impact on coordination effectiveness. Since software development is complex, it is not sufficient to achieve coordination effectiveness only through explicit knowledge.
As hypothesized, implicit knowledge sharing had a significant positive impact on coordination effectiveness of software developer dyads from interacting teams. Typically, there are few project gurus who have a thorough comprehension of the whole system in large-scale software projects. Module owners are the real experts of the corresponding modules. Further, modules developed by different teams may have totally different domain knowledge requirements. Therefore, it is unlikely that a software developer would know much about the details developed by an outgroup member. When issues such as interfaces or debugging information occur, unlike explicit knowledge that they may get from other sources, software developers often have to consult with their counterparts for their expertise.
The relationship between coordination technology use and coordination effectiveness was not statistically significant. This result is somewhat contrary to commonly accepted notions. Such a finding might simply be a reflection of the specific usage of coordination technology in the sampled software development projects. In these projects, software developers were collocated and could easily meet face to face. E-mail was the most frequently used IT tool. Therefore, the role of coordination technology may not have been salient. Further, due to the small sample size (59) and relatively high standard deviation of coordination technology (1.36), the power of the statistical test might have been impacted. However, several previous studies have noted similar findings. Some researchers argue that it may be due to the lack of coordination functionality inherent in many CASE tools [37] , [39] , [85] . Sawyer et al. [72] argue that tools help software developers improve individual productivity, but they are not directly linked to team performance. Accordingly, tool usage may have unintended effects of misguiding valued social processes. The impact of coordination technology deserves more study.
The moderating impact of task interdependence on the relationship between both explicit and implicit knowledge sharing was not supported as hypothesized. There are several possible explanations. First, moderating effects require greater statistical power to be detected than do main effects. Task interdependence is relatively high and homogeneous in our sample (mean is 5.2655, standard deviation is 0.74). In high interdependence contexts, it is necessary to share implicit knowledge for better coordination. Thus, moderating effects are not supported. Alternatively, it might be the case that implicit knowledge sharing always predicts coordination effectiveness, independent of the situational contingency of task interdependence. Therefore, this moderating effect warrants further empirical examination. More heterogeneous samples with respect to task interdependence are needed in future studies.
The relationship between mutual trust and explicit knowledge sharing, as well as implicit knowledge sharing, was significant. As hypothesized, when mutual trust between software developer dyads is high, they tend to be more motivated to share both explicit and implicit knowledge. This result is consistent with previous studies [51] , [81] .
Project commitment was found to be significantly related to explicit knowledge sharing. However, it was not significantly directly related to implicit knowledge sharing. The impact was mediated by mutual trust. It appears that it is not sufficient to share implicit knowledge with only project commitment. This seems reasonable. It is well understood that implicit knowledge is more difficult and time-consuming to articulate and transfer than is explicit knowledge [62] . To share implicit knowledge, the quality of the relationship between a knowledge seeker and a knowledge source is critical [74] . However, members may embrace the same organizational goals and values even if they do not have a good interpersonal relationship. Compared with mutual trust, project commitment does not strongly reflect relationship quality. Previous studies have also found that the relationship between shared vision and resource exchange is mediated by trust [81] .
Overall, this study advances theoretical development in the area of coordination research in software development. To the best of our knowledge, it is the first study to investigate antecedents of cross-team coordination effectiveness in software development. As discussed previously, cross-team coordination is very important for some system-level issues in software development. This study provides insights into the team-external processes by examining coordination of software developer dyads from interacting teams. Future studies can hopefully benefit from the findings of this study.
The results suggest that social capital plays an important role in coordination effectiveness, and that the role of coordination technology is marginal. Software engineering literature occasionally tends to overemphasize the contribution of technical solutions. Unfortunately, no technical approach is a silver bullet. Consistent with previous studies [37] , [48] , [72] , our study suggests that more attention should be paid to understanding social processes and software developer behavior, as can be seen from the role of mutual trust of software developers in knowledge sharing and thus coordination effectiveness. This also conforms to the spirit of agile software development methods [19] that place greater emphasis on human factors. However, we need to consider that the kinds of coordination technology may be affecting the results.
This study examines knowledge sharing between software developer dyads from interacting teams. It also contributes to the area of knowledge management in general, especially to knowledge sharing research in software development. As proposed, research on how properties of relationships affect knowledge management is very important and promising since relationships are critical when one moves beyond studying individuals to studying social units [6] . This study explores the impact of some relationship properties, such as mutual trust and project commitment, on explicit and implicit knowledge sharing in the context of software development. Most noteworthy, this exploration is conducted from a dyadic perspective. Compared with prior studies that glean information from only one side of a relationship, it has definite advantages.
From a practical point of view, the study provides guidelines for managers to better coordinate intergroup activities so that projects can be completed successfully. First, project managers should try to make sure that every software developer has strong commitment to the whole project. As suggested in capability maturity model for software (SW-CMM) [65] , software requirements and commitments between engineering groups need to be agreed upon by all affected project members. To achieve this, it is necessary to communicate the project mission and vision to software developers. Project managers might also consider inviting each team to develop team mission statements that align with those of the project at its initiation [5] . Second, project managers should try to create and nurture a climate of mutual trust. This could be achieved by providing opportunities for project members in different teams to familiarize themselves with each other. As suggested in extreme programming [7] , if possible, project managers should arrange for software developers to sit together in the same room, where they can see one other. However, in outsourcing or global software development teams, mutual trust may be more difficult to achieve due to cultural, time, and space impact. How to build more trust warrants further studies. Third, project managers should encourage and provide resources for software developers to externalize their expertise and experiences. Building and fostering project commitment and mutual trust increases implicit knowledge sharing. Externalizing implicit knowledge decreases the dependence on shared implicit knowledge. Although implicit knowledge is difficult to articulate or write down, it is not impossible. For example, as suggested by one respondent, it was effective for some platform developers in his department to explicitly summarize the most frequently used debugging techniques. In this way, externalizing implicating knowledge can, to some extent, decrease the need for software developer interaction.
By nature, this study is limited. First, as a cross-sectional study, the study is limited in its ability to elucidate causal relationships among factors. Future studies could collect longitudinal data to assess causal relationships. A second limitation of the current investigation is the relatively small sample size. A small sample narrows the options for data analysis and reduces the external validity of the results. However, as we all know, it is difficult to handle the complexity and quantity of data collection in multiinformant studies. The sample size of this study is comparable to other similarly designed studies [29] . Third, data were collected only in China that limits generalizability. Future research may replicate this study by collecting data from different countries while controlling for the impact of national culture. Fourth, in this study, coordination effectiveness of software developer dyads is examined from a relationship perspective. However, software developer dyads are embedded in the network of a software development project or even a company. The properties of a relationship might be just one of the factors that can affect coordination effectiveness, including other software developer help and team leader project management. Future studies can investigate this by extending from a relationship perspective to a network perspective. A final limitation is the measurement of coordination effectiveness that relies on team leaders' evaluation, which lacks objective measures. We tried to limit this subject bias by using third-party team leaders to assess it. Future studies could collect more objective data.
A possible extension would be to investigate coordination at the team level. Such a study would be of great practical significance since intergroup coordination is a key process area in SW-CMM. It would also be worthwhile to investigate the role of compulsory CMM or international organization for standardization (ISO) or national processes in intergroup coordination. It appears that the activities prescribed in these processes would support theoretical antecedents such as knowledge sharing, mutual trust, and project commitment. To illustrate, periodic technical reviews and exchanges, one of the activities for intergroup coordination in CMM, should greatly promote knowledge sharing. However, does it really mean that a company strictly following the processes would have more knowledge sharing, higher levels of mutual trust and project commitment than those in which there are no such compulsory processes in place? Are all of the prescriptions in these processes necessary to enhance the theoretical antecedents? Will these processes necessarily lead to better intergroup coordination? These questions remain to be answered.
VII. CONCLUSION
Coordination breakdown is a salient reason for software failure. A number of researchers have studied coordination in software development from different perspectives; however, research on cross-team coordination is rare. As a first step to address this knowledge gap, we have theoretically developed a model of antecedents of coordination effectiveness of software dyads from interacting teams by integrating social capital factors and technology use. The results identify that project commitment and mutual trust are likely to influence implicit knowledge sharing, which directly affects coordination effectiveness. This study demonstrates the value of SCT to account for coordination in software development. How relevant are the results outside the domain of collocated software development, such as outsourcing, open source, global software development, and other knowledge-intensive teams? We have to be cautious that the links found here might no longer be correct in those contexts. For example, coordination technology, which has found no important role in coordination effectiveness in this study, could play a critical role in global software development. Future studies need to investigate these relationships more thoroughly. As software development keeps evolving, future studies may benefit from a deeper investigation of the factors and relations unfolded in this study.
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