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Fakultete za računalnǐstvo in informatiko Univerze v Ljubljani. Za objavo in
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Fakulteta za računalnǐstvo in informatiko izdaja naslednjo nalogo:
Tematika naloge:
Robotski manipulatorji se v industrijskih procesih zelo množično uporabljajo
za opravljanje ponavljajočih se del. Eden izmed pomembnih aspektov delo-
vanja robotskega manipulatorja je načrtovanje premika vrha manipulatorja
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7.1 Ugotovitve in zaključki . . . . . . . . . . . . . . . . . . . . . . 57
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Povzetek
Naslov: Evalvacija načrtovalnikov premika robotskega manipulatorja in pre-
mikov v različnih delovnih okoljih
Avtor: Peter Bohanec
V obdobju, ko roboti postajajo industrijski standard, je optimizacija delo-
vanja robota, zaradi ponavljajočih se premikov, zelo pomembna. V nalogi
simuliramo preprosto delovno okolje z robotskim manipulatorjem, čigar na-
loga je prenesti izdelek z ene odlagalne površine na drugo. Želimo poiskati
optimalen premik, ki bo hkrati hiter in energetsko varčen. Optimalen pre-
mik ǐsčemo s pomočjo štirih različnih načrtovalnikov poti: BiTRRT, PRM*,
RRT* in kartezijskim načrtovalnikom. V nalogi nas zanima tudi kako spremi-
njanje delovnega okolja vpliva na učinkovitost delovanja robota. Primerjamo
prenose pri različnih oddaljenostih odlagalnih površin in velikosti pomožne
ovire. Ugotovitve lahko prispevajo k bolj optimalni postavitvi delovnega
okolja v tovarni in povečanju produktivnosti.
Ključne besede: robot, robotski manipulator, evalvacija, delovno okolje.

Abstract
Title: Evaluation of robotic manipulator motion planners and motion in
different work spaces
Author: Peter Bohanec
In the era of robots becoming an industry standard, optimizing how a robot
works is of the utmost importance. In this work, we simulate a simple work
space with a robot manipulator, which transfers a product from one surface
to another. Our aim is to find an optimal motion that is simultaneously
fast and energy-efficient. To find an optimal motion trajectory, we used
four different planners: BiTRRT, PRM*, RRT* and cartesian planner. This
work also explores how changing the work space affects the efficiency of robot
motion. We compare the transfers of a product at differing distances of the
surfaces and when obstacles of different sizes are introduced. These findings
can significantly contribute to the knowledge of how to organize the work
space in a factory so as to maximize the productivity of the robots.





V industriji je avtomatizacija proizvodnje z uporabo robotov priljubljeno
področje, ki se zaradi ekonomske učinkovitosti hitro razvija [17]. Roboti v
tovarnah opravljajo veliko različnih nalog, kot so prenosi, razvrščanje, dvigo-
vanje in podobno (Slika 1.1). Taki roboti so ponavadi specializirani in lahko
opravljajo samo premike, za katere so narejeni. Kljub temu da so ti premiki
vnaprej mehansko določeni, ni nujno, da so najbolj optimalni. Da bi lahko
našli najbolj optimalen premik, moramo imeti robotski manipulator (sistem,
ki je sestavljen iz robotske roke, zapestja in prijemala [9]), ki lahko s prije-
malom doseže vsako točko v delovnem prostoru. Ravno to omogočajo bolj
splošni roboti z več sklepi, ki so se pogosteje začeli pojavljati v zadnjih dveh
desetletjih [32]. Optimalnost delovanja ima pri ponavljajočih premikih velik
pomen, saj lahko močno vpliva na število proizvedenih izdelkov in posledično
dobiček.
Diplomska naloga se ukvarja s praktičnim problemom iskanja optimal-
nega načina za prenos izdelka z ene odlagalne površine na drugo z uporabo
robotskega manipulatorja. Tak prenos predstavlja potencialni industrijski
problem, kjer bi robotski manipulator v tovarni moral izvajati veliko količino
prenosov izdelka med dvema odlagalnima površinama ali tekočima trako-
1
2 Peter Bohanec
Slika 1.1: Primer robotskega manipulatorja v proizvodnji [34]
voma. Pomembno je, da je prenos izveden tako, da se robotski manipulator
in izdelek, ki ga prenaša, ne zadeneta vase ali v druge objekte v okolju.
Hkrati mora prenos biti izveden v najkraǰsem možnem času, ker to nepo-
sredno vpliva na število proizvedenih izdelkov in posledično dobiček podje-
tja. Optimalni prenos upošteva tudi energijsko porabo in obremenitev ro-
bota. Robot mora prijeti izdelek na začetni odlagalni površini in ga prenesti
na končno odlagalno površino. Pri tem je pomembno, da mora biti načrt
premika robotskega manipulatorja uspešno najden v vsakem okolju, kjer je
rešitev mogoča. Zato mora biti implementacija načrtovanja premika robu-
stna. Metod za načrtovanje premikov je veliko in vsaka ima svoje prednosti in
slabosti. V sklopu naloge med seboj primerjamo štiri različne načrtovalnike
premika robotskega manipulatorja za prenos izdelka. Celotno delovno okolje
je vedno znano, tako da sprotno zaznavanje ni potrebno.
Problem razdelimo v dva večja sklopa: iskanje optimalnega načrta za
prenos izdelka in ugotavljanje vpliva postavitve delovnega okolja na učinko-
vitost prenosa.
V namen iskanja najbolj optimalnega načrtovalnika premika med seboj
primerjamo učinkovitost treh avtomatskih in enega kartezijskega načrtovalnika
premika robotskega manipulatorja. Učinkovitost merimo z lastno kriterijsko
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funkcijo, ki je natančneje opisana v nadaljevanju. Pri tem je pomembno
vedeti, da so nekateri algoritmi bolǰsi v statičnih okoljih, drugi pa v di-
namičnih. Nekateri najdejo rešitev v manj kot sekundi in so primerni za
sprotno načrtovanje, drugi lahko svoj načrt optimizirajo več ur, kar pomeni,
da je potrebno načrtovanje pred izvajanjem. Da bi zmanǰsali prostor iska-
nja in s tem povečali učinkovitost načrtovalnikov, omejimo iskalni prostor z
navideznimi stenami.
Vpliv postavitve delovnega okolja ugotavljamo s primerjavo učinkovitosti
prenosa med tem, ko spreminjamo oddaljenost med odlagalnima površinama
po vseh treh oseh. Dodamo tudi oviro in primerjamo učinkovitost prenosa
med tem, ko spreminjamo velikost ovire. Ti podatki so posebej zanimivi
za podjetja, saj lahko z njimi prilagajajo postavitev objektov in robotskega
manipulatorja v tovarni in tako povečajo število prenesenih izdelkov.
Ker gre za industrijski tip problema, smo pri delu sodelovali s podjetjem
Kolektor Digital. Delovno okolje in robotski manipulator izhajata iz pri-
mera podanega v podjetju. Našo implementacijo smo preizkusili na enem od
njihovih robotov.
1.2 Motivacija
Motivacija za delo na tej nalogi izhaja iz potrebe po čimbolj optimizirani
uporabi robotov v industriji. Roboti v tovarnah nenehno izvajajo enake
premike, zato je pomembno, da so ti premiki čimbolj optimalni, saj se to,
zaradi ponavljajočega delovanja, hitro pozna pri številu izdelanih izdelkov.
Optimalnost premika ocenjujemo s časom izvajanja, ki vpliva na število pro-
izvedenih izdelkov, in z delom pri izvajanju, ki vpliva na porabo energije in
obrabo robota. Oba parametra sta zanimiva za podjetja, saj oba vplivata
na končni dobiček. Manǰsi kot je čas izvajanja, več izdelkov bo proizvede-
nih, kar povečuje dobiček. Manǰse kot je delo, manj mora podjetje plačati
za porabljeno električno energijo. Hkrati se z manǰsim delom zmanǰsa tudi
verjetnost okvare in stroškov s popravili.
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Ker podjetja na trgu med seboj tekmujejo, so rešitve, ki jih razvijejo,
pogosto zasebne, tako da do njih drugi ne morejo dostopati. Želeli smo
narediti raziskavo o optimizaciji delovanja robotskih manipulatorjev, ki bo
dostopna vsem.
1.3 Pregled področja
Področje robotike in industrijske robotike je zelo široko in zajema veliko
različnih področij kot so matematika, fizika, računalnǐstvo, elektrotehnika
in strojnǐstvo [30]. Industrijskega robota je prvi razvil in uporabil George
Devol leta 1961 [29]. Industrijski roboti so se od takrat počasi razvijali do leta
1980, ko se je začela eksponentna rast razvoja na tem področju. Leta 1981
je Takeo Kanade naredil prvo robotsko roko, ki je imela motorje vgrajene v
svoje sklepe. Prvi kolaborativni robot je bil uporabljen leta 1996 v Združenih
državah Amerike [17].
V nalogi nas bodo predvsem zanimali algoritmi za iskanje načrta premika
(načrtovalniki), za kar bomo uporabili knjižnico OMPL (Open Motion Plan-
ning Library), ki je izšla 15. 10. 2010. To je knjižnica z vzorčno osnovanimi
algoritmi za načrtovanje premikov [39]. Danes je v OMPL na izbiro do-
stopnih 28 različnih načrtovalnikov za iskanje načrtov za premik robotskega
manipulatorja [7]. Načrtovalniki so razdeljeni v dve kategoriji: geometrijski
in kontrolni načrtovalniki.
Geometrijski načrtovalniki predvidevajo, da je vsak premik, ki ga je možno
načrtovati v podanem prostoru, možno tudi izvesti. Nova stanja in povezave
ǐsče z interpolacijo med točkami (vozlǐsči). Delijo se še na eno in več poizve-
dne načrtovalnike. Načrtovalniki, ki naredijo več poizvedb, lahko isti načrt
premika uporabijo večkrat, medtem ko morajo načrtovalniki, ki naredijo eno
poizvedbo, vsakič narediti popolnoma nov načrt. Načrtovalniki, ki naredijo
več poizvedb, so: PRM [37] (in izpeljanke PRM* [22], LazyPRM [36] in
LazyPRM* [18]), SPARS [14] in SPARS2 [13]. Načrtovalniki, ki naredijo eno
poizvedbo, so: RRT [26] (in izpeljanke RRT Connect [24], RRT* [22], LB-
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TRRT [35], SSRRT [28], TRRT [20], BiTRRT [12], VFRRT [23], pRRT [24]
in LazyRRT [10]), EST [19], KPIECE [38], STRIDE [16], PDST [25] in
FMT* [21].
Kontrolni načrtovalniki predvidevajo, da ima okolje diferencialne omeji-
tve ter nova stanja ǐsče s širjenjem stanja. Kontrolni načrtovalniki so LTL-
Planner [31] in priredbe geometrijskih načrtovalnikov RRT, SSRRT, EST,
KPIECE in PDST.
Od že implementiranih načrtovalnikov bomo uporabili tri iz knjižnice
OMPL: BiTRRT, RRT* in PRM*.
Sorodna dela vključujejo vse raziskave, ki se ukvarjajo s primerjanjem
optimalnosti delovanja različnih načrtovalnikov. Takih del je nekaj [27], ven-
dar nobeno nima take postavitve delovnega okolja, kot jo uporabljamo mi.
Sorodnih del, ki se ukvarjajo z ugotavljanjem vpliva postavitve delovnega
okolja na učinkovitost delovanja robota, nismo našli.
1.4 Struktura naloge
V uvodu smo predstavili problem in motivacijo ter pregledali področje naloge.
V nadaljevanju bomo predstavili uporabljane metode za iskanje najbolj opti-
malnih prenosov. Nato bomo podrobneje predstavili robotski manipulator in
delovno okolje, ki ga uporabljamo v tej nalogi. Sledila bo predstavitev imple-
mentacije simulacijskega okolja in opis postopka evalvacije različnih metod
in delovnih okolij. Na koncu bomo predstavili rezultate evalvacije in glavne




V tem poglavju bomo predstavili uporabljene metode za iskanje najbolj opti-
malnega premika. Iz knjižnice OMPL vzamemo tri avtomatske načrtovalnike:
BiTRRT, PRM* in RRT*. Načrtovalnika BiTRRT in PRM* uporabljajo
inženirji v podjetju in so nam ju predlagali. Dodatno za primerjavo vzamemo
še RRT*, ker je tako kot PRM*, optimizacijski načrtovalnik in ju lahko med
sabo primerjamo. RRT* in PRM* sta edina optimizacijska načrtovalnika,
ki sta na voljo v programu, ki ga uporabljamo za simuliranje [8]. Četrti
načrtovalnik, ki ga uporabljamo, je kartezijski načrtovalnik, ki smo ga delno
razvili sami. Vsi načrtovalniki vrnejo načrt premika robotskega manipula-
torja.
2.1 RRT*
RRT* ali RRTstar je optimizacijska izvedba bolj splošnega načrtovalnika
RRT [22]. RRT (Rapidly-exploring Random Trees) je načrtovalnik, ki na-
ključno ustvarja točke v prostoru in jih potem poveže z najbližjim vozlǐsčem.
Ko je točka povezana, se spremeni v vozlǐsče. Med vsako iteracijo načrtovalnik
preveri, da nove točke in povezave med novimi točkami in vozlǐsči ne ležijo na
oziroma sekajo ovire v prostoru. Tako načrtovalnik ustvari naključno drevo,
ki ga uporabi kot graf po katerem ǐsče najhitreǰso pot. Načrtovalnik se ustavi,
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ko je vsaj ena povezana točka znotraj ciljnega območja ali ko se izvede vna-
prej podano število iteracij. RRT* nadgradi RRT z dvema spremembama.
RRT* v načrtovalnik doda cenilno funkcijo, ki računa oddaljenost vozlǐsč od
izhodǐsčnega vozlǐsča. Nove točke se tako ne povezujejo več z najbližjimi
vozlǐsči, ampak z vozlǐsči, ki imajo do izhodǐsčnega vozlǐsča najmanǰso raz-
daljo. RRT* hkrati omogoča ponovno prepisovanje iskalnega drevesa. Ko
je dodano novo vozlǐsče, načrtovalnik preveri sosede ali bi bilo bolje, če se
povežejo z novim vozlǐsčem. To omogoča, da so poti gladke in ravne [22]. Za-
radi sprotnega preverjanja vseh vozlǐsč v vsaki iteraciji in računanja cenilne
funkcije, je ta načrtovalnik veliko počasneǰsi kot RRT. Ker je RRT* opti-
mizacijski načrtovalnik, bi lahko, če bi imel na voljo neskončno časa, našel
najbolj optimalno rešitev.
Delovanje RRT* je opisano v Algoritmu 1. Vhodna podatka sta prazen
graf z začetkom v izhodǐsčni točki (G(V,E)) in velikost radija iskanja sosedov
(r). Na izhodu algoritem vrne pot (G).
2.2 PRM*
PRM* ali PRMstar je optimizacijska izvedba bolj splošnega načrtovalnika
PRM [22]. PRM (Probabilistic roadmap) je načrtovalnik, ki za razliko od
RRT ne ǐsče poti med dvema točkama, ampak ustvari graf, ki zasede večji
del prostega prostora. Graf se med premiki robota ne izbrǐse, ampak nove
začetne in končne točke samo poveže v že obstoječi graf. Za iskanje najbolǰse
poti po grafu lahko uporabimo poljuben načrtovalnik za preiskovanje grafov
(Dijkstra, A*, Bellman-Ford ipd.). PRM ustvari naključne točke v prostoru,
ki jih potem glede na vnaprej podan radij združuje v gruče in jih poveže med
seboj. Sproti preverja, da vozlǐsča in povezave ne ležijo na ali sekajo ovir v
prostoru. PRM* nadgradi PRM z dvema spremembama. PRM* spremeni






Algoritem 1: Psevdokoda RRT* [22]
Data: Rad=r, G(V,E)=Null
Result: G
for itr in range(0. . . n) do
Xnov = NaključnaPozicija();
if Ovira(Xnov) == True then
poskusi znova;
end
Xnajbližji = Najbližji(G(V,E), Xnov);
Cena(Xnov) = Razdalja(Xnov, Xnajbližji);
Xnajbolǰsi, Xsosedje = poǐsčiSosede(G(V,E), Xnov, Rad);
Povezava = Veriži(Xnov, Xnajbolǰsi);
for x’ in Xsosedje do
if Cena(Xnov) + Razdalja(Xnov, x’) <Cena(x’) then








N je število vozlǐsč in d je število dimenzij prostora. YPRM∗ je konstanta,
ki je odvisna od karakteristik iskalnega prostora. Namen te enačbe je, da
se velikost radija in posledično gruče sproti prilagaja (zmanǰsuje). Druga
sprememba, ki jo naredi PRM* je, da popolnoma odstrani sistem gruč in
namesto tega poveže vsa vozlǐsča med sabo. To izredno poveča časovno
zahtevnost načrtovalnika. PRM* zaradi principa svojega delovanja deluje
dobro samo v statičnih okoljih, kjer ni potrebno graditi novega grafa ob
vsaki spremembi prostora [22]. PRM* je enako kot RRT* optimizacijski
načrtovalnik, kar pomeni, da v kolikor ima na voljo neskončno časa, vedno
najde najbolj optimalno rešitev.
Delovanje PRM* je opisano v Algoritmu 2. Vhodni podatki so prazen
graf (G(V,E)), največje število ponovitev (n), prostorska konstanta (YPRM∗)
in število dimenzij (d). Na izhodu algoritem vrne graf (G). Da dobimo pot,
moramo potem na tem grafu poganjati še Dijkstrov algoritem.
Algoritem 2: Psevdokoda PRM* [22]
Data: G(V,E)=Null, n, YPRM∗ , d
Result: G






Xsosedje = poǐsčiSosede(G(V,E), Xnov, Rad);
for Vozlǐsče in Xsosedje do
if not Ovira(Xnov, Vozlǐsče) then






BiTRRT (Bi-directional Transition-based Rapidly-exploring Random
Trees) [12] je vrsta načrtovalnika TRRT (Transition-based Rapidly-exploring
Random Trees), ki je vrsta prej omenjenega RRT načrtovalnika. TRRT nad-
gradi RRT, tako da računa in primerja cene stanj ter ǐsče poceni poti skozi
doline in sedla v konfiguracijskem prostoru cenovne mape. Uporablja tran-
zicijske teste (iz stohastičnih optimizacijskih metod), da sprejme ali zavrne
potencialna nova stanja. Tranzicijski testi na podlagi začetnih parametrov
(razpon, faktor spremembe temperature, začetna temperatura, meja fronte,
razmerje vozlǐsč na fronti, velikost cene) in parametra trenutne temperature
določi ali je novo stanje sprejemljivo. BiTRRT pa TRRT nadgradi, tako
da iz začetne in končne točke hkrati raste drevo. Ko se drevesi povežeta,
je najdena pot. Za razliko od RRT* in PRM*, BiTRRT ni optimizacijski
načrtovalnik, kar pomeni, da ne glede na podan čas, je iskanje najbolj opti-
malne rešitve s tem načrtovalnikom zgolj naključno. Načrtovalnik deluje zelo
hitro, hkrati pa najde najbolǰse rešitve med vsemi asinhronimi načrtovalnik
v OMPL [27].
Delovanje BiTRRT je opisano v Algoritmu 3. Vhodni podatki so začetno
stanje (qzacetna), končno stanje (qkoncna), cenilna funkcija (c) in konfiguracijski
prostor (C). Na izhodu algoritem vrne pot (G).
2.4 Kartezijski načrtovalnik
Kartezijski načrtovalnik je načrtovalnik, ki naredi načrt linearnega premika
prijemala robota med vnaprej podanimi točkami v prostoru. Premiki med
točkami so ravni. Taki premiki so na prvi pogled v preprostem okolju naj-
bolj optimalni, vendar pa to ne drži vedno. Premik v kartezijskem prostoru
upošteva le prepotovano razdaljo prijemala in ne tudi prostora robotovih
sklepov. To pomeni, da kljub temu da se v kartezijskem prostoru prijemalo
premakne samo v eni smeri, moramo premikati vse sklepe robota, zato da
ohranjamo ravno trajektorijo prijemala. Takšno gibanje lahko povzroči večjo
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Algoritem 3: Psevdokoda BiTRRT [12]




while not izhodniPogoj(T1,T2) do
qrand = vzorčiNaključnoKonfiguracijo(C);
q1blizu = najdiNajbližjegaSoseda(T1, qrand);
if prečǐsčevanjePrevisokih(T1,q1blizu, qrand) then
qnov = podalǰsaj(q1blizu, qrand);
if qnov != Null & transakcijskiTest(T1, c(q1blizu), c(qnov))
then
dodajNovoVozlǐsče(T1, q1blizu, qnov);
q2blizu = najdiNajbližjegaSoseda(T2, qnov);






porabo energije in obremenitev za robota, hkrati pa lahko preprečuje hitreǰse
premike, kar pomeni, da se podalǰsa čas prenosa. Kljub temu je kartezijski
načrtovalnik dovolj dober za vsakodnevno uporabo, kadar hitrost premika ni
zelo pomembna.
Delovanje kartezijskega načrtovalnika je opisano v Algoritmu 4. Vhodni
podatki so začetna poza (pz), končna poza (pk) in velikost koraka (k). Na
izhodu algoritem vrne pot (P). Algoritem se spreminja glede na delovno
okolje in ni univerzalen. Predstavljeni algoritem najde rešitev v delovnem
okolju, ki ga bomo uporabljali v sklopu te naloge.
Algoritem 4: Psevdokoda kartezijskega načrtovalnika
Data: pz, pk, k
Result: P
zaporedjePoz.dodaj(pz);
if vǐsina(pz) != vǐsina(pk) then
pladenj = vǐsjiPladenj(pz, pk);
np = notranjaStranica(pladenj);














V tem poglavju bomo podrobneje predstavili model robotskega manipula-
torja in model delovnega okolja. Delovno okolje predstavljajo vsi objekti, ki
jih mora upoštevati načrtovalnik premika.
3.1 Robotski manipulator
Robotski manipulator je sestavljen iz robotske roke, zapestja in prijemala [9].
3.1.1 Robotska roka z zapestjem
Robotska roka z zapestjem, ki jo uporabljamo v nalogi, je kolaborativni robot
UR10e (Slika 3.1), danskega proizvajalca kolaborativnih robotov Universal
Robots. UR10e je največji model v seriji UR [1].
Kot je prikazano na Sliki 3.2 ima UR10e 7 komponent, ki jih povezuje
šest sklepov. Komponente robotske roke so baza s kablom, rama, nadlahet in
podlahet. Komponente zapestja so trije zapestni sklepi in priklopni element
za prijemalo. Med sklepe štejemo bazni, ramenski, komolčni in tri zapestne
sklepe. Robotska roka je v grobem podobna človeški roki.
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Slika 3.1: Model robota UR10e [2]
Skupna teža robota je 33,3 kg. Največja teža objekta, ki ga lahko ro-
bot dvigne in premika, je 10 kg. Največji doseg roke je 1300 mm (kar tudi
definira delovni prostor manipulatorja). Največja hitrost baznega in ramen-
skega sklepa je 120◦/s. Največja hitrost vseh ostalih sklepov pa je 180◦/s.
Robotska roka z zapestjem ima šest prostostnih stopenj (ang. ”degrees of
freedom”ali ”DoF”), kar pomeni, da lahko izvaja translacijske premike po
treh neodvisnih oseh (naprej – nazaj, levo – desno, gor – dol) in tri rotacijske
premike okoli neodvisnih osi [2].
Robotsko roko je na mestu, kjer jo bomo uporabljali, potrebno dobro
pritrditi na stabilen objekt [2]. To je zato, ker so sile pri premikanju robota
pri največji hitrosti in največjem bremenu zelo velike, tako da lahko pride do
padca in poškodbe robota.
Roka z zapestjem in prijemalo sta ločena in ju je potrebno upravljati
posebej.
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Slika 3.2: Deli robota UR10e [2]
3.1.2 Prijemalo
Model prijemala, ki ga uporabljamo, je Robotiq 2F-85 (Slika 3.3). Ima dva
prsta za prijemanje. Največji razmik med prstoma je 85 mm. Največja masa,
ki ga lahko drži je 5 kg. Masa prijemala je 0,9 kg [3]. Prijemalo je pripeto
na priklopni element na koncu robotskega zapestja (ang. ”tool flange”). V
našem primeru se prsta vedno gibljeta hkrati in simetrično.
3.2 Delovno okolje
Delovno okolje predstavljajo vsi objekti, ki so v prostoru in jih mora načrtoval-
nik premika upoštevati pri načrtovanju premikov robotskega manipulatorja.
To so robotski manipulator, odlagalna površina, izdelki in ovire (Slika 3.4).
Robotski manipulator je opisan zgoraj. Odlagalna površina je predstavljena
s preprostim pladnjem. Primera objektov, ki ju nadomešča pladenj sta tekoči
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Slika 3.3: Prijemalo Robotiq 2F-85 [4]
trak in paleta. V okolju sta vedno vsaj dva pladnja; začetni in končni.
Škatlice na pladnju predstavljajo izdelke, ki ga je potrebno prenesti. Pri
tem je potrebno upoštevati, da mora ta izdelek ustrezati ostalim specifikaci-
jam robotskega manipulatorja. Ovire med pladnji predstavljajo potencialen
zid ali drugo prepreko med začetnim in končnim pladnjem.
Slika 3.4: Simulacija delovnega okolja
Poglavje 4
Implementacija
V tem poglavju bomo natančneje predstavili implementacijo delovanja ro-
botskega manipulatorja. Zaradi omejenega dostopa do robota in časovne
zahtevnosti evalvacije, delovno okolje simuliramo na računalniku. V imple-
mentaciji predvidevamo, da nam je okolje v vsakem trenutku v celoti znano.
4.1 Simulacija delovnega okolja
Delovno okolje simuliramo z ogrodjem za načrtovanje premikov MoveIt [11] v
sistemu ROS Kinetic [33]. ROS (Robot operating system) je meta-operacijski
sistem za operacijski sistem Linux. ROS omogoča upravljanje in simulacijo
delovanja robota na osebnem računalniku. Omogoča ustvarjanje, objavljanje
na, branje s in naročanje na teme (ang. ”topic”). ROS Kinetic je namenjen
in v celoti podprt na operacijskem sistemu Linux, verzije 16.04.
Simulacijo izvajamo in vizualiziramo z orodjem RViz (Slika 3.4). Robot
je postavljen v sredǐsče 3D prostora. V simulaciji je prikazana tudi mreža
velikosti 10 m x 10 m.
4.1.1 Model robotskega manipulatorja
Model robotskega manipulatorja sestavimo iz modela robotske roke z zape-
stjem, UR10e, in modela prijemala, Robotiq 2F-85, ki smo ju za uporabo v
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ROSu dobili s spletnega repozitorija GitHub [5] [6].
Za prikaz in uporabo modela je potrebno najprej narediti datoteko URDF
(Unified Robot Description Format), ki vsebuje združen model roke in prije-
mala. Nato je ta model potrebno konfigurirati s pomočjo aplikacije MoveIt
Setup Assistant. Med konfiguracijo zgradimo kolizijsko matriko, sklepe ro-
bota povežemo v skupino, ki jo bomo potem upravljali, in določimo začetno
stanje robota.
4.1.2 Model elementov delovnega okolja
Pladnje in škatlice prikažemo z osnovnimi škatlami (zeleni kvadri), ki so
dostopne v knjižnici PlanningSceneInterface. Začetni in končni pladenj sta
dimenzij 0,5 m x 0,3 m x 0,05 m. Začetni pladenj se nahaja na poziciji
X = 0, 5m, Y = −0, 5m, Z = 0, 025m, končni pa na poziciji X = 0, 5m,
Y = 0, 5m, Z = 0, 025m. Tako je razmik med sredǐsčema pladnjev 1 m.
Škatlice so velike 0,02 m x 0,02 m x 0,05 m in so postavljene na začetni
pladenj v dve vrsti po tri. Skupaj je tako šest škatlic, ki so med sabo enako
oddaljene. Postavitev je prikazana Sliki 3.4.
4.2 Vodenje robotskega manipulatorja
Za vodenje robotskega manipulatorja uporabljamo knjižnico MoveGroup-
Commander. To je knjižnica, ki nam omogoča, da premikamo skupine skle-
pov z uporabo različnih načrtovalnikov.
4.2.1 Avtomatski načrtovalniki
Avtomatske načrtovalnike premikov izbiramo s klicem funkcije set planner
id in vnosom imena želenega načrtovalnika. Ponovne poskuse znotraj enega
načrtovanja omogočimo s postavitvijo parametra allow replanning na vre-
dnost True. Dovoljen čas načrtovanja določimo s set planning time. Število
ponovitev določimo s set planning attempts.
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Načrtovanje izvedemo z ukazom plan. Temu ukazu je potrebno podati cilj.
Cilj sestavljata translacijska in rotacijska komponenta prijemala v končni legi.
Načrtovalnik načrtuje premik robota iz trenutne lege prijemala v novo
lego prijemala. Če je načrtovalnik uspešen vrne načrt premika, v nasprotnem
primeru vrne napako. Premik nato izvedemo z ukazom execute.
4.2.2 Kartezijski načrtovalnik
Kartezijski načrtovalnik smo delno implementirali sami. Implementirali smo
ga, tako da smo na začetku zbrali zaporedje leg, skozi katere se bo prijemalo
premikalo. Zaporedje leg se začne z začetno lego, kjer manipulator prime
škatlico, in končno lego, kjer manipulator škatlico izpusti. Dodali smo še
vmesne lege glede na potencialne ovire in vǐsinsko razliko pladnjev. Nato smo
to zaporedje vstavili kot argument v ukaz compute cartesian path in dobili
načrt premika, ki je po strukturi enak kot načrt premika pri avtomatskih
načrtovalnikih. Lega je sestavljena iz translacijske in rotacijske komponente
prijemala.
Pred poganjanjem kartezijskega načrtovalnika smo določili še velikost raz-
dalje med dvema točkama v načrtu. Navadno to razdaljo zaradi natančnosti
nastavimo na 1 cm, kar pomeni, da bo načrt imel toliko točk, kolikor cen-
timetrov sta začetna in končna lega oddaljeni. Tako majhni koraki sicer
upočasnijo premikanje. Če nas natančnost ne skrbi, lahko to spremenljivko
povečamo in pohitrimo delovanje.
Pri kartezijskem načrtovalniku je pomembno tudi, da med dvema zapo-
rednima legama ni ovir, sicer se bo robot zaletel in prenehal z delovanjem.
4.2.3 Načrt premika robotskega manipulatorja
Načrt premika robotskega manipulatorja je sestavljen iz več točk. Vsaka
točka je sporočilo tipa RobotTrajectory, ki vsebuje JointTrajectory in Mul-
tiDOFJointTrajectory. Zanima nas zgolj JointTrajecotry, v katerem so zapi-
sani čas izvajanja premika v sekundah in nanosekundah, rotacije vseh šestih
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sklepov, kotne hitrosti v vseh šestih sklepih in kotni pospešek v vseh šestih
sklepih. Opazili smo, da načrti ne glede na dolžino vsebujejo najmanj osem
točk. Navzgor število ni omejeno in je odvisno od kvalitete in dolžine načrta.
Povprečen načrt pri naših izvedbah vsebuje med 60 in 200 točk.
Robotski manipulator se med izvajanjem premika skozi te točke in prila-
gaja svojo hitrost in pospešek glede na predvidene vrednosti.
4.2.4 Upravljanje prijemala
Za upravljanje ne uporabljamo posebnega načrtovanja, ker ima prijemalo
samo en spremenljiv parameter. Prijemalo odpiramo in zapiramo z ukazom
go to joint state, v katerega vpǐsemo vrednost sklepa, ko je ta odprt ali priprt.
Odpiranje in zapiranje prijemala traja približno 2 s. Hitreǰsega premika ne
želimo, saj lahko tako poškodujemo izdelek ali pa ga ne primemo dovolj
dobro.
4.2.5 Osnovni premiki
Osnovni premiki so tipi premikov, za katere pričakujemo, da jih bo robotski
manipulator opravljal med izvajanjem. To so premiki med tremi stanji. Ta
stanja so začetna lega robota (Slika 4.1.a), stanje pobiranja škatlice (Slika
4.1.b) in stanje postavljanja škatlice (Slika 4.1.d). Prenos je premik ma-
nipulatorja iz stanja pobiranja škatlice v stanje postavljanja škatlice (Slika
4.1.c).
Prvi premik se začne v začetnem stanju, nato se robotski manipulator
premakne nad prvo škatlico in jo prime s prijemalom. Izvede se ukaz attach,
ki škatlico pobarva na vijolično in jo doda k modelu robotskega manipula-
torja. Tako se škatlica premika skupaj z robotskim manipulatorjem in jo
načrtovalnik upošteva pri načrtovanju prenosa. Nato se izvede prenos. Ko
je prijemalo na ciljni točki, se odpre in izvede se ukaz detach, ki trenutno
škatlico odstrani z modela robotskega manipulatorja in jo pobarva nazaj na
zeleno. Robot se nato premakne nad drugo škatlico in zaporedje se ponovi.
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(a) Začetna lega robota (b) Pobiranje škatlice
(c) Prenos škatlice (d) Postavitev škatlice




V tem poglavju je opisan potek in način evalvacije načrtovalnikov in vpliva
spreminjanja delovnega okolja.
5.1 Kriterijska funkcija
Kriterijska funkcija je funkcija, s katero merimo uspešnost danega načrta
premika robotskega manipulatorja. Sestavljena je iz štirih komponent. To
so čas izvajanja premika, opravljeno delo pri izvajanju premika, dolžina poti,
ki jo naredi prijemalo v kartezijskem prostoru in največji kotni pospešek v
sklepih med premikom robotskega manipulatorja. Načrt premika vsebuje več
točk skozi katere se bo robotski manipulator premikal. V vsaki točki so opi-
sani parametri premika robotskega manipulatorja za tisto točko. Kriterijska
funkcija ocenjuje te parametre. Kriterijska funkcija ne ocenjuje premikanja
prijemala.
5.1.1 Čas izvajanja
Čas izvajanja je komponenta, ki nam pove koliko časa bo manipulator izvajal
prenos med pladnjema, kar neposredno vpliva na število prenesenih izdelkov.
Čas izvajanja je enak končnemu času izvajanja v zadnji točki načrta. V
načrtu je podan v sekundah in nanosekundah.
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5.1.2 Delo pri izvajanju
Kriterijska funkcija za vsak načrt izračuna fizikalno delo, ki ga manipulator
opravi med premikanjem. Iz dela lahko izračunamo porabljeno energijo. Delo
predstavlja tudi splošno obremenitev robota. Če je robot zelo obremenjen,
se verjetnost okvare poveča.
Delo pri izvajanju prenosa izračunamo kot seštevek dela v vseh točkah
načrta (5.1). Delo v posamezni točki izračunamo kot seštevek dela v vseh
sklepih (5.2). Delo v vsakem sklepu izračunamo kot zmnožek navora in ko-
tne razdalje (5.3). Navor izračunamo kot zmnožek mase, kotnega pospeška
in kvadrata ročice. Navor pomnožimo z 0,5, ker prevzamemo enakomerno
razporeditev mase po robotu (5.4). Ročica je za vsak sklep različna, zato za
vsak sklep posebej izračunamo dolžino vektorja od osi trenutnega sklepa do
sredǐsča prijemala. Kotno razdaljo izračunamo tako, da izračunamo razliko
med rotacijo sklepa v trenutni in naslednji točki načrta. Dolžine delov roke









Ai = M ∗ φ (5.3)
M = 0, 5 ∗m ∗ r2 ∗ α (5.4)
5.1.3 Dolžina poti
Dolžina prepotovane poti prijemala v kartezijskem prostoru nam pove, kako
dolgo pot naredita prijemalo in izdelek med prenosom. To je dobra mera, ko
primerjamo načrte avtomatskih načrtovalnikov s kartezijskim načrtovalnikom,
saj bo kartezijski načrtovalnik v preprostem okolju vedno naredil najkraǰsi
premik.
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Dolžino poti izračunamo kot seštevek razdalj pozicij prijemala med točkami.
Za to je potrebno izračunati lego prijemala v vsaki točki. Ker imamo za vsako
točko podane le rotacije sklepov in ne kartezijske lege prijemala, jo je po-
trebno računati sproti. Lego prijemalaizračunamo z geometrijskim modelom
robota.
5.1.4 Največji pospešek
Največji kotni pospešek je največji pospešek, ki ga ima katerikoli sklep v
katerikoli točki med izvajanjem načrta. Zelo visoki pospeški pomenijo, da je
robot zelo obremenjen, kar pomeni, da se verjetnost okvare poveča.
Največji kotni pospešek dobimo s hranjenjem največjega pospeška in spro-
tnim preverjanjem ali kateri pospešek preseže trenutnega največjega.
5.2 Evalvacija načrtovalnikov
Evalvacija vsakega avtomatskega načrtovalnika je izvedena dvakrat. Prvič je
izvedena v okolju brez omejitev, drugič pa v okolju z omejitvami. Pri avto-
matskih načrtovalnikih spreminjamo dva parametra. To sta število poskusov
(ponovitev), ki jih ima algoritem na voljo, da najde najbolǰso pot, in največji
dovoljen čas za načrtovanje. Če je na voljo več poskusov, načrtovalnik na
koncu vrne najbolǰsi načrt. Optimizacijski načrtovalniki (RRT* in PRM*)
so edini načrtovalniki, ki izkoristijo ves dovoljen čas za načrtovanje, ostali
načrtovalniki vrnejo načrt takoj, ko ga najdejo ali po tem, ko opravijo vse
poskuse, ne glede na dovoljen čas. Vsako evalvacijo zaradi robustnosti po-
novimo dvajsetkrat. Evalvacija kartezijskega načrtovalnika poteka posebej,
tako kot je opisano spodaj.
Evalvacijo smo izvajali na prenosnem računalniku Lenovo 520 z 8 GB
delovnega pomnilnika in procesorjem Intel i5 (1,6 GHz).
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(a) Pogled od daleč (b) Pogled s tankimi stenami za bolǰso
predstavo
Slika 5.1: Okolje omejeno s šestimi stenami
5.2.1 Omejevanje okolja
Okolje omejimo s šestimi stenami, ki jih postavimo tako, da ogradimo de-
lovno okolje (Slika 5.1). Stene so postavljene tako, da simulirajo kletko, ki
je pogosto postavljena okoli robota, da prepreči nepričakovane premike in
poškodbe. Dimenzije prostora po katerem se robot lahko prosto premika so
2 m x 2,5 m x 2 m. Stene so implementirane kot kocke dimenzij 10 m x 10 m
x 10 m, dve kocki za vsako os.
Namen omejitev je manǰsanje preiskovalnega prostora avtomatskih načrt-
ovalnikov. Tako lahko delovanje bolj usmerimo in izključimo slabe rešitve.
Pomembno je, da so stranice stene debele vsaj 1 m, saj lahko drugače ovi-
rajo delovanje načrtovalnikov. Če je stena pretanka, lahko načrtovalniki med
iskanjem naključno postavljajo nedosegljiva vozlǐsča na drugi strani stene in
se tako zapletejo pri načrtovanju.
5.2.2 BiTRRT
Evalvacijo načrtovalnika BiTRRT izvajamo tako, da število dovoljenih po-
skusov povečujemo od 100 do 1000 po 100. Ker BiTRRT ni optimizacijski
načrtovalnik in ne izkoristi celotnega časa za načrtovanje, temveč vrne rešitev,
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Slika 5.2: Spreminjanje časa načrtovanja BiTRRT glede na število poskusov
ko jo najde, je smiselno povečevati število poskusov in ne čas načrtovanja.
Kot je razvidno z grafa na Sliki 5.2, je čas načrtovanja nizek in naključen.
To potrdi, da je povečevanje časa načrtovanja pri tem načrtovalniku nesmi-
selno.
Ko presežemo 1000 poskusov, se čas načrtovanja toliko poveča, da načrtova-
nje v realnem času (med izvajanjem) postaja vse manj izvedljivo. Ker nas
pri BiTRRT zanima načrtovanje v realnem času, je zato največje število po-
skusov 1000.
5.2.3 PRM* in RRT*
Pri evalvaciji optimizacijskih načrtovalnikov (RRT* in PRM*) stopnjujemo
dovoljeni čas načrtovanja po 30 sekund do 150 sekund. Potem izvedemo
še dve načrtovanji, ko ima načrtovalnik na voljo 500 in 1000 sekund. Taka
razporeditev omogoča, da razberemo trend, hkrati pa čas evalvacije ostaja
obvladljiv.
Kot je razvidno z grafa na Sliki 5.3, je pri optimizacijskih algoritmih, kljub
temu da naj bi ves čas, ki ga imajo na voljo, uporabili za optimizacijo enega
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Slika 5.3: RRT* rezultati, ko je na voljo 1 poskus za celotno načrtovanje in
ko je na voljo 100 poskusov na sekundo
načrta, vseeno bolje, če imajo na voljo več poskusov. To je najverjetneje
zaradi naključnosti grajenja iskalnih dreves.
5.2.4 Kartezijski načrtovalnik
Izvedli smo dve evalvaciji. Eno, ko je dolžina razmika med dvema točkama
v načrtu premika 1 cm, in drugo, ko je ta razmik 10 cm. Za primerjave
z avtomatskimi načrtovalniki je primeren samo načrtovalnik z razmikom 1
cm, saj je edini, ki ima primerljivo natančnost. V primeru, ko je razmik
med točkami 10 cm, se lahko zgodi, da se končna lega prijemala razlikuje
od želene lege za do 5 cm. Evalvacijo vsakega izvedemo samo enkrat, ker je
rezultat, zaradi načina delovanja kartezijskega načrtovalnika, vedno enak.
5.2.5 Standardni odklon
Standardni odklon (σ) je mera v statistiki, ki jo uporabljamo za merjenje
statistične razpršenosti (5.5). Standardni odklon je uporabljen pri evalvaciji
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avtomatskih načrtovalnikov in nam pove oddaljenost primerov od povprečja.
Večji kot je standardni odklon, bolj so rezultati evalvacije razpršeni. Skupni
standardni odklon pri načrtovalniku izračunamo kot povprečje standardnih
odklonov pri vsaki iteraciji ene evalvacije načrtovalnika.
Za kartezijske načrtovalnike računanje standardnega odklona ni potrebno,
saj je načrt vedno enak.
σ =
√∑N




5.3 Evalvacija učinkovitosti prenosa v razli-
čnih delovnih okoljih
Primerjavo učinkovitosti prenosa v različnih delovnih okoljih izvedemo z
načrtovalnikom, ki nam je med evalvacijo vrnil najkraǰsi čas izvajanja. To
je zaradi tega, ker je to približek optimalni rešitvi. Lahko pričakujemo, da
bo ta načrtovalnik ob enakih pogojih spet našel dober približek optimalni
rešitvi. To je v našem primeru načrtovalnik PRM* s časom načrtovanja 1000
sekund, omejenim okoljem in 20 ponovitvami.
5.3.1 Razdalja med pladnjema
Z večanjem razdalje med pladnjema po vsaki osi, pokažemo velikost vpliva
premika po tej osi na učinkovitost prenosa. Evalvacijo izvedemo v treh delih.
Končni pladenj oddaljujemo od začetne pozicije po eni osi petkrat po 10 cm.
Med vsakim premikom pladnja načrtujemo prenos in ocenimo načrt. To
ponovimo za vsako os.
Na Sliki 5.4 so prikazani največji razmiki med pladnjema po posameznih
oseh.
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(a) Premik za 0,5 m od začetne pozicije pladnja
po osi X
(b) Premik za 0,5 m od začetne pozicije pladnja
po osi Y
(c) Premik za 0,5 m od začetne pozicije pladnja
po osi Z
Slika 5.4: Razdalja med pladnjema
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5.3.2 Ovira med pladnjema
Med pladnja postavimo oviro, ki jo nato večamo. Ovira se nahaja točno na
sredini med pladnjema in je velikosti 0,5 m x 0,05 m x 0,1 m.
Evalvacijo izvedemo v dveh delih. Najprej oviri povečamo širino, nato
jo nastavimo na začetno velikost in jo povečamo še po vǐsini. Oviro večamo
za petkrat po 10 cm. Med vsakim premikom pladnja načrtujemo prenos in
ocenimo načrt.
Na Sliki 5.5 je prikazana ovira ob različnih časih med evalvacijo.
5.4 Evalvacija izvajanja premikov na pravem
robotu
Prenosa na pravem robotu (Slika 5.6) nismo uspeli izvesti neposredno iz simu-
lacije na računalniku, saj smo imeli težave s povezovanjem računalnika in ro-
bota. Zato smo premik implementirali z uporabo robotovega uporabnǐskega
vmesnika PolyScope. S pomočjo vmesnika smo naredili program, ki je robota
premikal med podanimi legami (Slika 5.7). Začetno in končno lego manipu-
latorja smo ročno prenesli iz simulacije, zato da sta bila razdalja in premik
v obeh primerih čimbolj podobna. Za premik smo uporabili metodo MoveJ,
kar pomeni, da je robot premik načrtoval v prostoru sklepov in ne v karte-
zijsekm prostoru. Ta premik smo uporabili, ker je najbolj podoben našemu
najbolǰsemu načrtu, ki je za prenos uporabljal skoraj izključno bazni in zadnji
zapestni sklep.
Pri izvajanju smo bili omejeni na polovično hitrost, saj robot ni bil pri-
merno pritrjen in zaščiten, da bi ga lahko poganjali pri največji hitrosti.
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(a) Začetna ovira
(b) Končna široka ovira
(c) Končna visoka ovira
(d) Prenos pri visoki oviri
Slika 5.5: Ovira med pladnjema
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Slika 5.6: Robot na katerem smo izvajali evalvacijo




V tem poglavju bomo predstavili rezultate evalvacij in jih interpretirali.
6.1 Primerjava načrtovalnikov za prenos
Pri primerjavi načrtovalnikov prenosa prikazujemo primerjavo pri izvajanju
izbranih načrtovalnikov v okolju z omejitvami in okolju brez omejitev. Nato
med seboj primerjamo optimizacijska načrtovalnika, ki delujeta v realnem
času in časovno najbolj optimalne načrte vseh primerjanjih načrtovalnikov.
Pri primerjavi optimizacijskih načrtovalnikov pokažemo še razmerja med
časom izvajanja, dolžino poti in delom pri izvajanju. Pri vseh primerjavah,
z izjemo primerjave časovno najbolj optimalnih načrtov, prikazujemo samo
primerjavo po času izvajanja in delu pri izvajanju. To je zaradi tega, ker v
teh primerih dolžina poti in največji pospešek ne prispevata veliko informacij,
saj sta oba zajeta v parametru delo pri izvajanju.
Pri avtomatskih načrtovalnikih v grafu prikažemo povprečno vrednost
vseh iteracij, minimum, ki predstavlja rešitev z najmanǰso vrednostjo pri-
kazanega parametra kriterijske funkcije in maksimum, ki predstavlja rešitev
z največjo vrednostjo prikazanega parametra kriterijske funkcije. Za pri-
merjavo optimizacijskih načrtovalnikov uporabljamo minimum, ker nam to
pove kakšna je najbolǰsa rešitev, ki jo je uspel načrtovalnik najti v podanem
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času. To je zaradi tega, ker optimizacijski načrtovalniki v vsakem primeru za
načrtovanje potrebujejo toliko časa, da je načrtovanje nujno potrebno opra-
viti pred izvajanjem premikov in lahko v vsakem primeru predvidevamo, da
bo načrtovalnik vedno imel na voljo dovolj časa in poskusov, da bo našel enak
ali podoben načrt premika.
Kartezijski načrtovalnik je evalviran enkrat, ko ima velikost premika 1 cm
in enkrat, ko ima velikost premika 10 cm. Nima posebne primerjave. Primer-
jan je pri primerjavi načrtovalnikov, ki delujejo v realnem času in pri časovno
najbolj optimalnih načrtih.
6.1.1 BiTRRT
Pri BiTRRT smo, zaradi naključnosti delovanja načrtovalnika predvidevali,
da se bodo pojavljala nihanja.
Brez omejitev
Z grafov na Sliki 6.1 lahko ugotovimo, da se tako čas izvajanja kot tudi delo
s številom poskusov v splošnem nižata. To pomeni, da so v povprečju z
več poskusi bili najdeni vedno bolǰsi načrti. Opazimo lahko, da povprečna
vrednost ni vedno nižja kot je bila v iteraciji z manj poskusi in da se povprečje
proti koncu ne stabilizira, temveč še vedno niha. Standardni odklon za čas
izvajanja je 1,95 sekunde, za delo pri izvajanju pa 249 Joulov.
Z omejitvami
Z grafov na Sliki 6.2 lahko ugotovimo, da se tako čas izvajanja kot tudi delo
s številom poskusov v splošnem nižata. To pomeni, da so v povprečju z več
poskusi bili najdeni vedno bolǰsi načrti. Opazimo lahko, da povprečje pri
manj poskusih pogosto niha, proti koncu pa se počasi stabilizira in ne niha
več toliko kot prej. Standardni odklon za čas izvajanja je 1,65 sekunde, za
delo pri izvajanju pa 229 Joulov.
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(a) Čas izvajanja (b) Delo pri izvajanju
Slika 6.1: BiTRRT, brez omejitev
(a) Čas izvajanja (b) Delo pri izvajanju
Slika 6.2: BiTRRT, z omejitvami
Primerjava z in brez omejitev
Za primerjavo vzamemo povprečja evalvacij z in brez omejitev. To naredimo
zato, ker hočemo pokazati kakšna je povprečna uspešnost načrtovalnika in ne
najbolǰse rešitve, ki jo je uspel najti.
Z grafa na Sliki 6.3 lahko opazimo nihanje in prepletanje povprečnih
vrednosti načrtov z in brez omejitev. To izraža naključnost načrtovalnika.
Kljub temu lahko pri primerih z več poskusi opazimo, da načrtovalnik z
omejitvami deluje bolje, saj najde načrte, ki so hitreǰsi in hkrati porabijo
manj dela. To lahko neposredno pripǐsemo temu, da se manipulator ne more
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(a) Čas izvajanja (b) Delo pri izvajanju
Slika 6.3: BiTRRT, primerjava z in brez omejitev
obračati prosto. Načrtovalnik mora najti načrt, ki je prilagojen omejitvam.
Standardni odklon časa izvajanja in dela pri izvajanju je pri načrtovanju z
omejitvami manǰsi od standardnega odklona pri načrtovanju brez omejitev.
Iz tega lahko sklepamo, da načrtovalnik z omejitvami vrača manj razpršene
načrte.
6.1.2 PRM*
Za razliko od BiTRRT, smo pri PRM* pričakovali, da rešitve ne bodo tako
naključne in se bodo načrti z večanjem razpoložljivega časa za načrtovanje
izbolǰsevali.
Brez omejitev
Z grafov na Sliki 6.4 lahko ugotovimo, da se čas izvajanja v splošnem niža.
Na začetku lahko opazimo nihanje, proti koncu pa se povprečni čas izvajanja
stabilizira. Delo pri izvajanju naključno niha skozi vse iteracije. To lahko
pripǐsemo neomejenemu okolju, saj ne usmerja premika, kar pomeni, da lahko
dobimo načrtovane premike po dalǰsih poteh, a z večjo hitrostjo. Standardni
odklon za čas izvajanja je 2,82 sekunde, za delo pri izvajanju pa 344 Joulov.
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(a) Čas izvajanja (b) Delo pri izvajanju
Slika 6.4: PRM*, brez omejitev
(a) Čas izvajanja (b) Delo pri izvajanju
Slika 6.5: PRM*, z omejitvami
Z omejitvami
Z grafov na Sliki 6.5 lahko ugotovimo, da se čas izvajanja in delo pri izva-
janju v splošnem nižata. Na začetku lahko opazimo nihanje, proti koncu
pa se povprečni čas izvajanja in delo pri izvajanju stabilizirata. To lahko
pripǐsemo omejenemu okolju, saj z omejevanjem zmanǰsa iskalni prostor in
poveča verjetnost, da bo načrtovalnik našel približno optimalen načrt pre-
mika. Standardni odklon za čas izvajanja je 2,11 sekunde, za delo pri izva-
janju pa 307 Joulov.
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(a) Čas izvajanja (b) Delo pri izvajanju
Slika 6.6: PRM* primerjava z in brez omejitev
Primerjava z in brez omejitev
Za primerjavo vzamemo minimume evalvacij z in brez omejitev. To nare-
dimo zato, ker ǐsčemo najbolǰsi možen načrt, ki ga je v podanem času našel
načrtovalnik.
Z grafa na Sliki 6.6.a lahko opazimo, da čas izvajanja v obeh primerih
pada. Kljub temu da ima načrt brez omejitev bolj stabilne rezultate pri
manǰsem času načrtovanja, načrtovalnik z omejitvami hitro najde načrte,
ki za izvajanje potrebujejo dvakrat manj časa. Z grafa na Sliki 6.6.b opa-
zimo, da delo pri izvajanju pri manǰsem času načrtovanja zelo niha. Pri
načrtovanju v okolju z omejitvami se, z večanjem časa načrtovanja, rezultati
stabilizirajo. Pri načrtu brez omejitev pa se nihanje nadaljuje. To pomeni,
da načrti premikov, ki potrebujejo manj časa, niso podobno kratki ali pa
imajo visoke povprečne pospeške. Standardni odklon časa izvajanja in dela
pri izvajanju je pri načrtovanju z omejitvami manǰsi od standardnega od-
klona pri načrtovanju brez omejitev. Iz tega lahko sklepamo, da načrtovalnik
z omejitvami vrača manj razpršene načrte.
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(a) Čas izvajanja (b) Delo pri izvajanju
Slika 6.7: RRT*, brez omejitev
6.1.3 RRT*
Tako kot pri PRM*, smo tudi pri RRT* pričakovali, da rešitve ne bodo tako
naključne in se bodo načrti z večanjem razpoložljivega časa za načrtovanje
izbolǰsevali.
Brez omejitev
Z grafa na Sliki 6.7.a lahko ugotovimo, da se čas izvajanja v splošnem niža
in se pri visokem času načrtovanja ustali. Majhen skok v povprečju lahko
pripǐsemo visokemu maksimumu v tej iteraciji, ki je rezultat naključnosti
načrtovalnika. Z grafa na Sliki 6.7.b opazimo, da se delo pri izvajanju v
splošnem niža. Standardni odklon za čas izvajanja je 3,02 sekunde, za delo
pri izvajanju pa 319 Joulov.
Z omejitvami
Z grafov na Sliki 6.8 lahko ugotovimo, da se čas izvajanja in delo pri iz-
vajanju v splošnem nižata. Na začetku lahko predvsem pri času izvajanja
opazimo nihanje, proti koncu pa se povprečni čas izvajanja in delo pri izvaja-
nju stabilizirata. To lahko pripǐsemo naključju pri delovanju načrtovalnika,
saj načrtovalnik v manǰsem času najde načrte premika, ki so v povprečju
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(a) Čas izvajanja (b) Delo pri izvajanju
Slika 6.8: RRT* z omejitvami
bolǰsi kot načrti, ki jih najde enak načrtovalnik, ko ima na voljo več časa
za iskanje. Standardni odklon za čas izvajanja je 2,41 sekunde, za delo pri
izvajanju pa 294 Joulov.
Primerjava z in brez omejitev
Za primerjavo vzamemo minimume evalvacij z in brez omejitev. To nare-
dimo zato, ker ǐsčemo najbolǰsi možen načrt, ki ga je v podanem času našel
načrtovalnik. Z grafa na Sliki 6.9.a lahko opazimo, da čas izvajanja v obeh
primerih pada. Razvidna je velika razlika med časom izvajanja pri načrtih z
in brez omejitev. Načrti z omejitvami imajo tudi več kot dvakrat manǰsi čas
izvajanja. Z grafa na Sliki 6.9.b opazimo, da delo pri izvajanju v obeh prime-
rih pada in je med seboj podobno. To pomeni, da imajo načrti brez omejitev
vǐsje povprečne pospeške in večjo frekvenco premikanja robotovih sklepov.
Standardni odklon časa izvajanja in dela pri izvajanju je pri načrtovanju z
omejitvami manǰsi od standardnega odklona pri načrtovanju brez omejitev.
Iz tega lahko sklepamo, da načrtovalnik z omejitvami vrača manj razpršene
načrte.
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(a) Čas izvajanja (b) Delo pri izvajanju
Slika 6.9: RRT* primerjava z in brez omejitev
6.1.4 Primerjava optimizacijskih načrtovalnikov
Pri primerjavi optimizacijskih načrtovalnikov primerjamo PRM* in RRT*.
Pri vsakem načrtovalniku vzamemo najbolj optimalne rezultate po času iz-
vajanja za vsako iteracijo. To so pri obeh minimumi, ki so bili najdeni z
načrtovalnikom v okolju z omejitvami. Primerjamo ju po vseh štirih para-
metrih kriterijske funkcije.
Z grafov na Sliki 6.10 lahko vidimo, da ima PRM* v splošnem pri vseh
parametrih nižji minimum, kar pomeni, da je hitreje našel bolǰse načrte kot
RRT*. Pri grafu na Sliki 6.10.a lahko opazimo, da najbolj optimalen načrt
RRT* za premik predvideva 1,5 sekunde več kot najbolj optimalen načrt
PRM*. To je relativno velika razlika, ki predstavlja več kot 60 % povečanje
časa izvajanja glede na hitreǰsi načrt. Ta razlika postane opazna pri velikem
številu premikov, ki jih roboti izvajajo v proizvodnji. Tudi ko primerjamo
standardne odklone časa izvajanja in dela pri izvajanju, vidimo, da so pri
PRM* nekoliko manǰsi kot pri RRT*.
Razmerja parametrov
V rezultatih evalvacije avtomatskih načrtovalnikov lahko vidimo, da najhi-
treǰsi načrt ni nujno tudi najceneǰsi glede na opravljeno fizikalno delo. Iz
primerjav na Sliki 6.11 lahko vidimo, za vsak optimizacijski načrtovalnik
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(a) Čas izvajanja
(b) Delo pri izvajanju
(c) Dolžina poti
(d) Največji pospešek
Slika 6.10: Primerjava PRM* in RRT*
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posebej, kakšna so razmerja med določenimi parametri kriterijske funkcije.
Čas izvajanja v primerjavi z delom pri izvajanju pri PRM* in RRT* z
eno izjemo narašča (Slika 6.11.a). Tako obnašanje je pričakovano, saj več
časa kot robot izvaja premik, več dela bo naredil. Čas izvajanja v primerjavi
z dolžino poti, ki jo prepotuje prijemalo pri RRT* in PRM*, v splošnem
narašča (Slika 6.11.b). Pojavi se nekaj izjem, ki za enako ali manǰso dolžino
poti potrebujejo več časa, kot drugi premiki. Dolžina poti v primerjavi z
delom pri izvajanju pri PRM* in RRT* v splošnem narašča, vendar vidimo
nekaj izjem (Slika 6.11.c). Te izjeme kažejo na to, da je delo odvisno tudi od
drugih parametrov in da ne moremo vedno trditi, da je en dober pokazatelj
drugega.
6.1.5 Primerjava načrtovalnikov, ki delujejo v realnem
času
Pri primerjavi načrtovalnikov, ki delujejo v realnem času bomo med seboj pri-
merjali BiTRRT in kartezijski načrtovalnik. Oba načrtovalnika imata v pov-
prečju čas načrtovanja manǰsi od ene sekunde. To pomeni, da ju lahko upo-
rabimo med izvajanjem prenosov, kar je še posebej uporabno v dinamičnih
okoljih. Čas izvajanja v realnem času predstavlja seštevek časa načrtovanja in
časa izvajanja premika. Z grafa na Sliki 6.12 lahko razberemo, da načrtovanje
pri vseh primerih predstavlja manǰsi del skupnega časa izvajanja. Opazimo,
da je povprečni načrt BiTRRT (BiTRRT povp) s skupnim časom izvajanja
4,60 s, najpočasneǰsi. Sledi mu kartezijski načrtovalnik z natančnostjo 1 cm
(kartezijski 1cm) s skupnim časom izvajanja 3,54 s. Drugi najhitreǰsi je naj-
hitreǰsi najden načrt BiTRRT (BiTRRT min) s skupnim časom izvajanja
3,15 s. Najhitreǰsi je kartezijski načrtovalnik z natančnostjo 10 cm (karte-
zijski 10cm) s skupnima časom izvajanja 2,75 s. Tu je potrebno omeniti, da
sta ”BiTRRT min” in ”kartezijski 10cm” pogojna. ”BiTRRT min” lahko
upoštevamo zgolj, v kolikor predvidimo, da bo načrtovalnik po naključju
našel tako dober ali bolǰsi načrt. ”Kartezijski 10cm” lahko uporabimo zgolj
takrat ko nam natančnost ni pomembna.
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(a) Razmerje časa izvajanja in dela pri izvajanju
(b) Razmerje časa izvajanja in dolžine prepotovane
poti prijemala
(c) Razmerje dela pri izvajanju in dolžine prepotovane
poti prijemala
Slika 6.11: Razmerja parametrov za PRM* in RRT*
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Slika 6.12: Primerjava BiTRRT in kartezijskega načrtovalnika
6.1.6 Primerjava časovno najbolj optimalnih načrtov
Pri primerjavi časovno najoptimalneǰsih načrtov med seboj primerjamo pov-
prečja in minimume PRM*, BiTRRT in kartezijski načrtovalnik (z natančnostjo
1 cm). Povprečje in minimum sta pri kartezijskem načrtovalniku vedno
enaka.
Čas izvajanja (Slika 6.13.a) je v povprečju najvǐsji pri PRM*, hkrati pa
ima PRM* najnižji minimum. To kaže na to, da je kljub veliko hitreǰsemu
načrtovanju BiTRRT bolj zanesljiv. PRM* najde zgolj 0,01 s hitreǰso rešitev
kot BiTRRT, kar kaže na to, da BiTRRT ni slab pri iskanju čimbolj optimal-
nih rešitev. Kartezijski načrtovalnik ima najmanǰse povprečje, kar pomeni,
da v povprečju najde najhitreǰso rešitev, a ima hkrati največji minimum, kar
pomeni, da nikoli ne najde bolj optimalnega načrta. Delo pri izvajanju (Slika
6.13.a) je v najbolǰsih primerih (minimum) pri vseh podobno. V povprečju pa
se močno razlikujejo. Najmanǰse povprečje ima kartezijski načrtovalnik, sledi
mu PRM* in nato BiTRRT. Tu je prednost optimizacijskega načrtovalnika
malo večja, saj je razlika v povprečni porabi med BiTRRT in PRM* 50 Jou-
lov. Dolžina prepotovane poti prijemala (Slika 6.13.c) je v splošnem podobna
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preǰsnjemu grafu, ki prikazuje delo, le da je razlika med povprečji kartezij-
skega načrtovalnika in ostalih dveh načrtovalnikov manǰsa. Podobnost lahko
pripǐsemo tudi povezavi med delom in dolžino prepotovane poti, ki smo je
pokazali v preǰsnji točki.
6.2 Primerjava učinkovitosti prenosa v razli-
čnih delovnih okoljih
6.2.1 Razmik pladnjev
Z grafa na Sliki 6.14.a lahko vidimo primerjavo med časom izvajanja in od-
daljenosti pladnja od začetne lege. Zanimivo je, da razmikanje pladnja po osi
X (naprej in nazaj) podalǰsa čas izvajanja za približno 0,01 s na 10 cm, kar je
zelo malo. Premikanje pladnja po osi Y (levo in desno) podalǰsa čas izvajanja
za približno 0,26 s na 10 cm, kar je 26-krat več kot premik po osi X. Premi-
kanje po osi Z (gor in dol) medtem podalǰsa čas izvajanja za približno 0,2 s
na 10 cm. Sklepamo, da oddaljevanje pladnjev po osi Y veča čas izvedbe,
ker je potreben dodaten premik baznega sklepa, ki je najtežji in počasneǰsi.
Delo pri izvajanju (Slika 6.14.b) pri vseh oseh strogo narašča. Medtem ko je
naraščanje pri osi Y in osi Z približno linearno, zgleda krivulja naraščanja pri
osi X eksponentna. Največje naraščanje dela je pri premikanju pladnja po
osi Z, saj se robot in izdelek dvigneta navzgor in se s tem poveča potencialna
energija robota in izdelka. Dolžina prepotovane poti (Slika 6.14.c) pri vseh
oseh strogo narašča. Pri osi Y, kot bi pričakovali, naraščata dolžina poti in
oddaljenost pladnja sorazmerno enako. Pri osi X in osi Z dolžina poti narašča
kot dolžina diagonale v pravokotniku.
6.2.2 Ovira
Z grafa na Sliki 6.15.a lahko vidimo primerjavo med časom izvajanja in veli-
kostjo ovire. Čas izvajanja se pri obeh strogo veča. Pri večanju širine ovire se
poveča čas izvajanja za približno 0,08 s na 10 cm. Krivulja pri večanju vǐsine
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(a) Čas izvajanja
(b) Delo pri izvajanju
(c) Dolžina poti
Slika 6.13: Primerjava časovno najbolj optimalnih načrtov
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(a) Čas izvajanja
(b) Delo pri izvajanju
(c) Dolžina poti
Slika 6.14: Primerjava glede na oddaljenost pladnjev
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ovire ni linearna, a lahko vseeno posplošimo, da se poveča čas izvajanja za
približno 0,1 s na 10 cm. Delo pri izvajanju (Slika 6.15.b) z večanjem obeh
ovir strogo narašča. Medtem ko je sprememba dela pri večanju širine ovire
zelo majhna, večanje vǐsine ovire in delo naraščata linearno sorazmerno. Ta
pojav lahko povežemo z zgornjo ugotovitvijo o vǐsanju pladnja po osi Z. Tako
kot pri delu, tudi pri dolžini prepotovane poti, krivulji strogo naraščata (Slika
6.15.c).
6.3 Izvajanje na pravem robotu
Pri polovični hitrosti robotski manipulator za en prenos porabi 4,48 s. Če
predvidevamo, da kotna hitrost v sklepih narašča linearno, to pomeni, da pri
največji hitrosti, robotski manipulator za prenos porabi 2,24 s. Najhitreǰsi
načrt dobljen z našo evalvacijo je 2,34 s. Napaka je 4 %, kar lahko delno
pripǐsemo temu, da kotna hitrost na robotskem manipulatorju verjetno ne
naraste popolnoma linearno.
Moč, ki jo dobimo z deljenem dela in časa izvajanja našega najbolǰsega
načrta, je enaka 55,21 W. Robotski manipulator je med premikom imel po-
rabo tudi okoli 55 W. Iz tega lahko sklepamo, da so naši izračuni dela rela-
tivno natančni.
6.4 Ekonomski pomen časa izvajanja in dela
pri izvajanju
Oglejmo si scenarij v katerem robot prenose izvaja cel dan. Za cel cikel pre-
nosa (tcikelPrenosa) enega izdelka potrebuje 8,68 s (6.1). Čas prenosa (tprenos)
je 2,34 s in čas zapiranja in odpiranja prijemala (tprijemalo) je 2 s.
tcikelPrenosa = 2 ∗ tprenos + 2 ∗ tprijemalo (6.1)
V dnevu je 86.400 sekund, kar pomeni, da lahko v enem dnevu robot
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(a) Čas izvajanja
(b) Delo pri izvajanju
(c) Dolžina poti
Slika 6.15: Primerjava glede na velikost ovire
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prenese 9.953 izdelkov. Če pri tem porablja povprečno 55 W, je to v 24 urah
1,32 kWh. Če predpostavimo, da je cena 1 kWh električne energije 0,08
evra [15], to pomeni, da en dan izvajanja stane 0,1056 evra. Za prenos enega
izdelka tako porabimo 0,00001 evra električne energije. Denarno vrednost
prenosa enega izdelka je težko oceniti, saj so to zaupne informacije. Kljub
temu predvidevamo, da je ta vrednost veliko večja od 0,001 centa, kolikor je
cena elektrike za prenos enega izdelka. Zato je čas izvajanja, ki določa število
prenesenih izdelkov, toliko bolj pomemben kot delo pri izvajanju.
Pokažemo lahko še razliko v številu izdelkov glede na oddaljenost pla-
dnjev. Če imamo pladenj, ki je od začetne lege oddaljen za 0,5 m po osi Y,
se čas prenosa (tprenos) poveča za 1,3 s na 3,64 s, kar je 55 % povečanje. To
pomeni, da glede na Enačbo 6.1 robot v enem dnevu prenese 7.646 izdelkov,
kar je 2.306 izdelkov manj kot jih prenese v začetni poziciji. To je 23 % manj
izdelkov. Opazimo lahko, da razlika ni sorazmerna s podalǰsanjem prenosa.
To je zaradi relativno dolgega prijemanja, ki skupni čas cikla prenosa poveča
za 85 % glede na čas prenosa. Za ostale primere izračunamo izgubo po ena-
kem postopku kot zgoraj. Premik pladnja po osi X za 50 cm tako ustvari
0,85 % manj izdelkov. Premik pladnja po osi Y za 50 cm ustvari 23 % manj
izdelkov. Premik pladnja po osi Z za 50 cm ustvari 17 % manj izdelkov.
Povečanje ovire v širino za 50 cm ustvari 6,8 % manj izdelkov. Povečanje
ovire v vǐsino za 50 cm ustvari 8,5 % manj izdelkov. Iz tega lahko sklepamo,
da je najbolje večati oddaljenost pladnja po osi X, nato večati ovire, najprej
v širino, nato pa še v vǐsino. Drugo najdražje je večanje razlike v oddaljenosti




V tem poglavju bomo predstavili ugotovitve in zaključke, ter opisali možnosti
za izbolǰsavo in nadaljnje delo.
7.1 Ugotovitve in zaključki
V nalogi smo v simulacijskem okolju primerjali delovanja štirih različnih
načrtovalnikov. To so PRM*, RRT*, BiTRRT in kartezijski načrtovalnik.
Načrtovalnike smo evalvirali s pomočjo modela robotskega manipulatorja
UR10e s prijemalom Robotiq 2F-85. Iskali smo načrtovalnik, ki lahko poǐsče
najbolj optimalen načrt za prenos škatlice (izdelek) iz enega pladnja na dru-
gega, glede na čas izvajanja in količino fizikalnega dela pri izvajanju.
Primerjali smo dva optimizacijska načrtovalnika (PRM* in RRT*). PRM*
se je za naš problem izkazal za najbolǰsega, saj je našel načrt premika, ki traja
najmanj časa in hkrati opravi relativno malo dela. Ker gre za optimizacijski
načrtovalnik in lahko načrtovanje traja tudi več ur, je ta načrtovalnik prime-
ren le za primere, ko imamo že vnaprej določeno okolje, ki se ne spreminja.
Tako lahko izvedemo načrtovanje premika pred premiki in nato premike izva-
jamo po tem načrtu. RRT* se je izkazal za nekoliko slabšega kot PRM*, saj
so bili najbolǰsi načrti premikov po času izvajanja in delu pri PRM* veliko
bolǰsi kot tisti pri RRT*.
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Načrtovalnik BiTRRT se je izkazal za zelo uporabnega, ker je lahko v
realnem času našel rešitve, ki so bile zelo dobre. Kljub temu ta načrtovalnik
deluje relativno naključno in hitro najde tudi slabe rešitve, zato priporočamo
poganjanje z veliko dovoljenimi poskusi (enako ali več kot 1000).
Pri vseh avtomatskih načrtovalnikih (BiTRRT, PRM* in RRT*) se je
omejevanje iskalnega prostora s stenami izkazalo za dobro, zato to priporočamo
vsem uporabnikom. Pri tem je pomembno, da so te stene dovolj široke, da
načrtovalniki ne morejo postavljati vozlǐsč na drugo stran stene in jih nato
ne morejo povezati med seboj, kar vodi v slabe rešitve.
Kartezijski načrtovalnik je uporaben v primeru, ko imamo relativno pre-
prosto delovno okolje in nam je le to v celoti znano. Zaradi predhodenga
računanja leg skozi katere se bo manipulator premaknil, ta načrtovalnik zah-
teva več programiranja in ni robusten za spremembe v okolju. Velikost raz-
mika med točkami v načrtu premika določa tudi hitrost izvedbe premika. Če
želimo, da bo načrt kartezijskega načrtovalnika natančen (tako kot pri ostalih
načrtovalnikih), bo prenos počasneǰsi, kot v primeru, ko nas natančnost ne
skrbi.
Največji prispevek te naloge so ugotovitve narejene glede vpliva velikosti
razdalj med začetnim in končnim pladnjem ter vpliva velikosti ovir na čas
izvajanja. Izkazalo se je, da ima največji prispevek k času izvajanja oddalje-
vanje pladnjev po osi Y. Najmanǰsi prispevek k času izvajanja ima pomikanje
pladnja po osi X. Te in druge ugotovitve, ki so predstavljene v poglavju 6.4,
lahko pomagajo pri načrtovanju tovarn in postavitvi odlagalnih površin ali
tekočih trakov. Hkrati pa lahko glede na te ugotovitve inženirji v podjetjih
postavijo robotske manipulatorje v že obstoječa okolja, tako da bo delovanje
čim bolj optimalno.
Pokazali smo tudi, da je čas izvajanja ekonomsko pomembneǰsi od dela pri
izvajanju, saj je po naši oceni prenos izdelka vreden veliko več kot električna
energija, ki jo je robot porabil za ta premik.
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7.2 Izbolǰsave in nadaljnje delo
Možne izbolǰsave in nadgradnje te naloge so simulacija pravega delovnega
okolja iz tovarne, preizkus več optimizacijskih načrtovalnikov in preizkus im-
plementacije načrtov v tovarni. Za bolj natančen rezultat bi bilo smiselno
preizkusiti implementacijo še na robotskem manipulatorju pri najvǐsji hitro-
sti.
V prihodnje bomo nadaljevali z iskanjem najbolj optimalne rešitve, tako
da bomo povečevali čas načrtovanja optimizacijskih načrtovalnikov. Prav
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