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UITTREKSEL 
Programmeerbare logika bied 'n gunstige al ternatief vir 
'n wye verskeidenheid van logika toepassings en word 
steeds belangriker in digitale ontwerpe. 
Die projek het 
sagteware vir 
programmeerbare 
die ontwikkeling van 'n volledige stel 
die implementering van verskeie 
matriks logika (PML) toestelle behels. 
Die sagteware behels die volgende programme: 
• PML-databasis sagteware: Tydens die bepaling van 'n 
sekeringkaart, voorbereiding van 'n JEDEC lEler en die 
simulering van die verwagte werking van 'n PML word 'n 
groot hoeveelheid inligting van die besondere komponent 
henodig. Sodanige inligting word aan die stelsel 
beskikbaar 
program . 
gestel deur die uitvoering van hierdie 
• Sekeringkaart sagteware: Die gebruiker van 'n PML 
spesifiseer die verlangde werking daarvan d .m. v . Boole 
uitdrukkings. Hierdie program maak die invoer en wysiging 
van sodanige ui tdrukkings moontlik. Di t lewer ook 'n 
skematiese voorstelling van die geprogrammeerde PML vir 
evaluering deur die gebruiker. Kommersiele PML 
programmeerders benodig JEDEC l~ers as inset. Sodanige 
l~ers word ook deur hierdie sagteware geskep en gestoor . 
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• Simulasie sagteware: Die gebruiker van 'n PML kan die 
korrektheid van die Boole uitdrukkings verifieer deur die 
verwagte werking van 'n PML wat daarvolgens geprogrammeer 
sou word, te s imuleer . Sodanige s imulas ie word aan die 
hand van die betrokke JEDEC leer gedoen. Hiertydens word 
insetstimulante op die kring na willekeur geselekteer en 
die verwagte werking van die PML word in die vorm van 'n 
waarheidstabel gelewer. 
Evaluering van sagteware: Die korrekte werking van die 
sagteware is bevestig deur die praktiese implementering 
van 'n verskeidenheid ontwerpe. Verskeie van hierdie 
kringe is in onverwante projekte gebruik en bevredigende 
resultate is daarmee behaal. 
Besondere kennis aangaande onderstaande is ingewin: 
• Eienskappe en programmering van PMLs. 
• Formaat en samestelling van JEDEC leers . 
• Die beginsel en toepassing van simulasie van 
elektroniese kringe in die algemeen - en PMLs in die 
besonder. 
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SYNOPSIS 
Programmable logic offers a favourable 
vari~ty of logic applications and is 
importance in digital designs. 
solution to a 
of increasing 
The work in this project concerns the development of a 
complete set of software for the implementation of a 
var iety of Programmable array logic (PAL) dev ices. The 
software consists of the following programs: 
• PAL database software: A large amount of information 
regarding the specif ic component is needed for the 
determination of the fuse map, preparation of the JEDEC 
file and simulation of the expected operation of a PAL. 
The necessary information is made available to the system 
by the execution of this program . 
• Fuse map software : The user of a PAL specifies the 
desired operation thereof by means of Boolean 
expressions. The program which has been developed makes 
the input and modification of such expressions possible. 
It also produce a schematic representation of the 
programmed PAL for evaluation by the user . Commercial PAL 
programmers use JEDEC files as input . Such files can also 
be compiled and stored with this software. 
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• Simulation software : The user of a PAL can verify the 
correctness of a Boolean expression by simulating the 
expected operation of a PAL which has been programmed in 
this way. This simulation is performed by using the 
relevant JEDEC file. During simulation, input stimuli for 
the circuit are selected randomly by the operator, and 
the expected operation of the PAL is represented in the 
form of a truth table. 
Evaluation of the software : Correct operation of the 
software was verified by the practical implementation of 
a variety of designs . A number of these circuits were 
used in unrelated projects and satisfactory results have 
been achieved. 
Particular knowledge regarding the following has been 
obtained: 
• Characteristics and programming of PALs . 
• Format and construction of JEDEC files. 
• Principles and applications of simulation of electronic 
circuits in general and PALs in particular . 
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' n Programmeerbare logika toestel (programmable logic 
device) is 'n grootskaalse integrasie (LSI) toestel 
waarvan die kringstruktuur deur die ontwerper verander 
kan word vir 'n spesifieke toepassing . Daar word aanvaar 
dat programmeerbare logika elke dag belangriker word in 
digitale ontwerpe. 
1 . 2 PROBLEEMSTELLING 
Wanneer 'n programmeerbare matriks logika (programmable 
array logic) toes tel geprogrammeer word met 'n 
programmeerbare matriks logika (PML) programmeerder (en 
die apparaat verifieer dat die toes tel wel korrek 
geprogrammeer is) gebeu r dit tog soms dat wanneer h i erdie 
toes tel in gebruik geneem word dit nie funksioneer soos 
verwag is nie. 
Om hierdie probleem te oorkom is dit wenslik om oor 'n 
program te beskik wat in staat is om die werking van die 
PML ontwerp te simuleer. Dit sal dus toelaat dat 'n baie 
komplekse ontwerp in 'n vroee stadium geevalueer kan word 
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en verhoed dat ontwerpfoute by die hardewarevlak 
gediagnoseer moet word. 
1.3 DOELWIT VAN PROJEK 
Die hoofdoel van die projek was om sagteware te ontwikkel 
wat die werking van 'n PML toestel kan simuleer. Dit het 
ook die ontwikkeling van sagteware behels om 'n Kring as 
'n sekeringkaart v~~r te stel en die sekeringkaart om te 
skakel na 'n JEDEe (Joint Electronic Device Engineering 
Council) leer. 
Die werking van die PML ontwerp word vanaf die JEDEC leer 
gesimuleer. Die JEDEC leer word vanaf die rekenaar na die 
PML programeerder d.m.v. 'n RS232 koppeling oorgedra ten 
einde die PML te programmeer. 
1. 4 HIPOTESE 
Na die mening van die navorser kon sagteware ontwikkel 
word om die volgende funksies te verrig: 
• 'n JEDEC leer vir die programmering van 'n PML te 
genereer ter realisering van 'n stel Boole uitdrukkings. 
• Die verwagte werking van die PML aan die hand van 
sodanige leer te simuleer. 
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1.5 BELANGRIKHEID VAN PROJEK 
Programmeerbare logika is 'n tegnologie wat tans 'n vlak 
van ontwikkeling en groei ondergaan wat dit stewig vestig 
as die mees betekenisvolle vooruitgang in die 
elektroniese industrie sedert die koms van die 
mikroverwerker (Levy,1986: 31). 
Die ontwikkeling van programmeerbare logika het vinnig 
gegroei en teen 1990 was daar reeds sowat 3000 toestelle 
op die mark wat die meer as 300 afsonderlike argitekture 
en 'n verskeidenheid van name ondersteun (Levy, 1991: 
56). 
As gevolg van hierdie groeiende belang in programmerbare 
logika tegnieke is dit van die uiterste belang dat Suid-
Afrikaanse ingenieurs en tegnici op hoogte bly van 
hierdie ontwikkeling. Die primere doel van hierdie projek 
is om gespesialiseerde kennis in die verband op te doen. 
1 . 6 KETODE VAN NAVORSING 
Die projek is in vier fases uitgevoer, nl: 
• Ontwikkeling van PML-databasissagteware. 
• Ontwikkeling van sekeringkaartsagteware. 
• Ontwikkeling van simulasie-sagteware . 
• Evaluering van die sagteware . 
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1 . 6.1 ONTWIKKELING VAN PML-DATABASISSAGTEWARE 
'n Program is ontwikkel om 'n databasis daar te stel 
wat al die inligting omtrent elke PML wat met hierdie 
stelsel gebruik kan word te stoor . Hierdie data word 
benodig om die JEDEC leer saam te stel sowel as vir die 
simulasieproses. 
1 . 6 . 2 ONTWIKKELING VAN SEKERINGKAARTSAGTEWARE 
'n PML toes tel bevat 'n aantal sekerings wat in 'n 
bepaalde patroon voorkom . Deur hierdie sekerings in 'n 
vooraf bepaalde patroon te smelt kan 'n verlangde 
logiese werking verkry word. Daar word na hierdie 
patroon as die sekeringkaart verwys. 
Sagteware is ontwikkel om so 'n sekeringskaart saam te 
stel en dan 'n JEDEC leer te kompileer wat gebruik word 
om die PML te programmeer en om die werking daarvan te 
simuleer . 
1.6.3 ONTWIKKELING VAN SIMULASIE-SAGTEWARE 
'n Simulasieprogram is ontwikkel om die werking van 'n 
PML te simuleer. Hierdie program maak gebruik van die 
JEDEC leer waarvolgens die PML geprogrammeer gaan word, 
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data in die PML-databasis en toetsvektore om die 
werking van die PML te simuleer. 
Die toetsvektore word deur die operateur in die vorm 
van ene en nulle verskaf. Hierdie vektore en die 
resultate word dan in die vorm van 'n waarheidstabel op 
die skerm vertoon. 'n Uitdruk kan ook, indien verlang, 
verkry word . 
1.6.4 EVALUERING VAN DIE SAGTEWARE 
Na voltooiing van die sagteware was dit moontlik om 
die werking van verskeie PML kring ontwerpe te simuleer 
- wat weI met groot sukses gedoen is. 
Die JEDEC leers wat met die sagteware gekompileer is, 
is ook gebruik om 'n aantal PMLs te programmeer en die 
werking daarvan is getoets. Di t is dus 'n indirekte 
evaluering van die geldigheid van die JEDEC leer 
sagteware . 
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HOOFSTUK 2 
PML AS PROGRAMMEERBARE LOGlKA TOESTEL 
2.1 INLEIDING 
Programmeerbare logika toestelle (PLTe) is besig om in 
gebiede in te beweeg wat ontoeganklik was vir 
konvensionele logika. Alhoewel tradisionele 
logikafamilies waarskynlik nog vir baie jare sal bestaan 
word die ontwikkellende PLT tegnologie al hoe meer deur 
ontwerpers aangewend as 'n oplossing tot ontwerpprobleme 
(Frost, 1989b : 666) . 
PLTe is nie beperk tot enige spesiale toepassingsveld 
nie. Elke ontwerper van elektroniese kringe moet dit sien 
as 'n potensiele oplossing vir sy ontwerpprobleem 
(Bostock, 1987: 140). 
PLTe sal waarskynlik mettertyd ontvou in kompleksiteit 
tot die vlak waarteen toepassing spesifieke gelntegreerde 
kringe (TSGK) tot onlangs aangebied is, en dit moontlik 
selfs verbysteek. 
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2.2 DIE AARD VAN PROGRAMMEERBARE LOGIKA TOESTELLE 
Programmeerbare logika toes tel is 'n algemene term vir 
aIle toes tel Ie wat deur die eindgebruiker geprogrammeer 
kan word (Frost, 1989a: 499) .. Die term programmeerbaar 
impliseer dat die funksie van die kring gespesifiseer kan 
word nadat die gelntegreerde kring vervaardig is (Prosser 
. 
& Winkel, 1987: 143). 
Volgens hierdie beginsel is mikrorekenaars ook 
programmeerbare logika toestelle, maar die definisie word 
beperk tot logika komponente met programmeerbare EN en/of 
OF matrikse. Die PLT laat die ontwerper dus toe om som-
van-produkte funksies met 'n groot aantal veranderlikes 
te realiseer. 
2.3 WAAROM PROGRAMMEERBARE LOGIKA? 
Baie logika toepassings is te gekompliseerd vir 
mediumskaalse integrasie (MSI) toestelle en nie geskik 
vir die gebruik van 'n mikroverwerker nie. 
Programmeerbare logika toestelle bied dus die gunstigste 
oplossing tot 'n verskeidenheid van logika toepassings. 
PLTe kombineer programmeringsbuigsaamheid met hoe spoed 
en 'n omvattende keuse van koppelvlakopsies teen relatief 
lae koste (Lakshminarayanan, 1988: 4). 
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PLTe het dieselfde buigsame argitektuur as doelspesifieke 
geintegreerde kringe (custom rCs), maar is meer geredelik 
beskikbaar en is goedkoper en makliker om te gebruik. 
Deur van PLTe gebruik te maak kan 'n ekwivalente logika 
ontwerp voltooi word teen 'n fraksie van die tyd benodig 
vir ander moontlike oplossings - wat weer die algehele 
ontwikkelingstyd van die produk (waarvan die PLT deel is) 
drasties kan verminder (Lakshminarayanan, 1988: 5). 
Deur van ' n PLT in plaas van doelspesifieke geintegreerde 
kringe gebruik te maak, kan kringe byna onmiddellik 
hervervaardig word deur eenvoudig ' n nuwe sekeringskaart 
saam te stel en dit te gebruik om die toestel te 
programmeer (Meyer, 1988b: 67). 
Volgens Bolton (1990: 20) dra die volgende punte by tot 
die toenemende gebruik van programmeerbare logika: 
• Stelsel ontwerp hoef nie op hekvlak uitgevoer te word 
nie. Funksionele beskrywings kan direk in 'n PLT 
beskrywing saamgestel word. 
• Subsisteme met 'n kompleksiteit van 1000-2000 twee-
insethekke kan in ' n enkele pakket geakkomodeer word. 
• Met herprogrammeerbare PLTe, kan foute tydens die 
prototipe stadium opgespoor en herstel word sonder die 
verlies van 'n duur komponent. 
• Moderne PLTe se spoed en kragvebruik is vergelykbaar 
met die van hoe spoed CMOS logika. 
• 'n Klein kapitale belegging word verlang . 
• Ontwerptyd is baie korter as met ander tipes van TSGK. 
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• Die funksie van 'n bestaande stelsel kan gewysig word 
deur slegs die PLT te vervang of te herprogrammeer . 
• Gedrukte kringbord ontwerp kan vereenvoudig word, as 
gevolg van die vryheid van seintoewysings aan penne . 
2.4 PLT KARAKTERISTIEKE 
PLTe is 'n hele familie toestelle met 'n gemeenskaplike 
eienskap, nl. dat die basiese struktuur van almal bestaan 
uit ' n matriks van EN-hekke en OF-hekke 5005 geillustreer 
in fig. 2 . 1. 
Geintegreerde kringe het aan die kringontwerper twee 
keuses gelaat vir die konstruksie van digitale kringe . 
Die een keuse is vaste funksie toestelle - 5005 die 7400 
reeks - en die ander is 
kringe. Die ontwikkeling 
doelspes if ieke 
van PLTe bied 
geintegreerde 
nou aan die 
ontwerper 'n derde opsie, naamlik een tussen vaste 
funksie toestelle en doelspesifieke geintegreerde kringe. 
' n PLT kan gedefinieer 
ongebonde logikamatriks. 
meeste ontwerpers dit as 
wor d as ' n t oestel met ' n 
Om hierdie rede beskou die 
'n semi-unieke toestel, omdat 
die ontwerper di t kan programmeer na gelang van sy eie 
spesifikasies (Burton , 1990 : 1) . Voorbeelde van PLTe is 
Programmeerbare lees aileen geheues (PLAGs) , Program-
meerbare logika matrikse (PLMe) en Programmeerbare 
matriks logika (PML) toestelle . 











--" 1"--------' '--------' 





Fig. 2.1: Basiese struktuur van 'n PLT. 
Om die begr ip t, 0, v PLTe te vergemakl ik is 'n spes iale 
konvensie aangeneem. Figuur 2.2(a) is 'n voorbeeld van 'n 
drie inset EN-hek volgens die konvensionele notasie . 
Figure 2.2(b) tot 2.2(d) is 'n soortgelyke EN-hek. maar 
volgens die PLT notasie. Daar moet op gelet word dat die 
hek met slegs een insetlyn getoon word . Daar word na 
hierdie lyn verwys as die produklyn . Die loodregte lyne 
A.B en C word as die insette beskou. 
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Figuur 2.2 (b) is 'n voorbeeld van 'n hek waar al die 
seker ings gesrnel t is, terwyl f iguur 2.2 (c) 'n hek toon 
waar al die seker ings nog ongeskonde is . F iguur 2 . 2 (d) 
wys 'n ongebruikte hek waarvan al die sekerings nog 
ongeskonde is . 'n Asterisk ( * ) verteenwoordig 'n 
ongeskonde sekering wat dan daardie inset deel rnaak van 
die produkterrn. Die afwesigheid van 'n asterisk 
verteenwoordig 'n gesrnelte sekering wat daardie inset 





Fig. 2.2(a): EN-hek sirnbool 
Insette: ABC 
Peodukl,n I I I I )f----
Fig. 2.2(b): PLT sirnbool waar al die 
sekerings gesrnelt is . 
Insette: ABC 
Produklyn r t r I )-
Fig. 2.2(c) : PLT sirnbool waar al die sekerings 
nog heel is. 
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Insette: ABC 
Produklyn I I I 1)( ~  
Fig . 2.2(d): PLT simbool wat aandui dat EN-
hek nie gebruik word nie. 
In figuur 2.3 word van basiese PLT simbole gebruik gemaak 
om 'n twee inset programmeerbare EN-matriks wat 'n OF-hek 
voer te illustreer. Die uitset van die OF-hek is volgens 





I Produkterme I / lyne I 
I ) Uits et 
Produk 
J X r I 
Fig . 2 . 3: Illustrasie van 'n basiese PLT. 
2 . 5 PROGRAMMEERBARE MATRIKS LOGlKA (PML) 
In 1978 het Monolithic Memories 'n programmeerbare 
matriks logika familie van omtrent vyftien toestelle 
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bekend gestel. Die doel was om dit moontlik te maak om 
die bestaande logika toestelle in 'n gegewe kring te 
verminder deur dit te vervang met PMLs. 'n Enkele PML kan 
5 tot 10 logika toestelle in 'n kring vervang (Klingman, 
1982: 96). Behalwe dat die PMLs deur die gebruiker 
geprogrammeer kan word, bied dit ook die volgende: 
tristaat ui tsette, register ui tsette en programmeerbare 
die uitsetpenne 
inset of uitset te 
inset/uitset (dit beteken dat 
geprogrammeer 
funks ioneer) . 
kan word 
Hierdie 
om as 'n 
karateristieke 
koppeling met mikroverwerkeenhede. 
vergemaklik 
Die gebruik van hek matriks logika (gate arrays) was 
gewoonlik 'n groot uitdaging vir die onervare ontwerper. 
Selfs vir die ervare ontwerper was die ontwerpsiklus soms 
lank en duur terwyl die eindresultaat soms onbuigsaam en 
selfs foutief was. In teenstelling hiermee voorsien 
programmeerbare matriks logika 'n struktuurontwerp 
benadering wat eenvoudig en maklik is om te leer (Greiner 
& Schmitz, 1984: 243). 
Die PML voorsien 'n sistematiese manier om komplekse 
logikafunksies te genereer. Programmeerbare matriks 
logika is 'n spesiale geval van programmeerbare logika 
matriks wat 'n vaste OF matriks het i.p.v. die 
programmeerbare OF matriks 5005 by gewone PLMs . Omdat die 
produkterme van 'n PML gebonde is tot 'n beperkte aantal 
vir elke uitset is die PML se gebruike meer beperk as die 
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van 'n PLM . PMLs is egter baie goedkoper en is makliker 
om te programmeer (Lam & O'Malley, 1988: 195) . 
Die programmeerbare lees aIleen geheue (PLAG) voorsien 'n 
vooraf bepaalde stel produkterme en die ontwerper kan die 
gedrag van elke som-van-produkte spesifiseer. Hierdie 
struktuur is bruikbaar as 'n geheue en vir logika 
bewerkings wat voldekodering van insette verlang . Tog het 
die PLAG beperkte toepass ings ten opsigte van algemene 
die beperkte aantal logika gebruike a.g . v. 
insetveranderlikes en die formaat van die ui tdrukkings 
wat dit kan realiseer. 
By die PML kan die ontwerper die gedrag van die 
produkterme spesifiseer, maar die Booise sommering van 
produkterme vir realisering van 'n spesifieke uitdruking 
is nie programmeerbaar nie. Die programmeerbare 
produkmatriks en die nie-programmeerbare OF-matriks 
voldoen baie goed aan die vereistes van digitale ontwerpe 
(Prosser & Winkel, 1987 : 147). 
Die buigsaamheid van PMLs is tussen die van PLMe en 
PLAGs. In die praktyk is die PML egter by verre die mees 





soos I/U penne, registers en 
funksies maak PMLs ideaal vir 
logika funksies {Lakhminarayanan, 
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2.5.1 PML BENAMING 
Anders as by ander PLTe kan baie omtrent die stuktuur 
van die PML vanaf die toes tel benaming afgelei word . 
PMLs word as volg genommer: PALmXn , waar die m die 
aantal insette na die EN-hek matriks voorstel, n is 
die aantal uitsette en X definieer die uitset 
struktuur . 
Die algemene letters wat by PMLs gebruik word om die 
uitset struktuur te definieer is : 
• H - aktief HOE uitset 
• L - aktief LAE uitset 
• R - uitset met wipkring 
• P - programmeerbare polariteit 
• S - gedeelde EN-hekke 
'n Twintigpen PML het gewoonlik 18 logika verbindings. 
Indien m+n groter is as 18 beteken dit dat die PML 
Inset/Oitset (tweerigting) penne het. Die aantal 
toegewysde insetpenne kan dan bepaal word deur n af te 
trek vanaf 18. Dit kan makl iker verdui delik wor d aan 
die hand van 'n voorbeeld . 
Oorweeg die PAL16L8 . Hier is m+n groter as 18 en dus 
is daar I/O penne teenwoordig. Dit lewer die volgende 
konstruksie : 
• 10 insetpenne : 18- 8= 10 
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• 6 penne is ui tset te met terugvoer, of kan ook as 
insette gebruik word: 16-10=6 
• 2 uitsetpenne (sonder terugvoer): 8-6=2 
2.5.2 PML KONFIGURASIES 
PMLs is beskikbaar in beide bipolere en CMOS 
konstruksies. Eersgenoemde maak gebruik van smeltbare 
verbindings en kan . slegs eenmaal geprogrammeer word. 
Laasgenoemde maak gebruik van geisoleerde hek MOS en 
is UV of elektries uitveebaar (Horowitz & Hill, 1989: 
502). 'n Ontwerper kan effektief 'n doelspesifiElke 
geintegreerde Kring binne 'n paar uur ontwerp en maak 
deur gebruikmaking van 'n PML toestel (Uffenbeck, 
1987 : 311). 
Verskeie PMLs is ontwikkel om die totale spektrum van 
logika funksies te dek. Dit laat die ontwerper toe om 
'n PML te kies wat die beste by sy toepassing sal pas. 
2.5.2.1 HEK MATRIKSE 
'n PML implementeer som-van-produkte logika deur 
gebruik te maak van 'n programeerbare EN- matriks 
waarvan die produkterme 'n gebonde OF-matriks voer. 
Omdat die som-van-produkte vorm haas enige Boole 
oordragfunksie kan uitdruk, word die PMLs se 
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gebruike slegs beperk deur die aantal terme 
beskikbaar in die EN en OF matrikse (Coates, 1988 : 
668) . 
PML hek matrikse is beskikbaar in verskeie groottes 
met beide aktief hoe en aktief lae uitset 
konfigurasies. Figuur 2.4 illustreer so 'n hek 







Fig 2.4: Hek matriks 
2.5.2.2 PROGRAMMEERBARE I/U 
Die maksimum moontlike aantal irisette en uitsette 
by PMLs is nie al tyd vas nie. Toestelle, soos die 
16L8, is beskikbaar waarvan die uitsette ook as 
insette gebruik kan word soos bespreek in paragrawe 
2.5 en 2.5.1. F iguur 2.5 is ' n voorbeeld hiervan . 
'n Dr iestaat ui tsetbuffer bepaal die r igting van 
datavloei wat die toes tel Ie geskik maak vir 
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bewerkings soos skuif en rotering van serie data 
(Levy. 1986 : 31). 
r-
r-}--
r-)-- H I/U 
~ b-, 
s;.. 
Fig 2 . 5 Programmeerbare I/U. 
2.5.2.3 REGISTER UITSET MET TERUGVOERING 
Van die PMLs (soos die 16R8) het register uitsette 
met terugvoering (figuur 2 . 6) . Elke som-van-
produkte uitset word gestoor in 'n D-tipe wipkring 
tydens die leirand van die klokpuls . Die Q ui tset 
van die wipkr ing kan dan na die ui tsetpen 
deurgelaat word deur die aktief lae tristaat buffer 
te aktiveer. 
Die nie-Q uitset van die wipkring word teruggevoer 
na die PML matriks as 'n insetveranderlike . Die 
terugvoering stel die PML in staat am die vorige 
staat te "onthou" en sodoende sy funksie te wysig 
as 'n resul taat van daardie staat. Dit laat die 
ontwerper toe om 'n PML te programmeer om funksies 
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soos optelling en aftelling uit te voer (Birkner & 
Coli, 1983: 1.9). 
-
"- ~. R>~r - 0 
I 
Fig 2.6 Register uitset met terugvoering. 
2.5.3 PML TEGNOLOGIE 
Na t ional Semiconductor PMLs word vervaardig deur van 
dieselfde hoe-volume tegnologie gebruik te maak as wat 
gebruik word tydens die vervaardiging van PLAGs. Die 
insette bestaan ui t PNP transistors . Al die ui tsette 
is standaard TTL drywers met interne aktiewe-
optrektransisters (Progammable Logic Databook by 
National Semiconductor, 1983: 24.11). 
Emitter-gekoppelde- Logika (EKL) het gelei tot 
belangrike deurbrake in die vermindering van 
voortplantingsvertraging. EKL bied meer spoed en 
verwante voordele as enige ander tipe logikakring. 
National Semiconductor bied 'n verskeidenheid van EKL 
PMLs aan (Burton, 1990 : 95). 
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'n Alternatief tot PMLs is Harde matriks logika 
(HML). HML is soortgelyk aan PMLs, maar verskil in die 
opsig dat dit masker programmeerbaar is . Die HML is 'n 
koste-effektiewe oplossing indien groat getalle van 
dieselfde antwerp verlang word . Dit is uniek in die 
sin dat dit 'n hekmatriks is met 'n programmeerbare 
prototipe (Birkner & Coli , 1983 : 1.11) . Dit wil se dat 
'n PML geprogrammeer word en indien dit korrek 
fuksioneer word dit as 'n prototipe gebruik am 'n 
klomp HMLs te vervaardig . 
2 . 5 . 4 KEUSE VAN PML 
Voordat 'n PML geselekteer word vir gebruik in 'n 
kring, is die ontwerper verplig om die volgende twee 
waarnemings omtrent die logikakring te maak : 
• Die aantal insette en uitsette na en van die kring 
moet minder of gelyk wees aan die insette en uitsette 
van die PML . 
• Die aantal produkterme en die verpreiding daarvan na 
die OF-hekke moet in aanmerking gene em word (Jay, 
1986: 67). 
Die finale keuse t.o . v . watter toestel om te gebruik 
sal van spoed, drywingsdissipasie en koste afhang. 
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2.5.5 PROGRAMMERING VAN PMLs 
Die meeste mod erne programmeerders word gebruik in 
samewerking met programmeringsagteware soos PALASM, 
ABEL en CUPL. Hierdie sagteware stel 'n sekeringskaart 
in JEDEC formaat saam wat dan d.m . v. 'n RS232 
koppeling na 'n PML programmeerder oorgedra word 
(Jordaan, 1988 : 15) . 
Die eenvoudigste sagteware laat die gebruiker toe om 
die sekerings wat gesmelt moet word te kies. Die 
gebruiker moet dus bepaal watter sekerings gesmelt 
moet word om die verlangde logika werking te verkry. 
Beter sagteware pakkette laat toe dat 'n Boole 
uitdrukking gespesifiseer word . Die uitdrukking word 
dan geminimaliseer en omskep in ' n sekeringskaart wat 
gebruik word om die PML te programmeer (Horowi tz & 
Hill, 1989 : 504) . 
Die volgende prosedure word gevolg tydens die 
programmering van 'n PML: 
• 'n Logikafunksie word in die vorm van som- van-
produkte geskryf . 
• 'n PML word geselekteer . 
• ' n Sekeringskaart word saamgestel en grafies vertoon 
(hierdie stap word soms uitgelaat). 
• Die sekeringskaart word omgeskakel na 'n JEDEC 
formaat. 
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• JEDEC leer word na die programmeerder oorgedra d . m. v 
'n RS232 koppeling en die PML word geprogrammeer. 
2 . 5.5.1 JEDEC FORMAAT 
Die formaat wat gebruik word om sekeringskaart-
inligting oor te dra na die programmeerder is die 
JEDEC Standaard No . 3-A (Standaard data oordrag 
tussen die data voorbereidingsisteem en 'n 
programmeerbare logika programmeerder). 'n Tipiese 
JEDEC leer word in Figuur 2.7 uitgebeeld. 
·Ontwerp deur : G.J. Booysen 
Datum ontwerp: 22-02-1993 















Fig. 2.7: JEDEC leer 
'n Jedec leer bestaan uit die volgende: 
• Begin-van-teks karakter (ASCII 02 hex). 
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• 'n Aantal velde wat met een of twee karakter-
identifiseerders begin en eindig met 'n asterisk 
(*) . 
• Einde-van-teks karakter (ASCII 03) . 
• 'n Viersyfer heksadesimale transmissie 
kontrolegetal . 
Tabel 2 . 1 is 'n samevatting van die JEDEC veld-
identifiseerders. 
Tabel: 2 . 1 JEDEC veldidentifiseerders 
Identifiseerder Beskrywinq 
<Geen> Ontwerpspesifikasie 
QP Die aantal penne van toes tel 
QV Die totale aantal toetsvektore 
QF Die tot ale aantal sekerings 
G Sekuriteitsekering 
F Aanvanklike sekeringswaarde 
L Sekeringslys 
C Sekering kontrolegetal 
V Toetsvektore 
Die eerste veld na die begin-van- teks karakter is 
die ontwerpspesifikasies . Dit bevat informasie 5005 
die ontwerper se naam, die datum , ens. Die veld 
eindig met 'n asterisk. 
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Die G veld spesif iseer of die sekur i tei tsekerings 
van die toestel gesmelt moet word of nie . 
Die F, L en C velde spesifiseer die sekeringskaart 
informasie as volg: 
• Die F veld spesifiseer die sekeringswaarde d . w. s 
'n een of 'n nul, wat gebruik word vir die 
sekeringsposisies wat nie gespesifiseer word in die 
sekeringslys nie (L veld). 
• Een of meer L velde spesifiseer die 
sekeringskaart data . Die desimale getal na die L 
karakter is die aanvanklike sekeringswaarde vir 
daardie veld. Die desimale getal word gevolg deur 
'n spasie en 'n lys 0 en 1 waardes. 'n 
Sekeringswaarde van 0 dui aan dat die sekering 
ongeskonde bly terwyl 'n 1 aandui dat die sekering 
geblaas moet word. 
• Die C veld spesifiseer 'n viersyfer heksadesimale 
sekering kontrolegetal . Die kontrolegetal word 
bereken slegs vanaf die sekeringlys data in die L 
veld. Hierdie kontrolegetal verskil van die globale 
transmissiekontrolegetal wat na die einde- van-teks 
karakter verskyn . 
Die volgende V veld is opsioneel en spesifiseer die 
toetsvektor data van die ontwerp . Die desimale 
getal na die V karakter is die toetsvektornommer . 
Die toetsvektore sal aangewend word volgens hul 
nommers en nie volgens die volgorde waarin hul in 
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, 
die JEDEC l~er verskyn nie . Die vektornommer word 
gevolg deur 'n spasie en 'n lys toetsvektore . 
2.6 OPSOMMING 
Die gebruik van PLTe verminder die totale aantal 
komponente in 'n ontwerp en gee dus aanleiding tot 
kleiner gedrukte stroombane en verbeterde betroubaarheid 
(Meyer, 1988a: 59). Dus verhoog die vertroue in die 
sisteem terwyl die koste daarvan verlaag . 
Elkeen van die subfamilies bv: LAGs, PLMs en PMLs het 
spesifieke voordele . LAGs is bruikbaar waar die 
spesifikasie 'n woordstruktuur formaat het of waar 'n 
groot aantal produkterme verlang word. PLMs is die mees 
buigsame tipe omdat aile produkte gedeel kan word. Die 
PML is egter dikwels die beste keuse van die drie omdat 
die PML meer ekonomies is om te gebruik met tipies die 
kortste voortplantingsvertraging (Bolton, 1990 : 150) . 
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HOOFSTUK 3 
SIMULASIE VAN ELEKTRONIESE KRINGE 
3.1 INLEIDING 
Simulasie is 'n alledaagse verskynsel wat op verskeie 
terreine toegepas word . Deur simulasie word gepoog om die 
werklike situasie na te boots teen 'n relatief lae koste. 
Die resultaat van die simulasieproses sal nie noodwendig 
presies ooreenstem met wat in die praktyk ondervind word 
nie, maar dit gee 'n goeie aanduiding van wat verwag kan 
word. Simulasie word gedefinieer as 'n kwantitatiewe 
prosedure waardeur 'n werklike proses of situasie omskryf 
word deur 'n model van daardie proses of situasie op te 
stel en die werking van die proses oor die verloop van 'n 
bepaalde tydsduur na te boots ten einde die gedrag van 
die werklike proses te voorspel (Redelinghuis, et al, 
1985: 389). 
3.2 DIE AARD VAN SIMULASIE 
Ten einde die verwagte werking van 'n kring of proses 
(algemeen na verwys as 'n stelsel of sisteem) te voorspel 
moet 'n aantal aannames gemaak word van hoe dit 
funksioneer . Hierdie aannames, wat gewoonlik die vorm van 
wiskundige of logiese verwantskappe aanneem, vorm 'n 
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model wat gebruik word om begrip vir die werking van so 
'n sisteem te verkry . Indien die verwantskappe wat so 'n 
model uitmaak relatief eenvoudig is, is dit moontlik om 
van wiskundige metodes gebruik te maak om akkurate 
inligting te bekom op vrae van belang. Di t word die 
analitiese metode genoem. 
Daar is egter sisteme wat te kompleks is om deur middel 
van realisties ~ modelle analities ge~valueer te word en 
hierdie modelle moet deur middel van simulasie ondersoek 
word. By simulasie word 'n rekenaar gebruik om 'n model 
numeries te evalueer en data word versamel om 'n skatting 
te maak van die korrekte karakteristieke wat verlang word 
van die model . 
Simulasie van sisteme is , n algemene gebruik in 
navorsing, ingenieurswese en die bestuurswetenskappe. ' n 
Nog wyer aanvaarding en benutting van simulasie word 
egter deur ' n aantal faktore verhoed. Modelle wat gebruik 
word om groot sisteme te ondersoek, is soms baie 
kompleks en om rekenaarprogramme te skryf om dit te 
simuleer is baie veeleisend . Die ontwikkeling van 
ui ts tekende sagtewareprodukte wa t voors ien in baie van 
die eienskappe wat benodig word vir die kodering van so 
'n simulasiemodel het egter hierdie taak in die onlangse 
verlede aansienlik vergemaklik. 
Simulasie van komplekse sisteme neem baie rekenaartyd in 
beslag. Hierdie probleem word egter minder ernstig namate 
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die koste van rekenaars en rekenaartyd afneem. Laastens 
bestaan daar ongelukkig die indruk dat simulasie slegs 'n 
oefening alhoewel 
rekenaarprogrammering 
'n gekompliseerde een 
is (Law & Kelton, 1991 : 1). 
in 
Simulasie van komplekse kringe vind baie stadiger plaas 
as die spoed waarteen die werklike kringe funksioneer . 'n 
'n elektroniese kring, Streng funksionele simulasie van 
waar daar aangeneem word dat al 
vertraging het, is relatief vinnig, 
die komponente 
maar 'n baie 
zero 
meer 
realistiese simulasie, waar al die slegste-geval strek 
van vertragings vir aIle seinpaaie bereken en oorweeg 
word, is baie stadiger , (Wakerly, 1990: 662). 
3.3 SIMULANTDATABASIS 
Enige simulant maak gebruik van 'n databasis om sekere 
inligting oor aIle komponente waarvan die werking 
gesimuleer kan word te stoor. By gelntegreerde kringe kan 
so ' n databasis byvoorbeeld 'n komponentmodel bevat wat 
die toestelle se logiese en elektriese werking beskryf. 
Die minimum wat so 'n komponentmodel van 'n gelntegreerde 
kring moet bevat is die identifisering van elke pen as 
uitset of inset. Die komponentdatabasis kan ook die 
slegste-geval vertragingswaarde vir elke inset-na-uitset, 
asook die opstel- en houtye vir toestelle wat van 'n 
klokpuls gebruik maak, voorsien. 
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Die data beskikbaar in die databasis word deur die 
simulant aangewend om die algehele werking van die kring 
vir 'n gegewe reeks insette te voorspel. Die ontwerper 
verskaf 'n reeks inset te wa t op die kring toegepas kan 
word en die simulantprogram bepaal hoe die kring sal 
funksioneer op sodanige insette. Op hierdie manier is dit 
moontlik om 'n hele kring te ontfout sonder enige 
kraaineskonstruksie, en om 'n gedrukte kring te monteer 
wa t die eerste keer reg behoort te werk (Wakerly, 1990 : 
661) . 
3.4 SIMULASIE VAN ANALOOGKRINGE 
'n Aantreklike maa ier om 'n analoogkring te analiseer is 
d . m.v. rekenaarsimulasie. 'n Rekenaar is in staat om van 
gedetailleerde modelle van verskeie komponente gebruik te 
maak tydens kringanalise. Dit kan fisiese faktore 5005 
temperatuurafhanklikheid en komponent toleransies 
infaseer tydens 'n 5 imulasieproses. Met die toenemende 
gebruik van persoonlike rekenaars en verwante sagteware 
het simulasie ' n populere tegniek gewo r d op baie gebiede 
van kring analisering en ontwerp (Savant, Roden & 
Carpenter, 1991: 27). 
Kringsimulante gebruik elektriese elemente as basiese 
elemente . Die mees gewilde analoog kringsimulant is die 
Berkeley SPICE program wat haas enige diskrete komponent 
as basiese element gebruik. SPICE is ' n groot en kragtige 




wisselstroomtransiente en Fourier- analises . 
geIykstroom, 
Kringe kan 
bes taan ui t weers tande, kapas i tors, induktors, diodes, 
afhanklike en onafhanklike spanning- en stroombronne, 
sowel as ander haIfgeIeiertoestelle (Scott, 1987 : 703) . 
Ander rekenaar simulasieprogramme 5005 PSPICE en MICRO-
CAP III is beskikbaar vir simulasie van anaIoogkringe . 
'n Groot verskil tussen die verskiIIende 
simulasieprogramme is die manier 
geteken word. SPICE vereis dat 
komponente spesifiseer in terme van 
huIIe verbind is terwyl MICRO- CAP 
waarop die kringe 
die gebruiker die 
die nodes waaraan 
III die gebruiker 
toelaat om die kring direk op die rekenaarskerm te teken 
(Savant, et aI, 1991: 27) . 
3 . 5 SI MULASI E VAN DIGITALE TOESTELLE 
Tydens die ontwerp van digitale sisteme is die koste en 
tydsvertraging betrokke in die produksie van hardeware te 
hoog om on twerp d.m.v. g i ssing en ver gissing toe t e Iaat. 
Tog moet elke poging aangewend word om ontwerpfoute op te 
spoor en te korrigeer . Rekenaarsimulasies 
bruikbaar vir hierdie doel (Unger, 1989 : 255). 
is baie 
Om 'n uitset te verskaf benodig 'n Iogikasimulant twee 
insette. Die eerste inset verskaf 'n Iogikabeskrywing van 
die kring onder evaluering, terwyl die tweede 'n 
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toetspatroon van logika ene en nulle bevat wat op die 
insette van die kring verlang word . Die simulant plaas 
die ene en nulle in die sagtewaremodel en verskaf 'n 
verwagte uitset in die vorm van logikavlakke (Meyer, 
1988b : 65) . 
By logika analise is dikwels slegs die logiese funksie 
van die toes tel Ie van be lang en daar word aangeneem dat 
al die hekke dieselfde vertragingstyd het. Omdat die 
tydsvertraging hier nie in berekening gebring word n i e is 
hierdie tipe simulasie net bruikbaar om die logiese 
korrektheid van 'n ontwerp te verifieer . Indien die 
logies korrekte ontwerp verkry is, kan 'n tydanalise 
uitgevoer word . Hierdie sagteware program bereken die 
node-tot-node vertraging op 'n soortgelyke wyse as wat 
die ontwerper dit met die hand kan bereken (Schilling, et 
aI, 1989: 866) . 
3.5.1 SIMULANT TIPES 
Di e doel van simulasiesagteware is om die korrektheid 
- tot 'n meerdere of mindere mate en op verskillende 
vlakke van logikaverteenwoordiging - van 'n ontwerp te 
bevestig. 'n Aantal verskillende tipes simulante is 
oor die jare ontwikkel. Hierdie simulante verskil van 
mekaar t. o. v . hul doel en die basiese elemente wat 
hulle gebruik om die logika te verteenwoordig . Die 
simulante kan in die volgende tipes ingedeel word : 
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• Hekvlaksimulante 
• Funksionele en gemengde-modus simulante 
3.5.1.1 HEKVLAKSIMULANTE 
Daar word van twee benaderings by die 
hekvlaksimulantsagteware gebruik gemaak. Enersyds 
word twee aparte programme gebruik om die logika-
analise en tydanalise uit te voer. Alternatiewelik 
word 'n gekombineerde program gebruik om albei 
analises uit te voer. 




parameters vir die hekvlaksimulant en word in 'n 
databasis gestoor. Hierdie parameters word gebruik 
as insetdata vir die simulant. 
Insette na die simulant, soos voorgestel in figuur 
3.1, is die vergelyking wat deur die 
logikasagteware gegenereer word, die insetstimulus 
en die data in die databasis. Die simulant voer 
logika- sowel as tydanalise uit deur van die 
insette gebruik te maak . 






, , , 
Hekvlak-
simulant 
Logika- analise uitset 
, if Tydanalise uitset 
Fig. 3 . 1: Blokdiagram van 'n hekvlak simulant 
3.5.1.2 FUNKSIONELE EN GEMENGDE-MODUS SIMULANTE 
Groot ontwerpe maak gewoonlik van gemeenskaplike 
funksionele blokke soos ewe toeganklike geheues 
(ETG), lees alleen geheues (LAGs) , rekenkundige en 
logiese eenhede (RLE), ens. gebru i k . Dus kan die 
simulasietyd van die sentrale verwerkeenheid 
verminder word aangesien 'n blokbou benadering 
gevolg word . Sodra 'n groot blok ontwerp, en op 
kring- of hekvlak gesimuleer is , kan 'n funksionele 
model geskep word wat in die plek van 'n blok 
geplaas word vir tot ale kr i ngsimulasie. 
Funksionele- simulante is simulante wat groot 
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blokdefinisies kan akkommodeer en geintegreerde 
werking van ' n kr ing kan s imuleer in terme van 
groot blok inset- en uitsetseine (dus 'n 
hierargiese benadering). 
Simulante wat 'n mengsel van hierdie groot blokke 
en elementere hekke kan akkommodeer word gemengde-
modus simulante genoem. 
3.5.2 KOMPONENTMODELLE 
Simulante maak van verskillende komponentmodelle, wat 
in die databasis gestoor word, gebruik . Funksies word 
deur die simulant opgestel en opgelos deur gebruik te 
maak van hierdie modelle en die kringstruktuur. 
Digitale simulante maak gewoonlik gebruik van een van 
die volgende modelle vir elke logika element: 
3.5.2.1 GEDRAGSMODEL 







indien al die insette 
Hierdie tipe beginsel word 
deur die gedragsmodel uitgevoer en word tydens 
simulasie gebruik . 
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3 . 5 . 2 . 2 STRUKTUURMODEL 
Groter elemente kan gemodelleer word as 'n 
versameling van kleiner elemente met gedefinieerde 
gedragsmodelle. 'n 74LS138 3-tot-8 dekodeerder kan 
byvoorbeeld gemodelleer word as 'n reeks hekke wat 
volgens die interne logikakring gekoppel is . 
Alternatiewelik kan die dekodeerder 'n gedragsmodel 




modelle word sagtewaremodelle genoem 
totale werking van die geintegreerde 
kringe deur sagteware gesimuleer word. 
3 . 5 . 2 . 3 FISIESE MODEL 
By 'n fisiese model word die geintegreerde kring 
self aan die rekenaar, wat die simulasie uitvoer, 
gekoppel. Die rekenaar verskaf insette aan die 
kring en bepaal die uitsette - wat dan as insette 
vir ander modelle in die simulasieproses gebruik 
word (Wakerly, 1990 ; 661). 
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3.5.3 SIMULASIE VAN PROGRAMMEERBARE LOGlKA TOESTELLE 
on Goeie logikasimulant kan 0 n groot verskil maak in 
die algehele resultate wat verkry word met 
programmeerbare logika toestelle (PLTe). 
kan ontwerpfoute opspoor voordat 
On Simulant 
on toes tel 
geprogrammeer word en sodoende die koste en tyd spaar 
wat dit sou neem om die toestel te programmeer. Indien 
die simulant vinnig en maklik is om te gebruik kan dit 
die ontwerper aanmoedig om met nuwe ontwerpe en 
tegnieke te eksperimenteer wat tot beter oplossings 
van ontwerpprobleme kan lei (Burton, 1990: 171) . 
Wanneer die verlangde funksie van on PLT gespesifiseer 
is, en die funksie is in on sekeringkaart saamgestel, 
is dit wenslik om te verseker dat die toestel sal 
funksioneer soos verwag indien geprogrammeer . In die 
afwesigheid van wiskundig-gebaseerde metodes om die 
werking van die kring te voorspel moet daar op 
simulasie vertrou word (Bolton, 1990: 323). 
Simulasie kan nie effektief met die hand gedoen word 
nie - veral nie t. o. v volgorde logika ontwerpe nie . 
Aangesien dit moontlik is om on simulasie te voltooi 
wat nie werklik die kring se werking aanspreek nie, is 
di t noodsaaklik om nie net ° n baie goeie idee te he 
van wat in die kring moet gebeur nie, maar In 
uitstekende idee van wat nie moet gebeur nie (Barwise, 
1987 : 25) . 
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'n PLT toes tel hoef nie noodwendig gesimuleer te word 
voor programmering nie. Die kanse is egter goed dat so 
'n toestel nie soos beoog sal funksioneer nie. Vanaf 
die simulasieresultate kan foute, byvoorbeeld 'n 
foutiewe pendefinisie, maklik opgespoor word. Meer 
komplekse foute, soos onverlangde logika werking van 
'n toestel, kan ook deur inspeksie van die resultate 
opgespoor word . Die simulasie verhoog nie aIleen die 
vertrouensvlak rondom 'n nuwe ontwerp nie, maar di t 
gee ook vert roue in die programmeringsproses (Frost, 
1989a: 502). 
ABEL is 'n sagtewarepakket wat gebruik maak van 'n 
hardeware beskrywingstaal (hardware description 
language) vir die ontwerp en simulering van logika 
sisteme t.o.v PLTe. 'n Hardeware beskrywingstaal is 'n 
beskrywende nutsprogram wat van sagteware gebruik maak 
om die werking van die hardeware van 'n ontwerp te 
beskryf. ABEL laat twee tipes simulasies toe, naamlik 
die simulasie van die funksies - waar ontfouting kan 
geskied nog voordat 'n toes tel gekies is en 
simulasie van die JEDEC leer wat die ontwerp simuleer 
met die gekose toestel. Simulasie-uitsette kan vertoon 
word in tabelvorm of as golfvorms (Anderson, 1991: 
927) . 
© Central University of Technology, Free State
38 
3.5.3.1 5IMULA5IE 5005 AANGE5PREEK IN PROJEK 








waarin die PML ontwerp 
ontwerpbeskrywing kan die 
dieselfde teksredigeerder 
Hierna word die beskrywing 
& Schmitz, 
soos ABEL, 
gekompi leer na ' n JEDEC leer 
1984: 248) . Ander sagteware 
CUPEL en AMAZE maak 
(Greiner 
pakkette 
ook gebruik van 
teksredigeerders en werk op 'n soortgelyke wyse as 
PALA5M2. 
Die sagteware wat tydens die projek ontwikkel is 
verskil radikaal van bogenoemde pakkette. Daar word 
van geen teksredigeerder gebruik gemaak om 'n JEDEC 
leer te kompileer of om 'n simulas ie ui t te voer 
nie. Die sagteware wat die JEDEC leer skep en die 
s imulantsagteware s taan heel temal onafhankl ik van 
mekaar . 
Die ontwikkelde simulant maak gebruik van drie 
inset te om 'n ui tset te lewer. Die volgende is 'n 
kort beskrywing van die werking van die simulant. 
Die eerste inset is die JEDEC leer wat in die 
rekenaar se geheue ingelees word. Daar is tydens 
die projek sagteware ontwikkel wat so 'n JEDEC leer 
kan saamstel vanaf die betrokke Boole uitdrukkings 
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wat in 'n PML gerealiseer moet word . 
Die volgende inset na die simulant is die PML 
spesifikasies wat vanaf die PML-databasis verkry 
word . Sagteware is ook ontwikkel om 'n PML-
databasis daar te stel. 








ingevoer word in die vorm van logika ene en nulle. 
Hierdie insette na die simulant word dan deur die 
simulant verwerk en die resultaat word in die vorm 
van 'n waarheidstabel verskaf . 
3.5 . 3 . 2 TOETSING 
Die toetsing en simulasie van PLTe moet nie verwar 
word nie . Simulasie van 'n PLT moet plaasvind 
voordat die PLT geprogrammeer word, terwyl toetsing 
na programmering plaasvi nd . 
'n Probleem bestaan am te bevestig dat daar geen 
foute as gevolg van kringdefekte is na 
programmering van 'n PLT nie . Die simulasievektore 
is dikwels onvoldoende vir hierdie taak en 
generering van die verlangde toetsvektore moet 
verkieslik deur 'n toetsvektorgenereringsprogram 
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gedoen word. 'n Hele aantal toetsvektorgenerator 
algori tmes is al bekend gestel waarvan die 
belangrikste die D-Algoritme, Podem (Path-Oriented 
Decision Making) en FAN is (Smit, 1992: 39). 
·Die kringdefekte waarna in die vorige paragraaf 
verwys word is defekte wat tydens die 
vervaardigingsproses van die PLT ontstaan het. 'n 
Sekering kan byvoorbeeld ontbreek waar daar weI een 
moes wees. 
Na programmering van 'n PLT moet 'n reeks 
toetsvektore - wat bestaan uit 'n reeks insette en 
verwagte uitsette - gegenereer word. Toetsvektore 
kan gegenereer word deur die verskaffing van die 
insetstimulis na die simulant en die verkryging van 
die ooreenstemmende ui tsetgedrag. Tipiese 
toetsvektore bevat so veel as 16000 stimuli en 
response om bevredigende toetsing vir komplekse 
ontwerpe te verseker. 
Daar word van twee benaderings tot sagteware 
gebruik gemaak om 'n komplekse ontwerp te toets 
naamlik; node-skakeling analise en vasgeklem-by 
(stuck-at) analise (Schilling, et aI, 1989: 874). 
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gestel waarvan die 
belangrikste die D-Algoritme, Podem (Path-Oriented 
Decision Making) en FAN is (Smit, 1992 : 39) . 
Die kringdefekte waarna in die vorige paragraaf 
verwys word is defekte wat tydens die 
vervaardigingsproses van die PLT ontstaan het . 'n 
Sekering kan byvoorbeeld ontbreek waar daar wei een 
moes wees. 
Na programmering van 'n PLT moet 'n reeks 
toetsvektore - wat bestaan uit 'n reeks insette en 
verwagte ui tset te - gegenereer word . Toetsvektore 
kan gegenereer word deur die verskaffing van die 
insetstimulis na die simulant en die verkryging van 
die ooreenstemmende uitsetgedrag. Tipiese 
toetsvektore bevat so veel as 16000 stimuli en 
response om bevredigende toetsing vir komplekse 
ontwerpe te verseker. 
Daar word van twee benaderings tot sagteware 
gebruik gemaak om 'n komplekse ontwerp te toets 
naamlik; node-skakeling analise en vasgeklem-by 
(stuck-at) analise (Schilling, et ai, 1989 : 874) . 
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3 . 6 OPSOMMING 
In sekere gevalle is di t nie moontlik om 'n stelsel 
wiskundig te analiseer nie. Derhalwe word van simulasie 
gebruik gemaak om die verwagte werking van die stelsel te 
bepaal. 'n Voorbeeld hiervan is die simulering van 
programmeerbare logika toestelle waarvoor daar geen 
wiskundig-gebaseerde metodes vir analisering bestaan nie . 
'n Probleem t.o . v . die gebruikmaking van programmeerbare 
logika toestelle is die duur toerusting wat benodig word . 
Di t kan moeilik geregverdig word vir ' n klein 
ontwikkelingslaboratorium of opvoedkundige instellings 
(Coates, 1988 : 668). 
Die sagteware wat tydens die projek ontwikkel is bied 'n 
oplossing tot bogenoemde probleem. Enige persoon met 
toegang tot 'n persoonlike rekenaar kan m. b. v . hierdie 
sagtewar e 'n JEDEC leer saamstel en die ontwerp 
simuleer . Die JEDEC leer word ook gebruik om die PML te 
programmeer . Indien 'n programmeerder nie beskikbaar is 
nie, kan die JEDEC leer na die naaste PML handelaar wat 
oor 'n programmeerder beskik geneem word om die PML te 
programmeer. 
Bogenoemde moet nie gesien word as , n omva t tende 
beskrywing van simulasie van programmeerbare logika 
toestelle nie . Hierdie beginsels is egter tydens die 
projek aangespreek t.o.v . programmeerbare matriks logika 
toestelle. 




Al die sagteware is geskryf deur gebruik te maak van 
Turbo Pascal 6.0. Die sagteware wat tydens die proj ek 






Hierdie program voorsien 'n menu vanwaar 'n keuse gemaak 
kan word tussen drie opsies . Die eerste opsie is om 'n 
PML se data by die PML-databasis te voeg . Met die tweede 
opsie kan 'n sekeringkaart saamgestel en in 'n JEDEC-
leer gekompileer word. Laastens is daar ' n keuse am die 
werking van 'n PML te simuleer vanaf inligting in 'n 
JEDEC leer. 'n Uitdruk van die program kan in Bylaag A 
gesien word terwyl Figuur 4.1 die basiese uitleg van 
hierdie program toon . 
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I HOOFPROGRAM I 
I I 
I PML DATAIlASIS 
I I 
SEKERING KAART I 
I 
SIMULASIE 
I PROGRAM PROGRAM PROGRAM 
I I 
Voeg PML Verifjeer REdigEET Laa i JEDEC 
dal a by dala dala leer 
Vertoan I I I JEDEC leer 
antwe rp Veriliee Redigeer Mook 
kriog dat a dala sekering-kaart 





Fig. 4 . 1 : Struktuurkaart van ho"ofprogram 
4 . 2 PML-DATABASISPROGRAM 
Die PML-databasisprogram word opgedeel in 'n aantal 
subprogramme en roetines. Bylaag B is 'n ui tdruk van 
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4.2.1 DATABASISSUBPROGRAM 
Die doel van hierdie program is om 'n databasis daar 
te stel vir al die tipes PMLs wat deur diegebruiker 
van die sagteware gebruik kan word . Tydens simulasie 
en die ontwikkeling van die sekeringkaart, word 
toegang tot die PML-databasis verkry en kan een van 
die PMLs wat in die databasis voorkom geselekteer 
word. Op hierdie wyse was dit moontlik om 'n program 
vir die ontwikkeling van 'n sekeringkaart en simulasie 
te ontwikkel wat onafhanklik is van die tipe PML wat 
gebruik word. 
Deur van hierdie konsep , gebruik te maak word die 
moontlikhede van die simulant vergroot, omdat die 
simulant aanpasbaar is by verskeie tipe PMLs . Die 
konsep ondersteun ook die redigering van bestaande 
data in die databasis. 
Die PML-databasis betaan ui t 'n aantal rekords. 'n 
rekord bevat al die relevante data van 'n enkele PML. 
Die data word in dieselfde volgorde in al die rekords 
gestoor. Tydens die ontwikkeling van die 
sekeringkaart, sowel as tydens simulasie, moet die 
operateur aandui watter PML gebruik gaan word . Die 
spesifieke PML se data word dan uit die rekord in die 
databasis na die rekenaar se geheue oorgedra. 
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Omdat die data in al die rekords in dieselfde 
opeenvolgende wyse gestoor word, word 'n eenvormige 
metode verlang om die data vanaf die rekords te lees. 
Die metode het die voordeel dat die gedeelte van die 
program wat die in lees van die PML data hanteer baie 
vereenvoudig kon word . 
Die data wat verskaf moet word tydens die opstel van 
die PML-databasis word vanaf geskikte databoeke 
verkry. Die PML-databasisprogram toon aan die 
gebruiker watter inligting omtrent die PML op elke 
stadium verlang word. 
Die PML-databasis word as volg opgestel: 
1. Verkry naam van PML. 
2 . Aantal penne 
3 . Vir i =O tot aantal penne. 
3.1 Pen status (inset, uitset, klok, ens . ) 
3 . 2 Insetpen? 
3.2.1. Ja - Aan water insetlyn verbind? 
3 . 2.2 . Anders - Gaan na 3 . 3 . 
3 . 3 . Uitsetpen? 
3.3.1 Ja - Gaan na 3.3.3. 
3 . 3.2 Anders - Gaan na 3 . 1. 
3 . 3.3. PML met registers? 
3 . 3.3.1. Bevat betrokke uitset 'n register? 
3 . 3.4 . Magtigingslyn? 
3 . 3.5. Identifiseer ee r ste produklyn . 
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3 . 3.6. Aantal produklyne. 
3 . 3 . 7. Uitset met terugvoering? 
3.3.7.1. Ja - Aan watter insetlyn verbind? 
3.3.7.1.1 Gaan na 3.1. 
3.3.7.2 . Anders - Gaan na 3.1. 
4. Einde van subprogram. 
In gevalle waar die uitset 'n magtigingslyn het moet 
hierdie produklyn nie as die eerste produklyn van die 
ui tset ges ien word nie. Alhoewel die 
data tot die PML-databasis na 'n 
toevoeging van 
omslagtige en 
gekompliseerde proses lyk, moet daar in gedagte gehou 
word dat die byvoeging van 'n PML tot die databasis 'n 
eenmalige proses is. Nadat die PML by die databas is 
gevoeg is, kan die sekeringkaartprogram toegang tot 
die data verkry tydens die prosessering van 'n 
sekeringkaart . 
4 . 2 . 2 VERIFlKASIE-SUBPROGRAM 
Dit is baie belangrik dat die data in die PML-
databasis korrek moet 







sekeringkaart . Indien hierdie data foutief sou wees is 
di t onmoontlik om 'n korrekte sekeringkaart te 
ontwikkel en sal die simulasie resul tate ook foutief 
wees. 
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Die verifikasie-program is ontwikkel 
korrektheid van die PML- databasis te 
om die 
verifieer . 
Hierdie program lees 
vertoon dit op die 
die verlangde PML se data en 
skerm of verskaf 'n ui tdruk 
afhangend van wat verlang word. 
4.2.3 REDIGERINGSUBPROGRAM 
Indien die data van enige PML foutief sou wees in die 
PML-databasis kan di t met hierd i e program reggestel 
word. Hierdie program werk basies soos die databasis-
subprogram wat hierbo bespreek is . Die verskil is 
egter dat hier gekies kan word om byvoorbeeld net die 
een pen se data te verander. 
Daar moet egter opgelet word dat al die data in die 
databasis uitgewis kan word. 
4.3 SEKERINGKAARTPROGRAM 
Die hoofdoel van die program is om vanaf 'n stel Boole 
uitdrukkings 'n sekeringkaart saam te stel en te 
kompileer in 'n JEDEC leer . Tydens die proses word daar 
toegang tot die PML-databasis, wat in punt 4 . 2.1. 
bespreek is, verkry. Die program stel ' n databasis saam 
van al die kringe wat met hierdie program ontwikkel word. 
Daar word na hierdie databasis as die kringdatabasis 
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verwys . Die volgende is 'n pseudokode lys van hierdie 
program. 
1. Lees name van bestaande kringe na rekenaar . 
2. Lees name van PMLs vanaf PML-databasis . 
3. Vertoon menu 
3 . 1 . Nuwe on twerp? 
3.1 . 1 . Ja - Gaan na kringdatabasissubprogram (s i en 
paragraaf 4.3 . 1) . 
3.1.2 . Anders - Gaan na 3.2. 
3 . 2 . Vertoon bestaande ontwerp? 
3.2.1. Ja Gaan na kringdatasubprogram (sien 
paragraaf 4 . 3 . 2). 
3 . 2.2. Anders - gaan na 3 . 3 . 
3 . 3. Redigeer bestaande ontwerp? 
3.3 . 1 . Ja Gaan na redigeringsubprogram (sien 
paragraaf 4.3.5) . 
3 . 3 . 2. Anders - Gaan na 3 . 4. 
3 . 4. Maak sekeringkaart? 
3.4.1. Ja - Gaan na sekeringkaartsubprogram (sien 
paragraaf 4 . 3 . 3). 
3 . 4 . 2 . Ander s - Gaan na 3 . 5. 
3 . 5. Vertoon JEDEC leer? 
3 . 5.1 . Ja Gaan na JEDEC subprogram (sien 
paragraaf 4.3 . 4) . 
3 . 5.2 . Anders - Gaan na 3 . 6. 
3.6. Stop? 
3 . 6 . 1 . Ja - Einde van program. 
3.6 . 2 . Anders - Gaan na 3. 
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4.3.1 KRINGDATABASISSUBPROGRAM 
Die doel van hierdie subprogram is om ' n nuwe ontwerp 
tot die databasis te voeg. Hierdie data word deur die 
sekeringkaartsubprogram gebruik om die sekeringkaart 
en die JEDEC leer te kompileer . Figuur 4.2 is ' n 
voorstelling van hierdie subprogram . 
Getalle kan nie as veranderlikes aan die inset- en 
uitsetpenne , wat gebruik gaan word, toegeken word nie . 
Indien ' n pen nie gebruik word nie moet ' n 
spasiekarakter gebruik word om dit aan te dui. Die 
veranderlikes moet net een karakterlengte wees, 
behalwe waar die PML uitsette aktief laag is. In so 'n 
geval moet daar aangedui word dat die uitset aktief 
laag is, bv. (!Y = NIE Y) . 
Dit is dus ook duidelik dat die karakter nie as ' n 
veranderlike gebruik kan word nie . Indien die aktiewe 
lae uitsette nie op die manier aangedui word nie, sal 
die JEDEC leer verkeerd gekompileer word . 
'n Boole uitdrukking moet vir elke uitset waarvoor ' n 
veranderlike toegeken is verskaf word . Die formaat van 
die uitdrukking is as volg: Y = ABC + AC + BC . 
In gevalle waar die uitset 'n magtigingslyn het moet 
' n Boole uitdrukking (produkterm) ook vir hierdie 
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Ken ' n veranderl ike 
aan inset toe 
Ken 'n veranderlike 
aan uitset toe 
Uitsetteller + 1 
~------------~~--------~ 
N i = aantal 
penne 
? 
Fig. 4 . 2: Vloeikaart van kringdatabasissubprograrn . 
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Fig. 4.2: (Vervolg) Vloeikaart van kringdatabasis-
subprogram. 
lyn verskaf word . 'n Voorbeeld van waar dit mag 
voorkom is by die 16L8 tipe PML. So 'n uitset, 
afhangend van die Boole uitdrukking van die 
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magtigingslyn, kan dus as 'n inset, uitset of 'n 
inset/uitset (dus beide rigtings) gebruik word. 
Die magtigingslyn kan as volg voorgestel word: 
• Y = 0, pen word as 'n inset gebruik en daar word dus 
geen Boole uitdrukking vir die uitset verskaf nie. 
• Y = 1, pen word as ui tset gebruik en 'n Boole 
uitdrukking word vir die uitset verskaf by. Y = ABC + 
AB + CD 
• Y = ABC, pen word as inset en 'n uitset gebruik en 
'n Boole uitdrukking word ook vir die uitset verskaf 
by. Y = xy + XZ + YZ . Dus wanneer ABC waar is word die 
pen as 'n uitset gebruik, andersins word dit as 'n 
inset gebruik. 
4.3.2 KRINGDATASUBPROGRAM 
Die korrektheid van data t.o.v enige kringontwerp in 
die kringdatabasis kan nagegaan word deur dit op skerm 
te vertoon of om 'n drukstuk daarvan te maak . Hierdie 
is 'n eenvoudige program en word in pseudokode 
voorgestel . 
1. Vertoon name van kringe op skerm. 
2 . Watter kring? 
2.1. Vertoon op skerm? 
2.1.1. Ja - Vertoon data . 
2.1 . 1 . 1. Gaan na 3. 
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2.1.2. Anders - Gaan na 2 . 2 . 
2.2 . Verlang drukstuk? 
2.2.1. Ja - Skryf data na drukker. 
2.2 . 1.1. Gaan na 3 
2.2.2 . Anders - Gaan na 3. 
3. Stop? 
3.1. Ja - Einde van program. 
3.2. Anders - Gaan na 1 . 
4.3.3 SEKERINGKAARTSUBPROGRAM 
Hierdie program maak gebruik van die kringdatabasis en 
die PML-databasis om 'n sekeringkaart van die betrokke 
kring saam te stel en op die skerm te vertoon of 'n 
drukstuk daarvan te maak. Indien die ontwerper 
tevrede is met die sekeringkaart, word hierdie 
inligting gebruik om 'n JEDEC leer saam te stel . Die 
volgende pseudokode is 
program . 
1 . Ve rtoon name van krin ge . 
2. Selekteer kring. 
'n voorstell i ng van die 
3. Lees data van kring na rekenaar . 
4 . Vir i = 1 tot aantal penne 
4 . 1 . Uitset? 
4.1. 1 . Ja - Word uitset gebruik in ontwerp ? 
4.1.1.1 . Ja - Verkry uitdrukking vir uitset . 
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4.1.1.1.1. Bepaal korrekte karakter vir al 
die insetlyne van elke produklyn betrokke 
by die uitdrukking bv. i of '*' 
4.1.1.1.2. Gaan na 4.1.3. 
4.1 . 1.2. Anders - Skryf '+' karakter vir al 
die insetlyne van elke produklyn. 
4.1.1.2.1. Gaan na 4.1.3. 
4 . 1.2 . Anders - Gaan na 4.1.3. 
4.1.3. Volgende i. 
5 . Vertoon sekeringkaart op skerm. 
6. Word drukstuk verlang? 
6.1 Ja - Skryf sekeringkaart na drukker. 
6.1.1. Gaan na 7. 
6.2 Anders - Gaan na 7. 
7. Word JEDEC leer verlang? 
7.1. Ja - Gaan na JEDEC roetine (sien paragraaf 
4.3.3.1). 
7.2. Anders - Einde van roetine. 
4 . 3.3.1 JEDEC ROETlNE 
'n Leer met die agtervoegsel . JED word geopen 
waarna inligting omtrent die kringontwerp na die 
leer geskryf word. Anders as by die sekeringkaart, 
word net die inligting van produklyne wat betrokke 
is by die funksie, geprosesseer en na die JEDEC 
leer geskryf. 
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Die lynnommer vir elke produklyn wat betrokke is 
word bepaal en die omskakeling van die funksie na 
'n formaat van ene en nulle vind plaas. Hierdie 
formaat is te sien in die L-veld van fig . 2.7 . 
Insetlyne wat nie in die betrokke tipe PML voorkom 
nie word ook bepaal en weggelaat. Nadat die L-veld 
van die JEDEC H~er voltooi is word die 
kontrolegetal bereken en na die JEDEC leer geskryf. 
Die kontrolegetal is van ui terste belang vir die 
programmering van die PML. Hierdie getal word deur 
die PML programmeerder gebruik om te bepaal of al 
die sekerings wat gesmelt moes word weI gesmelt is. 
Figuur 4.3 is 'n vloeidiagram van die JEDEC 
roetine. 
4 . 3.4 VERTOON JEDEC SUBPROGRAM 
Hierdie program lees slegs die data vanaf die skyf en 
vertoon dit op die skerm of verskaf 'n uitdruk. 
4.3.5 REDIGERINGSUBPROGRAM 
Hierdie program word gebruik om enige veranderings 
t.o.v. 'n sekere kringontwerp aan te bring. Dit behels 
dat die naam van die kring of 'n spesifieke 
pentoekenning verander kan word. Die Boole uitdrukking 
van een of meer uitsette kan ook verander word. 
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Fig . 4 . 3 : Vloeikaart van JEDEe roetine 





laat ook toe dat 'n spesifieke 
ui tgevee kan word of dat al die 
tot op datum ui tgevee kan word indien 
dit nie meer verlang word nie. 
4.4 PML SIMULASIEPROGRAM 
Die simulasieprogram maak gebruik van 'n JEDEC Hler en 
data in die PML-databasis om die werking van die 
spes if ieke PML te simuleer . Die program bestaan ui t die 
volgende subprogramme : 
• Laaisubprogram 
• Vertoon JEDEC subprogram 
• PML subprogram 
• Vertoon Sekeringkaartsubprogram 
• Simulasiesubprogram 
4.4.1 LAAI-SUBPROGRAM 
Die doel van hierdie program is om 'n JEDEC leer vanaf 
'n harde- of sagteskyf in die geheue van die rekenaar 
in te lees. Die korrekte leernaam, tesame met die 
agtervoegsel moet verskaf word. Indien nie, sal daar 
aan die gebruiker uitgewys word dat die verkeerde naam 
of agtervoegsel gebruik is . 
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4.4.2 PML SUBPROGRAM 
Nadat die JEDEC leer in die rekenaar se geheue gelaai 
is moet die korrekte PML gespesifiseer word wat in die 
kringontwerp gebruik is. Indien die gebruiker sou 
probeer om die PML te spesifiseer voordat die JEDEC 
leer gelaai is sal die program aandui dat 'n JEDEC 
leer eers gelaai moet word . 
Indien die gebruiker nie weet watter PML vir die 
betrokke kring gebruik is nie, kan die JEDEC leer eers 
na die rekenaar se skerm geskryf word. In die JEDEC 
leer kan al hierdie inligting verkry word. 
4.4.3 VERTOON SEKERINGKAARTSUBPROGRAM 
Die roetine kompileer 'n sekeringkaart vanaf die 
inligting in die JEDEC leer en vertoon hierdie 
sekeringkaart op die skerm. Die gebruiker kan hierdie 
program dus gebruik om die sekeringkaart te ontleed om 
te bepaal of die funksies korrek is al dan nie . 
4 . 4.4 SIMULASIE SUBPROGRAM 
Die program bepaal vanaf die JEDEC leer watter 
uitsetpenne van die PML wel gebruik word (beginnende 
by pen 19 en eindigende by pen 11) . Sodra ' n uitsetpen 
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gevind word wat weI gebruik word, word daar bepaal of 
hierdie uitset 'n magtigingsproduklyn het of nie. 
Indien weI word daar bepaal of die ui tsetpen as 'n 
uitset, inset of tweerigting uitset gebruik word, soos 
bespreek in paragraaf 4 . 3.1 . Wanneer hierdie uitset as 
' n tweerigting uitset gebruik word, word bepaal watter 
insetlyne betrokke is by die aktivering van die 
uitset. 
Hierna word die res van die uitsetpen se produklyne 
bepaal en word al d'ie insetpenne wat by elk van 
hierdie produklyne betrokke is bepaal en in die 
rekenaar se geheue gestoor. Dit word bewerkstelig deur 
gebruik te maak van die data wat in die PML-databasis 
voorkom. 
Wanneer al die ui tsette wat gebruik word verkry is 
word hierdie uitsette op die skerm vertoon. Die 
gebruiker moet kies wa t ter een van hierdie ui tset te 
gesimuleer moet word. Al die uitsette kan ook 
gesamentlik gesimuleer word. Nadat die uitset gekies 
is, moet daar aangedui word hoeveel toetsvektore 
bepaal gaan word. 
Indien daar aangedui word dat slegs een van die 
uitsette gesimuleer gaan word, word al die insetpenne 
wat by die uitset betrokke is op die skerm vertoon. 
Die gebruiker moet dan die logika kondis ies wat 'n 
sekere toetsvektor ui tmaak op die insetpenne aandui. 
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Nadat al die kondisies op die insette verkry is word 
daar bepaal of die uitset 'n magtigingslyn het al dan 
n i e . Indien wel word bepaal of die uitset slegs as 'n 
uitset gebruik word of as 'n tweerigting uitset. 
Indien die ui tset as 'n tweerigting ui tset gebruik 
word, word daar bepaal of die uitset gemagtig is met 
die gegewe insetkondisisies. Indien die uitset 
gemagtig is word die uitset bepaal wat die kondisies 
op die insette tot gevolg het en op die skerm vertoon. 
Indien die ui tset egter nie gemagtig is nie word 'n 
hoe impedansie staat aangedui. 
Wanneer die opsie gekies word om al die uitsette 
gelyktydig te simuleer, word daar eers bepaal of die 
betrokke PML registers bevat of nie . Indien wel word 
al die uitsette van die PML wat wel registers het, en 
wat gedefinieer is in die betrokke kringontwerp, op 
die skerm vertoon. Daar word dan van die gebruiker 
verlang om 'n aanvangskondisie op die omkeer-ui tset 
van die registers aan te dui . 
Hierna word al die insette en uitsette wat betrokke is 
op die skerm vertoon . Die eerste pen, wat die klok 
inset is, toon 'n "0" aan wat beteken dat die klokpuls 
laag is. Die verlangde logikakondisies moet dan vir al 
die insette verskaf word. Sodra die kondisies op die 
insette verskaf is word die inligting verwerk en die 
korrekte uitsetkondisies vertoon . 
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Die ui tsette wat egter 'n register bevat sal nie van 
staat verander nie. Om die korrekte ui tset hier te 
verkry moet die "enter" sleutel gedruk word sodat die 
klokpuls van 'n " 0" na 'n "1" kan verander. Sodra pen 
1 van 'n laag na 'n hoog verander neem die vertoonde 
register ui tsette 'n waarde aan soos verwag na die 
toepassing van 'n klokpuls op die kring. 
Nadat die verlangde aantal simulasievektore verskaf en 
die resultate vertoon is, word daar drie opsies 
verskaf om van te kies. Die eerste opsie is om al die 
simulasievektore en resultate weer te vertoon . Die 
tweede opsie laat die gebruiker die keuse om 'n 
drukstuk van die simulasievektore te verkry . Met die 
laaste opsie word daar teruggekeer na die PML 
simulasieprogam en die hele proses kan weer van vooraf 
plaasvind. Die uitdruk van die simulasieprogram kan in 
Bylaag D gesien word terwyl die volgende 'n pseudokode 
beskrywing van die simulasieproses is . 
1 . Lees JEDEC leer vanaf skyf na rek e naargeheue . 
2. Identifiseer PML gebruik. 
3 . Simuleer werking van PML? 
3 . 1. Ja - Een uitset? 
3.1.1. Ja - Verkry kondisies op insetpenne . 
3 . 1 . 1 . 1. Uitset met magtigingslyn? 
3.1.1.1.1 . Ja - Is uitset gemagtig? 
3.1 . 1 . 1 . 1 . 1 . Ja - Gaan na 3. 1 .1.1 . 2 . 
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3.1.1.1.1.2. Anders - Uitset = z. 
3.1.1.1.2. Bepaal uitsetkondisie. 
3.1.1.1.3. Gaan na 3.1.3. 
3.1.2. Anders - PML met registers? 
3.1.2.1. Ja Verkry uitsetstaat van 
registers. 
3.1.2.1.1. Verkry insetkondisies. 
3.1.2.1.2. Bepaal uitsetkondisies 
uitsette sonder registers en vertoon. 
3.1.2.1.3. Wag vir klokpuls. 
van 
3.1.2.1 . 4. Bepaal en vertoon 
uitsetkondisie van register uitsette. 
3.1.2 . 1.5. Gaan na 3.1.3. 
3.1.2.2. Anders - Verkry insetkondisies. 
3 . 1.2 . 2 . 1. Bepaal en vertoon 
uitsetkondisies. 
3.1.3. Vertoon resultate weer? 
3 . 1.3.1. Ja Gaan na vertoon resultaat 
roetine. 
3.1.3.1.1. Gaan na 3.1.3. 
3.1.3.2. Anders -
3 . 1. 3 . 2 . 1. Ja 
drukker. 
Word drukstuk verlang? 
Skryf resultate 
3 . 1 . 3 . 2 . 1.1 Gaan na 3 . 
3.1.3.2.2. Anders - Gaan na 3. 
3.2. Anders - Einde van program. 
na 
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4.5 OPSOMMING 
Daar is in hierdie navorsingsprojek so ver moontlik 
gepoog om die sagteware so gebruikersvriendelik en 
eenvoudig moontlik te hou. Die interaksie van die 
verskeie roetines, 
dui op 'n goed 
evalueerbaar is. 
die 3 subprogramme en die hoofprogram 
gedefinieerde stelsel wat maklik 
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HOOFSTUK 5 
EVALUERING VAN SAGTEWARE 
Programevaluering behels die toetsing van die sagteware 
deur data aan die program te verskaf en om te verseker 
dat dit korrek funksioneer . Dit is belangrik om te besef 
dat programtoetsing slegs die teenwoordigheid van foute 
aandui en nie die afwes ighe id daarvan nie. Dus is di t 
moontlik dat foute nog steeds kan voorkom selfs nadat 
intensiewe toetse gedoen is. 
Programtoetsing en programontfouting moet nie verwar word 
nie . Programtoetsing is 'n prosedure waarmee die 
moontlikheid van programfoute ondersoek word, terwyl 
progamontfouting 'n prosedure is om die spesifieke 
voorkoms van 'n fout aan te dui en dit te korrigeer 
(Sommerville, 1982: 152). 
Tydens die ontwikkeling van die sagteware is daar van 
programtoetsing en -ontfouting gebruik gemaak om die 
korrekte werking van die program te verseker. Na 
voltooiing van die sagteware is die program ook baie goed 
getoets . Die belangrikste kriteria wat in ag geneem is, 
is as volg : 
• Is die sekeringskaart 'n presiese weergawe van die 
Boole uitdrukkings wat verskaf is? 
© Central University of Technology, Free State
65 
• Is die sekering kontrolegetal wat tydens die 
kompilering van die JEDEC leer bereken is korrek? 
• Is die resultate van die simulasieproses 'n ware 
weergawe van die kring wat gesimuleer is se 
waarheidstabel? 
Die res van die hoofstuk handel oor twee kringe wat 
ontwerp en gesimuleer is (op 'n IBM aanpasbare rekenaar) 
met behulp van die sagteware wat ontwikkel is. Die eerste 
voorbeeld is 'n 7-segment-na-binere enkodeerder waar daar 
van 'n 16L8 PML gebruik gemaak is . Die tweede is 'n 
teller wat van 0 tot 7 tel en waar daar van 'n herstellyn 
gebruik gemaak word om die teller te enige tyd na 0 te 
herstel en ook daar te hou. Hier is van 'n 16R4 PML 
gebruik gemaak. 
Afdeling 5.1 behandel die ontwerp en simulering van die 
7-segment-na-binere enkodeerder terwyl afdeling 5 . 2 die 
tellerkring bespreek. 
5.1 SEWE-SEGMENT-NA-BIN2RE ENKODEERDER 
Daar is beslui t om 'n enkodeerkring te ontwerp wat 'n 
omskakeling kan doen van 'n 7-segment na 'n aktief lae 4-
bis binere getal. Hierdie is 'n funksie wat nie 
beskikbaar is in 'n standaard geYntegreerde kring nie. 
© Central University of Technology, Free State
66 
Die insette is die individuele segmentseine wat gewoonlik 
van a tot 9 gemerk is soos gesien in figuur 5.1 . Figuur 
5 . 2 toon aan hoe die syfers op ' n 7-segment-
vertooneenheid verteenwoordig word. 
_ a _ 
d 
Fig. 5.1: Segmentseine 
Fig. 5.2: 7-segment-vertoonkodes. 
Daar moet gelet word dat 9 en C op twee verskillende 
maniere vertoon kan word. 
Daar is op die volgende veranderlikkes besluit : 
Pen 1 = a Inset, segment a 
Pen 2 = b Inset, segment b 
Pen 3 = c Inset, segment c 
Pen 4 = d Inset, segment d 
Pen 5 = e Inset, segment e 
Pen 6 = f Inset, segment f 
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Pen 7 = g Inset, segment g 
Pen 16 = !W Uitset, minsbeduidende bis van binere kode 
Pen 17 = !y Uitset 
Pen 18 = !X Uitset 
Pen 19 = !Z Uitset, meesbeduidende bis van binere kode 
Uit voorafgaande kan die volgende definisies afgelei 
word: 
• zero = a & b & c & d & e & f & !g 
• een = !a & b & c & !d & !e & !f & !g 
• twee = a & b & !c & d & e & ! f & g 
• drie = a & b & c & d & !e & ! f & g 
• vier = !a & b & c & !d & !e & f & g 
• vyf = a & !b & c & d & !e & f & g 
• ses = a & !b & c & d & e & f & g 
• sewe = a & b & c & !d & !e & ! f & !g 
• agt '= a & b & c & d & e & f & g 
• nege = a & b & c & !d & !e & f & g 
of a & b & c & d & !e & f & g 
• a = a & b & c & !d & e & f & g 
• b = !a & !b & c & d & e & f & g 
• c = !a & ! b & !c & d & e & !f & g 
of a & !b & !c & d & e & f & !g 
• d = !a & b & c & d & e & ! f & g 
• e = a & !b & !c & d & e & f & g 
• f = a & !b & !c & !d & e & f & g 
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Die aktiewe bisse vir die verskillende heksadesirnale 
getalle kan as volg opgesorn word : 
• !W = een, drie, vyf, sewe, nege, b, d en f 
• !y = twee, drie, ses, sewe , a, b, e en f 
• !X = vier, vyf, ses, sewe, c, d, en f 
• ! Z = agt, nege, a, b, c, d, e en f 
Die produkterrne is d.rn . v. die Quine-McCluskey rnetode as 
volg uitgebrei: 
• !W = abcd!eg + abc!efg + acd!efg + bc!d!e!f!g + 
!b!c!defg + a!b!defg + !abcde!fg 
• !y = a!b!cefg + !bcdefg + abc!defg + ab!cde ! fg + 
abcd!e!fg + abc!d!e!f!g 
• !X = a!b!cdefg + a!bcdfg + a!b!cefg + !abc!d!efg + 
!abcde!fg + !a!b!cde!fg + abc !d!e!f!g 
• !Z = abcfg + a!b ! cdef + a!b!cefg + !a ! bcdefg + 
!abcde!fg + !a!b!cde!fg 
Figuur 5.3 is ' n uitdruk van die kringontwerp 5005 dit 
deur die sekeringkaartprograrn saarngestel is . Hier kan die 
veranderlikes wat gedefinieer is vergelyk word en oak 
seker gernaak word of die Boole terrne korrek is al dan 
nie. 
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Summary of 7toBIN making use of 16L8 
Pin 1 INPUT = a 
Pin 2 INPUT = b 
Pin 3 INPUT = c 
Pin 4 INPUT = d 
Pin 5 INPUT = e 
Pin 6 INPUT = f 
Pin 7 INPUT = 9 
Pin 8 INPUT = 
Pin 9 INPUT = 
Pin 10 vee 
Pin 11 INPUT = 
Pin 12 OUTPUT = 
Pin 13 OUTPUT = 
Pin 14 OUTPUT = 
Pin 15 OUTPUT = 
Pin 16 OUTPUT = !W 
Pin 17 OUTPUT = !y 
Pin 18 OUTPUT = !X 
Pin 19 OUTPUT = ! Z 
Pin 20 GND 
Pin 16 
Output enable : !W = 1 
Expression !W = abcd!eg + abc!efg + acd!efg + 
bc!d!e!f!g + !b!c!defg + a!b!defg + !abcde!fg 
Pin 17 
Output enable : !Y = 1 
Expression !Y = a!b!cefg + !bcdefg + abc!defg + 
ab!cde!fg + abcd!e!fg + abc!d!e!f!g 
Pin 18 
Output enable : !X = 1 
Expression !X = a!b!cdefg + a!bcdfg + a!b!cefg + 
!abc!d!efg + !abcde!fg + !a!b!cde!fg + abc!d!e!f!g 
Pin 19 
Output enable: !Z = 1 
Expression: !Z = abcfg + a!b!cdef + a!b!cefg + !a!bcdefg 
+ !abcde!fg + !a!b!cde!fg 
Fig . 5 . 3: Kringontwerp van die 7-segment-
na-binere enkodeerder. 
Figuur 5 . 4 is 'n uitdruk van die sekeringkaart waar daar 
nagegaan kan word of die korrekte sekerings gesmelt sal 
word in ooreenstemming met die Boole uitdrukkings. 
Die betekenis van karakters wat in die sekeringkaart 
voorkom is as volg : 
• * Sekering bly ongeskonde. 
• - Sekering word gesmelt. 
• +, Sekerings word nie in on twerp gebruik nie . 
• Geen karakter, produklyne bestaan nie by PML nie. 
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1 1 1 1 1 1 1 1 1 1 1 1 1 1 21 1 1 1 1 3 3 
o 1 1 3 4 5 6 7 8 9 0 1 1 3 4 5 6 7 8 9 0 1 1 3 4 5 6 7 8 901 
o --------------------------------
1 1-1-1-----------1---1----------_ 
2 - I f - - I - - f - - - I - - - I - - - - - - - - - - - - - - -
-f'--I------.---I---I-----------
4 -.-11--- 1---1---1---1-----------
5 I - - f f - - - I - - - I - - - - f - - I - - - - - - - - - - -
6 - I - I - I - - f - - - f - - - - I - - I - - - - - - - - - - -
+ + + + + + + + + + + + + + + + + + + + + + + + + + + + + + + + 
8 - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - -
9 - f t - - f - - • - - - I - - - I - - - - - - - - - - - - - - -
10 -, f - I - - - I - - - - - - - I - - - f - - - - - - - - - - -
11 -. t - - f - - - - - - t - - - f - - - I - - - - - - - - - - -
12 I - - I f - - - - • - - - I - - • - - - f - - - - - - - - - - -
13 • - - , f - - - f - - - f - - - - f - - I - - : - - - - - - - -
14 - I - I - I - - f - - - , - - - - f - - I - - - - - - - - - - -
15 t - f - t - - - - f - - - I - - - I - - - t - - - - - - - - - -
1111111111111111111133 
o 1 1 3 4 5 6 789 0 1 1 3 4 5 6 7 8 9 0 1 1 3 4 5 6 7 8 9 0 1 
16 - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - -
17 -. f - - I - - - - - - f - - - • - - - f - - - - - - - - - - -
18 - f - - f - - - f - - - , - - - f - - - I - - - - - - - - - - -
19 f - f - t - - - - • - - , - - - t - - - t - - - - - - - - - - -
20 f - f - - • - - • - - - • - - - - • - - • - - - - - - - - - - -
21 • - • - f - - - I - - - - I - - - I - - • - - - - - - - - - - -
22 I - I - I - - - - I - - - I - - - I - - - I - - - - - - - - - -
13 + + + + + + + + + + + + + t + + + + + + + + + + + + + + + + + + 
24 - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - -
2S I - f - f - - - f - - - - f - - - - - - f - - - - - - - - - - -: 
26 f - f - f - - - - - - - - I - - • - - - f - - - - - - - - - - -
27 - - f - f - - - f - - - - • - - • - - - • - - - - - - - - - - -
28 • - - - f - - - - I - - - f - - - f - - - f - - - - - - - - - -
29 - f - f f - - - • - - - I - - - • - - - • - - - - - - - - - - -
30 - •• - - • - - - • - - • - - - f - - - • - - - - - - - - - - -
31 • - - •• - - - • - - - • - - - - • - - f - - - - - - - - - - -
1 11 1111111111111111133 
o 1 1 3 4 5 6 7 8 9 0 1 1 3 4 5 6 7 8 9 0 113 456 7 890 1 
Fig_ 5-4: Uitdruk van sekeringkaart van die 7-
segment-na-binere enkodeerder_ 
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1 1 1 1 1 1 1 1 1 1 1 1 1 1 12 1 1 1 1 3 3 
o 1 1 3 4 5 6 7 8 9 0 1 13 4 5 6 7 8 9 0 1 134 5 6 7 6 9 0 1 
31 I I I I I I I I I I I I I I I I I I I I I I I I I I I I I I I I 
33 I I I I I I I I I I I I I I I I I I I I I I I I I I I I I I I I 
34 I I + I I I I I I I I + I I I I I I I I I I I I I I I I I I I I 
35 I I I I I I I I I I I I I I I I I I I I I I I I I I I I I I I I 
36 + + + + + + + + + + + + + + + + + + + + + + + + + + + + + + + + 
37 I I I I I I I I I I I I I I I I I I I I I I I I I I I I I I I I 
38 I I I I I I I I I I I I I I I I I I I I I I I I I I I + + + + I 
39 + + + I + + + + + + I I I I I I I I I + I + + I + I I I I I I + 
40 I I I I + I I I + I I I I I I I I + I I I I I I + + I I I I I I 
41 + + + + + I + + I + I I I + + + + I I I + + + I I I + I + + I I 
41 I I I I I I + I + + I I I I + + + I I + I I + I I I I I I I I I 
43 + I I I I I I I I I I I I I I I I I I I I I I I I I I I I I I I 
44 111111+11!++IIIII+I+IIIIII+++I++ 
45 I I I I I I I I I I I I I I I I I I I I I I I I I I + + + + I I 
46 I I + I I I I I I I I I I I I I I I I + I I I I I I I I I I I I 
47 + + + + + + + + + + + + + + + + + + + + + + + + + + + + + + + + 
1111111111111111111133 
o 113 4 5 6 7 8 9 0 1 1 3 4 5 6 7 8 9 0 113 456 7 890 1 
48 I I I I + + I + I I + I + I I I I I I + I I I I I I I I I I I + 
49 I I I I I I I I I I I + I I I I I I I I I I I I I I I I I I I I 
50 I I I I I I I I I I I I I I I I I I I I I I I I I I I I I I I I 
51 I I I I I I I I I I I I I I I I I I I I I I I I I I I I I I I I 
51 I I I I I I I I I I I I I I I I I I I I I I I I I I I I I I I I 
53 I I I I I I + I I + + I I I I I I I I I I I I I I I I I I I I I 
54 I I I + I I I I I I I I + I I I I I I I I I + + + + + + + + + + 
55 + + + + + + + + + + + + + + + + + + + + + + + + + + + + + + + + 
56 + + I I + + I I I + + I I I I I I I I I I I I I I I I I + I I I 
57 I I I I I I I I + I + + I I I + + I I I I I I I I I I I + I I I 
58 t + + + + + + + + + + + + + + t + + + + + + + + + + + + + + + + 
59 I ++ I + ++ I + ++ I I I ++ If If I I I I + + + If If I 
60 I I I I I I + + I I I I I + + + I I I I I + + I + I I I I + I I 
61 I I I I + I + + I I I I I I I I I I I + I I + I + + + I I I I I 
62 + + + + + + + + + + + + + + + + + + + + t t + + + + + + + + + + 
63 I + I I I I I I I I I I + I I I I + + I I I + + I + I I I I I I 
1111111111111111111133 
o 113 4 5 6 7 8 9 0 1 1 3 4 5 6 7 890 1 1 3 4 5 6 7 8 9 0 1 
Fig. 5.4: (Vervolg) Uitdruk van sekeringkaart van die 7-
segment-na-binere enkodeerder. 
Die JEDEC leer 5005 saamgestel deur die sekeringkaart -
program kan in figuur 5 . 5 gesien word. Hier kan nagegaan 
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word of die sekerings wat gesmelt moet word ooreenstem 
met die in die sekeringkaart. Daar kan ook vasgestel word 
of die sekeringkontrolegetal korrek is. 
-PAL : 16L8 
Project name : 7toBIN 





LOOOOOO 1111 1111 1111 1111 1111 1111 1111 1111* 
L000032 0101 0111 1111 1111 0111 0111 1111 1111* 
L000064 1001 1011 0111 0111 0111 1111 1111 1111* 
L000096 1001 1011 11110111 0111 0111 1111 1111* 
L000128 1010 0111 0111 0111 0111 0111 1111 1111* 
L000160 0110 0111 0111 0111 1011 0111 1111 1111* 
L000192 1010 1011 0111 0111 1011 0111 1111 1111* 
L000256 1111 1111 1111 1111 1111 1111 1111 1111* 
L000288 1001 1011 0111 0111 0111 1111 1111 1111* 
L000320 1001 0111 0111 1111 0111 0111 1111 1111* 
L000352 1001 1011 1111 0111 0111 0111 1111 1111* 
L000384 0110 0111 1011 1011 0111 0111 1111 1111* 
L000416 0110 0111 0111 0111 1011 0111 1111 1111* 
L000448 1010 1011 0111 0111 1011 0111 1111 1111* 
L000480 0101 0111 1011 1011 1011 1011 1111 1111* 
L000512 1111 1111 1111 1111 1111 1111 1111 1111* 
L000544 1001 1011 1111 0111 0111 0111 1111 1111* 
L000576 1011 0111 0111 0111 0111 0111 1111 1111* 
L000608 0101 0111 1011 0111 0111 0111 1111 1111* 
L000640 0101 1011 0111 0111 1011 0111 1111 1111* 
L000672 0101 0111 0111 1011 1011 0111 1111 1111* 
L000704 0101 0111 1011 1011 1011 1011 1111 1111* 
L000768 1111 1111 1111 1111 1111 1111 1111 1111* 
L000800 0101 0111 0111 1011 1111 0111 1111 1111* 
L000832 0101 0111 1111 1011 0111 0111 1111 1111* 
L000864 1101 0111 0111 1011 0111 0111 1111 1111* 
L000896 0111 0111 1011 1011 1011 1011 1111 1111* 
L000928 1010 0111 0111 0111 0111 0111 1111 1111* 
L000960 1001 1011 1011 0111 0111 0111 1111 1111* 
L000992 0110 0111 0111 0111 1011 0111 1111 1111* 
C70C5*. 
Fig. 5.5: JEDEC leer van 7-segment-
na-binere enkodeerder. 
Figuur 5 . 6 is 'n uitdruk van die resultate van die 
simulasieproses en verteenwoordig 'n korrekte weergawe 
van die betrokke kring se waarheidstabel. 
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Tabel 5.1 Waarheidstabel van modulus-8 teller . 
0 !a 0 !b 0 !e o 0 a 0 b 0 e o 0 Da 0 Db 0 Dc 0 0 0 0 o 0 0 0 o 0 0 0 0 
:----+----+----++---+---+---++----+----+----+ 
0 0 0 1 1 1 1 1 0 
0 0 1 1 1 0 1 0 1 
0 1 0 1 0 1 1 0 0 
0 1 1 1 0 0 0 1 1 
1 0 0 0 1 1 0 1 0 
1 0 1 0 1 0 0 0 1 
1 1 0 0 0 1 0 0 0 0 o 0 o 0 
1 1 1 o 0 0 0 0 o 0 1 1 1 o 0 o 0 
be be 
a 00 01 11 10 a 00 01 11 10 
0 1 0 0 0 0 1 0 1 0 
1 0 1 1 1 1 1 0 1 0 
!a = !a!b!e + ae + ab !b = !b!e + be 
be 
a 00 01 11 10 
0 1 0 0 1 
1 1 0 0 1 
! c = ! c 
Fig. 5.7: Karnaugh kaarte van teller 
Om die kring te herstel of by 0 te hou is daar on term by 
die uitdrukings gevoeg, am die volgende te verkry: 
• !a = !a!b!e + ae + ab + r 
• !b = !b!e + be + r 
• !c = !c + r 
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Tabel 5 . 1 Waarheidstabel van modulus-8 teller. 
, !a , !b , !e ' , a , b , e ' , Da , Db , Dc , , , , , , , , , , , , , 
:----+----+----++---+---+---++----+----+----+ 
0 0 0 1 1 1 1 1 0 
0 0 1 1 1 0 1 0 1 
0 1 0 1 0 1 1 0 0 
0 1 1 1 0 0 0 1 1 
1 0 0 0 1 1 0 1 0 
1 0 1 0 1 0 0 0 1 
1 1 0 0 0 1 0 0 0 
1 1 1 0 0 0 1 1 1 
be be 
a 00 01 11 10 a 00 01 11 10 
0 1 0 0 0 0 1 0 1 0 
1 0 1 1 1 1 1 0 1 0 
!a = !a!b!e + ae + ab !b = !b!e + be 
be 
a 00 01 11 10 
0 1 0 0 1 
1 1 0 0 1 
! c = ! c 
Fig. 5.7: Karnaugh kaarte van teller 
Om die kring te herstel of by 0 te hou is daar 'n term by 
die uitdrukings gevoeg, om die volgende te verkry : 
• !a = !a!b!e + ae + ab + r 
• !b = !b!e + be + r 
• !c = !c + r 
© Central University of Technology, Free State
75 
'n Uitdruk van die kringontwerp soos in voorafgaande 
bespreek kan in figuur 5.8 gesien word. Figuur 5.9 is 'n 
uitdruk van die sekeringkaart, terwyl die JEDEC leer soos 
saamgestel deur die sekeringkaartprogram in figuur 5.10 
gesien kan word. Figuur 5.11 is 'n uitdruk van die 
resultate verkry deur die simulasie van die teller. 
Summary of counter making use of 16R4 
Pin 1 INPUT = CLK 
Pin 2 INPUT = r 
Pin 3 INPUT = 
Pin 4 INPUT = 
Pin 5 INPUT = 
Pin 6 INPUT = 
Pin 7 INPUT = 
Pin 8 INPUT = 
Pin 9 INPUT = 
Pin 10 VCC 
Pin 11 INPUT = 
Pin 12 OUTPUT = ! a 
Pin 13 OUTPUT = !b 
Pin 14 OUTPUT = !c 
Pin 15 OUTPUT = 
Pin 16 OUTPUT = 
Pin 17 OUTPUT = 
Pin 18 OUTPUT = 
Pin 19 OUTPUT = 
Pin 20 GND 
Pin 14 
Expression !a = ab + !a!b!c + ac + r 
Pin 15 
Expression !b = bc + !b!c + r 
Pin 16 
Expression ! c = !c + r 
Fig. 5.8: Kringontwerp van modulus - 8 teller 
© Central University of Technology, Free State
76 
1111111111222222222233 
o 1 2 3 4 5 6 7 8 9 0 1 234 5 6 789 0 1 2 3 4 5 6 789 0 1 
o I I I I I I I I I I I I I I I I I I I I I I I I I I I I I I I I 
1 I I I I I I I I I I I I I I I I I I I I I I I I I I I I I I I I 
2 + + + + + + + + + + + + + + + + + + + + + + + + + + + + + + + + 
3 I I I I I I I I I I I I I I I I I I I I I I I I I I I I I I I I 
I I I I I I I I I I I I I I I I I I I I I I tit I Itt I I I 
Itt t I I t I I I I I I I I I t I I I tit t I I I I I I I I 
+ + + + + + + + + + + + + + + + + + + + + + + + + + + + + + + + 
tit I t I I I tit I t I I I tit I Itt t t ttl I I I I 
8 I I I I I \ t I I I I I I I I I I I I I I t I I I Itt t t t t 
9 + + + + + + + + + + + + + + + + + + + + + + + + + + + + + + + + 
10 ttl t t t ttl ttl I tit I I I Itt I I t I I t I I I I 
11 t ttl t t t t t t t t t t t t t t t t t t t t ttl t I + t I 
12 I I I I I I I I I I I I I I I I I I I I I I I I I I I I I I I I 
13 + + + + + + + + + + + + + + + + + + + + + + + + + + + + + t t + 
14 1IIIItttlilltlttttllllilltlttit t 
15 I t I I I I I I I I I I Itt ttl I I I I I I t I I I I I I I 
1111111111222222212233 
o 1 2 3 4 567 890 1 2 3 4 5 6 7 890 1 2 3 4 5 6 7 8 9 0 1 
16 ++ ++ ++ ++ ++ ++ ++ ++ ++ ++ ++ ++ ++ ++ ++ ++ 
17 + + + + + + + + + + + + + + + + + + + + + + + + + + + + + + + + 
18 I ++ I I ++ I I I ++ ++ ++ I I I ++ I ++ ++ ++ ++ I I 
19 I t I I I I I I I I I I I I I I I I I I Itt ttl I I I I I I 
20 I I I I I I I I I I I I I I I I I I I I I I I I I I I I I I I I 
21 + + + + + + + + + + + t + + + + + + t + + t + + + + + + + + + + 
22 I I I I I I I I I I I I I t I I I I I I I I I I I I I I I I I I 
23 I I I I I I I I I I I I I I I I I I I I I I I I I I I I I I I I 
24 ..............•................. 
25 •............... •. .............. 
26 I I I I t I I I I I I I I I I I I ; I I I I tit ttl t ttl 
27 t I I I I I I I I I I I I ; ; I I I I I I I I I I t I I I t I I 
28 I t I I I I I t I I I I I ; I I I I + I I I I I I I I I I I I I 
29 t t ttl I I I I I I I I I I I + I I I I I I I I I I I I t I I 
30 I I t I I I I I I I I I t I I I + I ; I I I I I I I I I I I I I 
31 I I I I I I I I I I I I I I + I + + + I I I I I I I I I I I I I 
1111111111222222222233 
o 1 2 3 4 5 6 7 8 9 0 1 2 1 4 5 ; 7 6 9 0 1 2 3 4 5 6 7 8 9 0 1 
Fig. 5.9 : Sekeringkaart van modulu5-8 teller 
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1111111111222222222233 
o 1 2 3 456 7 890 1 2 3 4 5 6 7 8 9 0 113 4 5 6 7 8 9 0 1 
32 - - - - - - - - - - - - - - - I - - - t - - - - - - - - - - - -
33 - - - - - - - - - - - - - - f - - - I - - - - - - - - - - - - -
34 • - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - -
35 + + + + + + + + + + t + + + + t t + + + + + t + + + + t t t t t 
36 + + + + + + + + + + + + + + + + + + + + t + + + + + + + Itt I 
37 tit tit I I I t I I I I I I I + I I I I I I I I I I I I I t 
38 t t ttl + + + + + + t + + + + + + t t + + + + + + + + + + + + 
39 + + I I I t I I I I t I I I I I I I I I I I I I I + I tt + I + 
40 - - - - - - - - - - - - - - - - - - - • - - - • - - - - - - - -
41 - - - - - - - - - - - - - - f - - - f - - - • - - - - - - - - -
42 - - - - - - - - - - - - - - - t - - - - - - - I - - - - - - - -
43 • - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - -
44 I + I I I I + + + + + I I I + I I I I + + I I I I I I I I I I I 
4S + + + + + + + + + + + + + + + + + + + + + + + + + + + + + + + + 
46 I I t I I I I I I Itt Itt I I tit + t ttl t t t t t + + 
47 I I I + I t I I I I I I I + + I I I I I + + + t I I I + I + t + 
11111111 1111111 1122233 
o 1 2 3 4 5 6 7 690 1 2 3 4 5 6 7 890 1 2 3 4 567 690 1 
48 + + + + + + + + + + + I + + + + + + + + + + + + + + + + + I + + 
49 + + + + + + + + + + + + + + + + + + + + + + + + + + + + + + + + 
50 + + I I I I I I I I I I I I I + I I I I t I I + I I + t t t t t 
51 I I I + + + I I I I I I I + + + I I I I + + + + I I I I I + t t 
52 + + + + I + + + t + + t + + + + t + t + + + + + + + + + + + + + 
S3 + + + + + + + + + + + + + + + + t + + + + + + + + + + + + + + + 
54 t + t t + + + + t + + t t t t + + t t t + t + + t + + t + + + t 
55 + + + + + + + + + + + I + + + + + + + + + + + + + + + I I + I + 
56 ++ + + ++ ++ ++ ++ + + ++ ++ ++ + ++ ++ ++ ++ ++ + 
57 + + + + + + + + + + + + + + + I + I + + + + + + + + + + I + I + 
58 ++ ++ + + ++ + + ++ ++ + ++ ++ ++ + ++ + + ++ ++ ++ 
59 + + + + + + + + + + + + + + + I + + + I + + + + + + + + + + + + 
60 t + t + + + + + + + + + + t t + + + + + + + + t + + + + + + + + 
61 + + I + t I I + + + + + I + ttl t + Itt I + I + + Itt t t 
62 I I I t + t + + + + I + + + t + + I I I + + + + + + + + + + + t 
63 + + + + + + + + + + + I I I + + + + + I I I + + + Itt + + + t 
111 11 11111222222222233 
o 123 4 5 6 789 0 1 1 3 4 5 6 7 8 9 0 1 2 3 4 5 6 789 0 1 
Fiq_ 5_9: (Vervolq) Sekerinqkaart van modulus-8 teller 
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-PAL : 16R4 
Project name : counter 






LOO0768 1111 1111 1111 1101 1111 1111 1111 1111* 
LOO0800 0111 1111 1111 1111 1111 1111 1111 1111* 
L001024 1111 1111 1111 1110 1110 1111 1111 1111* 
L0010S6 1111 1111 1111 1101 1101 1111 1111 1111* 
L001088 0111 1111 1111 1111 1111 1111 1111 1111* 
LOO1280 1111 1111 1111 1111 1110 1110 1111 1111* 
LOO1312 1111 1111 1111 1101 1101 1101 1111 1111* 
LOO1344 1111 1111 1111 1110 1111 1110 1111 1111* 
L001376 0111 1111 1111 1111 1111 1111 1111 1111* 
C20C1*. 
Fig. 5.10: JEDEC leer van teller 
Testvectors for all the outputs of counter. jed 
Sta:CLK: IN:OUT:OUT:OUT' 
PIN: 1: 2: 14: 15: 16 
---+---+---+---+---+---
Vee' , , , , , , 
1 0: 0 x: x: x 
1: 0 0: 0: 0 
2 0: 0 0' , 0: 0 
1: 0 0: 0: 1 
3 0: 0 0: 0: 1, 
1: 0 0: 1: 0 
4 0: 0 0: 1: 0 
1: 0 0: 1: 1 
5 0: 0 0: 1: 1 
1 0 1: 0: 0 
6 0 0 1: 0 0 
1 0 1: 0 1 
7 0 0 1: 0 1 
1 0 1: 1 0 
8 0 0 1: 1 0 
1 0 1: 1 1 
9 0 0 1: 1 1 
l' 0 0: 0, 0 
10 0 0 0: 0 0 
1 0 0: 0 1 
11: 0 0 0' , 0 1, 
, 1 0 0: 1 0: , 
12: 0 0 0: 1 0: 
, 1 0 0: 1 1: , 13: 0 1 0: 1 1: 
1 1 0: 0 0: 
Fig. 5.11 : Gesimuleerde uitset van teller 
© Central University of Technology, Free State
79 
14: 0 0 0: 0: 0' , 
1 0 0' 0: 1: 
15 0 0 0 0: 1: 
1 0 0 1: 0: 
16 0 0 0 1: 0' ,
1 0 0 1: 1: 
17 0 1 0 1: 1: 
1 1 0 0: 0: 
18 0 1 0 0: 0: 
1 1 0 0: 0: 
19 0 1 0 0: 0: 
1 1 0, 0: 0: 
20 0 0 0: 0: 0: 
1 0 0: 0: 1: 
Fig 5.11 : (Vervolg) Gesimuleerde uitset van teller 
5.3 GEVOLGTREKKING 
Die resultate behaal met die twee kringe wat bespreek is 
dui op die korrekte werking van die sagteware wat 
ontwikkel is, maar verteenwoordig nie 'n omvattende 
evalueringsproses nie. Daar is j3gter 'n wye 
verskeidenheid kringontwerpe met groot sukses getoets. 
Daar het weI verskeie foute tydens die 
implementeringsfase voorgekom, wat onmiddelik reggestel 
is. 
Die sagteware is ook reeds met groot sukses deur studente 
aan die Technikon OVS gebruik, waar die JEDEC leer wat 
gekompileer is ook gebruik is om die PMLs te programmeer. 
'n Belangrike gevolgtrekking wat gemaak kan word is dat 
die JEDEC leer die kern is waarom die implementering van 
PMLs draai. Daarom is die simulasie-sagteware so 
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ontwikkel dat die JEDEC leer gebruik word om die werking 
van 'n PML te simuleer i . p . v . die Boole uitdrukings . 
Die sagteware wat ontwikkel is om die JEDEC leer te 
kompileer is volledig getoets en funksioneer korrek. 
Verder kan daar afgelei word dat die PML-databasis alle 
data omtrent die PMLs bevat wat benodig word om so 'n 
JEDEC leer te kompileer . Hierdie aspek is ook 
gekontroleer deur die uitvoering van die PML-databasis 
ver if ikas ie-subprogram, waartydens die inligt ing in die 
PML-databasis vergelyk is met die relevante data in PML 
databoeke. Die sagteware wat ontwikkel is om die PML -
databasis saam te stel voldoen dus aan alle vereistes. 
Die korrekte werking van die sagteware is bevestig deur 
die praktiese implementering van 'n verskeidenheid 
ontwerpe. Verskeie van hierdie kringe is in onverwante 
projekte gebruik en bevredigende resul tate is daarmee 
behaal. 
Die afhandeling van die projek het dus gelei tot die 
ontwikkeling van 'n volledige stel sagteware vir die 
totale implementering van 
Die voltooiing daarvan 
'n groot verskeidenheid PMLs . 
het die navorser deur 'n 
studieproses gevoer waartydens besondere kennis aangaande 
onderstaande ingewin is: 
• Eienskappe en programmering van PMLs . 
• Formaat en samest~lling van JEDEC leers. 
© Central University of Technology, Free State
• Die beginsel en 
81 
toepassing van simulasie van 
elektroniese kr inge in die algemeen - en PMLs in die 
besonder. 




Die hoofdoel van die projek was om die programmering en 
veral simulering van PMLs te bestudeer. 
'n Teoretiese oorsig van programmeerbare logika toestelle 
is in Hoofstuk 2 gelewer. Die PML word dan ook hier as 
'n PLT bespreek. 
Die simulasie van elektroniese kringe word in Hoofstuk 3 
bespreek . Hier word die simulasie van analoogkringe sowel 
as digitale toestelle bespreek. 
Die sekering uitleg en die werking van PMLs is ondersoek 
deur die ontwikkeling van die sekeringskaart- en 
simulasiesagteware soos bespreek in Hoofstuk 4 . Deur die 
simulasie en programmering van 'n aantal PMLs, was dit 
moontlik om die akkuraatheid van die beginsels soos 
verstaan gedurende die proses te bepaal. 
Die ontwerp van ' n 7-segment-na-binere enkodeerder en ' n 
modulus-8 teller soos geYmplementeer word in hoofstuk 5 
beskryf . In albei gevalle is die JEDEC leer foutloos 
geskep en kom die resultate van die simulasieproses 
ooreen met die waarheidstabelle van die kringe. 
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Dit dui dus daarop dat die data in die PML-databasis 
voldoende en korrek is, dat die JEDEC leer korrek 
gekompileer is en dat die simulasieprogram korrek 
funksioneer . 
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MAINPROG.PAS 
{lflllflllfllllffffffl •• t.I.' ••••••• "'f •• ' ••••• I.llf.Iflffllf.I'f.f'.I. I" •• } 
(This is the .ain program that display a .enu from .here a choice can be .ade) 
(to run one of three programs viz. PAL_DATA. PAS , lIJSEI1AP.PAS or SIM.PAS ) 
{ffffflf •••• II.I.lflflf.I.flfffffflf' •• fflflff • • •••••• fflllllillflffll.'.ffff } 
(SM 1024,0,8 ) 
Program MainProgra.: 




{ fffff' •• f.lffl ••• ff.I.fffflflfll.I.f.'.fffl.} 
{Procedure to show main menu and select tOPIC} 









Wri te I' +------------------------------------+ ' ) : 
For I :' 11 to 19 do 
Begin 
GotoXYl20,Ii : 
Write (':') ; 
GotoXY(57,I ): 
Write(':' ) : 
End: 
GotoXY(20,20) : 
Wri te I '+---------- -- ---- -- -- --- ---- ---- -- ---I ' ) : 
GotoXY(25,12 ): 
Write l'l - PAL DATABASE ') : 
GotoXY(25.13) : 
Writel'2 - FUNCTIONS ') : 
Gotoxy(25, 14) : 
Write l' 3 - SIMULATOR'): 
GotoXY(25,16 ): 
Write l' Esc - E,it' ): 
GotoXY(25, 19) : 
(Units to be linked to program) 
(Pascal CRT unit) 
(Pascal Dos unit) 
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Write('Option: ') ; 
Repeat 
Wait : ~ Readkey; 
Case Wait of 
'I' : Begin 
Write (wait ) ; 
Exec('PAL_DATA,PAS',' '); 
End; 
'2' : Beg" 
Write (.ait ) ; 
Exec('fUSEMAP ,PAS ' ,") ; 
End; 
'3' : Begin 
Write(.ait) ; 
Exec (' SIN,PAS ' , " ) ; 
End; 
End; {Case ) 
Unti l {Wait ~ ' I') or (Wait ~ '2') or {Wait ~ '3') or (Wait ~ #27 ) ; 
Until (Wait ~ #27 ) ; 







© Central University of Technology, Free State
BYLAAGB 
PAL_DATA PAS 
{1 ••••• II •••••••• , •••••••• f.fl •• 'II.flllllffffllfffff.fffff •• } 
(The purpose of tbls program is to create a PAL database to ) 
(view data in the database and to edit data in the database) 




MaxNo ~ 20; 
MaxPal ~ 30; 
Printer ~ 'PIIN ' ; 






















: Array [ I "MaxNo) OF String [6) ; 
: ARRAY[I"MaxNo) OF Integer; 
: array[I"MaxNo) Of Char; 
: ARRAY[I"MaxNo) OF Integer; 
: Array[I"Maxno) Of Char; 
ARRAY[1"MaxNo) OF Integer; 
ARRAY[I"MaxNo) OF Char; 
ARRAY[I"MaxNo) OF Integer; 
: PalRec; 
: FILE OF PalRec; 













(Ma. number of pins and product lines) 
(Ma, number of Pal types ) 
(Pointer to printer) 
(Pointer to screen) 
(Pal name) 
(States of PAL outputs) 
(Number of pins) 
(Status of pins) 
(Input pin connected to wbich input line) 
(Output with a product enable line or not) 
(The number of the first product line of the output) 
(Output with register) 
{Number of Product lines connected to OR gate of output pin} 
{Output with feedback} 
{Feedback to which input line} 
{Variable to PAL data} 
(Typed file for PAL data) 
{Mise variables for general use} 
{Number of PALs In database} 
{SpeCifIC PAL to be used} 
{Pin to be editted} 
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: Set of Cn,r; 
: Arr,yIO .. MaxPal] Of String IS] ; 
{tltlli •••••••••••• t •••••••••••• 't' •• ff.} 
{Procedure to s"e Pal data in database } 
{ .ttttll ••• II •••••• f.lf.ff.f ••••• ffflff.} 
PROCEDURE WriteData; 
Begin 
Assign ( PFile. 'PaIFlle.PAL ' ); 
{Si-} 
Reset (PF ile ) ; 
{Sit} 
IF (loResult () 0) THEN 
Rewrite (PFile ) ; 
If over 0 'Y' Then 
Begin 
Seek(Pfile,digit ); 




Wn te (PFile, PRec); 
Close (PFile] 
Ind: 
{ •••• flll •• II •••••••••• f •••• fllll •• } 
{Procedure to add data to database} 
{ttf'fll' ••• II ••••••••••••••••••••• } 
PROCEDURE AddRecords; 
Begin 
For i ;0 0 to MaRNo do 
Begin 
Prec,regli) ;0 'n' : 
prec.inputline[i) ;0 99; 
{PAL nome i 
{String of 6 c,r,eters} 
{PAL output conditions} 
{Pals In database} 
{Wri te o"r existing data} 
{Ne. data at end of file} 
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prec.productline!ll :' 99: 
End:{for} 
Pal Set := ['l' ,'L ' , 'h' ,'H', 'r' .'R 'J : 
Wri teln I' Add a new recoN. ') : 
Write In: 
Writel ' PAL name' : 'I : 
Readln IPrec.Name) : 
Over := 'N' : 
For 1 :' 0 to Recnumber do 
Begin 
If Paltypes!i] , Prec.name Then 
Begin 
Write l' Pal already e, ist , do you want to overwrite? YIN 'I : 
Read l"er} : 
Over :' Upcase lover): 
Digit :' i: 
End: Ii f} 
End: {for} 
If IPrec .name () paltypes!i]) or lover' 'Y') Then 
Begin 
WIlli PRec DO 
Begin 
Done :' False: 
i : = 1: 
Repeat 
I f Name!lI In PalSet Then 
BegIn 
State :' UpcaseINa.e!i]) : 




Until Done : 
Write (' NUJlber of pins ? : ') : 
Readln lCount ) : 
Writeln I 'Gi YO pin status, Input , Output , GND • VCC "t. ' ) : 
Writeln: 
For i :' 1 TO Count DO 
Begin 
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Write l'Status of pin no ',i.' ? , ') ; 
Readln IStatus I ill; 
!late;' Statusli); 
For j ;, 1 to length I,late ) do 
Begin 
Xlatelj) ;, Upease(Xlateljll; 
End;{for) 
Status Ii ) "l1ate ; 
If Statusll) , 'INPUT' Then 
Begin 
Produetlineli) " 99; 
Wri tel 'Input ' ,i. ' eo"ect to whIch input line ? ; ' ) ; 
Readln l Inputlinell) ) 
End{lf} 
Else 
If Statusill ' 'OlTl'Plll" Then 
Begin 
lnputlineli) ;, 99; 
If State' 'R' Then 
Begin 
Done ;, False; 
Repeat 
Writel'Is it a Register Output YIN ; '); 
ReadlnlChoiee) ; 
Case ChoICe Of 
'Y', 'f'. 'N', 'n ' : Done := true; 
Else 
Writel 'Error ,Try again, ' ); 
End ,{case} 
Until Done; 
Reglll ;, Upease lehoiee}; 
If Regli) , 'Y' Then 
Prodenli) " 'N ' 
Else 
Beg in 
Wri te I' Is there a product line to enable output Y or N ? ' }; 
Readln IProden Ii) } , 
Proden Ii) ;, upeaselProden Ii II; 
End;{else} 
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Wri te (' Is there a product line to enable output Y or N , '): 
Readln (Proden [i]) : 
Proden[i] :. upcase(Proden[i]); 
End;{else) 
Wri te (' First product lioe connect to output ',i. ' , : ') ; 
Readln ( ProducUine[i] ); 
Wri te (' Number of Product lines conected to OR gate of output ' ,i. ' ? : '] ; 
Readln ( NoOF[i] ); 
Done: . False: 
WHILE NOT Done DO 
Begin 
Write(' Output with feedback Y or N :'); 
Readln( FeedBack[i l ) ; 
FeedBack [i I :. Upcase (FeedBack [i ]) ; 
IF FeedBack[il • 'Y' 1HEN 
Begin 
Done :. True: 
Write(' Feedback to which input line : ' ); 




Done :. True: 










End; {addrecords ) 
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PROCEDURE PrintRecord: 
Begin 
Assign 10lJI'PlIT, Pri nter I : 




Ass Ign (OlJI'PlIT, Screen I : 
Rewn te (OlJI'PlIT l : 
End: 
{tttttltftttittt.t"'tftttlt'ilfiltlttfttlttffffi" 'iiiiitfti'tltt } 
{Procedure to read PAL data from database and to vIew or pr1,t it} 




Assign I PFlle, 'PaIFile .PAl. ' I : 
{Si-} 
ResetIP!ile l : 
{Sit} 
IF IoResul t () 0 1liEN 
Writelnl'No data of PlJ.s yet' l 
ElSE 
Begi' 
Writelnl 'Pals in database 'l : 
Writeln: 
j :' 0: 
n : = 3; 
For i :' 0 to RecNumber Do 
Begin 
GotoXYlj . 18,n l : 
Write (' _ ') ; 
Write li t 1,'. ',PaITypes[i Jl : 
InclJ} ; 
If j ,4Tbe, 
Begin 
{To print data } 
{To ,iew data } 
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j : ~ 0; 





qui t : ~ False; 
Repeat 
Wri te I' Enter digit Of PI.!. to be read : '); 
Readln Idigi t ) ; 
For i : ~ 1 To Recnumller + 1 do 
Begin 
If i ~ digit Then 
Quit :~ True; 
End; 
Unti I Quit ; 
Writeln; 
Quit ;~ False; 
Repeat 
Wrlte l' Output to S,creen, P.rinter ? 'I ; 
ReadlnlChoice) ; 
Case Choice Of 
'P', 'p' ; Begin 
Printrecol'11 ; 
QUi t ; ~ True; 
End; 
'S' , 's' : Beg in 
Readreeol'11 ; 
Qui t ; ~ True; 
End; 
End; (case ) 
Until Quit; 
elrscr; 
Seek{pfi le, ldigit - I) ); 
Read (PFi le,PRee ) ; 
Writeln (' Data of PAt; ',PRee.Name ); 
If Prec,State ~ 't ' Then 
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Wri teln I 'Outputs is acli" low . ') ; 
If Prec,State 0 'H' Then 
Writeln l'Outputs IS active High, ') ; 
If Prec.State 0 'R' Then 
Writeln l'Outputs IS active 10 •. 'I ; 
Writelnl 'Number of pins: ',PRee,Count); 
FOR i :0 1 TO PRec,Count DO 
Begin 
Write l 'Pin ' ,1, ' ' ,PRee,Statusli)); 
If PRee,Statuslll 0 'INPlTT ' Then 
Beg in 
Writeln l' , conneet to input line ' ,PRee.!nput line[iJ) ; 
End (If,input ) 
Else 
Begin 
If PRec .Status[il 0 'OlTTPlTT' Then 
Begin 
Write [' , 1st Pline ' ,PRee,Productline[i)); 
Write l' , No ,of Pl ines ', PRec,NoOf li)) ; 
If Prec,Proden [il 0 'Y' Then 
Write l ' , Pline ',Prec,Productline[il - 1.' 000 ' 1; 
If Pree.Reg[il 0 'Y' Then 
Writeln l' , Register output, Fback to intine ' ,Prec.Fback [ill 
Else 
If Prec,Feedbacklil 0 'Y' Then 
Writeln l' , Fback to inLine ' ,PRee,Fback[i)) 
Else 




End ;{else ) 
End; {for ) 
Close lPflle l; 
Writeln{' U,line 0 Input line, Pline 0 Product line, Fback 0 Feedback, 00 0 output enable)' ); 
Readrecord ; 
Wri te I' Press enter to go on, ' ): 
Read ln; 
End; {el,, ) 
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Wri teln I' All data in database wi! be lost I! I ' ); 
Quit :. False; 
Repeat 
Write l'Do you want to proceed YIN ? 'I ; 
Read lwipe ) ; 
wipe :. Vpcaselwipe); 
If wipe' 'Y' Then 
Begin 
Erase IPfile ) ; 
Quit :. true; 
End 
Else 
If wipe. 'N' Then 
Quit :. true; 
Vntil Quit 
End; (EraseRecords) 
{fllllflll.f.flfl •• t •• t •• fll.II ••• 'I'.fllfllll.I •••• ffIflll •• fffff.} 
{Procedure to edit certain data in the database or delete all data} 
{lllf' •••••••••• ff •••• f.f.I.I"I ••••• II ••••• lf •••••••• 1IIIfff •••••• } 
Procedure EdltRec; 
Begin 
PalSet:= ['l','L','h', 'H', 'r', 'R') : 
elrscr; 




IF 10Resul t () 0 llIEN 
Writelnl'No data of PALs yet') 
ELSE 
Begin 
Quit :. False; 
{To erase the PAl. database} 
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Wri t. I ' Ed! tOn. recoro 10, or Eras. All recoros IA ? '); 
R.adln IWlP' ); 
wipe :' upcas.lwip.); 
Until Iwip. ' '0') or Iwip.' 'A') ; 





Writ.lnl'Pals in database ') ; 
Writeln; 
j :' 0; 
n : = 3; 
For i :' 0 to R.cNUIIb.r Do 
Begin 
GotolYlj .18 ,n ); 
Writel'_ ' I; 
Write li I l,'. ' ,PaITypes[i[ ); 




j :' 0; 





quit :' False; 
Repeat 
Write I 'Enter digit Of PAL to be Edit: ' ); 
Readln Idigi t ) ; 
For i :' I To Recnumber I I do 
Begin 
If i ' digit Then 
Quit :' True; 
End;{for} 
Until Quit ; 
{Delete all Data} 
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Clrser; 
Seek Ipflle, Idigit - 1)) ; 
Read IPFlle ,PRee) ; 
Writelnl ' Oata of PAL ; ' ,PRee.Name); 
Writeln l'Number of pins; ' ,PRee.Count); 
FOR i : ~ 1 TO PRee .Count DO 
B.glO 
Wntel'PIO ', j, ' " PRee.Status[i]); 
If PRee.Status[i) ~ 'INPIlf' Then 
Begin 
Wnteln l' , connect to input lIne ',PRee .Input lIne[i]); 
End nf,lOput ) 
Else 
BeglO 
If PRee.Status[!] ~ '01lfP1lf' Then 
Begin 
Writel' , 1st PlIne ' ,PRee.ProduetlIne[i] ); 
Writel', No.of Plines ' ,PRee.NoOf[ i]) ; 
If Pree .Prodenli J ~ 'Y' Then 
Writel', Pline ',Pree.Produetlineli] - 1.' ~ no'); 
If Pree.Reg li] ~ 'Y' Then 
Wntelnl', Register output, Fbaek to inLine ' ,Prec. Fback[!]) 
Else 
If Prec.Feedbaekli] ~ 'Y' Then 
Writelnl', Fback to inllne ',PRee.Fback[i]) 
Else 








Write{ ' Edit -- ) N.ame , P.ins ,D. elete ? ') ; 
Readln lehoice) ; 
choice ; = upcase (cboice ) ; 
Until leboice ~ 'N') or lehoice ~ ' P' ) or leboice ~ 'D' ); 
If choice ~ '0' Then {Delete data of on. PAL fro. database) 
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If cboice ~ 'N' Then 
Begin 
Write ('PAL name ' 'I; 
Readln (Prec ,Name) ; 
Done :~ False; 
i : ~ 1; 
Repeat 
If Prec.Name[i) in PalSet Then 
Begin 
Prec.State :~ Upcase(Prec.Name[i)); 
Done := true: 
End{!f) 
Else 
Inc (i ) ; 




Write('Enter tbe pin nUllber to be edit. 'I; 
Readln (pos); 
Witb prec do 
Begin 
Writeln; 
Write('Give new status of pIn ' ,pas,' 'I; 
Readln (Status[pos) ); 
Xlat. : ~ Status[pos); 
For j :~ 1 to lengtb (rlate) do 
Beg in 
Xlate[j) :~ Upcase(Xlate[j}); 
End;{for) 
Status[pas) :~ Xlat. ; 
If Status[pas) ~ ' JNP!JT ' Then 
(Edit nam, of PAL in database) 
(Edit data of one pin of a specific PAL in tbe database) 
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Begin 
Productline]pos] :. 99: 
Write I' Input ',pos , ' connect to .hlCh Input line' : 'J ; 
ReadInl Inputline]pos] J 
End!i£} 
Else 
If Status]pos] • 'otrrPlIT' Then 
Begin 
Inputline[pos] :. 99; 
If State. 'R' Then 
Begin 
Done :. false; 
Repeat 
Write l' Is it a Register Output YIN: 'J ; 
ReadIn (Choice J: 
Case Choice Of 
'Y ' , 'y','N ' ,'n' : Done := true ; 
Else 
Write I ' Error : Try again, 'J; 
End;!case) 
Until Done; 
Reg[pos] :. UpcaselchoiceJ; 
If Reg[pos] • 'Y' Then 
Proden[pos] :. 'N' 
Else 
Begin 
Wrlte( ' Is there a product I1ne to enable output Y or N' 'J ; 
ReadIn lProden [pos} J; 





Writel ' Is tbere a product line to enable output Y or N? ' J; 
ReadIn (Proden [posJ J; 
Proden [posJ :. upcase IProden]pos ll ; 
End:!eIse ) 
Write l' First product line connect to output ',pos, " : 'J : 
ReadIn l Productline]pos] J; 
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Writel"Number of Product h nes connected to OR gate of output· ,pos,' ? : 'I ; 
Read ln( NoOFlpos] I; 
Done :" False; 
WHILE NOT Done DO 
Begin 
Write l'Output with feedback Y or N :' 1; 
Readln l FeedBacklpos] I ; 
FeedBack lpos] :" Upcase(FeedBacklpos)l; 
IF FeedBacklpos] " 'Y' 1IiEN 
Begin 
Done :" True; 
Write (' Feedback to Wh lCh input llne ' :'1; 




Done := True; 







Seek (pfile,digit - II; 
Wn te (pflle, prec l; 
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{It'Illfll.,lffl ••• II.f ••• II.f •••••• '''llllflfllllflflIllflfll} 
{Procedure to get the number and n .. es of PALs in the database} 
{fflt" ••••• ,.' ••••• II.'.f ••••••••••••••• f •• f •• f.I.ff.ffflflll} 
Procedure Get: 
BeglD 
Asslgn ( PFile, 'PalFlle.PAL' }: 
iSH 
Reset (PFile} : 
{Slt } 
IF IoResul t () 0 11iEN 
Writeln l 'No data of PALs yet. ') 
ELSE 
Begin 
RecNumber :' FileSm lPF11e ) - 1: 
For i :' 0 to RecNumber do 
Begin 
Seek lpfile,i ): 
Read IPFile.PRec ) : 
PalTypes(i] :' PRec.Name: 
End:{For} 






Wn teln l' PAL database. ' ): 
Qults :' False: 
Repeat 
Writeln: 
Write I 'A.dd, R.ead, E.dit. Q.uit ? ') : 
Readln l Choice ): 
Case Choice OF 
'A','a' : AddRecords: 
'R' , 'r' : ReadPAls: 
'E' , 'e' : Edi trec ; 
'Q' . 'q' : QUits :' True: 
ELSE Write I' Error : Try again. ') 
{Beginning of .ain program} 
{Henu to select a topic) 
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FUSEMAP.PAS 
{f llllllll.,lflfllflllfff.flllllflff' ••• '.I ••••• llf ••• Illfll •• } 
{Tne purpose of this program is to create a cireuit database, ) 
{compil, a fusemap, compile a JEDEC-file, display data in the ) 
{database and to edit data in the database ) 






MaI!No ~ 20; 
MaxPal ' 30; 
Printer>: 'PRN' ; 
screen t , ; 
TYPE 
DataPtr ~ ADataRecord; 
DataRecord ~ record 
Dataln : String[70); 














: Integer ; 
: Array[l. .MaI!No) Of char; 
: Array [1. .Maxno) Of char; 
: Byte; 
: Array [1. .MaI!No ) Of Integer; 
: Array[I..MaI!No) Of String[80); 
: Array[I..MaI!No) Of String[80); 










: Array [ 1. .MaI!No) Of String [6) ; 
: ARRAY [ 1. .Ma,No) Of Integer; 
: array[I..MaxNo[ Of Char; 
{Pascal CRT uDlt) 
{Pascal Dos unit) 
{Max numh,r of pins and preduct lines ) 
{Ma, number of Pal types ) 
{Assign to printer) 
{Assign to screen) 
{Data record .emory pointer) 
{Oata record str.cture} 
{String to keep info ) 
{Pointer to next record for linked list} 
{Cireuit record) 
{Name of cireUl t) 
{Digit of PAL type in PAL record) 
{Array to store the pin names) 
{Array to store active 10' or high ) 
{Number of "tp.ts tbat are used) 
{Store tbe pi, number of each output tbat is used) 
{Store the fU<ction of each outp.t ) 
{Store tbe futCtion of each output enable line) 
{Pal record} 
{PAL name} 
{States of PAL "tputs) 
{Number of pits) 
{Status of pins) 
{Input pin connected to wbicb input lIne) 
{Output with a preduct enable line or not) 
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Productllne : ARRAYI!. .liaxNo} OF Ioteger; 
Reg : Arrayl!. .Maxno} Of Char; 
NoOf : ARRAYI!. .MaxNo} OF Integer; 
Feedback : ARRAYI!..liaxNo} OF Char; 





Currentline : DataPtr; 
Heaptop : 'word; 
FRec : FuseRec ; 
Ffile : FILE OF FuseRec ; 
FXfi le : Fi le of fuseRec; 
PRec : PaIRec; 
PFile : FIlE OF PaIRec; 
JFile : Telt; 
PalTypes : ArrayIO .. MaxPaI} of String IS} ; 
Product : Arrayl!..! } of Stringl32}; 
Valid : Arrayl!..241 of integer; 
Templine : ArrayI0 .. 16} of integer; 
Pline : ArrayI0 .. 16] of integer; 
ClrcUlt : ArrayIO .. IO] of stringl8}; 
Script : stringl80}; 
Dname : strinWO]; 
Ydig : stringI2]; 
Lineone : stringI70]; 
Oneline : StringI48]; 
FN,LFN : stringI7]; 
Ones : String ll]; 
Checksum : StringI4]; 
Pname : string I2]; 
ochr : st ringI2]; 
Temp : string l6}; 
TempEx : string I80]; 
TempProd : StringI32]; 
Hardcop, : Char; 
EN : Char; 
liakejed : Char; 
NoUirst,wipe, 
Xdlg,Choice : Char; 
Okay ,Quits ,Done, 
{The number of the first product Ilne of the output } 
{Output .ith register} 
{Number of Product lines conected to OR gate of output pin} 
{Output .ith feedback} 
{Feedback to .hich input line} 
{Linked list pOinters} 
{Variable to structure of circuit da ta} 
{Typed file for circuit data } 
{Typed file to store circu it data teporary} 
{Variable to structure of PAL data } 
{Typed file fer PAL data } 
{Text file for .!IDEC fil e} 
{Existing PALs in PAL data base} 
{Temporary storage of compiled data for one output } 
{Non existing input used in expression} 
{Used input lines} 
{Phantom input lines} 
{Circuit names in circuit database} 
{Output to screen} 
{Name of designer to be saved in .!IDEC file} 
{One product line from .!IDEC to memory} 
{One product line to screen} 
{First fuse number of pruduct llne} 
{Change one hex number for checksum} 
{Checksum in HEX format for .!IDEC file } 
{Pin name } 
{line number in memory } 
{Status of PAl pin} 
{Temporary storage of funct ion for one outpu t} 
{Temporary input Ilnes for one product Iloes} 
{Hardcopy of fusemap } 
{ENab le} 
{Compile jedec fi le} 
{Mise variahles for general use} 
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i, j ,n,a,m,k,l. 
p,diglt,pos, 
: Boolean; 
: Set of Char; 











PCount,PNumber : Integer; 
csum : Longlnt; 
{1 •• llllllllflfffffltf. } 
{Procedure to save data} 
{tflttfltltt"'tft., ••• } 
PROCEDURE WnteFData; 
Begin 




If IIoResult () 0) Then 
RewritelFfile) ; 




Procedure check; forward; 
Procedure Getx; forward; 
(Type of PM. output -) H,L or R} 
{Alphabet to ensure correct pin name} 
{Number of PAls ln PAL database} 
{Variables to determine Checksum} 
{Number of inputlines} 
{Number of phantom input lines} 
{Number of phantom product lines at a specific output} 
{Variable to show if conversion is successful } 
{Number of circuits in circuit database} 
{Misc variables for general use} 
{Checksum ln decimal} 
IProcedure wlll fol low} 
{Procedure will follow} 
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{ ffllfl ••• lllf.fffl.ffl ••• I •• fffff) 
(Procedure to add data to database) 





CbarSet:· l'a' .. 'z','A' .. 'Z',' ','!'I; 
Wri teln(' Generation of fuse map. ' ) ; 
Wri teln; 
Write( 'Enter tbe name of project or circuit: ') ; 
Read 1 n (Frec. name) ; 
elrscr; 
Writeln( 'Chose one of tbe folowing PALs ') 
Writelo; 
j :. 0; 
n := 3; 
For i :. 0 to RecNumber Do 
Begio 
GotoXY(j .1B ,n); 
Write (' . 'I ; 
Write (i + 1. ' , ',PaITypeslill; 




j :. 0; (j was :·1) 
Inc(n ) ; 
E,d;{i£) 
End;{For) 




Write (' Enter digit of Pal to be used: ' I; 
Readln (digit ) ; 
For i :. 1 To ReCDumber + 1 do 
If i • digit Then 
Quit :. True; 
Until Quit ; 




(C lear screen ) 
(Get circuit name) 
(Write names of PALs in PAL database to screen) 
(Select PAL) 
(Open PAL file) 
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If IoResult () 0 Then 
Writeln (' No record of PI.L try .g.in. ') 
Else 
Begin 
Seek (pfi Ie, (digi t - 1)) ; 
Re.d (PFile,Prec ) ; 
Close(Pflle) ; 
Frec,Dig :0 (d igit - 1); 
Writeln; 
Writeln('Name pins to be used, eg. pin 1 Input 0 I' ) ; 
Writeln ('Use alphabet or press space bar for no entry , ') ; 
WrIteln ; 
k :0 0; 
For i :0 1 to Prec .Count do 
Begin 
If (PRec.Status(li 0 ' INPlTT ' ) Theo 
Repeat 
Write ('P in ' ,1, ' : ' ,PRec.Statusil )" 0 ') 
IPna.e :0 readkey; 
If IPn"" 0 '!' Then 
Begin 
Frec,notNameii i :0 'I' ; 
Wri teln(xpn",,); 
Ipname :0 readkey; 




Wri teln (Ipoame); 
FRec.PinName ii ] :oIPn",,; 
frec .notNameii] :0 "' : 
End: 
If Not (Frec.PinNameii] In CharSet ) Then 
Begin 
Write( 'Sorry Try .g.in? , ') ; 
Writeln (' Use alphabet or press space bar for no entry, '); 
Writeln; 
End;{if} 
Untll Free.PinN""ii] In CharSet 
Else 
Begin 
If (PRee.Statusii ] 0 ' 0IJI'PlTT ') '!liEN 
Begin 
Repeat 
{Get data of selected PI.L) 
{Close PI.L flle) 
{Get PI.L pin ,ames) 
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Write (' Pin ' ,L ' : ',PRec,Statusli], ' = ') 
,Pna.e :' readkey; 
If ,Pna.. ' '!' Then 
Begin 
Free ,notNa .. [i [ :' '!'; 
writel'pna .. ) ; 
Ipname :' readkey; 
Free ,PinNa.e[i) :' ,Pname: 




FRee ,PlnName[i} :' ,Pname; 
wri tein I'pname); 
Free,NotNa.e[i} :' ' t ' ; 
End; {eise} 
if Not IFree.PinName[i} in CbarSet) Then 
Begin 
Write I 'Sorry Try again ' ,'); 
Wri tein (' Use aipbabetb or press space bar for no entry, ' ); 
Wri tein; 
End;{if) 
Untii Free,PinNa.e[i} In CbarSet; 








Writeinl'Pin ' ,i,' ',PRee .status[!) ): 
End;{eise} 
Deiete Ipname, 1, 2) ; 
End;{for} 
End;{eise) 
For k :' i to Free ,Counter Do {Get Booiean "pression for PAL outputs} 
Begin 
For i :' i to Pree.Count Do 
Begin 
If i ,Free.Qut[k} Tben 
Begin 
if Pree,proden[lI ' 'Y' then 
Begin 
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Script :~ 'Enter Boolean expression for output enable of pin no '; 
EN :~ ' y' ; 
check; 
a :~ 0; 
Repeat 
rnc (a) ; 
until (Te.pEx!a! ~ '0') or (a ~ length (te.p,,)); 
1£ te.pex!a] () '0' Then 
Begin 
Script ; ~ 'Enter Boolean expression for output pin no ' ; 
EN ;= 'n ' ; 
check; 
End ;{i£) 




Script ;~ 'Enter Boolean expression for output pin no '. 






1£ Frec .counter ~ 0 Then 







{ttfffffflfffff.".'I ••• ff'lffff" •• flf'.'f.f} 
{Procedure to Get expression of .n output .nd} 
{to check if data in espressions is valid ) 
(fffffflfllflfl.ftlllfftffffffff ••• lfflfillfl) 
Procedure Check 
Begin 
Terms :~ 0; 
IIone ;~ f.lse; 
n : = 0; 
NYalid : ~ True; 
a : = 0; 
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m :" 0; 
R.peat 
1 :" 0; 
Writ.InISeript,i ) 
ReadInIT.mp!, ); {Get expression} 
R.peat 
Inela) ; 
Until IT.mpExla] " ' "') or la " Iengthlt.mp .. )) ; 
If a " I.ngth lt.mp.,) then 
B.gin 
WnteIn l' No equaI I") sign in term, try agaln' ); 




for j :" 1 To I. - 1) Do 
Begin 
If IT.mpEx Ij I () , ' I Then 
B'gin 
If Ifree,NotN.meli] () "') Then 
Begin 
If ITempex Ij I " "') Th.n 
B.gin 
If Itempexlj+ll () , ' ) Then 
Begin 
Writ.In lTempE,ljl ,Tempe'ljtI] , ' not d.fin.d at this output. Try .g.in, ') ; 




WriteInlTempExljl,' not defin.d .t thlS output, Try 'g.ln, ') ; 





If ITempElij] () Free .PinN..,li)) Then 
Begin 
Wri teln ITempE, IJ J.' not d.fined .t this output. Try .g.in, ' ); 










Inc(l ) ; 
Insert (Te'pe, [j I ,pname, 1) ; 
IncO) ; 
Insert (Tempe, [j+ 11 ,pname , 1) ; 
If (Pnamel11 () Frec.NotName[i)) AND (Pnamelll () Frec.pinNameli )) Then 
BeglO 
WriteIn(Pname,' not defined at this output. Try again. ') ; 
NYalid : 0 False; 
End; (l fI 
End{eIse); 
End; (l fI 
End; {For) 
End; {else} 
If NYaiid 0 True Then 
Begin 
For J :0 (a + 1) To Length (TempE,) Do 
Begin 
If TempE, Ij I 0 '+' Then 
Inc (Tems ) 
EIse 
Begin 
If (TempEx [j I () , ' ) Then 
Begin 
If (Te.pEx[j I () 'I') Then 
Begin 
If EN 0 'y ' Then 
Beg10 
If TempE, Ij I () '1' Then 
Begin 
If TempE, Ij I () '0' Then 
Begin 
• :0 0; 
liepeat 
Inc (. ) ; 
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Until (TelpEx(j) ,Frec.PinName[I)) or (m )' Prec.Count ); 
End; (else ) 
If I ), Prec.Count Then 
Begin 
NYalid ;, False; 
lOc (n) ; 
Valid [n ) ;, j; 




End; (eise ) 
End; {for) 
a ;, 0; 
If (Terms ( Prec.NoOf[, 1J and !NYai,d ' true ) Then 
BeglO 
If EN ' 'y' Then 
Beg in 
I f Terms ) 0 Then 
Begin 
Terms ;, 0; 




Frec.E,Enabie[i) ;, TelpEx; 





Frec.Expres[i) ;, TempEx; 





If (Terms ), Prec .NoOrri)) Then 
Begin 
Wri tein (' To ""ny product terms I ,Try again . ') 
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For m :0 1 to n do 
Begin 
Wri teln( 'Not ,al id no input for ' ,TempE. [valid [mil ): 
End:{for) 
End:{else) 
Nvalid : 0 true: 
n : 0 0: 





NYalid : 0 True: 
a : 0 0: 
End; (else ) 









Ass ign(OUTPUT,Screen ): 
Rewri te (OUTPUT) : 
End: 
{fffffl"'f.I ••• II.I.' ••• f.I •• 'fffflfffffffl.) 
(Procedure to read data from circuit database) 
(and PAL database and store in records ) 
{fffff.I.lflllflf.I ••••• I.lf ••• llflllf ••••• '.) 
Proeedure OpenRecs: 
Begin 
Assign( ffile, 'Cirfile,Cir' 
(Si- ) 
Reset (Ffile ) ; 
(Si+ ) 
If 10Resuit <) 0 Then 
Begin 
Wri teln (' No record of Fuse map try again,' ); 
Okay :0 False; 
(To print data ) 
{To display data on screen} 
(Open File with circuit info) 
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Ok.y : ~ True; 
Writeln('Dat. of next circuits in d.t.base 'I ; 
Writeln; 
J : ~ 0; 
n : = 3; 
for 1 ;~ 0 to cirnumber do 
Begin 
GotoIY(j'18,nl; 
Write( ':' ) ; 
Write(i f 1. ' . ' ,c ircuitlili ; 










qu it :~ fa lse; 
Repeat 
Wri te I' Enter the digit of circuit you want to work with : 'I; 
Readln(digl ; 
for i : ~ 1 To cirnmer t 1 do 
1£ i ~ dig Then 
Quit :~ True; 
Until Quit ; 
Seek(ffile, (dig - 1) 1; 
Re.d (Ffi le,frec l ; 
Digit :~ Frec,Dig; 
Assign( Pfile, ' PalFile,Pal ' 
{Si-) 
Reset(Pfile l ; 
(SH) 
Seek (pfile,digitl; 
Read (Pfile ,Prec l 
Close (ffile l ; 
close (pfile l ; 
End;{else ) 
End; (openrecs ) 
(Write names of all the eXisting circuits) 
(in the data base to the screen) 
(Select a circuit) 
(Re.d d.t. of specific circuit to memory) 
(Nmer of PAL in PAL d.t. b.se) 
(Open PAL file ) 
(Read data of PAL to memory) 
(Close Circuit file ) 
(Close PAL file) 
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{Procedure to display data of circuit on screen or to make a printout thereof} 






If okay then 
Begin 
QUIt :~ false: 
Repeat 
Write ('Output to S.creen, P.rinter ? 'I : 
Readln (Cho ice ) : 
Case Cho ice Of 
'P' , 'p' : Begin 
Printreeord: 
Qui t : ~ True: 
End: 





Qui t :~ True: 
End: 
WriteIn( 'Summary of ' ,Frec.name, ' making use of ' ,Prec.Name ): 
Wrlteln : 
j : ~ 1 : 
n : = 3 ; 
For i :~ 1 to PRec.Count DO 
Begin 
If (PRec.Status (i ) ~ ' INPUT ') or (PRec.Status[i) ~ 'OUTPUT ') 11ilN 
Okay : ~ True 
Else 
Okay : ~ false 
If Okay Then 
Be9in 
If (chOice ~ 'S') or (choice ~ 's ') Then 
Begin 
If free.Notname[i) ~ '" Then 
Write (' P" ' ,1.' ' ,PRec.Status[I ).' ~ ' ,Free.NotNamell).fRee.PlnNa.e[lI ) 
Else 
Write (' Pin ' ,I. ' : ' ,PRec.Status [i ). ' ~ ' ,FRec.PinNa.ell )) : 
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If free.Notnameli] • '!' Then 
Wri teln (' Pin ',i,' , ,PRee .Status Ii].' • ',Free .NotNamelli ,FRee. PlnNa.e Ii]) 
Else 




If (choice· 'S') or (choice' 's') then 
Begin 
Write (' Pin ' ,1, ' : ' ,PRee.status{i]) ; 
GotoXYi j '15,n ) 
IrIrite (' _ ') ; 
j :' j+l; 
End{if} 
Else 










Wri teln ; 
For k :. 1 to Free.Counter Do 
Begin 
For i :. 1 To Pree.Count Do 
Begin 
If i • Free .Out Ik I Then 
Begin 
Wri teln (' Pin ' ,i ); 
If Pree.ProdEnli] • 'Y' Then 
Begin 
Writeln ('Output enable : ' ,Free. E,Enable Ii]) ; 
End; (If) 
Writel,('E,pression : ' ,FRee.expresli ]) ; 
E,d;{if} 
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Wri te I' Press enter to go on. '); 
Readln; 
End;{ReadExpreslnfo} 
PROCEDURE Dontcare; Forward; 
Procedure Phantom; Forward; 
Procedure Find; Forward; 






{ IIIIIIIII,*II'I.IIIIII •••• ' •• II .. } 
{Procedure to store data In me.ory} 
{ ffllfl •• III •••••• ff ••• flf.f •••• '. } 
Procedure Point; 
Begin 
If Firstline • Ni 1 Then 
Begin 
NewICurrentI,ne ); 
Currentline'.Dataln ,. IineOne; 
Currentline'.N'xt ,. Nil; 




Prevline ,. Currentline; 
New lCurrentl in,}; 
CurrentlineA,Dataln := lineOne: 
Prevline' ,N"t ,. Currentline; 
CurrentlineA,Next := Nil: 
End;{else} 
End;{point} 
{Procedures to folow} 
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{.'tffft'tffffffffftf""fllf ••••••••••••• tlll } 
(Procedure to display data in .emory on screen) 
{ftltffffffflllllfflf"""""""".' . " lllf } 
Procedure Readmap; 
Var 
Data ; DataPtr ; 
Begin 
j :" 0; 
Data :" Firstline: 
Wrltelnl' 
Wri teln I' 
Wri teln: 
1111111111222222222233'); 
o 1234567890 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1'); 
\'bile Data () Nil Do 
Begin 
With Data' Do 
Wri teln iDataln) ; 
Data :" Data' .Next; 
Inc Ij) : 
Ifj"8then 
Wri teln: 
If j " 16 Then 
Begin 
Writeln; 
Wri teln I' 1 1 1 1 1 1 1 1 1 1 2 2 2 2 2 2 2 2 2 2 3 3') ; 
Writelnl' 0 1 234567890 1 2 3 4 5 6 7 8 9 0 1 2 3 4 567890 1'); 








{ ...... U ..... flllf .... lff } 
(Procedure to make fuse.ap) 





If Okay Then 
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hardeop :. 'N' : 
Firstline :. nil: 
.ark Iheaptop ) : 
j :. 0: 
Temp:="; 
FindIn: 
TempI :. 0: 
Whi Ie j ( Pree .Count Do 
Begin 
If Temp • ' INPlIT ' Then 
Begin 
Te.pllneITe.pl) :. Pree.Inputllnelj}: 




If Pree.Feedbaeklj} • 'Y' Then 
Begin 
Te.pllneITe.pl} :. Pree.FbaekIJ}: 




End: (.hi Ie) 
Phanllne :. 0: 
J :. 0: 
Repeat 
i : = 0; 
Done :. false: 
Repeat 
If j • Templlneli} then 
Done :. true 
Else 
Begin 
If i • ITempl - 11 Tnen 
Begin 
Plinelphanline} :. j: 
InelPhanllne ) : 
Done : = true ; 
Endllf} 
Else 
Inc Ii) : 
(Determine wh ich input llnes exist in pal ) 
(Detennine phantom input lines ) 
us 






Until j " 3Z; 




m := 0; 
Phantom; 
End;{if) 
While i > 1 do 
Begin 








If Prec.Proden[l[ " 'Y' Then 
Begin 
k :" 1; 
TempE, :" Frec,E,Enable[i); 
BooleaDK; 
a := 0; 
Repeat 
Incla ) ; 
Until [TempE,[a) " ' 0') or la " length ltempex)); 
If tempex[a) 0 '0' Then 
Begin 
Inc [k) ; 
TempE, :" Frec,E'pres[i); 
Beolean!; 




k :" 1; 












Inc (i ) ; 
Temp ;" pree.statusii ]; 
Unti I (Te.p " 'OUTPUT ') ; 
J :" Pree.produellineii]; 
If Pree.Prodenii ] " 'Y' Then 
• :" j t 7 
Else 
':" J t8: 
If Pree .Count " 20 Then 
0 :" (64-.) 
Else 
n:" (80 - . ) : 




Write( 'Do you want a hardcopy, YIN ") ; 
Readln (hardeop ); 






Write('Nake Jedeefile, YIN , ') ; 
Readln (NaleJed ); 
If Upease(Nakejed) " 'Y' Then 
8egin 
Jedec; 
Write (' Jedee File has been made. ' ); 
End{if} 
Else 
Writeln ('No jedec fi le was .ade.' ); 
End; {NakeNap} 
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{fttfflff"" ••• 'f""."."'} 
(Procedure to .ake JEDEC file ) 
{tflll •••• III •••••••••••••••• } 
Procedure Jedec; 
Begin 
Wri te I' Enter your name. ') ; 
readIn !Dname); 
First := 'Y'; 
PNumber :. D; 
Pcount :. D; 
i :. Prec.Count; 
Assign (Jfile ,FRee .namet ' .JED'); 
Rewflte lJfiIe ) ; 
Wri teln (J FIIe ,Cbar ISD1) ); 
WriteIn lj flI e, 'P)J. used : ' ,Pree.Name): 
Writeln ljfile, 'ProJek name: ' ,Free.name ): 
WriteIn ljfiIe, 'De51gned by : ' ,Dna.e ): 
WriteInlJfiIe, ',') ; 
Writeln lJfiIe, 'QP' ,pree.count, ' . ') : 
WriteIn lJfiIe, 'QV" ); 
WriteIn (JfiIe , 'GO, ') ; 
Writeln lJfiIe, 'FO, ') ; 
find; 
If Prec.Proden[i] • 'Y' Then 
PNumber :. In - 1) 
Else 
PNumber :. n; 
Repeat 
If Free.PioName[ i] () , , Then 
Begin 
If Prec.Prodenli ] • 'Y' Then 
Begin 
k :. 1; 
TempEl :. 'rec.EIEnabIe[i]; 
Bin; 
Inclk) ; 
a :. D; 
Repeat 
Inc la) ; 
Until ITe.pEI ]a] • '0') or la • Iengtbltempex)) ; 
If tempex[a] () '0' Then 
Begin 
TempEx :. Free.Expres[i]; 
Bin ; 
121 
© Central University of Technology, Free State
BYLAAG C 
FUSE MAP.PAS 




k :" 1; 





If Prec.Proden!i ] " 'Y ' Then 
Phan :" 17 - Prec .NoOf[i ]) 
Else 
Phan :" 18 - Prec .NoOf!i ]) 
PNumber :" IPnumber + Phan ) 
PCount :" IPCount + IIPHaniinef2)fPhan )) ; 
Hnd; 
Until i " 1; 
J :" 4; 
Checksum :" '0000'; 
If esum )" 16 Then 
Begin 
Repeat 
Rem :" csum Mod 16; 
If Rem ) 9 Then 
ones:" Char lre. + 55) 
Else 
ones:" Char Ire. + 48); 
Deletelchecksum, j .1}; 
Insertlones .Checksum,j }; 
Dec lj ) ; 
csum ::: csum Di v 16 
Unt i l csum ( 16; 
End;{i£) 
If csum ) 9 Then 
ones :" Char lcsum + 55 ) 
Else 
Ones :" Char lesum + 48 ); 
De lete IChecksum.j.l ); 
Insert lones.Checksum. J) ; 
Wnte lJfile. 'C' ,Checksum. 'f' ); 
WrlteIJflle.charIS03)) ; 
Ciose lJfile ) ; 
End; {Jed.c} 
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{f.lllffl' ••••• t •••• IIIII"t •••••• , •••••••••••• 't'II •• ftl' } 
{Procedure to change expression over to ' I ' and '0' format} 
{fllll.I •• lflll.f •• I •••••••• II.t,ttfllflffflfflfflflf.Ilfl } 
Procedure Bin: 
Begin 
j : ~ 0 ; 
NoX:~ 'n' ; 
m :~ 0; 
T.mpprod :~ ' 11111111111111111111111111111111'; 
Repeat 
Inc{m); 
Unti I Temp" (m) ~ ' ~ ' ; 
for m :~ (m + 11 To Length(TempE. ) Do 
Begin 
If (TempEx 1m) () , ') Then 
Begtn 
If {TempE, 1m) () ' +') Then 
Begin 
If TempEx 1m) ~ ' I ' Then 
No! := 'y' 
Else 
Begin 
j : ~ 0; 
Repeat 
Temp : ~ , , ; 
Findln; 
Until (TempE,lm) ~ frec,PinNamelj ]) or (TempE'lm) ' 1') or (TempExlm) '0'); 
If (TempE. 1m) ~ ' 1') or (TempE, Iml ~ ' 0') Then 
Begin 
If (TempE. I.) ~ ' 1' ) Then 
TempProd : ~ ' 11111111111111111111111111111111'; 
Else 




Tprod :~ 0; 
If Temp ~ 'INPUT ' Then 
Tprod :~ Prec,lnputiinelj) 
Else 
Tprod : ~ Prec, Fback Ij ) ; 
If frec,nohamelj} ~ 't ' then 
Begin 
If No! ~ 'y' Then 
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Inc (Tprod) ; 
No! :' 'n ' ; 
Eod;(If) 
Inc(Tprod) ; 




If nox ' 'n' then 
Inc(tprod ); 
Inc ltprod ) ; 
nox:: 'n' ; 







Product[k) :' TempProd; 
Inc (k) ; 




Product[k) :' TempProd; 
Te.pProd :' '11111111111111111111111111111111'; 
m ::: k ; 
End(Procedure Bin}; 
{IIII"flf!llffffffllffff"'fflf'} 
(Procedure to fina lise JEDEC file ) 
{flll.I •••• f.' •••• f f ffflfff.'.flf } 
Procedure Jedm,ke ; 
Begin 
If Prec .Proden[i] , 'Y' Then 
Begin 
Dec(n); 
Fusenumber :' «n. 32) - (PNumbe,.32)) - Pcount; 
End{if} 
Else 
FuseNumber :' « n.32) - (PNWDber.32}) - Pcount; 
For k :' 1 To. Do 
124 




LIN :" 'LOOOOOO' ; 
TempProd :" Product(kl; 
For 1 :" 0 to (Phanline - 1) do 
Begin 
a:" (Plinelll + 1) - (1-1) ; 
Delete(Tempprod,a,1 ); 
End;{for) 
If first" 'Y' Then 
Begin 
J :" 0; 
First: = 'N' ; 
Repeat 
lnc (j) 
Until (TemPprod(jl " '1') or (j " (length (tempProd ) +1)) ; 
If j " (length (tempprod) + 1) Then 
First ;" 'Y' 
Else 
Begin 




res != 4 - Rem; 
Hex :" 1; 
For p :" 1 to Rem do 
Begin 
Hex :" Heu1; 
End; {for ) 
He, :" He. div 1 ; 
Csum :" Hex; 
For p :" 1 to Res do 
Begin 
Hex :" Heu1; 
lnc (j ) ; 
Ones :" copy (tempprod.j . 1); 
Val (ones.one. code ); 
Checks '" Hex-One; 
Csum :" Csum + Checks: 
End, {for) 
lnc (j) ; 








j : ~ 1: 
If First ~ 'N' Then 
Begin 
For j :~ j To LengtblTempprod l do 
Begin 
Ones : ~ copy Itempprod, j , 11 : 
Valiones,one,codel : 
Cbecks :~ Hex.One: 
Hex :~ Hex. l : 
Csum :~ Csum + Cbecks: 
If Hex ~ 156 Then 
Hex :~ 1: 
End: {forl 
End :{lf l 
StrIFuseNumber,fNI: 
XInsert : ~ 8 . Lengtb lINI: 
I nsert lIN, lIN, X 1nsort I : 
Write lJfi Ie, LINI: 
WriteIJfiIe , ' 'I : 
for J :~ 1 to Lengtb lTempProdl Do 
Begin 
WritelJfile, TempProd Ij I I: 
If Ij ~ 41 or Ij ~ 81 or Ij ~ III or Ij ~ 161 or Ij ~ 101 or Ij ~ 141 or Ij ~ 181 Then 
WritelJfile, , 'I: 
End:{Forl 
Wnteln lJfi Ie, '.' I: 
Inc (nl : 
a :~ (PbanI" .. I. kl: 
FuseNumber :~ Illn.31) . IPNUlIber>3111 . Pcountl . a: 
End: (for) 
End: {Jedmake I 
{. ' .f.I.' •••• , ••••• I •• lllllfff'IIII.llflfflllflfffflflfllffl.' •• ' } 
(Procedure to cbange tbe expression of a output to fusemap format) 
{ttlff •••• ,., •• , ••• , ••• t"II •••• ' •••• f.fflflffff., •• t.ff.tllf.' f .} 
Procedure Boolean!; 
Begin 
J : ~ 0 : 
No! := in'; 
II : = 0; 
Tempprod :~ ' ................................ ' : 
Repeat 
126 
© Central University of Technology, Free State
BYLAAG C 
FUSEMAP.PAS 
Inc lm) ; 
Until Te.p.,lm), ' ,'; 
For m :' 1m + 1) To length ITempE, ) Do 
Begin 
If ITempE, 1m) 0 ' ') Then 
Begin 
If ITempE, 1m) () ' +' ) Then 
Begin 
If TempE'lm) , ' I' Then 
No! :' ' y' 
Else 
Beg in 
j :' 0; 
Repeat 
Temp :' , , , 
FindIn; 
Unti l ( TempE' lm]' Frec .PlDName [j]) or (TempE,[m] , ' 1') or (TempEx[m] , ' 0') ; 
If ITempE,[m] , ' 1') or (TempEx [. ] , '0' ) Then 
Begin 
If ITempE, [m] , ' 1' ) Then 
TempProd :' ,----------------------- ------- --' 
Else 




Tprod :' 0; 
If Temp' ' INPUT ' Then 
Tprod :' Prec,Inputl ine [j ] 
Else 
Tprod :' Prec, Fback [j ] ; 
If frec,notname [j] , ' , ' then 
Begln 
If No! ' 'y ' Then 
Begln 
Inc(Tprod ) ; 
NoX ; = 'D' ; 
End; {! f} 
Inc (Tprod ) ; 




If nOl ' ' n' then 
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Ine (tprod) : 
Inc(tprod) 
Dox: ='n '; 







Product [k[ :" T.opProd: 
Inc [k) : 




Produet [k] :" T.opProd: 
T •• pProd :" ,----------------- -- ------------- , : 
• :" k : 
End{Bool",,}: 
{lfffffflfff •••• lflf ••• tlffl.I.llfll.f.III • ••• • • • lfl •• t'lff} 
(Proc.dure to fina11s. fus .. ap fomat for all product 11oes) 
{for a output and store it in •• oory } 
{ ••• tfl • • •••••••• • • I • • • •• '.flf •••••• ,t, •••••• llllf'.I.tllff } 
Proc.dure Fus.sBI01OJl: 
B.gin 
If Pree.Proden[i] " 'Y' Then 
B.gin 
Dec(n) : 
Dont :" ((Pree.NoOf[i] + 11 - .): 
End{i£} 
Els. 
Dont :" [Pree.NoOf[i] - 0 ) ; 
For k ;" 1 To 0 Do 
B.gin 
11oeone :" Produet[k}; 
For i2 :" 1 to phanlin. do 
B.gin 
11neone[p11ne[i1-11+1} ;" ' ' : 
l ineooe[plioe [i 1-11+2}: " ' : 
End: {for} 
Str(n,ochr) : 
If n ( 10 Then 
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Insert (' + ,ochr , 2) ; 
For i2 :~ 1 to 31 do 
Insert !' ',lineone,i202); 
Insert( ' ' ,lineone,l); 




For j ;~ 1 To Dont Do 
Begin 
lineOne : ~ ' HH++++H+++HH+H+HHH+++H ' ; 
Str(n,ochr) ; 
For i2 :~ 1 to phonline do 
Begin 
lineone[pline[i2-1]+I] :~ , ' ; 
lineone[pline[i2-l]+2 ] :~ , ' ; 
End;{for) 
If n ( 10 then 
Irtsert (. ',ochr, 2) ; 
For il ;~ 1 to 31 do 
Insert!' ',lineone,i202); 
Insert (' ',lineone , I) ; 




If Pree,Proden[i} ~ 'Y' Then 
m :~ 17 - Pree.NoOr [l} ) 
Else 
m :~ (8 - Pree .NoOf[iJi; 
For j : ~ 1 To • Do 
Beg in 
lineOne ; ~ , 
Str(n,ochr) ; 
For il :~ 1 to phdnline do 
Begin 
lineone[plineI11-1J+lJ :~ , ': 
lineone[pline[il-1J+l} :~ , '; 
End; {for} 
If n ( 10 then 
Insert (' l ,ocbr.2); 
For i l :~ 1 to 31 do 
Insert (' ' ,lineone,i201) ; 
Insert (' ' ,lineone, 1); 
' . ,
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{ tfilltf.flllillfllllillfllilfl ••• llf} 





Inc Ij) : 
Temp :" Prec.Status(jJ: 
Until ITemp" ' INPUT ') or (Temp" 'OUTPUT') or (j )" Prec.Count J 
End: (findin) 
{ ... flfllfIlIU ........... } 
{Precedure to find outputs} 




Dec(i I : 
Temp :" prec.statusI1J : 
Until (Temp" 'OUTPUT') or (i " I): 
Temp := . '; 
n :" Prec.Preductline[iJ: 
End: 
{ftfffflllltllllllfllllllllllll"'llllllltlll"'IIII.'tflll"'.I""'. } 
(Procedure to put correct character in fuse.ap for al l Phantom outputs) 
{I'lfl'.f.'.fff.'.flf.ff.I ••••••••••••• f •• f.f •••••• I • • flillfl'flfllfll } 
Procedure Phantom: 
Begin 
For j :" 0 to (n - 1) do 
Begin 
lineOne := ' 
str lm,ochr) : 
For il :" I to phanline do 
Begin 
lineone[pIine[il-IJ+IJ:" ' : 
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If • ( 10 Thee 
Insert(' ' .ocbr.l); 
For il ;, 1 to 31 do 
Insert!' '.lineone .ill l) ; 






{ fflfl •••• ' ••••• '.f.'.I.'."lf".lllllllflfl.' •••• fl.} 
(Procedure to put coree t cbaraeter In fus.map for all) 
{outputs that are not used ID applIcatIon } 
{fff •••••••••••••••• flt •••• ' •••• •• f ••• ' ••••• ftttttttt } 
Procedure donteare; 
Beg 10 
If Prec.proden(i] , 'Y' Then 
Beg10 
dec (n) ; 
• ;, (7 - Pree .NoOfJl]) ; 
For j ;, 1 To (Pree .NoOfJi] + !) Do 
Begin 
LineOne ;, '++++++++++++++++++++++++++++++++ ' ; 
str(D.ocbr) ; 
For 11 ;, 1 to pbaDIine do 
Beg 10 
1Ineone[pline[11-1]+1]:' ' ; 
lineone[pline[il-l]+l] ;, , ' . 
EDd;(for) 
If D ( 11 Then 
IDsert (· ' .ocbr. l) ; 
For il :' 1 to 31 do 
IDsert( ' ' .lineone.illl); 








• ;, (8 - Pree.NoOf[i] ) 
For J ;, 1 To Pree.NoOf[l] 00 
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LineOne := '++++++++++++++++++++++++++++++++ ' ; 
str ln.ochr) ; 
For i2 ;~ 1 to ph,n1ine do 
BeglD 
lineone[pline[i2-1[t1[ ;~ • '; 
lineone[pline[i2-1[t2[ :~ • '; 
End ;{for} 
If n ( 10 Then 
Insert I' .• ochr . 2) ; 
For i2 :~ 1 to 31 do 
Insert I' . . hneone. i212} ; 
Insert (' ' ,lineone,l ) ; 
Insert lochr.1 ineOne .1} ; 
Point ; 
Inc In) ; 
End ; 
End;{else} 
For j : ~ 1 to • Do 
Begin 
LineOne : ~ . 
strln.ocbr) ; 
For i2 :~ 1 to pbanhne do 
Begin 
hneone[phne[i2-11+1[ :~ . ' : 
Ilneone[phne[i2-11+2[ : ~ • ': 
End;{for} 
If n ( 11 Then 
Insert I' .. ochr. 2) ; 
For i2 :~ 1 to 31 do 
Insert I' . • hneone. i212 ) ; 
Insert I' .• hneone .1 ) ; 




End; {dontcdre } 
{ ffffllfflllffftfftfffffftfttfttfffffttfff) 
{Procedure to displ,y JEDEe file on screen} 











If okay tben 
Begin 
Quit :" False; 
Repeat 
Write l 'Output to S,creen, P,rinter , 'I : 
Readln ICboice): 
Case Cboice Of 
'P' , 'p' : Begin 
Printrecord : 
Quit :" True: 
End: 




Quit :" True: 
End: 
Asslgn IJflle ,Free, namet ' ,jed ' ) : 
I$i -) 
Reset lJflle ) : 
I$lt } 
If IoResu I t () 0 Then 
Writelnl'There is no jedee file of ' ,Free ,name} 
Else 
Beg10 
Wblle Not EoflJfile) Do 
Begin 
Readln IJfile ,oneline ) : 
Writeln loneline): 
End:{Wbile} 
CloselJFlle ) : 
End:{else}: 
End: Ii f} 
Readrecord: 
Wri teln : 
Wri te I' Press enter to go on, ' ): 
Readln: 
End: {readj edec} 
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{ffllffflllllffflfl ••• '.lfff.f.ll.f.I ••••••• IIIIIIII •• Ilfllllll'll) 
(Procedure to get the number and names of circuits in the database) 
{tlffff.'.I •••• II •••••••• I •• I ••••• fff •• '.f'f.f.fff •• '.Ifllf •••• II.} 
Procedure Get,; . 
Begin 




If 10Result (> 0 Then 
Writeln (' No data circuits in database. ') 
Else 
Begin 
cirnumber :. FllesizelFfile} - 1; 
For i :. 0 to ClrnUlllber do 
Begin 
Seek IFfile,i}; 
Read IFfile,Free} ; 
circuit Ii] :. Free.Name; 
End;{for) 
Close lFfile} ; 
End;{else ) 
End; {getx) 
{lfllfflt"I"""lff!l!f"'ffl •••• tlf!!"'f!!!II } 
(Procedure to erase all records from the database) 
{flf'f.lll.f.flll.l.ffllflflllllflll.'.fflllllll.} 
Procedure EraseRecords : 
Begin 
elose lffile} ; 
Writelnl 'All data in database wil be lost I! I'} ; 
Quit :. False; 
Repeat 
Writel 'Do you want to proceed YIN , ' I; 
Read lwipe} ; 
wipe :. Upcase lwipe}; 
If wipe. 'Y' Then 
Begin 
E"sel ffile } ; 
Quit :. true; 
End 
Else 
If wipe. 'N' Then 
Qu it :. t rue; 
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Unti I Quit 
End; I erase) 
(ffli lltlfl"""tl"""f ••• " •• ttl" ) 
IProcedure to change data in data base) 




CharSet:= ['a',.'z','A',.'Z', ' ' J 
Assign l Ffile, 'elrFile,eir ' ) ; 
lSi-) 
Reset lFfile) ; 
lSi +) 
If IoResuI t () 0 Then 
Begin 
Writeln l' No record of Fuse map try again. ') ; 




ydig ::. " : 
Quit :~ False; 
Repeat 
Writel 'Edit One record IE, Erase one record 10 or Erase all record ,II. , 'I ; 
ReadlnlWipe) ; 
wipe :~ upcaselwipe); 
Until Iwipe ~ '0') or Iwipe ~ 'A ' ) or Iwipe ~ 'E'); 




If wipe' '0' then 
Begin 
elrscr; 
Okay :' True; 
Quit :' false; 
Repeat 
Writeln l' Data of next circuits in database 'I ; 
Writeln; 
J :' 0; 
n :,. 3: 
For i := a to cirnumber do 
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Wnte(J t 1.', ',mcuit[ill; 










Wn te (' Enter the dlgl t of CHCUl t you want to delete or Esc to qult ; ') ; 
ldlg :' re,dkey; 
If Xdlg , m then 





,dig ;, readkey; 
If ,dig () #13 Then 
rnsert(,dig,ydig,l); 
Val(ydig,dig,code ); 
If dig ( cirnumber t 1 then 




writeln('You must enter a digIt smaller tban ',cirnumber,l , ' I ! I ' ) ; 
End;(else) 
End;{else} 
Until Qult ; 








For j :' 0 to cirnumber do 
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If (j t 1) () dig Then 
Begin 
Seek (Hile ,j): 





Re'11'lte (ffile} : 
For j :' 0 to (eirnumber - 1) do 
Begin 
Seek (FXfile ,j ) : 
Read (mile, free) : 
Seek (Ffile,fileSize (lfile }} : 
Wri te (m Ie ,FRee): 
End(ror) : 
Close (F,file ): 
Close (ffile ) : 





Okay :' True: 
Writeln ('Data of next cIrcuits in database'): 
Wri teln: 
J :' 0: 
n : = 3; 
For i := 0 to cirnumber do 
Begin 
GotolY(j 'IB,,) : 
Write!':'): 
Write (i + 1.', ',eircuit[i]): 
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guit :0 False; 
Repeat 
Write (' E'ter the digit of cireuit you .a,t to .ork with or Esc to guit 'I ; 
Xd 19 : 0 readkey; 







Write (Xdig ) ; 
1nsert (,dig.ydig,I ); 
,dig : 0 read key ; 
if ,dig () 113 The, 
insert (,dig ,ydig, 2) ; 
val (ydig ,dig ,code ) ; 
End;{else ) 
For i : 0 1 To cirnumber lido 
If i 0 dig The' 
Quit : 0 True; 
Until Quit ; 
Seek (Ffile, (d1g . 1)); 
Read (Ffi le.Frec ) ; 
Digi t ;, Frec ,D1g; 
Assign ( Pfile,' PalFlle ,Pal ' 
ISH 
Reset (Pflle) ; 
{Si! } 
Seek (pfile,digit ); 
Read (Pflle ,Prec ) 




Write (' Edit C,ireuit , .. e, P,in ,ame , eLpresti" ? 'I ; 
Readln (choice) ; 
choice:' upcase (choice) ; 
U,til (cho ice 0 'C' ) or (choice 0 'P') or (choice 0 'X') ; 
If choice 0 'C ' Then 
Begin 
Write ('cuireuit ,ame , : ') ; 
Readl, (Frec,Name ) ; 
EndOn 
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Writeln("S""""ry of . .Free . name. ' making use of ',Prec.Name); 
Wri teln ; 
j :' 1 ; 
n : = 3 ; 
For i :' 1 to PRec .Count DO 
Begin 
If (PRec.Status !i ) , ' INPlII ') or (PRec.Status!i) , 'Ol/lPlII ') 11iEN 
Okay :' True 
Else 
Okay :' False: 
If Okay Then 
Begin 
If frec.Notname!i) , 'I' Then 
Write( 'Pin ' ,i, ' : ' ,PRec.Status! i)" , ' ,Frec.NotNdllefi)'FRec.PinName!i lJ 
Else 
Write (' Pin ' ,i, ' : ' ,PRec.Statusli)" , ' .FRec.PinNameli) ); 
GotoXY(j'25,n) 
Write('_ 'I; 
j :' j+l; 
Endlif) 
Else 
Writeln('Pin ' ,i, ' ',PRec.status!i)) 
Ifj , 4Then 
Begin 
Writeln; 
lnc (n) ; 





For k :' 1 to Frec.Counter Do 
Begin 
For i :' 1 To Prec .Count Do 
Begin 
If i ' Frec .Outlk) Then 
Begin 
Writeln('Pin ',1); 
If Prec.ProdEnli) , 'Y' Then 
Begin 
Writ.ln (' Output . nable :' ,Frec.E,Enableli) ); 
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Wn teln (' E'pression ' ,FRee .expres (i II : 
End:{if) 
End:{for) 
End: I for) 
If choice ~ 'P ' Then 
Beg" 
Write I 'Enter the pin number to be ed,t. 'I : 
Readln(pos ) : 
If (PRee.Status(pos] ~ 'INPlIT' ) Then 
Begin 
Repeat 
Write('Pin ' ,pos, ' : ' ,PRee.Status(pos)" ~ ') 
xPname := readkey; 
IF ,Pname ~ 'I' Then 
Begin 
Write (xPname ) : 
Free.notName(pos] :~ 'I ': 
xpname := readkey; 
Free.Pinname(pos] :~ ,Pname: 




FRee.PinName(pos] :~ ,Pname : 
Free.ootName(pos] :~ ' f ' : 
wn te (xpna.e ) : 
End: {else) 
If Not (Free .PinName(pos] In CharSet ) Then 
Beg" 
Wri te (' Sorry Try again ? , ') : 
Writeln (' Use alphabet or press space bar for no entry. ') : 
Writeln: 
End:{if} 




If (PRee.Status {pos] ~ 'OlITPlIT' ) 11lEN 
Begin 
Repeat 
Write( 'Pin ' ,pos, ' : ' ,PRee.Status{pos)" ~ ') 
,Pname :~ readkey: 
If xPname = '!' Then 
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Write l'pname) ; 
Frec.notname[pos) ;, ' I' ; 
Xpname " readkey; 





frec.pinName[pos] " xPname; 
Frec.NotName[pos] :' 'f ' ; 
Wrlte lxpna.e ); 
End; {else) 
If Not IFree.PlnName[po' ) In CharSet ) Then 
Begin 
WrI te I . Sorry Try a9'" , , ') ; 
Wrlteln l ' Us. alphabetb or press space bar for no entry. 'I ; 
WrI tel n; 
End; {l f) 
Unt il Frec.PinNa.e[pos] In CharSet; 
End{if) 
Else 
Writeln{ 'Error m / Pin ' ,pos, ' ; ' ,Prec.statuslpos]); 
End;{else) 
End; (if) 
If choice ' 'X' Then 
Begin 
Writel 'Enter the pin number to be edit. 'I; 
readlnlpas) ; 
i := pas: 
If Prec.prodenlpos] , 'Y' then 
Begin 
Script :' 'Enter Boolean expression for output enable of pin no ' ; 
EN := 'y' ; 
check; 
Script " 'Enter Boolean "pression for output pin no ' ; 





Script " 'Enter Boolean expression for output pin no ' ; 
EN : = 'n '; 
cheek; 
141 

















AssIgn I PFlle, , PalFile. PAL' ); 
(SI- ) 
ResetlPFile ) ; 
(SI t ) 
If loResul t () 0 lliEN 
Wn teln I 'No data of PALs ') 
Else 
Begin 
ReeNumber ;" FileSize lPFile) - 1; 
For i :" 0 to ReeNumher do 
Begin 
Seeklpfile,i ) ; 
Read IPFile,PRee ); 
Pa!Types!i! :" PRee.Name; 
End;{For} 
Close lpfile) ; 
End;{Else ) 
Clrser; 
Writelnl'Fuse Hap data. 'I; 
Quits :" False; 
Repeat 
Writeln; 
Write I 'A .dd, R.ead, H.ake, J .• dee, E.dll, Q.uit ? ') ; 
Readln lCholee ) ; 
CASE Choice OF 
'A' , 'a' : ExpresInfo; 
'R ' , ' r' ; ReadE'preslnfo; 
'M', 'm' : HakeMap ; 
'e', 'E' : editrec; 
(Begin program) 
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'J','j' : Readjedec: 
'Q' , ' q' : QUits :' True ; 
Else Write I 'Error ; Try agaIn, ') 
End ; ( CASE) 
Until Qults ; 
END, 
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{ttfttlffffll •••••• ' ••• 'ffffffff' ••••• fll ••••••• f ••• } 
{This prosr'" simulate the operation of a PAL device} 








MaxNo • 20 : 
MaxPal • 30: 
Printerx • 'PPil ' : 
screen = I I : 
Dataptr • 'OataRecord: 
DataRecord • record 
Dataln : StringI50]: 
Ne,t : Dataptr: 
End: {datarec} 
EditPtr • ' EditRecord : 
EditRecord • Record 
Editln : StringI50]: 
Next : EditPtr: 
End: (ed.trec) 
PalRee· Record 
Name : StringI5]: 
State : Char: 
Count : Byte : 
Status : Arrayll..MagNo] OF StringI6]: 
Inputline : ARRAYIl. .MagNo] OF Integer: 
Prodeo : anayll..MaiNo] Of Char: 
Productline : ARRAYIl. .MaiNo] OF Integer: 
Reg : ArrayI1 .. Maxno] Of Char : 
NoOf : ARRAYIl. .MaiNo] OF Integer: 
Feedback : ARRAYIl..MaiNo] OF Char: 
Fback : ARRAYIl. .MaiNo] OF Integer: 
End:(PaIRec ) 
(STACK SIZE· 16k, HEAP MIN • 0, HEAP MAX • 64k ) 
{Pascal CRT mt} 
{Pascal Dos un.t} 
{Max number of pins and product lines} 
{Ma, number of Pal types } 
{Oata record memory pOinter} 
{Data record structure} 
{String to keep info} 
{Pointer to mt record for linked list} 
(Edit record .. mory pOinter) 
{Ed.t record structure} 
{String to keep info} 
{Pointer to next record for linked list} 
(Pal name ) 
(Status of pal outputs) 
{Number of pins} 
{Status of pins} 
(Input1.ne conect to whicb input line) 
(Got output a product enable line or not) 
(The number of the first product line of the output) 
{Output with register} 
{Number of Product lines conected to OR gate of output pin} 
{Output with feedback} 
(Feedback to wh ith .nput line) 
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look3.look4. : Char; 













Placen Integer : 
Excount Integer : 
CountJed Integer; 





i,j,n,m,k ,a,n2 , 


















{Linked list painters for data record} 
{Linked list pointers for edit rocord } 
{Typ.d file WIth PAL data} 
{Text file for JEDEC file data} 
{Variable to structure of PAL data} 
{To cheek If JWEC file exist b.fore Simulation} 
{Mise variables for gen.ral use) 
{Total Inputs used in JEDEC file) 
{Number of IDput lines} 
(Number of phantom input IIDes ) 
{Pbnto. product lln.s at a speslflc output) 
(Number of PALs In PAL data base) 
{First fuse number product 1m) 
{Variable to shoH if conversion is successful } 
(Couter for Onestr) . 
(Counter vir Notln) 
(Number product lines not used ) 
(Number of product lines used) 
(First product line) 
(Number of lOPUtS for expreSSiOn) 
(Counter for !xpresar) 
(Count.r for Jedprod ) 
(MiSC vanables for general use) 
{Misc vanables for general use } 
{PAL name } 
{JEDEC file name} 
{Onoline of JEaIC file } 
{String to store If no product line eXist } 
{String to store if product line is not used } 
{One "put} 
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: String I 11] : 
: StringI6] ; 
: Set of Char ; 
: Set of byte; 
: Set of byte; 
: ArrayI0 . . 16] of Integer; 
: ArrayI0 .. 16] of Integer; 
: ArraylO .. 10] of Integer; 
: ArrayI0 . . 63] of Integer; 
: ArrayI0 .. 63] of Integer ; 
: ArrayI0 .. 63] of Integer; 
: Arrayll .. l0] of Integer; 
: ArraylO .. 10] of Integer; 
: Array I 1.. 10] of Integer; 
: Arrayll. .10] of Integer: 
: Arrayll. .SOI of Integer; 
: .rr.yll. .10] of ch.r; 
: Arr.y[1..100] of Stmg[IS]; 
: ArrayIO . . Ma,Pal] of StmgIS] ; 
: Arr.yl1. .10] of Arr.yIO .. 80] of String 
: Array [1. .10] Of Arrayl O .. 10] Of integer ; 
: Array [1. .10] Of Array [0 .. 10] of integer; 
: Real; 
: "'ord; 
Procedure Put_in_dont; forward ; 
{fffff' • •••••• f •• ff •• fl.f •••••• ff • ••••••• • • fff f f . } 
{Procedure to load JEDEC file from disk to memory} 




If Firstline ~ Nil Tben 
Begin 
New(Currentlinel; 
CUrTentlineA,Dataln := Oneline ; 
Currentline".Next :~ Nil ; 




Prevllne :~ Currentline; 
New(Currentline l ; 
(Linenumber in JEDEC me) 
(Temporrary status of PAL pin ) 
(Type of PAL output -) H,L or R) 
(lnput lines used) 
(Phantom input lines) 
(Input that corespond with Templine) 
(Phantom product lines) 
(Product lines OIlsting in PAL) 
(Product hnes used) 
{Output pins used} 
(Input pins in sequence) 
(Total inputs used in JEOEC) 
(l /O pins with Totalin) 
(Temporarily functIon for output) 
{Status of output enable} 
(Tesvectors + results) 
{E, isting PALs in PAL d.t. b.se} 
{Function for .11 outputs} 
(lnputs used in order) 
(Functions for pin en.bles) 
{Procedure will follow} 
(Procedure to store one line of text file in memory ) 
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Currentline"' .Dataln := One llne; 
Prevline' .Next :" Currentline: 





Write( 'Enter Jedec FIlename. '); 
Readln (Filename ); 
Assign(Jfile,Filenamel; 
{$i -) 
Reset(JFile ) ; 
{$lt ) 
IF IoResul t o O lliEN 
Begin 
Wri teln: 




look :" 'Y' ; 
Look2 :" 'N' ; 
Look3 := 'Y' : 
release (heaptop); 
mark (heaptop) ; 
fir.ltline :" nll; 
While not Eof (Jflle) Do 
Beg" 






{ ••••• f •••• ' •• " •••••••••••••••••••••••••••••••••••••• I.,fff ••• "'f.' •• } 
{Procedure to read data of JEDEC file from .emory and display on screen} 









If 100k3 () 'Y' Th.n 
Writ.ln (' First try load . ') 
Els. 
B'g in 
Data :" Firstlin.: 
Whll. Data () Nil Do 
Beg" 
With Data' Do 
Wri teln (Dataln ) ; 
Data :" DataA.Next; 
End;(whil.) 
Readln: 
End; {Els. ) 
, nd ; {readmem) 
{ttttltt"!lf!tlfl""'.lfffffffllfll""ff"""I'."ffflll'.'.llfllf.I.ffl ••••• } 
{Procedure to read data of converted J,D,C file from memory and display on screen} 
{fffffffflfflflllfltlllfflfflf •••• 'lttl •••••••• 'lff' •• Iltfllfftf""""'ltfflfff } 
Procedure Read_Put_in; 
Var 
tditData : ,ditPtr; 
Begin 
If (Look3 () 'Y') Or (look2 0 'Y') Then 
Writeln('Error ? First try load or pal,' ) 
Else 
Begin 
j : ~ 0; 
Edi tData :" Firstln: 
Wri teln (' 
Wri teln (' 
Wrlteln: 
1111111111222222222233 ') ; 
012345676901234567690123 45676901') ; 
While EditData () Nil Do 
Begin 
With EditDat,A Do 
Writeln (Editln ) ; 
EdltData :" EditData' .Next; 
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Wri t.ln (' 
Wri t.ln (' 
Writ.ln; 








{"tfff,.t, ••••••••••••••••••••• tl'.""""""'f".'flt'lff'f.' •• f.'llff •• lf ••••• f •• } 
{Proc.dure to conv.rt a JEDEC file to a type of fusemap. The simulation procedure uses} 
{this converted JEDEC file to simulate the operation of the PAL } 
{f'lfl" •• '." ••••••••• "., ••• ,' ••••• f •• tlf' •• I.f ••••• 1II"."t"' •• ".ffff.,., ••• t ••• } 
Procedure Put_in_dont; 
Var 
Data : DataPtr; 
{flf,t".f.' ••• '.I ••••• I.'.' ••• '.f.I ••• f •••••• '.f.'.f.t.,lf.f} 
{Procedure to change JEDEC line number to product line number} 
{tfffl, ••• , ••• , •••• , •• tt., •••• '.I,tfff.I.'.fllff.I •• • • flt'I'I } 
Procedure Lnumber: 
Begin 
Done :' false; 
i :' 0; 
R.peat 
If rn ' ilMultiply Then 
BegIn 
KLlnenumber :' Prod11nes!i); 
Don. :' true; 
End{lf) 
Else 
Inc !i ) ; 
Until done; 
End; {Lnumb.r} 
{lff.I.' •••••••••• f ••••• 'tt •••••••••••••••••• , ••• , •• ,.tf} 
{Procedure to store one 11ne of converted data in memory} 
{fttff •• f ••• !ttll •• 'I ••••••••••••••••••••••••••••••••• If } 
Procedure Pointx; 
8.g1n 
If Firstln ' Nil Then 
8'gin 
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Ne.(Currentln ) ; 
CumntlnA.Editln ;, Oneline; 
CurrentlnA.Next " Nil; 




If (mem.v.il ( 100) then 
Begin 
Writeln('FATAL error; Not enough .emory to perform opre.t ion I I 'I ; 





Prevln " Currentln; 
Ne.(Currentln) , 
Currentln".editln := ODeline; 
PrevlnA.Next " Currentln ; 




{ ffflll'.lffllflff •••• fl ••••••• "I.f.f.f.ffflflflfll l .Iffllflf } 
{Procedure to determine product lines not used or not e.isting} 
{ fillft' ••••••• ffll •••••• f •••• ' ••••••• ", ••• t ••••••••• fillflll} 
Procedure Notuse ; 
Beg in 
For I " Prevnumber + 1 to Klmnumber - 1 do 
Begin 
Orte line ::: ' '; 
Str (i ,Ones); 
If i ( 11 Then 
lnsertt' ' ,ones,1); 
If i ' prodlines [j J Then 
Begin 
Insert (Ones ,Uone l ine, 1) , 
Insert{Uonel ine ,onel ine, 1) , 
Inc (j) ; 
Po intx; 









Insert (lloneline ,oneline, I); 
PointK ; 
Delete (Noneli ne ,1. 2) ; 
End; (Else) 
End;{for) 
End; (Not use) 
{fffff ••• fffflfffllfffffllll ••• fl'.'f} 
(Procedure to convert one product line) 
{flffll.lfllf.'.IIII.I •• '.ff."' •• '.f} 
Procedure Do_lIne; 
Begin 
J : ~ storeprod t I; 
Hotuse; 
storeprod ; ~ j ; 
Oneline : ~ " ; 
Oneline :~ D,t,A.D,t,ln; 
Delete (oneline,I,Cou,tDel ); 
For i :~ 2 to length(oneline ) do 
Begin 
Choice :~ Oneline[i]; 
If (choice ~ , ') Then 
Delete [Oneline, LI) ; 
End;{for) 
Delete(oneline,length(oneline) , I); 
Cboice := In': 
For i : ~ 0 to phanline - 1 do 
Begin 
j :~ pline[i]; 
Insert(choice,onelinq t 2); 
Insert(choice,oneline,j t 3); 
End;{for) 
Str(Klinenumber,Ones ) ; 
If Rlinenumber ( 11 Then 
Insertl' ',ones,2); 
Insert (Ones ,Oneline, I); 
Pointx; 
prevnumber := klinenumber; 
End; (do)ine) 
Begin . 
For i :~ 0 to 63 do 
(Start Putin_dont program) 
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j.dprod[i[ :~ 99; 
countj.d ;~ 0; 
For i :~ 1 to z.rolin. do 
B.gin 
One line := I ' : 
NOneline := I nnnnnnnnnnnnnnnnnnnnnnDDnnnnnnnn'; 
Strl Ii - 11.0nes) : 
If i ( 11 Then 
B.gin 
Insert(' ' ,ones,2 ); 
End;{H} 
Ins.rtIOn.s,Non.lln.,I}; 
InsertlNoneline ,onellne ,I}; 
Pointx; 
D.l.t. INon. lin',I, l} ; 
End;lfor} 
D.t. :~ Flrstlin.; 
Done : ~ F.lse; 
R.p •• t 
WI th Dat,A Dc 
Choic. : ~ D,t,ln [I); 
If Choic. ~ 'L' Then 
Done : = true 
Els. 
D.t. :~ Dat,A.Next; 
Until done: 
On.lin. :~ D,t,A,D,t,ln; 
i : = 1; 




If choic. 0 ' , Then 
Ins.rt Ichoic. ,LFN, i) : 
Until Choice ~ , ' : 
CountD.l : ~ Length ILFN) + 1; 
Val ILFN ,m ,Cod. ) : 
Multiply ;~ 131 - 1.Phanlin.); 
Lnwer: 
J.dprod[countj.d) ;~ klin.numb.r ; 
Inclcountj.d ) ; 
UOn.lin. :~ , 00000000000000000000000000000000': 
Choice:= 'n'; 
For i : ~ 0 to phanline - 1 do 
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j :" pline[i [; 
Insert(choice,uoneIine, j + 2); 
Insert(choice,uoneIine, j + 3); 
End: (for ) 
Delete (uoneline, (length (uoneline) - Phanlinet2 ) ,Phanline.2) ; 
J :" 0; 
Prevnumber :" Zeroline - 1; 
not use : 
StoreProd :" j; 
Oneline := ' '; 
Onellne :" Data' .DataIn; 
Delete (oneline, l,CountDeI ) : 
For i :" 2 to Iength (oneline ) do 
Begin 
Choice :" Oneline [i ); 
If (choice " ' ' ) Then 
Delete (Onel ine, 1,1) ; 
End; {for} 
DeIete(oneIine,Iength (oneI ine ) ,1 ) ; 
Choice := 'n': 
For i :" 0 to phanline . 1 do 
Begin 
j :" pline[i]; 
Insert (choice,oneIine,J t 2); 
Insert(choice,oneline, j + 3) ; 
End;{for} 
Str(KIinenumber,Ones ); 
If Rlinenumber ( 11 Then 
Insert (' ' ,ones, 2) ; 
Insert (Ones, OneIine,l ); 
Point!; 
Data :" Data'.Ne,t; 
Quit :" Fa lse; 
PrevNumber :" Klinenumber; 
Repeat 
With Data' Do 
Choice :' Dataln [11 ; 
If ChoICe' 'C' Then 
Quit :' troe 
Else 
Begin 
Oneline :' Data' .DataIn; 
i :' 1; 
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LFN:' '' ' 
Repeat 
Inc Ii) ; 
Choice .:' Onelinelll; 
If choice () , , Then 
Insert lehoice ,Lrn, I); 
Until Choice: ' ' ; 
CountDel :. Length ILFN) + 1; 
Val ILFN ,rn,Code) ; 
MultIply:. 132 - 2.Phanline); 
LNUlIber; 
jedprod (eountJed) :. klinenUllber; 
Ine leountjed) ; 
Do)ine; 
Data :. DataA.Ne,t; 
End; {else} 
Until Quit ; 
RlinenUllber ;. 64; 
j :. storeprod + 1; 
notuse; 
End; {put_in_dont} 
{It.II ••• 'lf.t •• lflllfllff' •• I.III.I.flf.f.I.} 
IProcedure to detemine Phantom Product lines} 
(fllll.lllfflll.I ••• IIIII •••••• '.'.I'.ft'I • •• } 
Procedure Dont; 
Begin 
If Prec,Proden(i) 'Y' Then 
Begin 
Inc In) ; 
n :. n + Pree,NoOf(i1; 




n :. n + Prec ,NoOm1 ; 
• :·8 - Pree,NoOr(i 1; 
End; {Else} 
End; {dont } 
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(Procedure to find output or input pin ) 




Inc (j) ; 
Temp :" Prec.Status(j]; 
Until (Temp" 'INPUT'] or (Temp" 'OUTPUT'] or (j >" Pree,Count) 
End;{findin) 
{fflfllillflllfff""""} 






Temp :" prec,status[i]; 
Until (Temp" 'OUTPUT') or Ii " 1); 
Temp :" ' '; 
n :" Prec.Produetline[i]; 
End; 
{fffff!!ff"'fllffllf""'flf"'lfl!III"'llffff } 
(Procedure to get PAL data from the PAL database) 
{t'lfffl lfffff •• 'ff'fl •••• f."' •• '.".ffffff.' •• } 
Procedure PALs; 
Begin 
Firstln :" Nil; 
For i :" 0 to 63 do 
Begin 
Prline[i] :" 99; 
prodlines[i] :" 99; 
End; 
If look" 'N' Then 




Assign{ PFile, 'Pallile.PAL ' ); 
(Si -) 
ResetlPFile ) ; 
(Si +) 
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[, [oResult () 0 THEN 
Writelnl'No data of PALs yet ') 
ELSE 
Begin 
Lookl :' 'Y': 
Writeln l' Pals in database ') ; 
Wnteln; 
j :' 0: 
n := 3; 
For i :' 0 to RecNumber Do 
Begin 
GotolYij 'IB,n ) : 
Write l' _ 'I : 
Write ll + 1, ' . ' ,PaITypes[iJ); 




j :' I: 





qult :' 'als.; 
Repeat 
Wri t. I' Enter digit Of PAL to be used : '): 
Readln ldigit); 
For i :' I To Recnumber + I do 
Begin 
[f i ' dig it Then 
Quit :' True; 
End:{for) 
Until Quit; 




j :' 0; 
Temp :' ": 
find[n; 
TempI :' 0; 
Wbil. j ( Prec,Count Do 
Begin 
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If Temp ~ • INPlIT ' Then 
Begin 
Templine[TemplJ : ~ Prec . Inputline[ j J: 





If Prec.Feedback(jl ~ 'Y' Then 
Begin 
Templine (TempI ) : ~ Prec.Fback(jl: 
Pno(Te'pll :~ j: 
Inc ITe.pl) : 




Phanline : ~ 0: 
j : ~ 0: 
Repeat 
i : = 0; 
Done : ~ false: 
Repeat 
If j ~Templine(iJ then 
Done : = true 
Else 
Begin 
If i ~ ITempl - 1) Then 
Begin 
Pline(phanlineJ : ~ j: 
Inc{Pbanline): 
Done : = true; 
End{i£) 
Else 
Inc (i I : 
End:{else ) 
Untll Done: 
J :~ j +2: 
Untll j ~ 32: 
i :~ IPrec.Count + 1) : 
, : ~ 0: 
Find : 
Preount :' 0: 
Zel'Oline :' 0: 
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If n ) 7 Then 
Begin 
Zeroline ;. n; 
j ;. 0; 
For k ;. 0 to (n - 1) do 
Begin 
Prlinelk] ;. j; 
Inc (j) ; 
prcount ;. (j) 
End; {For ) 
End;{if) 
While i ) 1 do 
Begin 
Dont ; 
For k ;, (prcount ) To ((prcount 1m)· 1) 00 
Begin 
PrLinelk] ;. n; 
Inc (n) ; 
inc(prcount ) ; 




Inc (i ); 
Temp ;. prec.statusli]; 
Until (Temp' 'OUTPUT') ; 
j ;. Prec.productlineli]; 
If Prec.Prodenli] • 'Y' Then 
n ;. j I 7 
Else 
n ;' j IB; 
m;· (64-n ); 
For k ;. prcount To ((prcount I 1) - 1) do 
Begin 




Prodeou,t ;. 0; 
for j ;. 0 to 63 do 
Begin 
i ;. 0; 
done ;. false; 
Repeat 
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If j , prlinelil Then 
Done : = True 
Else 
Begin . 
If i ' Prcount Then 
Begin 
ProdlineslProdeountl " j: 
inc (prodeount ) : 
Done :: true; 
End{lf) 
Else 
Ine (i) : 
End :(else) 
Until done: 
End: {for ) 
Put_lO_dont: 
look := 'N' ; 
End:{else) 
End:{Pals) 
{flllll ••• II.' •••• , •••••••• I ••• flfllllllfffl ••••• fllf.Illflffllllfll } 
(Procedure to get the names of all the Pl.!.s in the database ) 
{fltlflfl ••••••••••••••• I.I •••••• ff'.'."'.'f.'.fff •••••• fff ••••• I.I } 
Procedure Get: 
Begin 
Assign ( PFlle, 'PaIFile.PI.!.' ): 
(Sl - ) 
Reset (PFlle ): 
(Si +) 
IF 10Resuit () 0 1HEN 
Writeln( 'No data of Pl.!.s yet.') 
ELSE 
Begin 
ReeNumber " FileSize(PFile) - 1: 
For i " 0 to ReeNumber do 
Begin 
Seek (pflle, 11 : 
Read (PFi Ie ,PRee ): 
PalTypesliJ " PRee.Name: 
End: {!or ) 
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{_flll'.'III •••••• f •••• ffl.'.fff.'.lffffffff ••• } 
(Procedure to simulate the operation of the PAL) 






















: Array[l..lO) Of String[lB): 
: array[1 .. l0) of integer: 
: array [1. .10) of integer: 
: array [1. .20) Of char; 
: ,rray[l. .20) Of char: 
{lfflfff.'." •• '.I.' •• '.ffllffl ••• ffllllffflfffflffll.1I'.lllflll.lllffff. } 
(Function to raise to the power of. This is used to determine the checksum) 
{fffl •• ffllllll.'.lllf.'.fff.'.'.".'f"'f.' •••••• '.f •• I.,fff •••• llfllllf. } 
functlOn Raise (x : real) : real; 
Begin 
if , " 0.0 then 
raise :" 1.0 
Else 
Begin 
raise :" E'p (2 I In(x)) 
end 
End: {Raise) 
{llllflffllllllll.'lfflf •• ,., •••••• , •• , •• ,tt } 
(Procedure to get one converted product line ) 
{fllll'fllflllll.I ••••••• flll.'.' •• ,., •••••• } 
Procedure getline: 
Beg in 
Done :" false: 
Repeat 
With EditDataA Do 
oneline :" Editln; 
If i " j edprod [j) Then 
Begin 
(To check a if condition eXIst on all inputs) 
(To cbeel if all the outputs is tested) 
(Condition on pins) 
(Previous output conditions of registers) 
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Dooe :" true: 




Inc O) : 
EditData :" EditData'.Ne,t; 
If edi tdata " nil Then 




{1.,I ••• IfIf •••••••• , ••• ff .... lffflll ..... flll •• } 
(Procedure to det.rmine all the input lines used) 
{fI.II.,lllff ..... Uf •••• ,I •• lltlltI •••• llffllf. } 
Procedure llneIn; 
Begin 
n ::: 0; 
Done :" false; 
Repeat 
If Te.pllnein ) " tempi Then 




a := 0; 
Quit :" false; 
Repeat 
If iPlaceia] " Pnoin] ) or ia " placen) Then 
Quit :" true 
nse 
Inc(a ) ; 
Unt il Quit; 
If Placela) () Pnoin] Then 
Begin 
d ::: 1; 
Qui t :" False; 
Repeat 




Prevnumb.r :" Plac.la]; 
Plac.ia ] :" Pnoin]; 
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Inc(pIacen ) ; 
For a ;. (a + 1) to placen Do 
Begin 
Ne,tNumber ;. Placela]; 
Placela] ;. Prevnumber; 
Pre,number ;. nextnumber; 
End; (for ) 
Qui t ;. true; 
End; {else); 
Until Qu it 
End; {i f) 
Str(pnoln] ,ones ); 
Insert(ones,onestr,streount); 
Streount ;. 1; 
End;(inline) 
{tlll ••• ' ••••• lfl ••• fll ••• '.f ••• fll.lflf.f.llfllflfll.Ilflfll ••• ff } 
{Procedure to detemine the Boolean expression from the JEDEC flle ) 
{lfl'lllfllllfllfllll""""""lfff""""lllffffflfll.I ••••• '. } 
Procedure GetE.pres; 
Begin 
streount ;. 1; 
For k ;. 4 To 35 do 
Begin 
Choice ;. onelinelk]; 
If Choice ' ' 0' Then 
Begin 
tempI ;. k - 4; 
If odd (TempI ) Then 
Begin 








expresar[excount] := onestr; 
Inc ("count ) ; 









IProcedure to write the heading when viewlng the simulation results of only one output) 
{flf •••• llftlll.I' •••• llllllfflfffflll."'I.III.lf'.'.fffffl' ••• ' •• '.'ft ••• tl ••••• "II} 
Procedure beading; 
Begin 
Onestr :" 'Sta ' ; 
Wri telonestr): 
Pinstr := ' : IN': 
For J :" explacelplnoutlfn],O] Downto 1 do 
Wri te lplnstr) ; 
Pinstr := I :Ol1l"; 
Write lpinstr): 
pinstr := ': 
Wrltelnlplnstr) : 
onestr := 'PIN'; 
Write lonestr) ; 
" , 
For j :" e.placelpinoutlfn],O] Do.nto 1 do 
Begin 
Pinstr :" " : 
Strlexplace Ipinout Ifn],J] ,pinstr) : 
if e,placelpinoutlfn],J] ) 9 Then 
Insert I , : ',pinstr,l ) 
!lse 
Insert(': ',pinstr,1); 
Write lpinstr) : 
End;lfor) 
Pmtr :" " ; 
Strlpinoutlfnl ,pinstr): 
If Pinoutlfn] ) 9 Then 
Insert I , : ',pinstr,l) 
Else 
Insert (': ' ,pinstr,1); 
Writelpinstr); 
writeln(': '); 
onestr := '--- ' ; 
wri te lonestr); 
Pinstr := ' t ___ ' ; 
For j :" 1 to explacelpiDOutlfn]'O] + 1 Do 
Writelpinstr) : 
Writeln (' : ' ) : 
onestr := 'Vee'; 
Write lonestr) ; 
pinstr := ': ': 
For j :" 1 to explacelpiDOutlfn],O] + 1 Do 
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writeln( ': ') ; 
End;{heading ) 
{fttfftffffflll"'ffl.I'llfllflft"ffft""I"'fft't'ffffl.II'.llflf.'.'.ffl ••• ffffl.'."'ft } 
(Procedure to write the heading when viewing the simulatIon results of all the outputs again ) 
{ffffllllllllf.ll.f.ff.fff""" ••••• ff.'.ff ••••• fffl . fllllfflillflff •••• lfl.'.fffl ••••••• f.} 
Procedure headingall; 
Begin 
Onestr ;" 'Sta ' ; 
Write(onestr) ; 
If Pree.status()] " 'ClK' Then 
Beg 10 
Pinstr := I :CLK ' ; 
Wri te(pinstr); 
End; {if} 
Pinstr := ': IN ' : 
For j ;" ) to (ineount - notine) do 
Write(pinstr) ; 
Pinstr := ':OUT' ; 
for j ;" ) to outeount do 
Write(pinstr) ; 
pinstr ;= ': 
Writeln (pmtr); 
onestr ;" 'PIN'; 
Wri te (onestrl; 
" , 
If Pree.status()] " 'ClK' Then 
Begin 
Pinstr:= ': 1' ; 
Write (pinstrl ; 
End;{if} 
For j :" ineount downto ) do 
Begin 
a :" 0: 
Repeat 
If not inc () 0 then 
Inc(a l ; 
(incount -) totale insetpenne Ilr pall 
Unti l (totalinij] " not inia ]) or (a " notinel ; 
If notinia ] () totallnij] then 
Beg in 
Pinstr := I' ; 
Str (totalini j] ,p instr l ; 
If totalini j I ) 9 Then 
Insert( ': ' ,pinstr,l ) 
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Insert l': ' ,pinstr,I ); 
Wri te Ipinstr); 
End ;{if) 
End;{for) 
For j ;, outcount do.nto I do 
BeglO 
Pinstr := ": 
Strlpinout[j] ,pinstr); 
If Pinout [j] ) 9 Then 
Insert l' : ' ,pinstr,I) 
Else 
Insert l': ' ,pinstr,!); 
Write lpinstr) ; 
End;{for) 
pinstr := ': 
Wri teIn Ipinstr) ; 
onestr := '---': 
" , 
Writelonestr) ; 
Pinstr : = '+--- ' ; 
If Prec,status[I] , 'ClK ' Then 
Write lpinstr) ; 
For j ;, I to {inca"'t + outcaunt - notinc ) Do 
Write lpinstr); 
Write In (' : I ) : 
onestr := 'Vee ' ; 
Writelonestr) ; 
piDstr : = ': ' ; 
If Prec,status[ll ' 'ClK ' Then 
Write lplOStr) ; 
For j ;, I to {incaunt + outcaunt - notinc ) Do 
Write lpinstr) ; 
writeln (': ') ; 
End; 
{ffll llffffffff""lftltf' I I I ' llllffff l f f f lll' llt"llf Itl } 
{Procedure to print the results of the simulation prosess) 
{'flflflllflllll"""lt""'l l l lllflltlfltt lflflllll f I f f } 
Procedure print,ec; 
Begin 
Assign 100000,Printen ) ; 
Rewrite iOUTPUT) ; 
If fn (, outcount then 
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writeln( 'Testveetors for output' ,pinout[fn). ' of ',filename, ' : ') ; 
writeln; 
heading; 
For n2 :. 1 to testn do 
B.gin 
vecstr := " : 
veestr :. result[n2); 
pinstr := ": 
Str(n2,pmtr) ; 
If n2 ) 9 Then 
Insert (' ' ,pinstr,l ) 
Else 
Insert( ' ' ,pmtr,I ); 
wnte (pinstr); 
For i :. I to length (veestr) do 
BegIn 
pinstr := "; 
insert (veestr[i] ,pinstr, 1); 
insert (': ' ,pinstr,I ); 







wri teln ('Test vectors for all the outputs of ' ,filename,' : '); 
wri teln; 
b.adingall ; 
If pree.state • 'R' then 
Begin 
. 2 :. I; 
For n2 :. I to testn do 
Begin 
vecstr := "; 
veestr :. result[.2]; 
lne(m2) ; 
piDstr := "; 
Str(,2 ,pi,str) ; 
If ,2 ) 9 Then 
Insert(' ' ,pinstr, lI 
Else 
Insert (' ' ,pinstr,I); 
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writ.lnl'T.stvectors for output ',pinout[fn).' of ·.filen .... ' :' ); 
writ.ln; 
heading; 
For n2 :~ 1 to t.stn do 
Begin 
vecstr := " ; 
'.cstr :~ result [n2) ; 
pinstr := I' ; 
Str ln2.pinstr) ; 
If n2 ) 9 Then 
Ins.rtl' ' .pinstr.l ) 
Els. 
Ins.rt l' ' .pmtr.l ); 
writ'lpinstr); 
For i :~ 1 to length!ve,str) do 
B.g in 
pinstr := " ; 
insert lvecstr[l).plnstr.l); 
iDsert(': ', pinstr,l ) ; 
write lpinstr) ; 
End;{for) 





wri teln I 'Testvectors for all the outputs of '. filename.' :'); 
wri teln: 
headingall ; 
If prec .state ~ • R' then 
Begin 
02 : ~ l; 
For n2 ;~ 1 to testn do 
Begin 
vecstr := ": 
vecstr :~ result[02); 
inc 1m2) ; 
pinstr := I '; 
Strln2.pinstr) ; 
If n2 ) 9 Then 
Insert I' . . pinstr.1) 
Else 
Insert l' ' ,pinstr.l); 
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For i :. ! to lengthl,ecstr) do 
Begin 
pinstr := "; 
insertl,ecstr[i ].pinstr.!); 




vecstr := " : 
vecstr :. result[m2]; 
inc 1m2) ; 
write (' ') ; 
For i :. ! to lengthlvecstr) do 
Begin 
pinstr :. "; 
insertl,ecstr[i] .pinstr.!); 
insert(': ' ,p instr,l ); 
writelpinstr) ; 
End; lfor ) 





For n2 :. 1 to testn do 
BegID 
vecstr ;= " ; 
vecstr :. result[n2]; 
pinstr :. " ; 
Str ln2.pinstr) ; 
If n2 ) 9 Then 
Insertl' •• pinstr.!) 
Else 
Insert (' ' ,pinstr,l); 
write lp instr) ; 
For i :. ! to lengthl,ecs!r) do 
Begin 
pinstr := "; 
insert l,ecstr[i] .pins!r.!); 
insert(': ' ,pinstr ,l ): 










Assign lOO!"PUr,Screen ); 
Rewri te IOllTPUf); 
End; {printvec} 
{ffffllllllllflff •••• '.'.llllfllfllllfffffff •• } 
{Procedure to vIew the simulation result aga in} 
{ffffff.fflffff.I.II ••• llfll ••• lfl.f'llffllllf } 
Procedure viewvec ; 
Begin 
clrscr; 
If fn ( ~ outcount then 
Begin 
heading; 
for ,1 ;~ I to testn do 
BegID 
vecstr ;= " : 
vecstr; ~ resultlnll; 
pinstr:= " ; 
Strlnl.pinstr) ; 
If nl ) 9 Then 
Insert I • '. pinstr.l) 
Else 
l,sertl' . • pinstr.l ); 
"ntelplnstr) ; 
For 1 :~ 1 to length(vecstr) do 
Begin 
pinstr ::: I '; 
insert (vecstrli I.pi nstr .1); 
insert (': ',pinstr.l); 
ori telpinstr); 
End;(for} 
write ln(':') : 
If nl In vecset Then 
Begin 
Goto!Y (1.14); 
Write (' Pres enter to go on. ' I; 
Readln; 










1£ n1 ' testn Then 
Begin 
GotoIV(l,141; 








If prec.state ' 'R' tben 
Begin 
.1 :' 1; 
For n1 ;, 1 to testn do 
Begin 
vecstr := " ; 
vecstr :' resu1t[.2}; 
!OC(.ll; 
pinstr := " : 
Str(n1 ,pinstrl; 
1£ n1 ) 9 Then 
Insert(' ',pinstr,11 
Else 
Insert (' I,pinstr,l); 
write(plOstrl; 
For i :' I to lengtb(vecstrl do 
Begin 
pinstr != " ; 
insert(vecstr[i} ,pinstr, II: 
insert (': ',pinstr.1); 
write (p instrl; 
End;{forl 
writeln(':' I; 
vecstr := "; 
vecstr :' result[.l); 
inc(.ll; 
write (' 'I: 
For i :' 1 to lengtb(vecstrl do 
Begin 
pinstr := "; 
insert (vecstr[ i ) ,pinstr, 11; 
iosertl': ' ,pinstr, 1) ; 
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If n2 in regset Then 
Begin 
GotoXYI1.24 ) ; 
Writel 'Pres enter to go on. '); 
Readln; 






If n2 0 testn Then 
Begin 
GotoXYI1.24 ) ; 







For n2 ;0 1 to testn do 
Begin 
vecstr := "; 
vecstr :0 resultln21; 
pinstr :0 "; 
Strln2 ,pinstr); 
If n2 ) 9 Then 
Insert I , '.pinstr.!) 
Else 
Insert I' •• pinstr .1 ); 
write lpinstr) ; 
for i :0 1 to lengtb lvecstr) do 
Begin 
pinstr := " ; 
insert lvecstrlil.piostr.l ); 
insert (': ' ,pinstr,l ); 
writelpinstr) ; 
End; I for) 
writeln( ': ') : 
If n2 lD vecset Then 
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Write( 'Pns enter to go on , '); 
Readln; 






If n1 ' testn Tben 
Begin 
GotoXY( 1,14) ; 







{fllll' •• fl ••• lfffl.I ••••••• '.I.lfll.' •• ' .fll ••• ' ••••• I.fffllff ••• ' ••• ,,} 
(Procedun to write the headiDg .heD simulating only one output of a PAL) 
{fllllffflfllfllflflfffffffllllffflflffffffl.'.I.flf •• Illff.flflf.lfffff } 
Procedun Pins; 
BegIn 
Writeln('Gi,e test,ectors for tb. next inputs, '); 
Writeln; 
Onestr " 'Sta'; 
Wri te(onestr}; 
Pinstr != ' : IN ' ; 
For j " .explace [pinout[fD],O] Do .. to 1 do 
Write (pinstr) ; 
Pinstr : = ': otrr' ; 
Write(pinstr) ; 
pinstr ;= ': 
Writeln(pinstr) ; 
onestr " 'PIN'; 
Writ. (onestr) ; 
' . 
For j " .xplace[pinout[fn) ,0] Do .. to 1 do 
Begin 
Pinstr := I' ; 
Str(explace[pinout[fn],j],pinstr); 
if explace[pinout[fnJ,j] ) 9 Then 
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Insert I , : ' ,pinstr,l) 
Else 
Insert (': ' ,pinstr.l)j 
Write lpinstr); 
End;lfor) 
Pinstr := " ; 
Strlplnout[fn[ ,pinstr); 
If Pinout[fn[ ) 9 Then 
Insertl ': ',pinstr,l) 
Else 
Insert l': ' ,p instr , l ); 
Write lpinstr) ; 
pinstr := ': 
Writeln lpinstr) ; 
onestr := '. _. '; 
Writelonestr) ; 
' . ,
Pinstr := 'f --- ' ; 
For j :~ I to explace[pinout[fn),O] + I Do 
Write lplnstr) ; 
Writeln I' : ' ) ; 
onestr := 'Vee'; 
Writelonestr) ; 
pinstr:=': '; 
For j :~ 1 to explace[pinout[fn)'O) + 2 Do 
Write lpinstr) ; 
End;{pm) 
{fllltlllflf.II.'.lfff ••••• I.fl.I'f •••• "I.f ••••• '.f •• Illffllf.t } 
{Procedure to load the PAL registers .itb tbe initial conditions} 
{fft •••••• •••••••••• I' ••••••• , •••••••• I'f •••••• I •• ,.tl IIIII •• ' •• } 
Procedure loadreg; 
Begin 
For j :~ 1 to 20 do 
Begin 
regpin[J] :~ 'x' ; 
End ; (for) 
regpin[l] :~ '0' ; 
Wrltelnl 'Preload tbe nOHt registers 'I ; 
Wrlteln; 
.rite l' CUll'lITPIN') ; 
For j : ~ I to outcount do 
Begin 
If prec.reg[pinout[j)] 'Y' tben 
Begin 
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Pinstr :. " : 
Str(pinoutlj] ,pinstr]; 
If Pinoutlj] ) 9 Then 
lnsert( ': ' ,pinstr,l ) 
Else 




pinstr:=' : '; 
Wri teln (pinstr) ; 
Write(' --------- , ) ; 
Pinstr := '+--- ': 
For j :. I to (outcount) Do 
Write (pinstr) ; 
Writeln (': ') ; 
write('PRE VALUE ') ; 
pinstr : = ': ' ; 
For j :. 1 to (outcount + 1) Do 
Write(pinstr); 
Veestr :. "; 
Vecn :. 1; 
z : = 0; 
a :. 13; 
k :. 5; 
For j :. 1 to outcount do 
Begin 




vecl :. readkey; 
Until (vecl • '0 ') or (veel • ' 1') or (vecl • '17); 
If vec 1 () '17 then 
Begin 
Write (vec! ) : 















{t.,fl." •••••••••••••• ", •••••• ".,"""f"' •••• " •• 1II"fltl'I'f""'} 
(Procedure to write the heading when simulating all the outputs of a PAL) 
{fffff •• f ••• 'ff •• fffll ••• ffff •• , ••• ,t., •• ".'f""fl'.flllfff"""""'} 
Procedure PinsAll; 
B'gin 
Notinc :" 0; 
For j ;" ! to incount do 
Begin 
If Prec.status[totalin[j}} " 'OUTPUT' Then 
Begin 
If IEnstatus [totalln[J }} 0 ' I' ) or Iprec.reg[totalln[j} } " 'Y') Then 
Begin 
Inclnotinc} ; 




Wri teln I' Gi ve tes\vectors for the next inputs. '} ; 
Writeln; 
Onestr :" 'Sta'; 
Wri t, lonestr ); 
If Prec.status[!) " 'CLK' Then 
Begin 
Pinstr := ':CLK'; 
Writelpinstr) ; 
End;{if) 
Pinstr := ': IN'; 
For j ;" I to lincount - not inc ) do 
Wri te Ipinstr) ; 
Pinstr := ':OlTI"; 
for J :" ! to outcount do 
Write{pinstr) ; 
pinstr := ' : 
Writ,lnlpinstr) ; 
onestr := 'PIN ' ; 
WrIte lonestr); 
'. , 
If Prec.status[!} " 'CLK ' Then 
Begin 
Pinstr : = ': 1' ; 
174 





For j : ~ ineount downto ) do (i neount -) totale insetpenne .ir pal) 
Begin 
d : = 0; 
Repeat 
If notine () 0 then 
lnela) ; 
Until ItotallnlJ] ~ nollnla]) or la ~ notine); 
If notinla] () totalin(j] then 
Begin 
Pinstr!= I' ; 
Strltotalin Ij] ,pinstr); 
if totalinlj] ) 9 Then 
Ins.rt l': ' ,pinstr, lI 
Else 
Insert l': ' ,pinstr, )) ; 
Wnt.lpinstr); 
End; {i f) 
End;{for) 
For j : ~ outeount d01!llto I do 
Begin 
Pinstr := "; 
Strlp inoutlj],pinstr); 
If Pinoutl j] ) 9 Then 
Insert (': ' ,pinstr,l) 
Els. 
Insert(': I ,pinstr, 1); 
Write lplnstr) ; 
End; {for ) 
pinstr != ' : ' ; 
Writ.lnlpinstr) ; 
onestr != ' --- ' : 
Writ.lonestr) ; 
Pinstr != '+--- ' ; 
If Pree.status!)] ~ 'elK' Th.n 
Writ.lpinstr) ; 
For J :~ ) to lineount + outeount - notine) 00 
Write lpinstr) ; 
Writeln (':') ; 
onestr := 'Vee ' ; 
Writ.lones!r) ; 
pinstr := ': ' : 
If Pr,c,s!atusl)] ~ 'elK ' Then 
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Wri te(pinstr) : 
For j :~ 1 to (ineount + outeount + 1 - nohne) Do 
Wrlte (pinstr) : 
End: Ipinsalll 
Freeedute testveen:forward: 
{flff •• 'f ••••• ffl'III.' ••••• '.flfl •• lfff ••••••••• f •••• Illff.llllf.flf.' ••• II •••••••••• } 
{Freeedute to determine the output eondltion for a given set of vectors for one output} 
{flllll'fff •••••••• I ••• ' ••••• lllfftlfff ••• "' •••• I •••• Illflffff"'."ffflfltf.I'lf""} 
Freeedute Testveetots: 
Begi. 
outs :' "1" : 
Veestr :~ " : 
Veen :' 1: 
z := 0; 
a :' 7: 
k :' 7: 
For.2 :~ (.2 +1) to test. do 
BeglO 




vee 1 : ~ teadkey: 
Until (veel ' ' 0' ) or (veel ~ 'I') or I.eel ~ #27): 
if veel () #27 then 
Begin 
write(veel ): 
Insert lvee!, veestr, "en) : 









If pree,preden[pinout[fn ll ~ "Y" tben 
Begin 
If Enstatus [pinout [fnll ~ 'B' then 
Begin 
z : = 0; 
176 
© Central University of Technology, Free State
BYLAAGD 
SIM.PAS 
m :; 1; 
EditData :" Firstl.; 
Repeat 
EditData :" Editdata' .Ne.t ; 
Inc lz) ; 
Until z " Prec.productlinelpinoutlfnll - 1; 
Oneline :" Editdata'.Editln; 
For n :" E'place[plnout[fn].O] DownTo 1 Do 
Begln 
If Prec.StatusIE.place[pi.out[f.],. ]] " 'INPUT' The • 
• :" Prec.lnputline[E.place[pinout [f.]..]] 
Else 
• :" Prec .Fback[E'place [pinout[f.]'.ll ; 
If Onelinelw + 4] " '0' Then 
Begi. 





If O.eline[o + 5] " '0' Then 
Begin 
If ,"cstr[m] " '1' Then 
oneline[> + 5] :" '0' 
Else 
Onelin.[w + 5] :" ' 1' ; 




Outs:" ' I' ; 
For n :" 4 To 35 Do 
Begi. 
If Oneline[n] " '0 ' Then 
Outs := '0 ' ; 
End;{for} . 
If outS" '0 ' Then 
Outs :" 'Z'; 
Eod;{i£) 
End;{i£) 
If Outs () 'Z' Then 
Begin 
Done :" false; 
z : = 0; 
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o :. 1: 
EditData :. Firstln; 
If Z 0 Prec.productline]pinout]fn]) Then 
Begin 
Repeat 
EditData :. EditdataA.Next : 
Inc lz) : 
Until z • Prec.productline]pinout]fnJ]; 
End;{if) 
Repeat 
Oneline :. EditdataA.Editln; 
For n :. Explace]pinout]fn).O) DownTo 1 Do 
Begin 
If Prec .Status]E.place]pinout]fn).nJ] •. INPUT ' Then 
• :. Prec.Inputline]E'place]pinout]fn ).n]) 
Else 
• :. Prec.Fback]Explac']plnout]fn),n)) ; 
If Oneline]. t 4) • '0' Then 
Begin 





If Oneline]. t 5) • '0' Then 
Begin 
If vecstr]o) • '1' Then 
oneline]. t 5) :. '0' 
Els. 




End; {for ) 
Outs: = ' 1' ; 
For n :. 4 To 35 Do 
Begin 
If Oneline]n) • '0' Then 
Outs:"O '; 
End; {for ) 
If Outs· '1' Then 
Done :. True ; 
m : = 1; 
Inc lz) ; 
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If z ) (Prec.Produclline[p"out[fn ]] + Prec .NoOf[pinout[fn]] - 1) Then 
Done :' true: 
EditData :' EditDataA.Ne,t; 
Until dOne; 
If (Prec.State ' "L" ) or (Prec.State ' 'R') Then 
Begin 
If Outs' ' 1' Then 
Outs :' '0 ' 
Else 




Write (outs ); 
Insert (outs.,ecstr.,ecn ); 
result [.1] :' .. cstr; 
Vecstr := " : 
inc(k) ; 
a ;:: 7: 




If ,1 in vecset Then 
Begin 
do ::: 1: 
!Dc (k) ; 
Gotoma.k) ; 
Wrl te ( 'Pres enter to go on. ') ; 
Readln; 












© Central University of Technology, Free State
BYLAAGD 
SIM.PAS 
{fllllffffff' •••••••••••••• ' •• f.fllf.fff.fffflf.I'f' •• fffl} 
{Procedure to determine .hen output is enabled or disabled} 
{111.,ffll.IIIIII.'.fl ••• ft"lfffllllflflffllll •• '.f'.ffff} 
Procedure Tvec _en; 
Begin 
EdltData :" Flrstln; 
Repeat 
EdltData :' EditdataA.Next; 
Ine{z) ; 
UntIl z ' (Pree.produetline{pinout{jl] - 1); 
Dneline :' EditdataA.Editln; 
For n :' Enplaee[pinout [jl ,OI Do.oTo 1 Do 
Begin 
If Pree ,Status [Enplace [pinout [j J.n II ' 'INPUT' Then 
• :' Pree,Inputline[Enplaee[pinout[jl,nll 
Else 
• :' Pree,Fbaek[Enplaee[pinout[jl,nll; 
If Dneline[w t 41 ' '0' Then 
BeglD 
Dneline[. t 41 :' Veestrl[m]; 




If Oneline[w t 51, '0' Then 
Begin 
If vecstrl [ml ' ' I' Then 
oneline[. t 51 :' '0' 
Else 
Ooeline[. t 51 :' ' I'; 
End;{ i£} 
Ine [m) ; 
Eod;{else} 
Eod; {for} 
Outs := 'I' ; 
For 0 :' 4 To 35 Do 
Begin 
If Dneline[nl ' '0' Then 
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{ 4111.lttlltlflf ••• tffflfff ••••••• flfl •• ' •• fffffffffffflllllllffflffff} 
IProcedure 10 determine Ihe oUlput condilion of one oUlpul for a gi,en) 
Isel of ,eclors when simulalion of more Ihan one oUlpul took place ) 
{llllttflllllllllllllfflflf •• ffftlt ••••••••••• t ••••••• tlfffllfllflillf} 
Procedure TYee: 
Begin 
EdilDala :" Firslln; 
Jf z () Prec.prcducllinelpinoullfn2JJ Then 
Begin 
Repeal 
!dilDala :" Edildala'.Nexl; 
Jnc Iz ) ; 
Until z " Prec.producllineJpinoullfn2JJ; 
End;{if) 
Repeal 
Oneline :" Edlld.la' .Edllln; 
For n :" Explacelpinoullfo2]. OJ DownTo 1 Do 
Begin 
If Prec.SlalusIE'placelplDoullfn2].nJJ " ' JNPUT ' Then 
w :" Prec.JnpullineIE,placelpinoullfn2J,nJJ 
Else 
w :" Prec.FbackIE'placelpinoullfn2J,nJJ; 
If Onelinel' + 4J " '0' Then 
Begin 





If Onelinelw + 5J " '0' Then 
Begin 
If veeslr21mJ " '1 ' Tben 
onelinel. + 5J :" '0' 
Else 
Onelinel' + 5J :" ' I'; 
End; I if} 
lnclm) ; 
End;{else) 
End; I for} 
Ouls :" '1'; 
For n :" 4 To 35 Do 
Begin 
If OnelioelnJ " '0' Then 
Outs := '0'; 
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End;{for} 
If Outs' ' 1' Then 
Done ;, True; 
• :' 1; 
Inc (, ) ; 
If' ) (Prec .Producllinelpinoutlfn2)] t Prec.NoOflpinoutlfn2] ] - I} Then 
Done :' true; 
[ditDat, :' EditDat,' .N"t; 
Untll done; 
If (Prec.State ' 'L') or (Prec.State ' 'R') Then 
Begin 
If Outs' ' 1' Then 
Outs := '0' 
Else 
Outs:' ' I'; 
End;{If} 
End; iTvee} 
{111 •• '.ffl,tffffff ••••• ' ••• f.ffflfff.'.'.ff.f.ff.' ••• f.'.I.f ••• II'.f'.'.f".' •• } 
(Preeedure to determine the output conditions of all the outputs when simulation) 
(of more than one output tock place ) 
(ThlS procedure is used when si.ulation of PALs with no registers took place ) 
{flffllllflf ••• '.fll.'.II"tlf'fllfll.'.'."'.'.ffflf.fftfflf'I'llf'fll.I".""} 
Procedure Tvectors; 
Begin 
Vecstr ;= "; 
Vecn := 1; 
z ::: 0; 
a ::: 7; 
k ;, 7; 
For.2 :' (m2 tI ) to testn do 
Begin 
For j:' 1 to 20 do 
vecpin(jJ := 'x' ; 
For j :' I to (ineount - notine ) do 
Begin 
gotolY(a,k ) ; 
Repeat 
vee 1 :' readkey; 
Until (veel ' '0' ) or (veel ' ' I') or (veel '#27); 
If veel 0 #27 then 
Begin 
. rite (veel ) ; 














m : = 0; 
for J " incount downto (not inc t lido 
Begin 
Inc (m) ; 
vecpinltotalin[j Il " vecstr lml; 
End;{for } 
vecstr2 : = " ; 
for J "Ito 10 do 
,ecarlj) " vecstr1; 
fop j " 1 to outcount do 
Begin 
If prec.prodenlpinoutl j)) , 'Y' then 
Begin 
If EnstatuslpinoutIJ)) , 'B' then 
Begin 




z : = 0; 
for J "Ito outcount do 
Begin 
for. " explacelpinout lj),O) downto 1 do 
Begin 
inc (z) ; 
insert (,ecpinlexplacelpinoutlj) ,m)) "ecstr1,z) 
End;{for} 
"carlj) " vecstr1; 
"cstr1 " " ; 
End ;{for} 
for j " 1 to 10 do 
Begin 
dovecl j) " 1; 
"cOkIJ) ,,0; 
End; {for} 
vecstr2 := I' ; 
Quit " false; 
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for j :" 1 to outcount do 
Begin 
If Veepin[pinout[j]] 0 'z ' th.n 
Begin 
If vecok[j] " 0 then 
Begin 
vecstr1:" vecar[j]; 
for i :" 1 to OIplace[pinout[jJ,O] do 
Begin 
If (vecstr1[i] " 'x'] or (vecstr1[i] " 'z') then 




dovee[j ] :" O~ 
If dovec[j] " 1 Then 
Begin 
Done :" false; 
z : = 0; 
m : = 1: 
fn1 :" j; 
TYee: 
vecstr2 := ": 
Vecp" [pinout [fn1Jl :" outs; 
For 1 :" 1 To outcount Do 
Begin 
z := 0; 
veestr1 :" vecar[i]; 
For j1 :" Explace[pinout[iJ,O] Downto 1 do 
Begin 
Inc (z) ; 
If .xplace[pinout[iJ, j1] " pinout[fn1] Then 
vecstr1[z) :" outs; 
End;{for) 
v.car[i] :' vecstr1; 
vecstr1 :" " ; 
End;(for} 
Vecok[j) :" 1; 
End;{if) 





© Central University of Technology, Free State
BYLAAGD 
SIM.PAS 
vecstr2 := " ; 
z : = 0: 
pin_en ,. I; 
For. ,. enplaeelpinoutljJ ,OJ downto 1 do 
Begin 
inc (zl ; 
insert (veeplD len place Ipinout Ij] ,m)) ,veestr2 ,z l 
End;!for} 
For. ,. 1 to enplaeelpinoutlj],O] do 
Begin 
If (veestr2Im] • ' x'i or (veestrllm] • ' z') then 
pin_en ,. 0; 
End;!for} 
If pin_en • 1 then 
Begin 
Done ,. false; 
z : = 0; 
• ,. I; 
tyee_en; 
If outs • '1' then 





.rite('Enter condition for 110 pin, ' ,pinoutljll; 
gotoIT(a - 4 t (outeountt4 . (j - 1»4) ,k); 
vee 1 ,. readkey; 
Untll (veel • ' 0' ) or (veel • ' 1') or (veel • #17); 
If veel () '17 then 
Begin 
write (veel ); 
.eeoklj] ,·1; 
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j : ~ 0: 
For i : ~ 1 to outcount do 
j :~ j t "cok[i [; 
If j ~ outeount then 
Quit :~ true 
Else 
for j : ~ 1 to 10 do 
Begin 
dovee[ jl :~ 1; 
End;(for) 
Until Quit; 
For j : ~ outeount downto 1 do 
Begin 
GotoXY (a .k ) : 
Wn te (veepin IpinOut IJ II) ; 
a:=3+4; 
End; (for ) 
vecstr := ": 
For j :~ 20 do.nto 1 do 
Begin 
If veepinl jl () 'x' then 
insert (veepin Ij) ,veestr, 1) ; 
End;(for) 
resu1tl.2) :~ veestr; 
Vecstr := " : 
lne(k) ; 
a : .. 7; 




If .2 in veeset Then 
Begin 
a :: 1; 
!ne (k) ; 
GotoXY(a,k); 
Write( 'Pres enter to go on. 'I; 
Read1 n; 













End: (Trectors ) 
{fflfl'llffllflfft •••• ftfffl •••••••••• fff •••••••••••••• tfffl.ffftff ••••• fflf' ••• } 
IProcedure to determine the output conditions of all the outputs when simulation) 
lof more than one output took place ) 
IThis procedure IS use when simulation of PALs with registers took place ) 
{fl., ••••• fl'I' ••• fl ••••••• fff ••••••••••• ffltt •••••••• I ffffl.ff.' •• ' ••••• f.I •••• } 
Procedure RTveetors: 
Begin 
Veestr :' ": 
Veen :' 1: 
z :' 0: 
a :' 11: 
k :' 7; 
for 02 :' 1m2 +1 ) to testn do 
Begin 
for J:' 2 to 20 do 
recpln[J ) :' 'x': 
gotolY [7, k) : 
writelelkstatus) : 
For j :' 1 to lincount - notinc ) do 
Begin 
gotoXYla ,k ): 
Repeat 
rec 1 :' readkey: 
Until Iveel ' '0 ') or (reel, '1') or (reel, #27 ): 
If ree 1 () #27 then 
Begin 
write(Yecl) : 
Insert (vec!, recstr, recn) : 









m := 0; 
For j :' incount downto (notinc + 1) do 
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,ecpin Itotalin Ij I I ;. ,ecstrlml; 
End;{for} 
If m2 () 1 Then 
Begin 
For j ;. 1 to outcou,t do 
If prec.reglpiDOutlJII • -yo then 
,ecpi' IpiDOut Ij I I :. regpi,lplnout IJ II ; 
End; {if} 
vecstr2 := " : 
For J :. 1 to 20 do 
vecar IJ I :. vecstr2; 
For j :. 1 to outcount do 
Begin 
If prec.proden lpinoutljll • 'Y' then 
Begin 
If Enstatus lpinoutljll • 'B' then 
Begin 




z := 0; 
For J ;. 1 to outcount do 
Begin 
For. :. explacelpinoutljJ,OI do.,to 1 do 
Begin 
inc (, I ; 
insert (vecpi' lexplace Ipinoutlj I ,.11 ,vecstr2 ,z l 
End; {for} 
,ecarljl ;. ,ecstr2; 
vecstr2 := " : 
z := 0; 
end;{for) 
For j ;. 1 to 10 do 
Begin 
dovecl jl :. 1; 
vecOk ljl :. 0; 
End; {for ) 
vecstr2 ;. " ; 
Quit ;. false; 
Repeat 
For j :. 1 to outcount do 
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If Yecpin[pinout[jll () 'z ' then 
Begin 
If ~eeok[j] , 0 then 
Begin 
~ecstr2 :' veear[j]; 
For i :' 1 to explaee[pinout[j].O] do 
Begin 
If (veestrW] , 'x') or (veestr2[i] , 'z ' ) then 
Begin 
dovee[j] :,0; 
For m :' 1 to explace[pinout[J].O] do 
Begin 
If pree.reg[e'plaee[pinout[j]'.11 ' 'Y ' Then 
begin 
if vecpin[ezplaee[pinout[j ]..11 ' 'x' then 








If dovec[j] , 1 Then 
Begin 
Done :' false; 
z := 0; 
m := 1: 
fn2 :' j; 
TYee; 
vecstr2 := " : 
If pree.reg[pinout[fn21l ' 'Y' then 
R.gpin [pinout [fn2)] :' outs 
Els. 
Yecpin [pinout [fn2)] :' outs; 
If pree.reg[pinout [fn21l () 'Y' then 
Begin 
For i :' 1 To outcount Do 
Begin 
z : = 0: 
vecstr2 :' veearil]; 
For j2 :' Explaee[plnout[i] ,0] Downto 1 do 
Begin 
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Inc (z) : 
If "place[pinout[i) ,jl) ~ pinout[fnl) Tnen 
vecstrl[z) :~ outs: 
End: {for} 
vecar [i) : ~ vecstrl: 
vecstr2 := ": 
End:{for} 
End:{if} 
Vecok[j) :~ 1: 
End: {if} 




vecstrl : ~ " : 
z :~ 0: 
pin_en :~ 1: 
For m :~ enpl.ce [pinout[jJ. O) do.nto 1 do 
Begin 
inc (z) : 
insert(vecpin[enpl.ce[pinout[j) ,m) ) ,vecstrl,z) 
End:{for} 
For • :~ 1 to enpl.ce[pinout[j ),O) do 
begin 
If (vecstrl[o) ~ 'x') or (vecstrl[. ) ~ 'z') then 
pin_en := 0; 
end:{for} 
If pin_en ~ 1 then 
Begin 
Done : ~ false: 
z := 0; 
• :~ 1: 
tyee_en: 
If outs ~ ' 1' then 





write( 'Enter condition for I/O pin.' ,pinout[j)): 
goto!Y(a - 4) t «outcoun\l4 ) div jLk): 
vecl : ~ readkey: 
Until (veel ~ '0') or (vecl ~ '1') or (veel ~ #17) : 
If veel () #17 then 
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vecoklj] : 0 1; 











J : 0 0; 
For 1 : 0 1 to outcount do 
J :0 J t vecokll]; 
If j 0 outcount then 
Quit :0 true 
Else 
for J : 0 1 to 10 do 
Begin 
dovecU] :0 1; 
End;{for) 
Until Quit; 






vecstr := "; 
For j :0 20 downto 1 do 
Begin 
If .2 0 1 then 
Begin 
If vecplOlj] 0 'K' then 
BeglO 
For i :0 1 to outcount do 
BeglO 
If pinout Ii] 0 j then 








If ,"epin[j[ 0 'X' then 
insert [veep in [j I ,veestr, 1) ; 
End; {for) 
result[rescou.tl ;, vecstr; 
lnclrescount) ; 
Vecstr := "; 
inclk) ; 
a ;, 11; 
OotoIYI1.24) ; 
writel' Press Enter to change Clock pulse. 'I ; 
Readln; 
clkstatus ;, I; 
vecpin[11 ;, ' I ' ; 
For j ;, I to OUtCOUDt do 
BegiD 
If Pree.Reg[pinout[jli ' 'Y' Then 
Veepin [pinout[j Ii ;, regpin [piDout [j Ii; 
End ;{for) 
,"estr2 ;, "; 
For j ;, 1 to 20 do 
,"ear[jl ;, veestr2; 
For j ;, 1 to outeount do 
Begin 
If pree,proden[pinout[jll ' 'Y' then 
Begin 
If Enstatus[pinout[jll ' 'B' theD 
Begin 




z ;, 0; 
For j ;, 1 to outcount do 
Begin 
If Pree.Reg[pinout[jli 0 'Y ' then 
Begin . 
For. ;, explaee[pinout[j I ,01 downto 1 do 
Begin 
ine lz) ; 
insert lveepin [explace[pinout[ j I ,mil, veestr2 ,z ) 
End; {for) 
vecar[jl ;, ,"estr2; 
vecstr2 : = " i 
End;{if} 
192 




For j :' 1 to 10 do 
Begin 
do,",IJI :' 1; 
,",OkIJI :' 0; 
End;{for} 
veestr2 :' " ; 
Quit :' false; 
Repeat 
for j :' 1 to outeount do 
BegiD 
If pree.reglpmoutlj]] , 'Y' Th" 
veeoklj] :' 1 
Else 
Beg10 
If VeepiD Ipinout IJ] I I> 'z' tb" 
Begm 
If veeok IJ] , 0 then 
Begin 
,"estr2 :' "carIJ]; 
for i :' 1 to explacelplOoutljLO] do 
Begin 
If (veestr2 lil ' 'x') or (,eestr2Ii] , 'z'l th" 
Beg10 





doveeljl :' 0; 
If do,"e Ij I ' 1 Th" 
BegiD 
Done :' false; 
z : = 0; 
m :' 1; 
fD2 :' j ; 
Tvee; 
,"estr2 :' "; 
Veepin Ipinout Ifn2JI :' outs; 
For i :' 1 To outeount Do 
Begin 
z :' 0; 
,eestr2 :' veearl il; 
for J2 :' ExplacelpinoutliLOI Downto 1 do 
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If explaeelpinoutlil.jl)" pinoutlfnl) Then 
veestrllzl :" outs: 
End: (for) 
,eearlil :" ,eestrl: 
vecstr2 ::: "; 
End: {for} 
VeeoklJI :" 1: 
End: {if} 




vecstr2 ;= "; 
z :" 0: 
pin_en:" 1: 





For. :" 1 to enplaeelpinout lj) ,0) do 
begin 
If (,"estrllm) " 'x') or (,"estr2Im) " 'z') then 
pin_en :" 0: 
end:{for} 
If pin_en" 1 then 
Beg" 
Done :" false: 
z :,. 0; 
m ;: 1; 
t'fec en; 
If o,tS" '1 ' then 





wri te (' Enter condition for 1/0 pin, ' ,p iDOut Ij)) : 
gatalY(la - 4) + «auteount.4) di, j) ,k): 
,"e 1 :" readkey: 
Until (vee1 " '0') or (,"e1 " '1') or (vee1 "'17): 
If vee1 () '17 then 
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veeok(j! " 1; 












j " 0; 
For i " 1 to outeount do 
j "j + veeok[i]; 
If j , outeount then 
Quit " true 
Else 
for j "Ito 10 do 
Begin 





Done " false; 
For j " 1 to 10 do {(outcount + ineount - notine) downto 1 do) 
Begin 
z : = incount: 
Repeat 
If j , totalin[,] then 
BeglO 
GotoXY (a.k ) , 
Wri te (veepin [j]) ; 
a:=dt4; 




Until done Or (, ' 0); 
If"Othen 
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z :,. outcount; 
Repeat 
If j ~ pinout[,] then 
Begin 
GotoXY la,k ) ; 
Wri te lvecpin [j]) ; 




000 1, ); 
Unti I done Or I, ~ 0); 
End ;{if) 
Done : ~ false; 
End;{for) 
vecstr := " : 
For j : ~ 20 downto I do 
Begin 
If .2 ~ 1 then 
Begin 
If vecpin [j] ~ ' x' then 
Begin 
For i :~ 1 to outcount do 
Begin 
If pinout[i] ~ J then 




If vecpin[j] () ' x' then 
insert{vecpin[j] ,vecstr, I) : 
End;{for) 
result[rescount] :~ vecstr: 
inclrescount) : 
vecstr := ": 
vecn := 1: 
Inclk) ; 
GotoXYI1,24): 
Wri tel' Press Enter to change Clock pulse ') : 
readln: 
a :~ 11: 
clkstatus :~ 0; 
veepin[!) :~ '0': 
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If 02 in regs.t Then 
B.gin 
a :: 1; 
inclk) ; 
GotoXY la,k ); 
Writ. I ' Pres .nt.r to go on. 'I; 
Readln; 










{ffffl ••• f .fff f.' •• f •••• 'ff" ••• 'flff.I."I" ."'.} 








If n2 > 9 Then 
Ins.rt l' ' ,onestr,l ) 
Els. 
Insert (' ' ,onestr,l ); 
Writelonestr) ; 
For j :~ 1 to explace[plDOut[fn),O) + 2 00 
Write lpinstr) ; 









{Procedure to complete vector table for all outputs of PAL} 
{tl.' ••• I.IIIIII.lfllllfflflll.I.,tt.f •••• "'I.I.IIII.Illf} 
Procedure vecnumber; 
Begin 




If n2 > 9 Then 
losertl' ' ,onestr,l ) 
Else 
Insert l' ',onestr, 11 ; 
Write(onestr) ; 
If Prec.st.tus(l] , 'CLK' Then 
Wri te (pinstr) ; 
For J " I to (incount t outcount t 1 . "tm) Do 
Wn te(pinstrl; 
If Prec.st.tus(l] , 'CLK' Then 
Begln 
Writeln; 
Write (' 'I ; 
For j " 1 to lincount t outcount t 2 - notincl Do 
Write(pinstr) ; 











{Procedure to sort inputs} 
{lfllflffl.I •••• ' ••••••• f} 
Procedure "n tcb ; 
Begin 
For i ::: 1 to incount do 
Begin 
For. " incou,t downto i do 
Begin 
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If tatalinla!1) ) tatalinla) then 
Begin 
.2 ;, totalinla) ; 
totalinla) ;, tatalinla+1); 
tatalinla!1) ;, .2 ; 
fnd;{ if) 
End; {for} 




If (lock, 'Y 'I or Ilock3 ' 'N'I Then 
Begin 
If look' 'Y' Then 
Wrltelnl'Error ? First select a pal by pressIng IPI . 'I 
Else 




For j ;, 1 to 20 do 
Begin 
tatalinlj ) ;, 0: 
placelj) ;, 0: 
End:{for) 
For j ;, 1 to 10 do 
vecar[j J : :: "; 
Incaunt ;, 0; 
j ;, 0; 
m := 0; 
placen ;, 1; 
PlacelO J ;, 0; 
onestr := " : 
For i ;, 1 to 80 do 
E,presaril) ;, anestr; 
i := 0; 
Excount ;, 1: 
done ;, false; 
!ditData ;, firstln ; 
Getline; 
k ;, 0; 
Repeat 
Inc Ikl; 
(Start of si.ulation procedure ) 
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Until (Prec .Productline(kl • i) or (Prec .Productline(kl • i t 1): 
Inc lo) : 
Pinout (ml ,. k: 
If Prec,Productline(k l • i t 1 Then 
Begin 
none line : = I I : 
Insertloneline,noneline,l): 
delete lnoneline,l,)): 
If noneline • '00000000000000000000000000000000 ' then 
Begin 
Enstatus(pinout(mJl ,. ' I': 




If none li ne • ' 11111111111111111111111111111111' then 
BeglO 




Enstatus(pinout(mJl ,. ' B' : 
GetExpres: 
Str(excount - 1,onestr): 
ExEnable(pinout(m],OI ,. onestr: 
For k ,. 1 to BO do 
Begin 
ExEnable (pinout(m]'kl ,. expresar(kl: 
End;{for) 
Enplace(pinout(m]'OI ;. placeo - I; 
For k ;. 1 to 20 do 
Begin 
Enplace(pinout(m],kl ;. place(kl; 
m2 ;. I; 
Oone. ,. False; 
Repeat 
If TotaUn(m21 • Place(kl Then 
Begin 




If (m2 - 1) • Incount Then 
Begin 
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totalinlincount] ;, plac. lk]; 







E,count ;, 1; 
placen ;, I; 
,or k ;, I to 20 do 
plac.lk] ;, 0; 
Plac.I O] ;, 0; 
OD estr := " ; 
for k ;, 1 to SO do 











If i ( Iprec. productlinelPinout Imll + Prec .NoOf[Pinoutlmll ) Then 
B.gin 
E'presarlexcount) :' '+'; 




Str(excount - l.onestr); 
E,preslpinoutl_).Or :' onestr; 
,or k :' 1 to SO do 
B'gin 
E'preslpinoutlm).k) :' "presorlk); 
End; (for) 
Explac'lpinoutlm).O) ;, placen - I; 
,or k :' I to 20 do 1of -)Placen - I do) 
B.gln 
[,plac.lpinoutl_).') :' plac.lk); 
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.1 :. I; 
Done. :. 1alse; 
Repeat 
If Totallnlm1] • Placelk] Then 
Begin 




If (.1 - 1) • Incount Then 
Begin 
inc (ineount) ; 
totalinlincount] ,. placelk]; 






Excount ,. I; 
placen ,. I; 
10r k ,. I to lD do 
placelk ] ,. 0; 
PlacelO] ,. 0; 
onestr := I ' ; 
for k ,. I to 80 do 
expresarlk] ,. onestr; 
k ,. 0; 
If i ( &4 Then 
Begin 
Repeat 
lne lk) ; 
Until IPrec.ProductIinelk] • i) or (Prec.ProductIinelk] • i t I); 
lne lm) ; 
Pinout 1m] ,. k; ' 
If Prec.Productlinelk] • i t I Then 
Begin 
none line : = I I ; 
IDsert (oneline ,noneline.l ); 
de let. (noneIlne,I,3 ); 
If noneline • ' 00000000000000000000000000000000' then 
Begin 
Enstatus Ipinout [mil ,. ' I ' ; 
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If nooeline • '11 11111111111111111111 1111111111' then 
Besin 




Enstatus[pinout[mJl :. 'B ' ; 
GetE'pres; 
Str(eKCounl - I.onestr l ; 
E,EnablelplOout[mJ,O] ;. onestr; 
For k :. 1 to BO do 
Begin 
E,Enable[pinout[mJ,k ] :. e'presar[k]; 
End;{for} 
Enplace[pinout[mJ,O] :. placen - 1; 
For k :. 1 to 20 do 
Begin 
Enplace [pinout [mJ,k] :. place [k] ; 
m2 :. 1; 
Don .. :. False; 
Repeat 
If Totalln[m2] • Place[k] Then 
Begin 




If (12 - 11 • Incount Then 
Begin 
inc (incount l ; 
totalin[incount] :. place[k] ; 






E.count :. 1; 
placen :. I; 
For k :. 1 10 10 do 
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place[k[ :' 0; 
Place[O[ :' 0; 
onestr :: "; 
for k :' 1 to 80 do 







If 1 ( 64 Then 
Get"pres; 
Until (EditOata ' Nil ) 
switch; 
Clrscr ; 
Writeln l'The next outputs are used.' ); 
Wri teln; 
For i :' 1 To m 00 
Writeln li, ' . ' ,pinout[ i ]) ; 
Writeln li+l. ' . ' , 'all outputs ' ); 
Repeat 
Writel 'Enter digit to select the output to be simulated, or Esc to quit, ') ; 
Digit2 :' Readkey; 
If digit2 ' #27 Then 
E,it 
Else 
Val IDigi t2,Fn,Code) ; 
If fn ) 11 + 1) Then 
Begin 
Writeln; 
Writeln l' Error??? IEnter Digit or Esc ) ') ; 
End;{if} 
Until IFn (, Ii + 1)) or Idigit2 ' 627 ); 
Wri teln; 
Wri teln; 
If prec .state ' 'R ' then 
Wri Ie I 'How many clock pulses ? ') 
Else 
Write l' How many testvectors ? ') ; 
Readln ltestn ) ; 
Clrscr; 
vecstr := I' ; 
for J :' 1 to 200 do 
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resultljl :. "cstr; 
firstline :. nil; 
outcount := m; 
rescount :., 1: 
.2 :. 0; 
n2 :. 0; 







If prec.state • 'R' then 
Begin 
clkstatus :. 0; 









goto!y(1,24 ) ; 
Wri te I' Press enter to go on.'); 
Readln; 
Done :. false; 
Repeat 
cirscr; 
Writelnl ' !. Do you want to ,iew test,ectors again' '}; 
Wri teln I' 2. Do you want a hardcopy of test.ectors , ' }; 
Writelnl'3. Go to .enu.' ); 
Wri teln; 
Writel'Press dlglt to select your choice: '); 
Readlnlxchoice) ; 
Case ,Choice Of 
' 1' : viewvec; 
'2' : printvec: 
'3' : done := true; 
Else 
Writel'Error : try again. 'I; 
End;{ case} 
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,eeset :" [15,30,45,60,75,90 ,105,120,135,150,165,180,195J: 
regset :" [7,14,21,28,35,42,49,56,63,70 ,77,84,91J: 
Look := 'N': 
Look2 :" 'N': 
Look3 := 'N' ; 
i1ark (heaptopJ: 
Firstline :" Nil: 
firstln :" Nil: 
for i :" ° to 63 do 
Begin 
Prline [IJ :" 99: 
prodl ines [i I :" 99: 
End: 
Clrscr: 
QUIts :" false: 
Repeat 
Write1n: 
Write( 'L.oad, J. edee (read}, P.al, R.ead (Map J. S.i.ulate, Q.uit? 'J : 
Readln (Choice): 
Case Choice Of 
'L','l ' : Load: 
'J','j ' : ReadMem: 
'P', 'p' : PALs; 
'Q' I 'q' : Quits := True; 
'R','r' : Read_Put_in: 
'S' I'S' : silulation; 
Else 




(Begin simulation program) 
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