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Abstrakt
Bakalárˇská práce se zabývá návrhem pocˇítacˇové hry a je naprogramována v jazyku JAVA,
v 2D grafice a z horního pohledu. Hra pracuje prˇes internetovou komunikaci, hrácˇi se prˇi-
pojují pomocí clienta na server. Hra má odrážet reálný sveˇt. Hrácˇi si budou moct vybrat
z neˇkolika povolání, které mohou strˇídat. Za provedené úkony povolání se jim zvyšuje
hodnost. Hrácˇi se mohou sdružovat ve firmách, ale jenom v urcˇitých povolání, a nebo v
gangu. Pro každé povolání je vytvorˇena jednoduchá umeˇlá inteligence.
Další cˇástí bakalárˇské práce je vytvorˇení jednoduchého editoru mapy. Kromeˇ vytvorˇení
samotné mapy se dají vložit i umeˇlá inteligence a auta.
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Abstract
Bachelor thesis deals with computer games and is programmed in Java 2D graphics and
top view. The game works through Internet communication, the players connected via
a client in server. The game is meant to reflect the real world. Players will be able to
choose from several professions that can rotate. For acts performed profession they rank
increases. Players may form themselves into companies, but only in certain professions,
or in a gang. For every job is created a simple artificial intelligence.
Another part of the thesis is to create a simple map editor. In addition to the creation of
the map itself can also insert artificial intelligence and cars.
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Seznam použitých zkratek a symbolu˚
AI – Artificial Intelligence
API – Application Programming Interface
FPS – Frames Per Second
DTO – Data Transfer Object
IP – Internet Protocol
JAR – Java ARchive
LWJGL – LightWeight Java Game Library
OpenGL – Open Graphics Library
VRAM – Video Random-Access Memory
UI – Umeˇlá inteligence
1Obsah
1 Úvod 5
2 Architektura 6
3 Návrh a implementace 7
3.1 Prˇechod mezi stavy . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7
3.2 Server . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 8
4 Vykreslování scény 9
4.1 Vykreslování mapy . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 10
4.2 Vykreslování hrácˇe . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 12
5 Komunikace 13
5.1 Textová komunikace . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 13
5.2 Objektová komunikace . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 13
6 Simulacˇní jádro 14
6.1 Budovy . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 14
6.2 Výpocˇet dalšího pohybu . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 15
6.3 Detekce kolize . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 16
6.4 Zprávy . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 18
6.5 Povolání . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 19
6.6 Firmy a gangy . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 21
6.7 Aktualizace objektu˚ v okolí . . . . . . . . . . . . . . . . . . . . . . . . . . . 22
7 Umeˇlá inteligence 24
7.1 Ovládání hrácˇe . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 24
7.2 Ovládání auta . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 26
7.3 Nalezení cesty . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 27
8 Editor mapy 31
9 Záveˇr 32
10 Reference 33
Prˇílohy 33
A Obsah DVD 34
2Seznam tabulek
3Seznam obrázku˚
1 Schéma Server-Client . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 6
2 Trˇídní diagram - Stavový správce . . . . . . . . . . . . . . . . . . . . . . . . 7
3 Digram prˇekreslování scény . . . . . . . . . . . . . . . . . . . . . . . . . . . 10
4 Sekvencˇní diagram - pocˇátecˇní inicializace . . . . . . . . . . . . . . . . . . . 13
5 Trˇídní diagram - Budovy . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 15
6 Výpocˇet nové sourˇadnice hrácˇe . . . . . . . . . . . . . . . . . . . . . . . . . 15
7 Body pro detekci kolize hrácˇe se zdí . . . . . . . . . . . . . . . . . . . . . . 16
8 Prˇímky které detekovaly kolizi . . . . . . . . . . . . . . . . . . . . . . . . . 16
9 Body pro detekci kolize auta se zdí . . . . . . . . . . . . . . . . . . . . . . . 17
10 Diagram aktivit - Nalezení cesty k cíli . . . . . . . . . . . . . . . . . . . . . 28
11 Vyžadován tvar silnice . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 29
12 Nalezená cesta . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 29
13 Optimalizovaná cesta pro auto . . . . . . . . . . . . . . . . . . . . . . . . . 30
4Seznam výpisu˚ zdrojového kódu
1 Vykreslení jednotlivého obrázku . . . . . . . . . . . . . . . . . . . . . . . . 11
2 Otácˇení obrázku . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 12
3 Výpocˇet nové sourˇadnice hrácˇe . . . . . . . . . . . . . . . . . . . . . . . . . 15
4 Detekce kolize hracˇe se zdí . . . . . . . . . . . . . . . . . . . . . . . . . . . . 16
5 Detekce kolize strˇely s hrácˇem . . . . . . . . . . . . . . . . . . . . . . . . . . 17
6 Detekce kolize strˇely se zdí . . . . . . . . . . . . . . . . . . . . . . . . . . . 18
7 Výpocˇet grafické délky textu . . . . . . . . . . . . . . . . . . . . . . . . . . 19
8 Prˇíklad pracovní akce . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 21
9 Odesílání hrácˇu˚ v okolí . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 22
10 Odesílání aut v okolí . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 23
11 Náhodný pohyb umeˇlé inteligence . . . . . . . . . . . . . . . . . . . . . . . 24
12 Kontrola smeˇru jízdy . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 26
51 Úvod
Existuje neˇkolik her zabývající se obdobnou tématikou, ale veˇtšinou se zaobírají neˇjakou
specifikací z reálného života. Naprˇíklad série „The Sims“, která se zaobírá stavbou bytu.
Ale samotné chození do práce je už v pozadí. Dále existuje mód pro hru „Grand Theft
Auto: San Andreas“ pro více hrácˇu˚. Mu˚žete si zde zvolit z neˇkolika povolání, obchodovat
s nemovitostmi a nebo jezdil kdejaké závody. U téhle hry jsem našel inspiraci, jelikož jsem
u ní strávil neˇkolik desítek hodin. Jelikož je to jenom mód, tak to není úplneˇ ono a najde
se mnoho chyb, tak procˇ nevytvorˇit jednoduchou hru na téma simulace reálného života.
Komplexní simulace sveˇta je rozsáhlá úloha, prˇekracˇující rámec rozsahu bakalárˇské
práce, proto bylo zadání omezeno jenom na neˇkteré funkcionality. Hlavním zámeˇrem
bylo simulovat neˇkolik základních profesí, mezi neˇ patrˇí policista, záchranárˇ, právník,
rˇidicˇ taxíku a nebo rˇidicˇ autobusu a dále jednoduchou umeˇlou inteligenci.
62 Architektura
Celá hra funguje na principu server-client. Na neˇjakém pocˇítacˇi beˇží server a hrácˇi se
na neˇj prˇipojují skrz klienta. Server zpracovává úkony hrácˇe a následneˇ odešle aktua-
lizované informace ostatním hrácˇu˚m. Umeˇlá inteligence je zakomponovaná na serveru.
Jelikož je na straneˇ serveru, nemusí získávat informace o sveˇtu speciální cestou, získává
si data prˇímo. Zpracovává se prˇi každé aktualizaci serveru Komunikace mezi serverem a
klientem probíhá pomocí protokolu TCP/IP. Vykreslování se používá 2D grafika, z hor-
ního pohledu.
Obrázek 1: Schéma Server-Client
73 Návrh a implementace
Na úplném zacˇátku bylo nejprve vytvorˇit vykreslování a pohybování hrácˇe. Po vytvorˇení
základního jádra hry, prˇišel na rˇadu server. Cˇást jádra hry a to pohybování hrácˇe je prˇe-
sunuto na server. U vytvárˇení serveru je naimplemetována komunikace mezi klientem
a serverem a ošetrˇení neˇkterých pádu˚ hry beˇhem hry. Následneˇ se vytvárˇí už samotná
simulace sveˇta. To jsou budovy, zprávy mezi uživateli a obsluhu speciálních zpráv, jako
naprˇíklad zavolání taxíku. Další rˇešenou cˇástí jsou povolání a implementace ke každému
povolání umeˇlou inteligenci. Dále implementace samotné umeˇlé inteligence, její náhodné
chození, rˇízení auta a vyhledání nejkratší cesty k cíli. Poslední cˇástí je vytvorˇení jednodu-
chého editoru mapy.
3.1 Prˇechod mezi stavy
Jak se pohybovat mezi jednotlivými stavy hry existuje mnoho technik. Nebo-li jak se
pohybovat mezi menu, samotnou hru, nastavení a podobneˇ.
Obrázek 2: Trˇídní diagram - Stavový správce
3.1.1 Stavový správce
Pro prˇepínání mezi jednotlivými stavy hry byl vytvorˇen takzvaný „State Manager“[1].
Tento manager se stará o prˇepínání mezi jednotlivými stavy. V kolekci má uložené ny-
neˇjší a prˇedešlé stavy. Každý stav má ukazatel na tento manager, pomocí kterého meˇní
aktuální stav. Manager má uložený aktuální index na kolekci. Když se zavolá metoda up-
date, draw a nebo jinémetody, vytáhne si z kolekce aktuální stav a na neˇj zavolá prˇíslušná
metoda.
83.1.2 State interface
Pro prˇepínání mezi stavy byl použit interface který pak jednotlivé stavy implementují.
Manager tento interface využívá pro generickou kolekci.
3.1.3 Jednotlivé stavy
Jednotlivé stavy se starají o vykreslování obrazu, obsluhu tlacˇítek a o aktualizaci údaju˚.
Jelikož samotná hra se vypocˇítává na straneˇ serveru, bude vysveˇtleno pozdeˇji, tak se zde
skoro žádné aktualizace neprovádeˇjí.
Následující kapitoly se zabývají rˇešením jednotlivých problematik prˇi vývoji.
• MenuState - Hlavní menu
• JoinState - Pro prˇipojování na server
• OptionState - Nastavení tlacˇítek, jazyka a jména
• GameState - Obsluha hry
• MapState - Zobrazení celé mapy, urcˇení místa k navigování
3.2 Server
Server se nijak neliší od klienta 4, kromeˇ vykreslování, které není zapotrˇebí na straneˇ
serveru. Samotný server se stará jenom o obsluhu klientu˚ a vypocˇítávání jejich nových
sourˇadnic a dalších dat, které následneˇ odešle klientu˚m. Klienti tyto údaje prˇevedou do
grafické podoby. Veškeré výpocˇty byly prˇevedeny na server z toho du˚vodu, že klienty by
si mohli hrácˇi upravit pro svu˚j prospeˇch, trˇeba zvýšit rychlost pohybu.
94 Vykreslování scény
Pro vykreslování a aktualizací scény byl vybrán algoritmus 3. Základem tohoto algo-
ritmu je vypocˇítání doby potrˇebné pro vykreslení scény a aktualizací dat. Aby tento
cˇas byl dostacˇující, bylo použito 40 FPS. To znamená, že bude vykresleno 40 snímku˚ za
sekundu. Pomocí jednoduchého vzorecˇku vypocˇítáme potrˇebný cˇas pro jeden snímek.
t = 1000/FPS. Za dosazení FPS nám výjde 25ms. Abychom tohohle dosáhli, uložíme
si cˇas zacˇátku vykreslování a aktualizaci údaju˚. Až všechny úkony skoncˇí zjistíme si cˇas
trvání, který použijeme pro výpocˇet, jak dlouho bude vlákno v necˇinnosti.
Na zacˇátku se zavolá metoda update, která aktualizuje neˇkterá data. Potom se vy-
kresluje scéna pomocí takzvané metody „Double Buffering“[4] [?]. Jde o to, že scéna se
prvneˇ vykreslí do obrázku a až pak se tenhle obrázek vykreslí na samotnou scénu. Tímhle
prˇedejdeme neˇjakým blikáním obrazu. Do samotného obrázku se všechno vykreslí po za-
volání metody draw a následneˇ se zavolá metoda drawImage, která obrázek vykreslí na
scénu. Následneˇ se zavolá metoda na aktuální vlákno sleep, které prˇedáme parametr,
jak dlouho má být v necˇinnosti. Klient jenom odesílá události o stisknutých tlacˇítek. Pro
vykreslování se využívá speciální bitmapa VolatileImage. Jde o bitmapu, která je ulo-
žena v VRAMgrafické karteˇ. Práce s ní je, ale daleko teˇžší, jelikož VolatileImagemu˚že
mít neˇkolik stavu˚. První stav je „IMAGE_OK“, který indikuje, že se obsah nezmeˇnil.
Druhým stavem je „IMAGE_INCOMPATIBLE“, který indikuje, že se pravdeˇpodobneˇ
zmeˇnil grafický režim. A trˇetím stavem je „IMAGE_RESTORED“, který indikuje, že je
nutno prˇekreslit bitmapu. Stav zjistíme zavoláním metody validate. Prˇed vykreslením
do bitmapy se vždycky musí zkontrolovat stav bitmapy.
Pro vykreslování se používá knihovna Swing. Jelikož hra nevyžaduje vysoký výkon
pro vykreslování, stacˇilo využívat tuhle knihovnu, která ale není urcˇena primárneˇ pro
hry, ale stacˇí pro jednoduché hry. V budoucnu by se mohla využívat knihovna LWJGL,
která zprˇístupnˇuje využívání OpenGL.
10
Obrázek 3: Digram prˇekreslování scény
4.1 Vykreslování mapy
Mapa je postavena na takzvaném „Tile engine“. Nebo-li mapa je rozdeˇlena na jednodušší
obrázky, které se následneˇ poskládají. V tohle prˇípadeˇ je mapa uložena jako dvouroz-
meˇrné pole ve kterém jsou uchovány cˇíslice. Každá cˇíslice reprezentuje typ jednotlivého
obrázku˚. Hlavní výhodou je menší nárocˇnost na velikost mapy v pameˇti, ale veˇtší ná-
rocˇnost na vykreslování mapy, jelikož se mapa prˇi každém vykreslení musí poskládat.
Dá se tomu zamezit, pokud se mapa cˇasto nemeˇní, vykreslit si cˇást mapy do speciálního
obrázku a pak následneˇ tenhle obrázek vykreslovat.
Mapa se vykresluje s pohybem hrácˇe. Jelikož velikost vykreslovacího okna se mu˚že v
du˚sledku˚ možnosti mít hru v celo-obrazovém módu meˇnit, bylo obtížneˇjší najít vzorec,
který bude dynamicky a správeˇ vykreslovat mapu. Mapa se nachází v neˇkolika stavech
jak se bude vykreslovat:
1. hrácˇ se nachází v levém horním rohu, mapa se nepohybuje, dokud hrácˇ není upro-
strˇed okna
2. hrácˇ se nachází v pravém dolním rohu, mapa se nepohybuje, pokud hrácˇ není upro-
strˇed okna
3. hrácˇ se nachází mezi levém horním rohu a pravém dolním rohu, mapa se pohybuje
s pohybem hrácˇe
Každý stav se dále vztahuje na pozici X a pozici Y, ale vzorecˇky jsou podobné.
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// Prvni pripad − X
if (x <= (( int )xE)) {
bXG = 0;
eXG = Settings.WIDTH/48;
offX = 0;
}
// Prvni pripad − Y
if (y <= (( int )yE)) {
bYG = 0;
eYG = Settings.HEIGHT/48;
offY = 0;
}
// Druhy pripad − X
if (x > (( int )xE) && x < ((world.getSizeGridX()∗64)−( (Settings.WIDTH/48.0) − ( Math.floor( (
Settings.WIDTH/48.0) / 2.0 ) ) )∗64)) {
bXG = xG−((int)Math.floor((Settings.WIDTH/48.0)/2.0));
eXG = xG+((int)Math.ceil((Settings.WIDTH/48.0)/2.0))+1;
offX = ((x−(xG∗64))∗3/4);
}
// Druhy pripad − Y
if ( (y > (( int )yE)) && (y < ((world.getSizeGridY()∗64)−( (Settings.HEIGHT/48.0) − ( Math.floor( (
Settings.HEIGHT/48.0) / 2.0 ) ) )∗64) ) ) {
bYG = yG−((int)Math.floor((Settings.HEIGHT/48.0)/2.0));
eYG = yG+((int)Math.ceil((Settings.HEIGHT/48.0)/2.0))+1;
offY = ((y−(yG∗64))∗3/4);
}
// Treti pripad − X
if ( y >= ((world.getSizeGridY()∗64)−(( (Settings.HEIGHT/48.0) − ( Math.floor( (Settings.HEIGHT
/48.0) / 2.0 ) ) )∗64))) {
bYG = world.getSizeGridY()−(int)Math.ceil(Settings.HEIGHT/48.0);
eYG = world.getSizeGridY()−1;
offY = ( int ) (Math.ceil(Settings.HEIGHT/48.0)∗48−(Settings.HEIGHT/48.0)∗48);
}
// Treti pripad − Y
if ( x >= ((world.getSizeGridX()∗64)−((Settings.WIDTH/48.0) − ( Math.floor( (Settings.WIDTH
/48.0) / 2.0 ) ) )∗64)) {
bXG = world.getSizeGridX()−(int)Math.ceil(Settings.WIDTH/48.0);
eXG = world.getSizeGridX()−1;
offX = ( int ) (Math.ceil(Settings.WIDTH/48.0)∗48−(Settings.WIDTH/48.0)∗48);
}
g.drawImage(grassImage, (48∗(i−bXG))−offX, (48∗(z−bYG))−offY, 48,48,null);
Výpis 1: Vykreslení jednotlivého obrázku
Vysveˇtlení jednotlivých promeˇnných:
• bXG - zacˇátek pozice X v mapeˇ
• eXG - konec pozice X v mapeˇ
• offX - o kolik bodu˚ v ose X se celá mapa posune
• bYG - zacˇátek pozice Y v mapeˇ
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• eYG - konec pozice Y v mapeˇ
• offY - o kolik bodu˚ v ose Y se celá mapa posune
• g - instance grafiky, do které se vykresluje obrázek
• grassImage - obrázek který se bude vykreslovat
• x - prˇesná pozice hrácˇe ve sveˇteˇ
• y - prˇesná pozice hrácˇe ve sveˇteˇ
• xG - pozice v poli mapy
• yG - pozice v poli mapy
Pro první stav ve kterém se mu˚že mapa naházet bylo jednoduché vytvorˇit mapu,
jelikož se mapa vykresluje od zacˇátku, nebylo potrˇeba vypocˇítávat offX a offY.Bylo
potrˇeba jenom vypocˇítat kolik se vleze jednotlivých obrázku˚ do okna. To samé bylo i u
druhé osy.
V druhém stavu se už musela vypocˇítat promeˇnná offX a offY, pro které byl vytvo-
rˇen následující vzorec:
offX = ((x− (xG ∗ 64)) ∗ 3/4);
Pro trˇetí stav mapy byl vytvorˇen vzorec:
offY = (int)(Math.ceil(Settings.HEIGHT/48.0)∗48−(Settings.HEIGHT/48.0)∗48);
Matematická funkce ceil zaokrouhlí cˇíslo vždy nahoru.
4.2 Vykreslování hrácˇe
Pro vykreslování hrácˇe a nebo auta se využívají podobné rovnice jak u vykreslování
mapy (viz. kap. 4.1).
Prˇi otácˇení hrácˇe se využívá jenom jeden obrázek, který se prˇed vykreslením otocˇí na
požadovaný úhel. K tomu se využívá trˇída AffineTranform a AffineTranformOp.
Do první zmíneˇné trˇídy vloží údaje o otocˇení. Prvním parametrem je úhel otocˇení, dru-
hým a trˇetím je bod, podle kterého se obrázek bude otácˇet. Do druhé trˇídy se vloží in-
stance první trˇídy a typ otácˇení. Pro otocˇení obrázku využijeme u trˇídy AffineTranformOp
metodu filter, které prˇedáme zdrojový obrázek. Metoda vrátí výsledný otocˇený obrázek
a nebo do druhého parametru vloží výsledný obrázek.
AffineTransform tx = AffineTransform.getRotateInstance(Math.toRadians(dir), locationX, locationY);
AffineTransformOp op = new AffineTransformOp(tx, AffineTransformOp.TYPE_BILINEAR);
pG.drawImage(op.filter(bImage, null), 0, 0,null) ;
Výpis 2: Otácˇení obrázku
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5 Komunikace
Pro komunikaci se využívá trˇída Socket, které stacˇí zadat jenom v prˇípadeˇ serveru jenom
port na kterém bude poslouchat a v prˇípadneˇ klienta i IP adresu na kterou se má prˇipojit.
Po úspeˇšném propojení se ze Socketu vytáhnout streamy, pomocí kterých se dále komu-
nikuje. Pro komunikaci mezi klientem a serverem se používají dva druhy komunikace.
Pro jednoduché prˇíkazy se využívá textová komunikace a pro posílání složiteˇjších dat se
posílají objekty.
5.1 Textová komunikace
Pro jednoduché prˇíkazy se odesílá prostý text ve kterém jsou vloženy jednoduché data.
První dveˇ cˇísla v textu oznacˇují kód zprávy, které se pak mohou dále deˇlit do dalších
typu˚ zpráv. Pro deˇlení dat se využívá znak „;“. Pro jednoduché rozdeˇlení dat se využívá
metoda split. Správným prˇíkladem mu˚že být pocˇátecˇní inicializace, kdy se oveˇrˇuje verze
klienta, jestli je uživatel registrován a podobneˇ. Na zacˇátku klient odešle kód ve tvaru 01
plus verzi. Server následneˇ porovná verze a jestli se shodují, odešle kód 01 a pokud se
neshodují 00. Pokud se neshodují klient uzavrˇe spojení. Jestliže se shodují, odešle kód 01
plus uživatelské jméno a heslo. Server zkontroluje jestli dané uživatelské jméno existuje a
prˇípadneˇ jestli je heslo shodné. Prˇi neexistujícím uživatele se odešle kód 03, prˇi špatném
heslu se odešle kód 04 a pokud vše probeˇhlo úspeˇšneˇ odešle se 02 s dveˇ identifikátory,
první je chat a další je pro informace, které je vztahují k uživatelovi, které se musí za-
chovat i po vypnutí serveru. Dále se prˇi inicializace využívá objektová komunikace pro
odesílání mapy a dalších dat.
Obrázek 4: Sekvencˇní diagram - pocˇátecˇní inicializace
5.2 Objektová komunikace
Pro složiteˇjší odesílání dat se odesílají objekty, jelikož v textové podobneˇ by to bylo slo-
žiteˇjší dešifrovat a dále kvu˚li zvýšené datové velikosti oproti objektu. Pomocí objektu˚ se
odesílají data o poloze, stavu zdraví a podobneˇ, které se odesílají v jediném objektu.
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6 Simulacˇní jádro
Veškeré informace o aktuálním sveˇteˇ se nacházejí ve trˇídeˇ World. U klienta a u serveru
se trˇída jmenuje stejneˇ. Obsahuje veškeré algoritmy pro výpocˇtu detekce kolize, výpocˇet
nové pozice hrácˇe. Veškerá data se ukládají pomocí serializace trˇídy DataMap.
6.1 Budovy
Všechny budovy deˇdí ze trˇídy Building která obsahuje informace o poloze, smeˇru a
identifikátoru. Veˇtšina budovmu˚že být ve sveˇteˇ kolik chce, kromeˇ budov „Government“
a „Prison“. Seznam a popis jednotlivých budov:
• Prison - Uveˇzneˇní hrácˇu˚, kterˇí byly zatknuti policistou
• Government - Hlasování o daních, kandidovat na politika
• Bank - Vkládání a vybírání peneˇz z banky
• Apartment - Ukládání auta a vkládání a vybírání peneˇz
• Ammo - Nákup zbraní a náboju˚
• Hospital - Vylécˇit se a vzít práci zdravotníka
• BusStation - Jednotlivé autobusové zastávky pro autobusového rˇidicˇe
• Company - Hlavní budovat gangu a nebo firmy
• School - Nákup licencí pro zbranˇ, auta
• Property - Nákup nemovitostí na urcˇitou dobu
• Police - Vzít práci policisty
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Obrázek 5: Trˇídní diagram - Budovy
6.2 Výpocˇet dalšího pohybu
Pro výpocˇet nové pozice hrácˇe se využívají goniometrické funkce. Prˇesneˇji sinus a co-
sinus, které najdeme ve trˇídeˇ Math jako statické metody. Goniometrické funkce v javeˇ
pracují jenom s radiány, proto se musí úhel, kam smeˇrˇuje hrácˇ, prˇevést ze stupnˇu˚ na
radiány.
Obrázek 6: Výpocˇet nové sourˇadnice hrácˇe
Abychom zjistili o kolik se hrácˇ posunul ve smeˇru y, využijeme funkci sinus. Vzorec
byl upraven ze vzorce sin(uhel) = a/c. Za prˇeponu se dosadí rychlost hrácˇe, která je 3.
Ve smeˇru x použijeme funkci cosinus a vzorec byl upraven ze vzorce cos(uhel) = b/c. Pro
výpocˇet nové sourˇadnice auta se využívají stejné rovnice, kromeˇ rychlosti.
ys = ( int ) (speed ∗ Math.sin(Math.toRadians(myDir+270)));
xs = ( int ) (speed ∗ Math.cos(Math.toRadians(myDir+270)));
Výpis 3: Výpocˇet nové sourˇadnice hrácˇe
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6.3 Detekce kolize
6.3.1 Kolize hrácˇe
Pro detekci kolizí se zdmi bylo na postaveˇ vytvorˇeno neˇkolik bodu˚. Jelikož postava nemá
jednoduchý tvar, bylo vytvorˇeno deset prˇímek ze kterých se vytvorˇí prˇímky. Prˇímky se
následneˇ porovnávají z jednotlivými body na mapeˇ. Konstantní promeˇnné které se vy-
užívají v detekci, byly vypocˇítány z obrázku hrácˇe. Jedny urcˇují vzdálenost od strˇedu a
další jsou úhly od rovnobeˇžky s vertikální prˇímkou. Nejprve se vypocˇítají dva body a
pak se vytvorˇí objekt Line2D, který reprezentuje prˇímku mezi dva body. Trˇída má me-
todu intersects, která porovná dveˇ prˇímky jestli se protínají. Druhá prˇímka je jedna
ze stran bodu mapy. Pokud se protínají, byla detekována kolize a vypocˇteny nové sou-
rˇadnice se nevyužijí. Algoritmus pro detekci kolize jedné prˇímky je vypsán níže (viz. kód
4).
Obrázek 7: Body pro detekci kolize hrácˇe se zdí
Na obrázku cˇíslo 13, je názorné zobrazené detekce kolize. Cˇervené prˇímky znázornˇují
detekci kolizi se zdí.
Obrázek 8: Prˇímky které detekovaly kolizi
ys1 = ( int ) (a ∗ Math.sin(Math.toRadians(dir + al)) ) ;
xs1 = ( int ) (a∗ Math.cos(Math.toRadians(dir + al)));
ys2 = ( int ) (b ∗ Math.sin(Math.toRadians(dir + be)));
xs2 = ( int ) (b ∗ Math.cos(Math.toRadians(dir + be)));
line = new Line2D.Double(20+xs1+x, 20+ys1+y,20+xs2+x, 20+ys2+y);
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if ( line . intersects (rec)) {
returnN = true;
}
Výpis 4: Detekce kolize hracˇe se zdí
6.3.2 Kolize auta
U kolize auta se využívá stejný postup jako u hrácˇe(6.3.1). Jelikož auto je jednoduššího
tvaru, byly vytvorˇeny 4 body.
Obrázek 9: Body pro detekci kolize auta se zdí
6.3.3 Kolize strˇel
Strˇela má tvar prˇímky, ale pro detekci se používá její strˇed a mu˚že se srazit s hrácˇem,
autem a se zdí. Pro pohyb strˇel se využívají stejné rovnice jako u hrácˇe(viz. kapitola 6.3.1)
a nebo auta(viz. kapitola 6.3.2). Každá strˇela má jinou úcˇinnost. Uchovává si informaci ze
které zbraneˇ byla vystrˇelena.
Pro jednoduchou kolizi se hrácˇem, byl vytvorˇen ze hrácˇe jednodušší tvar, obdélník.
Využívá se zde trˇída Rectangle, která obsahuje metodu contains která porovná jestli
zadaný bod je uvnitrˇ obdélníku. Pokud strˇela zasáhla hrácˇe, tak se mu sníží jeho zdraví.
O kolik se sníží jeho zdraví závisí na typu strˇely. Pokud zdraví hrácˇe je menší než 0, tak se
mrtvý hrácˇ objeví u jedné ze všech nemocnic. Strˇela má dále informaci, jestli daná strˇela
vyšla od neˇjakého gangstera. Pokud ano a mrtvý hrácˇ je taky z gangu, tak se hrácˇi který
strˇelu vystrˇelil nezvýší jeho hledanost. Pokud tohle neplatí zvýší se hledanost(takzvaná
hveˇzdicˇka) o jedna.
Rectangle rec = new Rectangle((int)ct.getX()+14,(int)ct .getY()+14,36,36);
if (rec.contains( bullet .getX()+32, bullet .getY()+32)) {
}
Výpis 5: Detekce kolize strˇely s hrácˇem
Jelikož automá tvar obdélníku využívá se zde taky trˇída Rectangle ametoda constains,
která porovná jestli daný bod je uvnitrˇ obdélníku. Každé auto má životnost která se sni-
žuje prˇi strˇelení do neˇj. I zde závisí na typu strˇely. Prˇi výbuchu auta se auto objeví na
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jeho pu˚vodní pozici. Jelikož auto se mu˚že uložit u apartmánu, tak prˇi uložení se pu˚vodní
pozice zmeˇní a objeví se u apartmánu.
U detekce kolize se zdí se již nepoužívá metoda constains ani strˇed strˇely. U strˇely
se vypocˇítají cˇtyrˇi body, ze kterých se následneˇ porovná, jestli daný bod je ve zdi. Bod se
vypocˇítá jednoduchým vydeˇlím 64, jelikož každá cˇást mapy má velikost 64 pixelu˚.
tmpX = xB + 25;
tmpY = yB + 25;
if (detCollGrid(mapGrid[(int) tmpX/64][(int) tmpY/64])) {
return true;
}
tmpX = xB + 25;
tmpY = yB + 39;
if (detCollGrid(mapGrid[(int) tmpX/64][(int) tmpY/64])) {
return true;
}
tmpX = xB + 39;
tmpY = yB + 25;
if (detCollGrid(mapGrid[(int) tmpX/64][(int) tmpY/64])) {
return true;
}
tmpX = xB + 39;
tmpY = yB + 39;
if (detCollGrid(mapGrid[(int) tmpX/64][(int) tmpY/64])) {
return true;
}
return false;
Výpis 6: Detekce kolize strˇely se zdí
6.4 Zprávy
Trˇída TextChat obsahuje:
• Samotný text
• Typ textu
• Od koho byl text napsán, jméno a identifikátor
• Pro kterého hrácˇ je text urcˇen, jméno a identifikátor
• Pro kterou firmu/gang je text urcˇen, identifikátor
Jednotlivé typy textu:
• 0 - Obycˇejný text
• 1 - Hlasovací text, hlasování na nového politika
• 3 - Zobrazení prˇíkazu˚
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• 4 - Vlastník firmy a seznam zameˇstnancu˚
• 5 - Prˇivolání taxíka
Jednotlivé texty chatu se uchovávají v ArrayList. Jednotlivému hrácˇi se odesílají po-
sledních 10 zpráv. Hrácˇi se odesílá ta zpráva, která je urcˇena pro všechny, pro neˇj(podle
identifikátoru) a nebo ta, která je urcˇena pro jeho firmu.
Chat se vykresluje pomocí grafiky. Nejprve se vypocˇítá délka textu a následneˇ se vy-
kreslí text do BufferedImage. Pocˇet rˇádku˚ se vypocˇítá z jednoduché rovnice, kdy se
secˇtou délky od koho je text a samotného textu a vydeˇlí se to cˇíslem 260. Je to délka jed-
noho rˇádku. V listu jsou všechny vykreslené texty v BufferedImage. Potom se prochází
jednotlivé BufferedImage a vykreslí se to do speciálního obrázku, který se následneˇ
vykresluje na scénu. Jelikož teto cˇást kódu je trošku nárocˇná, vypocˇítávání se deˇje, jenom
když se zmeˇní chat.
g.getFontMetrics().getStringBounds(textChat.getText(), g).getWidth();
Výpis 7: Výpocˇet grafické délky textu
6.5 Povolání
Každý hrácˇ má promeˇnnou, která uchovává typ povoláním, kterým je hrácˇ. Každé po-
volání má i specifickou barvu. Každý hrácˇ si uchovává v poli, pro jednotlivé povolání,
pocˇet dovedností. Identifikátory jednotlivých prací:
• -1 - hrácˇ je bez práce
• 0 - Policista
• 1 - Zdravotník
• 2 - Politik
• 3 - Gangster
• 4 - Rˇidicˇ taxíku
• 5 - Rˇidicˇ autobusu
• 6 - Právník
6.5.1 Policista
Pro práci policisty musí vlastnit hrácˇ licenci na zbranˇ, kterou koupí v jedné ze škol. Jenom
na policejní stanici se mu˚že hrácˇ stát policistou. Vydeˇlává tím, že zatkne hrácˇe, který má
víc jak jednu hveˇzdu (hledanost, dále jenom hveˇzda). Pro zatýkání se používá tlacˇítko
„Práce“. Výchozím tlacˇítkem je „Q“, které se dá zmeˇnit v nastavení tlacˇítek. Po zatknutí
hrácˇe se hrácˇ objeví ve veˇzení a policistovi se zvýší dovednost. Aby hrácˇe zatknul, musí
být být velmi blízko neˇj, v pru˚meˇru 32 bodu˚. Zatknutému hrácˇi se dál odeberou všechny
zbraneˇ. Na délce pobytu ve veˇzení závisí na pocˇtu hveˇzd které má.
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6.5.2 Zdravotník
Pro práci zdravotníka musí hrácˇ vlastnit zdravotnický pru˚kaz, kterou koupí v jedné ze
škol. Jenom v nemocnici se mu˚že hrácˇ stát zdravotníkem. Vydeˇlává tím, že uzdraví hrácˇe,
který ale musí mít mínˇ jak 100% zdraví. Pro uzdravování se používá tlacˇítko „Práce“,
které se zdá zmeˇnit v nastavení. Po uzdravení hrácˇe dostane zdravotník peníze a zvýší
se mu dovednost, která zvyšuje vydeˇlané peníze. Aby hrácˇe uzdravil musí být vedle neˇj
velmi blízko, v pru˚meˇru 32 bodu˚.
6.5.3 Politik
Aby se hrácˇ stal politikem, musí být zvolen ve volbách do kterých se mu˚že prˇihlásit v
budoveˇ „Vláda“. Je zvolen jenom na dobu 5 týdnu˚. Pokud politiku˚ není 5, je volen do té
doby než je zvoleno 5 politiku˚ a dále pokud nikdo není zvolen v neˇkterých následujících
volbách. Pokud je zvolen, hrácˇ který je nejdéle zvolen, již už nebude politikem. Politik
má právo meˇnit daneˇ. Pro to aby byly daneˇ schváleny musí hlasovat víc jak 3 politici.
Pro zmeˇnu daní se používá budova „Vláda“. Pro hlasování na zmeˇnu daní se hlasuje v
budoveˇ „Vláda“.
Prˇí každé aktualizaci sveˇta se kontroluje cˇas data voleb a následneˇ cˇas ukoncˇení vo-
leb. Jelikož v nejnoveˇjší verzi Javy se již nesmí už využívat cˇástecˇneˇ trˇída Date, tak pro
uložení konci návrhu nových daní se využívá trˇída Calendar.
6.5.4 Gangster
Aby se hrácˇ stal gansterem, musí ve sveˇte existovat alesponˇ jeden gang. Pro to by do
gangu vstoupil, musí hlava gangu mu poslat pozvánku. Ve sveˇte jsou definovány zony,
které mohou gangy zabírat. Pokud je hrácˇ v gangu, všechny zóny se mu objeví na mapeˇ,
kterou najde v menu hry. Jsou oddeˇleny barvou. Každé zabírání trvá minimálneˇ 3 mi-
nuty. Pokud hrácˇ z gangu, který zónu vlastní, vejde do zóny, tak se odpocˇítávání zastaví.
Aby odpocˇítávání pokracˇovalo, musí hrácˇ z konkurecˇního gangu zabít. Pokud v zabí-
rané zóneˇ není ani jeden hrácˇ, odpocˇítávání prˇestane a zabírání se vypne. Po úspeˇšném
zabrání zóny dostanou ti hrácˇi, kterˇí jsou v zóneˇ dovednosti a peníze.
6.5.5 Rˇidicˇ taxíku
Pro práci jako rˇidicˇ taxíku potrˇebuje hrácˇ licenci na auto. Jsou dva zpu˚soby jak se stát
rˇidicˇem taxíku. První je nasednout do auta a stisknout tlacˇítko „Práce“. Druhým je se
prˇidat do firmy. Pro zavolání taxíku se píše prˇíkaz do chatu. Následneˇ se na straneˇ
serveru, vyhledá neˇjaký taxík, který není plný, každý taxikárˇ si uchovává promeˇnnou
taxiEngaged, která znacˇí jestli už vozí neˇjakého zákazníka, a pošle se mu pozice hrácˇe,
který na neˇj cˇeká. Cena taxíku se odvíjí od cˇasu ztráveného v taxíku. Po vystoupení zá-
kazníka se rˇidicˇi zvýší dovednost. Aby se zákazníkovi meˇnila jeho pozice s taxíkem, tak
si každé auto uchovává seznam spolujezdcu˚. Prˇi aktualizace pozice rˇidicˇi se zkontroluje
jestli v listu spolujezdcu˚ neˇkdo není. Pokud ano, aktualizují se mu sourˇadnice.
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6.5.6 Rˇidicˇ autobusu
Pro prvotní vydeˇlávání hrácˇe nepotrˇebuje pro rˇízení autobusu licenci na auto. Hrácˇ se
mu˚že stát rˇidicˇem autobusu pokud nastoupí do autobusu a zmácˇkne tlacˇítko „Práce“.
Pokud ve sveˇteˇ existují autobusové zastávky, hrácˇ jezdí dokola a mezi nimi. Pro to aby
si vydeˇlával nemusí mít zákazníky. Každou projetou zastávkou se mu zvýší dovednost a
dostane peníze. Pro aktualizaci hrácˇu˚, kterˇí jsou v autobuse, se využívá list spolujezdcu˚ v
auteˇ. Prˇi zastavení na zastávce se auto zablokuje a hrácˇi mohou nastupovat do autobusu.
Zastavení trvá 5 sekund. Cesta na další zastávku se mu ukáže na mini mapeˇ. Využívá se
zde algoritmus pro vyhledání nejkratší cesty.
6.5.7 Právník
Pro práci jako právník musí mít hrácˇ právnický pru˚kaz, který se dá zakoupit ve škole.
Aby mohl být hrácˇ právníkem musí být ve firmeˇ. Právník snižuje hledanost hrácˇu˚m. Po-
kud zmácˇkne právník tlacˇítko „Práce“, hledanému hrácˇi se sníží hledanost a právníkovi
se zvýší dovednost a dostane peníze.
taxiDriver .getArrayOfSkills () [4] = taxiDriver .getArrayOfSkills () [4] + 1;
int money = taxiDriver.getMoney();
if ( taxiDriver .getIdOfCompany() == −1) {
money += (1 + (taxiDriver.getArrayOfSkills () [4]) ∗ 0.05)∗700;
}
else {
Company company = getMapOfCompanies().get(taxiDriver.getIdOfCompany());
money += (1 + (taxiDriver.getArrayOfSkills () [5]) ∗ 0.05)∗(700∗company.getMultiplyCash());
}
taxiDriver .setTaxiEngaged(false);
Calendar now = Calendar.getInstance();
long timenow = now.getTimeInMillis();
long remain = (timenow − taxiDriver.getStartMesTaxi())/1000;
pass.setMoney(pass.getMoney() − safeLongToInt(remain));
taxiDriver .setMoney(money);
if (pass instanceof ClientThread) {
((ClientThread) pass).updatePlData();
}
if ( taxiDriver instanceof ClientThread) {
((ClientThread) taxiDriver ) .updatePlData();
}
Výpis 8: Prˇíklad pracovní akce
6.6 Firmy a gangy
Hrácˇi se mohou sdružovat v podobeˇ firem a nebo gangu˚. Pokud je hrácˇ ve firmeˇ/gangu
zvyšuje se mu výdeˇlek. Založení firmy a nebo gangu mu˚že bud’ zakoupení již už posta-
vené budovy a nebo zakoupení pozemku a následneˇ postavení budovy prˇi které mu˚že
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zvolit úrovenˇ budovy. Úrovenˇ budovy hraje roli, kolik mu˚že být maximálneˇ zameˇstnancu˚
ve firmeˇ.
6.7 Aktualizace objektu˚ v okolí
Prˇi zmeˇneˇ pozice hrácˇe se následneˇ hned aktualizují všechny objekty v okolí.
6.7.1 Aktualizace hrácˇu˚
Pro snížení pocˇtu odeslaných informací prˇes internet, se odesílají hrácˇi jenom ve vy-
mezeném okruhu okolo hrácˇe. Každý hrácˇ si uchovává list hrácˇu˚, kterˇí jsou blízko neˇj.
U neˇkterých povolání se prochází list hrácˇu˚ a ti kterˇí jsou vedle neˇj se provede neˇjaká
akce(naprˇíklad ho vylécˇí). Proto se využívá list hrácˇu˚, kterˇí jsou v okruhu vedle neˇj, jeli-
kož procházení všech hrácˇu˚ zabere neˇjaký ten cˇas.
Pro aktualizace hrácˇu˚ v okolí se volá rekurzivneˇ metoda getListOfPlayerInCoor.
Hrácˇ kterému se již odeslali hrácˇi, které má ve svém okolí, se prˇidá jeho identifikátor do
listu, ve kterém jsou identifikátory teˇch hrácˇu˚, kterým byly poslány nové informace. U
každého hrácˇe se prochází všechni hrácˇi ve sveˇteˇ a jestli jsou v urcˇitém polomeˇru od
hrácˇe, prˇidají se jeho informace o poloze, zdraví a hledanosti do listu, který se potom
odešle hrácˇi. Po prˇidání informací se zjistí, jestli daný hrácˇ se už aktualizovat a pokud
ne zavolá se znova ta samá metoda a dále aktualizují i auta které má ve svém okolí.
Rekurze koncˇí tehdy, pokud všichni v okolí byli už zaktualizováni. Jeden z nedostatku˚
tohoto algoritmu je to, že se zaktualizuje i ten hrácˇ, který není v dohledu hrácˇe u kterého
se tahle metoda volala. Data o hrácˇích se odesílají pomocí trˇídy Enemy.
for(IEntityThread ct : listOfClient ) {
double pX = ct.getX(), pY = ct.getY();
if (pX > (x − 10∗64) && pX < (x + 10∗64) && pY > (y − 10∗64) && pY < (y + 10∗64) && ct.
getPlayerData().getId() != id) {
Enemy enemy = new Enemy(pX, pY, ct.getID(), ct.getLogin(), ct.getDir(), ct . isInCar() , ct .
getHealth(), ct .getWanted());
enemy.setIndexAnim(ct.getIndexOfAnim());
enemy.setType(ct.getJobType());
listOfPl .add(enemy);
list2 .add(ct) ;
if (! listOfUpdatedPl.contains(ct .getPlayerData().getId() ) ) {
ct .sendObject(getListOfPlayerInCoor(ct));
ct .sendObject(getListOfCarInCoor(ct));
}
}
}
Výpis 9: Odesílání hrácˇu˚ v okolí
6.7.2 Aktualizace aut
Pro odeslání aut v okolí se volá metoda getListOfCarInCoor. Stejneˇ jako u aktuali-
zací hrácˇu˚ v okolí(viz. kapitola 6.7.1) se i zde odesílají jenom auta, které má hrácˇ ve svém
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okolí. I zde se využívá zmenšený list aut a to u nasedání do auta, které se provádí na
straneˇ klienta. Data o autech se odesílají zakódované v textu pomocí oddeˇlovacˇe „;“ jeli-
kož informací o autu není mnoho. Jelikož trˇída ArrayList s texty se využívá vícekrát,
tak se na zacˇátek prˇidává indikátor o jaké data se jedná. V prˇípadneˇ o autech se na zacˇátek
prˇidává cˇíslo 1.
ArrayList<String> list = new ArrayList<String>();
int x = ( int ) me.getX();
int y = ( int ) me.getY();
list .add("1");
for(Car car : listOfCars) {
double cX = car.getX(), cY = car.getY();
if (cX > (x − 10∗64) && cX < (x + 10∗64) && cY > (y − 10∗64) && cY < (y + 10∗64)) {
String carText = cX + "; " + cY + "; " + car.getDir () + " ; " + car.getId () + " ; " + car.getpID()
+ " ; " + car.getHealth() + " ; " + car.isLocked() + " ; " + car.getType();
list .add(carText);
}
}
return list ;
Výpis 10: Odesílání aut v okolí
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7 Umeˇlá inteligence
Soucˇástí bakalárˇské práce bylo naimplementovat jednoduchou umeˇlou inteligenci(Dále
jenom UI), která dokáže ovládat všechny povolání. Pro vkládání UI se využívá editor
mapy. Prˇi vložení UI se jí nastaví pozice, jméno a typ povolání. Každá UI mu˚že být jenom
jednoho povolání a nemu˚že jí zmeˇnit. Ukládá se do stejné trˇídy jako informace o mapeˇ.
Prˇi zapnutí serveru se jednotlivá UI prˇevedou na trˇídu AIThread, která implementuje
rozhraní IEntityThread. Mají podobné promeˇnné jako obycˇejný hrácˇ. Dále mají své
promeˇnné, které zajišt’ují jejich pohyb po sveˇteˇ. UI dokáže chodit i jezdit s autem.
7.1 Ovládání hrácˇe
Pro vypocˇítání nové sourˇadnice hrácˇe jsou využity stejné algoritmy jako u obycˇejného
hrácˇe. S tím rozdílem, že využívá návratovou hodnotu teˇchto algoritmu˚. Je to proto, že
pokud UI narazí do zdi, mu˚že podniknout kroky, které jí otocˇí a podobneˇ. Pokud UI
nemá povolání, pohybuje se po sveˇteˇ zcela náhodneˇ. Využívá se k tomu trˇída Random,
která poskytuje metodu nextInt, které jako parametr mu˚žeme prˇedat maximální cˇíslo,
které se mu˚že vygenerovat. Prˇi každém aktualizování UI se kontroluje poslední zmeˇna
smeˇru. Pokud ubeˇhla jistá doba od zmeˇny smeˇru, tak se volá metoda, pokud nemá povo-
lání, randomMove. Podle náhodné cˇíslice se vykoná jiný úkon. Aby bylo chození UI co
nejveˇrohodneˇjší, tak pro pohyb do prˇedu byl udeˇlená nejveˇtší pravdeˇpodobnost. Pokud
by pro každý pohyb byla stejná pravdeˇpodobnost, UI by se neustále tocˇila skoro na tom
samém místeˇ. Všechny algoritmy pracují s promeˇnnými, které znacˇí kam UI má smeˇrˇo-
vat. Stejné promeˇnné se využívají u obycˇejného hrácˇe, které znacˇí, jaké tlacˇítka pro pohyb
byly zmácˇknuty. U jedné z náhodných cˇísel se kontroluje jestli neprobíhají volby a jestli
už daná UI nehlasovala. Pokud nehlasovala, náhodneˇ hlasuje pro jednoho z kandidátu˚.
Random r = new Random();
int randomNumber = r.nextInt(10);
if (randomNumber == 0) {
keyUp = false;
keyDown = false;
keyLeft = true;
keyRight = false;
targetDir = r . nextInt(359);
}
if (randomNumber == 1) {
keyUp = false;
keyDown = false;
keyLeft = false;
keyRight = true;
targetDir = r . nextInt(359);
}
if (randomNumber > 1 && randomNumber < 6) {
keyUp = true;
keyDown = false;
keyLeft = false;
keyRight = false;
targetDir = −1;
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}
if (randomNumber >= 6) {
keyUp = false;
keyDown = false;
keyLeft = false;
keyRight = false;
targetDir = −1;
if (world. isElection () && !world.getListOfPlayersVote().contains(id ) ) {
Set<Integer> list = world.getElection() .keySet();
if ( list .size () > 1) {
int [] ids = new int[ list .size () ];
int i = 0;
for( int id : list ) {
ids [ i ] = id ;
i++;
}
int rand = new Random().nextInt(list.size() ) ;
synchronized (World.class) {
int count = world.getElection() .get(ids [rand]) ;
count++;
world.getElection() .put(ids [rand], count);
}
}
}
}
Výpis 11: Náhodný pohyb umeˇlé inteligence
7.1.1 Ovládání povolání
U ovládání povolání závisí na typu povolání. Je to proto, že každé povolání se ovládá
jiným zpu˚sobem až na pár výjimek. Povolání zdravotník, policista a právník využívají
stejný postup. Vyhledají ve svém okolí hrácˇe a následneˇ za ním jdou. Odlišné je to jakého
hrácˇe vyhledají. Zde se využívá zmenšeného listu hrácˇu˚ ve svém okolí ze kterého se vy-
hledává hrácˇ pro akci povolání. Indikací, že UI jde k hrácˇovi je to, že v listu listOfPath
je víc jak jedna položka(zatácˇka). Prˇi nalezení hrácˇe se vypocˇítá trasa(viz. kapitola Nale-
zení cesty 7.3) a pak se pohybuje podle vypocˇítané trasy. V listu cesty jsou jenom zatácˇky
kde se má UI otocˇit a dále konec. Pokud dosáhne cíle využívají se metody pro pracovní
akci, které jsou ve trˇídeˇ World. Stejné metody se využívají i u obycˇejného hrácˇe.
Jiného typu povolání jako je rˇidicˇ taxíku se UI chová jinak, je to proto, že rˇídí auto,
které se chová jinak. Druhý typ jiného chování je gangster. Kontroluje jestli jeho gang
nezabírá neˇjakou zónu a nebo neˇkdo jiný zabírá jeho zónu, tak se prˇesune na danou
zónu. Všechny povolání využívají trˇídu Finder pro vyhledání cesty až na pár uprav,
kvu˚li pohybu (viz. kapitola Nalezení cesty 7.3).
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7.2 Ovládání auta
Ovládání auta se využívá jenom v prˇípadneˇ, že je UI povoláním rˇidicˇ taxíku a nebo au-
tobusu. I zde se využívá nalezení cesty pomocí trˇídy Finder, ale nalezená cesta je dále
optimalizovaná pro cestu autem(viz. dále Nalezení cesty 7.3.
Po nalezení cesty se nejprve kontroluje jestli dané auto je otocˇené smeˇrem k první za-
tácˇce. Pokud není, UI se otácˇí do té doby než jej má prˇed sebou. Využívá se i zde indikace
nárazu auta do zdi. Pokud auto prˇi pocˇátecˇním otácˇení narazí, UI zacˇne jet dozadu. Po
správném otocˇení auta se zacˇne jezdit po vyhledané cesteˇ. Prˇi každém aktualizování UI
se vypocˇítává brzdná dráha auta pomocí rovnice:
breakDist = ((currSpeed− 3.0)/breaksSpeed) ∗ ((currSpeed+ 3)/2.0) + 10;
Vysveˇtlení jednotlivých promeˇnných:
• breakDist - Dráha potrˇebná pro brzdeˇní prˇed zatácˇkou
• currSpeed - Aktuální rychlost vozidla
• breaksSpeed - O kolik se rychlost snižuje prˇi brzdeˇní
Od aktuální rychlosti vozidla se odecˇítá 3, jelikož v zatácˇce auto pojede rychlostí 3. Prˇi do-
sažené brzdné dráhy, auto zacˇne brzdit a prˇestane se vypocˇítávat brzdná dráha. Rychlost
auta na 3 je udržována umeˇle. To znamená, že se nastavuje manuálneˇ pro jednoduchost.
Dále se kontroluje vzdálenost kdymá auto zacˇít se otácˇet. Tato vzdálenost je urcˇena podle
toho na jakou stranu auto se otácˇí. Pro nárocˇnost vypocˇítávání smeˇru zatácˇení, se tohle
prování už prˇi nalezení cesty. Prˇi otácˇení se pak prování jestli auto je natocˇené prˇímo na
další bod. Pokud ono, první bod se vymaže z listu. Prˇi dosažení cíle auto brzdí a následneˇ
se vymaže celý list. Který indikuje, že auto dojelo do cíle.
double distX2 = (nextPoint.getX()∗64+32) − (x+75);
double distY2 = (nextPoint.getY()∗64+32) − (y+75);
double xs = 0, ys = 0;
double dist2 = Math.sqrt(distX2 ∗ distX2 + distY2 ∗ distY2);
ys = ( int ) (dist2 ∗ Math.sin(Math.toRadians(dir)));
xs = ( int ) (dist2 ∗ Math.cos(Math.toRadians(dir)));
xs += x + 75;
ys += y + 75;
if (nextPoint.getX()∗64 < xs && nextPoint.getX()∗64 + 64 > xs && nextPoint.getY()∗64 < ys &&
nextPoint.getY()∗64+64 > ys) {
listOfPath .remove(0);
keyRight = false;
keyLeft = false;
keyUp = true;
isCalBreaking = false;
}
Výpis 12: Kontrola smeˇru jízdy
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7.3 Nalezení cesty
Na vyhledání nejkratší cesty se využívá trˇída Finder[6]. Pro hledání se využívá algorit-
mus podobný Dijkstrovu algoritmu. Prˇi inicializaci se nastaví který režim se bude využí-
vat, vytvorˇí se dvourozmeˇrné pole, které je stejneˇ velké jakomapa. Jako body se využívají
jednotlivé body mapy. Prˇi každém iteraci se procházejí sousedi jestli daný bod není cíl.
Pokud ne, tyhle body se prˇidají do listu a taky do dvourozmeˇrného pole, který se používá
pro kontrolu jestli se tento bod už nekontroloval. Tento list se prˇi další iteraci prochází.
Dále se zjišt’uje jestli na danémmísteˇ není zed’. Hledání cesty si uchovává i ten bod, který
je nejblíže k cíly. Pokud se hledání cíle nezdarˇí, vezme se bod který je nejbližší a vytvorˇí
se cesta podle tohoto bodu. Každý bod cesty je tvorˇen trˇídou Cell. Uchovává si prˇedešlý
bod, pozici v mapeˇ a pocˇet bodu˚ do nejbližší zatácˇky. To poslední se využívá u trˇetího
režimu.
Hledání cesty má trˇi režimy. Prvním je pro UI která jezdi autem. Je to proto, že UI au-
tem jezdí jenom po silnici, takže prˇi zjišt’ování, jestli na daném bodu není zed’, se provádí
i naprˇíklad pro trávu. Druhým režime je pro UI, která chodí peˇšky, takže se se kontrolují
jenom zdi. Trˇetím režimem je jenom pro obycˇejného uživatele. Tento režim se nachází
jenom na straneˇ klienta, kterému se objeví nejbližší cesta k cíli(naprˇíklad pro jízdu auto-
busem). I zde se jenom kontrolují zdi. Trˇetí režim je nejjednodušší, jelikož se uživatelovi
zobrazují všechny body na mapeˇ. U ostatních se nechají jenom ty body ve kterých se UI
má obrátit.
Vytvorˇení cesty pro první režim je nejteˇžší. Je to proto, že aby UI dokázala jet z jed-
noho místa ke druhému musí se optimalizovat cesta. Už prˇi hledání cesty se kontroluje
jestli nejsou hned za sebou zatácˇky, jelikož UI by asi pravdeˇpodobneˇ to nedokázala urˇí-
dit. U tohohle se využívá promeˇnná countToChangeDirCell. Pokud je tato promeˇnná
veˇtší nebo se rovná 2, cesta se mu˚že otocˇit. Pokud ne, tahle trasa není možná a proto se
do pole vloží null, který znacˇí, že tenhle bod ješteˇ nebyl použit. Druhá fáze je odstra-
neˇní rovinek a ponechání jenom zatácˇek. Dále se zde jednotlivé body prˇedeˇlávají na jinou
trˇídu a to na TurnCell. Tahle trˇída uchovává dále i na jakou stranu se bude zatácˇet a z
jaké strany se auto/hrácˇ blíží. Tohle se využívá u navigování UI, jelikož by prˇi každé
aktualizace se tohle musel pocˇítat a stálo by to neˇjaký procesorový cˇas. Je to jednoduchý
algoritmu. Porovnávají se dva body a podle jejich pozice se urcˇí jestli jde o zatácˇku a
nebo rovinku. Trˇetí fáze je nejteˇžší. Využívá se jenom pro jízdu autem. Aby rˇízení auta
bylo jednodušší, je cesta optimalizována tak, aby auto jezdilo jenom v pravém pruhu.
Zde se naráží na jeden problém a to je, že cesty musí být konstruovány s jistými pravi-
dly. Nesmeˇjí být šikmé, kolem cesty pokládat neˇco jiného než cestu a cesta musí mít na
šírˇku 3 body. V tomhle kroku se dál do jednotlivých bodu˚ uchovává z jakého smeˇru UI
jde a na jakou stranu se bude otácˇet. Pocˇátecˇní úprava je základeˇ pozorování, jak se daná
cesta vypocˇítává a jaké situace mohou nastav. Následneˇ se procházejí jednotlivé zatácˇky
a upravují se tak, aby auto jezdilo po pravé straneˇ. Práveˇ u téhle fáze se využívají rohy
krˇižovatek. Pokud by v rohu krˇižovatky byla i silnice, algoritmus nedokáže rozeznat a
posunout zatácˇku na správné místo. Pokud se zpracovává první zatácˇka, kontroluje se
zde, jestli je opravdu bod na pravé straneˇ ve smeˇru jízdy. Prochází se celá silnice v za-
tácˇce a kontroluje se dokud netrefí roh zatácˇky, pokud ano zatácˇka se prˇemístí na tohle
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místo. Pro druhý režim se používá metoda convertPath, která prˇedeˇlá jednotlivé body
z Cell na TurnCell.
Obrázek 10: Diagram aktivit - Nalezení cesty k cíli
Na následujících obrázcích(obrázek cˇ. 11 a 12), je znázorneˇní nalezené cesty prˇed
veškerou optimalizací a po optimalizaci pro jezdeˇní autem. Zatácˇka, která je zobrazená
modrˇe znacˇí, že další zatácˇka je napravo a cˇervená znacˇí nalevo. U optimalizace pro auto
je vložen i cílový bod. U první režimu už tak není.
Obrázky byly porˇízeny v editoru mapy, který sloužil pro testování.
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Obrázek 11: Vyžadován tvar silnice
Obrázek 12: Nalezená cesta
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Obrázek 13: Optimalizovaná cesta pro auto
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8 Editor mapy
Trˇetí cˇástí bakalárˇské práce bylo vytvorˇit editor mapy. Pohybování po mapeˇ se využívají
pohybové tlacˇítka na klávesnici. Pro jednoduchost se mapa pohybuje po jednotlivých cˇás-
tech mapy. Jelikož se zde využívají další komponenty, tak prˇi kliknutí na neˇkterou z nich
by se následneˇ prˇi klikání šipek nepohybovala mapa, muselo se na každou komponentu
zakázat „focusable“.
Jelikož se scéna nemeˇní, pokud se nepohybuje myší po mapeˇ, vykresluje se mapa je-
nom prˇi pohybu myší. Pro samotné vykreslování se používá knihovna Swing. Jelikož do
JComboBox není jednoduché prˇidávat k textu˚m i ikony, byl na internetu nalez jedno-
duchý návod[3], jak prˇidat ikony. Využívá se zde rozhraní ListCellRenderer, které
vykreslí každou bunˇku zvlášt’.
I zde se nachází trˇída World, která obsahuje veškeré informace sveˇtu. Editor umož-
nˇuje tyhle informace uložit na pevný disk jako serializaci trˇídy DataMap, kterou využívá
i server a dále umožnˇuje tyhle informace i otevrˇít a prˇípadneˇ editovat. Pro jednoduché
prˇidávání UI bylo prˇidávání zahrnuto do editoru mapy. Zde mu˚žeme nastavit její polohu,
jméno a povolání. Tyto informace se ukládají do stejné trˇídy jako informace o hrácˇích, ale
nejsou soucˇástí stejného souboru. Je to proto, aby prˇi editace mapy nebyly nechteˇneˇ sma-
zány informace o hrácˇích.
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9 Záveˇr
Všechny požadavky na bakalárˇskou práci byly splneˇny. Veˇtšina funkcí reálného života
je naimplementována tak, jak bylo v prˇedstaveˇ na zacˇátku návrhu práce. Nejveˇtší du˚raz
byl kladen na povolání a umeˇlou inteligenci. U umeˇlé inteligenci bylo nejteˇžší jí naucˇit
rˇídit automobil. Nakonec se to povedlo a UI dokáže jezdit z jednoho místo na druhé.
Program se stále mu˚že vylepšovat. Ze zacˇátku by bylo potrˇeba optimalizovat aktuali-
zace objektu˚, které má hrácˇ ve svém okolí. Zde dochází k zbytecˇným, redundantním, da-
tu˚m, které se odesílají hrácˇovi. Dále by se mohl vymeˇnit „Swing“ na knihovnou LWJGL,
která obaluje API „OpenGL“. Zvýšilo by to výkon v zobrazování scény. Dalším vylep-
šením by mohlo být zlepšení pohybu UI autem a dále by UI mohla meˇnit své povolání.
Zatím má prˇedem urcˇené, které se zadá v editoru mapy. Nové povolání by se mohlo
prˇidat a stávájící povolání politik rozšírˇit o další možnosti volby.
Jan Michálek
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A Obsah DVD
Prˇíloha na CD/DVD.
Obsah CD/DVD:
• Eclipse projekt/Re-City - Spustitelný jar soubor klienta plus data
• Eclipse projekt/Re-City_Server - Spustitelný jar soubor serveru plus data
• Eclipse projekt/REdit1.0 - Spustitelný jar soubor editoru mapy
• Eclipse projekt/DTO - DTO soubory
• Spustitelné projekty/Re-City - Eclipse projekt clienta
• Spustitelné projekty/Re-City_Server - Eclipse projekt serveru
• Spustitelné projekty/REdit - Eclipse projekt editoru
• Uživatelský_manuál - Uživatelský manuál
