With the rapid development of Service-Oriented Architecture (SOA) and Service-Oriented Computing (SOC) 
on their expected processing times.
Previous works have addressed various implementation mechanisms to provide differentiated userlevel QoS. They vary a lot from each other; however, no matter they are intended for a cluster of Web servers or just for a single-machine server system, HTTP requests are handled in Web applications. Unlike other application domains, in Web applications, logs of actual usage data are easily available to testers. Thus, using user session information in server logs to generate test cases is feasible.
As user-level QoS is playing a more and more important part, to help maintain steady performance in dynamic workload environment with millions of users online concurrently, new performance testing methods are needed to address the issue of effectiveness and efficiency of user-level QoS Web applications.
In this paper, we present a session-based user behavior meta-model (SUBM) of Web applications for user-level QoS load testing. SUBM is a technique used in automated test case generation. One key point is applying decision tree algorithm to cluster name-value pairs in server logs for test data automated generation. Another key point is employing the Longest Common Subsequence (LCS) algorithm to seek common HTTP request sequences for test script automated generation. SUBM focuses on simulating the actual executed behaviors of a group of users. Thus concurrent SUBMs with a given probability of each SUBM can construct a workload especially for user-level QoS load testing.
The contributions we present in our paper can be summarized as follows: (1) a survey of various implementation mechanisms to provide differentiated user-level QoS. (2) Session-based user behavioral meta-model (SUBM) in automated test case generation. (3) A case study for prototype implementation of our SUBM.
The rest of the paper is organized as follows. Section 2 provides an overview of related works. In Section 3, we discuss three techniques that will be used in session-based user behavior meta-model (SUBM). Section 4 presents our study, applying decision tree algorithm and Longest Common Subsequence algorithm to build SUBM. Section 5 contains a case study illustrating the process of building SUBM. Finally, Section 5 concludes and outlines directions for future research.
Related Work
Much related work has been done in the load testing areas of test case generation and user-session techniques. Due to space limitations, we provide a very brief overview here.
Up to date, there are three types of mode to conduct a load testing: hand-written-script, record/replay method and form-oriented model.
In many cases, load-testing is still done by hand-written scripts that describe the user model as a subprogram [23] , [24] . For each virtual user, the subprogram is called, possibly with a set of parameters that describe certain aspects of the virtual user's behavior [12] . The hand-written-script is the most flexible, in a position to suit all kinds of applications, including the one discussed in this paper which implements user-level QoS mechanism. However, it needs a lot of intelligent work to construct the whole load testing scripts.
Record/replay tools are far and wide used in automatic testing. For example, load testing of industrial product LoadRunner [25] is done by recording the actions that real users perform, and then playing those actions back against the system under test, in an automated and controlled manner. These tools provide friendly user interfaces, powerful automated script generators, comprehensive performance analysis and detailed reporting features. It takes no outstanding programming ability to conduct a load testing with these tools, but test engineers usually spend plenty of time in recording or scripting the actions and generating test data manually. Usually any change in the user interface requires those scripts to be edited and modified.
The motivation of using a form-oriented model based on data about real user behavior for realistic load testing of Web sites was already anticipated in [27] , but their model fails to distinguish the user behavior, which can only be adequately modeled as a stochastic process, from the system behavior, which is given by the implementation. Transforming a state model of a Web site directly into a Markov chain is not sufficient and does not account for the system's behavior, which is usually not stochastic.
The form-oriented model offers page recognition specifications to deal with this problem. In [28] it was shown that creation of a simple stochastic user model with real user data represents a valid approach for load testing. However, most approaches offer no model for specifying user behavior over time, and it is usually neglected that form choice, probabilities may change during a session.
"Although we discuss load testing in the context of Web applications, the same models can be used for other types of submit-response systems such as those based on SOA" [26] .
There already exist session-based approaches for testing of Web applications, e.g. in [1] , [2] , [3] , [5] , but they usually focus on the generation of test cases for functionality testing. For example, Sebastian Elbaum and his colleagues propose a testing approach assessing the fault detection effectiveness from a functional standpoint using data captured during user sessions to create test cases, potentially reducing the effort involved when test engineers are required to generate test cases [1] . Sreedevi Sampath and her colleagues apply concept analysis to cluster test cases and then carefully select test cases, which are able to maintain and incrementally update a reduced test suite for user-session-based testing of Web applications, increasing fault detection capability and program coverage.
Few works have been proposed to discuss generating test cases for load testing automatically, rarely for user-level QoS Web applications.
The testing approach proposed in this paper shares the same form-oriented model of Christof Lutteroth et al. work [26] . However, while Christof Lutteroth et.al. have proposed a stochastic model combining form-oriented model with statistical formula, our approach combines decision tree with form-oriented model. Therefore, our approach will provide different features generating test scripts and test data automatically for load testing of user-level QoS Web applications.
SUBM TESTING TECHNIQUES
In this section, we provide brief overviews of form-oriented model, decision tree and user session based test cases as necessary to understand our session-based user behavior meta-model. Much more thorough descriptions of these background materials are available in [7] , [4] and [1] .
We first introduce form-oriented model and draw the formchart of our e-business ordering Web application in our running example. Then, a brief introduction of decision tree algorithm is given, which will be combined with form-oriented model to construct test data and classify HTTP request sequences into different test scripts automatically. Finally, user session based test cases will be introduced.
Form-Oriented Model
Form-oriented model describes a Web application as a state machine which consists of pages, actions and transitions between them [7] . Each page comprises an uncertain number of forms, each of which accordingly has an uncertain number of fields. On the client side, users can submit the information entered in the form fields to the system. On the server side, a submission invokes an action, which processes the submitted information and returns a new page to the client in response.
We use formcharts visualizing form-oriented models as Sreedevi etc. do in [5] . In a formchart the pages are represented as bubbles and the actions or services as boxes, while the transitions between them are represented as arrows, forming a directed graph.
The bipartite finite state machine specifies for each page type which server action types the user can submit in this page type. Therefore the forms available for the user in each page type are statically fixed. The formchart as a bipartite state machine gives a model that has an explicit notion of whether the same business functionality is available from two different page states or not. The forms on the page, however, may contain different additional specifications, which may differ from page to page.
We show a running example in the following part. In Fig.1 we see the partial formchart of an ebusiness ordering Web application, which will be the running example of this paper. The ordering process starts with showing page NewOrder.jsp to a user, where the user can enter an arbitrary number of product codes and the corresponding quantity. This data is submitted to actions Regular Order and Check Amount which checks the amount and the membership, then decides the following action. If amount is greater than 10000 and the requesting user is a member of the system, it will be redirected to the action Discount Service A, which is expected to have the shortest response time; if it just meet one of the two conditions above, greater than 10000 or being member, it turns to the action Service C; the remaining will be processed by the action Discount Service B, which is expected to have the longest response time according to the user-level quality of service. After each of the three processes, ViewOrder.jsp is returned to the users, which summarizes the shipping address, the payment method, the content of the shopping cart, the discount of each item and the total price.
In our running example, we don't consider the situation that users haven't logged in or the shopping cart is empty when users summit their orders. Thus, we can concentrate on handling the classification of the user order levels.
Figure 1. Partial formchart of example e-business ordering Web application
A form-oriented model of a Web application offers several benefits. It is suitable for testing as well as for the analysis and development of dynamic Web applications. A typical shortcoming of many other models is that they do not capture fan-out of server actions, i.e. the ability of a server action to deliver many conceptually different client pages, which is covered by the form-oriented model. There are software development tools supporting the use of form-oriented models, including the stochastic models described in [26] , forward engineering in [33] , reverse engineering in [34] , and load testing in [35] . A form oriented model is also a good way to represent complex state-dependent web service interfaces. For the purpose of load testing, formcharts can be used as initial test cases for finding performance bottlenecks in Web service orchestration scenarios.
Decision Tree
Our work focuses on applying decision tree algorithm to cluster name-value pairs in generating test data and classify request sequences into different test scripts for session-based load test case generation of Web applications. Decision-making problem is to determine what action should be taken according to some given conditions. Decision tree is one of the most widely used and popular technologies for data mining and decision-making field. In this method, the available data are divided into two parts: a training set, which is used to generate a decision tree and coordinative decision rules, and a validation Session-Based User Behavior Meta-Model of Web Applications for User-Level QoS Load Testing Lu Lu, Xiuxia Quan set, which is used to evaluate the accuracy of generated decision tree above. Decision trees classify instances by sorting them down the tree from the root to some leaf nodes, which provide the classification of the instance [4] . The tree is composed of three types of nodes: (1) A unique root node, (2) A set of decision nodes (attribute nodes) and (3) A set of terminal nodes (leaf nodes).
Most algorithms that have been developed for learning decision trees are variations on a core algorithm that employs a top-down, greedy search through the space of possible decision trees. In this section we present the basic algorithm for decision tree learning.
Basic algorithm, ID3, learns decision trees by constructing them top-down, beginning with the question "which attribute should be tested at the root of the tree?" To answer this question, each instance attribute is evaluated using a statistical test to determine how well it alone classifies the training examples. The best attribute is selected and used as the best at the root node of the tree. A descendant of the root node is then created for each possible value of this attribute, and the training examples are sorted to the appropriate descendant node. The entire process is then repeated using the training examples associated with each descendant node to select the best attribute to test at the point in the tree. This forms a greedy search for an acceptable decision tree, in which the algorithm never backtracks to reconsider earlier choices.
In order to define information gain precisely, we begin by defining a measure commonly used in information theory, called "entropy", which characterizes the purity of an arbitrary collection of examples.
Summary of the ID3 algorithm specialized to learning boolean-valued functions. ID3 is a greedy algorithm that grows the tree top-down, at each node selecting the attribute that best classifies the local training examples. This process continues until the tree perfectly classifies the training examples, or until all attributes have been used.
A simplified version of ID3 algorithm is showed as below: ID3(Examples, Target_attribute, Attributes)
Examples are the training examples. Target_attribute is the attribute whose value is to be predicted by the tree. Attributes is a list of other attributes that may be tested by the learned decision tree. Return a decision tree that correctly classifies the given Examples.
1 [43] .
User Session Based Test Cases
Basically these tools provide graphical user interfaces that allow users import WSDL definition, create and edit test cases, run the test cases and see testing result. A test case consists of an input message that will be used as the parameter to invoke the service under test, and an output message that is expected from the service. The actual output message is compared to the expected one. Based on the comparison, a verdict is made on whether the service function is correct or not.
For most of these tools, there is no automatic test message or data generation capability. This will lead to time-consuming test case design process. Consider a simple add function that takes two parameters x and y. To adequately test this function, many variations on the parameters need to be tried: x=1, y=0; x=-1,y=0; x=0, y=1; x=-1, y=1; x=a maximum value for the int type, y=1; x=non-integer value, y=1. This is only a simple case that involves only two parameters. Usually, a real Web service operation uses large messages with complex structures. Tens or hundreds of fields in a single message is common. It can be imagined how much effort it will be for manual test case design.
In the realistic world, web browser clients submit uncertain data into webpage forms. One challenge of the load testing model is to simulate unpredictable and diverse user behaviors by finding parameters of forms that exercise the system. The work of parameter selection is complex, time-consuming and must be accomplished manually.
Because normal Web application operation consists of receiving and processing requests and because a Web application runs in just one environment which the organizations perform the testing controls, the collection of client request information can be accomplished easily [1] . For example, with minimal configuration changes, the Apache Web server can log all received get-requests [8] .
With the information collected in server logs or other infrastructures, we can easily generate usersession-based test cases which involve input data for webpage forms. A user-session-based test case is a sequence of HTTP requests containing base requests and associated name-value pairs that are sent to the application for corresponding responses. A simple HTTP request example is: login.jsp & user="Lucy" & password ="oak", the base request is login.jsp and the parameter-value pairs are user = "Lucy" and password="oak". In some applications which involve complex business logical or userlevel quality of service policy, part of the name-value pairs determines the logical branches in web server. Unlike the method represented in [5] , which defines a test case during concept analysis to be the set of base requests accessed by the user, without the name-value pairs and without any ordering on the base requests, we include some deterministic name-value pairs as attributes in the decision tree and consider the request sequence as well. It will be more realistic to model the user behavior.
One of the main advantages of this approach is the possibility of generating test cases without analyzing the internal structure of the Web application, thus reducing the costs of finding inputs. However, the effectiveness of user session based testing techniques depends on the set of user session data collected: the wider this set, the greater the effectiveness of the approach to detect failures, but the wider the user session data set, the greater the cost of collecting, analyzing and storing data.
There are indeed some works discussing these issues, such as reducing and prioritizing test cases. Reduction technique that assures the coverage of all the URLs contained in the set of user sessions, our user-session reduction technique will assure the coverage of both the URLs and of the classes of equivalent Built Client Pages included in the set of user sessions.
Except for reducing the size of user-session-based test suites while maintaining their effectiveness, there are some methods prioritizing user-session-based test suites with the goal of improving the rate of user requests. Prioritizing test cases is particularly significant in user-session-based testing because limited resources make it difficult to execute all of the test cases that can accumulate for a frequentlyused application in the logged or originally recorded order.
One approach of selecting test cases is to schedule the test cases according to some criterion to satisfy a performance goal; scheduling test cases in this manner is known at test case prioritization. Examples of criteria include code coverage, fault likelihood, and fault exposure potential. We leverage actual user-sessions that serve as our test cases and define and evaluate alternate criteria for test case prioritization.
In this paper, we just take the basic session-based test case generation technique into account. Studies on session-based test case reducing and prioritization will be conduct in the future.
SESSION-BASED USER BEHAVIOR META-MODEL
This section describes the session-based user behavior meta-model (SUBM), a meta-model that applies decision tree algorithm to automatically generate test data and employs LCS algorithm to automatically construct test scripts based on user sessions. Part A describes session-based test data generation and part B describes session-based test scripts generation.
Session-Based Test Data Generation
Under real world conditions, browser users submit unpredictable combinations of data into HTML forms of Web application under test. One limiting factor in the use of record-replay Web application performance testing techniques, such as industrial tools LoadRunner [25] and SilkPerformer [39] , is the cost of finding inputs that simulate realistic user behaviors as desired. There already exists two ways to generate test data: one is replacing recorded user input data with randomized user data; the other is selecting inputs by human effort. The former can not emulate realistic user behaviors, while the latter is complicated and costs tremendous human effort.
In this section, the work to be done is using user sessions in server logs or other infrastructure to generate test data by applying decision tree algorithm, potentially reducing the effort involved when test engineers are required to find inputs and maintaining the realistic user behavior simultaneously.
Owing to the environment Web application is running in, it is simple to collect user session data as presented in section Ⅰ. Given a set of URL and name-value pairs extracted from user sessions, such as "NewOrder.jsp?product1=shoes&&quantity1=1&&product2=coat&&quantity2=2&&amount=15050 && membership=member", to automatically generate test data in test cases, decision trees matching the formcharts are applied as below.
As we can see in Figure 1 , there are three different user levels of processing services, Discount Service A, Discount Service B and Discount Service C, between the two client pages, NewOrder.jsp and ViewOrder.jsp. Due to different user-level quality of service standards, user requests in the form of get or post method can be processed by different services according to different name-value pair combinations. For instance, in our running example, if the user request parameter "Amount" is equal or greater than 10000 and parameter "membership" is "member", the request will be processed by Discount Service A, which promises a most stable and least processing time service; if the user request parameter "Amount" is less than 10000 and "membership" is "member", then the request will be processed by Discount Service C; if the user request parameter "Amount" is greater than 10000 and "membership" is "non member", then the request will be processed by Discount Service C, which promises a better service; other requests will be processed by Discount Service B, which just promises a generic service. We consider decisive name-value pairs in user requests as attributes and their values in decision tree algorithm, so "membership" and "Amount" attributes are selected in running example. User-level QoS classification, such as Discount Service A, Discount Service B and Discount Service C, is considered as the target attribute whose value is to be predicted by the tree.
We use ID3 algorithm which uses a statistical property, called information gain, to select among the candidate attributes at each step while growing the tree. In order to define information gain precisely, entropy is commonly used to define a measure in information theory, which characterizes the purity of an arbitrary collection of examples. Given a collection S, containing A, B and C examples of some target concept, the entropy of S relative to this classification is 2 2 2 ( ) log log log
where P A is the proportion of target concept A examples in S, P B is the proportion of target concept B examples in S, and P C is the proportion of target concept C examples in S. In the ordering system, this formula is instantiated as where p i is the proportion of S belonging to class i. Given entropy as a measure of the impurity in a collection of training examples, we can now define a measure of the effectiveness of an attribute in classifying the training data. The measure we will use, called information gain, is simply the expected reduction in entropy caused by partitioning the examples according to this attribute. The information gain, Gain(S, A) of an attribute A, relative to a collection of examples S, is defined as
where Values(A) is the set of all possible values for attribute A, and S v is the subset of S for which attribute A has value v (i.e., S v ={s∈S|A(s)=v}). Note the first term in Equation (5.4) is just the entropy of the original collection S, and the second term is the expected value of the entropy after S is partitioned using attribute A. The expected entropy described by this second term is simply the sum of the entropies of each subset S v . Gain(S,A) is therefore the expected reduction in entropy caused by knowing the value of attribute A. Put another way, Gain(S, A) is the information provided about the target function value, given the value of some other attribute A. The value of Gain(S, A) is the number of bits saved when encoding the target value of an arbitrary member of S, by knowing the value of attribute A.
The process of selecting a new attribute and partitioning the training examples is now repeated for each nonterminal descendant node, this time using only the training examples associated with that node. Attributes that have been incorporated higher in the tree are excluded, so that any given attribute can appear at most once along any path through the tree. This process continues for each new leaf node until either of two conditions is met: (1) every attribute has already been included along this path through the tree, or (2) the training examples associated with this leaf node all have the same target attribute value (i.e., their entropy is zero).
The running example is only a simple case that involves only two decisive parameters. Usually, real Web service operations or traditional processing actions which implement user-level QoS mechanism use large messages and decisive parameters with complex structures. Tens or hundreds of fields or parameters in a single request is common. It can be imagined how much effort it will be need for manual test data design especially when different values of parameters will lead to different user-level QoS processes. There are two benefits applying decision tree algorithm using user sessions to construct test data. First, using user session data potentially reduces the effort involved when test engineers are required to find inputs and maintains the realistic user behavior simultaneously. Second, because ID3 algorithm prefers short hypotheses that it will construct shorter decision trees in the hypothesis space, so the classification of test data is of high efficiency.
Session-Based Test Scripts Generation
A test script defines all the actions that a group of virtual users have to perform. Typically, load testers have to manually code session simulation scripts which could be a complex and timeconsuming job. In this part, we apply LCS algorithm to generate test scripts automatically by utilizing user sessions in server logs.
Session-Based
For an atomic transaction of registering a new account in a user session, load testers create scripts that initialize a form, fill in the form, and end with pressing the submit button to send a "newaccount.do" request to the server system. The transaction includes two base requests in the following order: register.jspnewaccount.do. To simulate a complicated transaction which comprises a long sequence of HTTP requests with various user inputs, load testers inevitably spend a lot of time and effort to create simulative scripts, while using the information in logged user sessions can reconstruct these test scripts.
The base requests in a session may be mixed with a set of unnecessary requests for the atomic transaction by reason of user distraction. For example, "viewnews.jsp" and "termsofservice.jsp" are not necessary in the request sequence of "viewnews.jspregister.jspnewaccount.do termsofservice.jsp " for register transaction. In the production environment, such requests are so common and interferential that we must remove them, where such requests are always different from one session to another. In other words, we should remain the common request sequence for a specific transaction. Since a single request or a short sequence of requests may not be a complete transaction, so we seek the longest common request sequence.
We choose those longest common URL request sequences in which URL request always appear together as the test scripts generating rule. We can assure the request sequence belonging to a user transaction when they appear together always, and the sequence is a completed one because it is the longest one. In particular, Longest Common Sequences [38] is used to seek for the longest common URL request sequences.
Longest Common Subsequence is the problem of finding the longest common subsequence of two sequences of items. The problem is usually defined as: Given two sequences of items, find the longest subsequence present in both of them. A subsequence is a sequence that appears in the same relative order, but not necessarily contiguous. For example, in the string "abcdefg", "abc", "abg", "bdf", "aeg" are all subsequences.
We can try to solve the problem in terms of smaller subproblems. We are given two strings x and y, of length n and m respectively. We solve the problem of finding the longest common subsequence of x=x 1…n and y=y 1…m by taking the best of the three possible cases:
1. The longest common subsequence of the strings x 1…n-1 and y 1…m 2. The longest common subsequence of the strings x 1…n and y 1…m-1 3. If x n is the same as y m , the longest common subsequence of the strings x 1…n-1 and y 1…m-1 , followed by the common last character.
The problem can be generalized in a straightforward way to accept N input strings (the N-lcs problem) [40] . So the base request sequence of an atomic transaction can be finally generated.
Each base request sequence will form test scripts for a group of users who submit the same transaction. The sequence will be in the form of URL request sequences combining critical requests showed above with the request of images and .js files between them. Thus, we can get complete test scripts simulating user behaviors.
We use the request sequences attained above to generate a decision tree, each branch of which is a request sequence denoting test scripts or a user transaction. Using the transaction decision tree, we can classify user sessions in server logs into one definite transaction.
CASE STUDY
Session-based load test cases and test data generation approach is designed to perform load testing of Web applications for user-level QoS. In this section, we will show a running example, an e-business ordering Web application (EOWA), to illustrate the test cases and test data generation process.
We first give a brief description about the e-business system, which includes the architecture of its server system and a part of its business logic, then describe the test cases generation process, and finally depict test data extraction process.
An E-business Ordering Web Application (EOWA)
We present our case study working with an industrial e-business ordering Web application, whose server system architecture is shown in Figure 3 . Since its discount calculating is so complicated which consists of discount selection, tax computing and grand total of sales , and which may be invoked by other development team that it is translated into a service which is running in a service cluster. Thus, the application has three service clusters in total, discount service A cluster, discount service B cluster and discount service C cluster. In the browser side, web browser user poses requests to the Web server, which will be intercepted by the dispatching server in the server side, transmitting them to one of the servers according to the load balance. The selected server will process the requests, invoke one of the services according to the user-level QoS mechanism and send the response back to the user.
Note that although we generally speak about applying our test case generation algorithm to test the ebusiness ordering Web application of Service Oriented Architecture which implements user-level QoS mechanism, our procedure is suitable for any Web application architecture implementing user-level QoS mechanism that described in Section I. 
Test Data Generation of EOWA
To illustrate the operation of session-based test data generation process, consider the user session data presented in the form of the training examples of Table 1 , which is extracted in the request of the action "SubmitOrderAction.do". Here the target attribute Service, which can have values A, B or C for different user sessions, is to be predicted based on other attributes of user sessions in question. We first determine the information gain for both candidate attributes, membership and amount, then selects the one with higher information gain. The computation of information gain for both attributes is shown in Figure 4 . The information gain values for the two attributes are Gain(S, membership)=0.22396 Gain(S, amount)=0.23749 where S denotes the collection of training examples from Table 1 . According to the information gain measure, the amount attribute provides better prediction of the target attribute, Service, over the training examples. Therefore, amount is selected as the decision attribute for the root node, and branches are created below the root for the other value, membership.
The process of selecting a new attribute and partitioning the training examples is now repeated for each nonterminal descendant node, this time using only the training examples associated with that node. Attributes that have been incorporated higher in the tree are excluded, so that any given attribute can appear at most once along any path through the tree. This process continues for each new leaf node until either of two conditions is met: (1) every attribute has already been included along this path through the tree, or (2) the training examples associated with this leaf node all have the same target attribute value. The final decision tree from the 14 training examples of Table 1 is shown in Figure 5 . With the final decision tree, the work of simulating a single realistic user behavior is done.
SUMMARY AND CONCLUSIONS
This paper presents a session-based user behavior meta-model (SUBM) of Web applications for user-level QoS load testing. We apply decision tree algorithm to cluster name-value pairs for test data automated generation and employ the LCS algorithm for test script automated generation based on user sessions in server logs.
The SUBM presented in this paper has several additional advantages over other load testing techniques. First, by utilizing user sessions in server logs, SUBM generates test scripts and test data automatically, potentially reducing the effort involved when test engineers are required in test case generation. Second, randomized test data implies the potential that virtual users may result in the same user level service process. However, our method represents the authentic probability of service selection by exploiting realistic input data, thus give rise to a diversity of user level service processes. Finally, unlike test case generation presented in [5] , SUBM takes name-value pairs and the order between HTTP requests into account in test case generation.
In the future, we plan to incorporate a load testing model with this session-based user behavior metamodel. Future work will also focus on refining SUBM and conducting studies using the SUBM with server logs on real systems.
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