Abstract-Today, one of the major challenges in full-vehicle model creation is to get domain models from different experts while detecting any potential inconsistency problem before the Integration, Verification, Validation, and Qualification phase. To overcome such challenges, the conceptual design phase has been adapted to the current model development process. For that, the system engineers start to define the most relevant system architecture by respecting quality and time constraints. Next, the simulation model architects design the delivered system architecture in a more formal way with a modeling and simulation point of view to support the integration of domain-level simulation models in a consistent fashion. Finally, the model architects negotiate with different simulation model providers with the aim of specifying vehicle-and domain-level simulation models and their interface connections. To improve knowledge sharing between the mentioned actors, we propose a model identity card (MIC) for classifying simulation model knowledge, including input/output parameters, method, and usage specifications. The fundamental concepts that form the basis of all simulation models are identified and typed for implementation into a computational environment. An industrial case study of the engine-after-treatment model is used to show how MICs and the integrated model design phase might be used in a given scenario. A validation protocol is conducted through a heuristic observation to estimate the rate of model rework and ambiguity reduction.
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Digital Object Identifier 10.1109/JSYST.2014. 2371541 and in automotive manufacturers where modern engineering products are becoming increasingly complex [1] . One of the benefits of employing simulation models is that it makes design verification faster and less expensive; it provides also the designer with immediate feedback on design decision [1] . However, over the last 15 years, in addition to product variety, the environmental (i.e., fuel efficiency and low emission) and economic concerns increase the complexity of modern products. To keep pace with the rapid improvements being made to these modern products and maintain competitiveness with other manufacturers, design cycles have become shorter and more efficient. To support these shorter design cycles during the early design exploration phase, companies use more and more sophisticated multidisciplinary simulation models (or numerical or behavioral models) [1] . A complex product development process requires that one decomposes the system to be able to understand the whole's details. In the context of automotive design, a vehicle may be partitioned by objects into body, powertrain, and suspension subsystems. Aspect partitioning divides the system by discipline. The same automotive design could be partitioned by aspects into structural, aerodynamic, and dynamics disciplines. Focusing on the companies' organizational level, the vehicle partitions affect also the tasks, roles, and simulation model delegation between related engineering disciplines. The complex multidisciplinary (or multidomain) simulation model creation process involves a number of parallel or/and sequential activities in which experts in different domains, possibly in different companies (i.e., suppliers and subtier suppliers), create, reuse, and exchange domain (or component or atomic) level simulation models to build up a fullvehicle system model [2] . Each engineering discipline tends to use its own domain-specific languages, tools, and methods to model different aspects of a system concurrently. Imperfect interoperability between the Original Equipment Manufacturer (OEM), suppliers, and their tooling causes costs, overruns, and delays. Distributed design teams typically handle the model at different levels of abstraction, ranging from very high-level system decompositions to very low-level detailed specification of components [3] . This is particularly challenging for the design of multidisciplinary systems in which components in different disciplines (e.g., mechanics, structural dynamics, hydrodynamics, heat conduction, fluid flow, transport, chemistry, or acoustics) are tightly coupled to achieve optimal system performance [2] . In this multidisciplinary collaborative design environment, most of the engineers modify the existing simulation models to fulfill a specific purpose for which they were not originally made; it can be a source of inaccuracy, uncertainty, duplication, and time delay. To this end, Model Validation and Verification plays a key role in mitigating such risks. In this paper, a simulation model is considered valid under a set of experimental conditions if the model's response accuracy is within acceptable range for the intended purpose [4] , [5] . To be able to build the "right" or "valid" model, in engineering practice, designers need to use the domain-level simulation model as a black box (BB) fashion. Although most of the technology or service provider's simulation model is in BB format for preserving the intellectual properties, BB models can be interacted with through only the inputs and outputs of a well-defined interface. The challenge to using the BB model is taking into consideration the number of distinct interface issues, parameters, or messages that have to be passed among the components. In addition to the model interface consistency problem, there are many other factors that may cause inconsistencies, such as human error, miscommunication between teams, and misunderstood assumptions. These inconsistencies are all sources of uncertainty, and its propagation in the multidisciplinary modeling environment is more complicated than in a single disciplinary domain [5] , [6] . The effect of the uncertainties in one domain model may propagate to another through interrelated variables, and the system output finally suffers from the accumulated effect of the individual uncertainties. Thus, the information flow in modeling practice is one of the key aspects of its uncertainty, which may imply risk that the product attributes do not ultimately meet user needs [2] .
B. Problem Statement and Our Contributions
Today, many companies use the V-cycle system engineering process for product development as proposed by Frosberg and adapted by the National Council on Systems Engineering [7] . In this process, OEMs take the responsibility of requirement specification, system design, and integration and Verification and Validation (V&V) steps. This is followed by the supplier, which develops the domain models. Although the simulation model is tested at the supplier level, the OEMs are responsible for the final integration, system, and acceptance testing to ensure that the given implementation of a system-level model meets its intended goals and demands. In this process, most of the defects are discovered late, during the Integration, Verification, Validation, and Qualification (IVVQ) phase. This may create multiple wastes, including rework and, maybe the most harmful, namely, incorrect simulation models, which are subsequently used as basis for design decisions. According to de Weck, early design validation and verification may reduce rework in the more expensive implementation and physical prototype validation phase, which is the main driver for product development cost [8] . It has been estimated that the cost of imperfect simulation model interoperability is at least $1 billion per year for members of the U.S. automotive OEMs [9] and $400 M in an aircraft development program with 1-2 months of delays [10] . There are many potential sources of inconsistency such as error in the simulation model code or mismatch of interface connections (i.e., differences in time step, units, solver, hardware and software versioning, etc.). However, a significant proportion of defects are associated with interfaces between modules or between requirements and implementation rather than a design or coding error within a single module. Leveraging the interface inconsistency problem requires a Conceptual Model Design phase and an interface consistency checking at the early development stage. The Model Design phase contains the schedule and transparency agreement between OEMs and domain model providers. Today, in the model development environment, there are two main actors: System Architects and Domain Model Providers. System Architects are the sponsor of the model development activity. He or she defines the projects' expected time, cost, and decision parameter issues. Domain Model Providers are the domain experts who build models with their specific domain knowledge. As illustrated in Fig. 1 , the System Architect has a functional view (system world). He defines an operational scenario and a tradeoff analysis and provides a draft version of the model architecture for Domain Model Providers who have a physical view. One of the gaps that we noticed during our two years of research investigation in the automotive OEM Company is that there is no clear and formal scheduling and transparency agreement between the System Architect and Domain Model Provider at the early model development stage (or conceptual design phase). In addition, most of the time, the interaction of these two actors may create a bottleneck for communication because they do not have the same level of understanding. One of the interests of this work is to create a more formal and clear model request to the domain model providers in order to obtain the right model at the right moment. Another gap in model development activity is the lack of a detailed Model design phase at the early model development stage (downstream of V-cycle) (see Fig. 2 ). As illustrated in Fig. 1 , in the middle, the Model design activity contains the formal model architecture design with the domain models' interface definitions. Vehicle-and domain-level model specifications include an early interface consistency control between the specified interfaces. The Model design phase gives a structural and semibehavioral view about the system to be modeled. Thus, this transversal view from Functional to Physical View should be managed by a new actor of the collaboration named "Model Architect." Each Model Architect has a multidisciplinary vision of a product and simulation knowledge. They have also a deep understanding of both the systemlevel requirements for the vehicle model and how their models must interface with other domain models (see Figs. 1 and 2) .
Therefore, knowledge sharing is one of the key points between these three actors, but today's internal communication is ensured by informal knowledge sharing, and it becomes an error-prone activity because different disciplines often use different vocabularies, so semantic differences can cause misunderstandings between these actors [3] .
To obtain an effective knowledge transmission, we need to establish a formal knowledge sharing via a common vocabulary. Providing a common vocabulary for the Modeling and Simulation (M&S) users can help communicate fact-based decisions in a maker's assessment of the credibility of M&S results. The ability for users to select from a list of options is an immensely important capability. Because creating full-vehicle simulation models is a multidisciplinary process, it is important that the same strategies are used across different teams of domain experts. By limiting large groups of users to the same vocabulary and set of options whenever possible, inconsistencies arising from miscommunication or misinformation can be reduced significantly. Consequently, the potential contributions of this work are as follows: 1) to create a common vocabulary named "model identity card (MIC)" for simplifying simulation model specification, sharing, and reducing ambiguity; 2) to reduce the amount of rework caused by interface inconsistency between domain models; 3) to propose the tools used to establish and to demonstrate the applicability of the proposed method.
The remainder of this paper is organized as follows. In Section II, we give a general literature review and explain three principal steps of the proposed detailed model design phase. In Section III, we introduce our methodology about common vocabulary creation called "MIC" for classifying and simplifying simulation model specification. Section IV introduces an aftertreatment model's case study and MIC's validation protocol. The conclusion and future research are given in Section V.
II. METHODOLOGY AND STATE OF THE ART
To create a multidisciplinary vehicle model, it is necessary to plan and develop detailed domain-level models according to vehicle-level goals and requirements. Once these domain models have been planned, developed, verified, and validated, they can be integrated together to simulate a complete vehicle. To be able to detect any potential integration problem in the early design phase, we add a detailed model design phase with a correctness check in the current model development process (MDP), which improves the traditional V-cycle. It helps to synchronize the actual needs of the downstream process with what the upstream process delivers. As mentioned earlier, in a design process, there are different stakeholders such as the Model and System Architects and Model Providers, who have different needs, views, and viewpoints. In model-based system engineering, views and viewpoints can be used to model the perspectives of different stakeholders and their interests. A viewpoint describes a particular perspective of interest to a set of stakeholders, while a view is a stereotyped package that is said to conform to a particular viewpoint [7] . Dassault Systémes has already used the Model Based Systems Engineering (MBSE) view/viewpoint approach called Requirements/Functional/Logical/Physical (RFLP) in their industrial tool (i.e., Catia V6). RFLP model describes the left-hand descending branch of the "V-Model." Based on the well-known V-cycle design process, RFLP allows concurrent engineering to coordinate the separate activities and views of distributed design teams. R defines the Requirements view. The Functional view (F) defines what the system does operationally (intended use). The Logical View (L) or logical/organic architecture defines how the system is implemented, the breakdown structure, the block diagrams, logical interfaces, logical connections, and the behavior (discrete behaviors, physics behaviors, and hybrid behavior). The Physical View (P) defines a virtual definition of the real-world product. In this paper, we customize these different views based on our needs. We regroup the requirement and functional views as a Functional View, and we use the term Structural View instead of Logical View (see Figs. 1 and 2).
As shown in Fig. 2 , the communication between stakeholders starts with model specifications and ends with model delivery with a well-defined documentation. To ensure the communication between these stakeholders (i.e., System Architects, Model Architects, and Domain Providers) is a challenging task; they either presume a common understanding of a domain of discourse or state their assumptions explicitly. Communication is ambiguous when the assumption of common understanding is incorrect. In this section, the Detailed Model Design phase are explained through MIC. MIC is created more specifically to characterize the model (object itself and its interfaces) and to ensure the transparency agreement between Model Architects and Model Providers. The proposed structural view consists of three main steps which are the Formal Architecture Design, Vehicle and Domain Model specifications with MIC, and Correctness Control at the early design phase (see Figs. 1 
and 2).
Step 1-Formal Vehicle Architecture Design: System architecture selection and characterization are extremely useful in complex multidisciplinary vehicle system analysis.
Architectures provide a holistic view of a system and allow different stakeholders to work together with a common basis in the same vehicle system definition [12] . To design a good vehicle, it is necessary to analyze each of these system architectures from a variety of perspectives, including performance, fuel economy, or even thermal behavior [2] , [13] . Creating all possible system architectures manually is necessary for the first time, but the reuse of an existing architecture is recommended because of time and cost concerns. To avoid having to build a complete vehicle model architecture (VMA) from scratch each time, it is useful to develop a prewired VMA. The approach for achieving this relies on a reference model for vehicle architectures [2] . AUTOSAR, for instance, is the product of an industry-wide effort to produce a standardized architecture for control design and development that can be used among major OEMs and their suppliers [14] .The term referential architecture has been already addressed and developed internally byFord Motor Company as the VMA [2] , [11] . The foundation for the entire approach is the vehicle reference architecture (VRA) model, a formal SysML model that defines the logical decomposition of a vehicle into its subsystems. Although there have been several research efforts that have focused on enabling a structural model design within a MBSE context, most of these efforts have focused on the integration between a Systems Modeling Language (SysML) model and a variety of simulation model tools (Simulink or Modelica) [2] , [11] . However, many engineers today are still unfamiliar with SysML. Because of this, the training and licenses needed to put SysML tools into practice across large engineering teams can be cost prohibitive. In addition to SysML, there are some nonformal architecture design tools such as MS PowerPoint and Visio that design engineers use frequently in current engineering practice because of its easy usage. Thus, in this paper, we adopt a different approach. Rather than assuming that the structural model design is possible with the SysML environment, we prefer to use a system engineering tool named arKItect because this tool allows us to easily specify the architecture of the system in a hierarchical manner. In this tool, the functional flows describe the interactions between the system functions as well as the interactions between the system and the external environment. The flows can be either data or physical flows. Based on a powerful hierarchical type definition, arKItect allows designing very easily our own metamodel by using a given metamodel structure: objects, flows, and their composition rules. To the best of our knowledge, there is no similar project that has been developed to support the edition of model characterization via MIC in early M&S design. The design of formal system architecture is one of the activity areas of Model Architects.
Step 2-Vehicle and Domain Model Specifications With MIC: The complete vehicle model allows different vehicle-level attributes, such as energy, safety management, and performance, to be examined and optimized for various operating scenarios. These vehicle-level attributes are tightly coupled; investigating the tradeoffs between these attributes is crucial for system design. Model architects and domain model providers are supposed to specify the domain-and vehicle-level models via MIC. While the domain model specifications are intended to specify what kind of model to create, the vehicle model specifications specify how all of those domain models will be integrated. Model requirements include defining the operating system that models should be compatible with, expected accuracy, robustness, which simulation environments will be used to run the integrated vehicle model, and any other guidelines that the domain model should comply with. While domain engineers can view this information, they do not have the authority to directly modify any of it. This distinction is important and is made at several other steps throughout this process. By identifying who has the ultimate authority to make decisions during different phases of the modeling process, the potential software tools and MIC created to support it can be tailored to different users. Another important specification is about the predefined set of interfaces so that it may correctly integrate with the other domain models. The set of interfaces modeled is derived directly from the details of the specialized analysis architecture. These specifications are the utmost importance because it could result in major inconsistencies between the models created by different domain engineers. This complete list of model attributes is then reviewed by the model architect, who negotiates with each domain team to develop a consistent set of models for the entire vehicle. These system and model architects must negotiate with both the domain engineers providing interfaces and those receiving interfaces so that all of the simulation models are compatible. Because this is an iterative process, it may require several rounds of negotiations with all the different teams before a common vehicle-wide set of interfaces can be agreed upon. Using a formal check list and a correctness control is critical for early virtual prototype validation.
Model integration and exchange problems have already been addressed in various industrial projects such as the International Organization for Standardization (ISO) 10303-STandard for the Exchange of Product model data for efficiently exchanging electronic product data between product life cycle tools. Since then, there has been a strong push to effectively use structured knowledge to improve the work in the engineering domain because the collaboration between knowledge experts in different domains is one of the first steps toward effective knowledge management strategies [15] . Recent research efforts focused on ontologies and ontology development methods for engineering design. Ontologies are extensively used to formalize domain knowledge with concepts, attributes, relationships, and instances, resulting in reliable, verifiable, and computerinterpretable knowledge mappings of a domain [16] . Formal engineering ontologies are described by Ahmed et al. [17] as a six-stage methodology for engineering design context. Li et al. [18] propose an engineering ontology-based semantic framework for representing design information in documents, thus aiding their efficient retrieval. Horvàth et al. [19] propose formalizing design concepts using ontologies. It is evident that ontologies not only provided formal structures for concepts and vocabularies but also have the potential for supporting inferences based on collective knowledge [20] . Shortly thereafter, the application of the Semantic Web in the field of knowledge management is discussed by Fensel et al. [21] [22] , [23] .
Continuing work in the M&S realm, recent versions of the Discrete Event System Specification (DEVS) formalism provide for modularity and integration with High Level Architecture (HLA) (DEVS/HLA), but DEVS does not spell out a formal language [25] . In addition, there are also some industrial standards, such as the language known as the Society of Automotive Engineer (SAE) Architecture Analysis and Design Language (AADL). An AADL model describes a system as a hierarchy of components with their interfaces and their interconnections [24] . AADL components fall into two major categories: those that represent the physical hardware and those representing the application software. It describes both functional interfaces and aspects critical for the performance of individual components and assemblies of components. The most extensive previous research on characterizing the model's behavior in engineering analyses is performed by Grosse et al. [22] . This ontology draws upon some of the simulation modeling taxonomies and concepts presented by Noy and McGuinness [23] . They organize the knowledge about engineering analysis models into an ontology, which includes both metadata (e.g., author documentation) and metaknowledge, such as model idealizations and the corresponding justifications. A similar, although less extensive, metamodel for simulation models has been developed by Mocko et al. [13] , but these taxonomies do not include a detailed model behavior characteristic and any model validation and verification attributes such as Aeronautics and Space Administration (NASA's) credibility assessment [26] . Based on the aforementioned standards and methodologies, we have developed a MIC metamodel that might be applicable to any numerical model in the context of vehicle manufacturer. The MIC metamodel will be explained in Section III.
Step 3-Correctness Control at the Early Design Phase: Correctness rules have been defined based on observed model interoperability and integration problems such as inconsistency in units, accuracy intervals, and model and hardware versions. Correctness control at the conceptual design phase can eliminate some of the frequently faced problems. The aforementioned three steps are evoked again through an industrial case study in Section V.
III. MIC

A. Motivation for M&S Metamodel Creation
The need for standardized terminology in design artifact is often overlooked in the literature; however, it is an issue of critical importance. Our primary foundation is based upon the concept that simulation models are knowledge-based abstractions of real systems. On the other hand, the number and the diversity of the simulation models require another level of abstraction called Metamodel that makes statements about the structure of different natures of models without making statements about their content (see Fig. 3 ). Assuming that symbol M represents a domain model and M (1..n) are the different natures of domain models (i.e., 0D-3D), α(M ) is the abstraction of a domain model; thus, γ(α(M)) M means that the concretization of model abstraction has to contain necessary information of the model that we aim to specify (see Fig. 3 ).
The MIC metamodel includes some important and refined characteristics of simulation models such as modeling assumptions, behavior, and interface specifications. This can help communicate the most objective decision in a maker's assessment of the credibility of M&S results. To reinforce this fundamental point, the concept described here does not claim to provide a measure of credibility. Its function is to enable a clear communication between M&S stakeholders. We argue that formal taxonomy, or vocabulary for the representation of simulation modeling knowledge, is needed to ensure the following aims: 1) to facilitate the model specification (object itself and its interfaces); 2) to obtain an effective knowledge transmission; 3) to reduce the rework caused by interface mismatches [correctness control with MIC (Step 3)]. The main long-term benefits of this work include significant reductions in time and effort and interface-based defect reduction throughout simulation-based decision support activities.
The MIC is developed by 15 engineers of at least five different disciplines (thermal comfort, motor, acoustic, electric, vibration, etc.) in the Renault automotive manufacturer company. They met more than 20 times between September and December 2013 to facilitate and standardize the data collection phase using brainstorming and nominal group technique. The nominal group technique is a structured variation of small group discussion methods [27] . The process prevents the domination of discussion by a single person, encourages the more passive group members to participate, and results in a set of prioritized solutions or recommendations. All participants asked to write their ideas anonymously (or in small groups). Then, the moderator collected the ideas, and each is nominated on by the group based on proposed scenarios. Depending on the engineer's domain knowledge and experience, we defined current MIC attributes.
Roadmap for MIC Creation: MIC is created according to the following steps:
Step 1) Identification of main classes and attributes of models.
Step 2) MIC attribute grouping and MIC graphical user interface creation on arKItect system engineering tool. Fig. 4) .
In Table I , we identify the classes and attributes of all physics-based numerical models. The first column is the term employed to represent this modeling knowledge concept (attributes). The second and the third columns are the attributes of the related domain and subdomain and its type, and the fourth column gives some real examples. As shown in Table I , the Object Physics class consists of some basic attributes such as: Specific Name, Granularity, Author and Model Version, etc. Some of the attributes also have subattributes; for example, model granularity consists of system, subsystem, and component. The Method subclass consists of Chosen Method, Precision, Solver, Time Step, Linearity, Continuity and Model Dimension, etc. The Usage subclass consists of Compilability, Time Computation, Scalability, Software Name, and Software and Hardware Version. The V&V subclass attributes are based on NASA's model credibility assessment [26] .
All models must have clear interface definitions that implement the communication within model components or between model components and the outside environment [30] , [31] . The interface does not contain any information about the internal behavior of the component. Instead, the interface encapsulates the implementation of the model, which defines the internal behavior of the component. The meaningful composition of models requires that their behavior along a number of dimensions be understood and characterized in a formal way that avoids the ambiguity of textual documentation and enables automated processes to configure, compose, and mediate component-based simulations [6] .
Interface's attributes are developed for respecting laws of conservation. More precisely, all physical systems have in common their conservation laws for energy and mass. Bond graphs concern themselves intimately with the conservation of energy in a physical system. First, the work group creates a tree of diagram of Interface description. We distinguish the nature of interface into three main classes which are parameters, control, and physics, and each main interface class attribute can be divided into domain, subdomain, and unit. This tree diagram provides a good level of abstraction for domains and subdomains (see Fig. 5 ).
The system interface specification identifies input and output port by name, data, and communication type (i.e., input, output, bidirectional, or causal). We identified causal and noncausal interfaces based on bond graph representation [28] .The connection mechanism of the model specifies the interface definition and connections. If the connection is a causally coupled relationship, it is called a causal connection. Causality is the ability of the model to help establish causal relationships between output parameters and input parameters. The causal connection expresses the interface as an input/output relationship. If the connection is a noncausal relationship, it is called a noncausal connection. The noncausal connection expresses the interface as a variable-shared relationship [6] .
As shown in Table II , the Interface class consists of several attributes and subattributes. Efficient methods and tools are anticipated for extracting simulation modeling knowledge from engineers and incorporating this knowledge into a computational environment. Finally, we need methods and associated tools that can exploit the existence of such knowledge in a computational environment, to improve complex model integration and design processes. Therefore, the fundamental concepts that form the basis of all numerical models are identified, described, and typed for implementation into a computational environment. The industrial tool arKItect is used to instantiate the MIC metamodel and illustrate how common vocabulary usage such as MIC might improve the ability of model characterization. We integrate a graphical user interface based on MIC vocabulary to create a semantically rich model characterization support.
Development Step 2-MIC Attribute Grouping and Integration to the ArKItect System Engineering Tool:
We suppose that each numerical model is as an object and it has various attributes that describe and frame it. Most objects are physically part of a system, and they interact with other objects to create a larger object. In order to extract objects in a system as a unit and understand them, such as object interfaces, it is necessary to characterize and reuse an object and its interactions with other objects in the system. Here, we decompose the object into three levels which are the object itself, object interface, and object context (see Fig. 6 ).
In order to characterize the object itself, we have grouped "Object physics," "Method's," and "Model quality" attributes under the heading "Object." The object interface consists of all Interface class attributes, additional assumptions, and dependences, whereas the object and object interface dimensions provide a snapshot of the object at hand. The object context dimension provides historical information such as its usage and software version, etc. (see Fig. 6 ).
The arKItect system engineering tool is used to characterize the models via a MIC in a hierarchical manner and to generate semiautomatically structural model architecture as a block diagram. This tool is used also for demonstrating the applicability of MICs to a particular case study.
IV. CASE STUDY
A. Demonstration Scenario and MIC Validation
Today, the simulation model supply, particularly from an external provider, is a bottleneck activity. Automotive manufacturers ask for a new model or a customized existing model from the suppliers. In the case of a new model supply, from requirement elicitation phase to model integration tests, as there is not a common vocabulary, the probability to fail during the model integration is very high. The source of the problem is mostly based on wrong or insufficient knowledge transmission from automotive manufacturer to model suppliers. As the assumption of common understanding is incorrect, the provided model does not totally conform to the requirements, and the mentioned activities take a lot of time, typically 1 to 6 months after several meetings and integration tests. In the example scenario, the system architect wishes to know the behavior of the after-treatment model with defined boundary conditions. The scenario is realized based on the three model design steps that we explained in Section II.
Thus, the aims of this case study are illustrated as follows: 1) Formal Vehicle Architecture Design based on nonformal model architecture; 2) Vehicle and Domain Model Specifications with MIC; Fig. 7 . GUI MIC interface description/port creation.
3) Correctness Control at the Early Design Phase (MIC).
Step 1-Formal System Architecture Design Based on Nonformal Model Architecture: First, the System Architect provides a draft version of the model plan which is most of the time on MS PowerPoint tool and the study objective. Once the model architect receives and checks the consistency of the model and study objective (see Fig. 7) , he transforms this model plan into a semantically rich block diagram on the arKItect tool. Formal model architecture integration to the early design process facilitates the model use activity as a plug-in manner by providing a holistic submodel integration schema with its interface connections.
The model architect characterizes each incoming and outcoming port of related submodels and their connections with each other. Each submodel has a MIC in which there is enough necessary information about the related model and its port connection with other models. As an example, we characterize the "Combustor/Chamber" submodel's interface by using the MIC graphical user interface (GUI); see Figs. 7 and 8. Each port definition consists of Port Name, Port Nature, Direction, Domain, Sub-domain, variables, Units, Size, Min, Max values, Resolution, Accuracy, etc. (see Table II ). Once we define the incoming and outgoing ports and their connections with other submodels one by one, arKItech semiautomatically generates a block diagram (see Fig. 9 ).
Step 2-Vehicle and Domain Model Specifications With MIC: The attributes that we use in MIC GUI decrease the ambiguity and misunderstanding between the model architect and model provider. This communication problem which might happen has an effect on model quality and decision. Some interoperability problems based on the misunderstanding of software versioning, undated libraries, and model units can be decreased by using a MIC. By doing this, it minimizes time, cost, and the expertise required to construct comprehensive models within the context of their organization. Once the model architect sends on-demand requests to the model provider, he/she has to find or develop the requested model. In the context of the after-treatment example, the model architect sends the request to different engineering domains to be able to create a complete high-level model.
After having established the communication via MIC, the model provider is supposed to fill out also some important attributes before pointing out the relevant model and sending the complete MIC to the model architect. As shown in Fig. 10 , the model provider must fill important attributes, such as the name of the method that the model provider used to develop his or her model, the model precision, solver name, dimension, time step, software tool name, versioning, etc.
Step 3-Correctness Control at the Early Design Phase: We define correctness as a measurement of how well the system design meets or exceeds its requirements. Due to uncertainty arising from design abstractions as well as system interactions with the environment and its users, correctness is specified over multiple dimensions. These dimensions include the design hierarchy (i.e., subsystems and components), environment, use conditions, functions, functional failures, and adherence to design rules. After having established the domain-level signals (interfaces and domain-level model specifications), the model architects integrate these submodels into a full virtual prototype. The model architect can evaluate alternative architectures against different model accuracy constraints. She or he has to detect any potential problem before the IVVQ phase. The virtual prototype contains various correctness checks for interoperability problems such as domain model software names, versions, models' min/max values, units, the direction of acausal connections, models' accuracy levels, etc. (see Fig. 11 ).
In the literature, there are some related works such as the early stage virtual prototype V&V. To address this issue, Van der Velden et al. [33] recently developed a virtual prototype metric called the Probabilistic Certificate of Correctness which computes the probability that the actual physical prototype will meet its benchmark acceptance tests, based on virtual prototype behavior simulations with known confidence and verified model assumptions. This work, however, does not use the Probabilistic Certificate of Correctness methods; it checks basically if there is some incoherence in component level models' interfaces.
B. Validation Protocol
The validation of the proposed methods consists of two interrelated steps:
(i) scalability of MIC: capacity to cover different natures of simulation models; (ii) heuristic observation to estimate the rate of model rework and ambiguity reduction. (i) As shown in Fig. 12 , a validation plan is established to test MIC's model specification capacity, proposed tool, and the GUI's functionality. To be able to cover different natures of models, we tested MIC with 0D (engine/after treatment, and electric transmission) and 3-D (crash) complex model test cases with some selected domain experts.
This kind of sampling experimentation is useful to be able to understand the proposed methods' functionality and capacity. Our aim is to make iterations with domain experts in terms of MIC and tool improvement until they arrive at the condition that meets design requirements. Based on the return of experience and expert interviews, we can say that MIC is potentially a useful concept which contains ample information about component and system behavior. In addition, they think that robust conceptual designs in an automated fashion take far less time than the manual system engineering approach. Seeing that the usage of simulation models in the other multidisciplinary systems is similar, experts from different companies and domains face also with similar design challenges. Thus, MIC is a potentially generalizable concept to other domains outside of automotive engineering such as aeronautics and transport.
(ii) We argue that formal taxonomy or vocabulary for the representation of simulation modeling knowledge is an essential component of ambiguity reduction. Ambiguity arises as multiple interpretations, and interpretations can be understood as hypotheses. Weick [35] , [36] introduces the term ambiguity, which he defines as a combination of two underlying terms: equivocality and lack of clarity. Lack of clarity, according to Weick, stems from ignorance and is similar to uncertainty, which will be reduced by the availability of more information. Equivocality, on the other hand, stems from confusion, where two or more meanings can be assigned to the same cue. As showed in Fig. 14 , today, 4/10 ambiguity problems result from multiplicity as variety interpretations of the same things. For example, the terms "parameters and uncertainty" have multiple interpretations based on different perceptions toward engineering domains. Resolving equivocality is possible by discarding alternative interpretations in a collaborative design environment (see Figs. 13 and 14) .
Sharing a common vocabulary between the designers and manufacturers allows both sides to identify potential misunderstanding problems before they start. Another contribution of this work is reducing the number of the rework while detecting potential inconsistency problems at the early design stage. Avoidable rework consumes a large part of development projects, i.e., 20%-80% depending on the maturity of the organization and the complexity of the products. Therefore, typical rework anomalies may be classified such as the following: 1) Avoidable rework which consists of the effort spent on fixing difficulties that could have been discovered earlier or avoided altogether. In the M&S context, most of rework anomalies are caused by interface consistencies and software and hardware versioning problems (see Fig. 15 ). These anomalies would be detected by correctness control at the early design phase (see Section IV for the case study). 2) Unavoidable rework is work that could not have been avoided because the developers were not aware of or could not foresee the change when developing the software, e.g., changed user requirements or environmental constraints. Today, 4/10 rework anomalies are caused by inconsistent interface values and hardware and software versioning mismatch problems which are potentially avoidable rework anomalies. Since each defect is found after the product was released to OEM, these reworks create, on average, two or three supplementary staff work per project and 1 to 2 months of delay. Early correctness control aims to reduce the number of these anomalies by a factor of 2. With the provided method, it would take approximately less than one staff hour of correctness check time for each defect to be found (see Fig. 15 ).
V. LIMITATIONS AND FUTURE CONSIDERATION
The overarching goal is to manage the creation of a fullvehicle system model by integrating associated domain models to deliver a viable model in less time. To meet this target, this work presents two approaches: The first is utilizing an architecture-based model design phase at the early stage of the MDP, and the second is to standardize the engineering knowledge transfer by MIC. The first characteristic desired for an effective approach is that model architecture integration should be orchestrated by an actor (i.e., Model Architect) with a more formal manner in a precise process.
In this process, we introduce, as a novel approach, a detailed design phase with interface consistency checking before the IVVQ phase. The second desired characteristic is to create an M&S common vocabulary and its integration to the arKItect system engineering tool for capturing and sharing engineering domain knowledge between OEMs and model providers. To be able to facilitate the editing of model characterization, we created a GUI based on MIC attributes. These techniques described in this paper allow M&S stakeholders to collaborate quickly and easily.
In the literature, there are some similar works related to numerical model capturing, reuse, characterization, and integration, but to the best of our knowledge, the development of a systematic process and a complete and detailed M&S vocabulary did not exist.
To demonstrate the applicability of our proposed solution, engine-after-treatment, crash, and electric transmission models are tested. The engine-after-treatment model is explained as a case study. During this case study observation, models' stakeholders (external/internal provider) have participated in the test scenario. Within the MDP, the model and the system architects characterize and create well-defined on-demand model requests. Based on this model request, the model provider selects or creates the model that has the following characteristics: 1) It is appropriate for their desired simulation context and 2) it represents the assumptions and limitations of the model. Thus, according to engineers' return of experience based on the case study, the knowledge gap between the model architect and provider is decreased by providing an M&S common vocabulary. Also, knowledge capturing and understanding about numerical modeling is increased. The MIC is locally integrated to the company and tested by different engineering teams. Following the test results, we say that MIC's attributes are accurate and containing sufficient information for the characterization of different natures of models (0D reduced and 1-D, 2-D, and 3-D).
MIC is applicable to another context such as aeronautics, but it requires more work, and thus, it is important to extend it to support different specific domains of interest. MDP and MIC concepts will be used in next-generation company multidisciplinary vehicle modeling strategy. Future works include the following: 1) increasing the number of MIC tests with different engineering teams for testing its capacity (e.g., Heating, Ventilating, and Air Conditioning (HVAC) and Battery Aging Model are envisaged) and to extend its usage to support different specific domains of interest; 2) an extended validation protocol for the proposed concepts in terms of value addition to the company's current situation; 3) completing the VRA to be modeled by using the mentioned tool and methods; and 4) aligning different views and viewpoints in the same tool.
A long-term vision is to integrate semantically rich domain model libraries and the model of behavioral intention [34] concept to our MIC to be able to increase the probability to get the right model from the supplier.
