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Аннотация. В работе рассмотрены ситуации, в которых использование switch для 
решения задач множественного выбора может быть не эффективным. Предложены пути 
решения выделенных проблем. 
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Оператор switch имеет несколько недостатков: 
 легко забыть про break; 
 наличие общей области видимости переменных для всех веток case в 
switch, включая ветку default. 
Первая проблема порождена необязательностью ключевого слова break в каждом 
switch, а вторая - необязательностью операторных скобок для каждого case. 
Далее рассмотрим ситуации, в которых использование switch для решения задач 
множественного выбора может быть не эффективным. Продемонстрируем использование 
switch на трех небольших задачах, реализуемых на языке C++. 
Задача 1. Преобразование в строку. Есть некое перечисление. Необходимо 
определить однозначное преобразование элемента перечисления в строку и обратно 
(например, для отображения в элементах GUI). Первое, что, обычно, приходит в голову - 
использование оператора switch для этих целей (заметим, что использование перечислений 
само по себе часто принуждает нас использовать switch).  
В функции обратного преобразования из строки в перечисление вместо switch 
применяется else if, так как конструкция switch языка C++ не позволяет работать со 
строками.  
Главной проблемой такого решения является возможность легко ошибиться при 
внесении очередного типа, так как приходится вносить изменения в двух разных местах 
(как мы поймем далее - конструкции switch очень быстро множатся). 
Данную проблему несложно исправить при помощи паттерна «Табличный метод»: 
реализации функций типа ToString и FromString сведутся к поиску в хеш-таблицах по 
ключу.  
Задача 2. Изменение направления движения. Предположим, мы пишем простейшую 
2D игру (вид сверху), в которой персонажу необходимо дать возможность двигаться в 
разные стороны (влево, вправо, назад, вперед соответственно). Задать направление 
движения можно с помощью оператора switch. Представим, как будет выглядеть функция 





  switch (currentDirection_) 
  { 
  case Direction::LEFT: 
   currentPosition_.setX(currentPosition_.x() - speed_); 
   break; 
  case Direction::RIGHT: 
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   currentPosition_.setX(currentPosition_.x() + speed_); 
   break; 
  case Direction::FORWARD: 
   currentPosition_.setY(currentPosition_.y() - speed_); 
   break; 
  case Direction::BACKWARD: 
   currentPosition_.setY(currentPosition_.y() + speed_); 
   break; 
  } 
 } 
 
Во-первых, функция Update уже занимает половину экрана, хотя и не содержит 
сложной логики. Во-вторых, конструкции switch очень быстро начинают множиться по 
коду, а, значит, в каждой функции, подобной функции Update будет присутствовать эта 
громоздкая конструкция switch.  
Исправить эту проблему можно в два приема:  
1) Заменить перечисление классом со статическими методами (в нашем 
случае класс будет хранить единичный вектор-направление, который потом будет 
умножаться на линейную скорость движения). 
2) Заменить условную логику вычислениями (в нашем случае функция 
Update будет состоять из одной строки, включающей вычисления по формуле 
равноускоренного движения). Данный пункт относится не только к операторам 
switch, но и к любой другой условной логике. 
Задача 3. Функция Trim. В следующем примере рассмотрена функция Trim, задача 
которой удалять пробелы из начала строки, конца строки или с двух сторон сразу. В 
зависимости от значения входного аргумента options (options имеет тип перечисления, 
включающего три опции: Left, Right и All) выбирается, с какой стороны нужно удалять 
пробелы. 
Проблема заключается в следующем. Программист видит несколько вещей, которые 
схожи, но не являются одним и тем же, и пытается их «обобщить» в одну функцию/класс, 
предоставив пользователю «удобный» интерфейс.  
Алгоритм удаления пробелов в начале строки довольно сильно отличается от 
алгоритма удаления пробелов в конце строки. Есть смысл сделать по отдельной функции 
для каждого алгоритма. 
Несмотря на то, что речь в данном примере шла только о параметре типа 
перечисления, данная проблема свойственна и для функций, принимающих один или даже 
несколько параметров-флагов (типа bool или int), в зависимости от которых выполняются 
разные действия. Ключевое слово здесь - разные. Функция должна делать что-то одно. 
Подводя итоги, можно заключить следующее. Во-первых, использование switch 
позволяет избежать длинных конструкций if else. Во-вторых, для операторов switch 
компилятор может генерировать более эффективный код (таблицу переходов) чем для 
идущих друг за другом конструкций else if, что позволяет осуществить переход к нужному 
case за время O(1). Сама по себе конструкция switch не несет особого вреда, если применять 
ее грамотно.  
Бездумное применение конструкций switch приводит к серьезным проблемам: 
 Затрудняется чтение кода. Когда по всей программе разбросано 7-9 
конструкций switch по 50 case в каждом, читать код становится максимально тяжело.  
 Затрудняется модификация кода и его рефакторинг. 
В данной работе приведено несколько способов избавления от конструкций switch, 
но ничего не сказано о таком виде рефакторинга как замена условной логики на 
полиморфизм. На это было две причины. Во-первых, применение полиморфизма для 
избавления от конструкций switch – это очень обширная тема. Во-вторых, замена условной 
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логики полиморфизмом широко известная практика, которая отлично описана в книге 
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Аннотация. В последние несколько лет все чаще на слуху звучит слово 
«Цифровизация». Оно стало настолько трендовым, что его начали присоединять к любым 
понятиям. У этого слова сотни определений, но безусловно оно является движимым 
фактором развития общества. Университеты не исключение. Они подхватили эту «волну», 
а вернее влились в нее своим течением. Именно университеты могут стать тем 
фундаментом, основой для развития необходимых в цифровом обществе навыков.   
Ключевые слова. Цифровой университет, цифровая трансформация, 
инфраструктура  
 
Что же собой представляет Цифровой университет? Приведем высказывание 
специального представителя Президента РФ по вопросам цифрового и технологического 
развития Дмитрия Пескова на одной из пресс-конференций, посвященной цифровой 
трансформации университетов: «Очень важно отделять все то, чем мы занимались 
последние 20 лет в университетах, от цифровизации высшего образования. Появление 
программы, в которой ведется бухгалтерия – это не цифровой университет, электронное 
расписание занятий – не цифровой университет. Более того, онлайн-курсы – это тоже не 
цифровой университет. Все перечисленное можно было реализовать 10 лет назад. Самый 
главный вызов, стоящий перед университетами, – это то, как идет учебный процесс, как он 
влияет на качество итогового образовательного результата. Ключевой вопрос 
эффективности наших усилий – это повышение мотивации студентов и преподавателей. 
Образование сегодня получает доступ к огромному количеству технологий, которые 
позволяют оценивать эффективность каждой индивидуальной образовательной 
траектории» [1]. Хотелось бы здесь подчеркнуть слово «трансформация». На наш взгляд, 
оно ключевое не только в сфере образования, но и в бизнесе. Наше общество должно 
трансформироваться, а не подстраиваться под цифровой контент. Этому тоже надо 
обучаться, к этому надо стремиться. Используя существующие информационные системы 
для передачи знаний, навыков и компетенций, учитывая при этом индивидуальные 
особенности человека, университеты смогут выйти на новый этап развития в сфере 
