Abstract. Answer triggering is the task of selecting the best suited answer for a given question from a set of candidate answers, if exists. In this paper, we present a hybrid deep learning model for answer triggering, which combines several dependency graph based alignment features, namely graph edit distance, graph based similarity and dependency graph coverage, with dense vector embeddings from a Convolutional Neural Network (CNN). Our experiments on the WikiQA dataset show that such a combination can more accurately trigger a candidate answer compared to the previous state-of-the-art models. Comparative study on WIKIQA data set shows 5.86% absolute F-score improvement at the question level.
Introduction
Answer triggering is a relatively new problem for open-domain question answering (QA). In addition to extracting correct answers from a set of pre-selected candidate pool (i.e answer selection), answer triggering detects whether a correct answer exists in the first place [34, 26, 12] .
To evaluate the performance of answer sentence selection, WIKIQA dataset has been widely used. It consists of questions collected from the user logs of the Bing search engine. The dataset is constructed using a more natural process and it also includes questions for which there exists no correct answer. Lexical similarity between a question and answer pair in the WIKIQA dataset is also lower as compared to other answer sentence selection datasets like the dataset provided by TREC QA 1 and QASENT. In some cases, there is no lexical overlap at all, as shown in the following example. Given a question Q and correct answer A. Q and A does not follow any lexical similarity. Q: what can sql 2005 do ? A: As a database, it is a software product whose primary function is to store and retrieve data as requested by other software applications. This makes the answer triggering task more challenging than usual answer sentence selection. Applying deep-neural-network-based models has shown a significant progress in the absence of lexical overlap between question and answer [35, 31, 6] . However, such models still ignore the importance of grammatical and structural relations in the context of this task.
In this paper, we propose an effective model for answer triggering, which (i) detects whether there exists at least one correct answer in the set of candidate answers for a given target question, in the absence of explicit lexical overlap, and (ii) finds the most appropriate answer from a set of candidate answers, if there exists any such. Our contribution handles both -fuzzy lexical matching via Convolutional Neural Network (CNN) and grammatical structure matching via encoding dependency graphs overlap. The CNN can capture the semantic similarity between question and answer whereas dependency graph-based features capture structural overlap resp. divergence where lexical similarity is high. We perform experiments on WIKIQA dataset [34] and show that introducing graph-based features into the CNN performs superior as compared to CNN alone, significantly outperform previous state-of-the-art methods.
Related Work
The complexity of question answering research has been increased in recent years. Due to the wider success of deep learning based model in other NLP area such as named entity recognition (NER) [25, 19, 8, 27] , sentiment analysis [29, 10, 33] and parsing [28, 30] , several deep learning based model [5, 32, 22] has been used to solve the Q/A problem. learn to match questions with answers by two model bag-of-words and biagram using convolutional neural network with a single convolution layer, average pooling and logistic regression. [13] present qanta, a dependency-tree recursive neural network for factoid question answering which effectively learns word and phrase-level representations. Convolutional neural network based deep learning model is very popular in Q/A, its success has been reported by [39, 38, 36, 9, 15, 37] . Recently deep neural variational inference [20] present for answer sentence selection. [34] and [14] proposed a CNN based model for answer triggering. However our CNN inspired model differ from them to calculate the semantic similarity between question and answer by means of dependency graph similarity, matching and coverage.
Hybrid Model for Answer Triggering
Our method uses Convolutional Neural Network (CNN) to extract deep generic features from question-answer pairs. Our CNN maps each input sentence into a vector space, preserving syntactic and semantic aspects, which enables it to generate an effective and diverse set of features [16, 3, 2] .
Convolutional Neural Network (CNN) Model
A simple CNN model takes a sentence as an input and performs convolution followed by pooling and classify the sentence into one of the predefined classes by a soft-max classifier. A Joint-CNN is an advancement where question and candidate answer are both input to the model. The convolution and pooling operations for questions and answers are performed separately. Thereafter, the outputs of fully connected layers (for question and answer) are concatenated to form a single input to the soft-max classification layer. The Joint-CNN model provides probabilistic score as an output. It is inspired by the Yoon Kim [16] CNN architecture for text classification. We describe model components in the following.
Question/Answer Representation Matrix. Given a question Q and candidate answer A, having n Q and n A number of token respectively, each token t i ∈ Q and t j ∈ A is represented by k dimension distributed representation x ∈ R k and y ∈ R k respectively. The question and answer representation matrices can be generated by concatenating column level, 1 × k dimensional word vector to form a n Q × k and n A × k dimensional matrix. We set a maximum number of tokens 2 to create question and answer matrix.
Convolution and Pooling
In order to extract common patterns throughout the training set, we use the convolution operation using different feature detector (filter) length [16] on the question/answer representation matrix. We also apply the max pooling operation over the feature map similar to [3] on convolution output of both question and answers. In our experiment we used two layer of convolution followed by pooling layer.
Fully Connected Layer Finally, outputs of pooling layers p Q and p R are concatenated, and this resulting pooling layer p = p Q ⊗ p A is subjected to a fully connected softmax layer. It computes the probability score over two label-pair viz trigger, non-trigger as:
where a k and w k represent the bias and weight vector, respectively, of the k th label.
Dependency Graph-based Features
Both question and answer are converted into a graph using the dependency relations obtained from the Stanford dependency parser 3 , following [17] . Dependency graphs of question and answer share common subgraphs of dependency links between words (c.f. Fig-2 for an example). Based on these graphs, we extract three sets of features: graph edit distance, similarity features and coverage features.
Graph Edit Distance Graph edit distance defines the cost of the least expensive sequence of edit operations that are needed to transform one graph, in our case dependency parsing tree, into another. It calculate the minimum cost required to transform the question graph to an answer graph. Table-1 shows the effectiveness of this feature to determine the correct answer from the pool of candidate answers. We calculate the node and edge difference between the dependency graph of question and answer. In node difference, if the two nodes from question and answer have same word (lemma) then node difference will be '0'. Given the different word, the node difference is calculated by a parts of speech (POS) substitute weight . The difference between two POStags is measure by substitute weight. For instance, replacing a noun with a verb should be more costly than replacing a verb with a verb. Similar for node difference the edge (dependency relation) difference between question and answer is calculated. A twodimensional cost matrix can be created, by considering the graph edit distance between question and answer, which represents the cost of each possible node edit operation. Finally the optimal cost are obtained by assignment algorithm [21] . Table 1 . Graph-edit distance between a question and candidate answer pair. The answer which is in bold is the correct answer for question.
Question
Candidate Answer Graph-Edit Distance how old was sue lyon when she made lolita?
Lolita is a 1962 comedy-drama film by Stanley Kubrick based on the classic novel of the same title by Vladimir Nabokov.
0.98
The actress who played Lolita, Sue Lyon , was fourteen at the time of filming 0.59
Kubrick later commented that, had he realized how severe the censorship limitations were going to be, he probably never would have made the film 0.71
Dependency Graph based Similarity For each sentence 4 S, we define the dependency graph G S = {V S , E S }, where V S = {t 1 , t 2 , . . . , t n S } represent the tokens in a sentence, and E S is a set of edges. Each edge e ij represents a directed dependency relation between t i and t j . We calculate TF-IDF [24] three levels and weight our dependency graph using the following conditions: Word TF-IDF: Consider only those words that satisfy a criteria α 1 . TF-IDF (S, t i ) > α 1 Pair TF-IDF: Word pairs are filtered based on the criteria α 2 . TF-IDF (S, t i , t j ) > α 2 Triplet TF-IDF: Consider only those triplet (word, pair and relation), which satisfies a condition α 3 . TF-IDF (S, t i , t j , e ij ) > α 3 Similarities are then measured on three levels by representing each sentence as a vector of words, pairs and triples, where each entry in one vector is weighted with the TF-DF measure. The IDF is computed using the NYT part of the Gigaword corpus [7] .
Dependency Graph-based Coverage To overcome the bias of higher similarity values between longer sentences [1] , we use the coverage score between the dependency graphs of question and answer. Let G Q = {V Q , E Q } and G A = {V A , E A } be the dependency graphs of a pair of question and candidate answer. Intuitively, coverage models the fraction of the question that the answer addresses. 
Relation Coverage. We compute the number of one-to-one edge correspondence between dependency graph of question Q and answer A, divided by the total number of edges in the dependency graph of question Q.
Graph Coverage. The idea is to find a subgraph G Sub in the candidate answer dependency graph G A that is similar to a given query text dependency graph G Q . We use the dependency sub-graph approximate alignment algorithm by [18] . The pseudo-code of algorithm is listed in Algorithm 1. The algorithm obtains the common set of nodes between G Q and G A and finds the shortest path between every pair of nodes belongs to the intersection set in the candidate answer dependency graph using Dijkstra's algorithm [4] . Each edge is assigned to a weight of 1 and edges directions are ignored during the process of the algorithm. A threshold parameter t is defined, which allows for node gaps and mismatches in the case where some nodes in the answer text cannot be mapped to any nodes in the question graph. If the shortest path size (i.e number of edges between a pair of nodes) is less than or equal t, the path will be added to the sub-graph Gs. There are two coverage features computed on the sub-graph.
-Ratio of relation overlap in sub-graph with respect to answer sentence dependency graph. -Ratio of relation overlap in sub-graph with respect to question sentence dependency graph.
Vocabulary Coverage. We compute the number of one-to-one node correspondence between dependency graph of question Q and answer A, divided by the total number of nodes in the dependency graph of question Q. 
Datasets and Experimental Setup
We use the WIKIQA data set for our experiments. Statistics of question and answer pairs of WIKIQA data set are given in Table 2 . For training the Joint-CNN model as discussed in Section 3, we employ stochastic gradient descent (SGD) over mini-batch, and back-propagation [11] to compute the gradients. For word embeddings we use the pre-trained Google word embedding model 5 . The Ada-delta [40] update rule is used to tune the learning rate. The optimal hyper-parameters 6 are determined on the development data. In our final model, we embed probabilistic scores obtained from CNN along 
Baselines
We evaluate the model using information retrieval (IR) and semantic composition based similarity. The following baselines are the used to evaluate the answer sentence selection and answer triggering task.
-Baseline-1: The first baseline is constructed based on the similarity measure using Okapi BM25 algorithm [23] . Each candidate answer is treated as a single document. We calculate the BM25 score between question Q and a candidate answer A. The score of a candidate answer A for a given question Q consisting of the words q 1 , ..., q n is computed as:
where f (q i , A) is q i 's term frequency in the candidate answer A, |A| is the length of the candidate answer (in words), and avgdl is the average candidate answer length in the answer pool. k 1 and b are the free parameters.
where N is the total number of candidate answers in the answer pool, n(q i ) is the number of candidate answers containing q i . An optimal threshold value is estimated from the development data. The candidate answer which is having the score above a certain threshold value is set to '1'(triggered) and the rest are set to '0'(non-triggered). -Baseline-2: Our second baseline is based on the n-gram coverage between question and answer. We compute the n-gram coverage upto 3-gram. Finally, the ngram score between a question and an answer is calculated based on the following formula.
We set a threshold value similar to the first baseline. The candidate answer which is having the score above a threshold value is set to '1'(triggered) and the rest are set to '0'(non-triggered). -Baseline-3: We perform experiments using two sets of pre-trained deep learning (DL) based word embeddings, Google's word2vec embeddings of dimension 300 7 and GloVe word embeddings, of dimension 100 8 . The question/answer vector is computed as follows,
where S is question/answer in interest, number of look-ups represents the number of words in the question for which word embeddings are available. The cosine similarity between question vector and candidate answer vector are computed. An optimal threshold value of cosine similarity is estimated from the development data. The candidate answer having cosine similarity above the threshold score (0.70) is set to '1' (triggered), and all others are set to '0'(non-triggered).
Result and Analysis
Mean Average Precision (MAP) and Mean Reciprocal Rank (MRR) are used to evaluate the performance for answer sentence selection. But both are not suitable for evaluating the task of answer triggering because these evaluate the relative ranks of correct answers in the candidates of a question. We use the standard precision, recall and F-score to evaluate the answer triggering problem following [34] . While evaluating, we consider all the candidate answers that yield the highest model score. If the score is above a predefined threshold then the candidate answer is labeled as a correct answer to the question. The optimal threshold value (0.14) is determined based on the development Deepak Gupta * , Sarah Kohail † , Pushpak Bhattacharyya * data. We define three baseline BM-25, N-Gram coverage and semantic similarity based model to compare against our proposed model. We conduct experiments with different feature map sizes for Joint-CNN. We also analyze the impact of different graph based features. Detailed comparisons and the impact of these features are reported in Table 4 . We observe the impact of dependency graph feature in determining the suitable answers from a collection of answer pool. The feature ablation study reveals the importance of each dependency graph feature on validation and test set. However, the similar impact of each feature could not observed in test data set. The final model comprised of the best Joint-CNN model (100-FMap) with graph edit distance, graph similarity and graph coverage. We observe that Joint-CNN with graph based feature achieves an improvement of 6.17, 4.21 and 3.41 points over the Joint-CNN model (without graph feature) with respect to F-score, MAP and MRR. The best combination is obtained with a CNN that maximizes recall, the graph-based features substantially improve precision for the maximal F-score, MRR and MAP. [34] and [14] used the same WIKIQA dataset to evaluate their system performance on answer triggering task. The [34] model is based on the augmentation of question class and sentence length feature to CNN. A subtree matching algorithm along with CNN architecture is used in [14] to evaluate answer triggering. Our proposed model is different from these state-of-the-art models in terms of investigation of richer linguistic feature (coverage, similarity) and graph based similarity in conjunction with CNN model. The values obtained through t-test show that performance improvements in our proposed model over these two state-of-the-art systems are statistically significant (p < 0.05). In Table 5 we provide analysis with proper examples for our two proposed models, viz. Joint-CNN and Hybrid. Here, the Joint-CNN model selects the answer as A 1 , but the hybrid model selects A 2 , which is correct. The reason could be that vocab and graph coverage 9 between Q and A 2 are higher than Q and A 1 .
-Q: where is La Palma africa ?
A 1 : La Palma has an area of 706 km2 making it the fifth largest of the seven main Canary Islands. A 2 : La Palma is the most north-westerly of the Canary Islands. Both A 1 and A 2 are the correct answers for the question Q, but A 2 has more precise information compared to A 1 . Joint-CNN model selects A 1 as correct answer, whereas the hybrid model selects A 2 , because of the higher graph coverage score.
Conclusion
In this paper, we have proposed a hybrid model for answer triggering using deep learning and graph based features. Modeling QA pair is a more complex task than classifying a single sentence. It is observed that CNN does not capture the important features spanning between the text such as quantification of similarity/dissimilarity, geometric similarity. To overcome this limitation, we investigate the incorporation of richer linguistic features (dependency graph) in CNN. Experiments on the WIKIQA benchmark dataset show that integrating graph-based alignment features with CNNs improves the performance significantly. Future work includes to build a end to end neural network which can embedded graph based feature with sentence encoder (CNN, LSTM etc.)
