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Ta´to bakala´rska pra´ca popisuje matematicky´ model lenive´ho konecˇne´ho automatu a
implementa´ciu jednoduche´ho simulacˇne´ho programu postavene´ho na za´kladoch tohoto
automatu, ktory´ demonsˇtruje mozˇnosti dane´ho modelu. Taktiezˇ sa zaobera´ vy´hodami a
nevy´hodami oproti ostatny´m pr´ıstupom a implementa´cia´m. Model lenive´ho konecˇne´ho
automatu poskytuje urcˇite´ vy´hody z hladiska uzˇivatel’a, ktory´ vd’aka nemu dosta´va do
ru´k va¨cˇsˇiu vol’nost’ pri definovan´ı pravidiel automatu.
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Abstract
This bachelor’s thesis introduces a formal model of the lazy finite state machine and imple-
mentation of application based on this model. The application demonstrates functionality
of new model, and pros and cons of this approach. This model has advantage over existing
models in easier definitions of transition rules.
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Ta´to bakala´rska pra´ca popisuje matematicky´ model lenive´ho konecˇne´ho automatu a
implementa´ciu jednoduche´ho syntakticke´ho analyza´toru postavene´ho na za´kladoch tohoto
automatu. Tento model je vy´hodny´ z hladiska uzˇivatel’a, ktory´ vd’aka nemu dosta´va do ru´k
va¨cˇsˇiu vol’nost’ pri definovan´ı pravidiel automatu.
V druhej kapitole su´ vysvetlene´ za´kladne´ pojmy a matematicke´ defin´ıcie potrebne´ pre
zvla´dnutie tematiky konecˇny´ch automatov.
Za nimy nasleduje tretia kapitola, ktora´ obsahuje kra´tky prehl’ad histo´rie automatov a
vedecky´ch pra´c, ktore´ napomohli ich rozvoju.
Nasleduju´ca kapitola popisuje prehl’ad za´kladny´ch typov konecˇny´ch automatov a ich
zadelenie do katego´ri´ı podl’a roˆznych krite´ri´ı. Su´ tu spomenute´ forma´lne defin´ıcie, za´kladne´
meto´dy na implementa´ciu, a porovnanie vy´hod a nevy´hod rozlicˇny´ch pr´ıstupov.
Piata kapitola obsahuje popis samotne´ho lenive´ho automatu, jeho forma´lny model a
za´kladne´ vlastnosti. Po nej nasleduje popis implemena´cie a uzˇivatel’sky´ manua´l samotne´ho
programu simuluju´ceho lenivy´ konecˇny´ automat, ktory´ tak demonsˇtruje jeho mozˇnosti v
praxi.
V za´vere je zhrnutie celej pra´ce, u´vaha o mozˇny´ch rozsˇ´ıreniach projektu, jeho pr´ınos a




Ta´to kapitola je u´vodom ku konecˇny´m automatom, ktore´ tvoria za´klad pre lenive´ konecˇne´
automaty. Na zacˇiatku je neforma´lny popis konecˇne´ho automatu ako aj forma´lna defin´ıcia,
po ktorej nasleduje pouzˇitie automatov, a spoˆsob ich za´pisu. Ku koncu su´ spomenute´
vyjadrovacie mozˇnosti a obmedzenia tohoto modelu.
2.1 Popis
Teo´ria automatov je cˇast’ informatiky zaoberaju´ca sa matematicky´mi modelmi abstraktny´ch
automatov a ich pouzˇitiu na riesˇenie roˆznych u´loh.
Konecˇny´ automat je teoreticky´ vy´pocˇetny´ model popisuju´ci jednoduchy´ pocˇ´ıtacˇ, ktory´
moˆzˇe byt’ v jednom z konecˇnej mnozˇiny stavov - odtial’ pocha´dza aj jeho na´zov. Medzi
stavmi precha´dza na za´klade pravidiel a symbolov, ktore´ nacˇ´ıtava zo vstupu. Jednoduchy´
konecˇny´ automat si udrzˇiava len informa´ciu o aktua´lnom stave a nema´ zˇiadnu d’al’ˇsiu pama¨t’.
Pr´ıklad konecˇne´ho automatu moˆzˇeme vidiet’ na obra´zku 2.1.
Kazˇdy´ konecˇny´ automat je zlozˇeny´ z piatich su´cˇast´ı:
• Konecˇna´ mnozˇina stavov, v ktory´ch sa automat moˆzˇe nacha´dzat’
• Abeceda vstupny´ch symbolov, ktore´ automat nacˇ´ıtava
• Konecˇna´ mnozˇina pravidiel, ktory´mi precha´dza medzi stavmi
• Zacˇiatocˇny´ stav, v ktorom sa automat nacha´dza pred nacˇ´ıtan´ım symbolu
• Mnozˇina koncovy´ch stavov, ktora´ je podmnozˇinou vsˇetky´ch stavov
Automat sa na zacˇiatku nacha´dza v pocˇiatocˇnom stave. V kazˇdom kroku precˇ´ıta jeden
symbol zo vstupu, a prejde do stavu, ktory´ je dany´ pr´ıslusˇny´m pravidlom. Pravidla´ su´
zlozˇene´ z aktua´lneho stavu, vstupne´ho symbolu a nasleduju´ceho stavu. Podl’a toho, cˇi
automat skoncˇ´ı po nacˇ´ıtan´ı ret’azca v koncovom stave, hovor´ıme o tom, cˇi automat ret’azec
pr´ıjma alebo nepr´ıjma. Su´bor vsˇetky´ch pr´ıjmany´ch ret’azcov sa nazy´va jazyk.
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Obra´zok 2.1: Konecˇny´ automat - za´pis pomocou grafu.
2.2 Forma´lna defin´ıcia
Aby sme mohli konecˇny´ automat forma´lne pop´ısat’, mus´ıme najprv definovat’ niekol’ko
za´kladny´ch pojmov.
2.2.1 Abeceda, symboly a ret’azce
Abeceda je konecˇna´ nepra´zdna mnozˇina prvkov, ktore´ sa nazy´vaju´ symboly. Postupnost’
symbolov tvor´ı ret’azec. Sˇpecia´lnym pr´ıpadom je pra´zdny ret’azec, oznacˇovany´ symbolom ²,
ktory´ popisuje ret’azec neobsahuju´ci zˇiadny symbol. Nasleduju´ca defin´ıcia forma´lne popisuje
ret’azec pouzˇit´ım rekurz´ıvnej meto´dy:
Nech Σ je abeceda. Potom plat´ı:
1. ² je ret’azec nad Σ.
2. Ked’ x je ret’azec nad Σ, a su´cˇasne symbol a ∈ Σ, potom xa je ret’azec nad Σ.
2.2.2 Forma´lny jazyk
Jazyk je mnozˇina ret’azcov zlozˇeny´ch zo symbolov abecedy.
Nech Σ je abeceda a Σ∗ popisuje mnozˇinu vsˇetky´ch ret’azcov nad abecedou Σ. Potom o
podmnozˇine, pre ktoru´ plat´ı
L ⊆ Σ∗
hovor´ıme ako o jazyku nad abecedou Σ
2.2.3 Konecˇny´ automat
Forma´lne ho moˆzˇeme zap´ısat’ ako pa¨ticu M = (Q,Σ, R, s, F ), kde
• Q je konecˇna´ mnozˇina stavov
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• Σ je vstupna´ abeceda
• R ⊆ Q(Σ ∪ {²})×Q je bina´rna rela´cia
• s ∈ Q je pocˇiatocˇny´ stav
• F ⊆ Q je mnozˇina koncovy´ch stavov
Prvky mnozˇiny R sa nazy´vaju´ pravidla´. Pravidla´ (pa, q) ∈ R, kde p, q ∈ Q a a ∈ Σ∪{²},
sa va¨cˇsˇinou zapisuju´ vo forme
pa→ q
2.3 Pouzˇitie
Automaty su´ u´zko spa¨te´ s teo´riou forma´lnych jazykov, kde sa pouzˇ´ıvaju´ na teoreticke´
u´cˇely (generovanie a overovanie jazykov), aj na prakticke´ u´cˇely (vy´stavba lexika´lnych
a syntakticky´ch analyza´torov) Okrem toho vsˇak na´jdu uplatnenie aj v iny´ch oblastiach
informatiky, napr´ıklad:





• a ine´ . . .




Exituje niekol’ko spoˆsobov za´pisu konecˇny´ch automatov. Jeden z najcˇastejˇs´ıch a najviac
na´zorny´ch je pomocou stavove´ho diagramu. Stavovy´ diagram je vlastne orientovany´ graf s
nasleduju´cimi prvkami:
Stavy: su´ body grafu va¨cˇsˇinou reprezentovane´ kruhom, v ktorom je nap´ısany´ na´zov
pr´ıslusˇne´ho stavu, a popr´ıpade vy´stupny´ symbol (u Moorovho automatu).
Vstupne´ symboly: konecˇna´ mnozˇina vstupny´ch symbolov, ktore´ su´ zobrazene´ nad kazˇdou
hranou grafu.
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Vy´stupne´ symboly: umiestnenie vy´stupny´ch symbolov u prevodn´ıkovy´ch automatov
(ktore´ su´ blizˇsˇie pop´ısane´ v kapitole 4.2) je dane´ ich typom. Zatial’ cˇo u Moorovho
automatu (viz obra´zok 4.3) sa nacha´dza v stave (cˇizˇe stav je pop´ısany´ ako A/B, kde A
je na´zov stavu a B je vy´stupny´ symbol), zatial’ cˇo u Mealyho automatu (viz obra´zok
4.4) sa nacha´dza nad hranou (spolu so vstupny´m symbolom).
Hrany: reprezentuju´ pravidlo popisuju´ce prechod z jedne´ho stavu do druhe´ho podl’a
urcˇene´ho vstupne´ho symbolu umiestnene´ho nad hranou. Hrany su´ va¨cˇsˇinou zobrazene´
ako sˇ´ıpky, a smeruju´ od su´cˇastne´ho stavu do nasleduju´ceho.
Pocˇiatocˇny´ stav: je stav, ktory´ je urcˇeny´ sˇ´ıpkou ukazuju´cou “odnikial’” (na´zorny´ pr´ıklad
na obra´zku 2.1).
Konecˇne´ stavy: je to mnozˇina stavov zobrazena´ dvojitou kruzˇnicou. Popisuje stavy, v
ktory´ch automat vstupny´ ret’azec pr´ıjma.
Stavovy´ diagram je obl’´ubeny´ hlavne pri vy´uke, za cˇo vd’acˇ´ı svojej na´zornosti.
2.4.2 Tabul’ka prechodov
Tabul’ka prechodov obsahuje informa´cie o tom, do ake´ho d’al’ˇsieho stavu automat prejde na
za´klade aktua´lneho stavu a vstupne´ho symbolu. Tabul’ky su´ obl’´ubene´ hlavne pri na´vrhu
logicky´ch obvodov. Pozna´me viac typov:
Jednorozmerne´ tabul’ky
Daju´ sa pochopit’ aj ako pravdivostne´ tabul’ky pre logicku´ funkciu v boolovej algebre (ako sa
aj va¨cˇsˇinou pouzˇ´ıvaju´ pri na´vrhu logicky´ch obvodov). Vstupny´ symbol a stavy predstavuju´
vstup logickej funkcie a d’al’ˇs´ı stav spolu s vy´stupny´mi symbolmi sa dostane ako vy´sledok
tejto funkcie. Tu je jednoduchy´ pr´ıklad jednorozmernej tabul’ky:
A B Su´cˇastny´ stav Dˇal’ˇs´ı stav Vy´stup
0 0 S1 S2 1
0 0 S2 S1 0
0 1 S1 S2 0
0 1 S2 S2 1
1 0 S1 S1 1
1 0 S2 S1 1
1 1 S1 S1 1
1 1 S2 S2 0
Dvojrozmerne´ tabul’ky
Dvojrozmerne´ tabul’ky su´ asi najcˇastejˇsie pouzˇ´ıvane´ na za´pis konecˇny´ch automatov. Na
vertika´lnej osi zvyknu´ byt’ zobrazene´ aktua´lne stavy, na horizonta´lnej vstupne´ symboly, a
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medzi nimy nasleduju´ce stavy. Tu je pr´ıklad dvojrozmernej tabulky, ktora´ popisuje identicky´
automat, ako v predcha´dzaju´com pr´ıklade:
vstup
stav 00 01 10 11
S1 S2 S2 S1 S1
S2 S1 S2 S1 S2
Ako vidno z pr´ıkladu, tento za´pis je omnoho efekt´ıvnejˇs´ı cˇo sa ty´ka vel’kosti tabul’ky.
2.5 Obmedzenia
Aj ked’ su´ automaty svojou efektivitou a jednoduchost’ou jeden z najviac pouzˇ´ıvany´ch
konceptov v informatike, na druhu´ stranu je vsˇak ich vyjadrovacia sila v oblasti forma´lnych
jazykov, ktore´ vedia rozpoznat’, docela mala´ - doka´zˇu definovat’ len regula´rne jazyky.
Existuje vela jednoduchy´ch jazykov, ktore´ konecˇne´ automaty nevedia rozpoznat’. Klasicky´m
pr´ıkladom je jazyk definovany´ nasledovne:
L = {anbn : n ≥ 1}
Matematicky´ model, ktory´ by bol schopny´ rozpoznat’ jazyk tohoto typu, by si musel
zapama¨tat’ pocˇet symbolov a a na´sledne ho porovnat’ s pocˇtom symbolov b. Konecˇny´
automat je s´ıce schopny´ zapama¨tat’ si l’ubovolnu´ informa´ciu pomocou svojich stavov, ale
pretozˇe pocˇet stavov je konecˇny´, tak si automat nemoˆzˇe zapama¨tat’ n, ktore´ moˆzˇe narastat’
azˇ do nekonecˇna (rea´lny pr´ıklad - ked’ nahrad´ıme a symbolom ’(’ a b symbolom ’)’,
tak dostaneme jednoduchy´ jazyk popisuju´ci pa´rovanie za´tvoriek v aritmetickom vy´raze.




Jednoduche´ konecˇne´ automaty sa v elektromechanicky´ch zariadeniach pouzˇ´ıvali uzˇ od
minule´ho storocˇia. Avsˇak forma´lna verzia automatov sa zrodila azˇ vd’aka niekol’ky´m
doˆlezˇity´m vedecky´m pra´cam.
3.1 Turingov stroj
V roku 1936 predstavil Alan Turing svoj matematicky´ model vsˇeobecna´ho stroja na
spracovanie informa´cii [8], ktory´ dnes pozna´me pod pojmom Turingov stroj. To bolo
niekol’ko rokov pred vznikom pocˇ´ıtacˇov taky´ch, ake´ ich dnes pozna´me. Turing vymyslel tento
stroj na riesˇenie zlozˇity´ch dlhotrvaju´cich matematicky´ch proble´mov vsˇeobecne zna´mych pod
pojmom Entscheidungsproblem, ktory´ moˆzˇeme vol’ne prelozˇit’ ako proble´m rozhodovania.
Konkre´tne sa zaoberal oborom predika´tovej logiky, kde riesˇil ota´zku, cˇi existuje algoritmus,
ktory´ by doka´zal urcˇit’, cˇi je vy´rok v predika´tovej logike teore´m alebo nie.
Turingov stroj sa skladal z:
Nekonecˇnej pa´sky , na ktorej su´ ulozˇene´ symboly z konecˇnej abecedy.
Stavove´ho registru , v ktorom je ulozˇeny´ aktua´lny stav.
Cˇ´ıtacej hlavy , ktora´ je schopna zapisovat’ a nacˇ´ıtavat’ aktua´lny symbol z pa´sky.
Tabul’ky insˇtrukci´ı , kde su´ ulozˇene´ insˇtrukcie o d’al’ˇsom kroku, ktory´ je urcˇeny´ podl’a
vstupne´ho symbolu na pa´ske a aktua´lneho stavu ulozˇene´ho v stavovom registry.
Ako vid´ıme, srdcom cele´ho stroje je vlastne konecˇny´ automat, aj ked’ vtedy esˇte tento
pojem nebol zavedeny´. Schematicky´ na´cˇrt moˆzˇeme vidiet’ na obra´zku 3.1.
Turingov stroj nebol ,,stroj” v pravom slova zmysle, bol to skoˆr mysˇlienkovy´ experiment
sku´maju´ci hranicˇne´ mozˇnosti mechanicke´ho pocˇ´ıtania. Stal sa vsˇak za´kladny´m pojmom v
teoretickej informantike a sˇtudovanie jeho vlastnost´ı prina´sˇa hlbsˇie preniknutie do mnohy´ch
oblast´ı v informatike.
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Obra´zok 3.1: Turingov stroj - schematicky´ na´cˇrt.
3.2 Neuro´nove´ siete
Zatial’ cˇo sa Turing venoval vo svojej pra´ci matematicko-logickej stra´nke, dvaja americky´
vedci Warren Sturgis McCulloch a Walter Pitts sa nechali insˇpirovat’ vo svojom vy´skume
sˇtruktu´rou mozgu. McCulloch, vysˇtudovany´ neurofyziolo´g, si uvedomil kl’´ucˇovu´ rolu
neuro´nov, ktore´ su´ za´kladny´m stavebny´m kamenˇom mozgu, pri spracovan´ı informa´ci´ı. Spolu
s Pittsom vypracovali matematicky´ model neuro´nu a uka´zali ako moˆzˇe byt’ pouzˇita´ siet’
ty´chto neuro´nov na spracovanie informa´ci´ı [9]. Hoci sa im ich pokus o simula´ciu mozgu
na Turingovom stroji nepodaril podl’a ich predsta´v, podarilo sa im vyvinu´t’ neuro´novu´ siet’
(zjednodusˇenu´ neuro´novu´ siet’ zobrazuje obra´zok 3.2), jeden z najuzˇitocˇnejˇs´ıch konceptov
v informatike.
V roku 1951 sa McCullochov a Pittsov model dostal k matematikovi Stephenovi
Kleenovi, ktory´ na jeho za´klade prvy´kra´t pop´ısal jazyk pr´ıjmany´ ich neura´lnou siet’ou a
vytvoril Kleenov teore´m, ktory´ bol kl’´ucˇovy´ pre teo´riu automatov [2].
Tieto tri pra´ce dali za´klad teo´rii automatov tak ako ju dnes pozna´me. Presku´mali
automaty ako z praktickej stra´nky, ktora´ viac vyhovuje inzˇinierom, tak aj z teoretickej,
ktoru´ si obl’´ubili matematici.




Automaty moˆzˇme rozdelit’ do viacery´ch katego´ri´ı podl’a roˆznych krite´ri´ı:
• Deterministicke´ / Nedeterministicke´
• Rozpozna´vacie / Prevodn´ıkove´
• Moorove / Mealyho
Kazˇda´ skupina popisuje inu´ vlastnost’ automatov, cˇizˇe sa medzi sebou moˆzˇu roˆzne
kombinovat’ (napr´ıklad nedeterministicky´ rozpozna´vac´ı automat, alebo deterministicky´
prevodn´ıkovy´ Mealyho automat). V nasleduju´cej kapitole si postupne pop´ıˇseme jednotlive´
krite´ria a ich vy´hody a nevy´hody.
4.1 Deterministicke´ / Nedeterministicke´
4.1.1 Nedeterministicke´ konecˇne´ automaty
Prechodovu´ funkciu je mozˇne´ definovat’ tak, zˇe v kazˇdom pravidle je pre jeden vstupny´
symbol namiesto jedne´ho stavu cela´ mnozˇina nasleduju´cich stavov. Taky´to automat
sa nazy´va nedeterministicky´ konecˇny´ automat. Taky´to hypoteticky´ automat potom pri
precˇ´ıtan´ı jedne´ho symbolu zo vstupu prejde akoby su´cˇasne do vsˇetky´ch stavov tejto mnozˇiny,
a zo vsˇetky´ch ty´chto stavov d’alej pokracˇuje nacˇ´ıtavan´ım d’al’ˇs´ıch vstupny´ch symbolov.
Vstupny´ ret’azec je automatom pr´ıjimany´ vtedy, ked je asponˇ jeden zo stavov, v ktory´ch sa
automat nacha´dza, prvkom mnozˇiny koncovy´ch stavov.
Automaty s ²-prechodmi
Sˇpecia´lny pr´ıpad tvoria takzvane´ automaty s ²-prechodmi. Tieto obsahuju´ pravidla´ so
vstupny´m symbolom ², ktory´ zna´zornˇuje pra´zdny vstup (² obecne v celej teo´rii forma´lnych
jazykov oznacˇuje pra´zdne slovo). ²-prechody automat preva´dza neusta´le bez nacˇ´ıtania
vstupne´ho symbolu. Taka´to mozˇnost’ sa moˆzˇe zdat’ ako vy´hoda oproti automatu bez
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² prechodov, avsˇak vy´pocˇetna´ sila obidvoch automatov je rovnaka´. Moˆzˇeme povedat’,
zˇe nedeterministicke´ automaty bez ²-prechodov su´ vlastne podmnozˇinou automatov s ²-
prechodmi.
Forma´lna defin´ıcia
Matematicky moˆzˇeme nedeterministicky´ automat s ²-pravidlami vyjadrit’ ako pa¨ticu M =
(S,Σ, T, s0, A), kde:
• S je konecˇna´ mnozˇina stavov
• Σ je vstupna´ abeceda
• T je prechodova´ funkcia ( T : S × (Σ ∪ {²})→ P (S) )
• s0 je zacˇiatocˇny´ stav (s0 ∈ S)
• A je mnozˇina koncovy´ch stavov (A ⊆ S)
kde P (S) je potencˇna´ mnozˇina S, ² je pra´zdny ret’azec. Ked’ X je ret’azec nad abecedou Σ,
tak M pr´ıjma ret’azec X vtedy, ked’ existuje reprezenta´cia X = x1x2 . . . xn, xi ∈ (Σ ∪ {²})
a su´cˇasne poradie stavov r0, r1, . . . , rn, ri ∈ S a su´ splnene´ nasledovne´ podmienky:
1. r0 = s0
2. ri = T (ri−1, xi), pre i = 1, . . . , n
3. rn ∈ A.
Implementa´cia
Nedeterministicke´ konecˇne´ automaty mozˇno naimplementovat’ viacery´mi spoˆsobmi:
• Prevodom na deterministicky´ konecˇny´ automat. Tento prevod je pomerne jednoduchy´
(pr´ıklad viz na obra´zkoch 4.1 a 4.2). Ale v najhorsˇom pr´ıpade moˆzˇe nastat’ situa´cia,
kde sa pocˇet novy´ch stavov deterministicke´ho automatu zvy´sˇi exponencia´lne. Oproti
ostatny´m riesˇeniam ma´ ale znacˇnu´ vy´hodu v ry´chlosti.
• Udrzˇiavan´ım mnozˇiny aktua´lnych stavov, v ktory´ch sa automat pra´ve moˆzˇe nacha´dzat’.
Pri nacˇ´ıtanom symbole sa automat poku´si previest’ pre kazˇdy´ jeden stav z mnozˇiny
pravidla´ pr´ıslusˇiace vstupne´mu symbolu a tomuto stavu. Pri nacˇ´ıtan´ı posledne´ho
symbolu potom automat uzˇ len skontroluje, cˇi je niektory´ stav z mnozˇiny aktua´lnych
stavov aj v mnozˇine koncovy´ch stavov, a ked’ taky´ existuje, tak automat vstupny´
ret’azec pr´ıjma. Toto riesˇenie spotrebuje v najhojrsˇom pr´ıpade tolko isto pama¨ti
na ulozˇenie stavov, ako prevedeny´ deterministicky´ automat, ale je jednoduchsˇie na
implementa´ciu.
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• Vytvoren´ım viacery´ch ko´pi´ı. V pr´ıpade, zˇe sa ma´ automat rozhodnu´t’ medzi n
mozˇny´mi prechodmi, vytvor´ı n−1 ko´pi´ı same´ho seba a kazˇda´ ko´pia odsimuluje jedno
pravidlo a vstu´pi do pr´ıslusˇne´ho stavu. Ked sa po nacˇ´ıtan´ı posledne´ho symbolu asponˇ
jeden z automatov nacha´dza v konecˇnom stave, tak automat vstupny´ ret’azec pr´ıjma.
Ako predcha´dzaju´ce postupy, tak aj tento moˆzˇe v najhorsˇom pr´ıpade zvy´sˇit pama¨t’ove´
na´roky exponencia´lne. Avsˇak jeho vy´hoda spocˇ´ıva v paralelny´ch syste´moch, kde sa
jednotlive´ automaty moˆzˇu simulovat’ paralelne.
• Backtrackingom. V situa´cii, ked’ si ma´ automat vybrat’ medzi viacery´mi prechodmi,
odsimuluje tieto prechody po jednom s ty´m, zˇe ked’ sa po nacˇ´ıtan´ı vstupne´ho ret’azca
nacha´dza v konecˇnom stave, tak dany´ ret’azec pr´ıjma. Ked’ neexistuje pravidlo,
ktore´ by vyhovovalo vstupne´mu symbolu a aktua´lnemu stavu, alebo bol nacˇ´ıtany´
posledny´ symbol, a automat sa nenacha´dza v konecˇnom stave, tak sa automat vra´ti do
predcha´dzaju´ceho stavu a nacˇ´ıtany´ symbol vra´ti do vstupne´ho ret’azca. Ta´to meto´da
je uzˇitocˇna´, ked’ potrebujeme zaistit’ informa´ciu o presnom porad´ı vykonany´ch krokov.
4.1.2 Deterministicke´ automaty
Deterministicky´ konecˇny´ automat je taky´ automat, ktory´ v mnozˇine pravidiel obsahuje len
take´ pravidla´, pre ktore´ plat´ı, zˇe pre kazˇdy´ vstupny´ symbol existuje len jeden nasleduju´ci
stav. Tento fakt je vel’mi vy´hodny´ pre prakticku´ implementa´ciu, ktora´ je vd’aka nemu
menej na´rocˇna´ ako na pama¨t’, tak na vy´pocˇetny´ cˇas. Deterministicky´ automat je vlastne
len podmnozˇinou nedeterministicke´ho automatu.
Forma´lna defin´ıcia
Matematicky moˆzˇeme deterministicky´ automat vyjadrit’ ako pa¨ticu M = (S,Σ, T, s0, A),
kde:
• S je konecˇna´ mnozˇina stavov
• Σ je vstupna´ abeceda
• T je prechodova´ funkcia ( T : (S × Σ)→ S) )
• s0 je zacˇiatocˇny´ stav ( s0 ∈ S )
• A je mnozˇina koncovy´ch stavov (A ⊆ S)
Ked’X je ret’azec nad abecedou Σ, takM pr´ıjma ret’azecX vtedy, ked’ existuje reprezenta´cia
X = x1x2 . . . xn ∈ (Σ) a su´cˇasne poradie stavov r0, r1, . . . , rn ∈ S a su´ splnene´ nasledovne´
podmienky:
1. r0 = s0
2. ri+1 = T (ri, xi), pre i = 1, . . . , n− 1
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3. rn ∈ A.
4.1.3 Ekvivalencia
Akokol’vek sa mozˇnost’ preva´dzat’ viac vy´pocˇtov naraz moˆzˇe zdat’ uzˇitocˇna´, v skutocˇnosti
je vy´pocˇetny´ model nedeterministicke´ho automatu u´plne rovnako mocny´ ako model
deterministicke´ho automatu. Obidva pr´ıjmaju´ len regula´rne jazyky. Takisto existuje
relat´ıvne trivia´lny mechanicky´ prevod lubovolne´ho nedeterministicke´ho automatu na
ekvivalentny´ deterministcky´, ale pocˇet stavov moˆzˇe vzra´st’ exponencia´lne. Kazˇdy´ stav preve-
dene´ho deterministicke´ho automatu potom odpoveda´ nejakej mnozˇine stavov poˆvodne´ho
nedeterministicke´ho automatu s ty´m, zˇe su´ medzi nimy jednoznacˇne´ prechody. Pr´ıklad
nedeterministicke´ho automatu a k nemu ekvivalentne´ho deterministicke´ho je na obra´zkoch
4.1 a 4.2.
Obra´zok 4.1: Pr´ıklad nedeterministice´ho automatu
Obra´zok 4.2: Deterministicky´ automat, ktory´ vznikol konverziou nedeterministike´ho
automatu z obra´zku 4.1
4.1.4 Vy´hody a nevy´hody
Deterministicke´ konecˇne´ automaty su´ jedny´m z najpraktickejˇs´ıch modelov v informatike,
pretozˇe sa daju´ naimplementovat trivia´lnym algoritmom vyuzˇ´ıvaju´c konsˇtantny´ priestor
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a linea´rnu zlozˇitost vy´pocˇtu. Pracuju´ nad datovy´m vstupom znak po znaku bez nutnosti
nacˇ´ıtania viacery´ch vstupny´ch symbolov. Pra´ve vd’aka ty´mto vlastnostiam su´ determini-
sticke´ automaty obl’´ubene´ hlavne v prakticky´ch aplika´cia´ch.
Nedeterministicke´ automaty potrebuju´ na vyjadrenie toho iste´ho modelu ako determin-
isticke´ o mnoho menej stavov (pri konverzii na deterministicke´ pocˇet stavov moˆzˇe narastat’
exponencia´lne). Tu´to vy´hodu ocenia hlavne teoretici, ktory´ tak maju´ mozˇnost’ jednoducho
pop´ısat’ zlozˇite´ syste´my, avsˇak ich komplikovana´, a na pama¨t’ovy´ prietor a vy´pocˇetny´ cˇas
na´rocˇna´ implementa´cia moˆzˇe byt’ vel’kou nevy´hodou pri praktickom vyuzˇit´ı.
4.2 Rozpozna´vacie / Prevodn´ıkove´
4.2.1 Rozpozna´vacie automaty
Rozpozna´vacie automaty (niekedy sa nazy´vaju´ aj akceptory) slu´zˇia na pr´ıjmanie ret’azcov.
Ich vy´sledok je bina´rny podl’a toho, cˇi ret’azec pr´ıjmaju´ alebo nie. Pre kazˇdy´ stav vieme
povedat’, cˇi je konecˇny´, a teda ked’ v nˇom automat skoncˇ´ı, tak ret’azec pr´ıjma, alebo nieje
konecˇny´ a automat ret’azec nepr´ıjma.
O ty´chto automatoch moˆzˇeme povedat’ aj to, zˇe rozpozna´vaju´ take´ jazyky, ktore´
obsahuju´ vsˇetky slova´ pr´ıjmane´ automatom, a zˇiadne ine´. Taky´ jazyk sa potom nazy´va
regula´rny jazyk a moˆzˇeme povedat’, zˇe je pr´ıjmany´ automatom.
Tieto automaty sa pouzˇ´ıvaju´ hlavne v lexika´lnej analy´ze, kde slu´zˇia vd’aka ich
vlastnostiam ako na´stroj pre rozpozna´vanie jednotlivy´ch cˇast´ı textu alebo zdrojove´ho ko´du.
4.2.2 Prevodn´ıkove´ automaty
Prevodn´ıkove´ automaty generuju´ vy´stup na za´klade vstupu a dane´ho stavu. Narozdiel od
rozpozna´vacieho automatu, ktory´ ma´ len vstup, maju´ prevodn´ıkove´ automaty aj vy´stup, na
ktory´ va¨cˇsˇinou vypisuju´ symboli z vy´stupnej abecedy. Na tento typ automatov sa moˆzˇeme
pozriet’ aj ako na genera´tor ret’azcov. Potom mnozˇinu vsˇetky´ch ret’azcov generovany´ch
automatom moˆzˇeme cha´pat’ ako jazyk - ty´m pa´dom tento automat slu´zˇi ako genera´tor
jazykov. Avsˇak ty´mto jeho vyjadrovacia sila bohuzˇial’ nevzrastie, pretozˇe ako pr´ıjmany´, tak
aj generovany´ jazyk patr´ı do skupiny regula´rnych jazykov.
Na´zov prevodn´ıkovy´ automat pocha´dza z toho, zˇe tento automat vlastne preva´dza
vstupny´ ret’azec na vy´stupny´ pomocou svojich stavov. Pokial’ je nedeterministicky´, tak moˆzˇe
nastat’ situa´cia, zˇe pre jeden vstupny´ ret’azec sa vygeneruje viacero vy´stupny´ch ret’azcov.
Pouzˇitie prevodn´ıkovy´ch automatov je vel’mi sˇiroke´, najcˇastejˇsie sa s nimi moˆzˇeme




Matematicky moˆzˇeme prevodn´ıkove´ automaty vyjadrit’ ako sˇesticu M = (Q,Σ,Γ, s0, F, δ),
kde:
• Q je konecˇna´ mnozˇina stavov
• Σ je vstupna´ abeceda
• Γ je vy´stupna´ abeceda
• s0 je pocˇiatocˇny´ stav ( s0 ∈ Q )
• F je mnozˇina koncovy´ch stavov (F ⊆ S)
• δ je prechodova´ funkcia ( δ ⊆ Q(Σ∪ {²})× (Γ∪ {²})×Q ), kde ² je pra´zdny ret’azec.
Moorove / Mealyho
Prevodn´ıkove´ automaty by sme mohli rozdelit’ do dvoch za´kladny´ch skup´ın - Mealyho
automaty a Moorove automaty. Tieto dva pr´ıstupy su´ plne ekvivalentne´, a moˆzˇeme ich
medzi sebou l’ubovolne preva´dzat’. Kazˇdy´ ma svoje vy´hody aj nevy´hody.
Moorove automaty: Pri Moorovy´ch automatoch je vy´stup dany´ iba konkre´tnym stavom
neza´visle od pravidla, ktore´ sa pouzˇilo ani od vstupne´ho symbolu. Tento model
vymyslel priekopn´ık teo´rie automatov Edward F. Moore [5]. Vy´hodou Moorovy´ch
automatov je, zˇe maju´ jednoduchsˇie chovanie ako Mealyho, cˇo je ale vyva´zˇene´ ty´m, zˇe
na rovnaku´ funkcˇnost’ potrebuju´ va¨cˇsˇ´ı pocˇet stavov a prechodov medzi nimi. Typicky´
pr´ıklad Moorovho automatu moˆzˇeme vidiet’ na obra´zku 4.3.
Obra´zok 4.3: Moorov automat
Mealyho automaty: Mealyho automat, narozdiel od Moorovho, generuje vy´stup nielen v
za´vislosti od aktua´lneho stavu, ale taktiezˇ na za´klade vstupne´ho symbolu a pouzˇite´ho
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pravidla. Na´zov Mealyho automatov pocha´dza od G. H. Mealyho, ktory´ tento pr´ıstup
vymyslel v roku 1955 [3]. Mealyho automaty maju´ s´ıce komplexnejˇsie chovanie ako
Moorove, ale zato na realizovanie rovnakej funkcˇnosti potrebuju´ mensˇ´ı pocˇet stavov.
Typicky´ pr´ıklad Mealyho automatu moˆzˇeme vidiet’ na obra´zku 4.4.




V tejto kapitole si na u´vod neforma´lne pop´ıˇseme, cˇo je to lenivy´ konecˇny´ automat, uvedieme
forma´lnu defin´ıciu a meto´du prevodu na obycˇajny´ konecˇny´ automat.
V druhej cˇasti bude nasledovat’ popis implementa´cie simulacˇne´ho programu, ktory´
sa da´ okrem odsimulovania automatu pouzˇit’ napr´ıklad aj na vystavanie jednoduche´ho
syntakticke´ho analyza´toru.
V poslednej cˇasti sa nacha´dza u´vaha nad mozˇny´mi rozsˇ´ıreniami projektu a zhrnutie
celej pra´ce.
5.1 Popis
Lenivy´ konecˇny´ automat obsahuje v podstate jednoduche´ rozsˇ´ırenie pravidiel. Namiesto
jedne´ho symbolu na prechode moˆzˇe nacˇ´ıtat’ cely´ ret’azec. To je obzvla´sˇt’ vy´hodne´ na za´pis
pre jednoduchy´ lexika´lny analyza´tor, kde uzˇivatel’ moˆzˇe zapisovat’ jednotlive´ ret’azce ako
prechodove´ pravidla´. Pr´ıklad take´hoto automatu je na obra´zku 5.1.
Toto rozsˇ´ırenie je cˇiste kozmeticke´ho charakteru, lenivy´ konecˇny´ automat ma´ rovnaku´
vyjadorvaciu silu ako obycˇajne´ konecˇne´ autmaty, a ako si uka´zˇeme v d’al’ˇsej cˇasti tejto
kapitoly, existuje jednoduchy´ algoritmus na prevod medzi lenivy´m a obycˇajny´m konecˇny´m
automatom (5.3).
5.2 Forma´lna defin´ıcia
Lenivy´ automat moˆzˇeme forma´lne zap´ısat’ ako pa¨ticu M = (Q,Σ, R, s, F ), kde:
• Q je konecˇna´ mnozˇina stavov
• Σ je vstupna´ abeceda
• R ⊆ Q(Σ∗ ∪ {²})×Q je mnozˇina pravidiel
• s ∈ Q je pocˇiatocˇny´ stav
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• F ⊆ Q je mnozˇina koncovy´ch stavov
Jediny´ rozdiel oproti obycˇajne´mu automatu je v mnozˇine pravidiel, kde je namiesto
vstupne´ho symbolu ret’azec Σ∗.
5.3 Prevod
Podstatou prevodu lenive´ho konecˇne´ho automatu na automat obycˇajny´ je jednoduchy´
algoritmus. Kazˇdy´ vstupny´ ret’azec je rozlozˇeny´ na jednotlive´ symboly, ktore´ su´ na´sledne
pouzˇite´ na vytvorenie novy´ch pravidiel. Pre kazˇdu´ dvojicu nasleduju´cich symbolov je
vytvoreny´ novy´ stav. Cez tieto stavy potom automat precha´dza pri pr´ıjman´ı cele´ho ret’azca.
Pr´ıklad lenive´ho automatu aj s prevedeny´m obycˇajny´m automatom moˆzˇete vidiet’ na
obra´zkoch 5.1 a 5.2.
Obra´zok 5.1: Pr´ıklad lenive´ho automatu - za´pis pomocou grafu




V nasleduju´cej kapitole bude pop´ısany´ na´vrh, implementa´cia a pouzˇitie aplika´cie postavenej
na za´klade lenive´ho konecˇne´ho automatu. Jej vyuzˇitie je aj teoreticke´, kde je poskytnuta´
mozˇnost’ odsimulovat’ lenivy´ konecˇny´ automat, na ktorom sa daju´ sku´mat’ roˆzne vlastnosti
lenivy´ch automatov, tak aj prakticke´, kde moˆzˇe poslu´zˇit’ ako za´klad syntakticke´ho
analyza´toru, ked’zˇe na vstupny´ konfiguracˇny´ su´bor sa da´ pozerat’ aj ako na gramatiku (jeho
forma´t bol insˇpirovany´ forma´tom vstupne´ho su´boru programov GNU Bison [6] a yacc), aj
ked’ s urcˇity´mi obmedzeniami.
6.1 Pouzˇitie
Za´kladom programu je nedeterministicky´ prevodn´ıkovy´ mealyho automat s ²-pravidlami.
Tento model bol zvoleny´ vzhl’adom na jeho mozˇnost’ jednoduche´ho za´pisu uzˇivatel’om, ktora´
sa hod´ı na dane´ simula´cie. Na kazˇdej hrane si uzˇivatel’ moˆzˇe zadat’ vlastny´ ko´d v jazyku
C, ktory´ sa spust´ı vzˇdy, ked’ automat prejde danou hranou. Vstupom pre automat je
konfiguracˇny´ su´bor, ktory´ je blizˇsˇie pop´ısany´ v cˇasti 6.1.1. Tento su´bor obsahuje popis
automatu. Konfiguracny´ su´bor je nacˇ´ıtany´ parserom, ktory´ na za´klade neho vygeneruje
konecˇny´ automat. Na za´klade tohoto automatu sa potom vygeneruje vy´stupny´ su´bor v
jazyku C, ktory´ po preklade dany´ automat odsimuluje. Samotny´ konfiguracˇny´ su´bor je
jediny´m vstupom pre program. Ten ma´ dva povinne´ argumenty, a to na´zov konfiguracˇne´ho
su´boru a vy´stupne´ho su´boru, do ktore´ho sa vygeneruje zdrojovy´ ko´d vy´sledne´ho automatu.
6.1.1 Konfiguracˇny´ su´bor
Ako uzˇ bolo spomenute´, konfiguracˇny´ su´bor ma´ forma´t vel’mi podobny´ zdrojove´mu su´boru
pre program GNU Bison. Sklada´ sa z jednotlivy´ch pr´ıkazov zacˇ´ınaju´cich na´zvom aktua´lneho
stavu, a ukoncˇeny´ch znakom ’;’. Pr´ıkazy obsahuju´ jednotlive´ pravidla´ a su´ nasleduju´ceho
forma´tu:
aktualny_stav : ‘‘vstupny_retazec’’ dalsi_stav {uzivatelov_kod}
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| ‘‘vstupny retazec’’ dalsi_stav {uzivatelov_kod}
| ...
;
Tento riadok popisuje dve hrany, ktore´ precha´dzaju´ z jedne´ho stavu do druhe´ho nacˇ´ıtan´ım
ret’azca uzavrene´ho v u´vodzovka´ch. Pri kazˇdom prechode touto hranou za´rovenˇ spust´ı
uzˇivatel’om definovany´ ko´d nap´ısany´ v zlozˇeny´ch za´tvorka´ch. Nasleduju´ci zoznam obsahuje
kra´tky popis ku kazˇdej zlozˇke pr´ıkazu:
• aktualny_stav : Na´zov aktua´lneho stavu, pre ktory´ su´ dane´ pravidla´ definovane´.
Na´zov moˆzˇe obsahovat’ len znak, cˇ´ıslicu alebo podtrzˇ´ıtko. Ta´to informa´cia je povinna´
na zacˇiatku kazˇde´ho pr´ıkazu.
• ’:’ : Dvojbodka oddeluje na´zov aktua´lneho stavu od zvysˇku pr´ıkazu popisuju´ceho
jednotlive´ pravidla´. Ta´to informa´cia je povinna´.
• “vstupny_retazec “: Mus´ı byt’ uzavrety´ v dvojity´ch u´vodzovka´ch. Moˆzˇe obsahovat’
l’ubovolne´ znaky, a za´rovenˇ podporuje nasleduju´ce sˇpecia´lne znaky, ktore´ preklada´ na
pr´ıslusˇne´ hodnoty:
– ’\n’ : koniec riadku
– ’\t’ : horizonta´lny tabula´tor
– ’\v’ : vertika´lny tabula´tor
– ’\“’ : ty´mto znakom sa daju´ definovat’ dvojite´ u´vodzovky, ktore´ norma´lne
ohranicˇuju´ vstupny´ ret’azec.
– ’\\’ : kombina´cia dvoch opacˇny´ch lomı´tok popisuje obycˇajne´ opacˇne´ lomı´tko,
ktore´ je norma´lne pouzˇ´ıvane´ na odl´ıˇsenie sˇpecia´lnych znakov.
Definovanie vstupne´ho ret’azca je nepovinne´, a ked’ je vynechane´, tak sa vstupny´
ret’azec povazˇuje za pra´zdny.
• dalsi_stav : Na´zov d’al’ˇsieho stavu, do ktore´ho automat prejde po nacˇ´ıtan´ı ret’azca.
Ta´to informa´cia je nepovinna´, ale ked’ je vynechana´, znacˇ´ı to, zˇe po nacˇ´ıtan´ı vstupne´ho
ret’azca sa automat dosta´va do konecˇne´ho stavu.
• {uzivatelov_kod} : Medzi zlozˇeny´mi za´tvorkami je uvedeny´ uzˇivatel’ov ko´d v jazyku
C, ktory´ sa vykona´ vzˇdy po odsimulovan´ı pravidla. Ta´to informa´cia je nepovinna´, a
ked’ je vynechana´, tak sa zˇiadny ko´d neprevedie.
• ’|’ : Tento znak oddeluje d’al’ˇsie pravidla´ od predcha´dzaju´ceho. Pre kazˇde´ d’al’ˇsie
pravidlo plat´ı, zˇe ma´ rovnaku´ syntax od symbolu ’:’. Ta´to informa´cia je nepovinna´,
pr´ıkaz moˆzˇe mat’ len jedno pravidlo, a d’al’ˇsie pravidla´ nemusia byt’ definovane´.
• ’;’ : Symbol ukoncˇenia pr´ıkazu je povinny´ na konci kazˇde´ho pr´ıkazu.
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V konfiguracˇnom su´bore sa moˆzˇe na l’ubovolnom mieste nacha´dzat’ komenta´r, ktory´ ma´
syntax identicku´ ako v jazyku C - t.j. vsˇetko uzavrete´ v kombina´cii znakov /* a */. Pr´ıklad
jednoduche´ho konfiguracˇne´ho su´boru, ktory´ nacˇ´ıtava pr´ıkaz mov v jazyku assembler v dvoch
varia´cia´ch (mov ax, bx a mov bx, ax) a na standardny´ vy´stup p´ıˇse bina´rne hodnoty podl’a
vstupu:
start : ‘‘ ’’ start
| ‘‘\n’’ start
| ‘‘mov’’ mov { printf(‘‘000’’); }
| ‘‘’’ { printf(‘‘\n’’); } /* finish */
;
mov : ‘‘ ’’ mov
| ‘‘ax, ’’ movax { printf(‘‘00’’); }
| ‘‘bx, ’’ movbx { printf(‘‘01’’); }
;
movax : ‘‘ ’’ movax
| ‘‘bx’’ endl { printf(‘‘01’’); }
;
movbx : ‘‘ ’’ movbx
| ‘‘ax’’ endl { printf(‘‘00’’); }
;
endl : ‘‘\n’’ start
| ‘‘’’ { printf(‘‘\n’’); } /* finish */
;
6.2 Na´vrh
Na´vrh programu vyuzˇ´ıva niektore´ rysy objektovo-orientovane´ho pr´ıstupu, ktore´ su´ kombi-
novane´ s imperat´ıvnym pr´ıstupom. Sklada´ sa z troch hlavny´ch modulov:
• Parser konfiguracˇne´ho su´boru 6.2.1
• Konecˇny´ automat 6.2.2
• Genera´tor vy´stupne´ho ko´du 6.2.3
Ich vza´jomne´ prepojenie je zna´zornene´ na obra´zku 6.1. Zatial’ cˇo konecˇny´ automat je
definovany´ ako trieda, ktora´ ma´ meto´dy na prida´vanie stavov, pravidiel, ich vypisovanie
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alebo uvolnˇovanie z pamati, parser a genera´tor su´ naimplementovane´ ako procedu´ry, ktore´
pracuju´ nad ty´mto automatom.
Pre potreby ty´chto modulov boli naprogramovane´ pomocne´ funkcie a triedy, ktore´ su´
vyuzˇ´ıvane´ po celom zdrojovom ko´de. Medzi ne patr´ı:
error Tento modul obsahuje pomocne´ funkcie na vypisovanie chybovy´ch hla´sˇok, ale aj
na aloka´ciu pama¨ti alebo kop´ırovanie stringu do nove´ho miesta v pama¨t’i. Tieto
funkcie ale pri neu´spechu koncˇia termina´ciou programu a vyp´ısan´ım chybovy´ch hla´sˇok
(tento pr´ıstup vy´razne zmensˇuje d´lzˇku nap´ısane´ho ko´du a su´cˇasne nutnost’ kontroly
u´spesˇne´ho alokovania pamati, cˇ´ım zjednodusˇuje p´ısanie a ladenie cele´ho projektu),
preto su´ obsiahnute´ pra´ve v tomto module.
list Tento modul obsahuje jednoduchu´ triedu urcˇenu´ na pra´cu s linea´rnym zoznamom.
Ta´to trieda je pouzˇita´ hlavne konecˇny´m automatom pre ulozˇenie pravidiel a stavov.
Je vsˇak navrhnuta´ vsˇeobecne tak, aby jednotlive´ polozˇky mohli obsahovat’ l’ubovolne´
u´daje.
start.c Tento su´bor nieje modul, ale vklada´ sa do vy´sledne´ho ko´du vygenerovane´ho
programom. Obsahuje jednoduchy´ za´sobn´ık, do ktore´ho sa uklada´ poradie pouzˇity´ch
pravidiel simulovane´ho automatu. Do su´boru je mozˇne´ prida´vat’ roˆzne hlavicˇky knizˇn´ıc
alebo uzˇivatel’ske´ funkcie, ktore´ moˆzˇu byt’ potom pouzˇite´ simulovany´m automatom.
Nasleduju´ca sekcia obsahuje kra´tky popis jednotlivy´ch modulov:
6.2.1 Parser konfiguracˇne´ho su´boru
Tento modul je zodpovedny´ za spra´vne nacˇ´ıtanie konfiguracˇne´ho su´boru. Jeho rozhranie
tvor´ı jedina´ funkcia parse(), ktora´ ma´ dva argumenty - konfiguracny´ su´bor a konecˇny´
automat. Ta´to funkcia po zavolan´ı napln´ı konecˇny´ automat. Sklada´ sa z lexika´lneho
analyza´toru, ktory´ nacˇ´ıtava jednotlive´ slova´ oddelenne´ medzerami, ktore´ preda´va syntak-
ticke´mu analyza´toru. Ten potom kontroluje spra´vnost’ syntaxe a za´rovenˇ uklada´ informa´cie
na pridanie stavu. Akona´hle naraz´ı na znak ’|’ alebo ’;’, zavola´ funkciu konecˇne´ho
automatu urcˇenu´ na prida´vanie pravidiel, a preda´ jej nacˇ´ıtane´ hodnoty. Pri chybnom
forma´te konfiguracˇne´ho su´boru vyp´ıˇse chybovu´ hla´sˇku a program sa ukoncˇ´ı.
6.2.2 Konecˇny´ automat
Tento modul obsahuje triedu konecˇne´ho automatu, ktora´ obsahuje tri triedy potrebne´ na
ulozˇenie vsˇetky´ch informa´ci´ı vra´tane stavov, prechodov medzi nimy a uzˇivatel’sky´m ko´dom.
Automat sa tva´ri navonok ako lenivy´, ale vo vnu´tri ma´ architektu´ru obycˇajne´ho automatu.
Rozsˇ´ırene´ pravidla´ obsahuju´ce ret’azce su´ automaticky konvertovane´ na jednoduche´ pravidla´
obsahuju´ce jeden symbol. Nasleduju´ci zoznam popisuje triedy pouzˇite´ na ulozˇenie vsˇetky´ch
informa´cii o automate:
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t rule v tejto triede su´ ulozˇene´ informa´cie o jednom prechode - vstupny´ symbol, nasleduju´ci
stav, identifikacˇne´ cˇ´ıslo prechodu pouzˇite´ pri ukladan´ı prechodu na za´sobn´ık v
samotnej simula´cii, a ret’azec obsahuju´ci uzˇivatel’ov ko´d.
t state obsahuje na´zov stavu, ktory´ sa kontroluje pri parsovan´ı konfiguracˇne´ho su´boru
(aby sa jeden stav nevlozˇil viac kra´t), identifikacˇne´ cˇ´ıslo, ktore´ slu´zˇi na vnu´tornu´
reprezenta´ciu stavu, a nakoniec zoznam prechodov obsahuju´ci objekty triedy t_rule.
t fsm je za´kladna´ trieda pouzˇita´ pri pra´ci s automatom. Ta´to trieda obsahuje cele´ rozhranie
k automatu. Sklada´ sa zo zoznamu stavov a pomocny´ch u´dajov pre vytva´ranie
novy´ch stavov (pouzˇity´ch pri konverzii z rozsˇ´ıreny´ch pravidiel na jednoduche´) a pre
pridelovanie identifikacˇny´ch cˇ´ısiel jednotlivy´m uzˇivatel’sky´m ko´dom.
Samotne´ rozhranie automatu obsahuje pa¨t’ verejny´ch meto´d - konsˇtruktor pre vytvorenie
samotny´ch objektov, meto´dy pre vyhlada´vanie existuju´ceho stavu, pridanie nove´ho stavu,
pridanie nove´ho pravidla, a desˇtruktor pre uvolnenie pama¨ti v ktorej bol objekt pouzˇity´.
6.2.3 Genera´tor vy´stupne´ho ko´du
Tento modul obsahuje vsˇetko potrebne´ pre vygenerovanie zdrojove´ho ko´du na za´klade
automatu. Jeho rozhranie tvor´ı jedna funkcia, ktora´ ma´ dva parametre - vy´stupny´ su´bor
a konecˇny´ automat. Funkcia po zavolan´ı vytvor´ı vy´stupny´ zdrojovy´ ko´d pouzˇ´ıvany´ na
simula´ciu samotne´ho automatu (vy´stupny´ su´bor je pop´ısany´ na 6.2.4).
6.2.4 Vy´stupny´ su´bor
Pre simula´ciu vy´sledne´ho automatu bola zvolena´ meto´da backtrackingu (blizˇsˇie pop´ısana´
v odstavci 4.1.1). Vzhl’adom na prevodn´ıkovy´ charakter automatu, kde ma´ kazˇda´ hrana
se´mantiku v podobe uzˇivatel’om definovane´ho zdrojove´ho ko´du, by bol prevod na determin-
isticky´ automat vel’mi na´rocˇny´, ked’zˇe dany´ algoritmus nieje zna´my. Avsˇak backtracking
poskytuje pozˇadovanu´ funkcˇnost’ a su´cˇasne jednoduchsˇiu implementa´ciu za cenu nizˇsˇej
ry´chlosti.
Automat funguje na princ´ıpe prehlada´vania stavove´ho priestoru do h´lbky. Snazˇ´ı sa
na´jst’ u´spesˇnu´ cestu ku konecˇne´mu stavu. Pre prvu´ taku´to na´jdenu´ cestu potom odsimuluje
jednotlive´ prechody spolu s uzˇivatel’sky´m ko´dom.
Kazˇdy´ stav automatu je reprezentovany´ funkciou, v ktorej sa nacˇ´ıta vstupny´ symbol,
a postupne sa simuluju´ jednotlive´ pravidla´ volan´ım funkci´ı na´lezˇity´ch stavov. Pre kazˇdy´
prechod sa ulozˇ´ı do za´sobn´ıka identifikacˇne´ cˇ´ıslo pouzˇite´ho pravidla. Tento za´sobn´ık je
potom pouzˇity´ na volanie pr´ıslusˇne´ho uzˇivatel’ske´ho ko´du. Ked’ program naraz´ı na znak
konca su´boru a za´rovenˇ sa nacha´dza v konecˇnom stave, tak odsimuluje pravidla´ v za´sobn´ıku
a u´spesˇne ukoncˇ´ı program. V pr´ıpade, zˇe naraz´ı na symbol, pre ktory´ neexistuje pravidlo v
aktua´lnom stave, tak prejde do ²-pravidiel. Ked’ take´to pravidla´ neexistuju´ pre dany´ stav,
potom vra´ti nacˇ´ıtany´ vstupny´ symbol do vstupne´ho ret’azca a vra´ti sa do predcha´dzaju´ceho
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Obra´zok 6.1: Na´vrh aplika´cie
stavu pouzˇit´ım na´vratovej funkcie return. Tam potom precha´dza dal’ˇsie pravidla´. Program
koncˇ´ı neu´spechom pri na´vrate do funkcie main, cˇo znamena´, zˇe nebola na´jdena´ zˇiadna cesta
do konecˇne´ho stavu pre dany´ vstupny´ ret’azec.
Pouzˇitie ²-pravidiel je nebezpecˇne´, pretozˇe automat sa moˆzˇe zacyklit’ pri urcˇity´ch
konfigura´cia´ch a vstupny´ch ret’azcoch. Toto je vsˇak osˇetrene´ v programe meto´dou pocˇ´ıtania
po sebe nasleduju´cich pouzˇity´ch ²-pravidiel. Ked’ tento pocˇet prevy´sˇi pocˇet existuju´cich





Vy´sledkom tejto bakala´rskej pra´ce je aplika´cia simuluju´ca model lenive´ho konecˇne´ho
automatu. Tento program za´rovenˇ slu´zˇi aj ako genera´tor syntakticky´ch analyza´torov v
jazyku C s obmedzenou gramatikou.
Aktua´lna verzia programu sp´lnˇa za´kladnu´ funkcˇnost’, a za´rovenˇ obsahuje aj dodatocˇne´
vylepsˇenia ako napr´ıklad detekciu zacyklenia. Ako mozˇne´ d’al’ˇsie rozsˇ´ırenia by mohol
obsahovat’ mozˇnost’ prevodu nedeterministicke´ho automatu na plne deterministicky´, aj ked’
s urcˇity´mi obmedzeniami pre zada´vane´ konfigura´cie.
Takisto uzˇivatel’ske´ rozhranie obsahuje len za´kladnu´ funkcˇnost’. Medzi jeho mozˇne´
rozsˇ´ırenia by sme mohli zaradit’ podrobnejˇsie hla´sˇky o chyba´ch v konfiguracˇnom su´bore,
alebo mozˇnost’ definovania skupiny vstupny´ch ret’azcov na prechod do d’al’ˇsieho stavu
(pr´ıklad z praxe: definovanie skupiny bielych znakov t.j. medzern´ık, koniec riadku,
tabula´tor, atd.).
Nieje v mozˇnostiach tejto pra´ce obsiahnut’ vsˇetky informa´cie na danu´ te´mu. O
automatoch sa moˆzˇete dozvediet’ viac napr´ıklad v knihe od Alexandra Meduny [4]
alebo Jamesa Andersona [1] spomenutej na konci tejto pra´ce. Ako odrazovy´ most´ık pre
zacˇiatocˇn´ıkov moˆzˇe poslu´zˇit’ aj Wikipedia [7], kde sa nacha´dza vel’a uzˇitocˇny´ch, aj ked’ nie
tak podrobny´ch a kvalitny´ch informa´ci´ı.
26
Literatura
[1] James A. Anderson. Automata Theory with Modern Application. Cambridge
University Press, New York, 2006.
[2] Stephen C. Kleene. Representation of events in nerve nets and finite automata, in
Automata studies. Princeton University Press, 1956.
[3] G. H. Mealy. A Method for Synthesizing Sequential Circuits. Bell System Tech. J.,
1955.
[4] Alexander Meduna. Automata and Languages: Theory and Applications. Springer,
London, 2000.
[5] Edward F. Moore. Gedanken-experiments on Sequential Machines. Princeton
University Press, 1956. Automata Studies.
[6] WWW stra´nky. Gnu bison manual.
http://www.gnu.org/software/bison/manual/html mono/bison.html.
[7] WWW stra´nky. Wikipedia, the free encyclopedia.
http://en.wikipedia.org/wiki/Automata theory.
[8] Alan M. Turing. On computable numbers with an application to the
Entscheidungsproblem. Proceedings of the London Mathematical Society 2, 1936.
[9] Walter Pitts Warren S. McCulloch. A logical calculus of the ideas immanent in
nervous activity. Bulletin of Mathematical Biophysics 5, 1943.
27
Zoznam pr´ıloh
A Datovy´ nosicˇ CD s kompletnou implementa´ciou programu, uzˇivatel’skou pr´ırucˇkou a
zdrojovy´mi ko´dmi tejto pra´ce v elektronickej podobe.
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