LED VU meter by LEBEN, KLEMEN
 
 
Univerza v Ljubljani 
Fakulteta za elektrotehniko 
Klemen Leben 




Visokošolski strokovni študijski program 
prve stopnje Aplikativna elektrotehnika 









Zahvaljujem se svojemu mentorju doc. dr. Samu Begušu za čas, ki si ga je vzel zame, za 
koristne nasvete in  izposojo pripomočkov, s pomočjo katerih sem lažje dokončal svojo diplomsko 
nalogo. 
Zahvaljujem se tudi sodelavcem v podjetju, ki so mi priskočili na pomoč pri izdelavi ohišja s 
pomočjo 3D tiskalnika in prijatelju za izposojo potrebnega orodja. 







Seznam uporabljenih kratic                                        7 
 
Povzetek                                                                                                                                                         10 
 
1. Uvod ........................................................................................................................... 15 
1.1 Merilniki jakosti signala ............................................................................................ 15 
1.2 Kaj merijo merilniki jakosti signala ? ....................................................................... 16 
1.3 Decibeli...................................................................................................................... 17 
1.4 Vrste merilnikov jakosti signala ................................................................................ 18 
1.5 Razred 1 in razred 2 merilnikov ................................................................................ 18 
1.6 Frekvenčno uteževanje .............................................................................................. 19 
1.6.1 »A« utež.............................................................................................................. 20 
1.6.2 »C« utež .............................................................................................................. 20 
1.6.3 »Z« utež .............................................................................................................. 21 
2. Izdelava merilnika jakosti hrupa ................................................................................. 22 
2.1 Strojna oprema........................................................................................................... 22 
2.1.1 Mikrokrmilnik .................................................................................................... 22 
2.1.2 Mikrofon ............................................................................................................. 24 
2.1.3 LED trak ............................................................................................................. 27 
2.1.4 LCD zaslon ......................................................................................................... 29 
2.1.5 Napajalnik........................................................................................................... 31 
2.1.6 Linijski vhod/ izhod............................................................................................ 32 
2.2 Programska koda ....................................................................................................... 34 
2.2.1 Audio System Design Tool ................................................................................ 34 
2.2.2 Druge knjižnice: ................................................................................................. 33 




2.2.4 Funkcija void setup() .......................................................................................... 33 
2.2.5 Funkcija void loop() ........................................................................................... 34 
2.3 Ohišje......................................................................................................................... 48 
3. Delovanje merilnika jakosti signala ........................................................................ 49 
4. Zaključek  ................................................................................................................... 51 





Slika 1: Merilnik jakosti signala [3] .................................................................................... 15 
Slika 2: Grafični prikaz odziva frekvenčnih uteži [7] ......................................................... 21 
Slika 3: Teensy 3.2 skupaj z avdio plošč ............................................................................. 22 
Slika 4: Mikrofon ABM-703-RC [11]................................................................................. 24 
Slika 5: Shema vezave JFET tranzistorja [3] ...................................................................... 24 
Slika 6: Mikrofon na ohišju  ................................................................................................. 23 
Slika 7: Mesto priklopa mikrofona na avdio plošči [9]  ....................................................... 23 
Slika 8: Programirljiv LED trak .......................................................................................... 27 
Slika 9: LED tra ................................................................................................................... 27 
Slika 10: Vezava LED traku ................................................................................................ 28 
Slika 11: MSP2806 LCD LED zaslon [15] ......................................................................... 29 
Slika 12: Prikaz ravni jakosti hrup ...................................................................................... 29 
Slika 13: Napajalnik LS50-5 [19]........................................................................................ 31 
Slika 14: Inštalacija komponent v ohišje  ............................................................................. 31 
Slika 15: Stereo avdio vtičnica  ............................................................................................ 32 
Slika 16: Priklop izhoda in vhoda na avdio plošči [9] ......................................................... 32 
Slika 17: Shematska vezava ................................................................................................ 33 
Slika 18: Programske povezave avdio signalov .................................................................. 34 
Slika 19: Kontakt za vhodni signal [9] ................................................................................ 33 
Slika 20: Kontakt za izhodni signal [9] ............................................................................... 34 
Slika 21: Odziv "A" utežne funkcije [23, 24]...................................................................... 33 
Slika 22: Primer območja VU metra (dBFS) [28] ................................................................ 47 
Slika 23: Ohišje in notranja polica  ...................................................................................... 48 
Slika 24: Končano ohišje ..................................................................................................... 48 
Slika 25: Delovanje merilnika jakosti signala v načinu »SPL«  .......................................... 49 




Tabela 1: Lestvica ravni jakosti hrupa iz vsakdanjih primerov [1] ..................................... 17 
Tabela 2: Odstopanja pri 1. razredu in 2. razredu merilnikov jakosti hrupa [6]  ................. 18 
Tabela 3: Prikazuje dušenje določene uteži pri določeni frekvenci [7]............................... 19 
Tabela 4: Prikaz potrebnih pinov za povezavo med Avdio ploščo in Teensy 3.2 [9]  ......... 23 









Seznam uporabljenih kratic: 
 
SPL – Jakost zvočnega signala; ang. Sound pressure level 
dB – Decibeli; ang. Decibel 
LED – Svetleča dioda; ang. Light emitting diode 
LCD – Tekočekristalni zalon; ang. Liquid crystal display 
VCC – Pozitivni napajalni kontakt; ang. Positive supply voltage 
GND – Masa; ang. Ground 
CS – Izbira čipa; ang. Chip select 
D/C – Podatkovna kontrola; ang. Data command 
MOSI – Povezava na zunanje naprave; ang. Master out Slave in 
SCK – Procesorski takt, ki ga določa glavni krmilnik; ang. Serial clock 
LED – Napajanje LED; ang. LED power supply 
MISO – Povezava na glavni krmilnik; ang. Master in Slave out 
I2C – ang. Inter-Integrated Circuit 
SPI – Sinhrono serijsko vodilo; ang. Serial Peripheral Interface 








Osnovna ideja je bila izdelava VU metra, ki zajema signal s pomočjo vgrajenega mikrofona 
ali avdio vtičnice. Za procesiranje signala sem uporabil mikrokrmilnik Teensy 3.2 skupaj z 
dodatno avdio ploščo za hitrejše procesiranje podatkov. Teensy se programira v okolju »Arduino 
Sketch«, ki temelji na programskem jeziku »C++«. Za prikaz sem uporabil dva LED trakova, kjer 
vsak LED trak prikazuje svoj kanal.  
 
Dodatno sem uporabil tudi linijski izhod, na katerega lahko priključimo slušalke in v realnem času 
poslušamo hrup, ki ga krmilnik zaznava na vhodu. 
 
Kasneje sem dodal LCD zaslon z ločljivostjo 320x240 slikovnih točk. Na zaslonu je prikazan 
trenutni aktiven vhod in raven jakosti signala. 
 
Za mikrofon je bila v gluhi sobi na fakulteti narejena kalibracija. 
 
Pri procesiranju signalov, zajetih s pomočjo mikrofona, pa sem implementiral še frekvenčno 
uteževanje (»A«). To se zelo veliko uporablja pri merilnikih jakosti signala in je definirano v 
standardu IEC 61672:2013. Namen frekvenčnega uteževanja je približati odzivnost mikrofona 
človeškemu ušesu, in sicer tako, da pri procesiranju signala izločimo frekvence, ki soprispevajo k 
računanju hrupa, ki ga človeško uho ne zaznava. 
 
Na koncu sem vse elemente sestavil skupaj v ohišje, ki sem ga narisal v programu Creo Parametric 
in  ustvaril s pomočjo 3D tiskalnika.  
 
Končna verzija merilnika jakosti signala prikazuje raven jakosti hrupa na zaslonu in LED trakovih 
ali pa za zajem signala uporablja telefon, ki predvaja glasbo. 
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Povzetek - ENG 
 
Basic idea was to make a VU meter that captures signal with a built-in microphone or a 
audio socket. For data processing was used Teensy 3.2 microcontroller soldered together with the 
audio card for faster data processing. Teensy 3.2 can be programmed in program »Arduino 
sketch«, which is based on programming language »C++«. 
Two LED strips were used to display current power of detected signal. Each LED strip for each 
channel. 
 
Later was added LCD screen with resolution 320x240 pixels. On display is shown active input and 
signal strength level. 
 
Additionally, was added line-out on which we can connect headphones and listen to the processed 
noise detected on input. 
 
A calibration was done for microphone in anechoic chamber in faculty.  
 
Additionally, was implemented frequency weighting (»A«), which is widely used in noise meters 
and is defined in the standard IEC 61672: 2013. Its purpose is to bring the microphone's response 
closer to the human ear, so the process unit exclude unnecessary frequencies that contribute to the 
calculation of noise that the human ear does not detect.  
 
At the end, all parts were assembled together into the housing, which was drew in Creo parametric 
and was created with the 3D printer. 
 
The final version of the noise meter displays the signal strength level on the screen and LED strips, 
or the signal is captured by a phone that plays music. 
 









Cilj naloge je bil izdelati napravo, ki zaznava raven jakosti signala. V osnovi potrebuje taka 
naprava senzor, ki neprekinjeno zaznava signal. Tega je treba procesirati, zato naprava potrebuje 
krmilno enoto. Na koncu pa je potrebno raven jakosti signala ovrednotiti in jo ga prikazati na 
zaslonu. 
Taka naprava se imenuje merilnik jakosti signala. 
 
 
1.1 Merilniki jakosti signala 
 
Merilnik jakosti signala je ročna naprava (Slika 1), s pomočjo katere lahko merimo jakost hrupa v 
okolici. Ta hrup je lahko v industriji (velike tovarne), doma v bivalnih prostorih, v prometu. 
Merilnike jakosti signala uporabljamo tudi pri razvoju produktov za njihovo varno uporabo (npr. 
kosilnica, ki med delovanjem ne sme presegati določene jakosti hrupa). [1,2] 
 
 
















Slika 1: Merilnik jakosti signala [3] 
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Merilnik jakosti signala je sestavljen iz mikrofona, ki zajema signal v okolici (hrup), 
predojačevalca, signalne obdelave kot je filtriranje signala, in zaslona za prikaz trenutnih meritev.  
 
Najbolj razširjena vrsta mikrofona pri merilnikih jakosti signala je kondenzatorski mikrofon. Kot 
pove že samo ime, je mikrofon v osnovi sestavljen iz kondenzatorja, pri katerem je ena stran 
kondenzatorja membrana, ki niha pod vplivom zvočnih valov, s tem pa spreminja kapacitivnost. 
 
Prednosti kondenzatorskih mikrofonov so: 
- zaradi svoje izgradnje ima membrana zelo majhno maso, 
- posledično lahko zelo dobro sledijo zvočnim valovom in so zato bolj občutljivi, 
- imajo zelo širok frekvenčni odziv, 
- imajo večjo občutljivost in manjši šum od dinamičnih mikrofonov, pri katerih je sestava v 
osnovi membrana, ki z nihanjem spreminja inducirano napetost. 
 
Električni signal, ki ga proizvaja mikrofon, je na zelo nizki ravni, zato ga ojača ojačevalnik. [4] 
 
 
1.2 Kaj merijo merilniki jakosti signala ? 
 
 Za glasnost hrupa bi lahko rekli, da gre za subjektivno zadevo in je ni lahko meriti. Za 
nekoga, ki posluša glasbo v istem prostoru, se  zdi ravno prav glasna, za nekoga drugega, ki se 
nahaja v drugem prostoru, pa je popolnoma preglasna. 
Kar dejansko naredi določen zvok glasnejši od drugega, je količina energije, ki jo vir tega zvoka 
proizvaja. Ta vir tvori valove v obliki sprememb tlaka v zraku. 











 Decibel ali dB je enota, ki jo uporabljamo za merjenje razmerja jakosti zvoka. Ker lahko 
človek  sliši vse od praskanja po koži do glasnega motorja (glede na moč je zvok reaktivnega 
motorja 1.000.000.000.000-krat močnejši od najmanjšega slišnega zvoka), je ta lestvica 
logaritemska (Tabela 1). [5] 
 
Na lestvici je najmanjši slišni zvok (blizu popolne tišine) 0dB. 
- 10-krat močnejši zvok je 10dB. 
- 100-krat močnejši zvok od popolne tišine je 20dB. 
- 1.000-krat močnejši zvok od popolne tišine je 30dB. 

























Primer Krat bolj intenzivno 
10dB Šelestenje listja 1 
20dB Tiktakanje ure 10 
30dB Prelet ptic 100 
40dB Tišji pogovor 1.000 
50dB Glasnejši pogovor 10.000 
60dB Promet v ozadju 100.000 
80dB Glasen promet v ozadju 10 milijonov 
85dB Poškodbe sluha po približno 8h 
izpostavljenosti 
 
100dB Pnevmatsko kladivo 1 milijarda 
100dB Poškodbe sluha po približno 15 
min 
 
110dB Hrup reaktivnega letala pri 
razdalji 100m 
10 biljard 
120dB Meja bolečine. Hitre poškodbe 
sluha ob izpostavljanju. 
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1.4 Vrste merilnikov jakosti signala 
 
 Obstajajo različne vrste merilnikov jakosti hrupa. Tisti osnovni merijo trenutno raven  
jakosti hrupa (dB) v okolici v določenem trenutku in to prikažejo na zaslonu. 
Obstajajo merilniki jakosti hrupa z vgrajenim shranjevalnikom podatkov, ki merijo raven jakosti 
hrupa v določenem  daljšem časovnem obdobju (npr. v dnevih, tednih). Te meritve lahko kopiramo 
na računalnik in jih obdelujemo. [1] 
Izbira pravega merilnika jakosti signala je odvisna od aplikacije. 
 
 
1.5 Razred 1 in razred 2 merilnikov 
 
 Če se vprašamo, kako točen merilnik jakosti hrupa potrebujemo, potem se moramo odločiti 
med 1. razredom zmogljivost in 2. razredom zmogljivosti. 
Odgovor je dokaj enostaven: 
- 1. razred merilnikov jakosti signala je splošno bolj točen kot 2. razred in se tudi imenuje 
precizijski merilnik jakosti signala. 
- 1. razred merilnikov jakosti signala je zmožen tudi merjenja v bolj širokem frekvenčnem 
pasu. 
 
Lahko tudi rečemo, da se razreda razlikujeta glede na odstopanja. 
To se še posebej opazi pri zelo nizkih in visokih frekvencah (Tabela 2): torej so odstopanja večja 
pri mejnih frekvencah (16Hz in 16kHz). [6] 
To prikazuje Tabela 2: 
 
Frekvenca Razred 1 Razred 2 
16Hz +2.5dB, -4.5dB +5.5dB, < -5.5dB 
20Hz +/- 2.5dB +/- 3.5dB 
1kHz +/- 1.1dB +/- 1.4dB 
10kHz +2.6dB, -3.6dB +5.6dB, < -5.6dB 
16kHz +3.5dB, -17dB +6.0dB, < -6.0dB 
Tabela 2: Odstopanja pri 1. razredu in 2. razredu merilnikov jakosti hrupa [6] 
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Merilniki jakosti hrupa 1. razreda lahko merijo na širšem frekvenčnem območju in imajo manjša 
odstopanja v primerjavi z merilniki jakosti signala 2. razreda. 
Ker pa ta razlika ni tako opazna v večini aplikacij, so zato merilniki jakosti signala 2. razreda bolj 
razširjeni. 
 
Merilniki jakosti hrupa 1. razreda se uporabljajo v laboratorijih, pri meritvah v okolju, akustiki 
stavb. 
Merilniki jakosti hrupa 2. razreda pa se bolj uporabljajo  za merjenje jakosti hrupa na delovnem 
mestu, za splošne meritve okolja, v industrijskih obratih, hrupu avtomobilov. [6] 
 
1.6 Frekvenčno uteževanje 
 
 Frekvenčno uteževanje je zelo pomemben parameter pri obdelavi zajetih signalov. 
Pomembno je, da izberemo pravo frekvenčno utež glede na aplikacijo. Izbira napačne frekvenčne 
uteži lahko vodi do nepravilnih meritev, določene meritve pa zelo težko ponovimo.  
  
Na merilniku jakosti hrupa pogosto opazimo možnost nastavljanja frekvenčnih uteži. Označene so 
s črkami. 
Opisal bom sledeče uteži: »A«, »C«, »Z«, ki so definirane v standardu 61672-1:2003. »Z« 
frekvenčna utež ima raven frekvenčni odziv. 
Nekateri merilniki jakosti hrupa lahko hkrati merijo z vsemi tremi frekvenčnimi utežmi. 
 
Človeško uho je sposobno zaznavati zvok med frekvenco 12Hz in 20kHz. Najbolj občutljivo je na 
frekvence med 500Hz in 6kHz. Pri merjenju jakosti hrupa kot je na primer izpostavljanje človeka 
v zelo hrupnem okolju (proizvodni obrati), je še posebej pomembno, da nam merilnik jakosti hrupa 
prikaže realno reprezentacijo, kot jo običajno ljudje slišimo. Takrat pridejo u poštev frekvenčne 
uteži, ki nam določene frekvence bolj zadušijo kot druge (Tabela 3). [7] 
 
Frekvenčna utež definirana v IEC 61672:2013 
Frekvenca [Hz] 63 125 250 500 1k 2k 4k 8k 16k 
A-utež [dB] -26.2 -16.1 -8.6 -3.2 0 +1.2 +1 -1.1 -6.6 
C-utež [dB] -0.8 -0.2 0 0 0 -0.2 -0.8 -3.0 -8.5 
Z-utež [dB] 0 0 0 0 0 0 0 0 0 
Tabela 3: Prikazuje dušenje določene uteži pri določeni frekvenci [7]
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1.6.1 »A« utež 
 
 »A« utež pri merilniku hrupa približa meritev človeškemu ušesu. Pokriva celotno 
območje med 20Hz in 20kHz. Človeško uho je najbolj občutljivo med 500Hz in 6kHz (še 
posebej pri 4kHz), pri višjih in nižjih frekvencah pa je malo manj občutljivo. [7] 
Prenosna funkcija »A« uteži je:  
 
𝐻𝐴 (𝑆) =
7.39705 ∗ 109𝑆 4
(𝑆 + 129.4)2(𝑆 + 676.7)(𝑆 + 4636)(𝑆 + 76655)2
 
 
Iz prenosne funkcije lahko izračunamo parametre za »A« utež, ki jih lahko uporabimo pri 
obdelavi signala. [8] 
 
 
1.6.2 »C« utež 
 
 »C« utež v primerjavi z »A« utežjo ne pride toliko do izraza pri nižjih frekvencah, ker 
nima tako močnega dušenja kakor »A« utež. Med frekvencama 100Hz in 8kHz je skoraj ravna, 
oziroma linearna. S pomočjo »C« uteži, se meri vrhove signalov. Na primer, »C« utež bi lahko 
uporabljali pri merjenju maksimalnega hrupa v določenem trenutku, kot so eksplozija, motorji, 
stroji. [7] 
Prenosna funkcija »C« uteži je: 
 
𝐻𝐶 (𝑆) =
5.91797 ∗ 109𝑆 2
(𝑆 + 129.4)2(𝑆 + 76655)2
 
 
Iz prenosne funkcije lahko izračunamo parametre za »C« utež, ki jih lahko uporabimo pri 
obdelavi signala [8]
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1.6.3 »Z« utež 
 
 »Z« frekvenčna utež  nima nobenega utežnega učinka ali pa ima, drugače rečeno,  raven 
frekvenčni odziv med 10Hz in 20kHz. Uporablja se pri oktavni frekvenčni analizi in pri 
ugotavljanju hrupa okolja. [7] 
 
Graf vseh treh frekvenčnih uteži je prikazan spodaj (Slika 2): 
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2. Izdelava merilnika jakosti hrupa 
2.1 Strojna oprema 
 
Na samem začetku sem začel z izbiro komponent. Potreboval sem mikrokrmilnik za 
procesiranje signalov, mikrofon za zajem signalov, programirljiv LED trak in LCD zaslon za 
prikaz jakosti signala ter enosmerni napajalnik, na koncu pa še ohišje, da sem lahko vse 




 Prvi mikrokrminlnik, ki mi je prišel na misel, je bil Arduino. Arduino je odprtokodna 
platforma, ki je sposobna brati vhode (digitalne in analogne), kot so senzorji, tipke itd., hkrati pa 
jih pretvori v izhode, in sicer v:vklapljanje LED, poganjanje koračnih motorjev, izpis na LCD 
zaslonih. Zato je bila izbira Arduina za naš merilnik jakosti signala idealna. 
Hkrati mi je profesor predlagal mikrokrmilnik Teensy 3.2 skupaj z zvočno ploščo. 
Prednost Teensy pred Arduino je predvsem v hitrejšem mikrokontrolerju, kjer ima Teensy 32-bitni 
72MHz procesor, Arduino pa ima 8-bit 20MHz procesor. Teensy ponuja večje število priključkov. 
Ima 13-bit ADC. Programira se prav tako v programskem okolju Arduino sketch. Teensy 3.2 sem 
uporabil skupaj z avdio ploščo, ki je popolnoma kompatibilna z mikrokrmilnikom (Slika 3). Da 
sem jih prispajkal skupaj, sem uporabil temu namenjen 2x14 pinski adapter. Avdio plošča ima 
zmožnost zajemanja signala s frekvenco vzorčenja 44.1kHz, hkrati pa podpira priklop stereo 













Slika 3: Teensy 3.2 skupaj z avdio plošč
23  2.1.1 Mikrokrmilnik 
 
 
Teensy 3.2 je prilagojen in popolnoma kompatibilen z avdio ploščo (Tabela 4). Potrebni so sledeči 
kontakti: 
 
Funkcija Teensy 3.2 konektorji 
Avdio podatki 9, 11, 13, 22, 23 
Avdio kontrolni signal 18, 19 
Nastavljiva glasnost 15 
SD kartica 7, 10, 12, 14 
Spomin 6, 7, 12, 14 






























 Za mikrofon sem izbral mikrofon Multicomp Pro ABM-703-RC (Slika 4). Občutljivost 
mikrofona je -40dB. 
Razmerje signal-šum ima > 60dB, to pomeni razmerje med signalom in lastnim šumom pri ravni 








Slika 4: Mikrofon ABM-703-RC [11] 
 













Slika 5: Shema vezave JFET tranzistorja [3]
25  2.1.2 Mikrofon 
 
 
Pri spajkanju mikrofona je treba biti zelo previden in hiter. Ker je temperatura spajkalnika od 
300℃ do 350℃, ga lahko zelo hitro pregrejemo. Mikrofon je bilo treba »prijeti« s kleščami na 
čim večji površini, s tem pa sem pri spajkanju odvajal toploto iz mikrofona. 














Slika 6: Mikrofon na ohišju 
 
 












                     Slika 7: Mesto priklopa mikrofona na avdio plošči [9] 
 
 




Pri merilniku jakosti hrupa je bistvenega pomena, da prikazuje točne vrednosti. Zato je treba 
mikrofon kalibrirati. Kalibracijo sem izvajal v gluhi sobi (gluha soba zaduši zvok iz okolice in 
zmanjša odboj zvoka med stenami) na Fakulteti za elektrotehniko v Ljubljani. 
S pomočjo programa REW – Room Acoustics Software in visokokakovostnih zvočnikov sem 
predvajal ton frekvence 1 kHz in določene amplitude. Frekvenca 1 kHz je uporabljena zato, ker 
imajo pri tej frekvenci utežne funkcije 0 db slabljenja. 
Ta ton sem zajel z mikrofonom Bruel & Kjaer tip 4191, ki je zaznal 80 dB. 
Pri tem sem vzporedno zajel predvajan signal z mikrofonom, ki sem ga kalibriral. S pomočjo 
»Serial.read« sem v Arduino Sketch bral vrednosti. V mojem primeru je bila 0.17. 
Tako sem dobil referenčno vrednost pri 80 dB. 
S pomočjo spodnje vrstice kode, sem tako iz prebrane vrednosti lahko izračunal raven jakosti 
hrupa. [12] 
 
dB = 20*log(PrebranaVrednost/Referenčna vrednost) 
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2.1.3 LED trak 
 
 Za prikaz ravni jakosti signala sem uporabil dva meter dolga LED trakova. Na vsakem 
LED traku je 60 LED, kjer ima vsaka svoje integrirano vezje z oznako WS2812B (Slika 8). Pri 
programirljivih LED trakovih z nastavitvijo vrednosti v register, ki krmili tokovni vir za 
posamezno LED, lahko vplivamo na intenziteto svetlosti LED in s kombinacijo teh vrednosti tako 
vplivamo tudi na barvo LED. 
   Slika 8: Programirljiv LED trak 
LED trak potrebuje dve povezavi za napajanje in eno povezavo za krmiljenje. Za napajanje LED 
traku je potrebnih 5 V DC. Preden sem prvič priključil LED trak na Teensy, sem izračunal 
maksimalni tok LED traku. Pri polni svetilnosti je tok skozi vsako diodo 60 mA. Na dolžini 2 m 
je preračunan tok 7,2 A. Ker je maksimalni tok na izhodu krmilnika Teensy 3.2 250 mA, je treba 
trakova priključiti na zunanje napajanje. [13] 
   Slika 9: LED tra




Levi LED trak je povezan na pin_2 (levi kanal) in desni LED trak je povezan na pin_3 (desni 
kanal) (Slika 10). Zaporedno med povezavo »Din« in mikrokrmilnikom sem dodal upor 220 Ohm. 
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2.1.4 LCD zaslon 
 
 Za prikaz meritev sem uporabil tudi LCD LED zaslon MSP2806 z diagonalami 70 mm, 
ločljivostjo 240x320 točkovnih točk (Slika 11). Zaslon je popolnoma kompatibilen z 
mikrokontrolerjem Teensy 3.2 in z avdio ploščo. Za komunikacijo uporablja zaslon SPI standard, 









  Slika 11: MSP2806 LCD LED zaslon [15] 
 
Če je aktiven vhod mikrofon, zaslon prikazuje raven jakosti hrupa (Slika 12), v primeru aktivnega 








Slika 12: Prikaz ravni jakosti hrup





Za spajkanje LCD zaslona in Teensy 3.2 je potrebnih osem osnovnih povezav (Tabela 5), če zaslon 
omogoča prstni dotik, pa je potrebnih še 5 dodatnih. V mojem primeru LCD zaslon tega ne 
omogoča. [18] 











SDI (MOSI) 7 
SCK 14 
LED VIN 
SDO (MISO) 12 
























 Izračunana moč napajalnika je bila 36 W. Zato sem izbral industrijski napajalnik LS50-5 











Slika 13: Napajalnik LS50-5 [19] 
 
 
Zaradi težišča sem napajalnik namestil na dno ohišja (Slika 14). Napajalnik napaja oba LED 
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2.1.6 Linijski vhod/ izhod 
 
 V naslednji fazi sem na avdio ploščo prispajkal vhodno avdio vtičnico (linijski vhod) in 











Slika 15: Stereo avdio vtičnica 
 
Vsaka avdio vtičnica potrebuje tri povezave: maso, levi kanal in desni kanal. Na desni sliki so 















Slika 16: Priklop izhoda in vhoda na avdio plošči [9]




Spodaj je prikaza še shematska vezava vseh komponent: 























Stran | 34 
 
2.2 Programska koda 
 
 Pri uvodnem delu programiranja je treba definirati povezave med posameznimi funkcijami, 
ki jih bom pozneje uporabljal. Za povezavo med avdio ploščo in Teensy 3.2, so razvijalci pri 
Teensy razvili zelo enostaven način izbire povezav. Imenuje se »Audio System Design Tool« 
(Slika 18). 
 
2.2.1 Audio System Design Tool 
 
 »Audio System Design Tool«, ki služi za enostavnejšo uporabo pri kreiranju povezav med 
posameznimi funkcijami. Enostavno postavimo bloke v polje in jih povežemo skupaj, potem lahko 
ekstrahiramo kodo, ki nam jo generira, in sicer glede na postavljene kode. Tako imamo knjižnice 








Slika 18: Programske povezave avdio signalov




i2s1: Na začetku sem postavil blok i2s1, ki bere 16-bit stereo signal, dan na vhodu avdio plošče. 
V mojem primeru sta dva vhoda. Linijski vhod, na katerega priključimo zunanjo napravo (Slika 
19), ali s pomočjo mikrofona, ki je prispajkan na avdio ploščo. Pozneje lahko v kodi  ob 









 Slika 19: Kontakt za vhodni signal [9] 
biquad1: Ker ima Teensy možnost filtriranja signala, sem izbral blok biquad , v katerega dodamo 
koeficiente A-uteži, izračunane iz standardizirane prenosne funkcije za A-utež. 
 
peak1: Blok peak1 je naslednji v vezavi, ki sedaj iz zajetega, filtriranega signala zajema vse vrhove 
signala. Ker je naš cilj izdelava merilnika jakosti signala, sem implementiral funkcijo, ki  vsakih 
40 ms poišče najvišjo amplitudo zajetega signala in jo shrani za nadaljnjo obdelavo. Funkcija 
izračuna razmerje med peak in drugimi amplitudami in vrača vrednosti med 0 in 1. 
 
rms1: Prav tako sem vzporedno z peak1 uporabil tudi rms1 funkcijo, ki vsake 40 ms časa izračuna 
efektivno vrednost signala. Ta funkcija prav tako vrača vrednosti med 0 in 1. 
 
is2s: Na koncu vezave pa sem uporabil blok is2s, ki vrača prebran in procesiran 16-bit stereo signal 
na izhod (Slika 20). Ta izhod so lahko slušalke. V svojem primeru sem uporabil vtičnico za 



















Slika 20: Kontakt za izhodni signal [9] 
Sgtl5000_1: Skoraj glavna pa kontrolira SGTL5000 avdio čip na avdio plošči. Avdio plošča se 
vedno uporablja v načinu »slave«, kjer jo kontrolira Teensy. [20] 
 
Poleg drugih knjižnic se generirane knjižnice ekstrahira v programsko okolje »Arduino Sketch«. 
Spodaj je prikazan moj primer: 
AudioInputI2S            i2s1; 
AudioFilterBiquad        biquad2; 
AudioFilterBiquad        biquad1; 
AudioAnalyzePeak         peak1; 
AudioAnalyzePeak         peak3; 
AudioAnalyzeRMS          rms1; 
AudioOutputI2S           i2s2; 
AudioAnalyzePeak         peak2; 
AudioAnalyzeRMS          rms2; 
AudioConnection          patchCord1(i2s1, 0, biquad1, 0); 
AudioConnection          patchCord2(i2s1, 1, biquad2, 0); 
AudioConnection          patchCord3(biquad2, 0, i2s2, 1); 
AudioConnection          patchCord4(biquad2, peak2); 
AudioConnection          patchCord5(biquad2, rms2); 
AudioConnection          patchCord6(biquad1, 0, i2s2, 0); 
AudioConnection          patchCord7(biquad1, peak1); 
AudioConnection          patchCord8(biquad1, rms1); 
AudioConnection          patchCord9(biquad1, peak3); 
AudioControlSGTL5000     sgtl5000_1




2.2.2 Druge knjižnice: 
 
FastLED.h: je univerzalna knjižnica za programiranje večino programirljivih LED trakov. V 
mojem primeru LED trak uporablja čip WS2812B. Za na primer določanje intenzitete barve in 
posledično barve na posamezni LED na traku se uporablja matrična funkcija [21]. 
 
Audio.h: knjižnica je potrebna za predvajanje in analizo glasbe  
 
Wire.h: knjižnica se uporablja za protokol I2C, za medsebojno komunikacijo naprav (Npr.: Teensy 
z avdio ploščo) [22]. 
 
SPI.h: knjižnjica se uporablja za komunikacijo med SPI napravami, kjer je Teensy v vlogi 
glavnega krmilnika. V mojem primeru je to komunikacija z LED zaslonom. 
 
ILI9341_t3.h: je optimizirana verzija knjižnice ILI3141, prirejena samo za 320 x 240 barvne, na 
























2.2.3 Definiranje kontaktov 
 
Predem sem pričel z implementacijo funkcij, sem definiral vse povezave v krmilnik, na katere sta 
povezana LED trakova, LCD zaslon, vhodna in izhodna vtičnica. 
 
Definirane povezave za LCD zaslon so: 
#define TFT_DC      20 
 #define TFT_CS      21 
 #define TFT_RST    255 
 #define TFT_MOSI     7 
 #define TFT_SCLK    14 
 #define TFT_MISO    12 
 ILI9341_t3 tft = ILI9341_t3(TFT_CS, TFT_DC, TFT_RST, TFT_MOSI, TFT_SCLK, TFT_MISO); [18] 
 
Kontakt številka 2 in 3 sem rezerviral za komunikacijo z LED trakovoma: 
#define DATA_LEVI 2 
#define DATA_DESNI 3 
 
Definiral sem število diod, ki jih imam na led traku. V mojem primeru imam 60 LED na vsakem traku: 
#define NUM_LEDS 60 
 
Ker imajo LED veliko svetilnost in so kar energijsko potratne, sem definiral svetilnost. Razpon gre med 0 
in 255. 
#define BRIGHTNESS  50




2.2.4 Funkcija void setup() 
 
Funkcija void setup() se izvede samo enkrat, in sicer  se to zgodi ob inicializaciji. V void setup() 







Ta funkcija nastavi vrsto led traku, v mojem primeru je to WS2812B na vhodu v mikrokrmilnik 2 





Omogočil sem avdio ploščo: 
sgtl5000_1.enable(); 
 






Jakost signala na vhodu LINEIN: 
sgtl5000_1.lineInLevel(6); 
 











2.2.5 Funkcija void loop() 
 
Funkcija void loop() se v nasprotju od funkcije voice setup() izvede neštetokrat. Ko funkcija void 
loop() izvede zadnjo vrstico kode, se vrne na začetek. To se izvaja, dokler ne pride do prekinitve. 
V tej funkciji je tudi ves glavni del kode (zanke, pogojne funkcije, časovniki ..). Pomembne dele 
funkcije void loop() bom opisal spodaj: 
 
V grobem imam glavno funkcijo razdeljeno na dva dela. Oba dela sta ločena s pomočjo funkcije 
»case«. Torej, če je klican »case 1«, bo bran linijski vhod in bo krmilnik deloval v načinu VU 
metra. 
Če je klican »case 2«, bo aktiviran vhod »Mikrofon« in bo krmilnik deloval v načinu merilnik 
jakosti signala. 
 
Ob inicializaciji sistema (v funkciji void setup) sem definiral, da je vhod linijski (case 1). V 
primeru da krmilnik ne zazna nobenega vhoda (v času 5 s), koda skoči na vhod mikrofon (case 2), 
hkrati pa tudi spremeni izpis na zaslonu: 
 
if(Time1 > 5000 && Time1 < 6000){ 
if (leftRead <= 0.005){ 
inputMIC(); 
izpisMIC(); 
input = 2; 
} 
}




2.2.5.1 Case 2 – Mikrofon 
 
V primeru, da je klican case 2, prične krmilnik delovati v načinu »merilnik jakosti signala«. V tej 
funkciji je koda ponovno razdeljena na dva dela. Prvi del predstavlja zajem najvišje amplitude 
zajetega signala vsakih 300 ms in prikaz ravni jakosti signala na zaslonu. 
 
Zajet signal Teensy pretvori v vrednosti med 0,0 in 1,0. Pri tem signal kompenzira s pomočjo  
frekvenčne uteži, ki sem jo implementiral s pomočjo vgrajene funkcije, ki se imenuje »Biquad 
filter«. 
 
S pomočjo spleta sem našel spisano »A« utežno funkcijo in njen odziv (Slika 21). Dobljene 
koeficiente sem pretvoril iz analognega filtra v digitalnega, kjer sem jih lahko vpisal v redu B0, 
B1, B2, A1, A2. [23, 24] 
 
Afilter[]={0.2557, 0.5115, 0.2557, -0.1405, 0.0049}; 
 
 
Slika 21: Odziv "A" utežne funkcije [23, 24] 




Nato sem s pomočjo logaritemske funkcije preračunal raven jakosti hrupa v dB. Enačba za izračun 
dB je sledeča: [25] 
 





Prebrana vrednost je vrednost, ki nam jo je vrnil krmilnik. Med 0,0 in 1,0 
Referenčna vrednost je vrednost, ki jo dobimo ob kalibraciji mikrofona. 
 
      if(Time2 > 300){ 
       if(peak1.available()){ 
           Time2=0; 
            float power=peak1.read(); 
           if(power <= 0.01){ 
                power=0.01; 
              } 
          int dB=20*log(power/0.17)+80;       
 
S pomočjo spodnjih funkcij sem se na zaslonu pomaknil na določeno točko (x, y). V mojem 
primeru 170, 80. Za prikaz sem si izbral zeleno barvo, velikost črk 6 in izpisal izračunano vrednost. 
[16, 17] 
 
            tft.setCursor(170,80); 
           tft.setTextColor(ILI9341_GREEN); 
            tft.setTextSize(6); 
           tft.print(dB); 
 
Ker zaslon ohrani izpisano vrednost, bi ob naslednjem jakosti hrupa pripisal novo vrednost in bi 
tako nastala zmešnjava. Zato sem uporabil še en časovnik in 5 ms pred izračunom nove vrednosti 
na njenem mestu pobarval del zaslona na črno barvo. Prikaže novo vrednost in staro pri tem 
»izbriše«. [16, 17] 
 
      if(Time2 > 295){ 
        tft.fillRect(170,80,200,100,ILI9341_BLACK);   
       }




Drugi del funkcije “case 2” je izračun in prikaz ravni jakosti signala na LED. 
Na začetku je potreben zajem signala. S pomočjo časovnika sem vsakih 40 ms s pomočjo funkcije 
»peak.read«  prebral vrnjeno vrednost med 0,0 in 1,0. To prebrano vrednost sem shranil v 
spremenljivko leftRead. Kljub temu, da mikrofon deluje v načinu mono, sem spisal kodo za oba  
LED trakova (za levi in desni kanal). Spodaj bom predstavil del kode samo za levi kanal. 
 
  if(msecs > 40){ 
   if(peak1.available()&& peak2.available()){ 
      msecs = 0; 
     leftRead = peak1.read(); 
       
 
Prebran signal sem pomnožil z 100. Tako da sem dobil prebrano vrednost med 0 in 100. 
 
     float leftRead1 = leftRead*100; 
      
 
Linearno skalo sem pretvoril v logaritemsko. 
 
      leftRead2 = 30*log10(leftRead1); 
       
Tako logaritemska funkcija pri vrednosti 100 vrne število 60, ravno toliko, kolikor imam LED na 
enem traku. 
 
Spodnja funkcija pretvori obdelano vrednost (med 0 in 60) v število prižganih LED v določenem 
trenutku. 
Funkcija deluje na naslednji način: map (prebran signal 0, 60, pretvori med 0, in število LED). 
[21] 
 









Sedaj sem definiral koliko LED se mora vklopiti v določenem trenutuk, v naslednji fazi sem dodal 
še zaporedje barv. S spleta sem si izposodil del kode [26], ki prvi LED naslovi z zeleno barvo, 
potem do sredinske LED (30) povečuje vrednost rdečega kanala, da ta sveti rumene barve. 
Od sredinske LED (30) pa prične zmanjševati intenziteto zelene barve, tako da najvišja LED sveti 
rdeče barve. 
 
     for(int led=0; led<ledsToLightLeft; led++){ 
       if(led<middleColorLED){ 
         ledsLeft[led]=CRGB(map(led,0,middleColorLED-1,0,255),255,0);  
       } 
       else if(led >=middleColorLED){ 
          ledsLeft[led]=CRGB(255,map(led,middleColorLED,NUM_LEDS,255,0),0); 
       } 
     } 
 
Sedaj sem izračunal, koliko LED se mora v določenem trenutku vklopiti in v kakšnem barvnem 
spektru. Če bo naslednje število vklopljenih LED (po 40 ms) manjše od prejšnjega števila, sem 
spisal zanko, da se izklopi odvečno število LED. [26] 
 
     for(int led=NUM_LEDS-1; led>ledsToLightLeftAvg; led--){ 
      ledsLeft[led]=CRGB(0,0,0); 
     } 
 
Na koncu sem klical funkcijo, ki prikaže vse izračunane funkcije na LED trakovih, to sem storil s 
pomočjo: FastLED.show(); 
Konec funkcije »case 2« je predstavljen z »break«. Ta funkcija se sedaj ponavlja v zanki do 
naslednje inicializacije sistema. 




2.2.5.2 Case 1 – LineIn 
 
V primeru, da je klican »case 1«, prične krmilnik delovati v načinu »VU meter«. Za vhod sem 
uporabil telefon, ki predvaja glasbo. V case 1 deluje sicer krmilnik zelo podobno kot v case 2. Tudi 
tukaj krmilnik vsakih 40 ms prebere signal na vhodu, ampak ne prebere »peak« vrednosti, temveč 
povprečno energijo signala RMS. 
 
    if(msecs1 > 40){ 
     if(rms1.available()&& rms2.available()){ 
          msecs1 = 0; 
          leftpovp = rms1.read(); 
 
Ta signal je skaliran v logaritemsko funkcijo zato, da je prikaz na LED traku bolj skladen s 
predvajano glasbo. 
 
leftpovp2 = 20*log10(leftpovp); 
      
Spremenljivka leftpovp2 se giblje med vrednostmi -60 pa do 0. Prav tako sem uporabil funkcijo, 
ki pretvori vrednosti v število diod, kolikor jih je treba vklopiti v določenem trenutku. [21] 
 
 ledsToLightLeft = map(leftpovp3,-60,0,0,NUM_LEDS); 
 
Tako, kot je že opisano zgoraj, sem uporabil funkcijo, ki spreminja barvo LED traku od zelene 
proti rdeči: 
 
     for(int led=0; led<ledsToLightLeft; led++){ 
       if(led<middleColorLED){ 
         ledsLeft[led]=CRGB(map(led,0,middleColorLED-1,0,255),255,0);  
       } 
       else if(led >=middleColorLED){ 
          ledsLeft[led]=CRGB(255,map(led,middleColorLED,NUM_LEDS,255,0),0); 
       } 
     } 
 
 





Hkrati je treba ugasniti odvečne LED, ki so še ostale vklopljene: 
 
     for(int led=NUM_LEDS-1; led>ledsToLightLeftAvg; led--){ 
       ledsLeft[led]=CRGB(0,0,0); 
     } 
 
Na koncu je treba še klicati funkcijo, ki prikaže vse izračunane funkcije na LED trakovih, kar 
storimo s pomočjo: FastLED.show(); 
 
Sedaj pride na vrsto drugi del funckije case 1, kjer sem prikazal raven jakosti signala na LCD LED 
zaslonu. 
 
Prav tako kot v »case 2« vsakih 300 ms sem zajel signal na vhodu: v tem primeru vhod prebere 
povprečno vrednost (RMS). Funckija rms.read vrača vrednosti med 0,0 in 1,0. 
Ker ima linijski vhod stereo način, v tem primeru  zajame levi in desni kanal. VU meter deluje v 
načinu »dBFS«, to v angleškem prevodu pomeni »Decibels relative to full scale«. Ta enota se 
uporablja v digitalni tehniki in prikazuje jakost amplitude izmerjenega signala. 
Na primer 0 dBFS je najvišja mogoča vrednost signala, za signal ki doseže vrednost 50 odstotkov 
maksimalne vrednosti pa je to -6 dBFS (Slika 22). [27] 
 
if(Time3 > 300){ 
      if(rms1.available()&& rms2.available()){ 
         Time3=0; 
         float LeftrmsRead= rms1.read(); 
         float RightrmsRead= rms2.read(); 
 
Zajet signal sem pretvoril v logaritemsko skalo. 
 
        LeftrmsRead1= 20*log10(LeftrmsRead);  
        int LeftrmsRead2 = LeftrmsRead1; 
 
        RightrmsRead1= 20*log10(RightrmsRead); 
        int RightrmsRead2 = RightrmsRea





Slika 22: Primer območja VU metra (dBFS) [28] 
 
S pomočjo spodnjih funkcij sem se na zaslonu pomaknil na določeno točko (x, y). V mojem 
primeru 110, 20. Izbral sem zeleno barvo, velikost črk 4 in izpisal izračunano vrednost. [16, 17] 
 
          tft.setCursor(110,20); 
          tft.setTextColor(ILI9341_GREEN); 
          tft.setTextSize(4); 
          tft.print(LeftrmsRead2); 
 
          tft.setCursor(110,90); 
          tft.setTextColor(ILI9341_GREEN); 
          tft.setTextSize(4); 
          tft.print(RightrmsRead2); 
 
Te vrednosti se vsakih 300ms spremenijo. 
 
Konec funkcije »case 1« sem predstavil z »break«. Ta funkcija se sedaj ponavlja v zanki do 











 Ohišje sem narisal v programu Creo parametric (Slika 23). Najprej sem v sestavnem načinu 
narisal vsak element posebej (napajalnik, krmilnik Teensy, avdio vtičnice, kabelske uvodnice).  












Slika 23: Ohišje in notranja polica 
 
 


















3. Delovanje merilnika jakosti signala 
 
Merilnik jakosti signala prične ob inicializaciji  komunicirati z vsemi zunanjimi napravami in 
izbere linijski vhod. Če na linijskem vhodu ni signala 5 s, ponovno kliče funckijo void setup(); ki 
preklopi na mikrofon. Mikrofon nato vsakih 40 ms zajame signal in poišče najvišjo amplitudo, pri 
pa tem upošteva frekvenčno uteženje in preračuna število LED, ki jih je treba vklopiti (Slika 24). 
Vzporedno vsakih 300 ms izračuna raven jakosti signala in ga prikaže v decibelih. 

















   Slika 25: Delovanje merilnika jakosti signala v načinu »SPL«




Če po prvih 5s merilnik jakosti signala na linijskem vhodu zazna signal (predvajanje glasbe s 
pomočjo telefona), ostane v načinu VU meter. Tako vsakih 300 ms zajame signal in preračuna 
povprečno vrednost signala (RMS). To povprečno vrednost skalira v decibele in jih prikaže na 
zaslonu (Slika 25). 
V tem primeru je maksimalna vrednost signala 0 dBFS srednja vrednost pa je -6 dBFS. 
Vzporedno vsakih 40 ms zajame signal in poišče povprečno vrednost signala, pri tem pa preračuna 


































Če povzamem celotno nalogo, sem na začetku predstavil delovanje merilnikov jakosti 
signala, kako delujejo in kje se uporabljajo. Predstavil sem njihove vrste in razrede kakovosti. 
Prav tako sem opisal frekvenčno uteževanje in katere frekvenčne uteži se uporabljajo pri 
merilnikih jakosti signala. 
 
V nadaljevanju sem opisal izdelavo merilnika jakosti signala, ki s pomočjo mikrofona prikazuje  
jakosti signala v prostoru ali pa prek linijskega vhoda prikazuje raven digitalnega zvočnega 
signala. Pri tem je bila predstavljena pravilna izbira in medsebojna povezava komponent. Vse 
komponente so bile inštalirane v ohišje, ki je bilo narejeno s pomočjo 3D tiskalnika. Naslednja 
faza je bila izdelava kode, ki je bila narejena v programskem okolju Arduino Sketch. Kodo sem 
sestavljal postopoma, jo testiral in šele na koncu sestavljal skupaj. Določene dele kode sem 
poiskal na spletu, večino pa sem sestavil sam. V grobem je koda sestavljena iz dveh delov (case). 
Del kode, ki se izvaja ob inicializaciji mikrofona in del kode, ki se izvaja ob inicializaciji 
linijskega avdio vhoda. 
 
Izboljšana verzija merilnika bi imela zaslon, občutljiv na dotik, kjer bi lahko med delovanjem 
spreminjal vrsto vhoda. Izbral bi LED trakova, na katerih je več LED/m, tako bi bil prikaz na 
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