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Absrract- This paper investigates how software designers use 
their knowledge during the design process. The research is based 
on the analysis of the observational and verbal data from three 
software design teams generated during the conceptual stage of 
the design process. The knowledge captured from the analysis of 
the mapped design team data is utilized to generate descriptive 
models of novice and expert designers. These models contribute 
to a better understanding of the connections between, and 
integration of, designer variables, and to a better understanding 
of sofh\'are design expertise and its development. The models are 
transferable to other domains. 
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I. EXPERTISE AND SOFTWARE DESIGN 
Expert behavior relates to the study of knowledge levels, of 
the way in which experts process information, and of the way 
in which domain knowledge is represented during problem 
solving. There is considerable evidence about the differences 
between novices and experts in knowledge representation, 
processing and use. Expert performances have been studied in 
many different domains, and different scientific approaches 
have been used to investigate outstanding performances [1, 2, 
3,4,5]. 
In general tenTIs, 'expertise' can be defined as 'the 
possession of a large body of knowledge and procedural skills' 
[3]. There are diversities observed in experts' perf0n11anCeS 
which are elaborated by [I] and [6]. These authors review 
expertise research with an emphasis on different approaches 
undertaken in expertise domains. Holyoak [6] reports on the 
work of Hatano and Inagaki (1986) and Hatano (\988) and 
their distinction between two kinds of experti"se: (a) routine 
expertise and (b) adaptive expertise. Routine experts were able 
to solve familiar problems quickly and accurately, showing 
outstanding performance. However, they did not show the 
same capabilities when confronted with novel problems. 
Adaptive experts, on the other hand, were able to adjust to 
situations and apply new procedures by utilising their expert 
knowledge. In addition, expertise in design is understood as the 
possession of a body of knowledge and the creative and 
analytical ability to extract, analyse and apply that knowledge. 
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Studies of the behavior of expert designers in various 
design domains have led to reasonable and growing evidence 
that supports the role of expertise in design [for example, 7, 8). 
Expertise studies III software design and computer 
programming are further contributing to this body of evidence. 
[9] point out that research in this area refers to 'general features 
and processes associated with expertise (e.g. knowledge 
representation, problem solving strategies) and to specific 
characteristics of high performers'. It is understood that 
software design steps consist of requirement analysis, software 
design, programming and testing. Historically, the linear 
approach adopted started from analysis and moved to the 
required steps [9]. However, the contemporary approach is 
more iterative [10] and reflective. 
Many design tasks, including software design, can be 
defined as ill-defined problems [II] or wicked problems [12, 
13, 14, 15]. lI\-defined problems refer to the fact that the design 
problem is incomplete and has no one single solution, while 
wicked problems are progressively defined during the desi'gn 
process. Wicked problems are essentially unique, and each can 
be considered to be 'a symptom of another problem' [15]. 
It is noticed that sofhvare designers adopt an opportunistic 
approach [16] irrespective of the strategy applied (for example, 
top-down or bottom-up/forward or backward reasoning) during 
the process. The top-down approach (analysis) is based on the 
decomposition/analysis of the system, organising constraints 
and knowledge starting from the most abstract down to the 
detaile.d level. The system is overviewed, specified and 
detailed enough to validate the model. The bottom-up approach 
(synthesis) involves putting the system together to formulate 
sub-systems: from lowest details to the high abstract level. In 
this case, the sub-systems are specified in detail. This strategy 
usually includes basic 'models' that are small but which later 
grow in their complexity. 
Knowledge, particularly domain knowledge, plays a 
significant role within the design process. Therefore, strategies 
for knowledge acquisition, sharing and integration are 
significant activities during the software design process [17] 
and enabl� software designers to understand what is needed to 
produce a satisfactory- design outcome. This paper further 
contributes to this understanding by investigating the 
strategies and knowledge that software designers use during 
the early stage of the design process. The analysis of their 
expertise is presented in Section II and modelling of novice 
and expert software designers is presented in Section III. 
II. SOFTWARE DESIGN PROCESS 
The analysis of the software design process is based on the 
work of three design teams who were working in pairs on the 
same problem. The design prompt was to design a traffic flow 
simulation program, and the broad requirements were given in 
the prompt. The design teams were video recorded for I hour 
and 50 minutes. The expected outcomes were that the teams 
would 'design interaction that the students will have with the 
system' and provide 'a basic structure of the code that will be 
used to implement this system'. The designers were allowed to 
re-use an existing software package if they wished. 
The designers were all expert software designers. Teams 1 
and 3 applied a Model-View-Controller paradigm that 
represents a frame in which user input, modelling of external 
world and user interface are separated by three specialised 
tasks: the 'view' refers to the output (user interface), the 
controller interprets an input, and the model manages the data 
and behaviour of the domain [IS]. Team 2 adopted a different 
approach in intending to build an Entity Relation (ER) 
Diagram to communicate and frame their concept. 
A. Coding Scheme 
The analysis of the observational data on how the software 
designers worked was conducted on a global level for which a 
coding scheme was developed (Table I). The verbal data 
(Table 2) were analysed to identify the strategies used for the 
acquisition or utilisation of knowledge, and the way in which 
domain knowledge interacted with these strategies (top-down 
and bottom-up approaches). The coding schemes applied 
evolved during the analysis of the activity of each team and 
were identical for all three teams. The Noldus Observer [19] 
was used to assist in the analysis of data. 
The observational analyses encompass five codes: (i) problem 
exploration, (ii) model details, (iii) story, (iv) documenting 
and (v) UI details. Verbal data include three codes (i) domain 
knowledge, (ii) strategic knowledge, and (iii) understanding 
(Table 2). The observational data codes are summarised in 
Table 1 and are explained as follows: 
Problem exploration: The problem exploration code 
refers to the software designers' approach to 
defining/exploring the problem in order to understand 
the various possibilities of its representation within 
the model. They tried to understand the meaning 
behind the abstraction by decomposing the 
constraints into smaller 'chunks'. The problem 
exploration occurred in conjunction with the other 
codes; for example, explaining how data flowed in 
the model by tclling the story of how the domain 
• 
knowledge and strategies are used to assist them in 
understanding the task. 
Model Details: The model details code refers to the 
objects that designers grouped or re-grouped into 
sub-models. For example: So basically intersection is 
going to say to this road, YOl/ know Rl ,  R2, R3, R4. 
The intersection is going to say, okay my light is 
green, R1 ... {Male 1, Team 3). 
TABLE 1. CODING SCIIEME (OBSERVATIONAL DATA) 
Coding Descriptions 
Software designers approach to 
defining/exploring the problem in order to 
Problem Exploration understand the problem and how to represent it 
within the model; understanding the meaning 
behind the abstraction 
Model Details Modelling external world; model components 
Story Designers telling a narrative story about an aspect of their design (reflection in action) 
Documenting Using whiteboard, silently documenting the discussion 
UI Details User Interface (UI) consideration 
• 
Story: The story code is used when the designers tell 
a narrative story about an aspect of their design. For 
example: Right, so tick happens and changes time, 
cop is watching time, Jar each tick cop has some set 
of rules ... (Male 2, Team 1). If the story code is used 
in conjunction with the model code, the designers are 
narrating how data flows through the model or are 
telling a story with the model in order to verify that 
the model reflects the world as they understand it. If 
the story coded interacts with the UI (User Interface) 
code, the designers are telling a story about the use of 
the user interface. When the story code is used at the 
same time as the problem exploration code, the 
designers are narrating an experience that helps them 
understand the problem. This might also trigger new 
requirements. 
Documenting: The documenting code is used when 
one designer is using the whiteboard silently, usually 
after a discussion, to document the outcome of the 
discussion. When the documenting code overlaps 
with another code, one designer is documenting 
while the other designer's behaviour is captured in 
the overlapped code. 
UI Details: The UI (User Interface) details code 
refers to the user interface (UI) details where 
designers considered the interface and user 
interaction during the design process. This might 
occur concurrently during problem exploration. 
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Verbal data includes three main codes (i) domain 
knowledge (ii) strategic knowledge (top-down approach or 
bottom-up approach), and (iii) understanding and knowledge 
sharing. For the purpose of this analysis, the verbal data are 
segmented in the episodes. The codes applied are summarised 
in Table 2 and explained as follows: 
Domain knowledge: The domain knowledge code is 
used to identify where the design team applied this 
knowledge in order to better clarify the design task. 
This was the knowledge acquired from the problem 
domain/experience in order to confirm the relevance 
of the requirements. Domain knowledge is coded 
only if it contributed to clarification of the design 
problem. For example: We have a notion of queuing 
and de-queuing (Male 2, Team 1), That's true (Male 
1, TeamI). 
Strategic knowledge: The strategic knowledge code 
refers to the strategies the designers used. For 
example: . .. ifwe extract the Vi piece first, and then 
let's focus on kind of the underlying stuf  in order 10 
support you know kind of lraj icflow (Male 1, Team 
3). It incorporates two sub-codes: (i) top-down 
approach and (ii) bottom-up approach. The top-down 
approach (analysis) is coded when designers 
overviewed the system by decomposing and 
organising constraints. The bottom-up approach 
(synthesis) is coded when there is evidence that the 
details of the system are specified and small basic 
models/frames emerged. 
Understanding and knowledge sharing: The 
understanding and knowledge sharing code is used 
when designers agreed with the direction taken as a 
result of knowledge sharing. For example: Put this 
signal here ... have what rules attached 10 this to 
make it go, not go (Male 2, Team 3). Excellent, 
excellent ... (Male 1, Team 3). 
TABLE 2. CODING SCHEME (VERBAL DATA) 
Coding Descriptions 
Domain Knowledge Knowledge acquired used to contribute to 
an understandin,:!: of the problem 
Strategic Knowledge Strategies applied to understand 
constraints and integmte them into the 
model/frame; top-down and bottom-up 
approach 
Understanding and Designers' agreement during the process 
knowled!!e sharin!! as a result of knowled!!:e sharin!! 
B. Analysis 
Fig. 1, 2 and 3 illustrate the maps of the software design 
team activity. They describe the dynamics of the process over 
the whole session and demonstrate the differences and 
similarities in their approaches to understanding the problem. 
This analysis focused on designers' activities during the 
overall project time. Only the selected episodes are described 
for each team. 
Team I (Fig. l )  begins at 00:05:19 by exploring the 
problem, before quickly moving to consider the model at 
00:05:32 (Male 2: .. . 1'111 thinking in terms of model-view­
controller .. .) At this point, designers apply decomposition 
strategies and domain knowledge by starting to explore 
possibilities around the problem (Male 2 [OO:05:3j: Looks like 
basically two pieces: the interaction and the code for map 
that's able to manipulate road systems wilh a whole bunch of 
detail. What accounts for that 10 me is, be able to 
accommodate at least six intersections, be able to conlrol 
lights at an individual level .. . ). Documenting the model begins 
at 00:06:21 and ends at 00:06:32, before consideration of the 
model at 00:06:35. Male I (00:06:23) proposes the big picture 
strategy that seems to be hierarchical: We need to think about 
the big picture. That's 't Jhere i always like to s1arf. How do 
you see the code being -just kind of the structure of it broken 
down? Male 2 (00:06:47) refers to the rules and how to 
organize intersections. Two more brief periods of 
documenting follow, As the designers continue to explore the 
problem, they begin telling a story about the model. A long 
period of discussion of the model details begins shortly before, 
at 00: 13:34. The designers work through the model using the 
earlier story, and the discussion about the model ends 
(00:20:47). During this period, the designers apply domain 
knowledge and strategies while exploring the problem. Design 
activities such as model detailing, documenting and providing 
narrative about the model are undertaken concurrently at 
various intervals during the early stage of the design process. 
Toward the end of the process, the designers discuss the model 
again. In summary, Team 1 spent 73.29% of time on problem 
exploration, 28.27% on model details, 17.88% on narrating the 
story, 10.98% on UI details and 1.21 % on documenting (Fig. 
4). The most frequent occurrences of strategies and knowledge 
representation were understanding (37%) and domain 
knowledge (31 %), while general strategy occurrence was I I  % 
(Fig. 5). 
The Team 2 designers (Fig. 2) begin by exploring the 
problem at 00:06:18, before discussing the UI (through a 
story) from 00:08:08 to 00:08:21, (Female: Well, so one is you 
want 10 change the layout of the map ... you want 10 rlln it, 
meaning little daIs are moving, showing you how the traffic is 
flowing.) They return to discussion of UI details from 
00:09: 12 to 00:09:36, and then begin an exploration of the 
details of the model from 00.09:37. Discussion of the problem 
ends at 00: 10:04, before resuming at 00: I 0: 17. Discussion of 
the model ends at 00:10:19, followed by the end of problem 
exploration at 00: 1 0:50. Exploration of the model resumes 
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Figure 3. Team 3 Design Process Map 
from 00:11:31 to 00:11:55 (Male: ... it could be like the left­
hand turn signal here ... lt might not be for the ;'ltersection as a 
whole, maybe there's actually four objects here approaching 
intersection ... ), followed by a brief exploration of the problem 
from 00:12:00 to 00:12:16. Further discussion of the model 
and UI occurs, leading to a brief periQd of problem 
exploration. Discussion of the model re-occurs from 00:16:09 
to 00:16:19. A period of documenting the preceding 
discussion begins at 00: 16:20 and leads to a discussion of UI 
details. This discussion starts at 00: 17:08 and is followed by 
the end of the documenting process at 00:17:12. The team 
discusses the model from 00:18:05 to 00:18:25, followed 
quickly by more discussion of the model from 00:18:25 to 
00:19:54. A brief story from 00:19:58 to 00:20:06 leads to 
further discussion of the U I  from 00:20:06 to 00:20:33, 
followed by a longer story from 00:20:33 to 00:21 :29 
(Female: .. .ideally you would want to draw lhis out of the box 
with all defaults and some defaults setting based 011 some 
package ... ). Several episodes on model explorations and U I  
follow and discussion of U I  finishes at 01:28:32. Further 
exploration of the problem continues concurrently with model 
episodes. The team continues exploring the problem until the 
end. This team spends 47.56% of time on problem 
exploration, 23.43% on model details, 20.00% on UI details, 
6.13% on narrating the story, and 2.76% on documenting (Fig. 
4). The most frequent occurrences of strategies and knowledge 
representation were understanding (38%) and domain 
knowledge (37%), while general strategy occurrence was 9% 
(Fig. 5). 
The Team 3 designers (Fig. 3) begin (at 00:05:35) by 
exploring the problem. At 00:08:53, they explore the details of 
their model in the context of exploring the problem, before 
returning to only consider the problem. At 00:09:25, they 
consider the model in the context of understanding the 
problem. From 00: I I  :06 to 00: I I: 19 they work on the model, 
again using it to aid and explore their understanding of the 
problem (Male 1: So we can sort of start with the hierarchy: 
intersections seem to have signals. N of those. Road have 
lilles.). At 00: 12:49, they tell a brief story, stopping at 
00:13:00. They then work on the model again, still exploring 
and understanding the problem. Then, as they finish using the 
model to understand the problem (00:14:28), they tell another 
story (from 00:14:27 to 00:14:34) to complete and illustrate 
their new addition to the model. They are still working on 
understanding the problem. They continue with exploration 
and, at the end of the project, they concentrate on the details of 
the modeL The team spent 87.95% of time on problem 
exploration, 38.13% on model details, 20.73% on narrating the 
story, 1.64% on U I  details, and 0.00% on documenting (Fig. 
4). The most frequent occurrences of strategies and knowledge 
representation were understanding (50%) and domain 
knowledge (20%), while general strategy occurrence was 18% 
(Fig. 5). 
C. Differences and Similarities 
There were differences within the teams' approaches. 
Teams One and Three adopted a more structured combination 
of top-down and· bottom-up approaches (prescriptive software 
design models) during the problem decomposition (Fig. 1, 3), 
while Team 2 adopted a more opportunistic and iterative 
approach (Fig. 2) [10]. The designers made decisions at the 
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various levels of abstraction during the decomposition; 
however, some of them did not carry them out until the end. 
Guidon [20] points out that, in the early stage of the design 
process, software designers transfonn incomplete information 
into the specification and requirements. This applies to other 
fields of design (for example, architecture or product design) 
where similar decomposition approaches are undertaken. The 
deviations from top-downlbottom-up approaches are the 
consequences of problem structure in the early stage of design. 
The ill-defined strategies and goals prevented the emergence 
of strong strategies as the focus was on goal-limited strategies 
[21, 22] with the emergence of constrains grouping into the 
larger or smaller partial solutions [22], particularly with 
respect to sub-models. At particular stages of the process, the 
fixation on the model was evident (Fig. 4). This concurs with 
the findings of [7] and [16]. During the knowledge acquisition, 
sharing of knowledge was a significant activity during the 
software design process. This is demonstrated by the 
occurrence of the understanding code for all three teams (Fig. 
5). It was noticed that the teams applied mixed-approaches­
systematic and opportunistic. They used most of the time 
backward reasoning. This concurs with earlier findings about 
the design activity and how designers work. Most of the time, 
designers infer from the expected solution [for example, 7, 
22]. 
Ill. NOVICE AND EXPERT SOFTWARE DESIGNER MODELS 
The descriptive models of the three teams are based on the 
process maps (Fig. 1 to 5). While all designers were experts, 
Team 2 performed as a novice designer (Fig. 6), Team 1 as an 
intermediate designer (Fig. 7) and Team 3 as an expert 
designer (Fig. 8). This is supported by the design process 
maps (Fig. 1, 2 and 3) and their connections with the 
associated strategies and knowledge applied (Fig. 4 and 5). 
The models of their progression through the project are 
presented in Fig. 6, 7 and 8. 
A. Novice Designer 
Fig. 6 illustrates the novice software designer model 
(Team 2, Fig. 2). The team started with the decomposition of 
interface details (Ul) into smaller chunks (constraints) (Chk), 
and then concentrated on progressive development of sub­
model chunks (SM) and their groupings. The associated chunk 
grouping had weak content (for example, one chunk or two 
connected together by independent strategies). Problem 
exploration was segmented and understanding (Und) occurred 
at an independent level. There was very limited use of 
narrative (Nr) to reflect the aspect of their design and the way 
in which data flowed through the model, as they understood it. 
General strategy (GS) and goals were very weak and 
segmented (Fig 4 and 5). Thus, the characteristics of this 
model are: 
small model chunks with weak content 
domain independent knowledge 
• 
• 
J 
limited domain knowledge 
limited narrative about data flow thought the model 
(reflection) 
general strategies very weak. 
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B. Competent Designer 
Fig. 7 illustrates the competent software designer model 
(for Team 2, and based on Fig. 2, and Tables I and 2). The 
team started with the decomposition of small chunks (Chk) 
and then concentrated on progressive development of sub­
model chunks (SM) and their groupings. The associateed 
chunk grouping had better content (for example, more than 
two chunks connected together by independent strategies). 
Problem exploration was more consistent, while understanding 
(Und) occurred at the context level where domain-knowledge 
(Dk) contributed to understanding (Und). It is observed that 
there was increased use of narrative (Nr) to reflect aspects of 
their design and the way in which data flowed through the 
model. Thus, the characteristics of a competent expert 
software designer model are: 
• larger model chunks 
limited use of domain independent knowledge 
• domain knowledge 
• more narrative about data flow thought the model 
(reflection) 
• general strategies better utilised. 
strategy 
Domain Independent knowledge + Namtive· reflectlon 
small model "chunks" 
Figure 7. Competent designer model 
C. Expert Designer 
Fig. 8 illustrates the expert software designer model (for 
Team 3, and based on Fig. 3 and Tables I and 2). The 
designers started with the decomposition of constraints and 
then concentrated on progressive development of sub-model 
chunks (SM) and their groupings. The associated chunk 
grouping had richer content (for example, more than three 
chunks connected together). Problem exploration was 
consistent and understanding (Und) occurred at context level 
and there was better domain�knowledge (Dk) integration. This 
contributed to better understanding (Und). It is observed that 
there was an increased use of narrative (Nr) during the second 
part of the process where the team reflected on the aspect of 
their design and how data flowed through the model. Thus, the 
characteristics of an expert software designer model are: 
• large model chunks 
• little use of domain independent knowledge 
strong domain knowledge 
rich narrative about data flow thought the model 
(reflection) 
strong general strategies. 
r-.--', 
, . , , 
' ........ 
Donmln Independent knowledge + 
small model "chunks" 
Narrn.tive· r.:!flect.ion 
Figure 8. Expert designer model 
The differences between novice and expert designers are 
evident in the models (Fig. 6, 7 and 8). The models 
demonstrate that experts and novices differ in how they 
organise, apply and share knowledge; how they access the 
domain knowledge (Dk); and in how they use narrative (Nr) to 
reflect the process. 
The model of expert designer (Fig. 8) demonstrates 
experts' superiority within the domain, and confinns earlier 
evidence that supports this notion [23]. This finding is 
applicable to the performances of Teams 1 and 3. However, 
Team 2's performance was that of a novice (Fig. 6). It might 
be that the designers were non-domain experts and therefore 
solved problem in ways similar to those used by novices [24]. 
Non-domain experts usually described problems at very 
concrete and specific levels. Domain experts, on the other 
hand, used more abstract categories for description. Expert 
designers use a great deal of narrative (Nr) to reflect on their 
design [25] Fig. 7 illustrates the model of an intermediate 
expert and demonstrates this team's competence as an 
intermediate expert. The team demonstrated a 'good deal of 
strategic competence' [26] and utilised more narrative to 
reflect on their design. 
The evidence shows that experts start with the data 
variable and work toward the achievement of goals. Backward 
and fonvard reasoning were observed in all design teams. The 
novice designer's representations were fragmented into small 
'chunks' (Fig. 2 and 6). Nevertheless, it should be noted that 
experts do not always use forward reasoning and work 
forward from the problem given. In some domains, the given 
information is inadequate to solve the problem by using 
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forward reasoning. Koedinger and Anderson [27] report on the 
work of Anderson et a!. (1981) who studied expert computer 
programmers who worked from a given goal, such as program 
specification. It seems that experts use forward reasoning in an 
information-rich, well-defined problem solving domain, while 
in an ill-defined problem solving domain they work backward 
from the goal information. Experts utilise domain knowledge 
and procedures relevant to a particular task. This suggests 
relative stability in their representations and supports the 
interaction between domain knowledge (Dk) and general 
strategies (GS). 
The results indicate that novices focused on problem 
decomposition based on the design constraints separated into 
small 'chunks', while the expert designers utilised large 
content rich 'chunks' to develop sub-models (SM) and 
integrate them into the design. The overall design solution was 
monitored by general strategies (GS) that were weak and 
unstable among the novice but stable among the expert. 
The thrust of this work was on describing the software 
designers' process and to infer the differences between novice 
and expert designers. The findings demonstrate the approach 
to design expertise development regarding the decomposition 
of the software design project into 'chunks'. It shows the 
importance of narrative (designers' reflections), and the role of 
domain knowledge (Dk) in expertise. The latter is 
demonstrated by the increase of the content of model 'chunks' 
(SM), and this is supported by theoretical construct discussed 
earlier in this paper. 
IV. CONCLUSION 
This paper confirms that level of expertise plays an 
important role in problem representation, and this is 
demonstrated by studying different levels of expertise during 
the early (conceptual) stage of the software design process. 
However, the main strength of this work is that it describes 
expertise through the early stages of the software design 
process, and has opened an avenue for better understanding of 
the importance of interaction among general strategies (OS), 
domain-knowledge (Dk) and narratives (Nr). The structure of 
knowledge captured from the analysis of the design team maps 
can be utilized to contribute to a better understanding of the 
connection between and integration of model variables. These 
descriptive models can contribute to a better understanding of 
software design expertise and its development. Furthermore, 
they are transferable to other domains. 
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