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Conceptual design is a vital part of the design process during which designers first 
envision new ideas and then synthesize them into physical configurations that meet 
certain design specifications. In this research, a computational approach is developed to 
assist the designers perform this non-trivial task of navigating the design space for 
creating conceptual design configurations. The methodology is based on combining 
empirical reverse engineering techniques with a graph-grammar approach. Accordingly, 
design knowledge is systematically extracted from past designs, formulated as procedural 
grammar rules, and employed in building new design concepts. The implemented system 
provides a theoretical framework for automatically searching conceptual design spaces 
and produces novel alternative configurations to real design problems. The application of 
the approach to the design of various electromechanical devices shows the method’s 
range of capabilities, and how it serves as a comparison to human conceptual design 
generation and as a tool to complement the skills of a designer. 
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Chapter 1:  Introduction 
Product design is an iterative decision-making process for transforming a design 
opportunity into an embodied product that satisfies a set of requirements. It begins with 
identification of a need, proceeds through a series of tasks to seek an optimal solution to 
the problem, and ends with a detailed description of the product to be manufactured for 
the customer. The product development process, at its highest level, is characterized with 
three phases: problem identification, conceptual design, and embodiment or detailed 
design. In the first phase, information about the product is collected and the design 
problem is defined. The second phase encompasses all activities to generate physical 
solutions to meet design specifications. The third phase is where decisions are made to 
finalize dimensions, shape, material properties, and layout of the design. At the end of 
this phase, a product is fully specified and ready to be manufactured. 
 Among these phases, conceptual design is the main focus of this research.  
Specifically, the purpose of the research is to examine the conceptual design stage and 
develop a systematic method and resulting computer-based tools for improving the 
designer’s ability to create or invent design solutions.   
1.1 INTRODUCTION TO CONCEPTUAL DESIGN 
This section describes the conceptual phase of product development and presents 
structured approaches to conceptual design and conventional practices used for concept 
generation.     
1.1.1 Overview of the Conceptual Design Process 
Conceptual design plays the central role in ensuring the overall design quality and 
the level of innovation. It is at this phase, where the architecture of the final design is 
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established, the technologies are chosen to fulfill the customer needs, and when most of 
the cost of a product is committed. Because of these characteristics, conceptual design is 
often considered as the most important phase of the product development cycle.   
The goal of conceptual design is to generate ideas that address a set of 
requirements. The conceptual design process begins with the specification of the product 
to be designed and involves the continual cycle of concept generation and concept 
evaluation as shown in Figure 1.1. In the first step, all possible concepts that could 
address the design specifications are generated. This is followed by an evaluation process 
carried out to select the best candidate for further design refinement and embodiment. 
Often times, these two steps overlap and the boundaries between them are unclear. Yet, 
they are useful to categorize the tasks needed for conceptual design and are also utilized 
in the development of the proposed method and the organization of this dissertation. 
Figure 1.1 The two processes that characterize conceptual design  
1.1.2 Review of Structured Design Methods 
The generation phase of conceptual design is difficult to translate into a concise 
methodology. Concept generation, fundamentally, is considered an informal, highly 
creative artistic activity, not a formal, scientific endeavor. Historically, the only resource 
available to a designer during conceptual design was personal repertoire of design 
knowledge. Therefore, the ability to apply creativity and to invent has been heavily 




Recently, however, increasing attention is being directed to support conceptual 
level design activities, and to develop methods that quantify and formalize the conceptual 
phase of design (Pahl and Beitz, 1988; Suh, 1990; Ulrich and Eppinger, 1995; Otto and 
Wood, 2001; Ullman 1995; Hubka and Eder 1984). Regardless of the methodology 
variation, all of these approaches begin by formulating the overall product function and 
breaking it into smaller, more elemental sub-functions. Solutions to these sub-functions 
are sought and the form of the device then follows from the assembly of all sub-function 
solutions. This process is illustrated in Figures 1.2 - 1.5 and is often referred to as the 
mapping of function to form.    
In this systematic view of conceptual design, a designer formulates the overall 
function by analyzing the specifications of the product to be designed. An example of this 
formulation is given in Figure 1.2 for the design of an electric toothbrush product. This 
high level product function is then decomposed recursively into lower level functions - a 
process that produces a function structure (Pahl and Beitz, 1988) which is a 
representation that defines function as transformation between input and output of 
energy, material, and information (elaborated in Chapter 4). The function structure for the 
electric toothbrush is presented in Figure 1.3. This functional decomposition is then used 
to generate form solutions to each of the product sub-functions. Here, the designer seeks 
solutions, i.e. a component or a set of components that perform a particular function as 
shown in Figure 1.4. Finally, solutions to the sub-functions are synthesized together to 
arrive to the final form of a product completing the transformation of function to form. 





Figure 1.2 The first step of systematic concept generation process 
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Figure 1.4 The third step of systematic concept generation process 
 
Figure 1.5 The fourth step of systematic concept generation process 
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Using this approach, a broad number of concepts can be generated by selecting 
and composing different design solutions to elemental sub-functions. A number of non-
computational methods are available to help designers create ideas during this process. 
These are reviewed in the next section.          
1.1.3 Review of Human-Based Concept Generation Methods 
Concept generation research has traditionally focused on developing methods that 
improve the quality and variety of concepts generated. These methods are often kept 
simple and efficient such that designers are not burdened by the details or limitations of 
the method. The most common concept generation method is known as brainstorming 
(Osborn, 1957). The term brainstorming is frequently applied to any idea generation 
technique. Brainstorming as a specific method requires a group of individuals to follow 
the basic rules of (1) avoiding criticism, (2) welcoming “wild ideas”, (3) building on one 
another’s ideas, and (4) preferring more ideas than dwelling on specific ones.  
A more structured concept generation method can be found in the techniques 
known as C-Sketch (Shah, 1998) and 6-3-5 (Rochbach, 1969). The latter of these sketch-
based methods requires six participants to independently create three ideas at a time in a 
series of five rounds. The added constraints of the method ensures that individuals 
participate equally which may be difficult to enforce in traditional brainstorming.  
In addition to these group methods to concept generation, there are also some well 
accepted approaches that do not require a set of interacting designers. Designing by 
analogy (McAdams and Wood, 2000) is a well accepted approach to arrive at novel 
design solutions. It can be accomplished by first generalizing the design problem to a set 
of functions (or a graph of functions as in the function structure representation). Then one 
can look for or conceive analogous products or components that perform the same set of 
functions (Linsey et al., 2005). Function-means trees and Morphological Analysis 
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(Zwicky, 1969) are similar methods in which solutions to individual functional 
requirements are first sought and then synthesized together.  
Apart from these approaches, one widely used method is the Theory of Inventive 
Problem Solving (Altschuller, 1984). This method provides a tabulated representation of 
a large number of solution principles that have been extracted from existing patents.  
Another approach is “catalog design” where concepts are generated purely 
through browsing a catalog of physical elements (components, assemblies, etc.). The 
results are evidently limited by the breadth of the catalog; however, the benefit lies in the 
presentation of design knowledge that falls outside the designer’s expertise memory 
(McAdams and Wood, 2001). 
1.2 VISION AND GOAL OF THE RESEARCH 
As summarized in Section 1.1.2, many systematic approaches have emerged in 
recent years to help guide designers during the conceptual stage of design (Pahl and 
Beitz, 1988; Suh, 1990; Ulrich and Eppinger, 1995; Otto and Wood, 2001; Ullman 1995; 
Hubka and Eder 1984). Yet, the conceptual design process has seen few attempts at 
automation. The concept of “automating design” has often been leveraged in later stages 
of the design process where a to-be-designed artifact accrues numerous parameters but 
lack specific dimensions. Automated methods such as optimization provide a useful 
framework for managing and determining details of the final designed artifact. These 
methods make the design process less tedious and time-consuming and are used in a wide 
variety of industries to support or optimize current design efforts. However, one of the 
pervasive bottlenecks in design is the lack of continuity between computational design 
tools and conceptual design methods.  
The goal of this research is to bridge this gap. In order to achieve this goal, the 
conceptual design stage is examined with the aim of understanding and formalizing the 
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early phases of the design process, and a new conceptual design theory is proposed by 
developing an automation tool that integrates characteristics of human conceptual 
designing with a computational synthesis technique.    
The motivation for developing this theory are as follows: (1) to fully automate the 
systematic design process described in Section 1.1.2, and thereby to create a 
computational tool that can automatically generate solutions to open-ended design 
problems, (2) to broaden the applicability of computers in the early phases of the design 
process for more efficient, creative, and innovative conceptual design, (3) to create a 
basis for future CAD technology that can computationally represent the highly abstract, 
function-oriented design knowledge relevant to conceptual design, and to provide a 
framework that enables the integration of this knowledge for design generation and 
evaluation at the early stages, and (4) to computationally model the decision-making 
employed during conceptual design that is linked to human creativity and invention.   
1.3 HYPOTHESIS 
As stated above, the primary goal of this research is to automate the function-
based synthesis paradigm introduced by the systematic design process (Pahl and Beitz, 
1988).  Based on this process, the creative synthesis step of conceptual design can be 
summarized by two important questions: 
1. Which solutions should be used in a concept for a given sub-function? 
2. How should the generated solutions for individual sub-functions be 
synthesized together into a final configuration? 
In answering these questions, there are many instances where the designer makes 
conscious and unconscious decisions to select and refine concept variants in order to map 
“function” to “form”. As described earlier, the success of this transformation and its 
resulting artifact are subject to the experience and talents of the designer involved. 
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Fortunately, experience in the form of design knowledge is implicitly available in 
actual examples of designers’ work. Heuristics-based decisions made by designers in 
transitioning from functional requirements to conceptual design configurations can be 
extracted by studying existing products. In this research, it is conjectured that through 
systematic dissection of consumer products and a thorough reverse engineering process, a 
methodology can be developed that extracts design knowledge employed in the creation 
of designs. Accordingly, this research leverages a database of past products from which a 
design grammar is developed to capture the knowledge of the original designer in 
transforming designs from function to form. The grammar rules created from the 
empirical analysis of existing products are then used in a computational search process. 
The resulting computational design tool answers the two aforementioned questions that 
define the creative synthesis step of conceptual design, and works with a designer in 
navigating the design space to create design configurations from detailed specifications 
of product function. Given the overwhelming size of the feasible solution space, such a 
computational tool: 
1. Increases the efficiency of the design process and the creation of new 
solutions, 
2. Facilitates design reuse during concept generation,  
3. Enables the exploration of larger design solution spaces, and thereby removes 
psychological bias that may limit designers to previous solutions or to specific 
engineering domains. 
1.4 RESEARCH OBJECTIVES 
It is the objective of this research to develop computational design tools to 
compute design alternatives. The proposed approach describes the comprehensive space 
of concept variants and searches it for feasible candidates. With these design tools, a 
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design team is able to rapidly generate multiple and feasible design configurations.  The 
configuration description includes the choice of components (component selection - Step 
3 illustrated in Figure 1.4) and how they are connected (component configuration - Step 4 
illustrated in Figure 1.5). In addition, the design tools provide the necessary means for a 
design team to evaluate overall concepts based on specific design objectives. The 
implemented system serves as a comparison to human conceptual design generation and 
as a tool to complement the skills of a designer or a design team. 
1.5 THESIS STATEMENT 
A conceptual design theory based on an empirical study of existing artifacts and a 
graph-grammar-based computational search creates concept variants from product 
function specifications. 
1.6 ORGANIZATION 
This dissertation presents a full description of the developed conceptual design 
theory and the resulting computational design tools. The document can be thought of as 
three major sections. The early chapters (Chapters 1-4) present the fundamental elements 
leading to the development of the theory, the following three chapters (Chapters 5-7) 
focus on the main deliverables of this research that present the computational design 
method, and the design tools for concept generation and evaluation, and finally the later 
chapters (Chapter 8-10) are devoted to the validation of the proposed method and provide 
example test problems and experimental studies. More specifically; 
Chapter 2 provides an overview of the research approach and presents the 
procedure of developing the computational design framework.  
Chapter 3 discusses the tools and methods utilized during product teardowns and 
subsequent knowledge acquisition.  
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Chapter 4 introduces the method for representing the designs. It provides an 
overview of the representation of function and form in design, and the specifics of the 
graph-based representations used by the computational method in particular. 
Chapter 5 describes the development of a graph grammar for conceptual design. It 
includes a discussion of fundamentals of graph grammars, grammar derivation, and the 
description of the process used in developing the grammar rules for conceptual design.  
Chapter 6 details the generation aspects of the developed computational design 
method. It describes the automated concept generation process, and a summary of 
computer-based implementation of the grammar and the graphical user interface that is 
used.  
Chapter 7 introduces the evaluation strategy.  
Chapter 8 presents the results of applying the computational method on two 
electromechanical test problems. 
Chapter 9 discusses the experiments that are developed to assess the effects of 
using the computational design tool as a conceptual design aid. 
Chapter 10 provides a summary of the research and a discussion of the 
contributions and potential venues for future work. 
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Chapter 2:  Automated Synthesis of Design Concepts from Empirical 
Analysis of Function to Form Mapping 
In this chapter, an overview of developing the grammar-based computational 
design framework is presented. This development involves three major processes: design 
knowledge extraction via empirical product analysis, representation of design knowledge, 
and computational design synthesis.  
In the first process, product information is accumulated by means of product 
dissections, and empirical product analysis. This product information is collected for a 
particular category of products. The central part of the process is the function-based and 
configuration-based product information models, which will be elaborated in Chapters 3 
and 4. 
The next process is the representation of the design knowledge. Here, the 
information collected in the first process is represented computationally. There are three 
distinct knowledge representation schemes used as part of this research. One of them is 
adopted from the design literature (functional representation), and two of them are 
specifically developed for the purposes of this research (configuration representation, and 
function-to-configuration mapping representation).     
Finally, the computational design synthesis process deals with creating conceptual 
design solutions. Initially, a design problem is put forth as functional design specification 
consistent with the language used for the function-based product models. By using and 
combining existing product information, this design specification is converted to a 
configuration-based product model which is presented at the end as final conceptual 
solution.  
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2.1 AUTOMATING THE FUNCTION-BASED SYNTHESIS PROCESS 
As described in Chapter 1, this research aims to automate the systematic design 
process (Pahl and Beitz, 1988). Accordingly, it extends the previous function-based 
design research by developing a computational design method that transforms a high-
level, functional description of a non-existent product into a set of concept variants. 
Furthermore, it presents an automated process that can estimate the worth of such concept 
variants based on different evaluation criteria.  
Figure 2.1 General flowchart of the computational synthesis process 
The general flowchart of the developed computational synthesis process is shown 
in Figure 2.1. By following this process, a design is changed from an abstract set of 
customer needs to a conceptual configuration (Figures 1.2 - 1.5). The customer need 
analysis and the functional decomposition steps are performed by the designer. The 
computational design process is initiated at the level of a function structure (Pahl and 
Beitz, 1988; Otto and Wood, 2001). The output of the process is a conceptual design 
configuration where specific electromechanical components are first associated with 
individual or sets of sub-functions from the function structure and then composed into a 
design configuration based on their physical interactions. Feasibility and consistency is 






















At the end, the design method manifests itself as a computational design tool.  
The major building blocks used during the development of this design tool can be 
visualized with the help of the architectural framework shown in Figure 2.2. A pyramid is 
a useful visualization here, since each level builds upon the foundation of the lower levels 
and reduces the complexity of its foundation in order to perform its intended tasks.  
Figure 2.2 The architectural framework of the developed computational design tool 
Computational 
Design Tool
Automated Conc ep t Generation
Graph Grammar
State Space Search
Automated Con c ept Evaluation
Designer Preference Modeler
Graph Representations of Design 
Fun c tion: Function Structure
Form: Configuration Flow Graph
Design Knowledge Capture & Organization







The primary motivation behind the developed method is to capture design 
knowledge from existing engineering artifacts, therefore the wealth of existing 
engineering artifacts constitute the bottom-most layer of the pyramid. The next layer is 
design knowledge capture and organization. At this level, design knowledge is gathered 
and organized using standardized taxonomies and a design knowledge repository. The 
middle layer is graph representations of design, where designs at two domains are 
represented in a graph-based format using the standardized taxonomies of the bottom 
layer. This layer hosts representations for design function (called function structures), and 
design form (called configuration flow graphs). These two graph representations 
constitute the foundation for the graph grammar language that the conceptual design tool 
is built upon. At the top layer, resides the design tool. It is at this level where concept 
variants are created and evaluated based on graph grammar and search algorithms 
developed.  In the following chapters, each of the three main layers and their specifics are 
explained in detail. 
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Chapter 3:  Design Knowledge Extraction and Organization 
The fundamental research question addressed in this chapter is concerned with 
extracting and storing design information in such a way that the knowledge can be reused 
for future product design. The main hypothesis here is that valuable design knowledge is 
implicitly available in existing examples of engineered artifacts. Under this premise, 
design knowledge is extracted from existing products and stored for reuse in design 
knowledge databases and a web-based repository. Three main tasks at this step are 
studying existing products, recording and storing of design knowledge, and the 
development of standard taxonomies.   
3.1 SYSTEMATIC PRODUCT DISSECTIONS AND EMPIRICAL PRODUCT ANALYSIS 
The first step in this research is the dissection of consumer products. In this step, 
concrete experience with the existing product is emphasized. The aim is to fully 
understand the product in terms of functionality, components, product hierarchy, and 
configuration. Accordingly, design knowledge is extracted from a set of consumer 
products chosen for their low cost and wide variety. Each product is disassembled by 
strictly following the method presented in Otto & Wood (2001). To begin the product 
teardown, a disassembly plan is developed which lists each step that is to be taken.  As 
the product is disassembled, a bill of materials (BOM) is constructed to document its 
components. Each component is labeled and photographed as it is removed from the 
product. The components that constitute assemblies or subassemblies are noted along 
with connectivity of components and their configurational relations. The resulting BOM 
is recorded in a tabular format and lists various component attributes. Figure 3.1 shows 
the teardown of a hand held vacuum cleaner at various stages and the BOM used for 
documenting its components. 
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Figure 3.1 The Bill of Materials of a handheld vacuum cleaner 
3.2 DESIGN KNOWLEDGE REPOSITORY 
The extracted component design information is organized and stored in a web-
based design knowledge repository (http://function.basiceng.umr.edu/repository) that is 
managed at the University of Missouri-Rolla with contributions from the University of 
Texas at Austin, Pennsylvania State University, Bucknell University and the Virginia 
Polytechnic Institute and State University. The design data is recorded into the repository 
using an open source, cross-platform repository entry application. The entry template is 
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organized based on individual components in a product. Accordingly, information about 
each component is recorded on separate templates, which are then aggregated to 
construct a product level representation. There are three types of attributes captured for 
each component: descriptive attributes, physical attributes and functional attributes.  
Examples of descriptive attributes are part number, quantity, part description, 
hierarchical (assembly) information, and predicted manufacturing processes. Physical 
attributes include weight, type of material, and component specific parametric 
information (examples include height, width, length, inside/outside diameters, thickness, 
etc). These attributes are physically measured for each component and recorded into the 
data template. Finally, the functional attributes include the function(s) each component 
fulfills, the flows (energy, material, and signal) that pass through each component, and 
the connectivity and resulting interfaces of components.    
Because of the level of detail captured for the online database, the empirical 
dissection of products and the subsequent data entry into the repository is a very 
laborious process, typically ranging from 10-15 person-hours per product. These 
teardowns have been performed over the last three years through the efforts of several 
experienced graduate students, and the occasional undergraduate research assistants. 
Following entry into the repository entry application, a platform-independent data 
set is output as XML and uploaded directly to the UMR Design Repository database. By 
creating Java Server Pages (JSP), the product data from the database server can be 
viewed as HTML through a standard web browser (Bohm et. al, 2004) as shown in 
Figure 3.2.  
Given this format, design generation tools can be readily generated from single or 
multiple products and used in a variety of ways to enhance the design process (Bohm 
et.al, 2004). As one of these examples, this research leverages the repository data to 
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extract a design grammar language that captures the relationship between specific 
functions and solution principles that are used to fulfill them, which will be elaborated in 
Chapter 5.  
Figure 3.2 The UMR Design Repository web interface 
3.2.1 Product Category 
In this study, 23 consumer products are chosen to provide an empirical basis for 
the development of the design method and the resulting computational design tool. These 
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products offer simple technologies, yet the variety of the technologies used by the 
products cover a rich set of engineering solutions. These products are selected based on 
the fundamental flow types that govern their functioning. For example, an “iced tea 
maker” is primarily governed by liquid, and hydraulic energy flows, whereas a “vacuum 
cleaner” is governed by electrical and pneumatic energy flows. A “can opener”, on the 
other hand, is primarily a mechanical device that is governed by rotational and 
translational mechanical energy flows. In selecting the products that construct the 
empirical basis, attention has been given such that a comprehensive coverage of 
fundamental flow types (listed in Table 3.2 of Section 3.3.1) is attained. The complete list 
of products that are analyzed is shown in Table 3.1. 
Table 3.1 The twenty-three products used as an empirical basis  
Product List 
Power Screw Driver Dishwasher 
Can Opener Eye Glass Cleaner 
Hand Held Vacuum Cleaner Electric Iron 
Iced Tea Maker Jar Opener 
Presto Salad Shooter Snow Cone Machine 
Electric Knife Traveling Sprinkler 
Electric Toothbrush Stir Chef 
Electric Bug Vacuum Hair Trimmer 
Disposable Camera Wine Opener 
Knife Sharpener Paper Shredder 
Fruit Peeler Electric Stapler 
Pencil Sharpener   
3.2 TAXONOMIES FOR ORGANIZING DESIGN KNOWLEDGE 
To derive uniformity and consistency in representing design knowledge, it is 
essential to develop standard languages. This section summarizes the standardized 
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vocabularies that are used to facilitate the development of the presented computational 
design tool.  
There are three distinct knowledge representation schemes used as part of this 
research. These representations make use of two standard taxonomies: the functional 
basis, and the component basis. The former of is adopted from the literature (Hirtz et. al, 
2002) and is presented as the means of both capturing the design knowledge and 
representing the conceptual design input required by the computational tool, whereas the 
latter is specifically developed for the purposes of this research as a classification system 
for component naming and for representing the conceptual design output generated by the 
computational tool. 
3.3.1 Functional Basis 
The Functional Basis is a set of function and flow terms that combine to form a 
sub-function description (in verb-object format). Shown in Tables 3.2 and 3.3, the 
hierarchically arranged basis terms, which are intended to span the entire electro-
mechanical design space without repetition, are utilized during the generation of a black 
box model and functional model in order to encapsulate the actual or desired 
functionality of a product. In this approach, the designer follows a rigorous set of steps to 
define a new or redesigned product’s functionality prior to exploring specific solutions 
for the design problem (Stone and Wood, 1999). 
The black box model is constructed based on the overall product function and 
includes the various energy, material, and signal flows involved in the global functioning 
of the product. The detailed functional model is then derived from sub-functions that 
operate on the flows listed in the black box model. To briefly illustrate this technique, the 
functional model of an electric toothbrush was shown in Figure 1.5. Repeatability, ease in 
storing and sharing design information, and increased scope in the search for solutions 
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are some of the advantages these functional models exhibit (Stone and Wood, 1999; 
Kurfman et al., 2003) 
Table 3.2 Flow classes and their basic categorizations  
Table 3.3 Function classes and their basic categorizations  
3.3.2 Component Basis 
A critical challenge for the presented research was to determine a systematic 
means of cataloging and classifying component design knowledge. Considerable effort 
has been put forward to develop a component taxonomy that would define a hierarchical 
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list of distinct component types and their definitions. In developing this taxonomy, a 
perspective is taken that promotes functionality as the principle classification scheme for 
a component. Accordingly, each component is classified under a specific component type 
according to a distinct function-based definition, as illustrated in the excerpt shown in 
Table 3.4. 
 Table 3.4 An excerpt of component terms and definitions  
The approach taken here is similar to the development of ontologies. The concept 
of ontology, as used in knowledge engineering, is described as (Uschold and Gruninger, 
1996) “a term used to refer to the shared understanding of some domain interest.” 
Neches, et al. (1991) state: “An ontology defines the basic terms and relations 
compromising the vocabulary of a topic area.” Several ontologies have been proposed in 
the engineering design literature (Liang and Paredis, 2004; Hovarth et al., 1994; 1998; 
Kitamura, 2003; Li et al., 2005; Stahovich et al., 1993). Liang et al. (2004) suggests a 
port ontology as a tool for conceptual modeling and generating system architecture. 
Stahovich, et al. (1993) proposed that the fundamental ontology for mechanical devices 
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should be based on physical behavior, not structure. This research attempts to determine 
the behavior of a mechanical device from a description of its structure and its deriving 
inputs. Hovart, et al. (1998) have defined a general ontology to model design concepts 
and the interactions between them. The cataloged concepts are then initiated in a 
computer based functional synthesis process. Similar to this approach, Kitamura and 
Mizoguchi (2003) have proposed an ontology to describe functionality of physical 
artifacts and its relationship with behavior based on a language called FBRL (function 
behavior representation language).  
In this research, a taxonomy for describing the electromechanical component 
space is defined. The presented taxonomy complements the functional basis 
representation (Hirtz et al., 2002) and allows for well-defined function-based types of 
components to be used in the creation of required design representations and the 
computational design tool that results. It also eliminates artifact redundancies that may 
not be immediately evident due to variations in user-dependent artifact naming. For 
example, separate components under different products may be named "motor 1", 
"shaded pole induction motor", or "dc motor". Using the component taxonomy, each of 
these artifacts would be identified as similar and tagged as an "electric motor".  
3.2.2.1 The Classification Hierarchy 
The goal of classification in this research is focused more on the practical use of 
the proposed hierarchical taxonomy. For this reason, the hierarchical framework was 
initially established from the notion that device function is an integral and critical 
characteristic of a component from the perspective of concept selection during the design 
process. As a starting point, the list of primary and secondary level function terms from 
the Functional Basis (Hirtz et al., 2002), shown in Tables 3.2 and 3.3, were used to 
designate the primary and secondary levels of the component framework. In order to 
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successfully place component terms into the taxonomy, the functional traits of each 
component is established by modeling the components by defining appropriate input-
output ports through which they connect to other components. A rigorous process is then 
followed to establish the hierarchy and to place component types within the hierarchy. 
(Kurtoglu et al., 2005). 
The individual component terms and associated definitions represent the different 
types of components. The definitions of these terms are critical to the usefulness of the 
proposed taxonomy. In defining these component terms, disagreements may exist over 
how narrowly to define different terms. For example, should an axle and a drive shaft be 
classified under the same component term? Should a flexible hose be classified under a 
different component term than a rigid tube? In the case of the axle and drive shaft, these 
two components solve different functionality and would, therefore, be placed under 
different branches of the proposed taxonomy. The flexible hose and rigid tube are 
functionally similar, so a decision must be made about whether to group them together 
under a broad definition or separate them into more specific groups. When defining 
terms, effort was made to determine whether a new (separate) definition would be 
beneficial from the perspective of a designer in the early conceptual stages of design, for 
example deciding whether to use a flexible versus a rigid tube to transfer a material 
would be less useful when initially generating concepts than deciding whether to use a 
tube versus a conveyor. To help evaluate whether terms were defined at a low enough 
level of detail while preserving necessary coverage of the component space, additional 
consideration was made and two criteria were defined: completeness and exclusivity.  
Completeness: The measure of how well a list of components captures the 
complete set of all electromechanical components.  
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Exclusivity: The measure of the independence of terms in the taxonomy. It is the 
opposite of overlap or redundancy of taxonomy terms.  
These two criteria are enforced at the component term and component subset 
levels of the hierarchy (see Table 3.4 for an excerpt). The completeness criterion 
motivates one to construct a taxonomy that covers all the concepts that are relevant in the 
electromechanical component domain. In general, completeness within a domain is 
accomplished automatically with an empirical study of existing products. It is likely that 
with each additional product that is dissected and catalogued in the repository, the return 
in the number of newly defined fundamental component concepts begins to reduce. Of 
course, a large number of artifacts will need to be dissected before a change in the rate of 
new concepts is noticeably decreased. 
The challenge in such research is to heed the exclusivity criterion. Technically, 
there could be as many component types as the number of components that exist in all 
electromechanical devices. This, of course, is impractical, and does not take advantage of 
component types that are well accepted (e.g., gears). As briefly described before, the key 
in establishing the exclusivity criterion is to carefully define what constitutes a new 
fundamental component type.  
To achieve this, two guidelines are followed: (1) any fundamental component 
type should be as general as possible but specific enough to allow the user to build a clear 
abstraction of a component which can be used during conceptual design. (2) The defined 
taxonomy as a whole should include a sufficient number of component terms (i.e. 
building blocks) to allow the user to represent a variety of concepts. This is illustrated in 
Figure 3.3. In Figure 3.3a, two artifacts are shown that “convert electrical energy to 
mechanical energy”. The fact that they differ in their size and shape does not deter us 
from conceding that they are actually two instantiations of the same component concept, 
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which we refer to as “an electric motor”. Therefore, they are represented under the same 
fundamental component term: electric motor. Figure 3.3b, on the other hand, shows two 
fasteners. These two artifacts not only share the same functionality of “coupling two 
objects”, but also look very similar. Yet, they are instantiations of two different 
component concepts, one of which is referred to as “a screw” and the other as “a nut and 
bolt”. Simply representing both under a single class named “fastener” results in a 
component type that may be too generic. This contradicts with the first guideline 
presented for establishing the exclusivity criterion. Therefore, the two artifacts shown in 
Figure 3.3 are granted their own fundamental component terms and are grouped under a 
functionally more abstract “fastener” class among other widely accepted fastener types 
such as solder, rivets, and welds. By following these two guidelines, the collaborative 
efforts of defining an exclusive set of component concepts led to a total of 135 
component terms, and the complete list is shown in Appendix A. 
Figure 3.3 Instantiations of (a) two “motors” and (b) two “fasteners” 
In the next few chapters, the details of the computational design application will 
be presented which relies on the developed component taxonomy in order to automate the 
concept generation phase of the design process. 
 
 (b)  
 (a)  
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Chapter 4:  Representations of Design 
One of the main difficulties in supporting conceptual design is the complexity 
involved in modeling and representing a design solution (Hsu and Woon, 1998). While 
there are many formal techniques that have been developed to represent different aspects 
of a design solution, two groups of representations are of particular importance to the 
conceptual phase of design: representation of function, and representation of form.  
This importance is emphasized in a certain view of design that defines the process 
of concept generation as the transformation from function to form, or more specifically 
the creation of a form that meets functional requirements (Otto and Wood, 2001). 
Influenced by this view of design, this chapter provides an overview of the representation 
of function and form in general, and the specifics of the graph-based representations used 
by the computational grammar in particular.  
4.1 REVIEW OF FUNCTION-BASED REPRESENTATIONS  
Function based representations allow designers to represent solutions independent 
of their form. The most common approach to functional representation is to decompose 
the system into sub-functions to yield a functional graph that is used to seek solutions to 
sub-functions. The form of the system then follows from the assembly of all sub-function 
solutions. Most notable of these approaches is the function structures of Pahl and Beitz 
(1988) that represents the German school of design. Similar methods include Hundal 
(1990) who formulates six function classes complete with more specific functions in each 
class, though he does not claim to have an exhaustive list of mechanical design functions. 
Another approach uses the 20 subsystem representations from living systems theory to 
represent mechanical design functions (Koch, et al., 1994; Malmqvist, et al., 1996) The 
Soviet Union era design methodology known as the Theory of Inventive Problem Solving 
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(TIPS) uses a set of 30 functional descriptions to describe all mechanical design functions 
(Altshuller, 1984). Kirschman and Fadel (1998) propose four basic mechanical functions 
groups, but vary from the standard verb-object sub-function description common to most 
methodologies. This work appears to be the first attempt at creating a common 
vocabulary of design that leads to common functional models of products. Other 
researches have also pursued a standard functional design language (Little, et al., 1997; 
Otto and Wood, 1997; Stone and Wood, 1999; Murdock, et al., 1997; Szykman, et al., 
1999; Hirtz, et al., 2002). The result of these efforts is the Functional Basis design 
language presented in Section 3.3.1. In functional basis, engineering functions are 
categorized as 8 classes that are further specified as basic categories. The NIST design 
repository project (Szykman, et al., 1999 & 2002; NIST, 2000) is another framework for 
storing and representing functional design information along with four other major 
classes. Japanese researchers have also explored a consistent language for describing the 
functionality of products and relating it to product behavior (Kitamura and Mizoguchi, 
1998 & 1999; Umeda and Tomiyama, 1997; Sasajima, et al., 1995).  
Another example of a behavior oriented approach to function modeling is the 
bond graph formalism (Paynter, 1961, Karnopp and Rosenberg, 1975). The bond graph 
formalism represents a dynamic system as a composition of components where each 
component deals with power flow and has effort parameters (such as pressure, voltage, 
and force) and flow parameters (such as flow rate, current, and velocity). The main 
advantage of bond graph technique is the fact that it can model a variety of domains 
including mechanical, electrical, and hydrodynamic systems by using a generic, 
fundamental language of dynamic operators. While bond graphs originated as an analysis 
method, various projects (Bracewell and Sharpe, 1996; Finger and Riderle, 1989) have 
since realized the potential of bond graphs as a foundation for design synthesis. The 
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design platform proposed by Bracewell and Sharpe is called Schemebuilder. It uses 
function-means trees to hierarchically represent required functionality of a system. 
Schemebuilder incorporates a component library with the function-means representation 
to build a functional-embodiment knowledge base which is used to instantiate 
components to address certain functions. By connecting component models, a bond-graph 
model of a design solution can be generated which is later used for behavioral simulation 
and performance assessment. The main limitation of the Schemebuilder is its scope that 
only deals with functions represented as power flows.    
On the other hand, several researchers have developed high-level design 
languages to describe product function. The Causal Function Representation Language 
(CFRL) defined function with a triplet {DF, CF, GF}, in which DF denotes the part 
function, CF is the context where the part is to function, and GF indicates the description 
of the functional goal to be accomplished (Iwasaki et al., 1993). This method allows the 
designer to determine the functional specification and physical structure under a unified 
framework. CFRL models expected behavior of a device using logic based propositions 
that capture causal sequence of events required for proper functioning, and thereby 
facilitates analysis of designs through a model-based qualitative simulation that compares 
predicted behavior against system function. Despite its well-defined formalism, CFRL is 
limited in its implementation to only small-scale examples. Similarly, Sturges et al. 
(1996) used a block diagram approach based on function logic. To describe complex 
systems, this representation schema includes mathematical relationship equations that 
govern functional blocks. 
Gero et al. presented a formalism called FBS (Qian and Gero, 1996) that defines 
structure, behavior, and function of a system. In this technique, relations among function, 
behavior, structure are utilized to extract paths in a FBS-graph which are then used to 
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retrieve design information to conduct analogy-based design. Similarly, the Structure-
Behavior-Function model (Bhatta et al., 1994) is a system that captures function and has 
a design-case memory that represents each case as an SBF model for analogy-based 
design. The Function-Behavior-State modeler (Umeda et al., 1996) is another computer-
based implementation that is developed to model function and physical behavior of 
components. FBS modeler allows more flexible definition of device function and thus is 
applicable to a variety of domains.  
Other functional modeling approaches include Design Structure Matrices (DSM) 
that are used for task decomposition and design reviews, and matrix-based 
representations that capture customer needs and function at a product level (McAdams et 
al., 1999; Stone et al., 2000) to facilitate a computational approach to design by analogy. 
4.2 REVIEW OF FORM-BASED REPRESENTATIONS  
Most conceptual design techniques include representations of the final form of the 
design object. These representations take a variety of forms changing from physical 
topology of a conceptual solution to representations of 2-D, and 3-D geometric shapes.  
Popular representations of geometric shapes include Constructive Solid Geometry 
(CSG), Boundary Representations (B-Rep), and feature-based representations 
(Mortenson, 1997).  The CSG approach models 3-D geometry using a set of primitives 
such as cubes, pyramids, or cylinders. Complex shapes can be built from these primitives 
through a set of Boolean operations. In B-Rep approaches, a shape is represented in terms 
of its boundary information such as faces, edges, and vertices and the topological 
relations among them. Finally, the feature-based representations represent objects using 
its constituent features including holes, slots, etc.  
These three geometrical representations have been implemented into many 
commercial CAD systems.  Although they have been widely used for many years for 
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representing and manipulating geometric form of objects, their use is highly limited 
during conceptual design, where the geometry of components is still ill-defined. 
Moreover, these representations lack a functional description of components thus 
impeding computational synthesis and analysis of a conceptual structure or configuration. 
On the other hand, in the recent years, approaches are emerging that capture the 
interaction between the function and geometric form of a design such that the 
representations can be used by synthesis oriented computational tools. Welch and Dixon 
(1994) developed behavior graphs that are based on research in qualitative physics. This 
representation explicitly defines physical connectivity of design elements using 
functional parameters and embodiment. Campbell (2000) extended this representation to 
facilitate the development of an agent-based synthesis method known as A-Design.  
Functional grammars (Schmidt et al., 1995; Campbell, 2007) and shape grammars 
(Stiny, 1980) provide another representation to represent form of a design object. These 
representations vary from capturing simple topology of components to representing basic 
properties of shape of an object.  This family of representations is elaborated in the next 
chapter.    
4.3 REPRESENTATION OF THE DESIGN SPACE FOR GRAMMAR DEVELOPMENT  
Following the view of design that defines the process of concept generation as the 
transformation from function to form, this research develops a computational method that 
converts a function-based model of a design solution to a configuration-based model. 
These models within the computational method are represented using two graph-based 
representations: function structures and configuration flow graphs. The former of these 
captures the design function, whereas the latter represents the configuration or topology 
of a design. These two graph representations constitute the foundation for the graph 
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grammar language that the conceptual design tool is built upon. They are discussed in the 
following sections, but first a brief overview of graph based representations is provided.   
4.3.1 Graphs as a Representation Scheme 
A graph is a collection of nodes interconnected by arcs. Mathematically, a graph 
G = (V, E), is composed of V, a set of nodes and E, a set of arcs connecting the nodes in 
V. An arc E = (u, w) links to a pair of nodes u and w. Graphs find application is various 
types of engineering systems ranging from electronic circuits to networks of roads, 
communication and scheduling.  
One of the main advantages of using graphs to model different aspects of a design 
is that graph theory is a well-established field of study. By using graph-based models, one 
can leverage resources of the many existing graph manipulation algorithms with sound 
theoretical bases. Moreover, graphs are considered to be superior to traditional parametric 
representations of design especially for computations at the conceptual phases, where 
interconnectivity of design elements is more important than their parametric details. 
Because of these advantages, “graphs” are selected as the underlying modeling scheme in 
this research.  
4.3.2 Representation of Function: Function Structure 
A function structure (Pahl and Beitz, 1988) is a graphical representation of the 
decomposition of the overall function of a product into smaller, more elemental sub-
functions. The sub-functions are connected by flows that are of type energy, material and 
signal. Overall, a function structure represents the transformation of input flows into 
output flows at the system level. Otto and Wood (2001) and Kurfman et al. (2001) put 
forth a method to build a function structure starting from the customer needs. Obtaining 
the customer needs, the generation of a black box model, the creation of function chains 
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for each input flow, and the aggregation of function chains into a function structure are 
the sequence of steps that lead to the construction of a function structure. This process is 
illustrated in Figure 4.1.  
Figure 4.1 Function structure derivation steps (Kurfman, 2001) 
In order to attain a repeatable formation of function structures, the aforementioned 
functional basis (Hirtz et al., 2002) is used as a standard vocabulary during the 
construction of function structures. To illustrate examples, the function structures of an 
electric toothbrush and a traveling sprinkler are presented in Figures 4.2 and 4.3.  
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4.3.3 Representation of Form: Configuration Flow Graph 
This research attempts to generate solutions to conceptual design problems. In 
such problems, it is essential to determine an optimal configuration of components prior 
to dealing with parametric details of component geometry, or shape. Naturally, there is 
need to represent topologies of conceptual design solutions that capture “form” without 
detailed geometric information. The representation scheme presented in this section, 
called the configuration flow graph (CFG), is developed specifically to address this need. 
It is an improvement over existing examples of topological connectedness graphs (Welch 
and Dixon, 1994; Bracewell and Sharpe,1996; Campbell, 2000) in that it’s scope is not 
limited to those of standard bond-graph elements which can only represent components 
associated with power flows. The development of configuration flow graphs is motivated 
by the need to provide a broader set of fundamental components, and interaction types 
that are not limited to power transformation.  
A Configuration Flow Graph (CFG) is a graphical representation of how 
components in a design are connected. In a CFG, nodes represent product components, 
and arcs represent energy, material or signal flows between them. For flow naming the 
functional basis terminology (Hirtz et al., 2002) is adopted, while the component types 
used are selected from the component terms of the developed component basis (Kurtoglu, 
et al., 2005). At an abstract level, the CFG also represents the behavior of components by 
modeling them as “black box” entities that transform certain input flows into certain 
output flows. From this perspective, the behavioral representation is similar to port based 
methodologies such as those presented in (Paredis et al., 2001; Liang et al., 2004) 
The CFG is a specific implementation of what some loosely define as the 
topology, the architecture, or the configuration of a product. The graph is also similar to 
an exploded view in that components (often drawn isometrically) are shown connected to 
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one another through arcs or assembly paths. Figures 4.4 and 4.5 show examples of CFG’s 
for an electric toothbrush and a traveling sprinkler accompanied with associated 
conceptual sketches.  As can be seen from the figures, components that are present in a 
design, their connectivity, and physical interfaces between a design’s components can be 
captured using a configuration flow graph.  
The use of the configuration flow graphs as a modeling tool is not limited to any 
specific category of designs. Similar to how function structures are used to functionally 
model any product, configuration flow graphs can be utilized in modeling the 
configuration, or architecture of any electromechanical device. To illustrate this, Figures 
4.6 and 4.7 show two common architectures of hybrid vehicles represented using 




Figure 4.2 Function structure of an electric toothbrush 
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Figure 4.4 Configuration flow graph of an electric toothbrush 
 
Figure 4.5 Configuration flow graph of a traveling sprinkler (Figure of exploded view 
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Figure 4.6 Configuration flow graph of a parallel hybrid car architecture (figure from 
howstuffworks.com) 
 

































Chapter 5:  Development of a Grammar for Conceptual Design 
Graph transformation systems, or graph grammars, reside in graph theory research 
as a way to rigorously define mathematical operations such as addition and intersection 
of graphs. Recently, engineering design researchers have discovered that graph grammars 
provide a flexible yet ideally structured approach to the creation of complex engineering 
systems. 
These approaches capture the transitions or the production rules for creating a 
solution, as opposed to storing the solutions themselves. Accordingly, an artifact’s 
development from its inception to its final configuration is considered as a series of 
modifications. The initial specification can be represented as a simple graph in which the 
desired inputs and outputs are cast as arcs and nodes of the to-be-designed artifact. From 
this initial specification, the design process can be viewed as a progression of graph 
transformations that lead to the final configuration (Campbell, 2007). This interpretation 
of the design process makes graph grammars very suitable for computationally modeling 
the open-ended nature of conceptual design, where designers explore various ideas, 
decisions, and modifications to previous designs to arrive at feasible solutions.  
This chapter focuses on the development of a graph grammar for conceptual 
design. A brief overview of the development and application of shape and graph 
grammars is provided. This is followed by a discussion of the fundamentals of graph 
grammars, grammar derivation, and the description of the process used in developing the 
grammar rules for conceptual design. Finally, the resulting rule set is presented. 
5.1 REVIEW OF SHAPE AND GRAPH GRAMMARS  
A shape grammar is a set of shape rules that apply in a step-by-step way to 
generate a set, or language, of designs. The rules of a shape grammar generate or 
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compute designs, and the rules themselves are descriptions of the forms of generated 
designs. It was Stiny (1980) who first introduced and used shape grammars in 
architectural research. According to Stiny and Gips (1980), shape grammars can be 
thought of as a type of expert or production system based on geometry. The application 
of shape grammars extended to spatial grammars and algorithms are presented for the 
maximal representation of a shape. (Krishnamurti, 1992; Krishnamurti et al., 1993). 
Other architectural examples include shape grammars that are constructed to capture the 
style of a specific period, as was the case with Cagdas’s grammar (1996) describing 
traditional Turkish houses, or the style of a specific designer such as Koning’s grammar 
(1981) of Frank Lloyd Wright houses.  
Grammars are also widely used in engineering applications. Agarwal and Cagan’s 
coffee maker grammar (1998) was one of first examples of using grammars for product 
design. Their grammar described a language that generates a large class of coffee makers. 
Shea et al. (1997) presented a parametric shape grammar for the design of truss structures 
that uses recursive annealing techniques for topology optimization. Other engineering 
applications include Brown, et al. (1997), who presented a lathe grammar, Schmidt and 
Cagan’s grammar for machine design (1995), Starling and Shea’s grammars for 
mechanical clocks (2003) and gear trains (2005).  
One of the interesting implementations of grammars to function-based design is 
the work of Sridharan and Campbell (2004). This research showed how a set of 69 
grammar rules are developed to guide the design process from an initial functional goal to 
a detailed function structure. The presented work builds upon this research and 
significantly extends the graph grammar approach to function-based design. Accordingly, 
it starts with a function structure and seeks multiple configuration solutions for the 
various sub-functions of the function structure. To achieve this, it integrates the formal 
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function based synthesis method (Pahl and Beitz, 1988) with the configuration flow 
graph representation developed to facilitate the formulation of a graph grammar language 
that captures the knowledge employed by designers in mapping function to form during 
conceptual design.  
5.2 FUNDAMENTALS OF GRAPH GRAMMARS 
Graph grammars are comprised of rules for manipulating nodes and arcs within a 
graph.  The rules create a formal language for generating and updating complex designs 
from an initial graph-based specification. The development of the rules encapsulate a set 
a valid operations that can occur in the development of a design. Through the application 
of each grammar rule the design is transformed into a new state, incrementally evolving 
towards a desired solution. The rules are established prior to the design process and 
capture a certain type of design knowledge that is inherent to the problem. Moreover, the 
rules can be formulated in such a way that the final solution meets the constraints of the 
problem. The knowledge captured in the rules offer the option of exploring the design 
alternatives as well as automating the design generation process.  
 A typical graph grammar rule is compromised of a left-hand side (LHS) and a 
right-hand side (RHS). The LHS contains the conditions, upon which the applicability of 
a rule is determined. Accordingly, the LHS describes the state of the graph for a 
particular rule to be applicable. The RHS, on the other hand, contains the resulting graph 
transformation. It describes the new state of the graph after the application of the rule. An 
example of graph transformations using a grammar rule is shown in Figure 5.1. The LHS 
of the rule specifies the application condition which states that the rule is applicable at a 
location of the ‘host graph’ where there is a circle node, and a triangle node both 
connected to a square node. As shown in the figure, there are two locations within the 
host graph where this rule is applicable. The RHS of the rule specifies the graph 
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transformation that the host graph should undergo. According to the RHS, the triangle 
and the circle nodes should be removed from the host graph and replaced by the addition 
of a new cross node. The figure shows the resulting host graphs after the rule is applied at 
two different locations.  
Figure 5.1 An example of graph transformation using rules 
There are various algebraic methods developed that define how the graph 
transformations should be carried out. In this research, the graph transformations are 
implemented using the double-push out method (Rosenberg, 1997). The details of this 
method are beyond the scope of this dissertation and can be found in (Campbell, 2007).     
The usage of a design grammar helps to generate a wide range of solutions by 
altering the way the rules are applied. The grammar affords a representation of the design 
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corresponds to an application of a rule, thus incrementally building a final solution which 
is represented as one of the leaves of the tree. This process is illustrated in Figure 5.2 for 
a grammar used for designing electric circuits. As is evident from the tree, the result of 
rule applications generates a design space that requires navigation techniques to enable 
search for a desired or optimal solution. The issue of implementation of the grammar then 
becomes one of controlled searches through this space of solutions. 
The search process gives the designer the potential to explore a large number of 
alternative designs which include many alternatives that might have been overlooked 
without the aid of a grammar, thus paving the way for possible innovative designs.   
Figure 5.2 A visualization of a search tree in building a design solution from an initial 
graph using a grammar rule set. (Campbell, 2007) 
5.3 DERIVATION OF A GRAMMAR FOR CONCEPTUAL DESIGN 
In this section, the derivation of the graph grammar for conceptual design is 
presented. The objective of the implementation of the conceptual design grammar is to 
create new design configurations that address a given set of functional design 
requirements. To achieve this goal, the information extracted through empirical product 
rule #1 rule #3 rule #2 
rule #1 






analyses is formulated as “grammar rules” that capture the knowledge of the original 
designer which is employed in the construction of conceptual solutions. Specifically, the 
derived graph grammar language encodes the mapping from the functional space to the 
configuration space.  
The first step in applying any graph grammar is to represent the problem in the 
form of a graph. As previously discussed, a design solution in this research is represented 
using function structures and configuration flow graphs. Through systematic product 
teardowns and data gathering in the repository, an existing product’s CFG and FS are 
captured. Then, the mapping between these two graphs is extracted. By examining these 
relationships, grammar rules are carefully constructed that capture the ways in which 
components fulfill various functions. 
When implemented the developed grammar constructs a configuration flow graph 
given the function structure for a conceptual design. In this regard, the approach is a 
novel grammar application in that a new graph (CFG) is constructed based on a separate, 
initially completed graph (i.e. the function structure). To perform this graph 
transformation, the grammar rules are defined to add components to the CFG that 
maintain a valid connection of components as well as meet specific function requirements 
specified with the function structure. Each of the rules developed are modeled after basic 
grammar conventions where rules are comprised of a left-hand side (LHS) and right-hand 
side (RHS). The left-hand side contains the state that must be recognized in the function 
structure and the right-hand side shows how the design is updated to a new configuration. 
Consider Figure 5.3 as an example. This rule states that if functions 1,2,3 and flows 1 
through 5 are recognized in the host graph (i.e the function structure) then the design can 
be updated by the addition of components 1 and 2 and their physical interactions 
represented by flows 1 through 4. Note that the same right-hand side could have multiple 
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left-hand side alternatives. These cases are represented as separate rules and account for 
function sharing. Similarly, the same left-hand side could have multiple right-hand sides 
defined. This ensures enumeration of different component alternatives for a given sub-
function or set of sub-functions. 
Figure 5.3 A hypothetical grammar rule  
In reality, each rule represents a design decision that shows how a functional 
requirement was transformed into an embodied solution in an actual design. In order to 
extract these mappings in a consistent manner, the flow information provided by the two 
graphs is utilized. Advantage is taken of the fact that the two graphs contain the same 
flow types. This allows one to “follow the flow paths” in both graphs, and to define strict 
boundaries that isolate the mapping between functional nodes of a function structure and 
component nodes of a configuration flow graph. This procedure is illustrated 
schematically in Figure 5.4, where design rules derived from an empirical analysis of an 
electric toothbrush product are shown. The grammar rules define what components can 
be used in creating a new design in order to meet certain functional requirements 
specified by the function structure of the new design. For example, the first rule states 
that if functions “store electrical energy” and “supply electrical energy” are required in a 
design problem, then a “battery” can be used to address the specified functional need. 
Similarly, the second rule states that a “driveshaft” and a “rotational coupler” pair can be 
used to fulfill the functional requirement of “transfer rotational mechanical energy”. 
LHS: Function Structure RHS: Configuration Flow Graph
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Note that the rules in the figure are not simply one-to-one matches of functions to 
components. The open-endedness of the grammar formulation allows escaping the 
tendency to assign single components to single functions. Instead, through multiple node 
recognition and application, the grammar provides a more generic approach capable of 
mapping multiple components for a single function, or a single component for multiple 
functions, as is the case in function sharing, or multiple components for multiple 
functions.  
5.4 THE GRAMMAR RULE SET 
In this section, the resulting grammar rule set is discussed. The main challenge in 
developing the rule set was to maintain the consistency of the rules derived. The 
aforementioned functional and component bases offer a significant remedy to attain this 
goal.   
First, the level of granularity of the function structures has to be determined. In 
the functional basis, three levels of abstraction are developed to represent functions and 
flows: primary, secondary, and tertiary. To standardize function definitions in the 
grammar, the secondary level of the functional basis is adopted. Accordingly, functional 
modeling of the products is performed using function and flow terms shown in Tables 3.2 
and 3.3 only. One exception to this is that of mechanical energy, which is represented at 
the tertiary level, allowing differentiating between rotational and translational mechanical 
energy.  
Second, the configuration (component) knowledge captured by the rules is 
represented using the terms of the developed component basis. A thoroughly developed 
component taxonomy is critical to the implementation of the grammar, since the design 
decisions captured by the grammar rules are dependent on the component representation 
scheme followed. Both completeness and exclusivity criteria used during the 
 49 
development of the component basis become important as they define the scope of the 
function-to-component mappings and the variety of the resulting solution space. 
Moreover, without a standardized component representation, the grammar rule set grows 
unboundedly, deeming the development of the grammar infeasible. 
Figure 5.5 A plot of the number of products examined and the rules obtained from each 
of them.  
Moreover, the construction of the rules is difficult since sometimes a rule may 
render another rule obsolete or invalid. Also, the same rule may be seen in successive 
products showing certain trends or standardized component solutions for certain 
functions. These cases are handled carefully such that only unique rules are added to the 
final rule set. Figure 5.5 shows the graph between products examined versus the rules 
obtained from them in chronologic order. Comparing the slopes of the right and left 
halves of the plot, one can see that the rate of newly defined rules is decreasing as more 
products are dissected. This observation suggests that a finite set of rules may describe 
the function-to-form mapping for the category of products chosen to be analyzed. The 
 



















current set of rules does not fully represent the entire set of engineering artifacts; 
however, it provides a framework for the method to be extended to other product 
categories or to other design contexts. Currently, there are 189 rules derived from 23 
products. The complete list of 189 rules is shown in detail at 
http://www.me.utexas.edu/~adl/cfg_grammar.htm.  
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Chapter 6:  Concept Generation Using the Grammar  
The computational approach to design generation in this research is built upon the 
grammar formalism and is aimed at automating the function based design synthesis 
process. Accordingly, the functional description of a design is used as a starting point and 
the grammar permits automated generation of multiple conceptual solutions that address 
the functional requirements. 
This chapter details the generation aspects of the developed computational design 
method. First, a brief overview of computational design synthesis methods is provided. 
This is followed by a detailed discussion of the automated concept generation process, 
and a summary of computer-based implementation of the grammar and the graphical user 
interface that is used.  
6.1 REVIEW OF COMPUTATIONAL DESIGN SYNTHESIS METHODS 
Researchers have employed different methods in order to computationally support 
the conceptual phase of design. In addition to the grammar-based approaches already 
reviewed, these methods include computer techniques such as constraint programming 
(Subramanian and Wang, 1995; Kota and Chiou, 1992), qualitative symbolic algebra 
(Williams, 1990), expert systems (Mittal, et al., 1985) or case-based reasoning 
(Navinchandra, et al., 1991; Qian and Gero, 1996; Bhatta et al., 1994). 
Among these, one of the most historically significant is the expert system 
formulation described in the PRIDE system established by Mittal, et al. (1985) which is 
specifically developed for creating paper roller systems. A subset of expert systems, case-
based reasoning techniques apply past knowledge stored in a computational database 
towards solving problems in similar contexts. It involves three stages: the representation 
of cases, the matching and retrieval of similar cases, and the modification of the reviewed 
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cases (Hsu and Woon, 1998). Examples include Gero et al. who presented a system 
called FBS (Qian and Gero, 1996) that uses relations among function, behavior, structure 
to retrieve design information to conduct analogy-based design. Similarly, the Structure-
Behavior-Function modeling scheme (Bhatta et al., 1994) and its computational 
application KRITIK is a system relying on a design-case memory to conduct 
computational synthesis. Case-based reasoning techniques are suitable for problems 
where the retrieval and subsequent adaptation of solution cases are more computationally 
efficient than building a design from primitive elements. For those certain design 
domains where a large number of solution cases need to be stored this may not be 
practical. Moreover, case-based design systems are product knowledge oriented (as 
represented by case examples) and do not capture process knowledge in design. 
Apart from expert system formulations, typical examples of computational 
synthesis applications start with a set of fundamental building blocks and some 
composition rules that govern the combination of these building blocks into complete 
design solutions.   
Hundal (1990) designed a program for automated conceptual design that 
associates a database of solutions for each function in a function database. The user 
inputs the functions into a function structure in order to generate functional variants. The 
accuracy of a returned solution is dependent upon the designer’s ability to break down the 
black box function of a particular problem to appropriate sub-functions and input/output 
quantities. The software is limited to generating solutions to functions contained in the 
available functional database. 
Ward and Seering (1989) developed a mechanical design “compiler” to support 
catalog-based design. Built up from a database of “basic sets” of artifacts represented by 
a catalog number, the system takes appropriate schematics, specifications, and desired 
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functionality for a mechanical design as inputs and returns the catalog numbers for an 
optimal solution. The compiler eliminates catalog numbers that are incompatible with the 
previously implemented components. 
Bracewell and Sharpe (1996) developed “Schemebuilder,” a software tool using 
bond graph methodology to support the functional design of dynamic systems with 
different energy domains. The software utilizes a predefined functional embodiment 
knowledge base to seek solutions to the conceptual design functions. The system 
incorporates bond graph decomposition rules, a functional-embodiment database, and a 
component database and defines ports to characterize each component and limit 
connections to compatible energies. The designer enters the component function through 
FESTER (Functional Embodiment Structure–Extended Recursively), a function–means 
tree that supports hierarchical links that represent a process of function embodiment. 
Chakrabarti and Bligh (1996) model the design problem as a set of input–output 
transformations. Structural solutions to each of the instantaneous transformation are 
found, and infeasible solutions are filtered according to a set of temporal reasoning rules. 
The temporal reasoning rules are only of a dynamic nature, i.e. they deal with force and 
torque issues, and are used to filter out the infeasible solutions.  
Strawbridge, et al. (2002) developed a concept generation technique that utilizes a 
function-component matrix and a filter matrix to generate a morphological matrix of 
solutions for functions in a conceptual functional model. The function-component matrix 
(FCM) uses columns of components and rows of functions to characterize component 
functionality. Cells within the FCM matrix are either zero or non-zero depending on 
whether component j solves function i. An aggregate matrix can be constructed from 
individual product function-component matrices to generate a matrix describing the 
complete solution set. Following Strawbridge’s work, Bryant, et al. (2005) developed an 
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automated concept generation tool that utilizes a repository of existing design knowledge. 
This work is similar in principle to the work presented here, but uses matrix-manipulation 
algorithms to generate and rank conceptual solutions.  
Another function-based design synthesis approach is that of Xu et. al (2006). This 
research develops a design reuse framework that combines product modeling, knowledge 
extraction, and a computational search for concept generation and evaluation. In this 
research, the synthesis process is a three step transformation of customer requirements to 
conceptual design components. Using this approach, designs can be generated according 
to varying design objectives and constraints.  
Another notable computational tool developed for concept generation is the agent-
based system presented in the A-Design research (Campbell et al., 2000). The A-Design 
approach captures the interactions between individual components even if such 
interactions represent only partial configurations. It allows configurations to be created in 
either series or parallel. This research extended the representation developed by Welch 
and Dixon (1994) combining bond graphs (models of dynamic behavior; Paynter, 1961) 
with the design methodology posed by Pahl and Beitz. The representation developed here 
aims to relate components in terms of their dynamic behavior, shape, and purpose.  
Several research efforts have focused on representing the interactions between 
artifacts within a product. Pimmler and Eppinger (1994) describe the interactions that 
occur between the elements of the product in terms of spatial, energy, information and 
materials. Interactions between components are ranked on a scale (-2,2), where -2 
identifies that the interaction is detrimental for the desired product functionality and +2 
identifies that the interaction is required for proper function of the product. The 
interactions between components are then used to define product architecture. However, 
the information modeled is not sufficient to be used at the concept generation stage.  
 55 
Paredis et al. (2001) presents a method called “Composable Simulation” that 
utilizes ports to characterize each component. According to port characteristics, only 
compatible energy ports can be connected to each other. This framework is then used to 
analyze a system level design and to simulate the dynamic behavior.   
Although useful, the methods described above for concept generation are not 
complete in the sense that they are either limited in their representation of function, form, 
or both. Bond-graph based methods are only limited to component types that deal with 
power transformation. Methods that are behaviorally oriented lack a general 
understanding of functionality in design limiting their applicability at the earliest stages. 
Moreover, none of the reviewed methods aim to model the design generation process and 
the decision making that is involved. The approach to computational design generation in 
this research follows the grammar formalism, and combines it with fundamentals of 
function based synthesis to model the design decision making that govern the creation of 
design solutions to functional requirements. Moreover, by integrating appropriate 
taxonomies (i.e. functional and component basis) to a graph grammar formulation, it 
offers a generic design language for capturing functionality, form, and their mapping in 
design. The details of this grammar-based generation approach are explained next. 
6.2 GENERATION PROCESS AND THE RECOGNIZE-CHOOSE-APPLY CYCLE  
The grammar provides an effective method for automatically generating design 
configurations through a search-based execution of rules. This computational synthesis 
approach is to perform a graph transformation of the initial function structure of the to-
be-designed product into a set of configuration flow graphs. This process is illustrated in 
Figure 6.1. Each execution of a rule adds more components to the design configuration 
which incrementally builds to a final concept. At the end, the computational search 
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process returns different concepts with potentially varying degrees of complexity as 
candidate solutions to the same functional specifications.  
Figure 6.1 Illustration of rule processing via “recognize-choose-apply” cycle. A 
visualization of the search tree in building a CFG from a function structure 
In detail, the transformation from the function structure to CFG is part of the 
recognize-choose-apply cycle shown in Figure 6.1. Given an initial function structure, S, 
first all possible rules that have their LHS as a subset of S are recognized. This step 
identifies all possible locations in the function structure where a grammar rule can be 
applied. These locations define a set of possible graph transformations that can be applied 
at that design stage. This recognition step is followed by a choosing of one of the valid 
options (i.e. graph transformation). In the final apply step, the CFG is updated as per the 
instructions provided in the RHS of the selected rule. This process is repeated until there 
are no more rules that can be applied. 
The final candidate obtained at the end of this generation process depends on the 
selection of the rules applied. To fully automate the generation process, this selection is 
made by the computer. The basis and the guidelines to select the rules are embedded in 
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the search algorithm. In the current implementation, each applicable grammar rule is 
systematically selected by the computer with equal likelihood as the tree is traversed 
using a breadth-first search approach. An exhaustive search algorithm is selected, 
because finding a good conceptual solution requires an in-depth search of the design 
space and often necessitates generation of as many solution candidates as possible.  
6.2.1 Designing a “Bread Slicer” Using the Grammar 
In this section, the application of the grammar is illustrated for the design of a 
“bread slicer” device.  The design process starts with the specification of the function 
structure of the product to be designed. This function structure for the bread slicer is 
shown at the top of Figure 6.2. 
Note that this function structure is constructed using the secondary level of 
functional basis. This ensures consistency of the program input with the knowledge base 
of the design rules. If arbitrary function and flow naming is used in constructing the 
function structure, it has to be rephrased into the language of the functional basis before 
being inputted to the program. 
The algorithm first reads the function structure and replaces sub-functions with 
components after application of each new rule until no further rules can be recognized. 
Figure 6.2 shows this process. At the beginning, none of the sub-functions are mapped to 
components. Therefore, the CFG starts as an empty graph. As rules are applied, the CFG 
is incrementally updated by the addition of new components. This is illustrated in the 
figure with four snapshots between start to finish. In between the snapshots, the grammar 
rules that are applied are listed. The highlighted sub-functions in the function structure 
designate the sub-functions that are mapped to a component solution. The result of this 
process is the completed design configuration shown at the end of the figure. 
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Figure 6.2 A pictorial representation of building a CFG from a function structure using 
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In creating these design configurations, the program successfully integrates 
component concepts from different products into one complete concept variant. Consider 
the configuration shown at the bottom of Figure 6.2. In this conceptual solution, it is 
suggested that a gear-link pair be used for rotational energy transmission. This solution is 
leveraged from an original wine opener design, where the mechanical energy of a motor 
was transmitted to the cork through a worm gear and a rigid link. As a second example, 
consider the blade that is suggested to be used in the bread slicer device. This concept is 
borrowed from a paper shredder design, where a rotating blade is used to secure and 
shred the imported stack of papers. The configuration of Figure 6.2 also includes 
concepts inherited from an iced tea maker (cord), an electric iron (wire), an eyeglass 
cleaner (motor), a hand held vacuum cleaner (switch), and a dishwasher (handle). 
Examples such as these are very promising, because they show how the grammar 
approach can be extended such that a variety of concepts can be developed from a 
functional description of a product by synthesizing component solutions together that 
have been successfully used in the design of past products.  
6.2.2 Ensuring Compatibility during Design Generation 
Compatibility has to be ensured while synthesizing single or group of components 
of past designs into complete concept variants. To attain physical compatibility, the 
program employs a “flow” based compatibility measure. Specifically, a control strategy 
is enforced during CFG generation that only allows those sub-solutions to be connected 
to each other if and only if they share a common flow. For example, a pipe is not allowed 
to be connected to an electric resistor, because the output flow of one (hydraulic energy, 
or liquid material) is not the same type as the input flow of the other (electrical energy). 
Note, however, that these input-output flow types are not strictly prescribed for each 
component a priori. Instead, flow-based compatibility is enforced during graph 
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generation and is incorporated into the “recognize” step of the design generation cycle. 
This control strategy provides a required level of flexibility during design generation and 
facilitates the formation of novel connections that have not been seen in the past designs 
while maintaining a practical feasibility. 
6.3 IMPLEMENTATION 
The method described here is implemented in GraphSynth (Campbell, 2006). 
GraphSynth is a publicly available approach to create and implement graph grammars. 
Using GraphSynth, one can design, implement, test, and automatically invoke grammar 
rules that transform a graph from an initial seed into a creative design. Figure 6.3 shows 
the interface of GraphSynth. 
Figure 6.3 Interface of GraphSynth (from www.me.utexas.edu/~adl/graphsynth/) 
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To perform the search method mentioned above, GraphSynth is integrated with a 
modified BFS search algorithm. This allows the designer to quickly draft a function 
structure that represents the conceptual design problem and create, and search for feasible 
conceptual configurations.  
The program converts the initial function structure to XML format and starts the 
design generation process. Figure 6.4 shows the user interface with the initial function 
structure for a new design. The “input external” and “output external” nodes represent 
dummy nodes that ensure the input and output flows are not left dangling. Dangling arcs 
are not easily displayed in GraphSynth and are rarely considered as valid connections in 
many graph theories and applications. 
Figure 6.4 Graphical user interface of the automated concept generation software  
The program then executes the recognize-choose-apply loop to implement the 
rules. At any instant, there are a number of rules that can be applied and the recognition 
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algorithm determines all of the possible rules as well as their locations with the function 
structure. This is accomplished by traversing the list of 189 rules and checking each for 
applicability. Any rule that satisfies recognition conditions is then listed as a 
“recognized” rule along with its corresponding location.  In Figure 6.5, four grammar 
rules from the set of 189 are shown.  
Figure 6.5 Four grammar rules of the conceptual design grammar  
Recognition is followed by the selection of the rule to be applied. In the current 
implementation, the selection of different rule sequences (i.e. making different design 
decisions to create a variety of concepts) are explored through an exhaustive search that 
explores the design space for all possible configurations. Specifically, the computer 
employs a modified bread-first search (BFS) algorithm that includes a filtering 
mechanism which removes duplications of previously visited nodes from the search 
space. This algorithm takes advantage of a special property of the conceptual design 
grammar. Accordingly, the final candidate obtained is independent of the order of the 
rules chosen to be applied, a property known as “confluence” in graph grammar theory. 
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(i.e. execution of rule sequence 1-3-5 is the same as 1-5-3, or 3-1-5 providing that rule 
1,3, and 5 are applied at same locations in all three cases.)   
The result of this search process is a set of complete design configurations 
(CFG’s) that span the entire solution space. This approach enables comprehensive 
exploration of design decisions (i.e. grammar rules) and removes any potential 
psychological bias toward certain design choices that may be present in traditional 
concept generation methods.  
Figure 6.6 A screenshot of the user interface at a partially completed design state  
The third and final step of rule processing is applying a selected rule. After the 
program makes a selection from the recognized rules list, it updates the function structure 
graph to a new configuration by replacing related sub-functions with their associated 
component(s) as described by the selected rule. This ensures that a sub-function is not 
recognized again, once it has been assigned a component solution. Figure 6.6 shows the 
state of the graph, after the application of “wire” and “battery” rules. In intermediate 
states, such as the one shown in Figure 6.6, the design is only partially completed. 
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Therefore, the graph in these states is a hybrid graph consisting of both function structure 
and configuration flow graph elements. 
 
Figure 6.7 One of the 594 configuration flow graphs generated for the “bread slicer” 
design by the grammar 
The program manages the rules and their applications until no further rules can be 
applied. Using the aforementioned breadth first search algorithm, the execution of 
different rule sequences leads to multiple conceptual solutions. Each of these candidates 
is unique and consists of a different selection and configuration of component concepts. 
For example, for the bread slicer design problem, the grammar generates 594 candidates 
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one of which is shown in Figure 6.7. The collection of these candidates describes the 
comprehensive space of feasible concept variants. The following challenge in conceptual 
design is the evaluation of these concepts. The method developed for design evaluation is 
presented next. 
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Chapter 7:  Evaluation of Concepts Generated by the Grammar 
As described in Chapter 1, design generation and evaluation are two tightly 
interconnected aspects of conceptual design. Finding a good solution usually requires an 
in-depth search of the design space, often necessitating generation of as many design 
alternatives as possible. These alternatives are then evaluated against various design 
requirements, constraints, and objectives to determine which alternatives are most useful 
for advancing towards successful designs and which alternatives have little or no design 
worth. Often, these two processes occur over many iterations until a satisfactory design 
solution is found. A closer look at the traditional and computer-based conceptual design 
methods reveals that computers and humans have distinct characteristics regarding design 
generation and evaluation (Simon, 1969). Humans are very good at comparing and 
evaluating solutions of various complexities by using sophisticated reasoning methods, 
however, it is impractical for them to generate all solution alternatives in a design space. 
In contrast, computers are well suited for generating numerous design alternatives, thanks 
to their computational speed, but they lack the judgment employed in human decision 
making to be able to effectively evaluate them.  
In this chapter, a method is introduced that brings the designer and the computer 
together in order to leverage the strengths of both in generating and evaluating conceptual 
design alternatives. The objective of the developed evaluation scheme is to establish an 
interaction between a designer and the computational synthesis tool so that the designer’s 
decision-making during concept evaluation can be analyzed, modeled, and later used for 
faster search of larger design spaces.  
Accordingly, a tool is developed called DPM (Designer Preference Modeler) that 
facilitates communication between a designer and the previously described computational 
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synthesis software as shown in Figure 7.1. The computational synthesis tool generates 
design alternatives whereas the designer gets involved in the process by evaluating a 
prescribed set from these design alternatives. In order to get the synthesis software and 
the designer to interact, DPM carefully selects this set from the population of candidate 
designs and presents them to the designer for gathering evaluation feedback. This 
selection is made by following a heuristic that aims to simultaneously reduce the number 
of required designer evaluations and capture the variety in the design solution space. The 
designer’s feedback is translated into a preference model that is used to automatically 
search for best designs. Because the preference model is built directly from the 
evaluations of the designer, it reflects the designer’s reasoning and judgment under 
specific design objectives and constraints. The main advantage of the method is that it 
allows the construction of a designer preference model from limited number of designer 
evaluations, which then can be used for evaluating large number of design alternatives. 
Figure 7.1 DPM brings the designer and grammar based computational synthesis tool 
together so that the designer’s decision making during concept evaluation 
















The rest of this chapter presents the state of the art in design evaluation, and 
learning based design techniques. This is followed by a description of the method used by 
the DPM and a presentation of its implementation through an illustrative example.   
7.1 REVIEW OF EVALUATION AND SELECTION METHODS IN DESIGN 
Design evaluation and selection is an important part of the design process and has 
received great attention in the design literature. In this section, a review of various 
decision-based design techniques (Hazelrigg, 1996) is provided and traditional and 
computer-based methods for evaluating a pool of conceptual solution alternatives are 
described.  
Perhaps, the most common concept evaluation method is the Pugh Concept 
Selection Charts (Pugh, 1991). Pugh charts use a minimal, qualitative evaluation scale 
and compare design alternatives in a matrix format against a number of performance 
criteria. Pugh Charts provide an effective known tool for preliminary concept selection 
when there is minimal information available about the potential design solutions. 
Numerical concept scoring/weighting, and decision matrices (Ullman, 1995) are similar 
methods and only vary in the representation of the nature (qualitative vs. quantitative) 
and the resolution of their evaluation scales.  
The Analytic Hierarchy Process (AHP) (Saaty, 1980) is another multi-criteria 
decision making technique that uses hierarchically related performance metrics. Similar 
in spirit to AHP, some researchers have proposed methods that are inspired from the 
multi-attribute utility theory (Keeney and Raiffa, 1976). The general method for these 
techniques is to assign a value for each performance metric, weight the value by the 
importance of the metric, and then aggregate the weighted scores to convert multiple 
metrics into a single metric. Application of these methods to design evaluation include 
formulation of non-linear utility functions capturing multi-attribute aspects of 
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engineering problems (Thurston, 1991), physical programming (Messac, 1996), and set-
based techniques that rely on fuzzy logic to represent imprecision in design and to 
conduct design evaluation (Wood et al., 1990).  
Finally, at later stages of design where simulation data is available, computational 
analysis tools such as finite-element-methods (FEM), computational fluid dynamics 
(CFD), etc. offer accurate and robust evaluation of design alternatives. The integration of 
these different analysis tools into a single, robust evaluator which can negotiate multiple 
attributes of a design problem remains a challenging topic and is tackled by the field of 
multi-disciplinary design optimization.  
7.2 REVIEW OF LEARNING-BASED METHODS IN DESIGN 
Examples of learning-based computational design tools include the Learn-It 
(Stahovich, 2000) and its temporal extension Learn-It-II (Rawson and Stahovich, 2006) 
systems which observe a designer’s actions and use an instance-based technique to learn 
the design strategy employed. Both these systems are intended for parametric design 
problems in which the designer iteratively adjusts the parameters of a design to meet 
specific design requirements. The learned strategies are later used to automatically 
generate design solutions when the design requirements change.  
Myers et al. (1999) have created a system that monitors a designer’s interactions 
with a CAD tool in order to automatically produce design documentation. This system 
however, does not perform automated design. Moss et al. (2004) integrated a learning 
mechanism to the agent-based computational design tool called A-Design (Campbell et 
al., 2000) in order to enable the system to learn from its own design generation 
experiences. However, A-Design does not get feedback from the designer in the process 
and its learning scheme is aimed at improving the quality of designs generated by its 
agents.  
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7.3 REPRESENTATION OF CANDIDATES AND THE RECIPE OF A CONFIGURATION  
As described in Chapter 6, the result of the computational generation process is a 
set of design configurations. Of this set, each design configuration is represented by a list 
called the recipe that captures the sequence of rules that are used in the construction of 
that particular configuration.  For example, the recipe for the CFG shown at the bottom of 
Figure 6.2 is {39, 31, 13, 11, 28, 25, 38, 43}. Depending on the grammar rules chosen to 
create the CFG, the recipes of different solutions may have potentially different lengths to 
their lists. The use of the recipes by the DPM is explained in the next section. 
7.4 CONCEPT EVALUATION USING THE DESIGNER PREFERENCE MODELER 
Design evaluation provides a means of determining the ‘value’, ‘usefulness’, or 
‘strength’ of a design solution with respect to a given objective (Pahl and Beitz, 1988). 
An evaluation requires a comparison of concept variants, or a rating of solutions based on 
an idealized design solution. DPM facilitates the evaluation of design concepts using an 
interactive approach that involves the designer in this critical process. Specifically, the 
designer is involved in two ways. First, the designer is given flexibility to define his/her 
own evaluation criterion. Secondly, the designer’s preferences based on the criterion are 
captured as preference scores of the rules that are used during the creation of designs. In 
other words, DPM models how much the designer prefers a particular rule over others in 
the grammar, or synonymously how much the designer likes a particular function-to-
component mapping as described by that rule.  
DPM carries out the construction of this model by employing a sampling strategy 
that selects and presents the designer with a small-set of proposed solutions. It performs 
this sampling by following an algorithm that aims to simultaneously reduce the number 
of required designer evaluations and capture the variety in the design solution space. The 
goal of the sampling is to find the minimum set of solutions, recipes of which represent 
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the most diverse collection of the rules (i.e. solution principles, or components). After 
completing the sampling, DPM presents the selected solutions to the designer for 
evaluation. The designer is asked to make pairwise comparisons between the selected 
designs. These solutions are then rated by the designer based on specific design 
objectives and constraints. After the solutions are scored, the solution ratings are 
projected on to the rules. Using this projection, a “preference score” is assigned to each 
rule. The collection of these preference scores constructs a model of designer preferences. 
Finally, DPM uses the model of designer preferences to guide the search for finding the 
“best” configurations in the population of generated solutions. To achieve that, 
preference scores of rules are propagated over each recipe to compute the overall worth 
of each design in the population.  
Some definitions used in the formulation of the evaluation method are as follows: 
  
ci Є CP is a candidate; 
An automatically generated configuration (CFG) as a solution to the design problem. 
 
CP = (c1, c2, c3, …, cn ) is the candidate pool; 
The collection of all candidates where n is the number of candidates generated. 
 
DFS = (ci, cj, ….,ck ) is the designer feedback  set;        where DFS is a subset of CP 
The set of candidates selected to be presented to the designer for evaluation feedback. 
 
rj is a rule; 




Ri is the recipe of the candidate ci;  
The collection of rules used in the generation of candidate ci. 
 
RP = R1 ∩ R2 ∩ R3 ∩ R4 ∩ Rn is the recipe pool;    
The union of recipes of all candidates where n is the number of candidates generated. 
 
CDFS = (si, sj, ….,sk ) is the cumulative designer feedback score vector;    
The vector of cumulative scores of candidates in DFS after designer evaluations. 
 
RPS = (sri, srj, ….,srk )  is the rule preference score vector;  
The vector of preference scores of rules in RP.  
 
CS = (csi, csj, ….,csk ) is the candidate  score vector;  
The vector of candidate scores of candidates in CP.  
7.4.1 Sampling Strategy 
The goal of the sampling is to select a set of candidates from the candidate pool. 
This set called the designer feedback set (DFS) will be presented to the designer for 
obtaining evaluation feedback. As one might expect, there may be countless possibilities 
for choosing the DFS. Here, DPM employs a heuristic sampling strategy that strives to 
strike a balance between two objectives. First, it aims to choose candidates that will keep 
the number of designer evaluations to a minimum. It accomplishes this by taking 
advantage of the commonality of candidates in the candidate pool. Accordingly, DPM 
selects candidates with a high “commonality measure”. Simultaneously, it targets 
candidates that will best represent the variety in the solution space. To achieve the latter, 
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DPM keeps track of a “variety measure” for the rules that constitute the recipes of the 
candidates in the DFS and only allows addition of the candidates that increase the variety 
of rules in the DFS. By monitoring these two measures, DPM continues to select 
candidates from the candidate pool until all rules in the recipe pool are represented in the 
DFS.  
Figure 7.2  Example of the application of the sampling strategy 
To better understand the sampling approach, consider the example shown in 
Figure 7.2-7.5. This is a design example illustrating the synthesis of a switch assembly in 
a soda maker. The design tree shows the generation of the candidates. The arc labels in 
the tree correspond to the grammar rule that is applied during the transition between any 
two nodes of the tree. The basic steps in applying the heuristic sampling strategy are as 
follows: 
1. Compute the candidate pool (CP), and the recipe pool (RP).  
As shown in Figure 7.2a, the final design configurations, i.e. candidates, are 
represented at the leaves of the tree and numbered as C1-C9. The recipes of the nine 
candidates and the recipe pool are summarized in Figure 7.2b.   




13 10 22 31 22 29
29 35 29 35 31 35
C1 C2 C3
C4 C5 C6 C7 C8 C9
Candidate
C1                      (1,3,13)
C2 (3,13,22)








Recipe Pool (1,3,10,13,22,29,31,35) 
(a) (b) 
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Figure 7.3  Frequency of appearance of rules at each iteration 
2. Create a histogram of the frequency of rules in RP. 
Figure 7.3 shows the “frequency of appearance” of the rules at each iteration. 
Rule#3 is used in the construction of all nine designs and has the highest frequency with 
9 in the first iteration.   
3. Calculate the commonality measure of each candidate by summing frequencies of 
rules in the recipe of the candidate. 
 Figure 7.4 shows the “commonality measure” of the candidates at each iteration. 
In the first iteration, C4-C9 has the highest commonality measure with 21.  
Figure 7.4  Commonality measure of rules at each iteration 
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4.   Select the candidate with the highest commonality measure and add it to the DFS. 
Among the four candidates with the highest commonality measure, C9 is 
(randomly) selected and added to the DFS. 
5. Remove the rules of the selected recipe from the recipe pool. 
After the selection of C9 to the DFS, the rules in the recipe of this candidate (3, 
10, 31, 35) are removed from the recipe pool. As can be seen in Figure 4.c., the 
frequencies of the rules 3, 10, 31, and 35 following the first iteration are zero. This 
ensures that there will be minimum overlap between C9’s recipe and the recipes of future 
selections. This modification is a necessary step for minimizing the number of candidates 
included in the DFS at the end of the sampling.  
6. Repeat steps 1-5 until no rules remain in the recipe pool. 
Following a similar scheme, C6 is selected in the second (with a commonality 
measure of 6), and C1 is selected in the third (with a commonality measure of 6) 
iteration. The result of the sampling process is the DFS containing C9, C6, and C1. This 
DFS satisfies the two objectives of the heuristic sampling of finding a set with minimum 
number of candidates, recipes of which represents the most diverse collection of the 
rules. Accordingly, the generated DFS captures all the rules in the recipe pool by the 
selection of only three candidates.  
7.4.2 Designer Feedback 
The sampling is followed by gathering the designer’s feedback. To achieve this, 
DPM presents the candidates in the DFS to the designer for evaluation. The designer is 
asked to make pairwise comparisons between the selected candidates. The evaluation 
scale utilized during this concept scoring is similar to the one used in decision matrices 
(Ullman, 1995), and contains the ratings {-3, -2, -1, 0, 1, 2, 3}. When element i compared 
to j is assigned one of the aforementioned ratings, then element j compared to i is 
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assigned its negative. The GUI for this step is shown in Figure 5. The overall worth of 
each candidate as a result of this evaluation, called the cumulative designer feedback 
score (CDFS), is calculated by simply adding the values in the cells of the column that 
corresponds to that particular candidate. 
Figure 7.5  The GUI of the pairwise comparison matrix used during designer 
evaluations. 
Considering the values in Figure 7.5, the cumulative designer feedback score for 
candidate C1 becomes 4 (0+3+1). For candidate C6 this score is -1 (-3+0+2), whereas for 
candidate C9 it is -3 (-1-2+0). These scores form the designer feedback score vector [4, -
1, -3]. 
7.4.3 Construction of the Designer Preference Model  
After the designer completes the pairwise comparisons between the candidates, 
the candidate ratings are projected onto the rules in the recipe pool to compute a 
“preference score” for each rule. The collection of these preference scores constructs a 
model of designer preferences as represented by the rule preference score (RPS) vector. 
The basic steps in the computation of the RPS vector are as follows: 
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1. Calculate the cumulative designer feedback score for a candidate in the DFS by 
summing each column in the comparison matrix, 
2. For each rule in the recipe of a candidate, add the cumulative designer feedback 
score of that candidate to the rule score, 
3. Repeat step 1-2 for each candidate to calculate the final rule preference score sri 
4. Aggregate the rule preference scores to construct the RPS vector. 
 
Considering the same example shown in Figure 7.2-7.4 and taking the cumulative 
designer feedback scores calculated in the previous section, the value of 4 is added to the 
rule score of the rules in the recipe of C1 (rules 1,3, and 13). Similarly, the value of -1 is 
added to rule score of the rules 3, 10, 22, and 29 and the value of -3 is added to the rule 
score of the rules 3, 10, 31, and 35. Aggregating these values defines the RPS vector, 
which then becomes: RPS = [4, 0, -4, 4, -1, -1, -3, -3] corresponding to the “preference 
scores” for rules 1, 3, 10, 13, 22, 29, 31, 35. The RPS vector represents a model of the 
designer’s preference for each rule in the recipe pool. In this particular example, the 
designer prefers rule#1 and rule#13 the most, and rule#10 the least. 
7.4.4 Automated Concept Scoring Using the DPM 
DPM uses the model of the designer preferences to automatically search for the 
best designs in the population of generated candidates. This is performed by propagating 
the preference scores of rules over each candidate recipe in the population. Specifically, 
by summing over the individual rule preference scores in a recipe, the worth of each 
candidate can be computed. Finally, the aggregation of these scores constitutes the 
candidate score (CS) vector. After all candidates are evaluated, they can be ranked or 
sorted for identifying the best or the worst designs in the population. 
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Returning to the switch assembly design, and using the RPS vector shown before, 
all of the nine candidates in the population can be evaluated. The CS vector for this 
example then becomes: CS = [8, 3, 1, -1, -3, -6, -8, -8, -10] corresponding to the 
“candidate scores” of candidates C1-C9.  The best three designs in this population are C1, 
C2, and C3. Note that in evaluating the candidates, DPM preserves the designer’s original 
ranking among the candidates in the DFS, i.e. the relation C1 > C6 > C9 holds true after 
the DPM evaluates the candidates using the designer preference model.   
7.4.5 Evaluating “Bread Slicer” Designs Using the DPM  
In this section, the evaluation scheme of the DPM is demonstrated using the 
“bread slicer” design problem introduced in Chapter 6. Recall that the function structure 
for this design (shown at the top of Figure 6.2) includes 15 sub-functions, and 19 flows 
and the grammar-based generation process creates 594 valid design configurations as 
proposed solutions to the given functional specifications. The goal of the evaluation 
scheme is to find the best design in this population of 594 designs. 
Following the procedural steps of Section 7.4.1, a candidate pool is generated by 
the DPM. After the candidate pool is generated, DPM employs its sampling algorithm 
and selects 12 candidates from the candidate pool. These candidates are added to the DFS 
and are presented to the designer for evaluation feedback. The designer evaluates the 12 
candidates based on the criteria of quality of concepts. Finally, the rule preference score 
(RPS) and the candidate score (CS) vectors are computed by the DPM. The result of this 
process is summarized in Figure 7.7, and the best and the worst candidates determined by 
the evaluation are shown in Figures 7.6 and 7.8.  
Looking at these two candidates, one can see that the design of Figure 7.6 has a 
number of superior features when compared to the design of Figure 7.7. First, it includes 
a knob component to activate the switch which can be used for setting the speed of the 
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slicer. Second, the power transmission from the electric motor to the blade is much better 
developed in this design. It includes a gear box for speed reduction, and a rotational 
coupler that secures a blade to the output shaft of the gear box. Moreover, in this design, 
the blade is supported by an outer housing that helps with importing and securing of the 
bread into the device. This was a feature that the designer particularly favored while 
providing evaluation feedback for reasons regarding the customer needs of “safety” and 
“ability to accommodate different slice sizes”. On the contrary, in the other design, the 
importing and securing of the bread are addressed by the blade itself, similar to how a 
traditional electric kitchen knife functions.  
Figure 7.6 The best candidate in the population for the “bread slicer” design 
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Figure 7.7 The tabulated results for the “bread slicer” design problem 
Figure 7.8 The worst candidate in the population for the “bread slicer” design 
Design Problem
Example Problem Bread Slicer
Evaluation Criteria Quality of Concepts
Design Generation and Sampling
# of candidates generated 594
# of rules in the recipe pool 30








Best Candidate C155 10,11,15,22,23,29,38,39,40,41,42 67
Worst Candidate C498 1,8,11,13,17,38,39,43 -50
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As this case illustrates, DPM generalizes a small number of designer evaluations 
into a preference model, which it later uses to evaluate a large range of automatically 
generated design alternatives. In the next chapter, additional electromechanical design 
cases are presented to illustrate the capabilities of the conceptual design grammar and the 
design preference modeler. 
 82 
Chapter 8:  Electromechanical Test Cases 
This chapter presents the application of the computational method on two 
electromechanical test problems. These design problems are selected to mimic industry 
level design challenges. The implementation includes both the concept generation and the 
concept evaluation phases. The results are provided at the end along with a discussion of 
the implications of these two examples.  
8.1 DESIGN PROBLEM I: BOTTLE CAPPING MACHINE 
The first problem is to design a device that registers a bottle to a capping station, 
caps the bottle, and allows somebody to retrieve the capped bottle from the device. In 
order to pose the problem, the user supplies a conceptualized function structure of the to-
be-designed device. Figure 8.1 shows this function structure.  
This function structure should be constructed by the designer after studying the 
problem description and particular design requirements. Providing the function structure 
reflects certain decisions of the designer and imposes initial constraints on the design 
solution. For example, for the function structure of the bottle capping machine shown, a 
decision has been made to “secure the bottle” and “translate the cap” before the capping 
operation. This relative motion scheme is a preference of the designer and could be 
reversed if one decides to “translate the bottle” to the capping station and to “secure the 
cap” before the capping action. The particular selection made is due to the relatively 
lighter weight of the cap compared to the bottle.  Thus, it has been conceptualized that 
translating the cap would require less power – an objective of the design problem. Similar 
decisions have been made for other aspects of the design during the construction of the 
function structure shown in Figure 8.1.  
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Figure 8.1 The function structure for the bottle capping machine 
Since the generation process is already been described in the previous chapters, 
the results are presented next. The grammar generates 339,168 unique design 
configurations for function structure (28 sub-functions, and 34 flows). The generation 
results are tabulated in Figure 8.2. Of the 189 rules of the grammar rule base, 42 are used 
in the generation of these configurations. These 42 rules are recognized at a total of 53 
different locations in the function structure graph. This is a result of some rules being 
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recognized in more than one location in the host graph. The resulting candidate set 
includes configurations consisting of 28 different component concepts. These 
components are listed in Figure 8.2.  Two designs generated by the grammar are shown 
in Figures 8.3 and 8.4. 
Figure 8.2 The generation results for the bottle capping machine design 
Figure 8.3 A design alternative created by the process using the grammar 
Design Problem
Example Problem Bottle Capping Machine
# of Subfunctions in Input 28
# of Flows in Input 34
Design Generation Details
# of different grammar rules invoked  42
total # of grammar rules invoked  53
# of candidates generated 339,168
# of different components used in synthesis 28
conductor, switch, wire, cord, electric 
motor, knob, handle, belt, gear, shaft, 
agitator, rotational coupler, sprocket, 
support, lever, link, clamp, worm gear, 
pulley, spring, housing, key, punch, 
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To analyze the generated solutions, three major modules are defined that 
characterize the bottle capping machine design: the cap module that imports and places 
the cap into the device, the bottle module that positions and secures the bottle within the 
device, and the coupling module where the cap and the bottle are coupled to each other.   
The first solution (Figure 8.3) includes a number of interesting component 
selections and their configuration that form these three modules. For the cap module, it is 
suggested that a container and a sled pair be used which is followed by a piston 
mechanism that carries the cap to the desired position within the device. The former of 
these concepts is leveraged from an iced tea maker design, where the tea leaves to be 
brewed were contained in a holder and then guided into a bigger opening via a sled. The 
latter is borrowed from a salad shooter design, where the user utilizes a hand driven 
piston to force the salad ingredients into a container before they are processed. For the 
bottle module, the generated solution includes a clamp mechanism which is inspired from 
a jar opener design. Finally, the idea suggested for the coupling module is to use a key 
feature. This principle of using a key to couple two solid objects was learned from a 
power screwdriver design where different types of screwdriver bits were keyed into a 
main shaft depending on the application.        
The second solution (Figure 8.4) shows different ways of realizing the same 
functional requirements. In this design, a belt-pulley mechanism is suggested for the cap 
module. A similar concept was used in a single use camera product for advancing the 
film. For the bottle module, the design includes a spring loaded sprocket and a clamp 
mechanism. This complex group of components is borrowed from a jar opener design. 
Finally, for the coupling module the use of a punch is suggested. This idea is analogous 
to how a staple is punched into a paper in an electric stapler.   
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Figure 8.4 A second design alternative created by the process using the grammar 
These examples demonstrate the richness of the alternatives created by the 
conceptual design grammar. In the next section, the results of the evaluation process for 
the bottle capping machine design are presented. 
8.1.1 Finding Best Designs Using the Designer Preference Modeler 
The goal of the evaluation scheme is to assess the worth of the generated design 
alternatives. As shown in Figure 8.2, the candidate pool for this problem includes 
339,168 designs automatically generated by a total of 42 grammar rules. DPM, through 
its sampling algorithm selects 12 designs from this candidate pool.  These candidates are 
added to the DFS and are presented to the designer for evaluation feedback. The designer 
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of this evaluation process is summarized in Figure 8.5, and the best candidate determined 
by the evaluation is shown in Figure 8.6.  
Figure 8.5 The tabulated evaluation results for the bottle capping design problem 
Figure 8.6 The best candidate in the population for the bottle capping design problem 
Design Problem
Example Problem Bottle Capping Machine
Evaluation Criteria Quality
Design Generation and Sampling
# of candidates generated 339,168
# of rules in the recipe pool 42
# of candidates in DFS 12
Design Evaluation Recipe Score
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Figure 8.7 One of the candidates evaluated by the designer 
There are several unique features of the best design. During the evaluations, the 
designer rated candidates involving the “belt and pulley” system (as a power transmission 
solution) very highly. Figure 8.7 shows one of the twelve concepts evaluated by the 
designer that includes a belt and pulley pair. These two components are inserted to the 
configuration by the program by invoking grammar rules #22 and #39. At the end of the 
designer evaluations, the calculated preference score of these rules are among the highest. 
As a result, the program searches and finds a “best” solution that uses a belt-and-pulley 
mechanism both for actuating the clamp of the bottle module and for driving the piston of 





that, however, none of twelve designs reviewed by the designer including the one shown 
in Figure 8.7 has a belt-pulley system for both modules. This shows the effectiveness of 
the DPM algorithm in understanding the designer preferences and in searching for 
designs in the population which are generated by the application of the rules that are most 
preferred by the designer.  
Another example of this behavior is the “keying” solution. Similarly, the designer 
preferred candidates including the “keying” solution (such as the one shown in Figure 
8.7) over others for the coupling module (other solution principles include using a punch 
or a hinge). As a result, rule #50 which inserts a key to the design has a higher preference 
score compared to both rule #52 which is used for a hinge solution and rule #71 which 
adds a punch to the design. This preference is also reflected on the suggested best design 
of Figure 8.6 which includes the component “key” in the final configuration and the rule 
#50 in its recipe.   
8.2 DESIGN PROBLEM II: SODA MAKING MACHINE 
The second problem is to design a device that takes water, sodium bicarbonate 
(gas), and soda flavor syrup as input and mixes them into a soda drink. In order to pose 
the problem, the designer supplies the conceptualized function structure shown in Figure 
8.8.  
This function structure also includes certain assumptions and design decisions.  
First of all, the device is targeted as a home type kitchen appliance. Therefore, the 
inputting of the water is assumed to be available through a standard kitchen faucet. It is 
also assumed that the soda flavor syrup is accessible in a separate container that can be 
poured into the device, and the sodium bicarbonate is contained in a canister that can 
safely transfer sodium bicarbonate into the system. 
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Figure 8.8 The function structure for the soda making machine 
For this problem, the grammar generates 7,128 unique design configurations for 
the 31 sub-functions, and the 41 flows of the given function structure. The generation 
results are tabulated in Figure 8.8. To create the candidates for this design, 43 rules of the 
grammar database were invoked by the program. The resulting candidate set includes 
configurations consisting of 25 different component concepts. These components are 





Figure 8.9 The generation results for the soda making machine design 
 
Figure 8.10 A design alternative created by the process using the grammar 
Design Problem
Example Problem Soda Maker Machine
# of Subfunctions in Input 31
# of Flows in Input 41
Design Generation Details
# of different grammar rules invoked  43
total # of grammar rules invoked  45
# of candidates generated 7,128
# of different components used in synthesis 25
conductor, switch, wire, cord, electric 
motor, knob, handle, gear, shaft, agitator, 
rotational coupler, sprocket, support, lever, 
link, clamp, worm gear, nozzle, tube, 
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The first solution (Figure 8.10) configures reservoirs, tubes, and valves and uses 
an agitator (stirrer) to mix the soda drink. The mixing solution is borrowed from the stir 
chef product. The rest of the aforementioned components are inherited from an iced tea 
maker, a snow cone machine, and a bug vacuum. 
The variety of design solutions (and the total number of solutions generated) for 
this problem is much less compared to the bottle capping design. This is due to the fact 
that there are only a few solution alternatives to those functions that are not associated 
with transmitting mechanical power. For example, reservoirs and tubes are the only 
alternatives in the rule base to “import liquid”, “store liquid”, “import gas”, store gas”, 
“transfer liquid”, and “transfer gas” functions. Similarly, for “regulating gas”, the only 
rules associated include the component solutions valve and filter.  This observation 
suggests that for certain functional requirements such as mechanical power transmission 
there are a greater number of standardized solution principles applicable.    
Figure 8.11 The tabulated evaluation results for the soda making design problem 
8.2.1 Finding Best Designs Using the Designer Preference Modeler 
The best soda maker design is shown in Figure 8.12.  The result of the evaluation 
process is summarized in Figure 8.11. Once again for this example, the best solution 
reflects the designer’s preferences. Among the designer’s favored components were seal 
Design Problem
Example Problem Soda Maker Machine
Evaluation Criteria Quality
Design Generation and Sampling
# of candidates generated 7,128
# of rules in the recipe pool 43
# of candidates in DFS 12








for the “stop gas” function (as opposed to cover), and valve for the “regulate liquid” 
function (as opposed to filter). Both of these preferences are represented in the design 
suggested as the best candidate.  
 Figure 8.12 The best candidate in the population for the soda making design problem 
8.3 DISCUSSION OF RESULTS  
The two design problems demonstrate how a multitude of feasible conceptual 
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invokes the rules. By utilizing an algorithm that systematically searches the design 
solution space, the grammar generates a rich set of design alternatives which are 
composed of solution principles that are successfully used in the design of past products.  
An important question that follows is the validity of the solutions generated by the 
grammar. As a preliminary validation study, configurations of some existing designs are 
compared with that of the ones generated by the design automation tool. Figure 8.13 
shows pictures of three existing “bottle capping” designs. (Picture 1 [accessed from 
http://www.aquatechnology.net/step7.jpg] and Picture 2 accessed from 
[http://www.bottlecapping.com/cappers/capper-benchtop.jpg] are found through an image 
search on the web. Picture 3 was taken by a colleague.)  All three existing designs include 
components and solution principles that are captured by the grammar. These component 
concepts include container, sled, piston, knob, switch, support, belt, pulley, and punch. 
More importantly, the configuration of the components in these designs can be generated 
by the execution of grammar rules. The cap module of Design 1 of Figure 8.13, for 
example, is configured the same way as the conceptual configuration shown in Figure 
8.3. Accordingly, a cap loaded in a container, is guided through a sled and positioned via 
a piston before it is coupled with a bottle. Similarly, Design 2 includes a belt-pulley 
system that translates the caps. This same solution was suggested by the automated 
design tool in the design labeled as “best” and presented in Figure 8.6.  
These examples provide evidence that capturing solution principles based on their 
relations with functional needs is an efficient way of representing and storing past design 
knowledge. The grammar provides a framework where this past knowledge can be 
effectively used to create configurations that are comparable to existing designs. 
Moreover, unlike many expert system approaches to design automation, the 
computational tool developed in this research that can guide innovation by building on 
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past design knowledge in order to create entirely new concepts. The compatibility 
strategy described in Chapter 6 facilitates the formation of novel connections between 
components that can lead to innovative designs. Further discussion of validation and 
novelty are provided in Chapter 9.    
 
Figure 8.13 Three existing solutions to the bottle capping design problem 
Another insight gained is that the DPM approach effectively samples from the 
solution space to find designs that are to be presented to the designer. The outcome of the 
sampling algorithm depends on the variability of the solution space. The more 














that need to be evaluated by the designer. For the bottle capping design, 42 rules in the 
recipe pool are represented by 12 candidates. Similarly, for the soda maker design, 43 
rules in the recipe pool are captured again by 12 designs. Considering the size of the 
solution spaces for these problems, the gain that results from evaluating only a dozen 
designs is considered to be well worth the effort. For the bottle capping problem, the 
designer feedback extracted from the evaluation of 12 candidates is used to find a best 
design among 339,169 candidates. As is evident from this example, the DPM approach 
overcomes the challenges common to many computational approaches to design 
generation - that is the creation of too many designs without a sound method for design 
evaluation.  
Other observations include the fact that the candidates generated depend on the 
formulation of the input function structure. As expected, different designers may describe 
the functionality of the same product differently. This may still be the case even if the 
designers share a common vocabulary to model product functionality. The success of any 
computational tool then becomes reliant on the level of adaptability to different 
functional blocks used in a model. The grammar approach developed is highly responsive 
to topological variability in function structures. For example, if the “store RME” and 
“supply RME” functions are replaced with an “actuate RME” function in the function 
structure of the bottle capping machine, the grammar immediately responds by replacing 
the suggested “torsional spring” solution with a “latch release” without changing much 
else in the configuration. 
There are also several areas where the presented grammar approach can be 
improved upon. First, the use of function structures and configuration flow graphs as the 
underlying modeling scheme for representing a system introduces inherent limitations. 
For example, non-functional, spatial, and temporal interfaces cannot be modeled using 
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these two graphical representations and hence are not currently accommodated by the 
presented framework. Second, the DPM method is limited to a single design objective or 
criteria. In conceptual design problems, there usually are multiple objectives that need to 
be handled simultaneously. Moreover, neither the design generation nor the design 
evaluations account for design constraints that may be present during conceptual design. 
For example, a certain connection between two components may be entirely feasible but 
unacceptable because of a design constraint. However, since the only evaluation comes 
from a real designer, the approach relies on that as a total evaluation of the design (e.g. 
cost, performance, reliability, etc.). Third, with the current approach it is hard to predict 
the final layout of the configuration. In other words, the CFG does not completely define 
how different sub solutions should spatially be arranged to arrive at the final overall 
solution. Finally, the completeness of the generated solutions depends on the knowledge 
stored in the grammar rule base. Sub-functions for which no grammar rules are defined 
cannot be mapped to design solutions. 
Despite these limitations, the results of this chapter show that the implemented 
conceptual design grammar is able to generate solutions to open ended design problems 
by intelligently selecting and configuring components to address functional design 
requirements.  
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Chapter 9:  Experimental Results 
Conceptual design is at the very core of engineering and product development. 
While this fact is well recognized and acknowledged it is unclear how an automated 
design tool would benefit the concept generation process. It can be argued that the 
success of conceptual design heavily depends on the experiences or creativity of the 
designer involved. The more experiences or past design knowledge available to the 
designer, the more variability will exist in the concepts that are generated. On the other 
hand, more experiences could reduce creativity in that the psychological bias of past 
design knowledge would prevent a designer from finding truly creative solutions.  
In this chapter, the results of some design experiments are presented. The 
experiments are conducted to understand how the grammar approach benefits the 
designers during concept generation. Accordingly, the computational method is tested 
using the two design scenarios presented in Chapter 8. The experimental approach 
involves 16 test subjects each creating as many concepts to two separate design 
problems: one in which outputs from the computational method was used, and one in 
which it was not. Three judges evaluated the resulting designs according to the metrics of 
variety, novelty and completeness. In the following sections, a presentation of the 
experimental details is provided.  
9.1 EXPERIMENTAL METHOD 
The experiments are developed to assess the effects of using the design 
configuration graphs as a design aid during concept generation. The fundamental research 
issue addressed here is to understand whether the configuration graphs benefit designers 
to create better ideas and thus better concepts. More specifically, the experiments seek to 
gain insight into the following research questions: 
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How useful are configuration flow graphs in creating design concepts? 
To what extend can the variety of generated solutions be improved by the use of 
configuration flow graphs? 
Does the use of configuration flow graphs produce more complete concepts? 
Is there an interaction between the novelty of ideas generated and the use of 
configuration flow graphs as a design aid?  
9.1.1 Design Problem Descriptions 
The two problems introduced in Chapter 8 are used as the test cases for the 
experimental studies. For each problem, the conceptual function structure of the product 
(Figure 8.1 and 8.7) is given to the designers along with the problem description.  
9.1.2 Designers 
The participants are graduate students from the University of Texas at Austin. 
These students, a total of sixteen, average 12.8 months of professional engineering 
experience (out of school) that ranges from no experience (3 participants) to 4 years of 
experience. They all have recently studied in a graduate design methodology course that 
teaches a number of idea generation techniques including Brainstorming, Mind Mapping, 
6-3-5, patent searching, TIPS, and design by analogy. In the same course, they also learn 
about how to create function structures using the functional basis, thus the participants 
are proficient in reading and interpreting function structures such as the ones shown in 
previous chapters.   
9.1.3 Experimental Procedure 
The main goal of the experiments is to assess the value of the configuration flow graphs 
as a conceptual design aid. To explore the effect of the use of configuration flow graphs, 
a series of experiments are conducted. Accordingly, a set of sixteen participants is 
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randomly divided into four experimental condition groups. Each group includes 4 
designers who individually generate concepts to the two design problems. For each 
individual, one of the design problems is accompanied by a set of configuration graphs 
that is presented as catalog-like reference material that the participant may choose to use 
as a design aid for concept generation. For the other problem, no design configuration 
graph is provided. The order of design problems is also altered for different sets of 
individuals.  
The design configuration graphs that are given to the participants are 
automatically created by the computational synthesis tool. A set of CFG’s are then 
computed for each problem following the sampling algorithm described in Section 7.4.1. 
In order not to bias the experiment, no concept scoring/ranking is performed using these 
sets. The sampling algorithm resulted in 12 CFG’s for each problem. Among these, 6 are 
randomly selected for the bottle capping design, and three are selected for the soda 
making design. These CFG’s are then redrawn in Microsoft Visio and presented to the 
designers as part of the experiment.  
The experiment is conducted over a two week period. The participants are asked 
if they have participated in any form of concept generation exercise for the given 
problems prior to the session and are excluded from the experiment if they have done so. 
At the beginning of each session, the experimenter read a script of instructions explaining 
the experimental procedure. The instructions include a description of the problem, a 
conceptual function structure of the problem, and basic guidelines for the prescribed 
method. The guidelines outline that the participants are expected to generate as many 
solutions in the allotted time. The participants are also told that they should represent 
their ideas using sketches and/or written words and that their generated concepts should 
address majority of the functional requirements specified by the given function structure. 
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For sessions including CFG’s as a design aid, there are additional instructions explaining 
what a configuration graph represents followed by the selected set of CFG’s for the 
particular concept generation session. In these sessions, participants are asked to study 
this additional material before generating concepts and are instructed that they may use 
concepts from the presented configuration graphs during their exercise. The sessions last 
approximately 50-60 minutes with an equal 45 minutes allocated to idea generation 
whether or not the session includes the use of CFG’s. Each session is followed by a post-
session questionnaire that asks questions about the experiment and the use of 
configuration graphs.  
9.1.4 Evaluation Metrics 
The development of proper metrics for concept evaluation during engineering 
problem solving is an emerging field of study (Otto and Wood, 200; Otto and Holtta, 
2004). Shah et al. (2000) proposes a set of four metrics specifically developed for the 
evaluation of idea generation methods used for conceptual design. These four metrics are 
defined based on how well a concept generation method expands a design space, and how 
well it explores the resulting space.   
In the evaluation of experiment results, two of these four metrics (novelty, and 
variety) are used and a new one (completeness) is added. The definitions of these metrics 
are as follows: 
Completeness: is a measure of the level indicating how much a concept variant 
addresses the sub-functions depicted in the function structure. 
Novelty: is a measure of how unusual or unexpected an idea is as compared to 
other ideas (Shah et al., 2000). 
Variety: is a measure of the explored solution space during idea generation (Shah 
et al., 2000). 
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9.1.5 Evaluation Procedure 
Two doctoral candidates and a faculty member are selected as judges from the 
Manufacturing & Design Division of the Department of Mechanical Engineering at the 
University of Texas at Austin. All three evaluators are experts in the areas of functional 
modeling and concept generation and all have given lectures on related subject matters. 
The judges independently evaluated the resulting concepts according to the metrics of 
completeness, novelty, and variety. The first two of these metrics are evaluated 
individually for each concept generated, whereas the last metric is evaluated on a set 
basis for each participant.   
To perform the evaluations, all three judges are given a shuffled stack of concept 
sketches without knowing which designs were created with the aid of the configuration 
flow graphs and which without. Each judge is instructed to go through all solutions and 
evaluate them according to the guidelines summarized.  
For concept scoring, an ordinal 1 (low) to 7 (high) scale is used. Before running 
statistical analysis on the evaluation data, final scores are computed by averaging 
individual scores of the three judges. Each metric are then averaged for each participant. 
To monitor agreement between judges, pair wise Spearman rank-order correlation 
coefficients (Shah et al., 2003) are also calculated. For the soda maker problem an 
acceptable level of correlation occurred for all metrics: completeness [0.52-0.57], novelty 
[0.44-0.63], and variety [0.44-0.78]. For the bottle capping device, on the other hand, 
only the completeness metric yield adequate correlation [0.50-0.75]. The other two 
metrics for this problem did not have good correlation between the judges and are 
therefore excluded from further analysis. This also suggests that more investigation is 
necessary to understand why the judges were in disagreement in their variety and novelty 
scores for the bottle capping problem.  
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9.2 EXPERIMENT RESULT  
A total of 125 (56 for “Bottle Capping Device”, and 69 for “Soda Making 
Device”) conceptual sketches were created by the participants with varying degrees of 
completeness, novelty and variety. Six of these sketches are presented in Figure 9.1 and 
9.2. From an initial look to the overall outcome of the experiment, it is obvious that the 
participants have devoted their time to the two design problems to arrive at high quality, 
innovative solutions.  
Figure 9.1 Sample sketches created by the participants for the bottle capping design 
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Figure 9.2 Sample sketches created by the participants for the soda maker design 
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First, the analysis starts by evaluating interdependency of the chosen evaluation 
metrics. To verify that the metrics are independent, the Spearman correlation coefficients 
between the three metrics are calculated (Figure 9.3 – for Soda Maker). The results show 
that there is no correlation between the metrics for the individual concepts thus indicating 
that the metrics are independent. Interestingly, there is correlation between a concept 
set’s average novelty and its variety. This does not imply the metrics are correlated 
instead it implies concept sets containing very novel ideas tend to have greater variety 
overall. This is not surprising since novel ideas tend to be very different from common 
ideas and it is easy to think of the common ideas. The concept sets with a high degree of 
variety are likely to contain a combination of very novel ideas and very common ones.  
Figure 9.3 Spearman correlation coefficients between evaluation metrics   
Secondly, the problem order effects are analyzed. Even though the problem order 
was counter-balanced in the experimental setup, it is required to verify that problem 
ordering did not have any effect on the outcome. To achieve this, the data is analyzed 
using a three-factor ANOVA with repeated measures on the 2nd and 3rd factors and a 
Mann-Whitney U test. (Initially ANOVA was used to analyze ordering effects, even 
though the data deviates from this test’s assumptions. There is not a common approach 
for analyzing ordering effects of ordinal, non-normally distributed data (Gliner and 
Morgan, 2000). According to the results, there is no significant effect on completeness 
due (F=0.036, p=0.857; U=124, p=0.897) to the order in which the problems are 
Novelty and Completeness Novelty and Variety Completeness and Variety
Judge 1 0.12 0.25 0.26
Judge 2 0.28 0.49 0.1
Judge 3 0.14 0.36 0.13
Ave. of 3 Judges 0.18 0.77 0.16
Spearman Correlation Coefficient 
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presented to participants. After verifying that, the data is collapsed for the rest of the 
analysis.   
To continue the analysis, the data is normalized for each participant by averaging 
the individual scores produced by a given participant. This ensures that the analysis is not 
biased towards participants who create greater number of concepts. Participants produced 
anywhere from two to seven concepts for the soda maker problem and one to six 
concepts for the bottle capping problem. This data is presented in, Figures 9.4 - 9.7. 
Figure 9.4 Distribution of experimental data   
Next, the statistical analysis on the normalized data is run. In addition to this 
initial, combined analysis, the top two ideas, as determined by the sum of the 
completeness and novelty scores, from each participant are also analyzed. For the bottle 
capping device, the top two ideas are not analyzed since one participant produced only a 
single concept. All the statistical analyses are performed using Mann-Whitney U tests 
(David Clark-Carter, 2000) running on SPSS statistical analysis software. Mann-Whitney 
U is used rather than t-test, ANOVA or MANOVA because the data is ordinal and the 
judges scores are not close to being normally distributed. Mann-Whitney U is the non-
parametric equivalent of a t-test and compares the ranked scores of the two groups.   
Completeness Novelty Variety Completeness
25 percentile 3.81 3.6 3.83 2.44
Median 4.17 3.74 4.5 3.92
75 percentile 5.17 4.17 5.08 4.25
25 percentile 3.31 2.87 2.58 3.13
Median 3.53 3.59 3.5 3.54








Figure 9.5 Box plot summary for the bottle capping device 
 
Figure 9.6 Box plot summary for the soda maker device 
Analysis results are summarized in Figures 9.8 - 9.10. In short, the analysis results 
show the configuration flow graphs having a potential to enhance the idea generation 
process meriting further development and study for their use during concept generation. 
The best ideas from each participant for the soda maker problem are statistically more 
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not (Figure 9.9 & 9.10). More importantly, while configuration flow graphs show the 
potential to support the design process by helping the designers develop more complete 
designs, they do not hinder the novelty or the variety of ideas produced. Even when only 
the most novel concepts from each person are analyzed there is no difference between the 
groups (Figure 9.11). 
Figure 9.7 Histograms showing the score distributions for the soda maker design 
Figure 9.8 Mann Whitney U test results for normalized data   
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w ith Configuration Graph
Bottle Capping Device
Completeness Novelty Variety Completeness
Mann-Whitney U 19 28 19 31
p (significance) 0.19 0.72 0.19 0.96
Soda Maker
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Figure 9.9 Mann Whitney U test results for the best idea from each participant   
Figure 9.10 Mann Whitney U test results for top two ideas from each participant   
Figure 9.11 Mann Whitney U test results for the most novel idea from each participant   
9.2.1 Observations 
To better understand the usefulness of providing designers with configuration 
flow graphs, a post-session questionnaire asked the participants several questions 
concerning how they felt about using the graphs. The answers to two such questions are 
summarized in Figure 9.12. It is easily observed that the designers liked the option of 
being provided the configuration graphs. This was more the case for novice designers 
with less professional experience.  
From an open-ended question on the survey that stated, “Please make any 
additional comments you have about the concept generation exercise”, numerous 
participants reiterated the fact that they found the configuration graphs to be beneficial. 
Some comments from the participants included: “the design configuration graphs were 
Completeness Novelty
Mann-Whitney U 17.00 19.00
p (significance) 0.13 0.20
Soda Maker
Completeness Novelty
Mann-Whitney U 77.50 93.00
p (significance) 0.06* 0.20
*statistically significant
Soda Maker
 Bottle Capping Device
Completeness Novelty Completeness
Mann-Whitney U 14.5 27 28.0-31.5




helpful…”, “the design configuration graphs give you some place to start…”, “the 
configuration graphs definitely helped, and the solutions generated by the configuration 
graphs were very exhaustive and comprehensive.” In addition, some students complained 
about being constrained or fixated by the presence of the design configuration graphs. 
This connotation and the overall experiment results are discussed in the next section. 
Figure 9.12 Experiment survey   
9.3 DISCUSSION OF EXPERIMENT RESULTS 
In this chapter, the implications of integrating an automated design tool into the 
concept generation process are investigated. The aim was to provide designers with a tool 
that would benefit them during idea generation by presenting them knowledge that may 
fall outside their personal experiences (or immediate memory) and to enable them to 
readily reuse existing design knowledge. Providing designers with such design aids, 
however, do carry some risks. First, they may hinder creativity, and second, they may 
cause design fixation that prevents designers from exploring truly novel ideas. 
A number of research questions are formulated to assess the effects of the 
automated conceptual design tool on concept generation. The results of the study provide 
initial evidence that the automated tool positively effects and, in fact, supports the human 
idea generation process. It is evident that the configuration flow graphs have the potential 
to help designers create more complete concepts early in the design process by allowing 
them to approach the problem in a more systematic, function-oriented way.  
 








How easy was it to understand the design configuration graphs? 0.00% 0.00% 6.25% 18.75% 68.75% 6.25%






How useful was the design configuration graphs in creating concepts to
the given design problem?
0.00% 37.50% 43.75% 18.75%
 Survey Results from Concept Generation Sessions (16 Participants)
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Moreover, contrary to the claim that stated the configuration flow graphs cause 
fixation on certain ideas during concept generation, no statistical evidence was found that 
suggests the use of the graphs hinders creativity or variety. Currently, the rule database 
consists of a mere 23 products so it would not have been surprising if the variety or 
creativity was limited due to the limited size of the database. However, even this 
relatively small database facilitates the development of concepts that are not dominated 
by traditional concept generation methods for novelty and variety. Therefore, the 
automated synthesis tool warrants further development and study as a supplement to 
human idea generation.  
In addition, the survey results indicated that designers felt positive about using the 
configuration graphs. They found the graphs easy to understand and to their benefit in 
creating conceptual solutions. An open question is if a more complete concept early in 
the design process will lead to a better final product or a better, more efficient design 
process. Other design methods such as QFD (Houser and Clausing, 1998) and functional 
modeling also lead the designer to more completed and detailed designs early in the 
process.   
This study was designed to provide preliminary evaluation of the configuration 
graphs and their possible usefulness in the design process. Necessarily, there have been a 
number of assumptions made that need to be taken into account when interpreting the 
results. The idea generation was an individual not a team activity. The short 45 minute 
time period for idea generation is a bit short for the complexity of the design problems 
but was long enough for many participants to run out of ideas.  Also, this study only took 
a snapshot of the design process just before and just after the idea generation. This was 
done to set-up a reasonable experiment and to limit the noise that other phases in the 
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design process may incur. However, the effects of this decision on the quality of the final 
product are not known and needs to be studied.  
Nevertheless, the development of the computational tool was intended to help 
designers choose suitable components for given functional requirements in a redesign or 
an original design situation. The data from the experiments support the hypothesis that 
the integration of automatically generated design aids such as the configuration flow 
graphs into the concept generation process results in an improved idea generation 
performance. The designs obtained by using configuration graphs proved to be more 
complete, without any decrease in variety or creativity.  
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Chapter 10:  Conclusions 
This chapter summarizes the research and provides a discussion of the 
contributions and potential venues for future work.  
10.1 SUMMARY 
In this research, a computational methodology for creating conceptual design 
configurations is introduced. The method is based on leveraging existing design 
knowledge which is captured through an empirical study that involves systematic 
dissection of various products and the construction of a design knowledge base. This 
design knowledge is integrated into a formal framework that enables the modeling of 
existing designs and the creation of new concepts.  
The framework includes representations that capture designs at two domains (the 
functional domain and the component domain) and, it facilitates the formulation of a 
design grammar language that captures the mapping between them describing how 
electromechanical components addres functional requirements in existing designs. The 
grammar rules created from the empirical analysis are then included in a computational 
search process that works with a designer in navigating the design space to create 
conceptual design configurations from detailed specifications of product function. The 
configuration description includes the choice of components and their topological 
structure consisting of the connectivity of components and the physical interfaces that 
result.  
In addition, a tool called the DPM (Designer Preference Modeler) is introduced 
that analyzes these automatically generated design configurations by gathering preference 
information from a designer. The DPM method establishes an interaction between the 
designer and the computational synthesis tool in order to extract a designer’s decision 
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making and preferences during concept evaluation. This knowledge is then used to build 
a model of designer preferences to be used for assessing the worth of automatically 
generated design alternatives. 
Overall, the developed suite of design tools (the grammar driven concept 
generator, and the DPM) can be used to generate multiple and feasible configurations, 
which then can automatically be evaluated and ranked based on user-defined design 
objectives. The implemented system serves as a comparison to human conceptual 
designing and as a tool to complement the skills of a designer or a design team.     
10.2 DISCUSSION 
As described in Chapter 6, the grammar help designers automatically create 
design configurations through a computational search process that successfully integrates 
component concepts from different products into multiple complete concept variants.    
There are various advantages of the design generation approach developed in this 
research. First, the method is based on a design reuse philosophy. Design reuse plays a 
vital role in product development especially during the early idea generation phase where 
most of the cost of a product is committed (without much statistical proof the 80/20 rule 
is referenced in the literature, stating that 80% of the cost is determined by the decisions 
made within the 20% of a project) Therefore, it is important for most industries to adopt a 
design-by-reuse process for cost effective product development. The computational 
approach developed in this research directly supports design reuse in conceptual design.  
Second, the search-based generation approach eliminates potential solution bias. 
Designers with varying levels of experience in different domains usually rely on solutions 
derived from domains where they have the most expertise. This may cause design 
fixation and prevent the designers from exploring truly novel solutions that fall outside 
their expertise memory. The grammar method searches the design space without any bias 
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by systematically applying each grammar rule with equal likelihood. As a result, a vast 
space of past design solutions is explored and design configurations are generated by 
combining solution principles from different engineering domains. Examples of this are 
provided with the two electromechanical test cases presented in Chapter 8.  
Third, the feasibility of the resulting configurations is ensured. Since designs are 
built incrementally by selecting only compatible solution principles or components, the 
addition of physically incompatible components to the design is prevented within the 
grammar. This is unlike other computational methods where a large number of complete 
solutions is generated first and pruned later based a feasibility criteria.  
Fourth, the “flow” based compatibility measure employed by the grammar 
provides a proper level of flexibility to allow the formation of novel connections between 
components. This is contrary to most bottom-up approaches to design synthesis that 
define connection feasibility more restrictively by either utilizing a prescribed set of ports 
and their physical types or by employing hard constraints that prohibit connections that 
are not seen in the past designs. 
Finally, the open-endedness of the grammar formulation enables the synthesis of 
multiple-input multiple-output systems and accounts for function and structure sharing. 
Accordingly, multiple functions can be addressed by a single component or multiple 
components can address a single function. The notion of function and structure sharing is 
an important aspect of conceptual design that defines the conceptual architecture of a 
product, and should be supported by automated synthesis tools.   
In addition to the conceptual design grammar, a tool called the DPM is developed 
to analyze the designer’s decision making during concept evaluation, and to construct a 
designer preference model that can be used for evaluation of automatically generated 
design alternatives.  
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The main novelty of the DPM approach is the combination of computing and 
human reasoning. Computational design tools can generate numerous solutions to a 
design problem by conducting an in-depth search of the design space. But, they typically 
require very detailed specifications of part shapes and dimensions in order to evaluate 
certain performance parameters. At the conceptual stage of design, however, such 
detailed models of system components and design parameters are simply not available 
and the evaluation of conceptual design alternatives remains a stumbling block in 
computational synthesis. Humans, on the other hand, can employ sophisticated reasoning 
techniques in making decisions for ruling out or approving design alternatives, however 
they are bounded by the limits of their own rationality (Simon, 1969). This makes it 
impractical for them to process and evaluate more than a handful of alternatives. The 
heuristic followed by the DPM takes advantage of the commonality of solutions in a 
design space and ensures that the required number of designer evaluations is kept to a 
minimum, consistent with the principle of bounded rationality. By establishing a proper 
level of interaction between the designer and the synthesis software, DPM combines the 
strengths of computational search with that of human decision-making. Moreover, since 
the preference model is directly derived from the evaluations of the designer, it reflects 
the designer’s reasoning and judgment under specific design objectives and constraints 
which is easily generalized and used for faster search towards the best designs in large 
design spaces as is shown for the designs of the bottle capping and the soda maker 
devices. 
Despite these advantages, there remains a number of theoretical and practical 
challenges that may be addressed to further advance the automated synthesis method 
developed here. For example, the reverse engineering approach to knowledge acquisition 
brings a number of limitations. The quality and completeness of the resulting grammar 
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rules are dependent on the person performing the breakdown analysis and product 
modeling. Even though the contributors to the product dissection efforts first go through a 
training process before constructing functional and configurational models of the 
products, unavoidably there exist cases where different interpretations are valid for 
modeling decisions or where mistakes are made in deriving models and defining 
grammar rules. These can be kept to a minimum by holding design review discussions 
among all parties involved with the goal of standardizing the reverse engineering 
practices and different interpretations of functional and configurational design aspects. In 
general, the repeatability of product modeling and grammar rule derivation has been high.  
A more interesting issue arises from the theoretical claim of the research that it 
attempts to extract the intent of the designer in mapping function to form. One may argue 
that, in fact, the knowledge acquisition scheme followed does not truly capture the 
designer’s decisions or intent, and that the actual functional description used by the 
designer cannot be known. Thus, the generated rules only reflect the modelers 
understanding of the product under consideration, which may be different than the 
original intent of its designer. This is a fair claim, but the distinction is subtle. The 
outcome of the knowledge acquisition is believed to measure something that correlates 
strongly with designer intent and, in same cases, may actually be superior to it in 
different ways (e.g., something unintended may actually improve functionality in some 
way). 
Another challenge is with that of the scaling of the computational implementation. 
This challenge is twofold. First, as the nodes in a functional graph of a product increases, 
so does the branching factor of the search tree. Similarly, increasing the number of rules 
in the database poses a computational burden on the search algorithm as it increases the 
number of applicable rules. This growth of computational requirement may be overcome 
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in one of three ways. First, the design space can be navigated using a different search 
technique. Stochastic approaches to search such as genetic algorithms or simulated 
annealing are more appropriate for searching larger, multi-modal spaces. Secondly, the 
problems that are larger in size can be decomposed into sub-modules and the search 
algorithm can be run on the defined modules. For example, if one is looking to design a 
solar car, the transmission, the body, the engine etc. can be functionally described 
separately as main modules of the design and the synthesis results can later be integrated 
into a whole. Of course, a separate set of rules need to be developed to handle module 
compatibility and integration issues. Third, the rule selection may be altered such that 
certain rules are preferred over others using a probabilistic technique. Such an approach 
can drastically reduce the number of rules that need to be invoked during the search for 
solutions.   
Finally, there may be some limitations on the use of the developed computational 
tool stemming from the level of design training of the user. Because the synthesis 
approach requires the design problem to be cast as a functional model, it inherently 
assumes the designer to be sufficiently experienced to perform an efficient functional 
decomposition.  
This discussion has presented the advantages and limitations of the developed 
computational synthesis method. Regardless of the presented challenges, the conceptual 
design grammar has opened the door to realizing the possibilities of automating the 
conceptual design process and mimicking some of the cognitive activities that govern 
human creativity and the ability to invent. 
10.3 CONTRIBUTIONS 
The foundations of this research are function-based synthesis, reverse engineering 
through product dissection, knowledge representation, graph grammars, and learning- 
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based search. As a result, the benefits of the research affect these fundamental research 
areas though to varying degrees.  
At the highest level, the research activities outlined here significantly impact basic 
design theory research and applied design. By combining formal design synthesis 
methods with structured algorithms a formal computational theory for conceptual design 
is created and implemented.  Main contributions of this research include the creations of 
synthesis focused solution knowledge, computational methods for producing a large 
range of candidate solutions, and evaluation algorithms that reduce the range of possible 
solutions to a tractable set of “best” solutions. Several specific contributions are 
identified as: 
• The creation of a knowledge base of designer decisions for concept generation (the 
grammar rule set).  
• The development of a formal computational method that automates the systematic 
function-based design synthesis process (Pahl and Beitz, 1988). The method is 
embodied in a design tool that is capable of searching infinite design spaces for 
component configurations to meet functional specifications. 
• The categorization and classification of the electromechanical component space 
(component basis) that can be used for computational synthesis. 
• The development of a graph-based design representation, namely the configuration 
flow graph (CFG), to be used with computational or traditional concept generation 
techniques. 
• The development of an evaluation method to assess the worth of design concepts in 
lack of specific geometry information (design preference modeler). 
• A research process that combines empirical and computational methods to develop 
knowledge-based tools for automating the design process  
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10.4 FUTURE WORK 
The development of the conceptual design grammar and the resulting 
computational tool allows for future work to proceed in a variety of directions. These 
directions can be grouped under four major categories: knowledge representation and rule 
derivation, design generation, design evaluation, and level of automation. They are 
presented next.  
10.4.1 Knowledge Representation and Rule Derivation 
Designing a knowledge representation language that is sufficiently expressive to 
capture the wealth of design knowledge about complex devices is a common challenge. 
The current framework of the conceptual design grammar models function and 
configuration product knowledge. However, the representation scheme can be further 
developed to be able to represent other design aspects such as constraints (e.g. width < 
3in; rust proof), preferences, priorities, and tradeoffs (e.g. low power is more important 
than lightweight), states of the device (e.g. "when threshold temperature is reached"), 
properties of device, its materials, and its use (e.g. deformability, breakability, 
environmental stresses, etc.) This expansion of design modeling can be used both for 
design generation and for design evaluation. 
Related to this discussion, another future goal is to accommodate structural design 
specifications in addition to functional specifications. Function structures are widely 
accepted as a functional representation; however they are limited in their ability to 
represent structural aspects of design. Towards that goal, there is a need to develop a 
representation that would complement the configuration flow graphs (CFGs) and 
facilitate the addition of structural components and interfaces into the conceptual design 
configurations.  
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The automation of rule derivation is another interesting extension to the presented 
research. The set of 189 rules has been created through the careful deliberation that is 
typical of creating any grammar rule set. In the current approach, the flow information 
provided by the two graphs is utilized in order to extract the mappings between a 
functional model and a configuration flow graph. Accordingly, strict boundaries are 
defined on both graphs by utilizing the shared flow connectivity. These boundaries 
isolate the mapping between functional nodes of a function structure and component 
nodes of a configuration flow graph. This process can be codified by leveraging graph-
theoretic algorithms that search for intersection of these two graphs. The result of such a 
search process can extract potential grammar rules automatically. 
10.4.2 Design Generation 
An improvement area for more intelligent design generation is the development of 
a selection strategy for the rules to be applied. Such a strategy will encompass rules or 
guidelines that would enable the computer to select among recognized rules based on the 
design context, and the current state that the design is in. In addition, these guidelines can 
be automatically extracted from past design evaluations and can be defined as “meta-
rules”. This separate family of rules can be used to formulate a knowledge base of good 
versus bad grammar rule choices. This will enable the design generation algorithm to 
prefer one rule over another. For example the algorithm may decide to use a cam instead 
of a gear to address “change rotational mechanical energy” function in a certain design 
context, or decide not to add a rotational coupler if there is a bearing already existing in 
design, etc. 
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10.4.3 Design Evaluation 
One of the most direct next steps includes exploring ways to evaluate the 
dynamics of the generated design configurations. This more rigorous evaluation of design 
concepts requires quantification of component geometry. This would allow the analysis 
of potential system behavior by means of a dynamic simulation. Since quantitative 
knowledge is limited during conceptual design, a qualitative simulation technique may be 
employed to estimate potential future states of a design configuration. 
The problem of evaluating automatically generated design alternatives suggests 
another avenue for further study. As previously mentioned in Chapter 8, the current 
evaluation method is limited to a single design objective or criterion. Thus, a natural 
improvement area is to extent the DPM method to account for multiple objectives.  
10.4.4 Level of Automation 
One interpretation of increasing the level of automation during conceptual design 
is to create solutions that are as close to their final embodied states as possible. This can 
be achieved, for example, by arranging the components of a CFG in a final 3-D layout.  
This research is not aimed at addressing challenges involving decisions about parametric 
details that govern the shape, or geometry of a component. Nevertheless, bridging the gap 
between “topology design” and “shape design” is a challenging, open area of research. 
There is a great possibility for example in integrating shape grammar-based approaches 
with that of the CFG grammar to be able to include representations of shape in the 
computational approach. Such methods hold the possibility of performing individual 
component-based, or module-based detailed geometry design starting from an 
automatically generated CFG.  
Additionally, one opportunity to increase the level of automation for conceptual 
design is to shift the focus of the implementation from technical design to industrial 
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design. The current conceptual design grammar is build purely upon technical design 
knowledge. However, product design includes other types of design knowledge. Thus, a 
design automation approach involving aesthetics and human factors is an interesting 
future research.   
10.5 CONCLUDING REMARKS 
The computational theory developed here bridges an important gap between 
computational design tools and conceptual design methods. The resulting tool assists 
designers with conceptual design tasks and presents an example of how design tools can 
be advanced to the next level of automation in order to support design creation and 
invention. 
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Appendix A: The Electromechanical Component Taxonomy 
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