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Abstrakt
Tato diplomová práce se zabývá návrhem a implementací síťové monitorovací apli-
kace pro vybranou společnost. Hlavní funkcí aplikace je automatizovaný sběr soft-
warových a hardwarových informací z firemních počítačů. Dále také monitorování
vybraných hodnot, jako je například teplota procesoru či volné místo pevného disku.
Návrh využívá síťovou architekturu klient-server. Byly vytvořeny tři aplikace ve
funkci serveru, klienta a grafické konzole pro správu.
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Abstract
This diploma thesis deals with design and implementation of a network application
for monitoring of computers for a chosen company. The application allows admi-
nistrators to automate the gathering of hardware and software information. The
purpose of the application is also to monitor hardware values, such as processor
temperature or harddisk free space. The design uses client-server architecture. Three
applications were created: server, client and graphical management console.
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Úvod
Informační a komunikační technologie jsou dnes pro většinu podniků prakticky ne-
postradatelným prostředkem. Ať už se jedná o malou firmu s pár zaměstnanci nebo
o mezinárodní podnik s velkým počtem zaměstnanců, každý z nich by měl svou
práci velice ztíženou bez použití počítače. Dost možná by to vyústilo až v ušlé zisky
podniku. V současnosti vše závisí na kvalitě a dostupnosti informací a jen těžko si
lze představit efektivní plnění vytyčených cílů a úkolů bez použití patřičných odpo-
vídajících technologií a nástrojů.
Existují samozřejmě určité pracovní pozice, většinou manuální, ke kterým není
žádné techniky třeba a bez počítače se kompletně obejdou. Nicméně, většina lidí
pracujících v kanceláři počítač má a denně ho používá.
Tato práce je vypracována pro stavební společnost XXX, a.s., a tak se lehce ob-
lasti stavebnictví dotýká. Společnost i na stavbách používá počítače a podle velikosti
projektu jich může být i několik. Stavbyvedoucí a stavební mistři mají k dispozici
notebooky nebo stolní počítače. Používají je hlavně k e-mailové komunikaci, vedení
agendy, práci v kancelářském software atd.
Jako každé jiné technické vybavení, také informační a komunikační technologie,
musí být ve společnosti řádně spravovány a udržovány. Může se jednat například
o softwarové čištění počítače či pouhou zásadu čisté plochy. Z pohledu hardwaru je
nutné zařízení udržovat funkční a zároveň držet krok s vývojem technologií, který jde
neustále dopředu. Je proto potřeba komponenty v počítači měnit za lepší, případně
obměnit celý počítač za výkonnější. Vše samozřejmě s ohledem na konkrétní účel,
ke kterému bude počítač používán a využíván.
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Vymezení problému a cíle práce
Tato práce je vypracována pro brněnskou stavební společnost XXX, a.s. Společ-
nost nerealizuje svoje stavební zakázky pouze v lokalitě domovského Brna, ale také
v rámci celé České republiky. Přesto, že se většina výpočetní techniky nachází v hlav-
ním sídle společnosti, část se nachází vždy na místech, kde se aktuálně staví nějaký
projekt. Jakmile se budova dostaví, následuje přesun k novému projetu, kde pracuje
zpravidla zase jiný tým. Některé počítače si navíc pracovníci předávají mezi sebou.
Pokud je zakázka realizována mimo Brno a dojde k poruše počítače, řeší se jeho
oprava lokálním servisem, který má možnost některé komponenty počítače i vymě-
nit. Tudíž může docházet v konfiguraci výpočetní techniky k poměrně nepřehledným
situacím.
Cílem této diplomové práce je navrhnout a implementovat aplikaci, která se o au-
dit firemní výpočetní techniky bude starat. Společnost nepožaduje komplexní výpis
všech detailů získaných z počítače, ale pouze obecný přehled komponentů tak, jak je
uvedeno dále v této práci. Jelikož by společnost zcela nevyužila funkcionalitu placené
licence pro profesionální nástroje, uvítala možnost aplikace na míru dle svých sku-
tečných potřeb. Přestože změna konfigurace počítačů není zcela běžná, bylo potřeba
navrhnout a realizovat celý proces komunikace programů a výměny dat. Proto byl
k požadavku na funkci auditu přidán i požadavek na průběžné monitorování stavu
těchto počítačů.
Zvolené metody a postupy
Celý pracovní postup bude rozdělen na tři fáze, odpovídající třem hlavním kapitolám
této diplomové práce. Postupně popíši jednotlivé kroky návrhu aplikace s ohledem
na obecný životní cyklus softwaru.
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V první části začlením celé téma do teoretického rámce. Vysvětleny budou prin-
cipy získávání a sběru informací o počítačích, stejně jako problematika síťové ko-
munikace TCP/IP spolu s architekturou klient-server. Z teoretického hlediska zde
budou popsány metody využité k analýze podniku, stejně jako vybrané technologie
určené k samotné implementaci nástroje. Pro uvedení do problematiky vývoje soft-
waru představím životní cyklus softwaru, dle kterého se budu rámcově řídit napříč
celým projektem.
Bude následovat analytická fáze, v níž uvedu kritickou analýzu vybraného pod-
niku a existující aplikace, které mohou sloužit jako alternativy té mnou navržené.
Vnitřní okolí společnosti zanalyzuji metodou 7S, vnější mikrookolí metodou Pěti
konkurenčních sil dle Portera a makrookolí metodou PEST. Tyto společně poslouží
jako vstup pro analýzu SWOT. Dále se budu detailně zabývat informačními techno-
logiemi ve společnosti spolu se třemi vybranými existujícími programy. V konečném
zhodnocení analýzy uvedu souhrn, ze kterého vyplyne, proč musí být vytvořen nový
software a jaké požadavky jsou na něj kladeny.
Poslední část se bude zabývat samotným návrhem nové aplikace WinMon. Sklá-
dat se bude z několika názorných diagramů a modelů, založených na jazyce UML.
Ty se týkají návrhu programu a v neposlední řadě také databáze. Celá architektura
bude zobrazena schematicky i jako model jednotlivých vrstev programu. Popsány
budou všechny tři samostatné aplikace, ze kterých se výsledný nástroj skládá. Dle
požadavků má být součástí podrobný návod na automatizované nasazení v doméně
Windows. Kapitolu návrhu završí ekonomické zhodnocení, přínosy řešení a výhled
do budoucna.
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1. Teoretická východiska práce
Následující kapitola obsahuje teoretická východiska celé této práce, na jejichž základě
poté bude provedena analýza současného stavu a samotný návrh řešení. Základní
zasazení práce do teoretického rámce bude představeno jak z pohledu informačních
a komunikačních technologií, tak i částečně z manažerského pohledu.
Jednotlivé podkapitoly jsou postupně věnovány jak teoretickým poznatkům o zís-
kávání informací z počítačů, tak i popisu pojmů, technologií, metod a různých pos-
tupů. Samotné zdůvodnění výběru právě těchto postupů a technologií bude uvedeno
později v této práci, v kapitole věnované návrhu řešení.
1.1 Získávání informací ze systému Windows
Kapitola pojednává o základních zdrojích informací v operačních systémech Win-
dows. Pro běžného uživatele je na první pohled viditelných pouze několik málo
informací o počítači, které lze navíc nalézt na různých místech. Základní konfiguraci
lze například zobrazit ve vlastnostech počítače (u novějších verzí položka
”
Systém“
v sekci
”
Ovládací panely“). Toto ovšem zobrazí z hardwarových informací pouze takt
procesoru a velikost operační paměti, což stačí maximálně pro základní přehled.
Pro úspěšnou centralizovanou správu počítačů v sítích, kde se nachází velké
množství těchto počítačů, je důležité získávat informace o stavu těchto strojů. Sběr
potřebných informací může v zásadě probíhat dvěma způsoby. První způsob se za-
měřuje na sběr informací přímo na straně sledovaných stanic. Takto sesbírané infor-
mace se následně předávají k dalšímu vyhodnocení. Druhý přístup spíše soustřeďuje
většinu správy do předem určeného centra, které se dotazuje sledovaných stanic
na jejich stav a vyhodnocuje získané informace, na něž případně reaguje. Tento
druhý způsob je nenáročný na nastavování ze strany klienta, neboť mu většinou
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stačí povolená síťová komunikace, pokud má počítač zapnutý firewall. Příkladem
tohoto přístupu je Vzdálené připojení k Windows Management Instrumentation.
Tato práce se dále bude zabývat prvním zmíněným způsobem, tj. sběrem informací
na straně sledovaných stanic.
1.1.1 Verze operačního systému
Jelikož je práce určená pro operační systémy Windows, nebudou dále jiné systémy
brány v potaz a vše bude vztahováno právě pro systémy Windows. Přestože se ne-
bude jednat o multiplatformní řešení, je nutné uvažovat různé verze systémů Win-
dows.
Prvním odlišovacím znakem různých, ale i stejných verzí systému, je jejich archi-
tektura. V zásadě jsou verze buď 32-bitové, nebo 64-bitové. Na novějších počítačích
je preference použití 64-bitových systémů, neboť umí adresovat více dostupné fy-
zické operační paměti a podporují 64-bitové aplikace. Navíc je zpětně kompatibilní
s aplikacemi určenými pro 32-bitový systém, což naopak neplatí.
Rozdíly lze také najít u klientských a serverových verzí operačního systému. Zde
to ale není tak markantní rozdíl, neboť je jádro stejné verze použito pro oba případy
a rozdíly lze nalézt spíše ve vybavení z důvodu různého použití.
Verze Marketingový název
NT 5.1 Windows XP 32-bit
NT 5.2 Windows XP 64-bit, Windows Server 2003 + verze R2
NT 6.0 Windows Vista, Windows Server 2008
NT 6.1 Windows 7, Windows Server 2008 R2
NT 6.2 Windows 8, Windows Server 2012
NT 6.3 Windows 8.1, Windows Server 2012 R2
Tabulka 1.1: Verze a názvy systémů Windows (Převzato z [1])
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Tabulka 1.1 zobrazuje v současnosti běžně používané NT verze systémů s jejich
marketingovým názvem, pod kterým jsou běžně známy.
Rozdíl mezi minoritními verzemi v rámci jedné verze není tak výrazný, jako mezi
verzemi NT 5.x a NT 6.x. Přechod na NT 6.x se projevil hlavně v zabezpečení ve
funkci Windows Firewall, jehož možnosti byly značně rozšířeny. Nyní tedy umožňuje
například filtrovat i odchozí komunikaci, přičemž lze u pravidel nastavit více mož-
ností [2].
Na toto bude nutné brát zřetel při návrhu aplikace a ošetřit rozdílné věci na-
příč různými verzemi. Je bezpředmětné zde vypisovat všechny rozdíly mezi verzemi,
důležité bude zjistit konkrétní změny mezi verzemi až při implementaci. U systémo-
vých nastavení a možností bude dále nutné zkontrolovat jejich chování.
1.1.2 Windows Management Instrumentation
Windows Management Instrumentation (dále jen jako zkratka WMI) je funkci-
onalita, která je automaticky instalována se systémem Windows. Obsah není pevně
stanoven, lze ho rozšířit přidáním rolí či součástí systému nebo nainstalováním dal-
ších aplikací [3].
Samotné WMI nebylo navrženo nově od základů, nýbrž se jedná o implemen-
taci Common Information Model (CIM) společnosti Microsoft. CIM byl vyvinut
neziskovou organizací Distributed Management Task Force (DMTF). CIM je mo-
del pro popis komponent, které tvoří počítač, síť nebo software. Model je tvořen
specifikací a schématem. První část, specifikace, popisuje, jak budou data sbírána
a přenášena. Druhou část tvoří MetaSchema, což jsou CIM metadata (data o datech)
a skládají se z [4]:
• Jmenné prostory - Hierarchicky uspořádané cesty, v nichž jsou data na
počítači uložena. Jsou používány pro organizování typů jednotlivých informací.
• Poskytovatelé - Používány, aby bylo možné žádat o informace z WMI.
• Třídy - Způsob, jakým CIM popisuje věci. Informace o myši v systému Win-
dows tak lze získat například ze třídy Win32 PointingDevice.
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Za pomoci WMI poskytovatelů lze interagovat s následujícími objekty [4]:
• Hardware počítače - Například myš, pevný disk, paměti, grafická karta.
• Operační systém - Například plocha, ovladače, registry, procesy.
• Instalované aplikace - Jednotlivé aplikace.
• Správa služby WMI - Zahrnuje WMI nastavení.
• Měření výkonu - Různá měřidla a počítadla související s výkonem systému.
Pro přístup k WMI lze využít několika možností. Mezi hlavní se řadí Microsoft
Management Server, což je aplikace pro síťovou správu pomocí Windows PowerShell
skriptu nebo dalších z řady programovacích a skriptovacích jazyků. Pro účely této
práce je nejpodstatnější implementace v .NET Frameworku, díky které lze s WMI
komunikovat díky třídám v jmenném prostoru System.Management [5].
1.1.3 Systémový registr
Kniha Microsoft Computer Dictionary [6] definuje systémový registr operačních sys-
témů Windows následovně:
”
Centrální hierarchická databáze ve Windows 9x, Windows CE, Win-
dows NT a Windows 2000, používaná pro uložení informací nezbytných
ke konfiguraci systému pro jednoho či více uživatelů, aplikace a hardwa-
rová zařízení. Registry obsahují informace, na které Windows neustále
odkazuje během různých operací. Může se jednat o cesty profilů uživatelů,
nainstalované aplikace na počítači spolu s typem dokumentů, které může
vytvářet a pracuje s ním. Dále například cesty k ikonám aplikací s nasta-
venými ikonami složek, nalezený hardware, který se v počítači nachází,
a jaké porty jsou použity. Toto je jen krátká ukázka, na co všechno se re-
gistr používá. Účelem registrů bylo nahradit většinu z textových souborů
s koncovkou .INI, které ve Windows 3.x a MS-DOS sloužily pro ukládání
nastavení.“ (vlastní překlad z [6])
Nutno podotknout, že kniha byla vydána roku 2002, proto je nejvyšší zmíněnou
verzí Windows 2000 (předchůdce Windows XP). Nicméně to neubírá na aktualitě
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textu, která platí i pro nejnovější Windows systémy. Ukazuje se, že naopak se re-
gistry s novými verzemi systému měnily jen drobně a jejich účel zůstal stále stejný
a systémem jsou hojně využívané stále.
1.1.3.1 Struktura registru
Registr systému Windows je hierarchická databáze tvořena klíči, podklíči a samot-
nými hodnotami. Tyto jsou nezbytné pro běh operačního systému a některých na-
instalovaných aplikací, ať už systémových nebo aplikací třetích stran. Databáze je
tvořena stromem, který obsahuje šest základních větví (hlavních klíčů) a defino-
vaných podstromů. Registr lze prohlížet a editovat skrze
”
Editor registru“, což je
integrovaný nástroj v systémech Windows.
HKEY LOCAL MACHINE (HKLM)
Obsahuje informace o konfiguraci celého počítače, jež lze aplikovat na počítač bez
ohledu na konkrétního přihlášeného uživatele. Aplikace zde samy nemohou vytvářet
podklíče. Obsahuje podklíče HARDWARE, SAM, SECURITY, SOFTWARE a SYS-
TEM (přesný popis a funkci těchto podklíčů lze nalézt v [7]).
HKEY CURRENT CONFIG (HKCC)
Obsahuje informace o hardwarovém profilu, které lokální počítač používá při svém
startu. Respektive, informace jsou sbírány při startu počítače, tudíž se nejedná o per-
manentní data, ale o data generovaná znovu s každým restartováním počítače [7].
HKEY CLASSES ROOT (HKCR)
Hlavním obsahem tohoto klíče jsou informace o asociaci jednotlivých přípon sou-
borů. Právě v tomto klíči lze jednotlivým příponám souborů přiřazovat aplikaci,
kterou Windows Explorer automaticky spustí při spuštění daného typu souborů [8].
HKEY CURRENT USER (HKCU)
Uživatelův výchozí bod, obsahující konfigurační informace právě přihlášeného uži-
vatele. Jsou zde uložena např. nastavení z nabídky Ovládací panel, cesta adresáře
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uživatele a jeho individuální nastavení. V systémech s jádrem NT jsou tato nastavení
uložena v souborech NTUSER.DAT a USRCLASS.DAT a jsou součástí profilu uži-
vatele, takže při cestovních profilech jsou přenášena spolu s vymezenými složkami [7].
HKEY USERS (HKU)
Obsahuje všechny aktivně načtené uživatelské profily na daném počítači. Tím pádem
je klíč HKEY CURRENT USER vždy i zároveň podklíčem klíče HKEY USERS, mi-
nimálně po dobu přihlášení daných uživatelů [7].
HKEY PERFORMANCE DATA
Zpřístupňuje informace o běhu systému a data o jeho výkonu, které poskytuje přímo
NT jádro nebo ovladače, programy či služby. Data klíče nejsou uložena v databázi
registru tak jako předchozí klíče a zároveň je tedy nelze zobrazit Editorem registru.
Jedná se v podstatě pouze o virtuální klíč, jehož zavoláním přes Windows API se
spustí sběr požadovaných dat od zaregistrovaných poskytovatelů [9].
1.2 Principy síťové komunikace
Jelikož je aplikace navrhovaná v této diplomové práci z velké části založena na
komunikaci jejích součástí prostřednictvím počítačové sítě, budou následně rámcově
popsány důležité pojmy z oblasti počítačových sítí.
1.2.1 Referenční model ISO/OSI
Roku 1978 Mezinárodní normalizační úřad (ISO) definoval
”
Reference Model for
Communication between Open Systems“ jako reakci na stále více se rozšiřující uzav-
řené síťové systémy. Tento model byl později označován pouze jako
”
Open Systém
Interconnection“, akronymem OSI, nebo jednoduše jako ISO/OSI model (ISO 7498).
Je nutné uvést, že tento referenční model není protokol ani soubor pravidel, jakým
způsobem má být protokol vytvořen. Jedná se spíše o rámec, ve kterém mají být
protokoly definovány. Rámec definuje funkce a služby, které musí být poskytovány
na každé ze sedmi vrstev.
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ISO/OSI model je ve své podstatě jen struktura správy datové komunikace, která
ji rozkládá na hierarchicky uspořádaných sedm vrstev. Každá vrstva má definován
svůj účel a rozhraní s předcházející a následující vrstvou v modelu. Z vývojářského
hlediska rozdělení vrstev umožňuje, aby vývojáři mohli vyvíjet protokoly pro každou
vrstvu bez ohledu na vrstvy ostatní.
Základní skutečností je, že každá vrstva N komunikuje virtuálně vždy se stejnou
protilehlou vrstvou N na druhé straně spojení, přestože reálně jde komunikace přes
fyzickou vrstvu. Protokoly na jednotlivých vrstvách definují pravidla komunikace
protilehlých vrstev. Určují, jak bude komunikace probíhat, jaký bude formát pře-
dávaných dat, a jakým způsobem jsou ošetřeny chybové stavy. Každá vrstva má
svůj formát dat a zjednodušeně lze říci, že vrstva N vezme data z vyšší vrstvy N+1,
přidá k nim svou hlavičku s případnými dalšími informacemi a zase data předá nižší
vrstvě N-1. Tím vznikají jednotlivé
”
protocol data unit“ označované jako PDU [10].
Na obrázku 1.1 je zobrazena interakce jednotlivých vrstev. Vertikální komunikace
probíhá mezi jednotlivými vrstvami od aplikace až po fyzické rozhraní - síťovou
kartu. Vertikální vazby zobrazují logickou komunikaci se vzájemně si odpovídajícími
vrstvami.
Aplikační
Fyzická
Prezentační
Relační
Transportní
Síťová
Linková
Komunikační kanál
Aplikační
Fyzická
Prezentační
Relační
Transportní
Síťová
Linková
 Aplikační PDU 
 Prezentační PDU 
 Transportní PDU 
 Relační PDU 
 Pakety 
 Rámce 
 Bity 
Fyzická
data
Proces A Proces B
Obrázek 1.1: Architektura OSI modelu (Upraveno dle [10])
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Dále jsou popsány jednotlivé vrstvy ISO/OSI referenčního modelu [10]:
• Fyzická vrstva je nejnižší vrstvou modelu. Na této vrstvě nastává převod dat
na sérii elektrických signálů, reprezentující hodnoty 0 a 1. Tyto signály jsou
poslány přes přenosové médium do cíle, kde jsou opět převedeny na hodnoty
0 a 1.
• Linková vrstva zajišťuje výměnu dat v rámci lokální sítě. Používá rámce, do
kterých zabalí data z vyšší vrstvy a odešle/přijme je za pomoci fyzické vrstvy.
Zajišťuje rozpoznávání jednotlivých rámců a jejich částí, tok a řízení přístupu
k médiu. Pro adresování používá MAC adresy.
• Síťová vrstva za pomoci směrování umožňuje komunikaci uzlů bez přímého
spojení. Zajišťuje fragmentaci velkých paketů na rámce, které jsou dostatečně
malé pro předání linkové vrstvě. Síťová vrstva v cíli jednotlivé fragmenty znovu
spojí do paketu. Dále vrstva odpovídá za překlad fyzických adres na síťové
a vytváření a udržování logického spojení mezi dvěma uzly. K adresaci se
používají IP adresy.
• Transportní vrstva poskytuje kvalitu přenosu takovou, jakou požadují vyšší
vrstvy. Pro zajištění doručení jsou jednotlivé pakety číslovány, přičemž číslo
je součástí paketu pro nižší vrstvy. Transportní vrstva je důležitá, protože se
nachází na rozhraní mezi vyššími vrstvami, které jsou silně závislé na apli-
kacích, a nižšími vrstvami, které jsou síťově založeny. Vrstva nabízí spojově
(TCP) a nespojově (UDP) orientované protokoly. Přenášeny jsou datagramy
a adresace je prováděna pomocí portů, identifikujících konkrétní služby.
• Relační vrstva zabezpečuje výměnu dat mezi aplikacemi. Jedná se například
o synchronizaci transakcí, korektní uzavírání souborů atd. Je zodpovědná za
synchronizaci a udržování dialogu mezi spolupracujícími relačními vrstvami.
Umožňuje vytvoření a správu relačního spojení a zajišťuje správu spojení,
dokud není přenos kompletní.
• Prezentační vrstva zodpovídá za reprezentaci přijatých informací do po-
doby, která je srozumitelná aplikacím. Může se jednat o různé převody kódo-
vání, používání speciální znakové sady, komprese/dekomprese dat či šifrová-
ní/dešifrování dat.
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• Aplikační vrstva je nejvyšší vrstvou modelu, umožňuje aplikacím přístup
k síti a realizuje tak různé úlohy, jako je například přenos souborů, práce
s elektronickou poštou a podobně.
1.2.2 Architektura TCP/IP
Rodina protokolů TCP/IP se nezabývá, až na výjimky, fyzickou a linkovou vrstvou.
V praxi se i v Internetu používají pro fyzickou a linkovou vrstvu často protokoly vy-
hovující normám ISO/OSI. Skupiny protokolů ISO/OSI a TCP/IP obsahují každá
vlastní definici svých vrstev i protokolů jednotlivých vrstev. Obecně lze tedy říci,
že protokoly ISO/OSI a TCP/IP jsou nesouměřitelné. V praxi je však třeba využí-
vat komunikační zařízení vyhovující ISO/OSI pro přenos IP-paketů nebo například
realizovat služby podle ISO/OSI přes Internet [11].
Aplikační
Síťové
rozhraní
Transportní
(TCP/UDP)
Internet (IP)
Aplikační
Fyzická
Prezentační
Relační
Transportní
Síťová
Linková
TCP/IP ISO/OSI
Obrázek 1.2: Porovnání architektur TCP/IP a ISO/OSI (Upraveno dle [11])
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1.2.2.1 Internet Protokol
IP-protokol prakticky odpovídá síťové vrstvě. Přenáší tzv. IP-datagramy mezi vzdá-
lenými počítači. Každý takovýto IP datagram nese ve svém záhlaví adresu příjemce,
což je úplná směrovací informace pro dopravu k adresátovi. Díky tomuto lze každý
datagram přenášet samostatně a zároveň každý může dorazit adresátovi v jiném
pořadí, než byl odeslán [11].
Každé síťové rozhraní v síti Internet má svou celosvětově jedinečnou IP adresu,
kdy jedno rozhraní může mít více adres, avšak jednu adresu nesmí používat více
rozhraní. IP adresy dnes existují jako 32bitové identifikátory v případě IPv4 nebo
jako 128bitové identifikátory v IPv6 sítích (tato práce se IPv6 sítěmi nezabývá).
Jelikož by bylo těžké si zapamatovat tyto identifikátory přímo, existuje překlad
adres za pomoci systému DNS. Ten umožňuje uživateli používat adresu například
www.vutbr.cz aniž by musel vědět, že samotná komunikace probíhá mezi jeho IP
adresou a adresou 147.229.2.90, což je adresa webového serveru1. Internet je tvořen
jednotlivými sítěmi, propojenými pomocí zařízení zvaných směrovače (routery).
1.2.2.2 Protokoly TCP a UDP
Tyto protokoly odpovídají transportní vrstvě. Protokol TCP používá pro data TCP
segmenty, které jsou adresovány jednotlivým aplikacím. Protokol UDP dopravuje
data pomocí UDP datagramů.
Hlavní rozdíl mezi oběma protokoly spočívá v tom, že protokol TCP je tzv.
spojovanou službou, takže příjemce potvrzuje přijímaná data. V případě ztráty TCP
segmentu si příjemce vyžádá opakované zaslání. U protokolu UDP odesílatel pouze
odešle datagram a již se nezajímá, zda byl doručen. Jako adresa se na této vrstvě
používá port, který jednoznačně identifikuje službu (aplikaci) [11].
1.2.2.3 Aplikační protokoly
Aplikační protokoly odpovídají několika vrstvám v ISO/ISO. Relační, prezentační
a aplikační vrstva je zredukována do jediné aplikační vrstvy TCP/IP. Absence pre-
1Zjištěno v Příkazovém řádku systému Windows příkazem: nslookup www.vutbr.cz
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zentační vrstvy se řeší zavedením specializovaných
”
prezentačně-aplikačních“ pro-
tokolů, jako jsou protokoly SSL a S/MIME specializující se na zabezpečení dat.
Do aplikačních protokolů se řadí velké množství protokolů, včetně již zmíněného
protokolu systému DNS [11].
1.2.3 Architektura klient-server
Tuto architekturu lze v zásadě chápat dvěma způsoby, a to z pohledu počítačových
sítí (hardware), či z pohledu aplikací (software). Ve skutečnosti se vlastně jedná
o spojení obou způsobů, jde tedy o kombinaci hardwaru s potřebným softwarem.
Sosinki v knize Networking Bible [12] zmiňuje pojem síť klient-server, čímž ozna-
čuje softwarovou architekturu o dvou úrovních. Jednu úroveň tvoří serverový systém,
který zpracovává požadavky zaslané druhou úrovní - klientským systémem či sys-
témy. Tato architektura je dnes hodně využívána pro distribuované výpočty na síti,
databáze, e-mail, webové servery atd. Technologie klient-server vyžaduje, aby na
serveru běžel serverový software a na klientovi klientský software. Mezi nimi pro-
bíhá komunikace za pomocí dohodnutého protokolu.
Z pohledu návrhu softwaru lze klienta označit jako žadatele služeb a server jako
poskytovatele služeb. V některých situacích (a publikacích) se lze setkat se zaměňo-
váním pojmu server a služba [13]:
• Server je kombinace hardwaru a softwaru, jež poskytuje jednu či více služeb
klientům.
• Služba v klient-server systému je softwarová komponenta aplikace, která plní
potřeby klientů. Jedna či více služeb tedy běží na serveru.
1.2.3.1 Server
Samo TCP/IP neobsahuje žádný mechanismus na vytvoření procesu při příchodu
zprávy. Musí tedy existovat nějaký mechanismus, který umožní úloze pasivně čekat
na příchod zprávy, na jejímž základě vyvolá požadovanou akci (obvykle odpověď).
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Server je tedy spuštěn a naslouchá na některém portu. Z toho vyplývá, že servery
nabízející služby, musí být spuštěny předem a nelze je vyvolat pouze na základě
požadavků klientů.
Server má často privilegia nutná pro jeho správný provoz, ale není vhodné, aby
byla běžně přístupná všem uživatelům. Je tedy nutné rozlišit práva jednotlivých
uživatelů a podle jejich práv jim umožnit různý přístup.
Program realizující funkci serveru by měl řešit tyto body [14]:
• Ověření identity - Například pomocí jména a hesla.
• Autorizace - Má vůbec uživatel právo využívat službu či zdroj?
• Bezpečnost dat - Data nelze neúmyslně zničit nebo modifikovat.
• Privátnost dat - Zaručení vzájemné ochrany dat uživatelů.
• Ochrana zdrojů - Zabezpečení systémových zdrojů před zneužitím přes síť.
Dodržení těchto bodů samozřejmě závisí na účelu, ke kterému je server určený
a k čemu má reálně přístup.
Pokud server udržuje informace o spojení klient-server, jedná se o stavový server.
Udržování těchto informací může zefektivnit aplikační protokol a redukovat množství
předávaných dat. Jestliže se informace o spojení neudržují, jedná se bezestavový
server. Opakovaně se tak musí přenášet například některé identifikátory, které jsou
pořád stejné a stačily by přenést pouze jednou. Narostou tedy režijní data [14].
Server, který má obsloužit více klientů zároveň, tzv. konkurentní server, je na-
vržen tak, aby zpracovával více požadavků současně. Jestliže zvládne zpracovávat
pouze jeden požadavek najednou, server se nazývá iterativní. Více o těchto dvou
typech serverů je uvedeno v kapitole 1.3.1.
1.2.3.2 Klient
Aplikace klienta iniciuje komunikaci s naslouchajícím serverem, který poskytuje
požadované služby. Aplikace je jednodušší, neboť většinou nekomunikuje s více ser-
very najednou a není potřeba řešit situace, jako u serveru (zpracování více klientů
najednou a podobně). Zároveň klient nepotřebuje žádné zvýšené oprávnění k systé-
movým zdrojům.
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Pokud klient pracuje s předem dohodnutým číslem portu často používaných slu-
žeb, tzv. well-known portem (porty 0-1023), označuje se klient jako standardní. Tyto
rezervované porty jsou zavedeny hlavně z důvodu navázání spojení, kdy klient po-
třebuje znát číslo portu, na kterém daná služba na serveru běží. Po navázání spojení
již není potřeba port využívat a komunikace může probíhat na náhodně vybraných
portech. Ostatní software typu klient se považuje za nestandardní.
Je-li aplikace napsána tak, že libovolná strana může zastat funkci jak klienta,
tak serveru, jedná se o symetrickou aplikace. Pokud je předem určeno, kdo je klient
a kdo server, hovoříme o nesymetrické aplikaci [14].
1.2.4 Komunikace mezi klientem a serverem
V běžné klient-server komunikaci vznikne u klienta požadavek, následně je odeslán
službě, která na něj odpoví dle dohodnutých pravidel. Ve vybraných případech ani
nemusí služba odpovědět, pokud byl například zaslán požadavek na aktualizaci dat
namísto jejich získání [13].
Při programování si lze pravidla komunikace stanovit podle konkrétní potřeby
a účelu daného programu. Nicméně existuje několik často používaných architekto-
nických vzorů komunikace, které budou uvedeny v následujících podkapitolách.
1.2.4.1 Synchronní komunikace s odpovědí
Velmi často používaný softwarový architektonický vzor klient-server komunikace je
vzor typu požadavek/odpověď, správným názvem
”
Synchronous Message Commu-
nication with Reply“. V jednodušším případě zahrnuje jediného klienta, který pošle
zprávu službě a poté čeká na odpověď, přičemž není potřeba žádná fronta příchozích
zpráv. Ve složitějším, a více používaném, případu zasílá více klientů zprávy (poža-
davky) službě a následně čekají na odpověď. V případě potřeby je možné vybudovat
u služby frontu příchozích zpráv [13].
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Klient Služba
1: sendSynchronousMessageWithReply
( in request, out response )
Obrázek 1.3: Synchronní komunikace s odpovědí (Upraveno dle [13])
1.2.4.2 Asynchronní komunikace se zpětným voláním
Architektonický vzor
”
Asynchronous Message Communication with Callback“ je
obdoba synchronní komunikace s odpovědí s tím rozdílem, že klient po odeslání
požadavku nečeká na okamžitou odpověď, ale pokračuje v provádění svých instrukcí.
To ovšem neznamená, že neočekává odpověď vůbec, pouze ji očekává někdy později.
Tato odpověď je označena jako callback (zpětné volání) [13].
Klient Služba
2: sendCallbackResponse ( in response )
1: sendAsynchronousMessage
( in message, in callbackHandle )
Obrázek 1.4: Asynchronní komunikace se zpětným voláním (Upraveno dle [13])
1.2.4.3 Asynchronní a synchronní komunikace bez odpovědi
U asynchronní komunikace klient pošle zprávu službě a nečeká na odpověď. Klientský
program pokračuje v běhu, protože nepožaduje odpověď od služby. Pokud odpověď
očekává, jedná se o již zmíněnou asynchronní komunikaci se zpětným voláním.
Synchronní komunikace bez odpovědi je použita v případě, kdy klient odešle
požadavek službě. Mezitím klient čeká na potvrzení o přijetí požadavku službou.
Jakmile služba požadavek přijme, je klient uvolněn pro další práci. Klient tedy ne-
očekává žádnou odpověď, pouze potvrzení o přijetí [13].
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1.3 Síťové sockety
Jedná se o komunikační nástroj pro aplikace. Socket je mechanizmus (lze ho chápat
jako abstrakci), kterým je možno zprostředkovat komunikaci dvou uzlů ve smyslu
klient-server. Aplikace ho používají pro odeslání a příjem dat po síti podobně, jako
by pracovaly s lokálně otevřeným souborem pro čtení a zápis. Informace zapsané
do socketu aplikací na jedné straně mohou být přečteny aplikací na straně druhé
a naopak [15].
Existují sockety různých typů, pracující s různými protokoly. Pro potřeby této
práce budou používány sockety pracující s rodinou protokolů TCP/IP. Základní
dělení může být podle typu na:
• Stream socket - Používají TCP protokol, takže vytváří virtuální okruh mezi
koncovými aplikacemi a zaručují spolehlivý přenos dat.
• Datagram socket - Používají UDP protokol, takže nezabezpečují spolehlivý
přenos dat. Není navazovací fáze a již první UDP segment obsahuje aplikační
data, kdy každá správa může mít velikost až 65 500 bytů.
Socket používající protokoly z rodiny TCP/IP je unikátně identifikován adresou,
protokolem a číslem portu. Při jeho vytvoření musí být znám protokol, ale nemá
přiřazenou IP adresu a port. Dokud mu ji nepřidělíme, nemůže komunikovat s oko-
lím.
TCP UDP
IP
65535 655351 12 2... .........
TCP sockety UDP sockety
TCP porty UDP porty
Aplikace Aplikace
Vazba socketu na port
Deskriptor
......
Aplikace
Obrázek 1.5: Sockety, protokoly a porty (Upraveno dle [15])
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Obrázek 1.5 zobrazuje logickou vazbu mezi aplikacemi, sockety, porty a protokoly.
Vše je zobrazeno na příkladu jediného hosta. Za povšimnutí stojí, že každý program,
který má referenci (deskriptor) nějakého socketu, ho může využívat. Na obrázku je
vidět, že sockety jsou identifikovány jednotlivými porty. Při reálném použití, se-
parátní programy, které přistupují k tomu samému socketu, většinou patří jedné
aplikaci. Nicméně, v principu ke stejnému socketu mohou přistupovat zcela různé
aplikace [15].
1.3.1 Multitaskíng
Z pohledu programování klient-server aplikací se často používá právě zmíněného
použití jediného socketu více programy.
Nejjednodušší případ nastává, když server zvládne v jeden okamžik obsluhovat
pouze jediného klienta. Pokud se připojí druhý klient, zatímco je první obsluhován,
vytvoří se pouze spojení. Přes toto spojení může druhý klient poslat svůj požadavek.
Server ho ovšem přijme a odpoví na něj až po skončení obsluhy prvního klienta. Tento
typ aplikace je označován jako iterativní server. Nejlépe se hodí pro aplikace, kde
každý klient požaduje po serveru málo nenáročné práce a klienti se tak neblokují
navzájem.
Řešením mohou být operační systémy jako Windows či Linux, které zvládnou
pracovat s více úlohami najednou - tzv. multitasking. Hlavní aplikace pak může
vytvářet vlákna a procesy, čímž se přenese zodpovědnost za klienty na jednotlivé
nezávislé kopie serveru. Taková aplikace je potom označována jako konkurentní ser-
ver [15].
1.3.2 Vlákna a procesy
V systémech podporujících multitasking (dnes naprostá většina systémů, snad kromě
některých jednoúčelový vestavěných systémů) může server pro lepší výkonnost vyu-
žívat procesy a vlákna. Následně budou uvedeny tři obecné způsoby použití těchto
technik.
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1.3.2.1 Nový proces na nového klienta
Při každém požadavku klienta na připojení se k serveru vznikne nový proces, který
si klienta vezme na starost. Hlavní proces je ve funkci rodiče, který naslouchá na
portu a přijímá požadavky na připojení. S přijmutím požadavku se vytvoří nový
proces ve funkci potomka, kterému předá právě vzniklé připojení [15].
1.3.2.2 Nové vlákno na nového klienta
Vytvářet s každým klientem nový proces funguje, ale je to náročné na zdroje. Kdy-
koliv je proces vytvořen, operační systém musí duplikovat celý rodičovský proces
včetně paměti, zásobníku, deskriptorů souborů, socketů a podobně. Toto obchází
vlákna, neboť nová vlákna jsou stále ten samý proces. Vytvořené vlákno s hlav-
ním rodičovským procesem sdílí stejný adresový prostor (kód a data), takže odpadá
duplikování stavu rodičovského procesu [15].
1.3.2.3 Multitasking s omezením
Zásadním problémem procesů i vláken je režie s nimi spojená. Čím více musí systém
plánovat procesů a stále přepínat kontext mezi nimi, tím je vytíženější. S rostoucím
číslem procesů a vláken tráví operační systém více a více času jen režií, čímž nakonec
dojde k celkovému poklesu výkonu systému.
Vyhnout se tomu můžeme omezením počtu procesů a vláken, které server může
vytvořit. Při své inicializaci server vytvoří N procesů či vláken, které ve smyčce přijí-
mají připojení ze stejného socketu, jenž je v režimu naslouchání. Systém sám vybere
právě jeden proces, kterému vrátí deskriptor socketu nového připojení. Přijde-li další
požadavek na připojení od klienta, systém znovu vybere některý z procesů, a tak
dále [15].
1.4 Životní cyklus softwaru
Takzvaný
”
Software development life cycle“ je souhrnný název pro jednotlivé fáze
vývoje programu, přičemž každá fáze má své milníky. Jedná se o abstrakci celého
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procesu vývoje aplikace, což je hlavně výhodné pro plánovací účely [13].
Následující text představuje vývoj aplikace jako komplexní proces ukazujíce,
že tvorba programu není pouhé napsání programovacího kódu, jak by se na první
pohled mohlo zdát. Programování je pouze část, většinou ta jednodušší, mnohem
většího a složitějšího celku.
1.4.1 Obecné fáze vývojových modelů
Nezáleží na tom, zda se jedná o menší program nebo obrovskou aplikaci. Ani na
tom, zda ji vyvíjí jediný člověk nebo celá skupina programátorů (vývojový tým).
Všechny programy určené k reálnému použití musí projít stejnými kroky:
1. Koncept
2. Shromáždění a analýza požadavků
3. Návrh
4. Programování a ladění
5. Testování
6. Vydání (nasazení)
7. Údržba a provoz
8. Vyřazení (stažení z užívání)
Těmito fázemi projde každý program bez výjimky, někdy se pouze mohou například
některé kroky spojit do jednoho celku.
Přestože je toto logické rozdělení vždy stejné, samotné provedení tohoto procesu
a dosažení jednotlivých kroků se může lišit. Existují totiž různé modely životního
cyklu programu. Tyto modely lze v zásadě rozdělit na dva typy.
V prvním typu modelů projektový tým projde celým životním cyklem, tedy
alespoň kroky 2 až 7, než se vrátí na začátek a začne pracovat na nové verzi produktu.
Druhý typ modelu je dnes více používaný. Projektový tým projde pouze částí cyklu,
většinou pouze kroky 3 až 5, ovšem iteruje je několikrát, než přejde na krok 6 [16].
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1.5 Nástroje analýzy podniku
Dále uvedené nástroje budou použity při analyzování vybraného podniku v pozdější
části této práce. Sloužit budou jako podklady pro SWOT analýzu, která má inte-
grující charakter a je vypracována právě na základě těchto dílčích analýz.
1.5.1 7S
Analýza 7S (McKinsey 7S Framework), je určena k analýze vnitřního prostředí firmy
nebo týmu a vytvořila ji společnost McKinsey. Vhodná je pro obecnou analýzu a je
postavena na předpokladu, že aby byla firma úspěšná, musí být v přímé souvislosti
určité elementy. Hlavní použití je identifikace možných zlepšení či analýza dopadů
plánovaných změn. Metoda používá celkem sedm elementů, které jsou rozděleny do
skupin na
”
tvrdé“ a
”
měkké“ [17]. Mezi tvrdé patří:
• Strategy (strategie) - jakým způsobem organizace získává konkurenční výhodu
• Structure (organizace) - jakým způsobem je firma organizovaná
• Systems (procesy) - jakým způsobem jsou prováděny každodenní činnosti
a procesy
mezi měkké patří:
• Shared values (hodnoty) - jakým způsobem jsou definované a sdílené firemní
hodnoty
• Skills (kompetence) - jakým způsobem získávají jednotliví pracovníci své kom-
petence
• Style (řízení a kultura) - jakým způsobem jsou zaměstnanci řízeni a jaká exis-
tuje firemní kultura
• Staff (zaměstnanci) - jaké jsou obecné schopnosti zaměstnanců
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1.5.2 Porterův model konkurenčních sil
Porterův model pěti sil je znázorněn na obrázku 1.6. Je postaven na předpokladu,
že strategická pozice podniku působícím v určitém odvětví je určována především
vlivem pěti základních činitelů. Každé odvětví je jiné a má svou vlastní strukturu,
proto se důležitost jednotlivých faktorů může lišit. Tento model se používá jako
nástroj analýzy oborového okolí (mikrookolí) podniku [18].
Konkurence
Dodavatelé
Vyjednávací síla dodavatelů
Nová konkurence
Ohrožení novými 
potenciálními konkurenty
Odběratelé
Vyjednávací síla odběratelů
Substituty
Ohrožení ze strany substitutů 
či komplementů
Obrázek 1.6: Porterův model pěti sil (Vlastní zpracování)
1.5.3 PEST
Metoda slouží ke strategické analýze faktorů vnějšího prostředí. Ty mohou v bu-
doucnu znamenat příležitosti nebo naopak hrozby pro danou organizaci. Účelem
analýzy je odpovědět na tři základní otázky [18]:
• Které z vnějších faktorů mají vliv na organizaci nebo její části?
• Jaké jsou možné účinky těchto faktorů?
• Které z nich jsou v blízké budoucnosti nejdůležitější?
Samotná metoda existuje v několika verzích, lišících se rozdělením jednotlivých fak-
torů. Název PESTLE tak přidává faktory Legislativní a Ekologický. Záměnou pořadí
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těchto faktorů se používá i název SLEPTE či STEPLE. Ve výsledku se ovšem jedná
o tu samou metodu, jen s jiným uspořádáním, protože PEST má například legisla-
tivní faktor jako součást politického. Pomocí metody PEST analyzujeme faktory
vnějšího prostředí, přičemž toto prostředí tvoří faktory [18]:
• Politické - Existující a potenciální působení politických vlivů
• Ekonomické - Vliv místní, národní a světové ekonomiky
• Sociální - Působení sociálních a kulturních změn
• Technologické - Dopady nových a vyspělých technologií
1.5.4 SWOT analýza
Tato analytická metoda se řadí mezi základní metody strategické analýzy pro její
integrující charakter získaných, sjednocených a následně vyhodnocených poznatků.
Výsledkem poslední fáze této analýzy, a tudíž i celkovým výsledkem metody, je tzv.
SWOT matice, zobrazená níže na obrázku 1.7.
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Obrázek 1.7: SWOT matice (Vlastní zpracování)
Označení SWOT je zkratkou pro silné stránky (Strenghts), slabé stránky (Weak-
nesses), příležitosti (Opportunities) a hrozby (Threats). Jedná se tedy o anglický
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akronym pro vnitřní silné a slabé stránky organizace spolu s příležitostmi a hroz-
bami, které jsou identifikované ve vnějším prostředí organizace [18].
Zatím byla metoda zmíněna pro analýzu organizace, ale nemusí se jednat pouze
o ni. Metoda je dobře využitelná pro jakýkoliv projekt, strategii, podnikatelský
záměr či restrukturalizaci procesů. Díky ní lze například komplexně vyhodnotit fun-
gování firmy, nalézt problémy či nové možnosti růstu. SWOT by měla být součástí
dlouhodobého strategického plánování společnosti [19].
Při realizaci SWOT analýzy je nezbytné, aby byl stanoven účel využití, tedy
k čemu budou výsledky získané touto metodou použity. Možné využití může sloužit
jako podklad pro definování vize, podklad pro zformulování strategických cílů či
identifikaci kritických oblastí [18].
1.6 Použité technologie
V následujících podkapitolách budou postupně představeny a popsány všechny hlavní
technologie použité dále v této práci při návrhu a implementaci samotné aplikace.
1.6.1 Jazyk C#
Jazyk C# je C++moderní, typově bezpečný a objektově orientovaný programovací
jazyk, který umožňuje vývojářům vyvíjet různé druhy aplikací s důrazem na bez-
pečnost a robustnost výsledné aplikace. Velice často je jazyk spjat s vývojem při
použití .NET frameworku, který bude dále samostatně popsán. Jazyk C# lze pou-
žít pro klasické Windows desktopové aplikace, XML webové služby, distribuované
komponenty, klient-server, databázové aplikace a mnoho dalších.
Syntax jazyka je navržena tak, aby byla dostatečně popisná a zároveň jednoduchá
a lehká na naučení. Použití běžných kulatých závorek připodobňuje jazyk k jazykům
jako C, C++ či Java. Předpokládá se tedy, že pro programátory, používající zmíněné
jazyky, je přechod či jen občasné použití C# možné ve velice krátké době, což je
jistě kladem jazyka. Syntax C# se snaží zjednodušit různé složitosti, které lze najít
v jazyce C++ , a naopak poskytuje usnadnění vývojářům (nulovatelné hodnotové
typy, lambda výrazy, přímý přístup do paměti aj.), které neobsahuje jazyk Java.
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Jazyk C# podporuje generické metody a typy, které poskytují zvýšenou typovou
bezpečnost a výkonost, a také uživatelské iterátory.
Z pohledu objektově orientovaného návrhu podporuje C# zapouzdření, dědičnost
a polymorfismus. Všechny proměnné a metody jsou součástí nějaké definice třídy.
To platí i o vstupním bodu aplikace, metodě Main. Na rozdíl od jazyků, jako třeba
C++ , zde neexistuje vícenásobná dědičnost. Třída dědí pouze z jediné rodičovské
třídy, ale může implementovat více rozhraní.
Ke zmíněným obecným objektově orientovaným principům používá C# pro tvorbu
komponent také několik inovativních konstrukcí [20]:
• Signatury metod (tzv. delegáti), umožňující uložení metody do proměnné.
• Vlastnosti metod, sloužící pro přístup k privátním proměnným.
• Atributy, poskytující deklarativní metadata o typech za běhu.
• Inline XML komentáře pro dokumentaci.
• LINQ (Language-Integrated Query) jazyk pro dotazování nad různými daty.
Jazyk C# vyvinula firma Microsoft společně s .NET frameworkem a jeho využití
v aplikacích je téměř nutností, hlavně z hlediska efektivity. Dnes již existují porty
jazyka C# pro různé jiné operační systémy. Příkladem je multiplatformní projekt
Mono [21], díky kterému lze C# s .NET frameworkem používat na OS Linux, Fre-
eBSD, UNIX, Mac OS X, Solaris a Windows.
1.6.2 Microsoft .NET Framework
Jak již bylo zmíněno, při vývoji v jazyce C# není nutné využívat .NET framework,
nicméně toto se používá pouze výjimečně v ojedinělých případech. V naprosté většině
případů je vývoj v C# spjat s .NET frameworkem, což je integrovaná komponenta
systému Windows, která obsahuje virtuální běhové prostředí CLR (Common Lan-
guage Runtime) a sadu knihoven s třídami.
Zdrojový kód napsaný v C# je zkompilován do kódu IL (Intermediate Language).
Tento kód, společně se zdroji jako jsou bitmapy a řetězce, je uložen na disk ve
formě spustitelného souboru, často s příponou EXE nebo DLL. Dále jsou obsažena
metadata, jako třeba verze či bezpečnostní požadavky.
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Při požadavku na spuštění souboru je tento nahrán do CLR a provede nejdříve
akce na základě obsažených metadat. Pokud jsou splněny bezpečnostní požadavky,
CLR provede JIT (just in time) kompilaci a převede tak IL kód do strojového
kódu. Zároveň CLR zabezpečuje automatickou správu paměti, zpracování výjimek
a management obsažených zdrojů. Celý tento proces zobrazuje obrázek 1.8.
Visual C# projekt
.NET Framework
C#
Zdrojové soubory
Zdroje
Zdroje
C# kompilátor
Soubor EXE nebo DLL
MSIL metadata
CLR
Bezpečnost / Správa paměti / JIT kompilátor
.NET framework
Knihovny tříd
Operační systém
Používá
Vytváří
IL metadata a reference načteny CLR
Převedeno do nativního strojového kódu
Obrázek 1.8: Princip fungování .NET frameworku (Upraveno dle [20])
Jelikož IL kód vytvořený C# kompilátorem vyhovuje specifikacím CTS (Common
Type Specification), může tento IL kód interagovat s kódem generovaným z .NET
verzí pro Visual Basic, Visual C++ či jiných jazyků kompatibilních s CTS. Klidně
tak jeden spustitelný soubor může obsahovat různé moduly vytvořené v různých
jazycích [20].
1.6.3 XML
Jazyk XML (eXtensible Markup Language) je obecný značkovací jazyk, který byl
standardizován konsorciem W3C (World Wide Web Consortium), zodpovědným
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mimo jiné za dohled nad HTML standardem. Jazyk XML a jeho související techno-
logie jsou často používaným značkovacím jazykem pro dynamicky generovaný obsah
a dynamické webové stránky. Mnoho softwarových společností tento značkovací ja-
zyk také podporuje jak pro import, tak i export dat do jejich produktů.
Jazyk XML je ve skutečnosti zjednodušená verze jazyka SGML (Standard Gene-
ralized Markup Language), mezinárodního dokumentačního standardu, který exis-
tuje již od osmdesátých let 20. století. Samotný SGML je ovšem nesmírně komplexní
jazyk, hlavně pro využití na webu [22].
Zjednodušeně lze říci, že se jedná o metajazyk (jazyk, používaný pro popis ji-
ných jazyků), který každému dovoluje naformátovat dokument pomocí svých vlast-
ních značek. Je nutné si uvědomit, že neexistují žádné správné značky pro XML
dokument, pouze ty, které si sami definujeme. Používá se pro serializaci dat, v čemž
soupeří například s jazykem JSON [23].
1.6.3.1 Dokument XML
XML dokument se skládá z jednoho či více elementů. Element obsahuje dvě značky,
a to otevírací a ukončovací značku. Otevírací značku tvoří jméno elementu mezi
dvěma značkami < a >. Uzavírací značka je stejná, jen je před jménem elementu
přidáno lomítko. Elementy mohou obsahovat atributy, kterým je přiřazena určitá
hodnota.
Vše zobrazuje následující zápis jednoduchého elementu se jménem
”
Cena“ a atribu-
tem
”
měna“:
<Cena mena="Euro">27,46</Cena>
Přestože to není podmínkou, většina XML dokumentů začíná XML deklarací, která
začíná posloupností znaků <?xml a končí ?>. Obsahuje atributy:
• version - Specifikuje verzi XML potřebnou pro zpracování dokumentu, mo-
mentálně je to verze 1.0 a tento atribut nelze vynechat.
• encoding - Specifikuje znakovou sadu použitou v dokumentu. XML procesor
má povinnost umět zpracovat UTF-8 a UTF-16. Atribut je volitelný.
39
• standalone - Volitelný atribut specifikující, zda se má použít externí DTD
schéma. Povolené hodnoty jsou
”
yes“ a
”
no“ (výchozí hodnota).
Jako příklad slouží následující XML deklarace:
<?xml version="1.0" encoding="UTF-8" ?>
Následuje již samotný kořenový element dokumentu, obsahující případně další vnořené
elementy a data tak, jak bylo uvedeno výše [22].
1.6.3.2 Pravidla zápisu v XML
Přestože například webové prohlížeče často zvládnou ignorovat drobné chyby v HTML
(značkovací jazyk pro popis webových stránek) kódu, aplikace pracující s XML jsou
mnohem přísnější. Je důležité vzít na vědomí několik faktů [22]
• Záleží na velikosti písmen. Například <auto> a <Auto> jsou dva různé ele-
menty.
• Hodnoty atributů musí být v uvozovkách. Lze použít jednoduché nebo dvojité.
• Neprázdný element musí mít otevírací i ukončovací značku. Nelze vynechat
ukončovací značku, XML parser vypíše chybu.
• Prázdný element musí mít ukončovací lomítko. Element bez obsahu, vyjádřený
jedinou značkou, je ve tvaru <element />.
• Značky musí být správně vnořeny. Je chyba napsat <a><z>Něco</a></z>, ne-
boť se musí prvně uzavřít nejbližší otevřená značka, tj. <a><z>Něco</z></a>.
1.6.4 SQLite
SQLite je vestavěná relační databáze s otevřeným kódem. Vydána byla roku 2000
a účelem bylo poskytnout řešení pro vývojáře aplikací, kteří pro data potřebují
databázi, nicméně je pro ně zbytečné či nežádoucí použít dedikovaný databázový
systém jako je třeba MySQL nebo Microsoft SQL Server. SQLite si vydobylo pověst
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vysoce přenosné, kompaktní a efektivní databáze, která je zároveň jednoduchá na
použití.
SQLite je vestavěná databáze, což znamená, že neběží nezávisle jako samostatný
proces (démon). Místo toho je ve formě knihovny součástí aplikace, která její služby
využívá. Na první pohled tedy nemusí být vůbec patrné, že daná aplikace nějaký
Relational DataBase Management System (RDBMS) používá.
Aplikace tak může obsahovat celý databázový
”
engine“ bez jakéhokoliv síťového
nastavování či potřeby administrace. Tím odpadá celá řada starostí, jako je třeba
správně nastavený firewall či správná přístupová práva. Klient i server běží v rámci
jednoho stejného procesu, takže žádná síťová komunikace ani není potřeba. Celá
komunikace spolu s výměnou dat probíhá pouze v rámci aplikace [24].
Celou SQLite lze definovat těmito vlastnostmi [25]
• Bez serveru - Nepotřebuje separátní server, na soubory je přistupováno
přímo.
• Bez konfigurace - Není potřeba nastavování. Vytvoření instance SQLite da-
tabáze je zjednodušeně pouze otevření souboru.
• Přenositelná - Celá databáze je uložena v jediném souboru, který lze jedno-
duše přenášet.
• Vestavěná - Knihovna obsahuje celý databázový systém a je přímo integro-
vána do aplikace.
• Malá velikost - Knihovna je menší než 1 MB a spotřebuje jen několik MB
paměti. Navíc existují úpravy, díky kterým lze tyto hodnoty ještě snížit.
• Transakční - SQLite transakce jsou plně v souladu s ACID (atomicita, kon-
zistence, izolovanost, trvalost), podporující přístup z více procesů či vláken
• Vybavená - Podporuje většinu dotazovacího jazyka dle SQL3
• Vysoká dostupnost - Oficiální vývojový tým klade velký důraz na testování
kódu a verifikaci.
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1.6.4.1 Výkon
Díky návrhu je SQLite rychlá databáze. Nicméně existují úlohy, ve kterých je rych-
lejší než ostatní databáze, ale naopak také existují jiné, v nichž je pomalejší.
Z implementačního hlediska databáze používá B-stromy pro indexy a B+-stromy
pro tabulky, jako většina ostatních databázových systémů. Prohledávání tabulky je
v průměru stejně rychlé či rychlejší než u jiných databází. Příkazy SELECT, INSERT
a UPDATE jsou extrémně rychlé, neboť je tato rychlost omezena pouze rychlostí
paměti RAM či pevného disku a nemusí brát v potaz rychlost sítě. Přestože SQLite
zvládne složité dotazy, neobsahuje sofistikovaný optimalizátor nebo plánovač dotazů,
jako některé jiné databázové systémy. U složitějších dotazů sice SQLite vrátí správný
výsledek, nicméně nelze se spoléhat na to, že byl získán optimální a efektivní cestou.
V zásadě je SQLite určen pro malé až středně velké aplikace. Nelze ji sice brát
jako plnohodnotnou náhradu větších relačních databází, ale je nutné při návrhu
zvážit, jaké bude vlastně využití databáze [24].
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2. Analýza problému a současné
situace
V následující kapitole bude blíže popsána stavební společnost XXX a.s., pro kte-
rou je celý tento projekt realizován a představen samotný problém, kterým se tato
diplomová práce zabývá.
Seznámíte se se základními údaji společnosti, její organizační strukturou a krát-
kým popisem historie. Následně bude provedena analýza současného stavu infor-
mačních technologií vybrané společnosti. Zmapování, zanalyzování a zhodnocení
aktuálního stavu je důležité hlavně z hlediska následného návrhu. Uvedeny budou
již existující aplikace se stejným či podobným zaměřením, jako ta, která je navržena
dále v této práci. V poslední části se nachází požadavky společnosti na navrhovanou
aplikaci.
43
2.1 Představení společnosti
2.1.1 Základní údaje
2.1.2 Organizační struktura
2.1.3 Historie firmy
2.1.4 Současné certifikace
2.2 Kritická analýza
2.2.1 Vnitřní okolí
2.2.2 Vnější okolí
2.2.3 SWOT
2.3 Informační technologie ve společnosti
2.3.1 Počítače
2.3.2 Servery
2.3.3 Síť
2.4 Existující aplikace na trhu
Nástrojů pro zjišťování konfigurace počítače existuje celá řada a vybrané z nich
budou uvedeny v této kapitole. Některé z nich jsem záměrně opomenul v závislosti
na podezřelosti jejich internetových stránek a vůbec celkové prezentace produktů.
Nejspíše se jednalo o soubory infikované nějakým malwarem.
Programy pro zjišťování konfigurace nejsou samy o sobě žádnou novinkou. Pro
domácí použití se jedná o jednoduché a jednoúčelové programy, které vypíší konfi-
gurace počítače, na němž jsou spuštěny. Placené nástroje mají mnohem větší škálu
funkcí, jež lze ve firemním prostředí využít.
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2.4.1 Free PC Audit
URL: http://www.misutilities.com/free-pc-audit/
Typ programu: Freeware
Nástroj společnosti MIS Utilities je zdarma dostupný a poskytuje základní informace
o hardwaru i softwaru počítače. Z počítače získá informace o všech jeho komponen-
tách, dokáže zobrazit nainstalované programy i s jejich verzí a produktovým klíčem.
Výhodou je, že se program nemusí instalovat a lze ho použít jako
”
portable“ apli-
kace. Spustit lze z CD či různých paměťových médií (flash disk, paměťová karta,
klasická disketa).
Program nedisponuje žádnou podporou pro práci v síťovém prostředí. Nelze ho
ani spouštět s parametry, díky kterým by zvládl vygenerovat výpis konfigurace počí-
tače bez interakce uživatele. Obsahuje jednoduché, jednoúčelové uživatelské roz-
hraní, které je zobrazeno na obrázku 2.1. Pro uložení podporuje pouze formát sou-
boru TXT, jenž uloží výpis konfigurace jako textový soubor, každý záznam na nový
řádek.
Obrázek 2.1: Uživatelské rozhraní aplikace Free PC Audit (Vlastní zpracování)
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2.4.2 WinAudit
URL: http://www.pxserver.com/WinAudit.htm
Typ programu: Freeware
Jednoduchý program od společnosti Parmavex Services, který je dostupný zdarma
a nemusí se instalovat. Na rozdíl od ostatních aplikací, soustřeďujících se na výpis
konfigurace, tento program slouží spíše k auditu, čemuž i odpovídají připravené
kategorie.
Program požaduje pro spuštění operační systém Windows XP a vyšší, nicméně
při testování mi na Windows 8.1 nešel vůbec spustit. Testoval jsem jej tedy na
systému Windows XP, zde šel již spustit bez problémů. Po spuštění programu se
zobrazí jednoduché grafické rozhraní, které lze vidět na obrázku 2.2. Bylo ovšem
mírně nekonzistentní. V pravém sloupci je jediný dlouhý výpis informací, jež jsou
rozděleny do kategorií dle levého sloupce. Na některé možnosti v levém sloupci stačilo
kliknout jedenkrát, na jiné dvakrát. Některé položky neodkazovaly do výpisu vůbec,
přestože při ručním vyhledání ve výpisu informace existovaly.
Zajímavý je export dat do databázového formátu, jako je třeba Microsoft Access
či MySQL. Uložení výpisu je možné ve formátu CSV, HTML, PDF a XML.
Obrázek 2.2: Uživatelské rozhraní aplikace WinAudit (Vlastní zpracování)
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2.4.3 MiCoS Správce IT
”
SPRÁVCE IT je efektivní a profesionální nástroj, který zjednodušuje
zavedení vnitřních procesů kontroly software a hardware. V organizacích,
ve kterých se více zajímají o využívání softwaru s originální licencí, často
běží interní softwarový audit po určitých časových intervalech. Data a in-
formace získané tímto auditem chrání organizace před právními a fina-
nčními postihy, které souvisí s užíváním nelegálního software. Je vyvíjen
od r. 1992 a řadí se tak ke špičce programů, které lze využít pro inventuru
počítačů a instalovaného software.“ (převzato z [26])
2.4.3.1 Součásti systému
SW audit Slouží k inventuře nainstalovaného softwaru a porovnání této inventury
s evidencí faktur. V propracovaném systému lze evidovat všechny typy licencí, jejich
časové nebo jiné omezení.
Nejdříve jsou v počítači nalezeny všechny spustitelné soubory bez rozdílu, zda
byly řádně nainstalovány nebo pouze nakopírovány. Skenovací modul lze spouštět na
systémech Linux, MS-DOS a Windows 95/98/NT/2000/XP/2003/Vista. Následně
se při vyhodnocení porovnává naskenovaný soubor s databází vzorů programů, dodá-
vaných přímo výrobcem. Nalezené programy jsou roztříděny dle toho, zda vyžadují
licenci, či nikoliv. Některé údaje nelze naskenovat a musí se tudíž doplnit manuálně.
HW audit Slouží ke kompletní inventuře technického vybavení. Podrobná evi-
dence umožňuje udržovat lepší kontrolu a plánovat změny v HW vybavení.
Skenovací modul pracuje obdobně jako ten pro audit softwaru a pracuje i pod
stejnými operačními systémy. Zjištěné údaje jsou následně vyhodnoceny a rozděleny
na jednotlivé informace o komponentech.
Pomocí SNMP protokolu lze skenovat a evidovat i síťové prvky a zařízení, jež
s tímto protokolem umí pracovat. Ručně lze doplňovat další údaje, které nelze získat
skenováním.
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Statistiky a další nástroje Každý graf statistiky je možné exportovat do ně-
kolika formátů nebo vytisknout. Na základě typu evidovaných prvků lze statistiky
rozdělit do pěti oblastí:
• Počítače - Seznam počítačů s evidovanými elementy
• Licence - Evidované licence a jejich počet určený k instalacím
• Příslušenství - Detailní evidence příslušenství včetně případných dokladů
• Síťové prvky - Evidence síťových prvků včetně případných dokladů
• Majetek - Informace o evidovaném majetku
Z nástrojů lze zmínit například uživatelské alarmy pro kontrolu zvolených parame-
trů. Nelze opomenout hromadný plánovač automatického vykonání akcí, export dat
do systému SAP nebo generátor celkových sestav.
2.4.3.2 Systémové požadavky
Pro úspěšné zprovoznění systému je nutné mít databázový server Microsoft SQL,
sloužící pro ukládání dat. Edice Express je součástí instalace a je zdarma, jen obsa-
huje jistá omezení na procesor, paměť a velikost databáze.
Samotný Správce IT je nainstalován a spouštěn na aplikačním serveru. Tento
server nemá žádné speciální požadavky, dokonce ani nepotřebuje serverový operační
systém. Stačí mu verze Windows XP a vyšší.
Servisní modul se nachází na serveru, na kterém bude instalována služba pro
automatické zpracování skenů a zasílání výsledků elektronickou poštou. Monitoro-
vané počítače nemají žádný zvláštní požadavek, stačí operační systém Windows XP
a vyšší.
2.4.3.3 Cenová kalkulace
Společnost MiCoS Software, která vyvíjí nástroj Správce IT, byla požádána o ceno-
vou kalkulaci jejich řešení pro padesát počítačů. Tato kalkulace obsahuje jednorá-
zový poplatek za 50 licencí s cenou 390 Kč za kus. Nutný je také servisní poplatek,
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opakovaně se platící každý rok používání softwaru. Tento zabezpečuje kompatibilitu
s operačním systémem zákazníka a dostupnost aktualizací programu. Na obrázku
2.3 je zobrazen výřez cenové nabídky zaslané společností MiCoS Software ze dne
11. 03. 2014.
NABÍDKA SOFTWARE ze dne: 11.03.14
Příjemce:
Vypracoval:
Kontakt:
Platnost do: 25.03.14
L I C E N C E
počet cena / ks celkem bez DPH vč. DPH
Správce IT
Licence 50 390 Kč 19 500 Kč 19 500 Kč 23 595 Kč
Roční servis 2 925 Kč 2 925 Kč 3 539 Kč
platnost: 01.04.14 - 31.12.14
R O Č N Í  S E R V I S (následující období)
Roční servis r. 2015 / orientační cena bez DPH vč. DPH
Správce IT 3 900 Kč 4 719 Kč
platnost: 01.01.15 - 31.12.15
S L U Ž B Y, P O D P O R A 
Ceník služeb bez DPH vč. DPH
Konzultace / školení (cena platná pro max. 5 osob) cena první 2 hod.: 3 000 Kč 3 630 Kč
cena každá další hodina: 1 200 Kč 1 452 Kč
cena každá další osoba: 700 Kč 847 Kč
Servisní výjezd / zásah cena první 2 hod.: 3 000 Kč 3 630 Kč
cena každá další hodina: 1 200 Kč 1 452 Kč
ON-LINE školení cena 15 min: 300 Kč 363 Kč
Servisní zásah VPN cena 15 min: 300 Kč 363 Kč
Vývoj - analýza, zpracování, testování cena hodina: 1 200 Kč 1 452 Kč
cena mainday: 8 500 Kč 10 285 Kč
Doprava cena km: 8 Kč 10 Kč
SEMINÁRNÍ PRÁCE
Bc. Krul Lukáš, account manager
tel.: +420 597 089 231, mobil: +420 606 554 550, e-mail: lkrul@micos-sw.cz
LICENCE CELKEM: 22 425 Kč 27 134 Kč
MiCoS SOFTWARE s.r.o I Daliborova 426/25 I 709 00 Ostrava I IČ: 25900749
Obrázek 2.3: Zaslaná cenová kalkulace programu Správce IT pro 50 PC
2.4.4 Ostatní řešení
Informace o počítači, a to i dosti podrobné, lze získat dotazováním se nad WMI
databází, popsané již v kapitole 1.1.2. Tyto dotazy lze zasílat i na vzdálený po ítač,
což můžeme použít v lokální síti v sídle společnosti, ovšem u počítačů umístěných
mimo společnost by byl problém s funkčností kvůli absenci veřejné IP adresy počí-
tačů. Dále by zůstalo nevyřešeno sbírání ostatních informací, chybějících v databázi
WMI, a jejich následné zpracování.
Profesionální řešení, přestože se jedná o nástroje zdarma, nabízí program Nagios
a NSClient++. Tyto nástroje jsou ovšem spíše určeny pro automatizované sledování
počítačových sítí a serverů, respektive monitorování infrastruktury, než koncových
stanic. Nagios vystupuje v roli serveru a NSClient++ ve formě klienta, který se
serverem komunikuje a provádí jím zaslané příkazy. Obě aplikace podporují tvorbu
modulů, takže by bylo teoreticky možné rozšířit je o jakoukoliv další funkcionalitu.
Nicméně nasazení se správným a efektivním používáním těchto programů vyžaduje
poměrně odborné znalosti a zkušenosti. Na trhu práce lze nalézt i pracovní pozice
”
Nagios specialita“, orientující se právě na tento nástroj.
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2.5 Zhodnocení analýzy
Jelikož žádná aplikace z předchozích kapitol nesplňovala požadované parametry spo-
lečnosti XXX na funkčnost, bylo po vzájemné domluvě s autorem této práce dohod-
nuto, že bude navrhnuta a naprogramována aplikace plně vyhovující jejim požadav-
kům.
2.5.1 Existující aplikace
Z uvedených existujících aplikací jsou Free PC Audit a WinAudit vhodné pro použití
pouze na lokálním počítači. V síťovém prostředí by použití bylo obtížné, neboť by
se muselo zvláště řešit vygenerování reportů, jak je následně přenést na centrální
místo v síti a jak je posléze vyhodnotit. Programy jako Nagios s NSClientem++ jsou
poměrně profesionální nástroje, přestože jsou zdarma a jsou vydány s otevřeným
zdrojovým kódem.
V porovnání s ostatními aplikacemi jasně vede Správce IT od společnosti MiCoS,
která nejlépe pokrývá funkčnost vyhovující požadavkům společnosti XXX. Nejpod-
statnějším negativem je, že je aplikace dodávána jako hotové řešení bez možnosti
dalších vlastních úprav. Jelikož se jedná o placený software, bez možnosti modulů
nijak rozšířit nepůjde. Podobný program jako je Správce IT, ale s otevřeným kódem,
který by šel upravit pro konkrétní požadavky společnosti, jsem bohužel nenalezl.
Free PC Audit WinAudit Správce IT
Použití Zdarma Zdarma Placené
Instalace Ne Ne Ano
Práce po síti Ne Ne Ano
Export dat TXT CSV, HTML,
PDF, XML
PDF, CSV, XLS
a další
Vlastní moduly Ne Ne Ne
Tabulka 2.1: Porovnání existujících aplikací (Vlastní zpracování)
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2.5.2 Současný stav ve společnosti
V kapitole 2.2.3 byly zmíněny informační technologie jako slabá stránka společ-
nosti. Přestože společnost nevlastní žádný výkonný server či stanici, nebyly tyto
nedostatky myšleny z pohledu hardwaru. Jedná se spíše o celkový laxní přístup
společnosti k řešení procesů spojených s informačními technologiemi.
Prioritně, společnost nemá vlastního stálého zaměstnance v oblasti IT. Místo
toho je najata externí firma, která IT zaměstnance poskytuje. Ve skutečnosti se
ovšem nejedná o jednoho zaměstnance, ale o tři střídající se studenty. Tito studenti
mají na starost jak podporu uživatelů, tak správu serveru a sítě. V případě odchodu
studenta ze zaměstnání je tento nahrazen jiným. S ohledem na střídání se studentů
někdy nastává problém s komunikací a předáváním informací.
Do současné doby nebyla nikým pořádně řešena evidence výpočetní techniky
a neexistuje tudíž ucelený soupis všech zařízení s příslušnými zaměstnanci, kteří je
používají. Respektive, existuje jeden starší soubor s tabulkou v programu Excel,
který už ale není z větší části platný a obsahuje neaktuální konfigurace počítačů.
Tento soupis vznikl postupným obcházením jednotlivých stolních počítačů a manu-
álním zapisováním jejich konfigurace.
Samotné vedení společnosti soupis výpočetní techniky nepostrádá, neboť záleží
pouze na IT pracovnících, jak získají konfigurace počítačů, pokud budou potřeba.
Společnost tak nechce investovat žádné finanční prostředky do komerčních řešení.
Nicméně si vedení firmy uvědomuje prostor pro automatizaci tohoto procesu, a proto
souhlasilo s alternativou, kterou je vypracování této diplomové práce a naprogramo-
vání vlastní aplikace.
2.5.3 Požadavky na novou aplikaci
Již byly představeny tři aplikace pro získávání informací o konfiguraci počítače.
Tyto aplikace byly předvedeny i zástupci společnosti XXX, aby si mohl udělat
reálnou představu o tom, co vlastně taková aplikace může získávat za informace
a jak je prezentuje koncovému uživateli. Na základě ukázky a prezentace těchto pro-
gramů vzešly základní požadavky, jež by měla navrhovaná aplikace splňovat. Jedná
se ovšem o obecné požadavky uživatele, nikoliv o technickou specifikaci programu.
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Při návrhu softwaru je tato fáze označována jako
”
Sběr a analýza požadavků“. In-
formace byly získávány pozorováním zástupce společnosti XXX (dále označen pouze
jako
”
uživatel“) při práci v existujících programech s jeho komentářem, co zrovna
dělá nebo alespoň zamýšlí udělat. Toto je důležité pro porozumění uživateli, jak se
intuitivně v aplikaci pohybuje. Navíc je pro analytika nezbytné pochopit systém,
který bude v pokračující fázi specifikovat. Následovala s ním, jakžto s budoucím
uživatelem aplikace, diskuze o konkrétních vlastnostech a funkcionalitě. Níže jsou
uvedeny požadavky na aplikaci.
Vlastnostii
• Zdarma pro komerční použití
• Jednoduché a přehledné grafické uživatelské rozhraní
• Aplikace poběží na operačním systému Windows
• Fungování v aktuálním prostředí bez dokupování hardwaru či softwaru
• Součástí kompletní návod instalace a nasazení
• Možnost automatické instalace bez uživatelského zásahu
• Možnost budoucího přidání dalších modulů
• Rozhraní pro případně propojení s další aplikací/webovou stránkou
Funkcionalita
• Odlišení přístupových práv do programu
• Automatický sběr informací o konfiguraci počítačů
• Monitorování počítače a možnost nastavení alarmu
• Generování jednotlivých i souhrnných reportů
• Export reportů do různých formátů
• Možnost vzdáleně měnit nastavení klientů
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3. Vlastní návrh řešení,
přínos práce
Následující část diplomové práce je věnována samotnému návrhu nástroje WinMon
pro monitorování počítačů. Je zde uvedena zjednodušená specifikace požadavků na
aplikaci, neboť se běžně vytváří celý dokument SRS (Software Requirements Spe-
cification), který by obsahem vydal na samostatnou práci. Ze specifikace vychází
obecný návrh řešení, ten však neřeší konkrétní technologie, jako spíše logiku a archi-
tekturu programů. Dále jsou již konkrétní popisy jednotlivých aplikací, vybraných
funkcí a kompletní návod na nasazení.
Přestože jsou občas uvedeny krátké útržky zdrojových kódů, kapitola jako celek
se téměř nezabývá implementačními detaily nástroje. Kódy jsou uvedeny jen pro
vysvětlení či doplnění kontextu. Jádrem je spíše zdůvodnění výběru konkrétního
řešení v porovnání s ostatními, řešení nastalých problémů či vysvětlení použitých
postupů.
V závěru této kapitoly je uvedeno ekonomické zhodnocení spolu s přínosy pro
firmu, které jim navržená aplikace přinese. Součástí je i výhled do budoucna pro
navržený nástroj.
3.1 Specifikace požadavků
V kapitole 2.5.3 byly uvedeny požadavky na vlastnosti a funkce navrhovaného ná-
stroje. Tato analýza požadavků ovšem byla uvedena z pozice finálního uživatele,
nikoliv návrháře programu. Jedná se proto o vodítko, jehož je potřeba se při návrhu
držet, nicméně samo o sobě není dostatečné.
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Následující fází je tedy specifikace těchto požadavků. Jedná se o jejich upřes-
nění z pohledu analytika či návrháře do podoby, jež je více technická, detailnější,
tedy i vhodnější pro návrh. Jelikož je nutné mít v této fázi již rámcovou představu
o celém návrhu, mohou se zde objevit i určité detaily, které jsou podrobněji uve-
deny až v pozdějších částech této kapitoly. Tyto specifikace požadavků byly rovněž
předloženy zástupci společnosti XXX (dále jen
”
uživatel“) a následně schváleny.
3.1.1 Vlastnosti nástroje
Zdarma pro komerční použití
Výsledná aplikace, včetně zdrojových kódů, bude poskytnuta společnosti XXX pro
jejich potřebu v rámci vlastní firmy. Je to z důvodu budoucích oprav, úprav či
vylepšení aplikace, které si společnost může do budoucna zajistit vlastními silami.
Zároveň si ovšem autor ponechává ke zdrojovým kódům nástroje plné vlastnictví
a může s nimi dále nakládat jak uzná za vhodné, včetně případného zveřejnění apli-
kace či kódu.
Jednoduché a přehledné grafické uživatelské rozhraní
Aplikace budou navrženy tak, aby se ovládaly z jediného uživatelského rozhraní. To
bude předvedeno všem uživatelům, kteří s aplikací budou pracovat. Součástí obsahu
bude i základní nápověda v českém jazyce.
Aplikace poběží na operačním systému Windows
Fungování v aktuálním prostředí bez dokupování hardwaru či softwaru
Návrh i testování bude provedeno pro všechny aktuálně ve společnosti používané
operační systémy, tj. Windows XP, Windows 7 a Windows 8, bez kladení speci-
álních požadavků na hardware. Při implementaci budou použity pouze knihovny
třetích stran, šířené pod volnou licencí (zdarma). Nebude tedy využita žádná ko-
merční knihovna, jež by mohla způsobovat licenční omezení. Použita bude vestavěná
databáze, která bude součástí programu a ten tudíž nebude omezován žádným da-
tabázovým systémem třetích stran.
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Součástí projektu musí být kompletní návod instalace a nasazení
Možnost automatické instalace bez uživatelského zásahu
Tato práce se bude také zabývat podrobným návodem instalace, beroucím v úvahu
aktuální hardwarové a síťové prostředí společnosti. Dle návodu budou provedeny
automatické instalace v rámci testovacího nasazení.
Možnost budoucího přidání dalších modulů
Rozhraní pro případně propojení s další aplikací/webovou stránkou
Při implementaci nebude cíleně navrhováno žádné obecné API pro podporu modulů
či aplikací třetích stran. Jelikož společnost obdrží zdrojové kódy, půjdou moduly či
nové funkcionality dopsat na základě již vytvořených vnitřních modulů. Další apli-
kace, jakožto i ty webové, lze následně propojit díky využití technologií, jako jsou
síťové sockety a XML zprávy. Při dodržení správného XML formátu zvládne aplikace
komunikovat s jakoukoliv jinou.
3.1.2 Funkce nástroje
Odlišení přístupových práv do programu
Po konzultaci s uživatelem jsem navrhl pouze tři stupně přístupových práv. Nejvyš-
ší práva administrátora jsou určena pro kompletní správu jak dat, tak i samotných
programů. Zbylé dva stupně práv oddělují uživatele, kteří mohou pouze generovat
reporty z informací již se nacházejících v databázi a ty, kteří mohou aktivně vytvářet
nové úlohy pro počítače.
Automatický sběr informací o konfiguraci počítačů
Sběr informací je možný dvěma způsoby. Prvním je manuální vytvoření úlohy pro
počítač, na základě které je sesbírána a odeslána konfigurace. Druhý způsob funguje
stejně, jen je tato úloha vytvořena automaticky na straně serveru za pomoci nasta-
veného časovače.
Generování jednotlivých i souhrnných reportů
Export reportů do různých formátů
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Generování a ukládání reportů z hodnot uložených v databázi bude možné a omezené
pouze přístupovými právy. Přestože společnost chtěla různé formáty pro ukládání,
rozhodl jsem se podporovat pouze formát XML a CSV. Druhý jmenovaný jsem vy-
bral jako univerzální formát, který lze načíst a upravit dle představ v Microsoft
Excel. Raději jsem se soustředil na návrh nástroje jako takového (resp. jádra) a mo-
dul s různými formáty uložení dat jsem nechal v rezervě jako možnost budoucího
rozšíření.
Monitorování počítače a možnost nastavení alarmu
Možnost vzdáleně změnit nastavení klientů
Dle přístupových práv bude možné si od klienta vyžádat zaslání jeho XML konfigu-
race, dále následná ruční úprava a odeslání zpět klientovi. Každý klient má nastavení
uloženo lokálně, proto je dále možný zásah do nastavení i skrze doménu a auto-
maticky spouštěné skripty. Nastavení alarmu znamená upozornění administrátora,
pokud některé ze sledovaných hodnot překročí určenou mez. Spíše, než o sledování
v reálném čase, se jedná o dlouhodobější sledování, tj. například, jestli hodnoty
maximální teploty procesoru za celý den nepřesáhnou 80 ◦C.
3.1.3 Výběr použitých technologií
Na základě analýzy a specifikace požadavků byly zvoleny prostředky a nástroje, kte-
rými bude aplikace realizována. Hlavním faktorem výběru byla dobrá použitelnost
pro konkrétní účely navrhované aplikace. Jako implementační jazyk jsem vybral
C# 3.0 spolu s .NET Frameworkem 3.5, oba od společnosti Microsoft. Důvodem
tohoto výběru je hlavně skutečnost, že aplikace budou fungovat pouze na systémech
Windows a jazyk C# je primárně určen právě pro tuto platformu. Jazyk je mo-
derní a byl vyvíjen primárně pro spolupráci s .NET Frameworkem. Tímto spojením
je usnadněn a urychlen implementační proces, neboť ve frameworku existuje velké
množství předdefinovaných tříd pro různá použití. Přestože je uvedena na trh již
verze .NET Frameworku 4.5, byla vybrána starší verze 3.5. Nejnovější verzi totiž
nelze nainstalovat na Windows XP a zároveň verze 3.5 je standardní součástí sys-
tému Windows 7. Při nasazení tedy bude potřeba doinstalovat .NET Framework 3.5
56
pouze na počítače používající systém Windows XP.
Vývoj bude probíhat ve Visual Studio 2010, což je integrované vývojové pro-
středí od společnosti Microsoft. Přestože také existuje novější verze, a to 2013, byla
vybrána rovněž starší verze 2010. Její výhodou totiž je, že umí sestavit a vyge-
nerovat instalační balíček MSI, přičemž tato funkce byla u novějších verzí Visual
Studia odebrána. Data o počítačích budou uložena ve vestavěné databázi SQLite,
což znamená, bez závislosti na některém z databázových systémů. Celá databáze se
uloží v jediném souboru v kořenovém adresáři aplikace a komunikace bude probíhat
pomocí knihovny.
Pro komunikaci mezi jednotlivými částmi aplikace jsem zvolil použití socketů
a zasílání zpráv ve formátu XML. Jedná se o snadno strojově zpracovatelný formát
dat, následkem čehož bude komunikace univerzální i pro případné připojení jiných
aplikací než navrhovaných v této práci.
3.2 Návrh řešení aplikace
Součástí
”
Specifikace požadavků na software“ je také návrh konceptu aplikace. Jedná
se o obecný popis řešení bez ohledu na konkrétní způsob implementace. Modely by
měly být univerzální do té míry, aby toto řešení šlo implementovat i ve zcela jiném
programovacím jazyce, než byl vybrán. Dále je uvedena architektura celého nástroje,
diagram případů užití a konceptuální návrh databáze ve formě ER diagramu.
3.2.1 Architektura
Navrhované řešení se skládá ze tří samostatných aplikací spolu interagujících. Ko-
munikace probíhá za pomoci socketů, které jsou součástí velkého množství inter-
pretovaných i kompilovaných jazyků. Tím se zajistí jistá nezávislost na platformě
i jejich škálovatelnost.
Aplikace, navrhované v této práci, budou fungovat pouze na systému Windows.
Obrázek 3.1 tedy reflektuje současný stav aplikací a ukázku, mezi kterými částmi
probíhá samotná komunikace. Na obrázku je také vidět, že naprogramovaná grafická
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Socket
Socket
Socket
Windows službaWindows desktopová aplikace Windows služba
Obrázek 3.1: Schéma navrhovaného nástroje WinMon (Vlastní zpracování)
konzole nemusí být jediný možný způsob komunikace uživatele a serveru. V rámci
této práce byly vytvořeny pouze tři aplikace - client, server a grafická konzole.
Nicméně díky využití socketů, s WinMon Serverem vlastně ani nemusí komuni-
kovat WinMon grafická Konzole, ale v podstatě jakákoliv aplikace znající potřebný
protokol. Takto je možné informace a reporty z WinMon Serveru získávat napří-
klad z webové stránky či modulem jakékoliv další aplikace, takže celá architektura
nezávisí vůbec na použití WinMon grafické Konzole.
3.2.2 Vrstvy aplikace
Jak již bylo řečeno, návrh se skládá ze tří samostatných aplikací. Pokud na ně
budeme pohlížet odděleně, dá se říci, že každá z nich nemá žádnou využitelnou
funkčnost. Požadovaný výsledek je dosažen jejich kombinací a součinností. Pokud
všechny tři aplikace vezmeme jako celek, vznikne jedna aplikace tvořená vícevrst-
vou architekturou, jejich logický model je zobrazen na obrázku 3.2. U klient-server
architektur je častý třívrstvý model, skládající se z následujících vrstev:
• Prezenční - Zobrazování informací, uživatelské rozhraní
• Aplikační (Logická) - Logika a jádro aplikace
• Datová - Databáze (uchování dat) a přístup k ní přes API
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Tento klasický třívrstvý model víceméně odpovídá vztahu Konzole a Serveru na ob-
rázku 3.2. Server tvoří jádro aplikace, ačkoliv sám získává konfigurační informace od
jednotlivých klientů (sond) na firemních počítačích. Přidána tedy byla další vrstva,
nazvaná Klientská, která má za úkol provádění jednotlivých úloh na počítačích a ode-
sílání výsledků na WinMon Server. Zobrazená Datová vrstva komunikuje pouze se
Serverem. Jakýkoliv požadavek na čtení či zápis do databáze tedy řeší sám Server
bez přímé účasti Konzole či Klienta.
 Nástroj WinMon 
Klientská vrstvaPrezentační vrstva
Datová vrstva
Aplikační vrstva
Databáze
Notebooky
Počítače
Počítač
WinMon Server WinMon KlientWinMon Konzole
Obrázek 3.2: Vícevrstvá architektura jako logický model nástroje WinMon (Vlastní
zpracování)
3.2.3 Diagram případů užití
Popsání nástroje WinMon v jazyce UML z pohledu interakce s uživatelem je zob-
razeno na obrázku 3.3. Požadavky na systém lze rozdělit na funkční a nefunkční.
Diagram případů užití zobrazuje funkční požadavky, tedy takové, které popisují
použití systému (WinMon nástroje) konkrétním účastníkem.
Mezi třemi účastníky, zobrazenými na obrázku vlevo, je vztah generalizace. Zna-
mená to, že uživatel s nejnižšími právy má k dispozici velmi omezené funkce. Osoba
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se středními právy má k dispozici větší množství funkcí, zahrnující i všechny ty,
které používá účastník s nejnižšími právy. Účastník s nejvyššími právy může využít
veškeré funkce systému.
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Obrázek 3.3: Diagram případů užití nástroje WinMon (Vlastní zpracování)
Diagram zobrazuje základní požadovanou funkčnost, která může být později
rozšířena při samotném procesu implementace aplikace. Z důvodu přehlednosti jsou
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jednotlivé činnosti nazvány spíše obecně, neboť zapsání všech jednotlivých činností
by znepřehlednilo celý obrázek. Dále bude rozepsáno podrobněji to, co činnosti na
obrázku 3.3 znamenají:
• Nastavit alarm pro real-time hodnoty - Upozornění, které bude aktivo-
váno, pokud sledovaný parametr přesáhne určenou mez.
• Zobrazit omezený report z DB - Zobrazení reportu o jednom či více počí-
tačích, který neobsahuje některé údaje (kódy Product Key programů atd.)
• Uložit report - Uložení či export reportu z nástroje. Obsah je rozlišen právy
uživatele.
• Zobrazit plný report z DB - Zobrazení kompletního reportu o jednom či
více počítačích.
• Spravovat nastavení klienta - Vyžádání, úprava a následné odeslání sou-
boru s nastavením klientské části nástroje na konkrétním počítači.
• Vyžádat aktuální konfiguraci klienta - Vytvoření úlohy s žádostí o zaslání
aktuální konfigurace daného počítače, který je již v databázi.
• Spravovat konfigurace klienta - Manuální úprava záznamů v databázi.
Jedná se o konfigurace počítačů včetně historie změn.
• Spravovat uživatele - Vytvářet, mazat, editovat a deaktivovat jednotlivé
uživatele grafické konzole.
• Spravovat přístupová práva - Měnit práva již vytvořeným uživatelům.
• Spravovat nastavení serveru - Měnit nastavení, která se vztahují k serve-
rové části nástroje.
• Zaslat real-time hodnoty klienta - Zaslání hodnot z klienta na server.
Jedná se například o teplotu procesoru, disku a grafické karty.
• Vyzvednutí úlohy klientem - Dotaz klienta na server, zda pro něj není na-
chystána nějaká úloha, kterou by měl vykonat a případně poslat zpět výsledek.
• Provést naplánovanou akci - Úloha, kterou si klient vyzvedl ze serveru
a nemá ji provést okamžitě, ale až v uvedeném čase.
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3.2.4 Návrh databáze
Konceptuální návrh databáze byl poměrně nesnadný a několikrát jsem jej přepra-
covával. Jisté potíže nastaly při modelování, kdy jsem chtěl dodržet alespoň třetí
normální formu (3NF) databáze a zároveň uložit všechny hardwarové a softwarové
informace tak, aby bylo možno zobrazit historii. Když jsem v konceptuálním návrhu
dosáhl 3NF, nastal problém s ukládáním historie a naopak, při uložení historie jsem
nedosáhl 3NF.
Zvažoval jsem tedy přístup, že bych utvořil pro všechny hardwarové kompo-
nenty jednu tabulku, neboť některé atributy mají komponenty totožné. Místo kla-
sického, striktně relačního modelu, kdy atributy jsou sloupce a jednotlivé řádky
obsahují konkrétní informace, v EAV (Entity-Attribute-Value) modelu jsou zjedno-
dušeně transformovány sloupce na řádky, viz obrázek 3.4. V modelu EAV lze ukládat
nespecifikovaný počet různých atributů, což by bylo přijatelné pro popis odlišných
komponent. Tento způsob jsem zavrhl kvůli hodně problémové manipulaci s daty
v tabulce, kdy i obyčejný dotaz je zápis na několik řádků.
Id_soft Name Publisher Version
1 Google Chrome Google Inc. 22.0.1229.94
2 TrueCrypt TrueCrypt Foundation 7.1a
3 7-Zip 9.20 Igor Pavlov 9.20.00.0
Software
Id_soft Property Value
1 Name Google Chrome
1 Publisher Google Inc.
1 Version 22.0.1229.94
2 Name TrueCrypt
2 Publisher TrueCrypt Foundation
2 Version 7.1a
3 Name 7-Zip 9.20
3 Publisher Igor Pavlov
3 Version 9.20.00.0
SoftwareValues
Striktně relační model EAV model
Obrázek 3.4: Porovnání striktně relačního a EAV modelu uložení dat v databázi
(Vlastní zpracování)
Z tohoto důvodu jsem pro každou komponentu vytvořil vlastní tabulku, která má
další pomocnou tabulku pro uložení historie. Z ER (Entity-Relationship) diagramů
je dále patrno, že se nejedná o úplně
”
čisté“ řešení, které by splňovalo 3NF. Tento
způsob se mi ovšem jevil jako nejlepší, hlavně kvůli automaticky získávaným datům
z WMI databáze. Ta totiž nemají v podstatě žádná pravidla a dokonce v rámci
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totožného výrobce nacházíme odlišnosti. Jednou je tak jako výrobce uveden Hewlett-
Packard s pomlčkou, jindy bez, nebo jen HP, či není údaj uveden vůbec apod. Proto
je v každé tabulce komponent vždy název i výrobce, přestože se může u některých
komponent jednat o duplicitní záznamy. Celý ER diagram se nachází v příloze č. 2.
3.2.4.1 ERD hardwarového vybavení
První část ER diagramu zobrazuje uložení hardwarových údajů počítače do data-
báze. Každá počítačová komponenta je prezentována samostatnou tabulkou. Bylo
potřebné uchovávat historii komponent, tj. možnost u počítače vypsat nejen aktuální
komponenty, ale i ty používané dříve a v současné době již nevyužívané.
Historii jsem vyřešil pomocí atributu vztahu mezi počítačem a konkrétní kompo-
nentou, což později převedu na samostatnou tabulku, která uchová vztah počítače
a komponenty pro určitý čas. Tímto lze uchovat jak informace o vyřazených kom-
ponentách, tak i o přesunu jedné komponenty na jiný počítač.
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Obrázek 3.5: ER diagram pro uložení informací o hardwaru (Vlastní zpracování)
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3.2.4.2 ERD softwarového vybavení
Druhá část ER diagramu se zabývá pouze softwarem počítače, nicméně se vztahuje
ke stejné tabulce Computer, jako předchozí část diagramu. Informace o systému
Windows jsou ukládány ve stejném duchu jako jednotlivé hardwarové komponenty.
Znamená to, že je ukládán vztah počítače a systému Windows pro určitý čas, čímž lze
zobrazit i historii. Naopak, historie není sledována u bezpečnosti počítače a ostat-
ního softwaru. Bezpečností je zde myšlen soupis softwaru, jako je například anti-
virový program. Vybrané komerční programy mohou mít zaznamenány také svůj
produktový klíč v zašifrované podobě.
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Obrázek 3.6: ER diagram pro uložení informací o softwaru (Vlastní zpracování)
3.2.4.3 ERD ostatních tabulek
Třetí část ER diagramu zobrazuje tabulky, které nelze zařadit k hardwaru ani
softwaru, nicméně se k počítači vztahují (tabulka Computer). Ukládány jsou hod-
noty z teplotních senzorů počítače, respektive jejich maximální hodnoty dosažené
za určitý čas (například za jeden den). Sledováním maximálních teplot lze objevit
nárůst, značící případný defekt. U počítačů na stavbě je běžná vyšší míra prachu
a nečistot přímo v počítači, což může posléze také zvýšit teplotu a je záhodno počítač
vyčistit.
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Pro manipulaci s nastavením aplikací a jejich řízení, bylo nutné definovat uživa-
telské účty s různými právy tak, jak je uvedeno v diagramu případů užití. V aplikaci
budou dostupné celkem tři různé uživatelské úrovně.
Úlohy pro jednotlivé počítače jsou příkazy serveru, které si daný klient (počítač)
převezme, provede je a zašle zpět na server výsledek. Důležité je, že úloha může být
závislá na provedení jiné. Znamená to, že se úkol provede jen a pouze po úspěšném
dokončení jiného úkolu.
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Obrázek 3.7: ER diagram pro uložení ostatních informací (Vlastní zpracování)
3.3 Síťová komunikace
Komunikace mezi aplikacemi probíhá za pomoci síťových socketů, které jsou stan-
dardní součástí jak jazyka C# , tak i ostatních programovacích jazyků použitelných
v budoucnu. Právě z důvodu budoucí vzájemné kompatibility jsem se snažil využít
obecné principy a technologie. Tímto se docílí jisté nezávislosti na platformě, pokud
bude dodržen jednotný tvar posílaných dat.
Z tohoto důvodu byl zvolen pro komunikaci formát XML zpráv, který je dobře
zpracovatelný v různých programovacích jazycích. Zároveň s XML je uveden i lepší
a výkonnější způsob předávání dat - Protocol Buffers. Ten již není tak univerzální
a lze ho využít jen v rámci navržených aplikací, nikoliv jako prostředek pro komu-
nikaci s jinými aplikacemi. Využity jsou tak dva různé způsoby předávání dat, ze
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kterých si lze jeden zvolit při inicializaci komunikace před předáváním samotných
dat.
3.3.1 XML zprávy
Formát XML je výchozím formátem pro celý nástroj WinMon. Lze v něm vygene-
rovat report o konfiguraci počítače. Jsou v něm uložena nastavení všech tří aplikací
a je jedním ze dvou způsobů předávání zpráv při síťové komunikaci. Tento formát
má podporu přímo v .NET Frameworku, kde jsou předpřipravené pomocné funkce
k parsování a serializaci. Jazyk XML má přesně definovaná pravidla a je tak ideálním
formátem pro případná předávání zpráv dále do jiných aplikací.
3.3.1.1 Struktura zpráv XML
Každá ze zpráv je validní a ucelený XML dokument, který lze přímo odeslat nebo
uložit do databáze do fronty. Na straně Serveru jsou úlohy, potažmo XML zprávy,
vždy ukládány do fronty, ze které si je klienti sami vyzvedávají periodickým do-
tazováním. Následuje ukázka jedné XML zprávy, která je zasílána od Klienta pro
Server, tzn. jedná se o odpověď. Obsahem zprávy jsou data o procesoru. Jelikož se
jedná o příklad, jediný zaslaný parametr je název procesoru, nicméně reálně by bylo
zasláno více parametrů.
<?xml version="1.0" encoding="UTF-8"?>
<xml_msg>
<act>
<type>KLSE</type>
<guid>c79364c0-0fc0-47dc-898f-a2a661d72a46</guid>
<from>192.168.1.10</from>
<to>192.168.1.205</to>
<task>PUT_CPU</task>
<data>
<caption>Intel(R) Core(TM) i5-2400 CPU @ 3.10GHz</caption>
</data>
</act>
</xml_msg>
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• act - Značí právě jednu aktivitu či celek, který obsahuje informace o úloze.
Tento element pouze obaluje ostatní, aby mohla jedna XML zpráva obsahovat
i více úkolů najednou (každý úkol by byl obalen tímto elementem).
• type - Rozlišení komunikace z pohledu odesílatele zprávy. Typ komunikace
je důležitý pro rozlišení sad příkazů, které daný odesílatel může zaslat. Může
nabývat těchto hodnot:
– SEKL - Server-Klient
– KLSE - Klient-Server
– SEKO - Server-Konzole
– KOSE - Konzole-Server
• guid - Pokud se jedná o komunikaci mezi Serverem a Konzolí, značí identi-
fikátor v Konzoli přihlášeného uživatele. Pokud se jedná o komunikaci mezi
Serverem a Klientem, je použit 128-bitový globální identifikátor sloužící k roz-
lišení počítače.
• from - IP adresa odesílatele. Prozatím mají IP adresy spíše informativní funkci,
nicméně do budoucna by na základě těchto adres šlo rozlišit více spuštěných
serverů na síti ve stejném okamžiku.
• to - IP adresa příjemce.
• task - Příkaz vyjadřující konkrétní úlohu. Tyto příkazy se liší pro každý z typů
komunikace uvedených výše. Server například může po Klientovi požadovat
specifikace procesoru a po Konzoli autentizaci. Naopak to není možné, ne-
boť Konzole neumí získat potřebné informace a Klient nepodporuje autenti-
zaci. Povaha příkazu je rozlišena prefixem,
”
PUT “ značí zaslání dat ve zprávě
(odeslání výsledku) a
”
GET “ značí příkaz, který žádá provést nějakou akci
a případně poslat výsledek.
• data - Nepovinný element, který obsahuje případná data, vztahující se ke
konkrétní úloze. Příkaz task určuje, o jaká data se obsahově jedná. Na základě
tohoto příkazu příjemce ví, jaký datový typ je potřeba použít pro deserializaci
dat. Takto příjemce data převede na objekt a může s nimi dále pracovat.
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3.3.2 Knihovna protobuf-net
Jedná se o existující knihovnu s implementací Protocol Buffers, což je formát pro
výměnu dat, vytvořený a používaný společností Google. V zásadě se jedná o automa-
tizovaný mechanismus pro binární serializaci strukturovaných dat, který je vysoce
flexibilní a efektivní. Samotní autoři ho rádi přirovnávají k XML, jen je objemově
menší na data, zpracování je rychlejší a na používání je jednodušší.
Pro komunikaci mezi programy jsem použil reimplementaci knihovny pro plat-
formu .NET, což je knihovna protobuf-net [27]. Ta bude muset být kvůli správné
funkčnosti aplikací součástí instalace každé ze tří komponent navrhovaného projektu.
Knihovna byla vybrána jako doplněk k XML zprávám, proto byla důležitá hlavně
bezproblémová integrace do již existujícího kódu, který byl navrhnut primárně jen
pro XML. Následuje ukázka zjednodušené třídy, která by mohla sloužit k uchování
řetězců se základním popisem konfigurace počítače.
1 public class Computer
2 {
3 public string ComputerName { get; set; }
4 public string Processor { get; set; }
5 public string MainBoard { get; set; }
6 public string VideoCard { get; set; }
7 public string TotalMemory { get; set; }
8 public string DiskSpace { get; set; }
9 public Guid Id { get; set; }
10 }
Zdrojový kód 3.1: Běžný zápis třídy v C#
S využitím konceptu serializace dat lze celou třídu abstrahovat na posloupnost
bytů, které se odešlou jako proud dat. Příjemce data deserializuje a vznikne mu
stejný objekt, jaký odesílatel poslal. Aby vše fungovalo podle popsaného principu, je
nutné třídu upravit dle kódu 3.2. Samotné třídě a proměnným, určeným k serializaci,
je nutné přidat atributy. Ty slouží knihovně protobuf-net k vytvoření metadat
o třídě. Zároveň slouží k oddělení samotných dat určených k poslání od logiky třídy
ve formě metod, které se neposílají.
Přestože jsou obecné Protocol Buffers multiplatformní, není zaručena kompati-
bilita různých platforem s protobuf-net. Knihovna je proto použita výhradně jako
alternativa k výchozí komunikaci pomocí XML zpráv, které jsou více obecné a lehko
případně využitelné pro aplikace třetích stran.
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1 [ProtoContract]
2 public class Computer
3 {
4 [ProtoMember (1)]
5 public string ComputerName { get; set; }
6 [ProtoMember (2)]
7 public string Processor { get; set; }
8 [ProtoMember (3)]
9 public string MainBoard { get; set; }
10 [ProtoMember (4)]
11 public string VideoCard { get; set; }
12 [ProtoMember (5)]
13 public string TotalMemory { get; set; }
14 [ProtoMember (6)]
15 public string DiskSpace { get; set; }
16 [ProtoMember (7)]
17 public Guid Id { get; set; }
18 }
Zdrojový kód 3.2: Zápis třídy s využitím protobuf-net
3.3.3 Reprezentace dat
Protokoly TCP/IP přenášejí data ve formě bytů bez jakéhokoliv jejich zkoumání či
modifikace. Tím je na samotných aplikacích, jak budou data kódovat či reprezento-
vat. Obsahem komunikace mých aplikací, co se zaslaných informací týče, by měla být
pouze čísla a anglický text (jména a typy komponentů apod.), a tak by mělo ASCII
kódování textu postačovat. Nicméně pro zamezení případných problémů v budoucnu
je veškerý text v kódování UTF-8.
Formát XML je celý textový, Protocol Buffers si data reprezentuje ve svém me-
zikódu. Pozornost je třeba věnovat přenosu čísel, hlavně těm vyšším. Čísla nabývají
hodnot 0 až 9, což lze binárně vyjádřit pomocí čtyř bitů, respektive dle čísla i nižším
počtem. Znak řetězce ovšem používá minimálně osm bitů, takže je z hlediska výkonu
lepší tam, kde to lze, čísla posílat jako binární hodnoty.
Při studiu programování socketů v jazyce C# jsem v knize [28] narazil na problém
nestejné reprezentace binárních dat na různých systémech. Tato tzv.
”
endianita“ je
jedním z důležitých zdrojů nekompatibility při ukládání a posílání dat v digitální
podobě.
Existují dva typy reprezentace, které budou porovnány na čísle 112233445566.
Toto číslo je uloženo v datovém typu long, který má velikost 64 bitů, tj. 8 bajtů.
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Na obrázku 3.8 je číslo zobrazeno v reprezentaci
”
big-endian“ (dále jen B-E) tak, že
by se bajty při odeslání braly zleva.
0 0 0 1A 21 A2 78 BE = 1122334455660x1A21A278BE =
Obrázek 3.8: Zapsání čísla v reprezentaci big-endian (Vlastní zpracování)
Oproti tomu je na obrázku 3.9 stejné číslo zapsáno v reprezentaci
”
little-endian“
(L-E), kde rozdílným pořadím bajtů ve výsledku vyjde zcela odlišné číslo.
BE 78 A2 21 1A 0 0 0 = 33508052069007360x1A21A278BE =
Obrázek 3.9: Zapsání čísla v reprezentaci little-endian (Vlastní zpracování)
Většina síťových protokolů pracuje s reprezentací B-E, která se proto někdy
nazývá též network byte order. Dále s ní pracuje například jazyk Java ve výchozím
nastavení. Naopak, architektury s operačním systémem Windows většinou používají
L-E.
Z důvodu jisté univerzálnosti aplikace jsem tedy volil doporučený postup v knize
[28]. Každá odchozí hodnota, obsahující více bajtů, je převedena z lokální repre-
zentace na B-E. Příchozí binární hodnota je naopak očekávána jako B-E a převe-
dena na lokální reprezentaci. K tomuto v .NET frameworku slouží dvě metody, a to
NetworkToHostOrder() spolu s HostToNetworkOrder().
3.4 Společné knihovny nástroje WinMon
Každá ze tří navrhovaných aplikací nástroje WinMon má svou sadu tříd a kniho-
ven, ale některé jsou společné pro všechny. Dále jsou uvedeny konkrétní dynamické
knihovny spolu s jejich popisem, kde alespoň nějakou část využívá každá z aplikací.
Tyto knihovny tedy musí být součástí instalace a umístěny v kořenovém adresáři
aplikací pro zajištění správné funkčnosti. Popsány jsou některé vybrané třídy. Vyu-
žíván je mnohem větší počet tříd, nicméně ty nejdůležitější jsou zmíněny níže.
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3.4.1 Komunikace
Asi nejdůležitější součástí nástroje WinMon je knihovna WMComms.dll, jež zajišťuje
veškerou síťovou komunikaci mezi aplikacemi. Původně jsem chtěl využít ke komu-
nikaci kombinace TCP a UDP socketů. Nicméně jsem usoudil, že by tato kombinace
učinila celý návrh příliš složitým a navíc nebude objem komunikace takový, že by
ji reálně potvrzovací mechanismus TCP mohl zpomalovat. Použity jsou tedy TCP
sockety a asynchronní komunikace se zpětným voláním (popis viz kapitola 1.2.4.2).
Třída SocketListener
Třída je využita pouze WinMon Serverem, neboť jejím hlavním účelem je vytvoření
socketu naslouchajícího na portu, který je určen v nastavení programu. Zároveň je
vytvořena fixní množina vláken (ve výchozím nastavení jich je 10) třídy ThreadPool.
Tato vlákna budou přidělována připojujícím se klientům. Jelikož mezi klientem a ser-
verem neprobíhají žádné časově náročné operace, deset vláken je dostačujících.
Naslouchání se spustí metodou Listen() v hlavním vláknu serveru. Zároveň kaž-
dé z vláken na tomto socketu zavolá blokující metodu pro přijmutí klienta. Jakmile se
nějaký klient opravdu připojí, převezme si ho některé z vláken (víceméně náhodně,
ale je zaručeno, že klient pro jeden socket bude vždy přidělen pouze jedenkrát)
a vytvoří instanci třídy ClientHandler.
Výše popsané platí pro připojení WinMon Klienta na Server. Pro připojení Win-
Mon grafické Konzole je vytvořen samostatný SocketListener, naslouchající na
jiném portu. Místo množiny vláken jsou vlákna dynamicky vytvářena až vždy s při-
pojením konkrétní konzole, neboť se většinou bude připojovat stejně pouze jediná
konzole.
Třída ClientHandler
Objekt je vytvořen s připojeným klientem pro zachování naslouchání na portu
v hlavním vláknu serveru. V důsledku využití různých vláken tak není naslouchací
vlákno vůbec blokováno. V této třídě jsou metody pro komunikaci s konkrétním kli-
entem, zejména příjem, odeslání a naformátování dat pomocí třídy DataFormatter.
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Třída DataFormatter
Jak již bylo popsáno v kapitole 3.3, komunikace mezi aplikacemi bude probíhat buď
pomocí XML zpráv, nebo mechanismem Protocol Buffers. Třída DataFormatter
zajišťuje správné naformátování dat obou způsobů. Příchozí data převede na objekt
a naopak, při odeslání převede objekt na serializovaná data. Třída vlastně zastřešuje
oba způsoby z pohledu aplikace, neboť ta pracuje interně s objekty a v případě po-
třeby volá dle parametru XMLSerializer či PBSerializer, podle požadovaného
formátu.
Třída SocketClient
Jedná se o protipól ke třídě SocketListener určené pro naslouchání serveru. Tato
třída je použita k inicializaci připojení klienta na server definovaný IPv4 adresou
a portem. Zatímco server musí komunikovat s více klienty, každý klient v tomto ná-
stroji komunikuje pouze s jediným serverem, takže je celý proces jednodušší. Komu-
nikace klient-server probíhá přes socket za pomoci systémové třídy StreamWriter.
Ta ovšem sama nepozná konec zprávy, proto je nutno jej řešit manuálně, například
ukončovacím znakem. Osobně jsem místo ukončovacího znaku volil uvedení velikosti
dat na samém začátku zprávy.
Ostatní třídy
V knihovně se nachází také například třída Enc, obsahující hlavně metody AesEnc()
pro zašifrování řetězce pomocí algoritmu AES a dešifrování řetězce metodou AesDec().
Šifrování hodnot je popsáno v kapitole 3.7.3. Třídy PBSerializer a XMLSerializer
již byly zmíněny ve spojitosti s třídou DataFormatter a detailnější informace lze
nalézt v kapitole 3.3 věnované síťové komunikaci nástroje.
3.4.2 Logování
Jediná grafická Konzole má grafické uživatelské rozhraní, a tak mohou být chyby
zobrazeny přímo přihlášenému uživateli. Klient a Server jako Windows služby ne-
mohou s uživatelem interagovat vůbec. Je tedy důležité, u nástroje WinMon jako
celku, zaznamenávat různé informace o celém procesu fungování od spuštění až po
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ukončení. Toto se nevztahuje jen na případné chyby, ale minimálně ze začátku je
vhodné zaznamenávat i úspěšná provedení vybraných funkcí. Celé logování se na-
chází v knihovně WMLogger.dll.
Zaznamenat lze celkem čtyři různé úrovně, které se nastavují ve formě flagů
proměnné LogLvl. Tyto úrovně jsou:
• INFO (Information) - Informace
• WARN (Warning) - Varování
• ERR (Error) - Chyba; většinou důležité
• DEV (Developer) - Informace pro vývojáře
Záznam je tvořen čtyřmi prvky v hranatých závorkách, což napomáhá lepšímu stro-
jovému zpracování. Jedná se o identifikátor úrovně, časové razítko, obecný název
a detailnější popis. Příkladem může být:
[ERR][2014-04-20 12:00:00][Nastala neošetřená výjimka][přesný popis]
Třída Logme
Logování, a s ním spjaté funkce a akce, má na starosti statické třída Logme. Každá
z WinMon aplikací si vytváří své logy, neboť používá vlastní instanci třídy logo-
vání. Standardní umístění souborů je v kořenovém adresáři aplikace, nicméně lze
pomocí metody LogPath() nastavit jakoukoli jinou cestu, uloženou dále v konfigu-
raci programu. Z konfigurace se také cesta primárně načítá, takže ji lze změnit jen
v konfiguračním souboru a při dalším spuštění je již tato nová cesta brána v potaz.
Zápis do logu probíhá za pomoci vlastních metod Write() a WriteLn().
Ukládaný soubor má příponu .log, což je poměrně běžně používaná přípona.
V kořenovém adresáři jsou s touto příponou pouze logy aplikace, což umožňuje
v případě potřeby jejich automatizovaný sběr v doméně pomocí skriptu spuštěného
například při přihlášení či odhlášení. Dále lze nastavit cestu pro ukládání logů na
sdílený disk, čímž lze logy centralizovat bez použití skriptů.
Jméno souboru vychází z GUID čísla počítače, což je unikátní číslo rozlišující
jednotlivé počítače, více v kapitole 3.5.3. Z optimalizačních důvodů lze pro soubor
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nastavit jeho velikost (MaxSizeInMB) či maximální počet řádků (MaxLinesCnt). Ve-
likost se udává v MB (megabajtech) a jakmile jí je dosaženo, vytvoří se nový soubor
se sufixem
”
2“ či analogicky dalším číslem v řadě. Omezení počtu řádků se vztahuje
na jeden soubor, při jehož dosažení jsou mazány nejstarší záznamy s každým novým
zápisem. Obě omezení očekávají celé kladné číslo či 0 pro deaktivaci.
3.4.3 Konfigurace
Každá ze tří aplikací nástroje WinMon má kromě souboru s logy také vlastní soubor
s nastavením, v němž jsou uchovány jednotlivé konfigurační údaje. Aplikace si své
nastavení drží v paměti a ze souboru ho načte pouze při svém spuštění explicitním
zavoláním metody ReloadCfg(), či metodami zmíněnými níže. Konfigurací se za-
bývá vytvořená knihovna WMCfg.dll.
Třída Cfg
Přestože lze využít přichystanou třídu System.Configuration.Configuration, re-
prezentující konfiguraci programu, nevyužil jsem ji a napsal jsem vlastní. Ta využívá
stejnou XML serializaci jako je použita pro komunikaci pomocí XML zpráv. Mohl
jsem tedy využít své existující metody pro práci s formátem XML. Konfigurační
soubor je uložen ve formátu XML a nachází se v kořenovém adresáři aplikace.
V prvé řadě je tento formát textový, takže všechny hodnoty jsou uloženy jako
řetězce string. Při využití výše zmíněné přichystané třídy nacházející se v .NET Fra-
meworku, tak získám seznam řetězců ve tvaru klíč-hodnota, kde musím dále řešit jed-
notlivé datové typy. Využitím vlastní třídy jsem si předpřipravil třídy CfgDataSrv,
CfgDataCli a CfgDataGui, jež reprezentují jednotlivé konfigurace programů. S vyu-
žitím XML serializace mohu celý objekt uložit do XML (SaveToXML()) nebo načíst
zpět do objektu (LoadFromXML()). Takto jsou v proměnných třídy vždy automa-
ticky hodnoty se správným datovým typem. Načtení XML souboru je vhodné i pro
odeslání přes socket, kdy si server může vyžádat konfigurační soubor klienta, což
byl jeden z požadavků firmy. Načtený soubor v objektu tedy data pouze uchovává,
pro samotné faktické nastavení programu je nutné zavolat metodu Apply(), čímž se
nastavení teprve aplikuje.
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3.5 WinMon Klient a Server
Ze tří navrhovaných aplikací je Server a Klient tím důležitým jádrem, které zajišťuje
celou požadovanou funkčnost. Komunikace mezi aplikacemi je co nejvíce automa-
tická a používá časovače, jimiž lze vyvolat inicializaci sběru konfiguračních informací.
V této kapitole obě aplikace popíši podrobněji.
3.5.1 Využití architektury klient-server
Již během návrhu obecného řešení jsem se rozhodl, že pro komunikaci využiji síťové
sockety, a tím pádem i klient-server architekturu. Při implementaci jsou k dispo-
zici sockety jak serverové pro naslouchání, tak i klientské pro inicializaci připojení
k serveru. Přestože by se mohlo na první pohled zdát jasné, že naslouchací socket
TcpServer bude na serveru a klient bude používat TcpClient, bylo nutno zvážit
různé aspekty.
1. Inicializace
2. Pošli informace o konfiguraci
3. Posílám infomace o konfiguraci
KlientServer
(a) Server → klient
1. Inicializace
3. Pošli informace o konfiguraci
4. Posílám infomace o konfiguraci
KlientServer
2. Existuje pro mě úloha?
(b) Klient → server
Obrázek 3.10: Klient-server architektura dle inicializace spojení (Vlastní zpracování)
Koncept aplikace je, že WinMon Klient pracuje ve funkci sondy jako Windows
služba na koncovém počítači. WinMon Server poběží také jako služba na fyzickém
serveru, tj. nepřetržitě, a má funkci sběratele a spravovatele informací od jednot-
livých Klientů. Toto provedení lze řešit dvěma způsoby, znázorněnými na obrázku
3.10.
První způsob nastává tehdy, když server sám vyhledá klienty na síti (například
pomocí broadcastu) a následně nalezeným počítačům zašle požadavek na vrácení
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jejich konfigurace. Tento přístup je nedokonalý v tom, že by správně fungoval jen
na lokální síti a ne mimo sídlo společnosti, kde se některé počítače nachází.
Volil jsem tedy způsob, kdy server jen pasivně čeká a naslouchá na zvoleném
portu. Zároveň spravuje globální frontu úloh, které mohou být zadány manuálně
nebo automaticky časovačem. Klient iniciuje připojení na server, jehož IP adresu má
uloženou ve svém nastavení. Dále se klient serveru v určených intervalech dotazuje,
zda je pro něj přichystána nějaká úloha či nikoliv. Pokud ano, klient úlohu vykoná
a odešle serveru výsledek. Vše za pomoci asynchronních socketů.
3.5.2 Návrh Windows služby
Aplikace WinMon Klient i WinMon Server jsou navrhnuty jako Windows služby.
V zásadě jsou tedy podobné konzolové aplikaci (tj. aplikaci bez grafického uživa-
telského rozhraní). Hlavním rozdílem ovšem je, že služba nejen že nemá grafické
rozhraní, ale neočekává ani žádnou jinou přímou interakci s uživatelem.
Je to z důvodu izolace služby systémem, neboť je určena k dlouhodobému běhu se
startem počítače a spouští se ještě před přihlášením uživatele, tj. nezávisle na něm.
S Windows službami samozřejmě lze komunikovat, ovšem děje se tak pomocí další,
oddělené aplikace. Časté je využití meziprocesové komunikace IPC (Inter-process
communication) či pomocí socketů. Druhý jmenovaný způsob byl také využit při
návrhu WinMon Konzole plnící funkci grafického rozhraní, popsanou v kapitole 3.6.
Služby na systémech Windows spravuje SCM (Service Control Manager), sta-
rající se o registraci a řízení všech služeb systému. Z toho také vyplývá, že službu
nelze spustit jako běžnou aplikaci, nýbrž se jí musí automaticky vygenerovat a nasta-
vit třída ProjectInstaller, která poslouží nástroji InstallUtil.exe (součást .NET
Frameworku) pro registraci do SCM.
Aby byly naprogramované služby schopny reagovat na příkazy SCM, musí hlavní
aplikace dědit ze třídy ServiceBase a zároveň mít povinné metody. Jedná se o me-
todu OnStart, jež se provede při startu služby a dále o metodu OnStop, která na-
stane při ukončení služby. Volitelně lze implementovat i OnPause a OnContinue pro
dočasné pozastavení a opětovné rozběhnutí, tyto jsem ovšem neimplementoval.
Služba je v rámci SCM považována za úspěšně spuštěnou až v tom okamžiku,
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kdy se provede celá metoda OnStart. Ta proto nesmí obsahovat žádnou důležitou
logiku aplikace (či časově náročné operace), neboť by ji SCM ukončil. V této metodě
tedy pouze inicializuji aplikace, vytvořím a spustím nové vlákno, mající na starost
samotný běh aplikace.
Z důvodu rozlišení musí mít každá služba nastaveno:
• Jméno, pod nímž je služba identifikována (interně)
• Jméno, které je zobrazováno v seznamu služeb
• Informativní popis služby
• Způsob spuštění (automaticky, manuálně, zakázáno)
• Uživatelský účet použitý pro spuštění služby
Obě vytvořené služby jsou spouštěny automaticky se startem systému a pod účtem
LocalSystem. Identifikovány jsou jako WinMon Klient a WinMon Server.
3.5.3 Rozlišení počítačů
Dlouhou dobu jsem se snažil jednoznačně identifikovat fyzický počítač. Nejdříve
jsem chtěl počítače identifikovat podle MAC adresy, sériového čísla základní desky,
či kombinací různých komponent. Nicméně jsem nenašel dostatečně vhodnou kom-
binaci, neboť většina komponent jde vyměnit, případně není zajištěno zveřejnění
jejich sériových čísel.
Zavedl jsem tedy identifikátor GUID, jenž generuje server na žádost klienta.
Pokud počítač nenajde v konfiguračním souboru zaznamenaný svůj globální iden-
tifikátor, nechá si ho serverem vygenerovat a následně si jej obě strany uloží. Dále
bude každý fyzický počítač rozlišován výhradně podle GUID, bez ohledu na jméno
počítače, či jeho příslušnost k doméně.
Tímto se samozřejmě nevyřešil problém, kdy klient přijde o celý konfigurační
soubor, například novou instalací nástroje WinMon, či systému po selhání disku.
Toto lze jednoduše vyřešit manuálním zásahem, kdy se počítači do konfiguračního
souboru zapíše jeho staré GUID, uchované na serveru v databázi SQLite.
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KlientServer
Vygenerovat
unikátní GID
Uložit do DB
Uložit do
konfig. souboru
Začít normální
komunikaci
Vyzvednou
úlohu
Úkol k
vykonání
Vykonat
úkol
Uložit do DB
Existuje GID v
konfig. souboru
[ne] [ano]
[ano]
Začátek komunikace
Konec komunikace Konec komunikace
[ne]
GIDGID
VýsledekVýsledek
Obrázek 3.11: Diagram aktivit zobrazující komunikaci (Vlastní zpracování)
S vlastním identifikátorem GUID může již probíhat běžná komunikace mezi
WinMon Klientem a Serverem. Na obrázku 3.11 je uveden UML diagram aktivit,
zobrazující tuto komunikaci ve zjednodušené formě. Aktivita na diagramu nebude
probíhat pouze jednou, nýbrž opakovaně dle nastaveného časovače. Klient si takto
kontroluje, zda pro něj není na WinMon Serveru nachystána nějaká úloha.
3.5.4 Databázové tabulky
Dále budou uvedeny konkrétní databázové tabulky, vycházející z návrhu v kapitole
3.2.4, kde byly uvedeny ve formě ER diagramu. Tento diagram byl převeden do
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konkrétních tabulek a jednotlivé vztahy mezi nimi byly nahrazeny novými sloupci
(atributy) s cizími klíči.
Použitím databáze SQLite byly dosti omezeny možnosti datových typů sloupců
tabulek. Nemusel jsem řešit ani velikost jako u jiných databází, neboť ta je určována
automaticky. SQLite totiž používá dynamické typování a tzv. ukládací třídy, kterých
je pouze 5 typů:
• NULL - Hodnota NULL (Značící prázdnou hodnotu)
• INTEGER - Jakékoliv celé číslo se znaménkem (Automatická velikost)
• REAL - Jakékoliv desetinné číslo
• TEXT - Textový řetězec v UTF-8 (Automatická velikost)
• BLOB - Přímo uložená hodnota bez určení datového typu
Chyběly mi datové typy jako BOOLEAN a DATETIME. Místo BOOLEAN jsem
použil celé číslo, kdy 0 je false a 1 je true. Datum je uloženo ve formátu ISO8601
řetězce a čte se přes vestavěné funkce pro data přímo v SQLite.
3.5.4.1 Tabulky hardwarového vybavení
Tabulka Computer
Ústřední tabulkou celého návrhu je tabulka Computer. Ta reprezentuje jeden fy-
zický firemní počítač, ke kterému se vztahují všechny ostatní informace o kompo-
nentách. U každého počítače je zaznamenán jeho název v systému Windows, jenž
by ve většině případů měl vycházet ze jména osoby, primárně používající konkrétní
počítač. Jméno je složeno z prvního písmena jména a celého příjmení, přičemž něk-
teré počítače k tomuto tvaru mají dále připojen sufix, pokud nový a starý počítač
fungoval na síti společně. V rámci jedné domény či skupiny totiž musí být název
unikátní. Pro rozlišení počítačů mimo společnost je uložen i název domény Domain,
pakliže je v ní počítač přidán. Tímto lze dále rozlišovat počítače fyzicky přítomné
v sídle společnosti, neboť jen ty jsou ve firemní doméně. Sloupec GUID obsahuje
unikátní identifikátor počítače, který vygeneruje a zašle server klientovi na základě
jeho žádosti, a dále je každý počítač rozlišován jen podle tohoto identifikátoru.
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Atribut SQLite typ Je NULL Příklad/popis
Id comp (PK) INTEGER NOT NULL Identifikátor záznamu
GUID TEXT NOT NULL Unikátní identifikátor pc
Name TEXT NOT NULL dkrym-pc
Domain TEXT NULL Název domény
Note TEXT NULL Volitelný popisek počítače
Tabulka 3.1: Databázová tabulka Computers (Vlastní zpracování)
Tabulka History
Ve skutečnosti se nejedná o jedinou tabulku, ale o celou množinu podobných ta-
bulek se stejným názvem a odlišným sufixem. V ER diagramu jsou tyto tabulky
navrženy jako atributy vztahu mezi tabulkami počítače a jednotlivými komponenty
(vztah přerušovanou čárou). Tabulka slouží výhradně pro uložení vztahu počítače
a komponenty tak, aby bylo možné zaznamenat čas vzniku a poznatek, zda se jedná
o aktivní vztah. Konkrétní ukázka tabulky History c, vztahující se k procesoru, je
uvedena níže. Z pohledu zobrazení historie komponent pro určitý počítač je nutné,
aby se záznamy nemazaly. Pokud je procesor v počítači vyměněn za nový, záznam
zůstane zachovaný a pouze se nastaví atribut Active na false.
Atribut SQLite typ Je NULL Příklad/popis
Id hist (PK) INTEGER NOT NULL Identifikátor záznamu
Id comp INTEGER NOT NULL Identifikátor počítače
Id c INTEGER NOT NULL Identifikátor cpu
Active INTEGER NOT NULL 0 / 1 (False / True)
Timestamp TEXT NOT NULL YYYY-MM-DD HH:MM:SS
Tabulka 3.2: Databázová tabulka History (Vlastní zpracování)
Tabulka CPU
Jednotlivé atributy obsahují specifikace procesoru v počítači. Každý procesor je
buď 32-bitový či 64-bitový (Architecture), má určitou rychlost vyjádřenou taktem
(Clock) a patici (Socket), v níž je osazen v základní desce. Patice se liší podle vý-
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robce, ale většina firemních počítačů má patici 1155, případně starší 775. Výrobcem
(Manufacturer) je nejčastěji Intel či AMD a atribut Caption určuje marketingový
název, pod kterým jsou procesory distribuovány, respektive rozlišovány.
Atribut SQLite typ Je NULL Příklad/popis
Id c (PK) INTEGER NOT NULL Identifikátor záznamu
Caption TEXT NULL Intel(R) Core(TM) i5-2400
CPU @ 3.10GHz
Architecture INTEGER NULL 32 / 64 (bitů)
Manufacturer TEXT NULL GenuineIntel
Socket TEXT NULL Socket 1155 LGA
Clock INTEGER NULL 3100 (v MHz)
Tabulka 3.3: Databázová tabulka CPU (Vlastní zpracování)
Tabulka RAM
Obsahuje informace o modulu operační paměti RAM. Počítač má běžně těchto mo-
dulů více a není neobvyklá výměna modulu či přidání nového. Každý modul je určen
výrobcem (Manufacturer) a technickými parametry. Vybrány byly velikost paměti
(Capacity), takt (Speed) a jejich třída typu (Type). Jako Caption může být uveden
slovní název či popis, uvedení tohoto parametru ovšem závisí na výrobci a často
bývá úplně vynechán.
Atribut SQLite typ Je NULL Příklad/popis
Id r (PK) INTEGER NOT NULL Identifikátor záznamu
Caption TEXT NULL Název
Manufacturer TEXT NULL Kingston
Capacity INTEGER NULL 2048 (v MB)
Speed INTEGER NULL 667 (v MHz)
Type TEXT NULL DD3 [PC3-10600]
Tabulka 3.4: Databázová tabulka RAM (Vlastní zpracování)
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Tabulka Video
Jsou zde uloženy informace o grafické kartě počítače. Informace o kartě nebývají
moc detailní, neboť většina počítačů ve vlastnictví společnosti XXX má pouze inte-
grované grafické karty. Lze zde nalézt název procesoru (Processor), velikost paměti
(Memory) a název celé karty, jak se sama identifikuje (Caption).
Atribut SQLite typ Je NULL Příklad/popis
Id v (PK) INTEGER NOT NULL Identifikátor záznamu
Caption TEXT NULL NVIDIA / GF116 [GeForce
GTX 550 Ti]
Processor TEXT NULL GeForce GTX 550 Ti
Memory INTEGER NULL 1024 (v MB)
Tabulka 3.5: Databázová tabulka Video (Vlastní zpracování)
Tabulka NIC
Akronym NIC značí Network Interface Card, čili síťovou kartu počítače. Každý
počítač, komunikující se serverovou aplikací, musí obsahovat minimálně jednu tako-
vouto kartu. Může jich mít ovšem klidně i více. Každá karta obsahuje unikátní ad-
resu druhé ISO/OSI vrstvy (MAC). Speed je vyjádření maximální rychlosti, kterou
zvládne karta komunikovat po síti. Atributy Caption a Model jsou slovním popisem
konkrétní síťové karty, potažmo chipsetu.
Atribut SQLite typ Je NULL Příklad/popis
Id n (PK) INTEGER NOT NULL Identifikátor záznamu
Caption TEXT NULL Realtek L8168/8111 PCIe
Model TEXT NULL PCIe GBE Family Controller
MAC TEXT NULL 50-E5-49-54-A6-22
Speed INTEGER NULL 100 (v MB/s)
Tabulka 3.6: Databázová tabulka NIC (Vlastní zpracování)
Tabulka HDD
Parametry pevného disku jsou uloženy v této tabulce. V atributu Caption se občas
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nachází název či popis disku, ale většinou je tato položka od výrobce nevyplněná.
Dostatečný popis konkrétního typu disku je uveden v atributech výrobce (Manu-
facturer) a modelu disku (Model). Velikost disku (Size) přesně neodpovídá hodno-
tám, s nimiž se disky prodávají. Díky různému převodu jednotek je udávaná velikost
disku vždy vyšší, než jaké lze po naformátování dosáhnout. Zde uvedená hodnota
velikosti disku je ovšem velmi podobná oficiální udávané velikosti, jen se o pár jed-
notek liší. Proto je nutné brát uvedenou hodnotu jako orientační. Dále je obsažen
způsob připojení disku k základní desce (Interface) a skutečnost, zda disk podporuje
systém monitorování pevného disku S.M.A.R.T. (SMART).
Atribut SQLite typ Je NULL Příklad/popis
Id h (PK) INTEGER NOT NULL Identifikátor záznamu
Caption TEXT NULL Název
Model TEXT NULL ST1000DM003-9YN162
Manufacturer TEXT NULL Seagate
Size REAL NULL 1000,2 (v GB)
Interface TEXT NULL Serial ATA
SMART INTEGER NULL 0 / 1 (False / True)
Tabulka 3.7: Databázová tabulka HDD (Vlastní zpracování)
Tabulka Other
V tabulce jsou obsaženy dodatečné informace, u kterých nelze získat podrobnější
hodnoty nebo není potřeba je vůbec uchovávat. Kromě možnosti uložení poznámky
(Note) jsou zde informace o typu monitoru (Monitor) a mechaniky (Cd rom).
Atribut SQLite typ Je NULL Příklad/popis
Id o (PK) INTEGER NOT NULL Identifikátor záznamu
Cd rom TEXT NULL DVDRAM GH22NS70
Monitor TEXT NULL NEC67FF
Note TEXT NULL Nějaká poznámka
Tabulka 3.8: Databázová tabulka Other (Vlastní zpracování)
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3.5.4.2 Tabulky softwarového vybavení
Tabulka Software
Jednotlivých programů je v počítačích nainstalováno větší množství než je v počí-
tači jednotlivých hardwarových komponent. Soupis programů je tedy uložen jako
momentální stav bez možnosti zobrazení historie změn, neboť by každá aktualizace
byla brána jako celá nová aplikace. Jednotlivé atributy jsou v tomto případě samo-
popisné.
Atribut SQLite typ Je NULL Příklad/popis
Id s (PK) INTEGER NOT NULL Identifikátor záznamu
Id comp (FK) INTEGER NOT NULL Identifikátor počítače
Name TEXT NOT NULL Google Chrome
Publisher TEXT NULL Google Inc.
Version TEXT NULL 22.0.1229.94
Timestamp TEXT NOT NULL YYYY-MM-DD HH:MM:SS
Tabulka 3.9: Databázová tabulka Software (Vlastní zpracování)
Tabulka Key
Pro vybrané programy zde může být uložen zašifrovaný kód Product Key. V sou-
časné době umí aplikace WinMon zjistit kód Product Key jen u systému Windows
a kancelářského balíku Office. Z důvodu umístění těchto klíčů do samostatné tabulky
není do budoucna vyloučeno i uložení klíčů jiných komerčních aplikací.
Atribut SQLite typ Je NULL Příklad/popis
Id k (PK) INTEGER NOT NULL Identifikátor záznamu
Id s (FK) INTEGER NOT NULL Identifikace softwaru
Prod key enc TEXT NOT NULL Produkt Key zašifrovaný
Timestamp TEXT NOT NULL YYYY-MM-DD HH:MM:SS
Tabulka 3.10: Databázová tabulka Key (Vlastní zpracování)
Tabulka Security
Jsou zde uloženy informace o přítomnosti a aktivitě antivirového, antispywaro-
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vého a firewallového programu. U každého takového programu je uložen jeho název
(Prod name), jeho aktivita v systému (Enabled) a zda je aktualizovaný (UpTo-
Data). V případě antivirového programu je sledována aktuálnost virové databáze,
ne samotné aplikace. Více o zjišťování těchto informací pojednává kapitola 3.7.4.
Atribut SQLite typ Je NULL Příklad/popis
Id sec (PK) INTEGER NOT NULL Identifikátor záznamu
Id comp (FK) INTEGER NOT NULL Identifikace počítače
Prod name TEXT NOT NULL ESET NOD32 Antivirus 4.2
Enabled INTEGER NULL 0 / 1 (False / True)
UpToDate INTEGER NULL 0 / 1 (False / True)
Timestamp TEXT NOT NULL YYYY-MM-DD HH:MM:SS
Tabulka 3.11: Databázová tabulka Security (Vlastní zpracování)
Tabulka Windows
Detaily, vztahující se k operačnímu systému Windows, používají další tabulku pro
uložení historie stejně jako hardwarové komponenty. Je to z důvodu používání Win-
dows XP, z něhož se v budoucnu bude postupně přecházet na novější systém.
Atribut SQLite typ Je NULL Příklad/popis
Id w (PK) INTEGER NOT NULL Identifikátor záznamu
Caption TEXT NULL Windows 7 Professional x64
SP 1
Edition TEXT NULL Professional
Features TEXT NULL 64 Bit Edition, Media Center
Edition, Multiprocessor Free,
OEM-Version
Lic type TEXT NULL OEM
Prod key enc TEXT NULL Produkt Key zašifrovaný
Tabulka 3.12: Databázová tabulka Windows (Vlastní zpracování)
Takto bude moci být zachycena historie konkrétních systémů. Zašifrovaný Pro-
duct Key je na rozdíl od ostatního softwaru přímo součástí tabulky (Prod key enc).
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Atribut Features obsahuje dodatečné informace, jež lze o systému z WMI databáze
získat. Toto je hlavně využito u systémů s jádrem NT6.x, neboť tam lze dalšími pro-
duktovými klíči přidávat funkcionalitu. Příkladem je přidání aplikace Media Center
do systému Windows 8, k čemuž je potřeba zakoupit speciální Product Key.
3.5.4.3 Ostatní tabulky
Tabulka Sens log
Obsahuje hodnoty teplotních senzorů počítače. V grafické konzoli lze sledovat teploty
v reálném čase, ovšem ukládat všechny tyto informace do databáze by zakrátko
způsobilo obrovský nárůst řádků. Maximální teplota se zaznamenává lokálně na
každém počítači a jednou za čas je poslána na server, což lze ovlivnit nastavením.
V případě této podpory konkrétní základní deskou, jsou sledovány teploty pevného
disku, procesoru a grafické karty.
Atribut SQLite typ Je NULL Příklad/popis
Id log (PK) INTEGER NOT NULL Identifikátor záznamu
Id comp (FK) INTEGER NOT NULL Identifikace počítače
Max hdd temp REAL NULL 45,5 (◦C)
Max cpu temp REAL NULL 80,0 (◦C)
Max gpu temp REAL NULL 75,3 (◦C)
Timestamp TEXT NOT NULL YYYY-MM-DD HH:MM:SS
Tabulka 3.13: Databázová tabulka Sens log (Vlastní zpracování)
Tabulka Gui users
Tato tabulka slouží výhradně pro přihlášení se do grafické Konzole aplikace Win-
Mon. Každý účet lze zablokovat (Active) a určit mu přístupová práva (Acl level).
V současné době jsou použity pouze tři číselně označené úrovně přístupu. Jedná se
o hodnoty 1 (omezená práva), 5 (normální práva) a 10 (nejvyšší práva). Přímo po
sobě jdoucí čísla nebyla zvolena z důvodu obtížného přidávání další úrovně v bu-
doucnu. Zvolením čísel 1-5-10 vznikne dostatečná rezerva pro budoucí definování
nových úrovní práv.
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Atribut SQLite typ Je NULL Příklad/popis
Id usr (PK) INTEGER NOT NULL Identifikátor záznamu
Username TEXT NOT NULL dkrym
Password TEXT NOT NULL Heslo v SHA-2
Acl level INTEGER NOT NULL Určuje stupeň práv
Active INTEGER NOT NULL 0 / 1 (False / True)
Tabulka 3.14: Databázová tabulka Gui users (Vlastní zpracování)
Tabulka Tasks
Obsaženy jsou detaily úloh čekající na zpracování konkrétním klientem. Každá úloha
je vytvořena uživatelem (Id usr) a určena konkrétnímu počítači (Id comp). V tabulce
je uložena celá XML zpráva určená k odeslání (XML) a celkem tři časová razítka.
Jedná se o čas vytvoření, čas vykonání (kdy je úloha odebrána klientem) a čas
dokončení (kdy je obdržen výsledek). U každé úlohy lze zobrazit aktuální strav
(Status), který může být Waiting, In progress či Finished.
Atribut SQLite typ Je NULL Příklad/popis
Id t (PK) INTEGER NOT NULL Identifikátor záznamu
Id dependency
(FK)
INTEGER NULL Identifikátor jiné úlohy, která
musí být (nepovinný)
Id usr (FK) INTEGER NOT NULL Identifikace uživatele
Id comp (FK) INTEGER NOT NULL Identifikace počítače
Status TEXT NULL Stav úlohy
XML BLOB NULL XML kód s úlohou
Create time TEXT NOT NULL YYYY-MM-DD HH:MM:SS
Exec time TEXT NULL YYYY-MM-DD HH:MM:SS
Finish time TEXT NULL YYYY-MM-DD HH:MM:SS
Note TEXT NULL Volitelná poznámka
Tabulka 3.15: Databázová tabulka Tasks (Vlastní zpracování)
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3.5.5 Použité knihovny
Kromě již popsaných společných knihoven celého nástroje WinMon používá Klient
a Server několik odlišných. Ty vychází hlavně ze skutečnosti, že tyto dvě aplikace
tvoří jádro celého nástroje z pohledu realizované funkčnosti, a proto má každá z nich
některé specifické funkce a úkoly, s nimiž se musí vypořádat. Popis knihoven grafické
Konzole ani nebude uveden, neboť se jedná pouze o grafické rozhraní, které samo
o sobě nic nevykonává, jen zadává příkazy serveru a zobrazuje výsledek.
3.5.5.1 Získávání informací z počítačů
Jedná se ve skutečnosti o dvě knihovny, a to WMhw.dll a WMsw.dll. Rozdělení z po-
hledu hardwaru a softwaru je vhodné pro případné přidání dalších funkcí v bu-
doucnu. Kromě samotné výkonné části knihoven obsahují také definice tříd pro
uchování informací o různých objektech, se kterými se v třídách pracuje a dále
se odesílají po síti. Proto tyto knihovny využívá jak Server, tak i Klient.
Tyto třídy slouží například k popisu jednotlivých komponent, celého počítače, či
systému Windows a jiných. Zkrátka vše, co má smysl popsat jako celek, je modelo-
váno jako samostatná třída. Vždy jsou oddělena data a metody pro jejich manipulaci
z důvodu zpracování při posílání a příjmu přes síť.
Uvedu příklad pro komponentu procesoru. Existuje pro ni třída CPUData, ob-
sahující pouze proměnné, popisující jen tuto komponentu. Dále uvádím třídu CPU,
která obsahuje metody pro získávání těchto informací z fyzického počítače a ukládá
je do CPUData. Na základě tohoto rozdělení jsou všechny informace pouze v objektu
CPUData, ten lze přímo serializovat pro poslání a na druhém konci spojení jsou data
deserializována do nového objektu CPUData.
Pro sledování teplotních senzorů byla využita externí knihovna třetí strany, ne-
boť zveřejňování hodnot teplotních senzorů závisí zcela na výrobci základní desky,
potažmo na nainstalovaných ovladačích. Bylo nezbytné použít způsob fungující zcela
nezávisle na konkrétním počítači, proto jsem využil OpenHardwareMonitorLib.dll
knihovnu Open Hardware Monitor [29]. Ta je šířena zdarma pod licencí Mozilla
Public License 2.0. Tato knihovna na lokálním počítači zveřejní teplotní údaje z na-
lezených senzorů ve WMI databázi ve svém jmenném prostoru
”
root/OpenHard-
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wareMonitor“ a ostatní aplikace (zde WinMon Klient) mohou informace čerpat.
Konkrétní popis způsobu získávání hardwarových a softwarových informací je
uveden v samostatné kapitole s ukázkou konečného řešení 3.7.1.
3.5.5.2 Správa úloh
V knihovně WMtasks.dll jsou třídy a metody pro zpracování jednotlivých úloh. Vy-
užívá ji jak Server, tak i Klient. Liší se ovšem ve způsobu použití. Zatímco Server
vytváří, maže a spravuje úlohy, Klient je pouze vykonává a knihovna mu posky-
tuje vnitřní interpretaci jednotlivých úloh. Jednotlivé úlohy Tasks jsou vyjádřením
povelu pro Klienta, aby provedl požadovanou akci. Kromě akce NOTASK, která vy-
jadřuje, že konkrétní Klient nemá připravenou žádnou úlohu, všechny odesílají po
provedení výsledek na server.
Jednotlivé úlohy vychází z požadovaných funkcí specifikovaných uživatelem před
samotným návrhem. Jedná se převážně o žádosti konfiguračních informací konkrét-
ních komponent počítače, souhrn o celém počítači, softwarové informace, hodnoty
senzorů, či žádost konfiguračního souboru Klienta.
To, že existuje speciální úloha NOTASK, vychází ze způsobu komunikace. Klient se
totiž sám periodicky dotazuje Serveru na připravené úlohy (ve výchozím nastavení
jednou za 10 minut) a vždy očekává jako odpověď úlohu, kterou má provést. Takto
Klient dostane odpověď, kterou po dotazu požaduje, ale ví, že nemusí nic vykonávat
a ani Server neočekává výsledek.
3.5.5.3 Databáze SQLite
Knihovna WMdb.dll je využita pouze WinMon Serverem a slouží pro komunikaci
programu s databází, nacházející se v samostatném souboru kořenového adresáře,
kde je aplikace nainstalována. Již z návrhu vrstev celého nástroje v kapitole 3.2.2
je patrné, že s databází komunikuje pouze serverová část, a to interně. Grafická
Konzole i Klient tedy o existenci databáze nejsou vůbec informovány, pouze zasílají
a přijímají data přes socket a nezajímají se, kam si Server data ukládá.
Při vývoji jsem použil ADO.NET 2.0/3.5 Provider for SQLite [30], který poskytl
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systémovou knihovnu System.Data.SQLite.dll pro práci s databází. Implemento-
val jsem základní metody jako Insert(), Update(), Delete() a Get().
Komunikace s každým Klientem probíhá v samostatném vlákně, tudíž bylo nutné
zajistit bezpečný přístup k databázi z více vláken najednou. Pro každé vlákno, ob-
sluhující klienta v případě potřeby komunikace s databází, bude vytvořeno nové
připojení SQLiteConnection. Použití a předávání jediného spojení by bylo efek-
tivnější, nicméně takto je zajištěn bezpečný přístup z více vláken implicitně přímo
knihovnou.
3.6 WinMon grafická Konzole
Třetí aplikací nástroje WinMon je grafická Konzole, jejímž účelem je poskytnout gra-
fické ovládání zbylým dvěma aplikacím. Ty jsou totiž navrženy jako Windows služby
zcela bez grafického rozhraní. Nelze s nimi interagovat jinak než síťovou komunikací
a jediný způsob, jak jim lze změnit nastavení, je přímou editací konfiguračního XML
souboru aplikace.
Konzole tedy poskytuje pouze uživatelské rozhraní, mezičlánek mezi uživatelem
a Serverem. Na rozdíl od předchozích dvou aplikací se jedná o běžnou desktopovou
aplikaci vytvořenou v návrháři Visual Studia 2010. Hlavní funkcí je zasílání poža-
davků na Server a zobrazování jejich výsledků. Z tohoto důvodu jsou zde zobrazeny
pouze náhledy se základním popisem daného okna.
3.6.1 Přihlášení
Po zapnutí programu se zobrazí přihlašovací okno aplikace (obrázek 3.12). Je nutné
vyplnit IP adresu či jméno počítače a síťový port, na kterém naslouchá WinMon
Server. Tento údaj je uložen v konfiguračním souboru Konzole, proto je automaticky
vyplněn na poslední použitou adresu. Dalšími povinnými údaji jsou přihlašovací
jméno a heslo. Po stisku tlačítka Připojit začne autentizace uživatele. Databáze
s uživateli se nachází na Serveru, proto celý proces přihlašování probíhá po síti
a nikoliv lokálně.
90
Obrázek 3.12: Přihlašovací dialog grafického rozhraní (Vlastní zpracování)
3.6.2 Hlavní okno
Po úspěšné autentizaci je otevřeno hlavní okno aplikace. To zobrazuje všechny po-
třebné informace o počítačích a skládá se z několika částí. Rozložení okna je pevné,
nicméně lze měnit proporcionální velikost jeho jednotlivých součástí pro lepší zob-
razení pouze požadovaných informací. Ukázka hlavního okna na obrázku 3.13 je
barevně rozdělena na 4 části.
Obrázek 3.13: Hlavní okno WinMon Konzole (Vlastní zpracování)
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Část A Menu aplikace a panel nástrojů slouží pro ovládání Konzole jako takové.
Vybrané položky menu jsou zároveň ve formě grafických ikon na panelu nástrojů
a po najetí kurzoru zobrazí svůj popisek. Některé položky, jako například Historie,
Správce úloh a Správce uživatelů, otevřou další okno pro pohodlnější a přehlednější
zobrazení.
Část B Stromová struktura skupin jednotlivých počítačů. Pro oddělení počítačů
v sídle společnosti i mimo něj, slouží předdefinované skupiny LAN a WAN. Skupiny
Online a Oﬄine slouží pro vyfiltrování připojených počítačů. Pokud má Klient
nastaven interval dotazování se Serveru na úlohy 10 minut a přesáhne ho o více než
minutu, je brán jako nepřipojený. Dále lze vytvářet své vlastní skupiny a počítače
do nich manuálně přiřazovat.
Část C Hlavní oblast zobrazující samotné informace o jednotlivých počítačích,
vybraných na základě zvolené skupiny z levé části. Tabulkový výpis obsahuje pouze
některé vybrané informace, nikoliv všechny uložené v databázi. Řádek reprezentuje
jeden počítač, na kterém lze po stisknutí pravého tlačítka provádět konkrétní akce.
Část D V poslední oblasti se nacházejí rozšiřující informace, jež lze přepínat po-
mocí záložek. Jednotlivé záložky je možno dále otevřít ve formě samostatného okna,
pokud je potřeba větší zobrazení z důvodu přehlednosti, namísto kompaktního zob-
razení v části D.
3.6.3 Správa uživatelů
Jednotlivé uživatele grafické Konzole lze spravovat, pokud má uživatel nejvyšší
práva. Po nainstalování Serveru je v databázi automaticky vytvořen uživatel ad-
min s heslem admin, určený pro prvotní přihlášení a přidání dalších uživatelů.
Výchozí heslo doporučuji hned při prvním přihlášení změnit. Hesla existujících uži-
vatelů nemůže ani administrátor zpětně zobrazit, nicméně může u každého účtu
zadat nové heslo. Ukázka okna správy uživatelů je uvedena na obrázku 3.14.
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Obrázek 3.14: Správa uživatelských účtů Konzole (Vlastní zpracování)
3.7 Ukázky řešení vybraných funkcí
Naprogramování všech tří požadovaných aplikací nebylo jednoduché a musel jsem se
při něm potýkat s mnohými nástrahami. Některé problémy se objevily až v průběhu
řešení, případně při studiu dané problematiky, či při samotné realizaci konkrétních
funkcí. Jazyk C# s .NET Frameworkem práci dost usnadňoval, ovšem někdy bylo
potřeba prostudovat dostupné prostředky jazyka a vybrat to nejlepší řešení pro da-
nou situaci. V operačních systémech Windows bylo možné dohledat různé zajímavé
informace, ovšem z větší části nebyly určeny pro přímé čtení, a tak pro ně neexis-
tovala dokumentace či popis rozhraní, z nichž bych mohl čerpat. Implementované
funkce v této kapitole jsem proto převážně řešil různým testováním a experimento-
váním.
3.7.1 Informace o konfiguraci počítače
Na základě teoretických poznatků o získávání informací z počítače se systémem Win-
dows z kapitoly 1.1 jsem zvolil využití jak databáze WMI, tak i systémového registru.
V databázi WMI lze nalézt velké množství hardwarových i softwarových informací,
jen je potřeba zjistit, v jakém jmenném prostoru se nacházejí a jakým konkrétním
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dotazem je získat. Naproti tomu, v systémovém registru lze získat omezené množství
informací o softwarovém vybavení.
3.7.1.1 Informace o hardwaru
Veškeré hardwarové informace byly získány z WMI databáze. Pro každou kompo-
nentu jsem napsal samostatnou metodu, získávající o komponentě předem vybrané
informace. Dotazy totiž vrací celý WMI objekt, ze kterého je nutné postupnou ite-
rací vybrat jen požadované hodnoty. Různé objekty WMI mají ovšem jiné proměnné,
z tohoto důvodu je potřeba separátní metoda pro každou komponentu. Dále násle-
duje ukázka získání celkové velikosti jednoho modulu RAM paměti. Jelikož se jedná
o získání jediného parametru, není potřeba nad objektem iterovat.
1 public string GetTotalMemory ()
2 {
3 string query = "SELECT TotalPhysicalMemory FROM
Win32_ComputerSystem";
4 // 1024*1024 = 1048576
5 const UInt64 inMB = 1048576;
6
7 using (ManagementObjectSearcher searcher = new
ManagementObjectSearcher(query))
8 {
9 ManagementObjectCollection items = searcher.Get();
10 ManagementObject item = items.Cast <ManagementObject >().
First();
11 // Pouze prvni hodnoty , z WMI vracena jako UInt64
12 return (( UInt64)item["TotalPhysicalMemory"] / inMB).
ToString ();
13 }
14 }
Zdrojový kód 3.3: Zisk informace z WMI databáze
3.7.1.2 Informace o softwaru
Informace o nainstalovaných programech lze také získat z WMI databáze. Použít
můžeme například dotaz:
select * from Win32_Product
Vykonání tohoto dotazu bylo nesmírně pomalé a při bližším zkoumání jsem našel dů-
vod, proč tomu tak je. Dotaz totiž způsobí volání MSI (Microsoft Windows Installer)
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poskytovatele pro sumarizaci veškerého nainstalovaného softwaru dále inicializují-
cího kontrolu konzistence, verifikaci a případnou opravu každého balíku. V protokolu
událostí systému se navíc pro každý software vygeneruje nová událost. Soupis in-
stalovaného softwaru jsem tedy získal pouze ze systémového registru, a to složením
seznamu ze tří různých, níže uvedených umístění.
Soupis 32-bitových aplikací se nachází:
HKLM\SOFTWARE\Microsoft\Windows\CurrentVersion\Uninstall
Soupis 64-bitových aplikací se nachází:
HKLM\SOFTWARE\Wow6432Node\Microsoft\Windows\CurrentVersion\Uninstall
Aplikace, které jsou nainstalovány pouze pro konkrétního uživatele, se nachází:
HKCU\SOFTWARE\Microsoft\Windows\CurrentVersion\Uninstall
3.7.2 Kód Product Key
Většina placeného softwaru, pokud nespoléhá na hardwarový klíč, využívá kódu
Product Key. Tento kód si uživatel koupí a zadá do programu, čímž se program
”
odemkne“ jako legální kopie aplikace. Samotný kód je většinou sekvence čísel a pís-
men s předem určenou či proměnnou délkou. Zpětně přímo zobrazit takový kód
je nežádoucí, protože opsáním či zkopírováním by si ho mohl kdokoliv použít pro
vlastní potřebu. Na druhou stranu, pro účely evidence softwaru je důležité mít soupis
klíčů, které byly na jednotlivých počítačích použity.
Získat produktový klíč není tak triviální úkol, jak by se na první pohled mohlo
zdát. V počítači totiž neexistuje jednotné úložiště kódů, ani jejich jednotný formát.
Záleží tak pouze na vydavateli konkrétního produktu, kde a jakou formu pro uložení
použije. Nejčastěji je klíč uložen v zakódovaném či zašifrovaném tvaru v registru,
nebo v licenčním souboru někde v počítači.
Jelikož nelze použít žádný univerzální způsob, musela by se vytvořit vlastní da-
tabáze různých komerčních programů, včetně zaznamenání různých verzí, neboť i ty
mohou obsahovat odlišnosti. Vybudovat takovou databázi by bylo náročné časově
i zdrojově. V aplikacích jsem se proto zatím zaměřil pouze na společnost Microsoft
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a její produkty Windows a Office, neboť používají stejný, byť oficiálně nezveřejněný,
způsob uložení produktového klíče.
3.7.2.1 Získání kódu
Při svém řešení jsem vycházel ze závěrů německého výzkumu Inside Windows Pro-
duct Activation [31], který zkoumal, jak probíhá aktivace systému Windows XP.
Část tohoto dokumentu se věnuje i popisu kódu Product Key.
V uvedeném dokumentu lze nalézt podrobné informace, proto dále budou uve-
deny spíše implementační detaily než celý proces převodu.
Kód Product Key je složen z pěti skupin po pěti alfanumerických znacích. Nejedná
se ovšem o všechny znaky, ale pouze o 24 následujících:
B C D F G H J K M P Q R T V W X Y 2 3 4 6 7 8 9
Tato sada znaků platí pro všechny systémy Windows a balíky Office, kromě nej-
novějších verzí. Verze Windows 8 a Office 2013 (a novější) mohou navíc obsahovat
písmeno N. Na obrázku 3.15 lze vidět ukázku štítku pro Windows XP, který je
nalepený na jednom z firemních počítačů. Tento kód se zadává při instalaci celého
systému.
Obrázek 3.15: Štítek s kódem Product Key (Vlastní zpracování)
Kód Product Key je uložen v zakódované formě jako posloupnost bajtů v proměnné
DigitalProductId, nacházející se v podklíči:
HKEY_LOCAL_MACHINE\SOFTWARE\Microsoft\Windows NT\CurrentVersion
96
Na 64-bitových operačních systémech lze spouštět 32-bitové aplikace. Z bezpečnost-
ních důvodů je ale systémový registr pro různé bitové verze programů izolován a vzá-
jemně synchronizován. Jelikož jsem aplikace navrhoval jako 32-bitové, zrcadlení sys-
témového registru se mě týkalo. Proměnná DigitalProductId se totiž nezrcadlila,
a proto mi v aplikaci nešla přečíst. Situaci jsem vyřešil pomocnou metodou, která
otevřela zadaný klíč podle bitové verze systému, namísto bitové verze aplikace.
1 private RegistryKey GetRK(RegistryHive hive , string rpath)
2 {
3 return RegistryKey.OpenBaseKey(
4 hive , Environment.Is64BitOperatingSystem
5 ? RegistryView.Registry64 : RegistryView.Registry32)
6 .OpenSubKey(
7 @"SOFTWARE\Microsoft\Windows NT\CurrentVersion",
8 false);
9 }
Zdrojový kód 3.4: Otevření správného registru dle bitové verze OS
Zakódovaný Product Key se nachází v posloupnosti bajtů z DigitalProductId
na patnácti bajtech ofsetu 52 (0x34) až 66 (0x42). Dešifrování konečného Product
Key kódu je realizováno upravenou Feistelovou šifrou (konkrétní detaily viz [31])
a algoritmus je uveden v příloze č. 3.
Obrázek 3.16: Proměnná DigitalProductId uložená v registrech (Vlastní zpracování)
3.7.3 Šifrování hodnot
Použít AES šifrování (někdy též nazývané Rijndael) lze v C# za pomoci dvou růz-
ných tříd. První z nich je RijndaelManaged a druhá AesCryptoServiceProvider.
Jedná se ovšem o dvě různé implementace, mezi kterými bylo potřeba vybrat.
Původně se algoritmus nazýval Rijndael a jako takový byl institutem NIST
(National Institute of Standards and Technology) přijat pod názvem Advanced
Encryption Standard (AES). Přestože je AES přímo založen na původním algo-
ritmu Rijndael, jsou tam i drobné odchylky, což je hlavní rozdíl mezi výše zmíněnými
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třídami. Třída AesCryptoServiceProvider využívá Windows Crypto API a byla
oficiálně validována institutem NIST. Z toho vyplývá i jistá univerzálnost, kdy může
být text zašifrován v programu WinMon a dešifrován jakoukoliv jinou aplikací, třeba
i na webové platformě.
3.7.3.1 Použití AES
Většina komunikace mezi WinMon aplikacemi Klient a Server jsou nezajímavé infor-
mace z pohledu zneužití. Jedná se z větší části o popisy konfigurace či monitorované
hodnoty na cílových počítačích. Z tohoto důvodu jsem zvolil možnost nešifrovat
celou komunikaci. Do budoucna by mohlo být šifrování komunikace jako volitelná
možnost v nastavení.
Rozhodl jsem se tedy šifrovat jen vybrané řetězce přímo v posílané zprávě. Z ak-
tuálně zasílaných dat šifruji hlavně kód Product Key, který jsem vyhodnotil jako
potenciálně zneužitelný. Klíč i inicializační vektor jsem napevno zadal do všech tří
programů. Sice se nejedná zrovna o bezpečné uložení klíče a je zde zajisté možnost
jej z programu extrahovat a zneužít, nicméně se alespoň kódy Product Key nezasílají
v čistém textu. Jelikož se jedná o metodu, lze takto volitelně šifrovat a dešifrovat
jakékoliv hodnoty.
1 private static string Key = "zn4JLH=G3QpKw6IZQt -paUaGIhthxUeZ";
2 private static string IV = "tQPC0xU=C0bv8e1W";
3
4 private static string AesEnc(string text)
5 {
6 byte[] b_text = Encoding.UTF8.GetBytes(text);
7 using (AesCryptoServiceProvider aes = new
AesCryptoServiceProvider ())
8 {
9 aes.BlockSize = 128; // velikost bloku
10 aes.KeySize = 256; // délka klíče
11 aes.Padding = PaddingMode.PKCS7; // info v RFC2315
12 aes.Mode = CipherMode.CBC; // Cipher Block Chaining
13 aes.Key = Encoding.UTF8.GetBytes(Key);
14 aes.IV = Encoding.UTF8.GetBytes(IV);
15 ICryptoTransform ct = aes.CreateEncryptor(aes.Key , aes.IV);
16 byte[] encrypted = ct.TransformFinalBlock(b_text , 0, b_text
.Length);
17 return Convert.ToBase64String(encrypted);
18 }
19 }
Zdrojový kód 3.5: Metoda pro šifrování řetězce za pomoci AES
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3.7.4 Informace o zabezpečení počítače
Na zabezpečení počítače lze nahlížet z několika různých úhlů. Může se jednat na-
příklad o aktuálnost operačního systému, potažmo celého softwarového vybavení.
Všechny počítače ve společnosti jsou nastaveny na automatickou aktualizaci přes
službu Windows Update, proto jsem se aktualizacemi nezabýval. Kontrolovat kon-
krétní nastavení systému by bylo poměrně obtížné na rozhodnutí, s jakou kombinací
nastavení lze počítač považovat za zabezpečený. Proto bylo pouze na všech počítačích
sledováno, zda je spuštěn firewall a antivirus s aktuální virovou databází.
3.7.4.1 Zjištění stavu softwaru
Přestože můžeme získat informace o existenci antivirového a firewallového programu,
je nutné řešit jistý rozdíl mezi verzemi operačního systému. Informaci lze získat
WMI dotazem na lokální databázi, ovšem systémy před verzí Windows Vista (jádro
NT5.x) používají rozdílný jmenný prostor i jiný tvar výsledku (jiné proměnné, ze
kterých lze informace čerpat). Rozdíl je popsán v tabulkách 3.17 (dále jen SC) a 3.16
(dále jen SC2).
WMI dotazy pro získání informací:
select * from AntiVirusProduct
select * from AntiSpywareProduct
select * from FirewallProduct
WMI jmenný prostor: root\SecurityCenter2
Proměnná Příklad pro NOD32
displayName ESET NOD32 Antivirus 4.2
productState 397312
Tabulka 3.16: Informace o antivirovém programu v NT6.x (Vlastní zpracování)
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WMI jmenný prostor: root\SecurityCenter
Proměnná Příklad pro NOD32
companyName ESET, spol. s r. o.
displayName ESET NOD32 Antivirus 4.2
productUpToDate TRUE
onAccessScanningEnabled TRUE
versionNumber null
Tabulka 3.17: Informace o antivirovém programu v NT5.x (Vlastní zpracování)
Ve verzi SC jsou všechny informace přímo dostupné a lehce zobrazitelné. U verze
SC2 je vše reprezentováno pouze hodnotou productState.
3.7.4.2 Dekódování stavu softwaru
Podstatný problém nastal tehdy, když jsem zjistil, že k proměnné productState
neexistuje žádný oficiální manuál či popis, neboť se jedná o interní uložení stavu
systémem, které není zamýšleno ke čtení dalšími programy. Závěry o významu jed-
notlivých bajtů čísla bylo nutné vyvodit experimentálně na základě testování změny
čísla v různých situacích. Pro testování byl použit NOD 32 a Windows Defender.
Dekódování tedy nemusí být globálně platné, ovšem společnost používá na všech
počítačích jen NOD32, pro který zjištěné závěry platí. Jelikož se jedná o zápis ve
formě tzv. flagů, je výhodnější si číslo rozdělit jako trojici bajtů hodnoty v šestnáct-
kové soustavě:
397312 = 0x061000 = 0x06 0x10 0x00
První bajt lze určit podle výčtu WSC SECURITY PROVIDER, zveřejněného pro
potřeby nástroje Windows Security Center. Na jeho základě značí hodnota 0x06
přítomnost antivirového programu a zapnuté automatické aktualizace.
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typedef enum _WSC_SECURITY_PROVIDER {
WSC_SECURITY_PROVIDER_FIREWALL = 1,
WSC_SECURITY_PROVIDER_AUTOUPDATE_SETTINGS = 2,
WSC_SECURITY_PROVIDER_ANTIVIRUS = 4,
WSC_SECURITY_PROVIDER_ANTISPYWARE = 8,
WSC_SECURITY_PROVIDER_INTERNET_SETTINGS = 16,
WSC_SECURITY_PROVIDER_USER_ACCOUNT_CONTROL = 32,
WSC_SECURITY_PROVIDER_SERVICE = 64,
WSC_SECURITY_PROVIDER_NONE = 0,
}
Zdroj struktury: http://msdn.microsoft.com/en-us/library/bb432509%28VS.85%
29.aspx
Druhý bajt určuje, jestli je program v aktivním stavu, potažmo jestli je antivirový
program jako takový zapnutý:
0x00 Neaktivní
0x10 Aktivní
0x11 ???
Třetí bajt určuje aktuálnost virové databáze, tj. zda je program aktuální:
0x00 Aktuální
0x10 Neaktuální
0x11 ???
Na základě těchto tří bajtů lze tedy určit, zda je na počítači nainstalován a zapnut
antivirový program s aktuální virovou databází. V příkladu výše byl zapnutý vý-
chozí systémový firewall, obsažený přímo ve Windows 7, proto v prvním bajtu není
zahrnut. Jedná se tedy nejspíše o označení firewallu jako externího programu.
101
3.8 Postup instalace a nasazení
Jedním z požadavků na aplikaci byla možnost výsledný program automaticky nain-
stalovat tak, aby se nemusel ručně instalovat zvlášť na každý počítač ve společnosti.
Jelikož server nedisponuje žádným specializovaným nástrojem pro automatickou in-
stalaci programů v doméně, bude využit integrovaný nástroj serverů s operačním
systémem Windows, a to instalace za pomoci Group Policy Objects v Active Direc-
tory.
Dále bude popsán jednotlivými kroky celý postup nasazení jak samotné moni-
torovací aplikace, tak i potřebných prerekvizit. Pro člověka, který se v problema-
tice IT orientuje, se může následující návod zdát až moc detailní a nejspíše by ho
ani nepoužil. Návod tedy nelze brát jako nutné dogma a jedinou možnost nasazení
aplikace. Spíše popisuje reálnou situaci tak, jak byly jednotlivé vyvinuté programy
zprovozněny na počítačích a serveru společnosti.
Instalace programů s využitím Group Policy Objects nepodporuje běžné instalace
EXE programů. Nainstalovat lze pouze balíčky MSI, uzpůsobené i pro instalaci bez
zásahu uživatele (přesto je lze také instalovat klasicky přes grafické rozhraní).
3.8.1 Microsoft .NET Framework 3.5 SP1
V operačních systémech Windows 7 je již tento Framework nainstalován jako součást
systému. Doinstalovat jej je ovšem nutné na všechny počítače se starší verzí systému,
což je v případě vybrané firmy pouze a jen systém Windows XP.
Framework neexistuje ve verzi balíčku MSI, proto je nutné si tento balíček vy-
tvořit vlastními silami. Ze strany společnosti Microsoft se jedná o poměrně zásadní
nedostatek. Pro usnadnění vlastní přípravy MSI balíčku ovšem nabízejí skript, který
celé zpracování automatizuje. Výsledkem je potom složka jednotlivých komponent,
které se dále nainstalují jedna po druhé. Následující kroky jsou kombinací vlastního
postupu a webového návodu společnosti Microsoft
”
Deployment Guide for Adminis-
trators“ [32].
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Tvorba administrativního instalačního bodu
1. Vytvořit dočasný pomocný adresář, např. C:\deploy.
2. Stáhnout balíček .NET Framework 3.5 SP1 ve verzi full redistributate.
(a) Přejít na http://www.microsoft.com/cs-cz/download/details.aspx?
id=22.
(b) V sekci
”
Pokyny k instalaci“ vybrat a stáhnout
”
Úplný balíček“.
(c) Soubor dotnetfx35.exe uložit do adresáře z kroku 1.
3. Vytvořit instalační body pro všechny komponenty balíku .NET Framework.
(a) Ze stránek společnosti Microsoft zkopírovat skript1 a vytvořit z něj .bat
soubor, který bude umístěn do adresáře z kroku 1.
(b) Otevřít
”
Příkazový řádek“ a spustil soubor .bat z předchozího bodu.
4. V adresáři z kroku 1 je nyní vytvořena složka AIP (Administrator Installation
Points) ve které se nacházejí podsložky jednotlivých komponent frameworku
ve verzi pro 32-bitový i 64-bitový operační systém.
5. Požadované složky je nutné přesunout do síťového úložiště, do něhož mají
autentizovaní uživatelé přístup pro čtení.
Vytvoření WMI filtru pro Windows XP
1. Ve složce
”
Nástroje pro správu“ (v nabídce Start) otevřít
”
Uživatelé a počítače
služby Active Directory“.
2. Zobrazí se struktura celé domény. Dále kliknout na jakoukoliv skupinu pravým
tlačítkem, zvolit
”
Vlastnosti“.
3. V dialogu zvolit záložku
”
Group Policy“ a kliknout na tlačítko
”
Open“, čímž
se otevře okno
”
Group Policy Management“.
4. Ve spodní části okna kliknout pravým tlačítkem na skupinu
”
WMI Filters“
a vybrat
”
New“.
1Adresa skriptu http://msdn.microsoft.com/en-us/library/cc160717(v=vs.90).aspx#
appendix
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5. Zvolit jméno filtru
”
Target WinXP“ a jako WMI Query napsat dotaz:
select * from Win32_OperatingSystem where Version like "5.1%"
6. Vše uložit. Tento filtr lze v budoucnu využít pro automatické rozhodnutí, zda
se má objekt Group Policy na počítač aplikovat či nikoliv. Pokud se tento filtr
použije na jakýkoliv objekt, bude tento aplikován pouze na počítače s Windows
XP 32-bit a na žádné jiné.
Instalace frameworku přes Group Policy
1. Otevřít okno
”
Group Policy Management“, viz předchozí kroky 1-3.
V zásadě jsou dvě možnosti přiřazení instalací. První je přiřazení na uživatele, kdy
se program instaluje jen pro daného uživatele. Pokud by se takových uživatelů na
jediný počítač přihlásilo například pět, daný program by se nainstaloval pětkrát,
zvlášť pro každého uživatele. Tento program by měla k dispozici pouze zmíněná
pětice uživatelů. Druhou možností je přiřazení na počítač. Instalace se provede pro
fyzický počítač bez ohledu na to, kolik uživatelů se na něj přihlašuje. Program je
potom k dispozici všem uživatelům přihlášeným na daném počítači. Při instalaci
.NET Frameworku je žádoucí, aby byl nainstalován na všechny počítače bez ohledu
na uživatele, proto je zvolena druhá možnost.
2. Vybrat skupinu, která obsahuje všechny počítače. V testovací instalaci se jed-
nalo o skupinu
”
Počítače“.
3. Pravým tlačítkem ve vybrané skupině zvolit
”
Create and Link a GPO Here“,
čímž se vytvoří nový objekt.
4. U objektu je důležité ve spodní části okna
”
WMI Filtering“ vybrat z nabídky
možnost
”
Target WinXP“ (předem vytvořený filtr pro aplikaci politiky jen na
Windows XP).
5. Pravým tlačítkem kliknout na vytvořený objekt a dát
”
Edit“.
6. V novém okně zvolit
”
Konfigurace počítače“,
”
Nastavení softwaru“,
”
Instalace
softwaru“. Pravým tlačítkem vybrat
”
Nová položka“ a
”
Baliček“. Takto je
nutné přidat postupně všechny čtyři balíčky vytvořené na začátku a nacházející
se na sdíleném disku, přesně v tomto pořadí (viz obrázek 3.17):
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(a) MSXML6 x86
(b) NETFX20 x86
(c) NETFX30 x86
(d) netfx35 x86
7. Aplikaci je nutné nainstalovat automaticky, proto způsob zavedení musíme
ponechat na
”
Přiřazené“. Tímto vznikne objekt, který na všechny počítače
v doméně s operačním systémem Windows XP nainstaluje .NET Framework
3.5 SP1.
8. Pro otestování správné funkčnosti je potřeba buď počkat přibližně 90 minut,
nebo na vybraném počítači v programu
”
Příkazový řádek“ zadat gpupdate
/force. Tím se spustí okamžitá aktualizace zásad skupiny. Po prvním restar-
tování počítače začne samotná instalace všech čtyř balíčků.
Obrázek 3.17: Instalace za pomoci Group Policy (Vlastní zpracování)
3.8.2 Sada aplikací WinMon
Automatizovaná instalace .NET Frameworku se může z předchozího popisu jevit
jako složitá. Musíme ovšem brát do úvahy, že se to zdaleka netýká všech počítačů
v doméně, ale pouze těch s operačním systémem Windows XP. Navíc, některé tyto
počítače již .NET Framework 3.5 mohou obsahovat kvůli jiným aplikacím, na něm
závislým. Ve výsledku tak instalace frameworku proběhla na méně než polovině
všech počítačů v doméně.
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Zcela odděleně se musela řešit instalace frameworku na počítače a notebooky
mimo sídlo společnosti. Znovu se to týkalo pouze několika počítačů s Windows XP,
proto instalace byla provedena ručně. Přenosné počítače zpravidla společnost kupuje
už přímo s OEM systémem, takže má většina minimálně systém Windows 7.
Naprogramované aplikace lze po zkompilování rovnou zkopírovat na vybrané
místo, neboť složka bin obsahuje všechny důležité součásti - knihovny i spustitelný
soubor. Tento způsob je sice funkční, ale není moc pohodlný a vyžaduje manuální
zásahy. Použitelný tak je maximálně pro grafickou Konzoli ve formě běžné desk-
topové aplikace. U ostatních dvou aplikací nastává hlavní problém v tom, že jsou
navrženy jako služby a pro správnou funkčnost je potřeba je jako služby v systému
zaregistrovat.
Proto všechny tři aplikace existují i ve formě balíku MSI, jehož hlavní výhodou
je automatická instalace a dále podpora instalace přes zásady skupin v Active Direc-
tory. Tento balíček lze vygenerovat přímo v programu Visual Studio 2010, ve kterém
byly aplikace vytvářeny. Takto vytvořený balíček lze instalovat stejným postupem
popsaným výše, v poslední části nasazení .NET Frameworku.
Přínosem zůstává, že instalátor zvládne aplikace zaregistrovat jako službu (u kli-
enta a serveru) a zároveň přidat výjimku do firewallu pro správnou komunikaci po
síti. Změnou nastavení programů jsem se nezabýval, a proto je nutné nastavit konfi-
gurační soubory aplikací před procesem generování balíčku MSI. To je nutné hlavně
pro povolení správného portu ve firewallu, aby aplikace byla schopna komunikovat,
neboť měnit konfiguraci lze i po nainstalování přímou úpravou jejich konfiguračních
souborů.
Existují nástroje, které umí upravovat i již hotové MSI balíčky a přes ně by
teoreticky šel konfigurační soubor aplikace upravit před samotnou instalací, a to
bez potřeby zdrojových kódů s kompilací, či nového vytvoření balíčku. Toto řešení
úpravy konfiguračního souboru jsem ovšem nezkoušel a uvádím ho tu pouze jako
potenciální způsob do budoucna, v případě úspěšného odzkoušení.
106
3.9 Ekonomické zhodnocení a přínosy
V následující části bude projekt zhodnocen jak z pohledu nákladů, tak i z pohledu
přínosů celého řešení. Náklady projektu budou nejdříve cenově teoreticky odhadnuty.
Dále budou upřesněny skutečné náklady na základě vzniklé dohody mezi autorem
a společností XXX, pro kterou byl nástroj realizován.
3.9.1 Vyjádření nákladů
Dle McConnella [33] je při odhadu pracnosti zásadním a prvotním činitelem velikost
projektu, dále druh vyvíjeného projektu, následovaný lidským faktorem. Přestože
programovací jazyk a prostředí nepatří mezi prvořadé vlivy na výsledek projektu,
mají na odhad také zásadní vliv.
Měřit velikost softwarového projektu lze několika způsoby, zde jsem zvolil vyčís-
lení pomocí počtu řádků kódu - LOC (Lines Of Code). Řádky mého zdrojového kódu
totiž vyčíslím poměrně přesně pomocí nástroje Cloc. Toto číslo je pouze přibližné,
jelikož některý kód mohl být vygenerován automaticky a navíc, počet řádků často
závisí na konkrétním programovacím jazyce spolu se syntaxí jeho zápisu.
Vybraný programovací jazyk odhad ovlivňuje čtyřmi způsoby. Prvním fakto-
rem je skutečnost, že zkušenosti vývojářů s jazykem a používanými nástroji mají
na celkovou produktivitu práce vliv přibližně 40 %. Druhý faktor spočívá v tom,
že různé programovací jazyky generují na jeden LOC více funkcionality než jiné.
Například jazyk C# generuje 2,5krát více funkcionality na řádek oproti jazyku C,
takže stejný počet řádků v jazyce C# je mnohem efektivnější z pohledu funkciona-
lity. Třetí a čtvrtý vliv zahrnuje podporu a efektivitu vývojového prostředí a typ
jazyka, zda je interpretovaný či kompilovaný.
Již zmíněným nástrojem Cloc jsem spočítal celkový počet řádků nástroje Win-
Mon. Počet řádků je zobrazen na obrázku 3.18. Naprogramováno bylo se zaokrouhle-
ním 4 700 řádků kódu v jazyce C# , což lze dle McDonnella [33] převést na odhadem
3
”
člověkoměsíce“.
Dále jsem bral do úvahy, že jeden měsíc se zpravidla skládá ze čtyř týdnů po čty-
řiceti pracovních hodinách. Jedná se tedy o 160 hodin práce za jeden
”
člověkoměsíc“.
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Obrázek 3.18: Počty řádků kódu nástroje WinMon (Vlastní zpracování)
Jako hodinová mzda je zde uvažována částka 120 Kč, což dle mé vlastní zkušenosti
odpovídá výši mzdy junior programátora bez větších zkušeností a referencí. Náklady
na celou aplikaci jsou vyjádřeny v tabulce 3.18.
Počet hodin
na člověka
Mzda [Kč/h] Celkové náklady [Kč]
3×160×120
3×160 120 57 600
Tabulka 3.18: Odhadnuté náklady na nástroj WinMon (Vlastní zpracování)
Jako vývojové prostředí lze pro jazyk C# použít Visual Studio Express, které je
zdarma i pro komerční účely. Dále nebyl potřeba žádný speciální software či hard-
ware a nevznikaly tak další náklady. Jelikož se jedná o náklady založené kompletně
na odhadu, zaokrouhlím je na celé tisíce a cena projektu je odhadnuta na 58 000 Kč.
3.9.2 Zhodnocení nákladů
V kapitole s analýzou existujících aplikací byl představen software Správce IT firmy
MiCoS. Ten přesně neodpovídal požadavkům společnosti XXX, na základě čehož
byl vytvořen nástroj WinMon, kterému se věnuje celá tato práce.
Osobně ovšem nástroj Správce IT považuji za zdařilý a společnost MiCoS mi
dokonce poskytla reálnou cenovou nabídku. V době žádosti o cenovou kalkulaci
jsem neměl k dispozici přesný počet počítačů, proto byla nabídka vypracována pro
50 počítačů a byla již popsána v kapitole 2.4.3.3. Přestože má společnost XXX ve
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skutečnosti počítačů více, ke srovnání bude použit počet padesáti počítačů, pro který
byla vypracována cenová nabídka. V tabulce 3.19 je cenové srovnání obou nástrojů.
MiCoS Správce IT Nástroj WinMon
Cena za 50 pc 27 134 Kč 58 000 Kč
Cena za 1 pc 543 Kč 1 116 Kč
Tabulka 3.19: Cenové srovnání nástrojů Správce IT a WinMon (Vlastní zpracování)
V tabulce uvedená cena na jeden počítač je získána podílem celkové ceny a počtu
počítačů, pro něž je cena platná. V cenové nabídce má firma MiCoS uvedenou cenu za
počítač 390 Kč, nicméně má další náklady za podporu, proto jsem pro lepší srovnání
uvedl celkovou cenu získanou podílem.
Z tabulky je zřejmé, že cena mého řešení by byla finančně dvakrát náročnější než
zakoupení nástroje Správce IT. Tento výsledek není překvapující, neboť od základů
nově naprogramovaná aplikace je vždy dražší než software prodávaný opakovaně.
Abych dosáhl srovnatelné ceny, musely by být oba programy použity na více než
dvojnásobku uvedených počítačů. V této situaci by ovšem s největší pravděpodob-
ností firma MiCoS cenu za kus ještě dále snížila.
Přestože software Správce IT neodpovídal požadavkům společnosti XXX, oproti
mému nástroji WinMon je bohatší na funkce. Je ovšem nutné počítat se skutečností,
že zatímco jsem WinMon vyvíjel sám, Správce IT byl vyvíjen celým týmem vývojářů
a s největší pravděpodobností i déle.
3.9.2.1 WinMon jako open-source
To, že cena výsledné aplikace WinMon převýší cenu hotového řešení (například zmí-
něného Správce IT), jsem si uvědomoval již na samém počátku vývoje. Se společností
XXX jsem tedy uzavřel dohodu, výhodnou pro obě zúčastněné strany. Nástroj Win-
Mon jim bude poskytnut včetně zdrojových kódů, bez nároku na jakýkoliv honorář.
Aplikaci může firma využívat a upravovat pro vlastní potřebu zcela zdarma. K dis-
pozici mají zdrojový kód a po závěrečném předání aplikace záleží jen na nich, jakým
způsobem si zajistí správu a další rozvoj aplikace.
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Celý nástroj WinMon i se zdrojovými kódy ovšem zůstane v mém vlastnictví,
jakožto autora. Od samého začátku jsem celý projekt plánoval jako alternativu ko-
merčních nástrojů pro menší až střední společnosti, které chtějí mít základní přehled
o softwaru a hardwaru, ale nechtějí platit komerční software. Z tohoto důvodu plánuji
po nezbytných úpravách celý nástroj WinMon zveřejnit jako open-source alternativu
pro nenáročné společnosti.
Společnost XXX mi poskytla infrastrukturu firemní sítě čítající přes 50 počítačů,
na kterých jsem mohl zkoušet a testovat. Na oplátku dostala firma software dle svých
požadavků. Já, jako autor, získal cennou referenci v podobě dokončeného projektu,
kterým se dále mohu sám prezentovat.
Zmíněných 58 000 Kč, vyčíslených jako částka na vytvoření projektu, beru jako
náklady obětované příležitosti získat referenci a vydat vlastní software s otevřeným
kódem.
3.9.3 Přínosy nového řešení
Přínosy celého řešení lze hodnotit z několika odlišných úhlů. Vše vychází ze skuteč-
nosti, že si společnost XXX sama uvědomovala své nedostatky v evidenci počítačů,
chtěla tento stav změnit a využít potenciálu automatice sběru informací, tj. nějaké
řešení chtěla zavést v každém případě.
Z finančního hlediska bylo ušetřeno minimálně 27 134 Kč (opět počítáno pouze
pro 50 počítačů, reálně jich má firma o něco více), což by byla cena nákupu softwaru
Správce IT jako alternativy. Navíc by firmě tato alternativa nepokryla veškeré sta-
novené požadavky jako nástroj WinMon, a navíc by dostala množství funkcí, které
by nevyužila.
Nasazení programu WinMon jednoznačně zvýší efektivitu správy počítačů,
hlavně z pohledu informovanosti o jednotlivých konfiguracích počítačů, což do této
doby bylo možné pouze manuálním zjišťováním. Nyní lze generovat jednotlivé i sou-
hrnné reporty o konfiguracích platných v daný okamžik. Automatizace sběru a gene-
rování informací je pouze podmíněna instalací na koncové počítače, ať už manuálně
pro ty mimo doménu, či automaticky v rámci domény.
Hlavní přínos je tedy patrný v ušetřeném čase a centralizaci všech informací
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o počítačích, ovšem je těžké ho přesněji kvantifikovat a dále porovnávat, neboť se
jedná pro společnost v podstatě o úplně novou možnost. Pokud dosud bylo potřeba
vytvořit soupis počítačů, například pro každoroční ISO audit, musely se osobně
navštívit veškeré počítače. Pro ty, nacházející se v sídle společnosti, by to bylo reálné,
ovšem pro ostatní už nikoliv. Ty se totiž nacházejí na různých stavbách po celém
Brně, někdy dokonce i mimo město. Celý proces by byl tudíž náročný jak časově, tak
i na koordinaci, neboť stavbyvedoucí často cestují. Čas strávený manuálním sběrem
aktuálních konfigurací počítačů tak nelze relevantně vyjádřit, protože je proměnlivý
dle aktuálního umístění staveb a stanovišť.
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3.10 Budoucí vývoj nástroje WinMon
Dále jsou uvedena možná rozšíření, která již byla na mnohých místech v kapitole ná-
vrhu zmíněna či nastíněna. Přestože jsem si jich byl vědom, z časového důvodu jsem
je již neimplementoval a raději jsem se soustředil na požadované funkce dle specifi-
kací. Z důvodu jasně ohraničeného časového úseku řešení této diplomové práce jsem
totiž mohl naplánovat množství modulů, jež bych ale již nestihl zrealizovat. Pří-
padně bych je realizoval na úkor důležitějších součástí. Proto jsem se raději zaměřil
na jádro aplikací jako takových a různá rozšíření zde uvedu jako plán do budoucna.
Vydání WinMon jako open-source
Jak jsem již zmínil, po nezbytných úpravách plánuji nástroj zveřejnit pod open-
source licencí. Zmíněné úpravy se týkají
”
zobecnění“ celého nástroje do takové po-
doby, aby šel bez větších obtíží použít i na zcela jiné síti a v jiném prostředí. Nyní jsou
aplikace v konfiguračním souboru určeny napevno zadanou adresou a portem ser-
veru pro potřeby společnosti XXX. Tato nastavení lze sice změnit, ale předpokládá
to již nainstalovanou aplikaci. Problém by nastal při nové automatické instalaci, kdy
by se se špatně vyplněnými údaji WinMon Klienti ani nepřipojily na Server. Toto
je nejspíš nejdůležitější problém k řešení.
Napojení na webové stránky
Díky použití socketů a XML zpráv není problém dodělat jakoukoliv náhradu za
grafickou Konzoli. Mohou to být i webové stránky, které jsou součástí nějakého
informačního systému či interního portálu. Toto byl jeden z požadavků, aby bylo
možné naprogramovat či připojit aplikaci třetí strany, za předpokladu dodržení da-
ného protokolu.
Různé formáty ukládání
Momentálně lze generovat reporty ve formátech XML a CSV. Podpora formátu XML
vychází ze skutečnosti jeho použití i pro posílání zpráv po síti a ukládání konfigu-
račních souborů, takže metody pro tento formát jsem použil totožné. Formát CSV
byl zvolen pro svou jednoduchost a zároveň dobrou podporu v programu Microsoft
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Excel. Zde lze report naformátovat dle potřeby. Přidat bych chtěl další používané
formáty, jako jsou například PDF, XLS či HTML.
Napojení na program s evidencí
Napojení na webové stránky a přidání dalších formátů ukládání lze ještě dále rozšířit
o přidání podpory napojení na některý z programů pro evidenci majetku. Předpokla-
dem je, že onen program bude podporovat import dat v některém běžném formátu.
Propojení by tak vlastně bylo záležitostí správně vyexportovaného soupisu informací
o počítačích.
Podpora modulů ve formě knihoven
V současné době lze funkce a moduly přidat přímým zásahem do zdrojových kódů.
Nepředstavuje to žádné velké omezení kromě nepohodlí, neboť společnost bude mít
zdrojové kódy k dispozici. Plánuji dodělat podporu modulů ve formě knihoven. Ty
mohou být naprogramované v různých jazycích, neboť jedinou nutností bude dodržet
vytvořené rozhraní. Každá taková knihovna bude mít metody pro příjem a vytvoření
zpráv, přičemž úkolem nástroje WinMon bude pouze tyto zprávy předávat správ-
ným modulům.
Rozšíření úkolů Klienta
Navržená architektura klient-server, kdy si Klient vyzvedne úkol, provede jej a zašle
zpět výsledek, poskytuje velký prostor k přidání další funkčnosti. Zatím je Klient
určen převážně jen ke sběru konfiguračních informací a údajů z teplotních senzorů.
Nicméně, novým funkcím se meze nekladou.
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Závěr
Tato diplomová práce se zabývala automatickým sběrem konfiguračních informací
počítačů s operačním systémem Windows přes počítačovou síť. Cílem bylo celou
problematiku nastudovat po teoretické stránce, následně navrhnout a realizovat soft-
warový nástroj dle specifikace požadavků stavební společností XXX, a.s.
Nejdříve jsem celou problematiku popsal z teoretického hlediska jako rešerši růz-
ných autorů a webových publikací společnosti Microsoft, neboť tato společnost na
portálech pro vývojáře obsahuje celou řadu detailních a aktuálních informací týka-
jících se systémů Windows. Popsány byly různé koncepty, technologie, analytické
metody a nástroje, jež byly využity dále v této práci.
Následně jsem provedl analýzu celého problému. Vybraná společnost byla podro-
bena analýze, ve které se ukázala problematika informačních technologií její nejslabší
stránkou. Jednalo se hlavně o téměř úplně chybějící přehled a evidenci výpočetní
techniky. Bylo představeno několik existujících nástrojů, ty ovšem nevyhovovaly
veškerým požadavkům společnosti, a proto byl vytvořen nástroj WinMon.
Návrhem a realizací se zabývá poslední kapitola. Za pomoci jazyka UML jsem
prezentoval celý návrh s využitím síťové architektury klient-server. Celkem jsem
navrhl a implementoval tři samostatné aplikace. Jedná se o WinMon Klient, Server
a grafickou Konzoli. V samém závěru této části jsem uvedl ekonomické aspekty
a přínosy mého řešení.
V současné době je nástroj ve společnosti nasazen v rámci testování a odlaďování
chyb, přičemž je plně funkční. Nástroj WinMon splňuje všechny požadavky společ-
nosti XXX kladené na aplikaci v samém začátku a databáze se postupně zaplňuje
konfiguračními informacemi počítačů. Vybraní uživatelé již mají založené uživatel-
ské účty a předvedl jsem jim práci v grafické Konzoli. Po nezbytných úpravách
plánuji nástroj vydat jako open-source řešení.
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Příloha č. 2: ER diagram databáze
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Příloha č. 3: Metoda pro dešifrování kódu Product Key
1 private string DecodeDigitalProductId(byte[] data)
2 {
3 const string keyChars = "BCDFGHJKMPQRTVWXY2346789";
4 int keyCharsLen = keyChars.Length;
5 const int keyOffset = 52; // od 52 do 66, tj. 15 bytu
6 const int keyEncLen = 15; // 15B
7 const int keyEnd = keyOffset + keyEncLen - 1; // do 66
8 const int keyLen = 29; // 5*5 znaku + 4 pomlcky
9 char[] decodedKey = new char[keyLen ]; // 0-28
10 int mapIndex = 0; // index v poli keyChars
11 int firstCharMapIndex = 0; // index v keyChars (prvni znak)
12 int isW8 = 0;
13
14 // jedna se o Win8 klic? (muze obsahovat pismeno N)
15 isW8 = (data[keyEnd] >> 3) & 1;
16 data [66] = (byte)((data[keyEnd] & 0xF7) | ((isW8 & 2) << 2));
17
18 for (int i = keyLen - 1; i >= 0; i--)
19 { // 29 znaku projede
20 if ((i + 1) % 6 == 0)
21 { // kazdy 6. znak klice je pomlcka
22 decodedKey[i] = ’-’;
23 continue;
24 }
25 // dekodovani
26 mapIndex = 0;
27 for (int j = keyEncLen - 1; j >= 0; j--)
28 { // mapIndex (vrchnich 8b), spodnich 8b z data[]
29 mapIndex = (mapIndex << 8) | data[keyOffset + j];
30 data[keyOffset + j] = (byte) (mapIndex / keyCharsLen);
31 mapIndex %= keyCharsLen; // modulo 24
32 }
33 // skladani klice od konce , od indexu 28
34 decodedKey[i] = keyChars[mapIndex ];
35 firstCharMapIndex = mapIndex; // mapIndex prvniho znaku klice
36 }
37
38 if (isW8 != 0)
39 { // pro Win8 nutno upravit a vlozit N
40 string newKey = new string(decodedKey);
41 // smazat pomlcky , ktere rozdeluji klic po 5 znacich
42 newKey = newKey.Replace("-", string.Empty).Remove(0, 1);
43 // vlozit N na spravnou pozici
44 newKey = newKey.Substring(0, firstCharMapIndex) + "N" +
newKey.Remove(0, firstCharMapIndex);
45 // znovu vlozit pomlcky na spravne pozice (AAAAA -BBBBB ...)
46 newKey = newKey.Substring(0, 5) + "-" + newKey.Substring(5,
5) + "-" + newKey.Substring (10, 5) + "-" + newKey.
Substring (15, 5) + "-" + newKey.Substring (20, 5);
47 return newKey;
48 }
49 return decodedKey.ToString ();
50 }
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