This paper presents a thorough evaluation of CS for Scientists, a CS 1 course designed to provide future scientists with an overview of the discipline. The course takes a breadth-first approach that leverages its students' interest and experience in science, mathematics, and engineering. In contrast to many other styles of CS 1, this course does not presume that its students will study more computer science, but it does seek to prepare them should they choose to. We summarize the past year's worth of assessments of student learning, retention, and affect -with particular attention paid to women's voices. Where possible, we contrast these student measures with those from a traditional, imperative-first CS1 that this new course replaced. The data thus far suggest that CS for Scientists significantly improves students' understanding of CS, its applications, and practice.
Scrutiny seems an unavoidable fate for introductory computer science. In a field as dynamic as CS, we who teach CS0 and CS1 should strive to remain relevant and current. At the same time, we try to retain those topics and skills that enable our students to cope with next year's changes as well as last year's. This balance is particularly delicate when designing introductory CS for scientists. The evolving impact of CS on all scientific disciplines has been dramatic and well documented, e.g., [29] [31] . As George Johnson put it, "All science is computer science." [17] To leverage CS's growing importance, in 2006 we replaced our traditional, Java-based, objects-late CS 1 course with a Pythonbased, breadth-first course nicknamed CS for Scientists [1] . Our goal was to create a curriculum "suitable for any student intending to major in science or engineering (including CS students)." [26] In particular, we hoped this new offering would (1) develop programming and problem-solving skills useful across engineering, mathematics, and the natural sciences, (2) attract students to continue with CS, and (3) provide a coherent, intellectually compelling picture of CS, even as final CS course.
Context and Related Work
It is a wonderful time to teach CS 1! Curricular innovations within introductory CS are inspiring and numerous. Many of these experiments draw strength in a similar manner: by weaving a thematic structure amid introductory CS topics [15] [24] .
One of the most widespread of these themes for introductory CS is media computation [14] [21]. Other themes now scaffolding CS1 include games [3] [13][19] [32] , robotics [5] , computer vision [22] , and art [12] [27] . In each of these cases, the thematic overlay tends to pull away from CS and toward the specifics of the course's theme. Throughout CS for Scientists we strove to keep the focus on CS, with applications motivating that focus.
Science and engineering enjoys a long history as a CS theme [2] [16][20] [28] . Yet these experiments, both new and old, tend to be service courses rather than CS per se, e.g., they do not contribute to a CS degree. Courses like [8] and [30] present facets of CS to specialists in other disciplines. Our course, on the other hand, represents a full-fledged CS 1 designed to generate interest in and prepare students for additional courses within the field.
Pedagogically popular styles of CS 1, such as imperative-first or objects-first [10] , all make the implicit assumption that there will be something second. We knew that only a fraction of our students would continue with CS, though we hoped to make it a sizeable fraction! We hypothesized that breadth-first would best suit students for whom the class might also be breadth-last. Breadth-first CS is far from new. As CC2001 summarizes aptly, the breadth-first model has not enjoyed the success that its proponents had envisioned… most breadth-first courses that exist today seem to be lead-ins to a more traditional programming sequence. This model, which has several successful implementations, is outlined in CS100B… [10] Our CS for Scientists takes this hard-won experience to heart; CS100B is our curriculum's basis. Yet our course has significant shifts in emphasis to serve future scientists and engineers: multiparadigm programming, leveraging existing code, CS's influence on science today, and acknowledging the reality that many students would not be able to take another CS course afterwards.
Perhaps the work closest to CS for Scientists is Sedgewick and Wayne's forthcoming text [26] and the Princeton University course, COS126, from which it has grown. While our debt to COS126 is strong in spirit, several differences distinguish our offering. First, Permission to make digital or hard copies of all or part of this work for personal or classroom use is granted without fee provided that copies are not made or distributed for profit or commercial advantage and that copies bear this notice and the full citation on the first page. To copy otherwise, or republish, to post on servers or to redistribute to lists, requires prior specific permission and/or a fee. rather than work only within the object-oriented paradigm offered by Java, we take a multiparadigm approach via Python. Because of this change, we have contributed a freely-available body of Python software to support our assignments and laboratories. Further, we have been able to compare students' academic and affective changes across our old and new offerings. Here, we report the results of this year-long assessment effort.
Contributions
This paper presents three specific contributions that CS for Scientists adds to the efforts begun in [24] [35]:
-Complete CS 1 materials. Two fifteen-week sets of labs, assignments, and lecture slides are freely available [1] .
-Student-centric evaluation. We report results from pre-and post-term metrics of student engagement and understanding. We have followed retention trends and compared the impact of the new curriculum with the Java-based course it replaced.
-Tracking gender cohorts. Where possible, these assessments trace the impacts on women and men both together and separately.
The data suggest that CS for Scientists succeeds in three ways: students "get" the importance of CS to their future scientific endeavors and its importance as a stand-alone discipline; students succeed in future CS courses to a greater extent; and they continue studying CS as often -and perhaps more -than from traditional alternatives. In each measure women benefit at least as much as men. We hope that this curriculum, its support materials, and its assessments will be of service to other CS educators serving future scientists, mathematicians, and engineers.
CURRICULUM
186 first-year college students took CS for Scientists in the fall of 2006: all of them are pursuing a degree in some natural science, i.e., mathematics, engineering, physics, chemistry, biology, CS, or combinations of these fields. Though scientists for sure, the majority
have not yet chosen their major field of study, a decision not required until the end of the second year at our institution.
To implement our breadth-first curriculum, we broke the semester into five three-week units (see Table 1 ) in which students would learn and practice different programming paradigms. In order to support all of these with a minimum of syntactic overhead, we heed [6] and [9] in choosing a multi-paradigm language, Python.
Modules, example labs, and assignments
To set the stage for the assessment results, we briefly summarize CS for Scientists's content. Details appear in [1] . The second module, "low-level" computation, reinforces the idea of modularity and composition via logic gates: students built 4-bit ripple-carry adders from AND, NOT, and OR gates in Carl Burch's outstanding Logisim tool [7] . Those adders became building blocks in 4-bit multipliers. Combinational-circuit design segues to largerscale computer architecture: students capped this experience by implementing recursion (the stack and function calls) in a Pythonbased assembly language simulator.
Register-level jmp and cmp assembly instructions transition naturally to the repetitive control structures and variable reassignment of imperative programming, our third module. Students implement the game of life, Gaussian elimination, and Flesch readability, among other assignments.
Students then augment procedural programming with class-and object-based constructs. They create a Date class to answer questions like "how many days apart are June 25, 2007 and February 30, 1712" and "which day of the week is most likely to be the 13 th of the month." † Implementing Connect Four provides deeper design practice with both OOP and 2d arrays.
A medium-sized final project further exercises object-oriented style, with students choosing among three options: a physical simulator and GUI for a game of pool; a state-based controller navigating a simulated robot through a continuous environment; or a finiteautomaton simulator, with graphics, of a small space-filling agent similar to Karel [4] .
The finite-state machines used in these latter two final projects complement in-class exercises on (un)computability and deterministic finite automata. These lectures, reinforced by final exam questions, wrap up the term with a bird's-eye view of what computation can and can't do, e.g., the halting problem and several other uncomputable functions. Figure 1 shows a few examples of student work from fall 2006. On average, students completed four programming problems per week. 
EXPERIENCES AND EVALUATION
Changing curriculum is one thing; changing students is another. With our redesign of introductory computer science, we hoped that † Sweden observed Feb. 30, 1712, which fell 107,852 days before June 25, 2007. Friday is strictly more common as the 13 th than any other day of the week. students would (1) demonstrate an appreciation for the diversity of applications and investigations undertaken in CS, (2) learn a broader and more representative set of computer science topics, (3) exhibit the programming and computational-thinking skills required for success in CS 2, (4) choose to continue their study of CS in greater numbers, and (5) enjoy their CS for Scientists experience.
We have sought throughout to assess how women have experienced the course, as distinct from men. Increasing the number of women majors outranks growth per se as a priority for our department. We assessed student behaviors through content exams, opinion questionnaires, course evaluations, per-problem feedback and scores, enrollment numbers, and head-to-head comparisons with cohorts from the previous, imperative-first CS 1 curriculum. We next address the five objectives above, in turn.
Students' appreciation of CS's diversity
In order to evaluate how students' perceptions of computer science changed through the semester, we asked two questions on both the first and the last day of classes: "What is computer science?" and "Describe one thing a researcher in CS might study."
The responses to "What is CS?" have been coded into four levels of sophistication: Level 1 (none) represents non-answers such as "the science of computers" or "the study of technology," as well as purely derivative/analytic ones, e.g., "using code to get computers to do things" or "figuring out how computers work." Responses that articulate some of synthesis or breadth within CS are Level 2 (naive), e.g., "software and hardware design" and "coding, debugging, and analyzing problems to develop computer-based solutions." Answers that acknowledged the field beyond physical computers and their software became Level 3 (basics), e.g., "the study of computational algorithms and their applications." Finally, the most nuanced answers become Level 4 (details): e.g., "a lot is about general, language-agnostic algorithms and relative merits of speed and efficiency -in some cases actually wondering how and if something is possible. CS is not programming, it is implemented in programming."
What is something a CS researcher might study? For us these results drove home the unexamined preconceptions that many students bring to a first CS course. Particularly worrying, though perhaps unsurprising among a science-focused group, was the commonly held belief that CS is simply tech support for other disciplines. On the other hand, significantly more students (t=0.05) cited a computational application per se in the end-of-term survey; the same significant shift appeared in the more nuanced understanding of CS as an independent and compelling field of study. These results suggest that a science-themed curriculum need not relegate CS as servant to other fields. Rather, by "starting where the students are," the curriculum can leverage existing passions to reframe CS's many roles among mathematics, science, and engineering today.
Time-usage surveys reinforce this hypothesis, with CS motivating the greatest amount of work among first-year students' courses: Figure 3 . Student-reported hours per week in the required first-year curriculum. Anticipated grades are in parentheses.
It is unlikely that Figure 3 's data stem from anxiety about passing the course. On the same survey, students reported their expected grades in each class: both men and women anticipated higher grades in CS 1 than in their other classes. Yet these figures speak only to the new CS for Scientists; previous students did not take these surveys. The next two questions, on the other hand, directly contrast student learning between the old and new CS 1 curricula.
Student learning of CS topics and skills
The 97% passing rate for the new CS 1 suggests that the '06 students might have absorbed a larger, more representative cross-section of computer science topics. The new course did cover a strict superset of the topics in the Java-based, imperative-first CS 1 that it replaced. The final exam questions summarize this concisely in Figure 4 . At right are the old vs. new median final exam scores, along with the median scores for women, men, and all students in three facets of the course. On first blush, the results might seem disheartening: the new final exam median of 78% is considerably less than the prior exam's median of 85%. What's more, differences in final exam scores between male in female students are significant (t=.05), with a gap of seven points. This might reflect the tendency for men to arrive at college with more CS experience than women. Indeed, women averaged higher on HW assignments; differences in overall grades were not significant.
The drop in exam scores from the previous CS 1 course also suggests a tradeoff: differences in breadth make it possible that more material was learned, despite the downward trend in scores.
To test whether breadth really came at the expense of depth, we compared the student cohorts' CS 2 performances.
How did students do in CS 2 ?
Our spring 2007 CS 2 course remained unchanged from previous offerings. Half of CS 2 teaches Java, focusing on object-oriented design of list and tree data structures, along with graphics and eventbased programming. The other half covers a variety of topicsgraph algorithms, parsing, turing machines, regular languages, and logic programming -using Scheme, Prolog and JFLAP. No Python at all is used in CS 2. The spring 2007 CS 2 course comprised 32 students from the new, python-based CS 1 and 13 students from the older, java-based CS 1. Figure 5 reports midterm and final exam scores from these groups. The data in Figure 5 confirm our suspicions that using python early does not disadvantage those students who pursue a typical CS major. The all-student differences in means in Figure 5 are not huge, but they are significant at the t=0.15 level. Given that python was not used at all in CS 2, and that CS 2's largest emphasis was Java and objects (as in the old CS 1), we feel that even the lack of statistically significant performance differences yields a pedagogically significant result.
That only one woman had returned from the previous CS 1 reveals a crucial impetus for our new CS for Scientists curriculum. That the women from the new CS 1 fared as well as -or better than -men extends the encouraging findings of [24] that a compelling thematic structure within CS 1 can serve all students well, even with a theme as broad as science and engineering.
To be sure, Figure 5 's results showing equal (or better) CS 2 performance after the new CS 1 are meaningful only if students in comparable numbers continue to pursue CS beyond the first course. If major numbers drop, after all, it might be self-selection and not pedagogical effectiveness that explain an increase in knowledge and skill development.
Did students continue studying CS?
As of this writing, no students from the '06 offering of CS for Scientists have declared a major; that decision comes halfway through sophomore year. Yet we do have two semesters of CS 2 enrollments: Figure These retention numbers are among the most disappointing of this experiment: we had hoped to see significant increases in our CS 2 numbers. Because major choice is a zero-sum game, political considerations forbid interview or questionnaire investigations for the reasons behind Figure 6 's flatlining. One possibility worth considering, however, is simultaneously the most humbling and heartening. Perhaps major choices are both too personal and too important to depend much on first impressions.
Affective evaluations
As the CS education community aptly points out, "my students liked it!" is more anecdote than evidence, particularly in questions of student learning [18] [34] . Although we have sought to reach beyond opinion for metrics of student change, we also believe that affect matters. Majors and nonmajors alike will carry their feelings about CS wherever their future work takes them. Even students who decide that one term of CS is enough, we hope, will retain positive associations with the field.
Because this course replaced a procedural-then-objects Java course, we follow parallel evaluations' lead [11] [33] in asking how student opinion differed between the old and new offerings. We also measured 2006 students' perceptions of CS's impact on them personally by asking "how important do you think CS or programming skills will be in your future" with Likert-scale scores ranging from 1 -not at all to 7 -very. Figure 8 illustrates the results from before and after CS for Scientists. While the means of these before-and-after distributions are identical at 5.1, their shapes are not. Indeed, the heavier tails on both ends of the latter scale suggest that more students have "taken sides" as to whether or not they feel comfortable and eager to build upon their CS skills in the future.
We believe the breadth-first approach explains both the improvements of Figure 7 and the allegiance-splitting apparent in Figure 8 . Different students found themselves drawn to different pieces of the course: some enjoyed the mathematical and theoretical unit, others preferred the programming and problem-solving, still others gravitated to the circuit design and connections with electrical and computer engineering. The instructors noticed that the changes of pace offered psychological "breathers" for those students who struggled with the mechanics and semantics of python, even as coding remained the focus of 13 of the 15 weeks of the course. By the end of the experience, students felt that they had a strong foundation on which to judge their personal interest in the field.
VERDICT
From these data and in looking back broadly at our initial offering of CS for Scientists, we are optimistic about its approach to teaching future scientists introductory computer science. As always, there remain a number of rough edges that we look forward to addressing in subsequent offerings.
We recognize, too, that Albert Shankar's infamous dictum, "All educational experiments are doomed to succeed" plays an unavoidable role in these assessments. Only time will tell the extent to which these results are a by-product of novelty and enthusiasm or results of the structural changes undertaken. We will track student data through 2007 and 2008 in order to better understand the underlying factors at work. Similarly, we look forward to collaborating with other institutions to develop CS 1 curricula that are useful and inspiring for mathematicians, scientists, and engineers of all stripes.
