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To keepup with the frantic paceat which devicescome
out, drivers needto be quickly developed,debugged and
tested.We haverecentlyintroduceda new approach to im-
prove driver robustnessbasedon an InterfaceDefinition
Language, namedDevil. Devil allows a high-level defini-
tion of thecommunicationof a device. A compilerautomat-
ically checks the consistencyof a Devil specificationand
generatesstubsthat includerun-timechecks.
In this paper, we usemutationanalysisto evaluatethe
improvementin driver robustnessoffered by Devil. To do
so, we have injectedprogrammingerrors using mutation
analysesinto Devil basedLinux drivers and the original
C drivers. We assesshow early errors can be caught in
thedevelopmentprocess,by measuringwhethererrors are
detectedeitherat compiletime or at run time. Theresults
of our experimentson the IDE Linux diskdriver showthat
nearly3 timesmore errors are detectedin theDevil driver
thanin theoriginal C driver.
1. Intr oduction
A device driver is a key systemcomponentthat con-
nectsthe device and the operatingsystemkernel. Device
driversarecritical bothin general-purposecomputersandin
the fast-evolving domainof appliances;in theseareasnew
hardwaredevicesareintroducedat a frantic pace.If driver
developmentakestoolongor thesoftwarerobustnessis too
low, sucha hardwareinnovationmayturn into a disaster.
It is well known in theoperatingsystemcommunitythat
devicedriversarelow-level codeandthuserror-prone.This
observation is particularly relevant to hardware operating
code, (i.e., the layer in charge of communicationwith the
hardware).Hardwareoperatingcodeconsistsof assembly-
level operations,evenif written in C. Therefore,it is obvi-
ouslyproneto errorsandrequirestediousdebugging.There
are three commonsourcesof programmingerrors in the
hardwareoperatingcode:(i) an incorrectunderstandingof
thedevice interface,(ii) a typo in theassembly-level code,
(iii) areuse,in aninappropriatecontext, of anoptimizedse-
quenceof accessesto the device. Theseerrorsproliferate,
becausethereareno tools to help developsuchcodeor to
verify its correctness.
Recently, we introduceda new approachtowards im-
proving driver robustness,basedon a InterfaceDefinition
Language(IDL) namedDevil [12]. Devil is aimed at
specifyingthecommunicationlayerwith a device, provid-
ing a typed,functional interface. This approachshifts the
assembly-level codeinto stubfunctionsthat aregenerated
automaticallyby theDevil compilerfrom a device specifi-
cation(seeFigure1). UsingDevil improvesdriver robust-
nessby addressingcommonsourcesof errorsin hardware
operatingcode:
  Devil specificationscanbecheckedfor consistency by
the Devil compiler. This helps the device expert in
writing a correctspecification.This alsooffers a de-
greeof confidenceto thedriverprogrammerwho uses
anexistingspecificationto developadriver.
  A Devil specificationclearlydocumentsadeviceinter-
faceandservesasa knowledgerepository. Thedriver
programmerno longer as to rely on often imprecise
or inaccuratevendordocumentation. In fact, in our
vision, Devil specificationseither should be written
by device vendorsor shouldbe availableaspublic li-
braries.
  Thanksto automaticstub generation,the driver pro-
grammerno longerhasto write low-level error-prone
code.
  Correct usageof generatedstubsby the driver pro-
grammercan be verified at compile time and at run
time.
Devil hasbeenprovedto beexpressiveenoughto specify
awidevarietyof devicessuchasDMA, interrupt,Ethernet,
IDE disk, sound,mouseandvideo controllers. Addition-
ally, we have shown thatLinux driversre-engineeredusing
Devil arealmostasefficientastheoriginalones[11]. These
experimentsdemonstratethe interestof the approachand
theability to developrealdrivers.In thispaper, weperform
aquantitativeevaluationof thebenefitsof Devil in termsof
safetyandrobustness.
buttons = ((buttons >> 5) & 0x07);
dy |= (buttons & 0xf) << 4;
buttons = inb(MSE_DATA_PORT);
outb (MSE_READ_Y_HIGH, MSE_CONTROL_PORT);
dy = (inb(MSE_DARA_PORT) & 0xf);
outb (MSE_READ_Y_LOW, MSE_CONTROL_PORT);
...
#define MSE_READ_Y_HIGH          0xe0
#define MSE_READ_Y_LOW           0xc0
#define MSE_CONTROL_PORT         0x23e

























Figure 1. Developing driver s with Devil
This paper
Evaluating an improvement in robustnessis a com-
plex task for which thereis no simpleor well-established
method.In thecaseof Devil, weneedto measurehow early
programmingerrorscanbecaughtin thedevelopmentpro-
cess.To do so,we have to simulateerrors,andinject them
into both traditionalC driversandDevil ones.Finally, we
needto measuretheerrordetectioncoverageof thevarious
mechanismsimplementedin eachlanguageto catcherrors
atspecificationtime,at compiletimeandat run time.
In this paper, we aremainly interestedin evaluatingthe
detectionof typographicalerrors. Errorsresultingfrom an
incorrectunderstandingof the device or an inappropriate
optimizationarecoveredby the Devil approachitself. In
fact,ourexperiencein re-engineeringexistingdriversusing
Devil shows that thehardpart is to write specificationthat
actuallymatchtherealbehavior of devices.As such,Devil
specificationsaretherepositoryof thedeviceexpertknowl-




causethey do not alwaysresultin an instantaneousystem
crash.Thereis significantpotentialfor sucherrorsin a lan-
guagelikeC.For instance,thehexa-decimalnotationmakes
hardto detectadditionalor missingcharacters;0xfffff
looks similar to Oxffffff. Inattentionerrorsoften re-
sult from the useof a valuedefinedin anotherpart of the
program;for exampleconfusionin registernamesis quite
frequent. Finally, optimizationerrorsmostly occur when
codeis copiedwithout checkingthe validity of the execu-
tion context.
To catchtypographicalerrorsatdevelopmentime,Devil
allows specificdebug stubsto be generatedfrom a device
specification. Debug stub interfacesare designedso that
an incorrectusageof thestubis likely to raisea typeerror
at compiletime. Also, debug stubssystematicallycontain
run-timeassertions1 thatverify additionalpropertieson us-
ageparametersandcheckthat thedevice behavior actually
matchesit specifications.
To measurethe coverageof our mechanisms,we have
definedtwo errormodels.Oneis for typosin Devil speci-
fications,theotheroneis for typosin theC language.For
eachmodel,a dedicatedsetof rulesdescribesmutationop-
eratorswhich areusedto generatemutants. Specification
mutantsarechecked by the Devil compilerwhich detects
inconsistenciesin the specification. C driver mutantsare




We have applied C mutationsto both original Linux
driversandtheequivalentDevil re-engineeredrivers. For
original Linux drivers, mutationsare appliedonly in the
hardwareoperatingcode. For Devil drivers,mutationsare
appliedat thecall sitesof thegeneratedstubs.By compil-
ing andrunningmutants,weareableto measurehow many
errorscanbedetectedateachstageof thedevelopmentpro-
cess.The latter resultallows us to evaluatethe robustness
improvementinducedbyusingDevil in driverdevelopment.
To summarize,ourcontributionsarethefollowing:
  We describehow to generatedebugstubsthatimprove
detectionof programmingerrorswhenusingDevil in
developingdrivers.
  We have modeledtypographicalerrorsusinga setof
ruleswhich arethenusedto definedmutationopera-
tors. Two setsof mutationoperators,one for the C
languageandonefor Devil havebeendefined.
  We have defineda methodologyfor evaluatingthero-
bustnessimprovementinducedby Devil. For that,we
compileandrun driverswhich have beenmutatedso
asto introduceprogrammingerrors.
  We have applied our test methodologyto the IDE
Linux disk driver by comparingthe original Linux
driver with a Devil re-engineeredone. Our results
show that 72% of the errors in the Devil driver are






  Finally, we have injected errors into several Devil
specifications.Up to 90%of theerrorsweredetected
by theDevil compiler.
Therestof this paperis organizedasfollows. Section2
briefly presentstheDevil language,anddescribes pecifica-
tion verificationandthegenerationof stubsin debugmode.
Section3.3 presentsmutationrulesintroducedto simulate
programmingerrors. Section4 describesthemethodology
for measuringthe robustnessof C driversascomparedto
Devil baseddrivers and details the resultsof our experi-
ments. Section5 describesrelatedwork. Section6 con-
cludesandsuggestsfuturework.
2. Robust Dri ver Developmentwith Devil
Devil is an IDL aimedat describingthe functional in-
terfaceof a device. From a Devil specification,a com-
piler generatesstubscontaininglow-level codeto operate
the device. The developmentof a driver usingDevil is a
two-phaseprocess:(i) generationof stubsfor the specific
hardware/softwarecontext in which thedevice is used,(ii)
developmentof codeto glue the upperlayersof the driver
to thegeneratedstubs.Thisgluecodeconsistsof procedure
callswritten in C; we namethis gluecodeCDevil in therest
of thepaper.
In therestof thissection,wefirst presentanoverview of
the Devil language.Then,we describehow Devil specifi-
cationscanbecheckedsoasto detectpossibleinconsisten-
cies. Finally, we show how to generatestubsandheaders
thatallows typographicalerrorsin CDevil to bedetectedboth
atcompiletimeandat run-time.
2.1 Overview of the Devil language
To designDevil, wehavestudiedawidespectrumof de-
vicesand their correspondingdrivers,mainly from Linux
sources:Ethernet,video,sound,disk, interrupt,DMA and
mousecontrollers. This studywassupportedby literature
about driver development[4, 13], device documentation
availableontheweb,anddiscussionswith devicedriverex-
pertsfor Windows,Linux andembeddedoperatingsystems.
Concretely, a device can be describedby three layers
of abstraction:ports, registers, anddevice variables. The
entry point of a Devil specificationis the declarationof a
device, parameterizedby ports or rangesof ports, which
abstractphysicaladdresses.Portsthenallow device regis-
ters to be declared;thesedefinethe granularityof interac-
tionswith thedevice. Finally, devicevariablesaredefined
from registers,forming the functional interfaceto the de-
vice. Figure2 illustratesa schematicexampleof the rela-
tionshipbetweenthevariouslevelsof abstraction.
Figure 2. Schematic view of a fragment of the
Logitec h Busmouse specification
We now define ports, registers, and device variables
by describingthe Devil specificationof the LogitechBus-
mouse(seeFigure3).
Ports. Dependingon how a device is mapped,it canbe
operatedvia eitherI/O or memoryoperations.To hide this
complexity, we defineports,which areat the basisof the
communicationwith thedevice. A deviceoftenhasseveral
communicationpoints whoseaddressesare derived from
oneor morebaseaddresses.Therefore,the port construc-
tor, denotedby @, takesasargumentsa rangedport anda
constantoffset(e.g., base@1 asillustratedby line 4 of the
Busmousespecification).To enableverification,the range
of valid offsetsmustbespecifiedwithin theentrypointdec-
laration(e.g.,port@{0..3} asillustratedby line 1 of the
Busmousespecification).
Registers. Registersdefinethe granularityof interaction
with a device; assuchthe registersize(in numberof bits)
mustbeexplicitly specified.Registersaretypically defined
usingtwo ports: onefor readingandonefor writing. Only
one port needsto be provided when readingand writing
sharethe sameport, or when the register is read-onlyor
write-only.
A registerdeclarationmaybeassociatedwith amaskthat
specifiesbit constraints.An elementof this maskcanbe
‘.’ to denotea relevant bit, or ‘0’ or ‘1’ to denotea bit
that is irrelevant whenreadbut hasa fixed value(0 or 1)
whenwritten, or ‘*’ to denotea bit that is irrelevantwhen
reador written. As anexample,considerthedeclarationof
thewrite-only registerindex_reg in line 16 of the
Busmousespecification.
register index_reg = write base@2,
mask ’1..00000’ : bit[8];
3
device logitech_busmouse (base : bit[8] port @ {0..3}) 1
{
// Signature register (SR)
register sig_reg = base @ 1 : bit[8]; 4
variable signature = sig_reg, volatile, write trigger : int(8); 5
// Configuration register (CR)
register cr = write base @ 3, mask ’1001000.’ : bit[8]; 8
variable config = cr[0] : { CONFIGURATION => ’1’, DEFAULT_MODE => ’0’ }; 9
// Interrupt register
register interrupt_reg = write base @ 2, mask ’000.0000’ : bit[8]; 12
variable interrupt = interrupt_reg[4] : { ENABLE => ’0’, DISABLE => ’1’ }; 13
// Index register
register index_reg = write base @ 2, mask ’1..00000’ : bit[8]; 16
private variable index = index_reg[6..5] : int(2); 17
register x_low = read base @ 0, pre {index = 0}, mask ’****....’ : bit[8]; 19
register x_high = read base @ 0, pre {index = 1}, mask ’****....’ : bit[8]; 20
register y_low = read base @ 0, pre {index = 2}, mask ’****....’ : bit[8]; 21
register y_high = read base @ 0, pre {index = 3}, mask ’...*....’ : bit[8]; 22
variable dx = x_high[3..0] # x_low[3..0], volatile : signed int(8); 24
variable dy = y_high[3..0] # y_low[3..0], volatile : signed int(8); 25
variable buttons = y_high[7..5], volatile : int(3); 26
}
Figure 3. Specification of the Logitec h busmouse
Thismaskindicatesthatonly bits6 and5 arerelevant.Also,
bit 7 is forcedto 1 whenwritten while bits 4 through0 are
forced to 0. Properregistermaskingis performedby the
stubsgeneratedby theDevil compiler.
Devicevariables. In orderto minimizethenumberof I/O
operationsrequiredfor communicatingwith adevice,hard-
waredesignersoftengroupseveralindependentvaluesinto
a singleregister. Accessingthesevaluesrequiresbit mask
andshift operations,whichareerror-pronein ageneralpro-
gramminglanguagesuchasC. Devil abstractsvaluesasde-
vicevariables,which aredefinedasa sequenceof bit regis-
ters. Device variablesarestronglytypedin orderto detect
potentialmisusesof thedevice.Possibletypesarebooleans,
enumeratedtypes,signedor unsignedintegersof various
sizes,andrangesor setsof integers. In line 17 of theBus-
mousespecification,the5thand6thbit of theindex_reg
registermake up a two-bit unsignedintegervariable(i.e., a
variablethatcantake a valuefrom 0 to 3). Theprivate
attributemeansthattheindex variableis notdefinedin the
functionalinterfaceof theBusmousecontrollerandthuscan
notbedirectlyaccessedby thedriverprogrammer.
Accesspre-actions. Device functionalitiesareoften ex-
tendedby mappingmultiple registersto a singlephysical
address.Examplesare index-basedaddressingmodeand
banksof registers.As a result,accessingsuchregistersre-
quiresthe settingof a specificcontext which may involve
several I/O operations.To capturethis situation,Devil al-
lows pre-actionsto be attachedto a register. For example,
lines19 and20 of theBusmousespecificationdeclaretwo
read-onlyregistersonthesameportbase@0, providedthat
thevariableindex is seteitherto 0 or 1 prior to theport
access.
register x_low = read base@0,
pre {index = 0},
mask ’****....’ : bit[8];
register x_high = read base@0,
pre {index = 1},
mask ’****....’ : bit[8];
Register concatenation. Device variablescanbe spread
over severalregisters.As illustratedby line 24 of theBus-
mousespecification,constructingthedx variablerequires
concatenationof the two registersx_high and x_low.
The8-bit variabledx is obtainedby concatenatingthefour
lower bits of registerx_high with the four lower bits of
registerx_low.
variable dx = x_high[3..0] # x_low[3..0], ...
Many featuresof Devil are not detailedhere. These
featuresincludeenumeratedtypes,facilities for specifying
contortedaddressingmodes,andcomplex registerandvari-







/* Type representation */
struct Drive_t_ {const char *filename; int type; u32 val; }; 2
typedef struct Drive_t_ Drive_t; 3
static const Drive_t MASTER = {__FILE__,4,0x0u}; 4
static const Drive_t SLAVE = {__FILE__,4,0x1u}; 5
/* write stub for the ide_select register */
static inline void reg_set_ide_select (u8 v) { 8
outb ((u8)v, base + 6); 9
cache.cache_ide_select = v; 10
}
/* read stub for the ide_select register*/
static inline u8 reg_get_ide_select () { 14
return inb (base + 6); 15
}
/* write stub for the Drive variable */
static inline void set_Drive (Drive_t v) { 19
u8 tmp_0 = cache.cache_ide_select & 0xefu | ((u8)v.val & 0x1u) << 4; 20
reg_set_ide_select (tmp_0); 21
}
/* read stub for the Drive variable */
static inline Drive_t get_Drive () { 25
Drive_t v; 26
u8 tmp_v = (reg_get_ide_select () & 0x10u) >> 4; 27
v.filename = __FILE__; v.type = 4; v.val = (u32)tmp_v; 28
return v; 29
}
Figure 4. Debug stub for the IDE Drive variab le
opportunitiesfor verifications.Nevertheless,theDevil syn-
taxensuresthatinformationis alwaysintroducedin alayer-




Within alayer, wecanverify typepropertiesandtheunique-
nessof entities:
  All usesof Devil abstractions(e.g., ports, registers,
variables)can be matchedagainsttheir definition to
checktypecorrectness.Thetypeof a registeror vari-
abledescribesusageconstraints,suchaswhetherthe
registeror variableis reador write only. Also, various
sizecheckscanbeperformed:thesizeof dataaccesses
on ports,thesizeof registers,thesizeof variablesde-
rivedfrom conversionfunctions,thesizeof bit masks,
andthe sizeof bit patternsthat areassociateda sym-
bolic namein enumeratedtypes,port ranges,andbit
rangesfor registerfragments.
  The following mustbeuniquelydefined:port param-




The layeredstructureof Devil implies that declarationsof
entitiesat eachlevel of abstractionhave to be consistent
with the correspondingdeclarationsat lower layers: vari-
ablesaredefinedfrom registersanda register from ports.
For example,the attribute (read,write, or read/write)of a
variablemustbeconsistentwith theattributesof the regis-
tersfrom which thevariableis defined.Inter-layerconsis-
tency alsoimplies that all entitiesdefinedat a given layer




isters,andregisterbits. Readelementsof a typemap-
ping mustbe exhaustive. Also, a type for reading(as
well aspossiblywriting) mustbeusedwith a readable
variable.Thesameholdsfor writing.
  Eachport mustappearonly oncein theregisterdefini-
tions,exceptwhenregistersaredefinedusingdisjoint
pre-actionsor masks.However, a singleport may be
usedfor readingby oneregisterandwriting to another.
No bit of a singleregistercanbeusedin thedefinition
of two differentvariables.
2.3 Generation of debug stubs
Stubsare generatedfrom a device specificationby the
Devil compiler. The implementationof a stubdependson
5
whetherthe driver is compiled in production(ie perfor-
mance)modeor in debug mode.In productionmode,stubs
are implementedso as to be asefficient aspossible. The
generatedC codeis low level andonly limited verification
canbedoneby thecompilerwhencompilingtheCDevil layer.
In debug mode,thestubcodeandheaderhave beende-
signedsothatatypographicalerrorin CDevil is likely to raise
an error at compiletime. Also, stubscontainrun-timeas-
sertionsthat checkparameterbounds. Finally, assertions
arealsogeneratedafter a variablereadsoasto verify that
the readvaluematchesthe variabletype. Theseassertions




theC compileris ableto raisea typeerror. This meansthat
representationof Devil typesshouldbeaspreciseaspossi-
ble. In otherwords,eachDevil typeshouldberepresented
by a new C type. BecausetheC compileronly raisestype
errorsfor incorrectly-usedstructures,weencodeeachDevil
typeasa distinctC structuretype.
As an example,considerthe following specificationof
theDrive variablein anIDE diskcontroller. Thisvariable
hasan implicit type representedby a enumerationof the
valuesSLAVE andMASTER.
register ide_select = base@6, mask ’1.1.....’;
...




Figure 4 presentsstubs generatedfor the IDE Drive
variable. As shown in lines 1-5, a specific C structure
Drive_t_ is generatedto representthe Devil type of
Drive. Two constantinstancesof Drive_t_ arecreated
to representhevaluesMASTER andSLAVE.
RepresentingDevil typesas structuresimplies that the
comparisonoperatorof C is no longeravailable.Sinceop-
eratoroverloadingis not availablein C, a possiblesolution
to implementequality testingwould be to provide a spe-
cific function for eachDevil type. While sucha solution
preservescompile-timeverificationof types,it introduces
additionalcomplexity in thedevelopmentandthereadabil-
ity of theCDevil code.To keepsimplethewriting of theCDevil
code,wechoseto havea singlefunction(implementedasa




To verify the typeof a Devil variableat run-time,we have
to provide a unique type identifier and to store it in the
representationof the Devil variable. This is doneby the
filename, andtype fieldsof theDrive_t_ structure.
filename is filled by thecompilerusingthe__FILE__
ISO C macro.type is a specification-uniquecounterthat
is generatedby theDevil compiler. As anexample,type
is equalto 4 in thecaseof thetypeof theDrive variable.
Whenreadinga variablefilename andtype areinitial-
ized asshown in line 28 of Figure4. Using the informa-
tions storedin Drive_t_, the following macrodil_eq
performsa run-timetypecheckandraisesa errormessage
in caseof a typemismatch.
#define dil_assert(expr) ((expr) ? 0 : \
panic("Devil assertion failed in file %s \
line %d", __FILE__, __LINE__))




Additional assertionsare generatedfor types that are
specifiedasa fixed setof integers,so asto checkthat the
valueis in the right range.For example,thestubfor read-
ing a variableof typeint{0,2,3} containsanassertion





ficationsrelatedto thecorrectnessof the specificationof a
device. For example,considera register that hasa fixed
valuefor a givenbit. If thevaluereadat run time from the
registerdoesnot respectthemaskspecification,theneither
thespecificationis incorrect,or thedevice doesnot behave
correctly.
3. Mutation Analysis
Mutation analysisis a fault-basedtestingtechniquefor
unit-level testing. This techniquewas introducedtwenty
yearsago[3, 6] andit hasbeensuccessfullyusedto testC,
FortranandADA programs[5, 9]. More recently, mutation
analysishasenabledautomatictest-datageneration[7].
For a program , mutationtestingproducesa setof al-
ternateprograms.Eachalternateprogram,  , known asa
mutantof  , is obtainedby modifying onestatementof 
ata time,accordingto mutationrules. Thesemutationrules
arederivedfrom studiesof errorscommonlymadeby pro-
grammerswhentranslatingrequirementsinto code[2].
In traditionalmutationtesting,onewantsto evaluatethe
coverageof aset ! of testswith respecto aprogram . The
principleof mutationtestingis thatif ! adequatelycovers ,
thenat leastoneof thetestsin ! shouldbeableto discrim-
inate  from a mutant #" . Theproportionof mutantsthat
dieduringmutationtestingindicateshow well  is covered
by ! .
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In our study, we are interestedin measuringthe cover-
ageof the compile-timeanalysesandrun-timeassertions.
Therefore,weconsidertheanalysesandassertionsto bethe
setof tests! . Thetests! adequatelycoveraprogram if an
analysisor assertioncandiscriminate from every mutant
#" .
The Devil approachclearly stagesdriver development
into two phases,device specificationin Devil andC code
development.Therefore,we evaluatethe coverageof pro-
grammingerrorsatbothstages.To doso,wehavedesigned
two setsof mutationsrules,onefor Devil andtheotherfor
C.
3.1 Err or model
Our purposeis to modeltypographicandinattentioner-
rors. Ideally, themodelshouldbedesignedby studyinger-
rors madeby industrydriver developers.However, to our
knowledge,suchdatais not available. Therefore,we de-
signedmutationrulesfrom ourpastexperiencein designing
driversandby studyingbugreportsfrom Linux drivers.
Typographicalerrorsaretheresultof anadditionalchar-
acter, amissingcharacteror a replacedcharacterin a literal
constant.For example,givena 2-digit base-10number, 50
mutantscan be generated:2 for removing a digit, 30 for
insertinganew digit, and18for replacingadigit. Addition-
ally, typographicalerrorscanbe theresultof thechoiceof
anerroneousoperator. Mutationrulesfor bothkindsof er-
rorsensurethatcharacteror operatorreplacementis always
performedwithin theequivalentclassof symbols.
Inattention errors often come from the confusion of
namesof identifiers that have similar purposes. We re-
producesucherrorsby replacingan identifier by another
onedefinedin thesamefile. The identifier is chosenfrom




tics thantheoriginal program.As a result,mutantscannot
be detectedby a simple syntaxanalysis. Their detection
requirescheckingtypeproperties.
3.2 Mutation rules for Devil
BecauseDevil is a languagededicatedto the specifica-
tionof deviceinterfaces,it doesnothaveasmany constructs
as a generalpurposelanguagelike C. This obviously re-
ducesthenumberof possiblemutations.
  mutationson literals. Devil literalsareeitherdecimal
or hexadecimalconstants,or domainspecificvalues
suchasbit strings(0, 1, and*), andbit patterns(0,
1, * and.). Characterreplacementor insertionis al-
waysperformedwithin the samesemanticclass(e.g.,
bit string,decimalor hexadecimalvalue).
  mutationson operators. Operatorsare usedto spec-
ify integerranges(“,” and“..”) andtypedefinitions





ister, variableor type).Also,nomutationis introduced
at the declarationsite of the nameof a Devil variable
(i.e., left sideof the “=” character).Sucha mutation
wouldonly affect thestubnameratherthanchangethe
semanticsof thespecification.
3.3. Mutation rules for C
In a C driver, we areonly interestedin testingthehard-
wareoperatingcode.Thus,wemanuallyinserttagsto mark
thecorrespondingregionsin theoriginal C driver andonly
mutatedthe taggedregions. In a Devil-baseddriver, muta-
tionsareonly appliedto theCDevil code.
  mutationson literals. C literal arethe usualdecimal,
octal or hexa-decimalvalues. Mutations follow the
rulesdefinedin section3.1.
  mutationon operators.Mutationson operatorsreflect
commonhabits in writing hardware operatingcode.
First, hardwareoperatingcodecontainsmany bit ma-
nipulations.Second,in C valuesthatarenotstructures
arealwaysconsideredby thecompilerasintegers.Fi-
nally, expressinga bit maskis commonlydoneby us-
ing thebinaryoperator’ $ ’, but someprogrammerspre-
fer theoperator’ % ’ whichpossessesadifferentseman-
tics. Mutationrulesaresummarizedin Table1.
operator mutant operator mutant operator mutant& &'& ( ) ( & ( * & )+,+ - - + -,- + + - .
!
Table 1. Mutation rules for C operator s
  mutation on identifiers. Driver programmerscom-
monly definemacrosfor ports, indexed registers,bit
patterns,etc.Evenif thesemacrosreferto distinctab-
stractentities(i.e.,registers,values),they areexpanded
by the pre-processorand only viewed as integersby
theC compiler. Thus,themutationrulesfor identifiers
replacean identifier with any otherdefinedidentifier.
In CDevil code,identifiersalsocorrespondto namesof
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functionsandvaluesof theDevil-generatedinterface.
Mutationsfor theseidentifiersare always performed
within the samesemanticclass(e.g., setfunction,get
function).
4. Experiments
Our goal is to evaluatethe robustnessimprovementof-
feredby Devil by measuringhow early in thedevelopment
processerror are detected. To do so, we have injected
programmingerrors in both Devil specificationsand real
drivers.By measuringwhetheror not errorsaredetectedat
compiletime or at run time,we areableto providea quan-
titativeevaluationof theDevil approach.
In the restof this section,we first presentanevaluation
of therobustnessof Devil specifications.Thenwe compare
therobustnessof anexisting IDE disk driverwith thesame
driverre-engineeredusingDevil.
4.1 Evaluation of the robustnessof Devil specifi-
cations
In theDevil approach,writing a devicespecificationis a
taskideally devotedto a device expert. Still, even experts
areproneto typographicandinattentionerrors.By allowing
to verify propertieson Devil specification,the Devil com-
piler checkstheir consistency andprovidessupportto the
expert.
To measurethecoverageof thecompiler, we have used
themutationrulesdefinedin Section3.2to injecterrorsinto
five device specifications:the Logitech busmouse,a PCI
busmastercontroller, a IDE diskcontroller, aNE2000Eth-
ernetcontroller, anda graphiccard. The resultspresented
in Table2 show thatup to 95%of themutantsinjectedinto
aDevil specificationarecaughtby theDevil compiler.
4.2 Comparison between the Linux IDE dri ver
and its Devil counterpart
To compareDevil baseddrivers to pure C drivers, we
have chosento focuson driversthatarecritical for thecor-




Our study focuseson the codefragmentsthat areacti-
vatedat boot time. Our mutation model generateabout
2000 C mutants,which is more than it is feasibleto test
exhaustively. Instead,we randomlytested25%of thegen-
eratedmutants.Generatedmutantsarefirst compiledsoas
to detectcompile-timeerrors. Then,eachmutantthatsuc-
cessfullycompilesis usedto build a testkernel. We have
observedthefollowing behaviors whenbootingsucha test
kernel.
  1 - Run-timecheck.Themutantis detectedby aDevil
assertion.Thekernelprintsthesourcecodeline num-
berwheretheerroroccursandhalts.
  2 - Deadcode.Thekernelbootscorrectlybecausethe
mutationoccursin anon-executedpath.
  3 - Boot. The kernelboots. No damagecanbe ob-
served, suggestingthat the mutanthasno impact on
thekernelup to theendof thebootprocess.
  4 - Crash. The kernel crashesbut no information is
printed. At leasta hardwareresetis neededto restart
themachine.
  5 - Infinite loop. Thekernelloopsinfinitely andnever
completestheboot.
  6 - Halt. Thekernelhaltsandprintsa panicmessage.
  7 - Damagedboot.Thebootcompletesbut thereis vis-




Case2 representsan irrelevant test. Case3 representsthe
worst casein a driver development;the kernelcontainsan
error that is likely to show up later. Suchan error will be
extremelydifficult to debug. We distinguishbetweencase
2 andcase3 by carefulexaminationof theexecutionpath.
Cases4 to 7 representintermediatesituations;thedriverde-
veloperknowsthepresenceof abug,but tedioustrackingis






total nb. of mutants
Compile-timecheck 94 138 26.7%
Crash 5 15 2.9%
Infinite Loop 14 58 11.2%
Halt 32 111 21.5%
Damagedboot 9 15 2.9%
Boot 39 179 34.7%
Total 94 516 N/A
Table 3. Mutations on C code
Tables3 and4 presentheresultsof our mutationanaly-
sison theC andCDevil codeof theIDE disk driver. Thefirst
line showshow many mutantsaredetectedatcompiletime.
Thefollowing linespresentthedifferentsituationsthatare
encounteredwhile booting a mutatedkernel. Finally, the











Logitech Busmouse 22 87 1678 95.4%
PCI Bus Master (Intel 82371FB) 27 82 1465 88.8%
IDE (Intel PIIX4) 130 352 10299 91.7%
Ethernet NE2000 (ns8390) 131 434 9410 92.6%
Graphic card (Permedia 2) 128 400 13683 90.3%






total nb. of mutants
Compile-timecheck 102 316 58.0%
Run-timecheck 23 77 14.1%
Crash 0 0 0.0%
Infinite loop 3 4 0.7%
Halt 13 27 4.9%
Damagedboot 3 3 0.5%
Boot 31 67 12.3%
Deadcode 12 51 9.4%
Total 102 545 N/A
Table 4. Mutations on CDevil code
Our resultsshow that 72% of the errors in the Devil
driver are detectedeither at compile time or at run time.
Thepercentageof mutantsdetectedis evengreaterif we ig-
noredead-codemutants.By comparison,only 26.7%errors
aredetectedat compiletime on theoriginal C driver. Thus
3 timesmoreerrorsaredetectedby Devil mechanisms.
In Devil, only 12.3%of the mutationsarenot detected
(e.g. case3), while 34.7%of the mutationsin the C code
arenot detected.Thusthe worst situationappears3 times
moreoftenin a traditionaldriver.
It shouldbenotedthatdead-codemutantsappearonly in
theDevil baseddriver. Thisis dueto theCDevil programming
style that requiresswitchesfor testingthestatusat theend
of eachcommand.In C, theequivalenttestis implementing
by a contortedsingleline macrothatis alwaysexecuted.
Finally, eachexperiment takes about 2 minutes if no
manualdamagerepair has to be done. In fact, two mu-





developmentprocess. A study by DeMillo and Mathur
found that typographicand inattentionerrors representa
significantfraction, thoughnot the majority, of the errors
in productionprograms.This studyalsorevealedthatsuch
errorscanremainhiddenfor a longtime. Eventhoughtheir
studywasconcernedwith the developmentof TEX, which
differsfrom devicedrivers,theseobservationsremainperti-
nent,andareevenmoreimportantconsideringthepermis-
sivenatureof a languagesuchasC [6].
In previouspapers,we describedthedesignof theDevil
language[12]. Additionally, weshowedthattheIDE driver
andaX11 driverre-engineeredusingDevil arealmostasef-
ficient astheoriginal ones[11]. Also, we reportedprelimi-
naryexperimentsbasedonmutationanalysisfor measuring
compile-timeerrorcoverageof Devil andC drivers[11].
Thesoftwareimplementedfault-injection(SWIFI) tech-
nique implementsthe bit-flip fault model,which is meant
to simulate the resultsof physical hardware faults. To
someextent,SWIFI tools canbeusedto emulatesoftware
faults[10]. However, it hasbeenfoundthatsomesoftware
faultscannot beemulatedby any SWIFI tool.
Integrationof microkernelsinto critical embeddedcom-
putersystemsis promisingapproach.In this context, eval-
uation of the microkernel robustnessis mandatory. The
MAFALDA tool providesobjective failure dataon a can-
didatemicrokernel.Usingthesedata,improvederrordetec-
tion mechanismshavebeensuggested[8].
Improving therobustnessof critical softwarecanalsobe
achievedby usingformal methods.Methodssuchas / [1]
producean implementationby successive refinementsof a
model. However, formal proofsare requiredat eachstep
andtheseproofscannotalwaysbeautomated.Furthermore,
thequality of the resultingimplementationdependson the
qualityof themodel.
6. Conclusionand Future Work
Devil is an IDL for specifying the hardware devices.
Fromadevicespecification,acompilergeneratestubscon-
taininglow-level codeto operatethedevice.
In this paper, we have presentedanevaluationof thero-
bustnessimprovementofferedby Devil. To do so,we have
injectedprogrammingerrorsusingmutationanalysesinto
Devil-basedLinux driversandthe original C drivers. For
that, we have definedmutationrules that modelprogram-
mingerrorsfor bothDevil andC.
We assesshow early errorscanbe caughtin the devel-
opmentprocess,by measuringwhethererrorsaredetected
eitherat compiletime or at run time. Theresultsof our ex-
perimentson the IDE Linux disk driver show thatnearly3
timesmoreerrorsaredetectedin theDevil driverthanin the
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originalC driver. Additionally, 3 timesfewermutantsin the
Devil driver thanin theC driver result in undetecteddam-
agewithin the kernel. Thesemutantsrepresenthe worst
casein driver developmentsincetheseerrorswill be ex-
tremelydifficult to debug. Finally, up to 90% of mutants
thatwereinjectedwithin Devil specificationsweredetected
by theDevil compiler.
We arecurrentlyevaluatingtherobustnessof Devil over
several otherLinux driverssuchasthe an Ethernetdriver,
and the interrupt and DMA drivers. In future work, we
hopeto improve the effectivenessof compile-timechecks.
Specifically, wewantto build apreprocessortool thatgener-
atea compile-timecomparisonfunctionfor any Devil type.
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