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The aim of this project is to offer a personalised solution to the increasingly
common need of obtaining data about the patterns of use of the users of an e-
commerce website. In order to give an answer, Event Tracking (an event capturing
framework) has been implemented. Its goal, as one may tell by its name, is to track
the user’s actions among the set of pages that constitute a website.
The Event Tracking framework captures a series of clicks, views from other pages,
and other actions, enriching the capture of those with both contextual information
and specific data, depending on the kind of action the user performs. Thanks to the
capture of those events and the later analyses of them -which could not be develo-
ped in this Final Bachelor’s Thesis- it is possible to obtain an objective and global
view about the performance of a concrete website. The Event Tracking framework
has been implemented entirely in Java. In terms of scalability, it has a series of com-
pletely customizable modules, so that it could be adapted to any system requiring
an event capture.
The specific case for which it has been implemented, the website stilavia.com is
used as a source of events and the data obtained from the capture of those events
is saved in the file indexer Elasticsearch.
In order to implement the Event Tracking framework, we have taken into ac-
count the great amount of events that can occur in a website such as stilavia.com
mentioned before, because to the great quantity of users that can navigate on the
website stilavia.com in a determined moment, for which special attention is been
paid in regard to the treatment of data concurrency. Therefore, possible conflicts
have been avoided when capturing those events and also during the later treatment
of the information contained in them.
i
Resumen
Este proyecto pretende ofrecer una solucio´n personalizada a la necesidad cada
vez ma´s comu´n hoy en d´ıa de obtener informacio´n sobre el uso que los usuarios
hacen de una web; ma´s en concreto, sobre el uso que los usuarios hacen de una
web de e-commerce o tienda virtual. Para ello se ha implementado un framework
de captura de eventos web llamado Event Tracking, cuyo objetivo como su nombre
indica, es el de rastrear las acciones de un usuario dentro del conjunto de pa´ginas
que constituyen un sitio web.
El framework Event Tracking funciona capturando una serie de clicks, visuali-
zaciones de pa´ginas y otras acciones, enriqueciendo la captura de e´stas con infor-
macio´n, tanto contextual como espec´ıfica, dependiendo del tipo de accio´n que lleve
a cabo el usuario. Gracias a la captura de estos eventos y al ana´lisis posterior de
e´stos -lo cual no forma parte de este Trabajo de Final de Grado- es posible obtener
una visio´n objetiva y global sobre el funcionamiento de dicha web.
El framework Event Tracking ha sido implementado ı´ntegramente en Java. Cons-
ta de una serie de mo´dulos completamente personalizables, siempre pensando en
te´rminos de escalabilidad, de manera que e´ste pueda adaptarse a cualquier tipo de
sistema que requiera de una captura de eventos.
En el caso concreto para el que se ha implementado, se utiliza la web stilavia.com
como fuente de eventos y la informacio´n obtenida de la captura de dichos eventos
se guarda en el indexador de documentos Elasticsearch.
Para la implementacio´n del framework Event Tracking se ha tenido en cuenta
la gran cantidad de eventos que se pueden llegar a generar en un sitio web como
el antes mencionado, dada la gran cantidad de usuarios que pueden navegar por la
web de stilavia.com en un momento determinado, por lo que se ha prestado especial
atencio´n al tratamiento de la concurrencia de los datos. Para ello, se han evitado
posibles conflictos a la hora de capturar dichos eventos y tambie´n en su posterior
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1. Introduccio´n
Supongamos que una empresa, propietaria de una pa´gina web de venta de art´ıcu-
los de la misma, desea recopilar informacio´n sobre el uso que los clientes esta´n ha-
ciendo de la web. Ser´ıa lo´gico pensar que esa informacio´n debe contener datos que
relacionen, por un lado los datos que la empresa tiene del usuario que utiliza la web
y por el otro, las diferentes interacciones que dicho usuario efectu´a sobre la pa´gina
web. Aunque en un principio pueda tratarse de algo trivial, a medida que se pro-
fundiza en co´mo se deber´ıa recopilar esa informacio´n surgen diferentes cuestiones
que deben tenerse en cuenta si lo que se busca es que, la manera que se ha elegido
para recopilar dichos datos, sea lo ma´s eficiente y eficaz posible:
¿Que´ se desea guardar? Es decir: ¿que´ informacio´n en concreto se desea reco-
pilar sobre los usuarios y el uso que hacen de la pa´gina web antes mencionada?
La lista de datos que se desea recopilar no es un tema trivial. Si e´stos son insu-
ficientes, el sistema que se utilice para recopilarlos no sera´ eficaz, dado que se
perdera´n muchos datos por el camino. En el otro extremo, si son demasiados,
se podr´ıan estar recopilando datos que son innecesarios o redundantes, con el
correspondiente gasto en tiempo y recursos que ello conlleva.
¿Do´nde se desea guardar la informacio´n? En este caso, se estar´ıa debatien-
do do´nde persistir la informacio´n: en una base de datos relacional o por el
contrario en una base de datos no-SQL, f´ısicamente en un sistema de archi-
vos, en la nube, etc. La eleccio´n de uno u otro me´todo estara´ intr´ınsecamente
relacionada con el tipo de datos que se desea persistir.
A estas cuestiones hay que an˜adirle el hecho de que, como es lo´gico, la empresa
deseara´ que el nu´mero de usuarios conectados simulta´neamente a la pa´gina web
no pueda llegar a convertirse en un problema. Con esto en mente, se deseara´ que
el sistema que se ha elegido para recopilar dicha informacio´n este´ dotado de una
escalabilidad lo suficientemente so´lida como para que no se vea limitada por el
nu´mero de usuarios.
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2. Definicio´n de objetivos y descripcio´n del pro-
blema
2.1. Definicio´n de objetivos
El objetivo de este Trabajo de Final de Grado es el de la creacio´n de un sistema
integrado para la extraccio´n de informacio´n de uso de una pa´gina web concreta
(stilavia.com) por parte de los usuarios. Dicha extraccio´n debe tener en cuenta el
volumen de datos que van a ser guardados, ya sea en base de datos o en un sistema de
ficheros, en tiempo real para su posterior ana´lisis. Tambie´n debe tenerse en cuenta
que dicho volumen aumentara´ exponencialmente a medida que nuevos usuarios se
registren en la pa´gina web; objetivo principal de los propietarios de dicha pa´gina.
La empresa propietaria de la pa´gina web, entre otras cosas, ha contratado una
serie de servicios de publicidad en las ma´s conocidas redes sociales y quiere asegurar-
se de que los medios invertidos en la contratacio´n de dichos servicios de publicidad
esta´n siendo fruct´ıferos. Algunos ejemplos de datos en los que la empresa podr´ıa
estar interesada en obtener son:
Saber cua´ntos de los usuarios que acaban registra´ndose en la pa´gina web
antes mencionada, vienen como referidos de esos anuncios (tambie´n llamadas
conversiones).
Guardar cua´ndo, una vez registrado dicho usuario, se inicia sesio´n en la web.
Guardar cua´ndo el usuario inicia la compra de un producto determinado y
cua´l es ese producto, con el mayor nivel de detalle posible.
Controlar cua´nto tiempo dedica un usuario a navegar por las diferentes pa´gi-
nas del sitio, teniendo en cuenta que un mismo usuario puede tener diferentes
navegadores y pestan˜as abiertas a la vez.
E´stos son solo algunos ejemplos de la infinidad de datos que se pueden desear
registrar para que en el futuro puedan ser analizados, (lo cual no forma parte de
este proyecto) para despue´s tomar decisiones correctas en base a los resultados de
dichos ana´lisis.
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2.2. Descripcio´n del problema
Actualmente existen infinidad de tiendas online: pa´ginas web o portales de com-
pra de productos varios. Los propietarios de dichas pa´ginas a menudo utilizan servi-
cios de terceros para publicitar sus empresas. Estos servicios de publicidad consumen
recursos y es imperativo saber si e´stos recursos esta´n siendo bien utilizados. En este
punto es donde surge la necesidad de analizar datos. Para que la obtencio´n de estos
datos tenga cierta utilidad, se requiere que la obtencio´n de e´stos sea en tiempo real,
independientemente de cua´ndo vayan a ser tratados.
Teniendo esto en mente, se presentan diferentes problemas que hay que afrontar
relativos al disen˜o de la solucio´n al problema que estamos definiendo. Uno de estos
problemas es el hecho de que no existe un esquema concreto para los datos. No
existe una plantilla comu´n con la estructura de los diferentes tipos de datos que se
desea capturar. Es decir: cada aplicacio´n, cada web, cada sistema, tiene sus propios
datos y su propia manera para representarlos. Por otro lado y aunque parezca una
obviedad, hay que tener muy presente que todo dato que no sea guardado en tiempo
real, se perdera´. Para lograr persistir correctamente dichos datos, se requiere de un
sistema robusto, eficiente y escalable donde almacenarlos para su posterior ana´lisis.
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3. Estado del arte. Captura de eventos web.
Actualmente hay varias soluciones comerciales, es decir aplicaciones, en el mer-
cado para capturar eventos web. Uno de los objetivos de estas aplicaciones es el de
mejorar la visibilidad de una empresa en las redes, por lo que es imperativo sopesar
todos los gastos relacionados con la adquisicio´n e integracio´n de estos servicios, en
la pa´gina web de dicha empresa. Como en todo, existen ventajas e inconvenien-
tes relativos a su uso. Algunas de estas aplicaciones, o soluciones, son de origen
puramente comercial. Otras, sin embargo, esta´n bajo licencia Opensource. Todas
ellas atacan el problema de capturar eventos web desde diferentes perspectivas que
veremos a continuacio´n.
3.1. Proyecto Eventsourcing
Una de las soluciones que existen hoy en d´ıa, con licencia opensource, es el
proyecto Eventsourcing, cuya adquisicio´n y uso son completamente gratuitos. Dicho
proyecto, Eventsourcing1, se trata de un famework que guarda todos los cambios
(llamados eventos) de una web y lo que los causaron (llamados comandos), para
despue´s darle la opcio´n al usuario de persistir dichos eventos y sus comandos en una
base de datos, como puede ser PostgreSQL2 (en su u´ltima versio´n, 0.4). Para hacer
que esta informacio´n u´til, Eventsourcing construye ı´ndices sobre la informacio´n
obtenida mediante la captura de dichos eventos.
Segu´n las especificaciones3 del fabricante de dicha aplicacio´n, al guardar todos
los comandos y los eventos, la aplicacio´n puede enriquecer o cambiar los modelos de
dominio en el tiempo, con muy poca friccio´n (es decir, sin apenas hacer cambios en el
co´digo de la web sobre la que se quiere obtener informacio´n). Adema´s, este enfoque
elimina la necesidad de tener un u´nico modelo de dominio para cada entidad.
La arquitectura elegida por los creadores de esta aplicacio´n es mediante la pro-
gramacio´n por capas4. El objetivo primordial de la programacio´n por capas es la
separacio´n de la lo´gica de negocios de la lo´gica de disen˜o. De este modo, se consigue
un desacoplamiento de la aplicacio´n que permite la modificacio´n de manera ma´s
sencilla.
Examinando ma´s a fondo la aplicacio´n de Eventsourcing, se puede observar co´mo
esta´ construida por dichas capas. La arquitectura de esta aplicacio´n, en este caso,
se resume en an˜adir una capa sobre la base de datos, (llamada EVENTSOURCING
- Fig. 1), que sera´ la encargada de gestionar la captura los eventos y comandos, a
partir de las acciones del usuario.
Esta capa recibira´ las acciones desde la interfaz de usuario de la web, llamadas
comandos y mediante una serie de mo´dulos an˜adira´ informacio´n al evento, para




4https://es.wikipedia.org/wiki/Programaci %C3 %B3n por capas
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Figura 1: Visualizacio´n de la capa que el proyecto Eventsourcing an˜ade sobre la
capa de datos
de la integracio´n de la aplicacio´n en la pa´gina web, de guardarla en base de datos.
3.2. Microsoft Azure: Event Hubs
Por otro lado, una de las herramientas asociadas a Microsoft Azure, llamada
Event Hubs5 y con un enfoque parecido al antes mencionado en Eventsourcing -es
decir, la implementacio´n de una capa sobre la base de datos-, formar´ıa parte de
las denominadas soluciones comerciales, dado que en este caso, su adquisicio´n s´ı
necesita de un desembolso econo´mico por parte del empresario.
Segu´n la definicio´n del fabricante: Event Hubs de Azure es un servicio de in-
troduccio´n de datos altamente escalable que permite la introduccio´n de millones de
eventos por segundo para que pueda procesar y analizar grandes cantidades de datos
generados por los dispositivos y aplicaciones conectados. Event Hubs actu´a como
la ”puerta principal”de una canalizacio´n de eventos que provienen de los Sender
(Fig.2) y, una vez que los datos se recopilan en un Event Hub, se pueden transfor-
mar y almacenar con cualquier proveedor de ana´lisis en tiempo real o adaptadores
de procesamiento por lotes/almacenamiento (Consumers). Event Hubs desacopla la
produccio´n de un flujo de eventos desde el consumo de los eventos, para que los




Figura 2: Diagrama de ejemplo del funcionamiento de Event Hubs
Un gran inconveniente de esta solucio´n es que no es posible adquirir la herra-
mienta de captura de eventos Event Hubs, u´nicamente. Se requiere que e´sta vaya
acompan˜ada del entorno general de Microsoft Azure, lo cual encarecera´ ma´s su
precio.
Investigando ma´s a fondo en la aplicacio´n, se puede observar como en Event
Hubs a la hora de visualizar los datos, se accede al sistema que se ha utilizado para
su persistencia y se genera una vista materializada (Materialized View - ve´ase la
Fig. 3), dado que la tabla con los datos representados no existe como tal.
Figura 3: Visualizacio´n de una vista materializada usada por Event Hubs.
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Una vista materializada es el resultado pre-calculado (materializado) de una
consulta. A diferencia de una vista simple, el resultado de una vista materializada
se almacena en algu´n lugar, por lo general en una tabla. Las vistas materializadas
se utilizan cuando se necesita una respuesta inmediata y la consulta que produce
dicha vista materializada llevar´ıa un lapso de tiempo demasiado largo para producir
un resultado. Las vistas materializadas tienen que ser refrescadas de vez en cuando.
La frecuencia de refresco de la vista materializada depende de co´mo de actual es su
contenido. Una vista materializada se puede actualizar de inmediato o en diferido, se
pueda actualizar totalmente o hasta cierto punto en el tiempo. Esto, en aplicaciones
que necesitan de un ana´lisis en tiempo real, puede derivar en un inconveniente, dado
que los datos que se esta´n tratando pueden no ser reales.
3.3. Google Analytics.
Otra solucio´n, que podr´ıamos considerar como pseudo-gratuita, es Google Analy-
tics. La consideramos as´ı (pseudo-gratuita) dado que ofrece una serie de funciones o
servicios ba´sicos relacionados con la captura de eventos, pero para usarla en su pleni-
tud tambie´n se debera´ abonar un importe, que variara´ segu´n el nu´mero de funciones
que se deseen utilizar. Google Analytics -ma´s concretamente su parte relacionada
con la captura de eventos junto con el almacenamiento de los datos obtenidos a
partir de dicha captura- se puede considerar como la aplicacio´n ma´s parecida al
framework Event Tracker detallado en esta memoria. Su mayor caracter´ıstica re-
side en el hecho de que permite medir las ventas y las conversiones -mencionadas
anteriormente- y ofrece informacio´n sobre co´mo los visitantes de la pa´gina web don-
de se ha integrado, utilizan dicha web, co´mo han llegado a ella y que´ se puede hacer
para que dichos usuarios sigan visita´ndola.
Google Analytics presenta varias limitaciones que, por contrapartida, s´ı se han
tenido en cuenta en la implementacio´n del framework Event Tracker:
El co´digo de Google Analytics es opaco: no se sabe exactamente que´ es lo que
hace para capturar informacio´n y analizarla, por lo que hay que limitarse a
tratar con los datos que proporciona.
Dicho co´digo tambie´n es cerrado: no es posible saber co´mo organiza la infor-
macio´n ni se puede modificar para que realice una funcio´n fuera de las que ya
esta´n estipuladas por el desarrollador.
Los eventos capturados por Google Analytics no son persistentes en su to-
talidad: son eliminados a los 3 meses y tan solo se ira´n guardando los datos
agregados.
Se trata de una solucio´n u´nicamente para eventos web: no esta´ integrado con el
backend, sino que lo esta´ tan solo con el frontend, lo cual no permite capturar
eventos en otros a´mbitos.
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3.4. Conclusiones sobre el estado del arte
Tras analizar los tres tipos posibles de aplicacio´n para capturar eventos que hoy
en d´ıa se pueden hallar compara´ndolas con el framework Event Tracking implemen-
tado en este Trabajo de Final de Grado, la conclusio´n final es la siquiente:
Proyecto Eventsourcing: Se trata de una aplicacio´n Open Source, por lo que
carece un precio de licencia. Se trata de una solucio´n gratuita, estable y bien docu-
mentada pero que requiere de un proceso de entendimiento de su funcionamiento y
posterior integracio´n en la aplicacio´n que se desea monitorizar.
Microsoft Event Hubs: Tiene a su favor el hecho de tener detra´s a una gran
empresa, como es Microsoft lo cual facilita que exista un gran soporte te´cnico detra´s.
Se trata de una aplicacio´n muy bien acabada, documentada y testada. Event Hubs
requiere, por un lado el desembolso de una gran cantidad de dinero, no solo inicial
sino, tal y como se puede observar en la web de compra del producto, un importe
mensual dependiendo de la cantidad de eventos que se quieran gestionar. Adema´s
requiere tambie´n de la adquisicio´n de Microsoft Azure, entorno principal sobre el
que trabaja, lo cual encarecera´ todav´ıa ma´s su precio. Finalmente, requiere tam-
bie´n un proceso de adaptacio´n a la aplicacio´n que se quiera integrar adema´s de un
aprendizaje en su uso.
Google Analytics Su principal baza tambie´n reside en la gran empresa que
tiene detra´s. Su documentacio´n y soporte son muy conocidos. Por otro lado, presenta
una serie de limitaciones: co´digo cerrado y opaco, con una persistencia de datos muy
limitada y tan solo dirigido a eventos web.
A parte de analizar, de manera generalizada, las caracter´ısticas de los diferentes
tipos de aplicaciones existentes e independientemente del enfoque de e´sta, a conti-
nuacio´n se resumen los pros y contras de los cuatro tipos de soluciones: es decir,
una solucio´n comercial (Event Hubs de Microsoft Azure), una solucio´n ya creada
pero gratuita -licencia Opensource- (Eventsourcing), una solucio´n gratuita pero con
posibilidad de ampliarla previo pago de una cantidad determinada de dinero y una
solucio´n completamente personalizada (Event Tracking) tratada en esta memoria.
SOLUCIO´N OPENSOURCE - Eventsourcing
Pros Contras
Ahorro considerable de tiempo en im-
plementacio´n.(Ya se encuentra disponi-
ble)
Integracio´n en nuestra aplicacio´n, com-
pleja. Puede requerir una adaptacio´n.
Es una solucio´n robusta y con pocos
errores.
Se requiere un aprendizaje de uso o for-
macio´n.
Extensa documentacio´n que facilita la
comprensio´n de su uso.
No suelen incluir un soporte te´cnico o
no es gratuito
Inexistencia de precio de licencia. Gasto considerable en tiempo para in-
tegracio´n de la misma.
Tabla 1: Solucio´n Opensource - Eventsourcing
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SOLUCIO´N COMERCIAL - Event Hubs de Azure (Microsoft)
Pros Contras
Ahorro considerable de tiempo en im-
plementacio´n.(Ya se encuentra disponi-
ble)
Precio de licencia habitualmente eleva-
do
Son soluciones robustas y con pocos
errores.
Coste de mantenimiento a parte del ini-
cial para la licencia.
Extensa documentacio´n que facilita la
comprensio´n de su uso.
Integracio´n en nuestra aplicacio´n, com-
pleja. Probablemente se requiera una
adaptacio´n
Incluye un soporte te´cnico. Se requiere un aprendizaje de uso o for-
macio´n.
Tabla 2: Solucio´n Comercial - Event Hubs
SOLUCIO´N PERSONALIZADA - Framework Event Tracking
Pros Contras
Integracio´n ma´xima dentro de nuestra
aplicacio´n con coste mı´nimo.
Gasto considerable en tiempo para im-
plementacio´n e integracio´n de la mis-
ma.
No se requiere de una formacio´n Aplicacio´n ma´s susceptible a posibles
errores, aunque no tiene por que´ ser as´ı.
Inexistencia de precio de licencia. Documentacio´n quiza´ no tan extensa
Documentacio´n menos necesaria dada
la titularidad de la solucio´n.
No incluye soporte te´cnico.
Tabla 3: Solucio´n Personalizada - Event Tracking
SOLUCIO´N PSEUDO-GRATUITA - Google Analytics
Pros Contras
Adquisicio´n ba´sica gratuita. Gasto considerable en tiempo para
aprendizaje e integracio´n de la misma.
Aplicacio´n muy bien acabada Poca flexibilidad para diferentes nece-
sidades.
Extensa documentacio´n. Co´digo implementado opaco
Incluye soporte te´cnico Persistencia de los datos limitada.
Tabla 4: Solucio´n pseudo gratuita - Google Analytics
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4. Disen˜o
4.1. Conceptos de Evento y Contexto
Para disen˜ar este proyecto, primero se ha tenido que determinar que´ es un evento.
Por otro lado, tambie´n se han considerado ciertos interrogantes que surgen a la
hora de hablar de evento: ¿Cua´ndo sucede? ¿Que´ datos debe contener? ¿Que´ puede
hacerse con ellos?
4.1.1. Evento
Para registrar los datos mencionados en el cap´ıtulo 3 se usa el concepto de
evento. Un evento en IT (Information Tenchnologies, -Tecnolog´ıas de la Informacio´n,
en castellano), es una serie de datos con un timestamp determinado. Existen dos
tipos de evento segu´n si requieren de una accio´n por parte del usuario o no. Un
evento que requiera de la accio´n del usuario es, por ejemplo, cuando e´ste hace
clic en un boto´n o un enlace, tambie´n llamados Interaction Event. Un ejemplo de
un evento que no requiere accio´n del usuario es un evento que sucede de manera
automa´tica cuando transcurre una cantidad de tiempo determinada, los llamados
Non-Interaction Event.
4.1.2. Contexto
Un evento sucede bajo unas condiciones determinadas que son comunes a todos
los eventos. Por ejemplo: el usuario que ha originado el evento, el tiempo en el que
ha sucedido, el navegador que utiliza el usuario, etc. Estas condiciones determi-
nadas o variables, son de intere´s pero no forman parte del evento. El nombre que
reciben estas variables en este framework es contexto. Estos contextos son definidos
y gestionados por el framework Event Tracking. Cada evento tendra´ asociado uno
o varios tipos de contextos diferentes.
4.2. Disen˜o del Framework Event Tracking
En este cap´ıtulo se detallan el disen˜o y el funcionamiento del framework Event
Tracking. El framework tiene por objetivo la gestio´n de los eventos dentro de una
aplicacio´n. La gestio´n de los eventos en una aplicacio´n supone varios retos que
cambian segu´n la aplicacio´n concreta. Por ello el framework consta de diversos
mo´dulos para adaptar la solucio´n a las necesidades. El disen˜o por mo´dulos responde








A continuacio´n, se mencionan cada mo´dulo y la interaccio´n de cada uno de ellos
con el resto de mo´dulos. En la seccio´n 4.4 se describe cada uno con ma´s detalle.
Figura 4: Framework Event Tracking. Disen˜o de los diferentes mo´dulos de Event
Tracking
El framework Event Tracking consta de 4 mo´dulos. En la figura 4 se representa
gra´ficamente la interrelacio´n de cada uno.
En primer lugar esta´ el Event Tracking Core (figura 4, en verde). Su respon-
sabilidad es la de publicar un me´todo que genera eventos y env´ıa los eventos a la
implementacio´n del mo´dulo Reporter.
El mo´dulo HTTP API (figura 4, en color salmo´n). Es una API HTTP JSON que
recibe eventos, por ejemplo mediante AJAX, los cuales son entregados al Event-
Tracker.
El mo´dulo Client Navigator (figura 4, el porta´til) es el responsable de capturar
los clicks del usuario del browser y los env´ıa mediante AJAX a la API que publica
el mo´dulo HTTP API.
El mo´dulo Reporter (figura 4, en rosa), recibe eventos desde el Event Tracking
Core. Este mo´dulo se divide en dos sub-mo´dulos.
Sub-mo´dulo Queue (figura 4, en granate). Gestor de colas de eventos. La
implementacio´n que se ha hecho de esta interfaz, EventEnricher, enriquece la
informacio´n de los eventos con datos obtenidos de la base de datos SQL. Su
output es una lista de eventos que sera´n enviados al sub-mo´dulo Elasticsearch.
Sub-mo´dulo Elasticsearch (figura 4, en azul). Toma un conjunto de eventos
generados por Event Tracker y los env´ıa a la base de datos de Elasticsearch
(figura 4, en naranja).
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4.2.1. Casos de uso
A continuacio´n se muestra el diagrama de casos de uso del framework Event Trac-
king (figura 5). Dado que se trata de un framework de uso gene´rico, completamente
personalizable mediante la implementacio´n de diferentes mo´dulos relacionados con
el input de framwork as´ı como tambie´n el output del mismo, se muestran en el
siguiente diagrama y resaltados con el fondo en color, ligeramente ma´s grandes,
los casos de uso determinados que se han implementado para el framework en el
entorno concreto de la pa´gina web stilavia.com
Figura 5: Framework Event Tracking. Diagrama de casos de uso.
4.2.1.1 UC4. Generar Evento JSON.
Dado que el elemento principal del core del framework, el EventTracker, u´nica-
mente puede recibir eventos de tipo Java, mediante un mo´dulo externo que dote al
framework Event Tracking de una API de HTTP, se generara´ un evento en JSON,
que sera´ transformado a Java mediante dicha API.
4.2.1.2 UC8. Reportar a Elasticsearch.
El output de EventTracker tan solo es un evento, en formato Java. Por lo tanto,
desde un mo´dulo externo, llamado Reporter, el usuario puede recopilar una serie
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de Eventos en formato Java para despue´s reportarlos a una base de datos. Para
el framework Event Tracking y en el contexto de la pa´gina web de stilavia.com, se
ha elegido Elasticsearch como sistema para la persistencia de datos e indexado de
documentos. Para ello, el mismo mo´dulo Reporter traducira´ los eventos de formato
Java a JSON.
4.2.1.3. UC7. Reportar a Logger.
El usuario genera un log con los eventos capturados por el framework Event
Tracking. Para ello es necesario utilizar un serializador de objetos a JSON o la
llamada al propio me´todo para imprimir por pantalla del objeto Java generado por
EventTracker.
Para completar el resto de casos de uso, sera´ necesario implementar los correspon-
dientes mo´dulos externos para su correcto funcionamiento. En futuras extensiones
del framework Event Tracker, se implementara´n dichos mo´dulos. De esta manera
usuario podra´ decidir tanto el formato del input del framework, como el de su out-
put, considerando incluso otras opciones adicionales adema´s de las mencionadas en
el diagrama de casos de uso (figura 5).
4.3. Event Tracking Core
Figura 6: Situacio´n del Mo´dulo Event Tracking Core dentro del framework Event
Tracking, resaltado en naranja.
Esta seccio´n describe el funcionamiento del mo´dulo principal del framework
Event Tracking, el Event Tracking Core. La figura 6 muestra la situacio´n del Event
Tracking Core dentro del funcionamiento del framework Event Tracking, siendo
e´ste el nu´cleo del framework. El mo´dulo Event Tracking Core, es responsable de
presentar la bases para definir, en el framework Event Tracking, que´ se considera
un evento, que´ se considera un contexto, que´ se considera una factor´ıa (ya sea de
eventos o de contextos) y que´ se considera un reporter. La interfaz Event, la cual
forma parte del mo´dulo Event Tracking Core, establece el contrato que se debera´
cumplir para que un evento sea considerado como tal. Para ello, el mo´dulo Event
Tracking Core es el encargado de generar una instancia de un tipo de evento con-
creto utilizando la factor´ıa correspondiente mediante la interfaz EventFactory y los
contextos asociados, generados a partir de la interfaz EventContextFactory. Poste-
riormente, una vez creado el evento, el mo´dulo Event Tracking Core delega a las
implementaciones de la interfaz EventReporter la continuacio´n del procesamiento
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del evento. El resto de los mo´dulos son extensiones del framework que implementan
las interfaces que presenta el Event Tracking Core y complementan su funcionali-
dad, tanto a la hora de capturar eventos, como a la hora de gestionar que´ hacer una
vez capturados, dependiendo de las necesidades del usuario.
Las clases Java principales del mo´dulo Event Tracking Core son las siguientes:
Figura 7: Diagrama del Core de Event Tracking.
4.3.1. Event Tracker
La clase EventTracker es la interfaz principal del framework Event Tracking. Su
responsabilidad es la de publicar un me´todo, llamado track. El objetivo principal
de Event Tracker mediante este me´todo, es el de rastrear un evento durante el ciclo
de vida de e´ste. En ese ciclo de vida, el EventTracker tambie´n an˜ade la informacio´n
contenida en los contextos. Finalmente, tambie´n es responsabilidad del EventTrac-
ker delegar al Reporter dicho evento. Ma´s adelante, en esta memoria, se provee una
implementacio´n de EventTracker, llamada SimpleEventTracker cuyo detalle puede
verse en la seccio´n 5.2.1 del cap´ıtulo 5.
4.3.2. Event Context
Interfaz que establece el contrato que deben cumplir los objetos encargados de
definir los diferentes contextos que se desea an˜adir a un evento. Todo objeto que
implemente esta interficie estara´ formado por un nombre y la informacio´n adicional
que se desee aportar al evento.
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4.3.3. Event Context Factory
Factor´ıas6 de EventContext7. Interfaz que gestiona la creacio´n de instancias de
EventContext. Existe una EventContextFactory para cada tipo de EventContext.
Cada Event capturado puede contener un u´nico EventContext de cada tipo.
4.3.4. Event
Objeto que es generado y gestionado por el EventTracker. Consta de un nombre,
un UUID -identificador u´nico universal-, un tipo8 y una coleccio´n de EventCon-
text9. Para su uso, se necesitara´ generar una interfaz que herede de Event. La clase
abstrancta AbstractEvent implementa la interfaz Event proveyendo de una imple-
mentacio´n comu´n que facilita la extensibilidad de eventos concretos.
4.3.5. Event Factory
Factor´ıas de Event. Son las encargadas de generar los objetos de tipo Event. La
EventFactory tambie´n recibe los EventContext generados mediante las correspon-
dientes EventContextFactory, de lo cual se encarga el EventTracker.
4.3.6. Event Reporter
Esta interfaz establece el contrato por el cual se reciben los eventos generados
por el EventTracker. Es responsabilidad de la clase que implementa EventReporter
decidir que´ hacer con los eventos generados. Por ejemplo, enviarlos a una database,
logarlos, guardarlos en un sistema de archivos, etc. En el framework que forma
parte de esta memoria se ha elegido Elasticsearch como sistema de indexacio´n de
documentos y persistencia en base de datos. De este modo el framework delega al
desarrollador que haga uso de este framework de decidir que´ se hace con los eventos
salientes. Adema´s en las extensiones del framework hay implementaciones concretas
y utilidades para facilitar el uso de esta interfaz.
4.4. Extensiones de Event Tracking
En este cap´ıtulo se describen algunos mo´dulos de extensio´n del framework Event
Tracking. Existen varios tipos de extensiones que expanden la funcionalidad del
framework. Estas extensiones pueden estar dirigidas a enviar informacio´n al frame-
work Event Tracking. Un ejemplo puede ser la captura de eventos web, la cual se
esta´ documentando en esta memoria, pero podr´ıa tratarse de la captura de cual-
quier otro tipo de evento, en cualquier otro a´mbito, que requiera su captura para su
6Ve´ase Anexo III. Cap´ıtulo 8. Glosario: Factory Method design pattern
7Ve´ase Anexo I. Cap´ıtulo 6. Tipos de Contextos
8Ve´ase Anexo II. Cap´ıtulo 7. Tipos de Evento
9Ve´ase Anexo I. Cap´ıtulo 6. Tipos de Contextos
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posterior ana´lisis. Por el contrario, existen otras extensiones que esta´n dirigidas a
recibir informacio´n de Event Tracking, para despue´s tratar dicha informacio´n de un
modo u otro. Podr´ıa tratarse, como es el caso, de una extensio´n para guardar en ba-
se de datos no relacional la informacio´n capturada en los eventos. E´stas extensiones
y otras se analizan a continuacio´n.
4.5. Mo´dulo Client Navigator
Figura 8: Framework Event Tracking. Mo´dulo Client Navigator
En esta seccio´n se detalla lo que sucede en la parte del cliente, es decir: el na-
vegador del usuario, (Fig. 8, resaltado en naranja) para que se genere y capture
el evento. La redaccio´n de este cap´ıtulo esta´ integralmente relacionada con la ma-
nera como funciona la captura de eventos en un entorno determinado: la web de
stilavia.com.
Para que un evento sea capturado se utiliza jQuery en la parte del cliente, para
capturar el clic que el usuario hace en un enlace o boto´n de la pa´gina web. Cada
uno de dichos enlaces o botones dispone de un identificador propio, por el cual sera´
diferenciado de los dema´s. Los submo´dulos del mo´dulo Client Navigator, (figura 8),
se detallan a continuacio´n:
4.5.1. Navegador del cliente.
El usuario, a medida que navega por la pa´gina web (figura 9, el porta´til), clica
en uno o varios botones o links de la web. Paralelamente, se generan eventos de
manera automa´tica cada x segundos para controlar cua´nto tiempo esta´ un usuario
visualizando una pa´gina de la web concreta, independientemente del nu´mero de
pestan˜as de la misma web que tenga abiertas (figura 9, en verde). E´stas son las dos
fuentes de eventos web ma´s comunes que se capturara´n con esta aplicacio´n.
4.5.2. Captura del clic.
Mediante selectores de jQuery, se captura el click que ha efectuado el usuario
(figura 9, en naranja), dado que cada boto´n y cada link han sido identificados de
manera inequ´ıvoca mediante etiquetas. Al capturar dicho click, se inicia el proceso
de documentar el evento, an˜adiendo la informacio´n necesaria para que, una vez en el
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Figura 9: Detalle del mo´dulo Client Navigator
lado del servidor, el evento pueda ser creado como tal para su posterior persistencia.
En este momento, se nombrara´ el evento con una de las etiquetas que constan en
la clase Event, lo cual clasificara´ al evento con un tipo que lo distinguira´ del resto
durante todo el proceso desde que es creado hasta que se guarda en base de datos.
Una vez creado, dependiendo del tipo al que pertenezca el evento, se le an˜adira´
una serie de datos que servira´n para enriquecer la informacio´n del evento, cuando
dicho evento llegue a la parte del servidor.
4.5.3. Queue. Local Storage.
Figura 10: Almacenamiento local dentro del navegador web (Local Storage)
Los eventos generados en una misma pestan˜a del navegador sera´n guardados en
una cola llamada eventQueue (figura 9, en salmo´n) dentro del Local Storage, en
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formato clave:valor, como puede observarse en la figura 10.
Figura 11: Estructura incial de un evento capturado
En la figura 11 se puede observar la estructura completa de un evento capturado
y guardado en Local Storage, de tipo KEEP ALIVE. Se puede observar como se
ha creado un evento, el cual contiene la url donde se genera, el momento exacto
en formato timestamp, el tipo de evento y un objeto de tipo diccionario con pares
clave:valor de datos relacionados con el evento, llamado params. Uno de ellos: pa-
geUuid, es un identificador u´nico de la pestan˜a en la que se ha generado el evento, de
manera que todos los eventos capturados en una misma pestan˜a se puedan agrupar
por dicha pestan˜a.
4.5.4. POST
La cola mencionada en el apartado 4.5.3 se vac´ıa al cambiar de pa´gina dentro de
la misma pestan˜a o cuando transcurra una determinada cantidad de tiempo. Antes
de vaciarse, se enviara´ su contenido como una lista de objetos JSON, mediante
AJAX y el me´todo POST (figura 9, en lila) al mo´dulo HTTP API del framework,
que contiene el Controller.
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4.6. El Mo´dulo HTTP API
Figura 12: Framework Event Tracking. Mo´dulo HTTP API.
El Mo´dulo HTTP API (Fig. 12, resaltado en naranja) se encarga de gestionar,
en el lado del servidor, los eventos que se han capturado desde la web. Su existencia
se debe al uso que se le ha dado al framework Event Tracking en concreto.
Figura 13: Framework Event Tracking. Clases principales del Mo´dulo HTTP API.
4.6.1. Controller
La clase principal de este mo´dulo es la clase EventTrackingController (figura
13, en verde). En esta clase se encuentra el endpoint que sera´ llamado cada vez
que se capture un evento desde la web. El me´todo principal de esta clase recibira´
una lista de eventos en crudo. Es decir, con los datos en raw, a los cuales se les
debera´ dar forma. Contiene, tambie´n, una serie de Processors que se encargara´n de




La clase RawEventRequest (figura 13, en naranja) es una clase de origen gene´rico
que se encarga de transformar un objeto JSON, obtenido desde la web, en un objeto
Java. Este objeto Java esta´ formado por el tipo del evento, la URL donde se ha
originado, el momento en el que se origino´ y una serie de para´metros que var´ıan
dependiendo del evento y que servira´n despue´s para darle forma.
4.6.3. Event Request
Los diferentes tipos de evento que provienen de la web heredan de la clase gene´rica
EventRequest (figura 13, en lila). Esta clase es la responsable de definir los diferentes
tipos de evento, antes de ser convertidos en objetos de tipo Event.
4.7. El Mo´dulo Reporter
Figura 14: Framework Event Tracking. Mo´dulo Reporter.
El mo´dulo Reporter (Fig. 14, en naranja) es el encargado de obtener todos los
eventos capturados y guardarlos en colas. Este mo´dulo esta´ implementado de mane-
ra que tiene en cuenta la multitud de usuarios que pueden estar conectados a la web
en un momento determinado y la particularidad de que cada usuario puede estar
visualizando varias pestan˜as a la vez en un mismo navegador. La implementacio´n
que se ha hecho del mo´dulo Reporter consta de dos sub-mo´dulos.
4.7.1. El Sub-Mo´dulo Queue
Dado que el output del mo´dulo EventTrackingCore se trata de una serie de
eventos individuales, es de esperar que la frecuencia de este output sea alta. Para
casos de uso como por ejemplo persistir los eventos en una base de datos, esta
frecuencia puede generar un consumo de red y lock de los threads inaceptable. Este
sub-mo´dulo resuelve este problema.
Para ello, el sub-mo´dulo Queue provee una implementacio´n de Reporter que
almacena temporalmente los eventos en una cola, para luego ser tratados perio´di-
camente en grupos. De esta manera se reduce la frecuencia de procesamiento de
los eventos y permite las operaciones sobre lotes de eventos. El sub-mo´dulo Queue
mediante su interfaz principal,
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Figura 15: Framework Event Tracking. El submo´dulo Queue.
PushingAndGetAllClearingQueue, se encarga de gestionar la cola de eventos
haciendo que las operaciones de llenado y vaciado de dicha cola sean ato´micas. De
esta manera, en situaciones donde la alta frecuencia de eventos pueda suponer un
problema, el sub-mo´dulo Queue mitiga los posibles riesgos a cambio de una mayor
latencia de recepcio´n de eventos y mayor coste de memoria y CPU.
4.7.2. El Sub-Mo´dulo Elasticsearch
El sub-mo´dulo Elasticsearch se encarga de recibir las colas de eventos generados
en el sub-mo´dulo Queue. Posteriormente, se serializan dichos eventos a un lenguaje
que la base de datos Elasticsearch pueda reconocer: JSON. Una vez convertidos en
objetos JSON, los eventos se reportan a la base de datos de Elasticsearch, de nuevo,
por lotes.
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5. Desarrollo del Framework Event Tracking.
En este cap´ıtulo se procede a detallar los aspectos ma´s te´cnicos de la implemen-
tacio´n que se ha llevado a cabo en el desarrollo del framework Event Tracking para
el caso concreto de la pa´gina web de stilavia.com.
5.1. Planificacio´n
A continuacio´n se detalla por un lado, la planificacio´n inicial con la previsio´n de
la duracio´n de cada una de las etapas del desarrollo del framework Event tracker
(figura 16, parte superior) y por otro la realidad una vez terminado el proyecto
(figura 16, parte inferior). La parte f´ısica de este Trabajo de Final de Grado ha sido
implementada casi en su totalidad en los meses de julio y agosto de 2016.
Figura 16: Planificacio´n de etapas para la creacio´n del framework Event Tracker.
Para la implementacio´n del framework Event Tracker ha hecho falta crear 123
clases, las cuales como se puede observar en la figura 17, han sido mayoritariamente
implementadas en el inicio del per´ıodo de tiempo utilizado para la creacio´n del
framework Event Tracking. De esta manera se ha podido obtener una aplicacio´n
funcional con la que se han hecho los primeros test, para despue´s ir ampliando
sus funcionalidades. La implementacio´n de las clases a partir del d´ıa 25 de octubre
de 2016 responde a tareas de mantenimiento y a la adicio´n de nuevas capturas de
eventos surgidas a partir de las necesidades de la aplicacio´n web de stilavia.com
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Figura 17: Diagrama de la implementacio´n de las clases del framework Event Trac-
ker.
5.2. Implementacio´n de los mo´dulos del framework Event
Tracking
5.2.1. Mo´dulo Event Tracking Core
El framework Event Tracking provee una implementacio´n funcional esta´ndard
de la interfaz EventTracker vista en la secio´n 4.3.1 del cap´ıtulo 4: la clase SimpleE-
ventTracker. SimpleEventTracker obtiene el nombre del evento desde la fuente de
eventos elegida y gestiona dicho evento segu´n el tipo de evento al que pertenezca.
La instancia de la clase SimpleEventTracker recibe objetos de tipo Event desde
las EventFactory y obtiene instancias de objetos EventContext desde las Event-
ContextFactory. SimpleEventTracker tambie´n contiene un me´todo, que se ejecuta
inmediatamente despue´s del constructor de la clase, llamadado initialise, que com-
prueba la unicidad de las EventFactory para los objetos de tipo Event y de las
EventContextFactory para los objetos EventContext.
Por otro lado, se ha considerado la posibilidad de que un evento se genere en
un momento determinado pero tarde demasiado en llegar al servidor. Un ejemplo
de esto se puede ver en la aplicacio´n que se ha hecho del Event Tracking para la
pa´gina web de stilavia.com:
Los eventos son generados en el mo´dulo Client del framework. Como se vera´ en
la seccio´n 5.2.3 del capt´ıtulo 5, estos eventos sera´n guardados en colas en el cliente,
retarda´ndose un cantidad de tiempo determinada en ser vaciadas. Tras pasar por el
mo´dulo HTTP API, el cual se detalla en la seccio´n 5.2.2 del cap´ıtulo 5, los eventos
sera´n reportados por el EventTracker hacia el mo´dulo Reporter, en donde volvera´n a
ser guardados en colas, esperando a que el EventReporter los env´ıe hacia el servidor
de base de datos Elasticsearch. Todas estas esperas contribuyen a generar un lapso
de tiempo entre que la accio´n que genera el evento se realiza y el evento con la
informacio´n contextual es creado y reportado a la base de datos.
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Esto, aunque en un principio pueda parecer banal, puede provocar que se pierda
la secuencialidad de los eventos, por lo que ciertas funcionalidades a la hora de
analizar la captura de los sudodichos, relacionadas con el orden en el que dichos
eventos se originan, se ver´ıan adulteradas. Para evitar esto es necesario guardar
el momento exacto en el ese evento se genera. Para ello, a partir de la lista de
EventContextFactory que creara´n los pertinentes EventContext, se procede de la
siguente manera:
Se crea un Map con todas las factor´ıas de contextos que sera´n inyectados en
el objeto de tipo Event, llamado eventContextFactoryMap.
Se crea un Map con la factor´ıas de contextos que requieren una sobreescritura
en su @timestamp con el momento exacto de la creacio´n del evento, llamado
eventContextFeededFactoryMap.
Se mezclan los values de ambos Map en una sola Collection de EventContext
sobreescribiendo los EventContext originales con los que han sido modificados
con el @timestamp correcto. Esta lista de instancias de EventContext, la cual
tendra´ los contextos relativos al tiempo correctamente sobreescritos, es la que
sera´ inyectada en el objeto de tipo Event.
Una vez formado el objeto de tipo Event, con los correspondientes EventContext,
EventTracker env´ıa el evento al mo´dulo Reporter mediante la llamada al me´todo
report de la interfaz EventReporter cuya implementacio´n se muestra en QueueE-
ventReporter.
Una funcionalidad que demuestra la modularizazio´n del framework Event Trac-
king es el hecho de que es capaz de filtrar eventos. Puesto que el Event Tracking
Core puede ser ’conectado’ a diferentes EventReporter, se ha considerado la posi-
bilidad de que cada mo´dulo Reporter reporte unos tipos de eventos determinados.
Para ello se ha implementado la clase EventFilters, la cual dispone de dos me´todos:
uno que acepta todos los eventos y otro que filtra los eventos de un tipo determi-
nado. A partir de estos me´todos, se generara´n los EventReporter correspondientes
para uno o varios tipos de Event.
Implementacio´n particular de EventTracker para Stilavia.com
Para la aplicacio´n web que se menciona en esta memoria, stilavia.com, se ha
desarrollado una interfaz, StilaviaEventTracker que contiene una instancia de Event-
Tracker. En la interfaz StilaviaEventTracker se declaran los me´todos encargados de
separar los diferentes tipos de evento que se desea capturar. Para ello, desde la clase
que implementa la interfaz StilaviaEventTracker, la clase SimpleStilaviaEventTrac-
ker, se llama al me´todo track de EventTracker, desde cada uno de los me´todos de-
finidos en StilaviaEventTracker. Hay uno de estos me´todos por cada tipo de evento
que existe. La llamada a estos me´todos se efectu´a de varias maneras diferentes:
Pasa´ndole como para´metro u´nicamente el nombre del evento. Estos eventos
son los relacionados con la cuenta de usuario, la visualizacio´n de las diferentes
redes sociales y la interaccio´n del usuario con el wizard.
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Pasa´ndole como para´metro el nombre del evento y la id de un producto. Estos
eventos son los relacionados con la visualizacio´n de un producto concreto y
pra´cticamente todo lo que ocurre en la vista del detalle de un producto.
Pasa´ndole como para´metro el nombre del evento y la id de dos productos.
Estos eventos esta´n relacionados con la visualizacio´n de productos, a la hora de
navegar de un producto a otro. Tambie´n incluye esta categor´ıa la visualizacio´n
de una misma prenda en otro color. En la accio´n de navegar entre uno y otro
producto, las ids de los productos coincidiran con la id del producto origen y
la id del producto destino.
Pasa´ndole como para´metro el nombre del evento y la id de un ProductBox. Un
tipo de evento u´nico relacionado exclusivamente con el uso que los usuarios
dan a las ProductBox. Estos suceden de tres maneras diferentes: cuando se
hace la impresio´n en pantalla dentro de la Home, al hacer click en el boto´n
de “Ver ma´s” y al ver la lista de productos que la conforman.
5.2.2. El Mo´dulo HTTP API
El mo´dulo HTTP API publica una API de manera que los eventos puedan ser
capturados v´ıa web. Para ello contiene un controlador, llamado EventTrackingCon-
troller, cuyo endpoint llamado “/track”, es el encargado de recibir los eventos
provinientes de la web en formato JSON. Estos objetos JSON, mediante Spring,
sera´n convertidos en instancias de la clase Java RawEventRequest, el cual contiene
la misma estructura de datos que el objeto JSON antes mencionado. A continua-
cio´n, el EventTrackingController des-serializa dichos objetos y los convierte en ins-
tancias concretas de objetos que implementan la interfaz EventRequest. Para que
esto se lleve a cabo, una serie de funciones llamadas processors, implementadas en
EventTrackingController se encargan de distinguir un evento de otro a partir del
EventType, es decir, el tipo de evento que se le ha sido asignado.
RawEventRequest
Tipo de objeto en el que el framework Spring vuelca los datos provinientes de
los objetos JSON desde la web, a Java. Las instancias de RawEventRequest esta´n
formadas por los siguientes atributos:
Timestamp: momento exacto en el que ha sucedido el evento y que sobrees-
cribira´ al atributo timestamp del objeto Event para evitar el lapso de tiempo
mencionado anteriormente.
URL: Url desde la cual se ha llevado a cabo la accio´n que ha originado el
evento.
EventType: Tipo del evento, estipulado en la enum EventType.
Params: Collection de tipo Map con los para´metros espec´ıficos del evento,
recogidos en el navegador web v´ıa JavaScript, en la parte del cliente.
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El objeto RawEventRequest, de cara´cter gene´rico, es utilizado para generar las
instancias correspondientes de objetos de tipo EventRequest, a partir del tipo de
evento del que se traten.
EventRequest
Las instancias de EventRequest se generan a partir de los objetos RawEven-
tRequest, mencionados en el apartado anterior, en los processors (me´todos que
procesan los diferentes tipos de evento) del EventTrackingController. Desde cada
uno de estos se llama al me´todo track de EventTracker pasa´ndole como para´me-
tros los datos contenidos en el objeto EventRequest, generado a partir del objeto
RawEventRequest.
Con esta serie de objetos -que en un principio parecen redundantes- se consigue
desacoplar por completo la funcionalidad del mo´dulo HTTP API de la del mo´dulo
principal EventTrackingController. De esta manera, el mo´dulo HTTP API se conci-
be como un accesorio del framework Event Tracking completamente independiente
y personalizable.
5.2.3. El Mo´dulo Client Navigator
El mo´dulo Client Navigator se ha implementado tambie´n como parte del frame-
work Event Tracking de manera espec´ıfica para la pa´gina web de stilavia.com. Para
su correcto funcionamiento es necesario y dado que se trata de una pa´gina web, que
este mo´dulo actu´e junto con el mo´dulo HTTP API. En el mo´dulo Client Navigator
se captura la accio´n que produce el usuario y que dara´ como resultado la creacio´n
de un evento.
El evento es capturado mediante Javascript de tres maneras posibles: click, hover
y mediante el transcurso de un determinado per´ıodo de tiempo. En ese momento
se le asigna un nombre, el cual definira´ el tipo al que pertenece el evento. Dada la
gran cantidad de eventos que se pueden llegar a generar y teniendo en cuenta que
la pa´gina web puede ser visitada desde dispositivos mo´viles, se ha tenido en cuenta
el no usar de manera excesiva el env´ıo de datos y la bater´ıa de dichos dispositivos
mo´viles. A tal efecto se han generado una cola, de a´mbito local, que guardara´
los eventos generados a la espera de ser enviados al servidor, mediante el mo´dulo
HTTP API. Se generara´ una cola por cada pestan˜a o ventana que el usuario tenga
abiertas en el navegador. Esta cola, llamada eventQueue, se ha an˜adido al atributo
LocalStorage que pertenece al navegador. Estos eventos, que hasta el momento esta´n
en formato JSON, sera´n enviados por lotes v´ıa AJAX mediante POST.
5.2.4. El Mo´dulo Reporter
Otro mo´dulo que se ha implementado espec´ıficamente para su uso en la pa´gina
web de stilavia.com es el Mo´dulo Reporter. El Mo´dulo Reporter es el encargado
de recibir los objetos Java de tipo Event desde el Mo´dulo Event Tracking Core y
reportarlos al sistema que se haya elegido como responsable de la persistencia de
los datos (Base de datos, Sistema de archivos, Loggers, etc). Este mo´dulo, el ma´s
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complejo del framework por la cantidad de funciones que realiza, se divide en dos
sub-mo´dulos. El sub-mo´dulo Queue y el sub-mo´dulo Elasticsearch.
5.2.4.1 El Sub-Mo´dulo Queue
El sub-mo´dulo Queue es una implementacio´n de la interfaz EventReporter cuya
clase principal es la clase QueueEventReporter. Esta clase es la encargada de generar
la correspondiente cola de eventos. La clase QueueEventReporter se ha generado
mediante composicio´n: esta´ formada por una instancia de la interfaz QueueManager
cuyo cometido es el de guardar los eventos en una cola y con una instancia de
BulkEventReporter, el cual se encargara´ de reportar los eventos en su momento al
sistema que se haya elegido a tal efecto.
En la creacio´n de la cola antes mencionada surgio´ un problema relacionado con
el hecho de que durante el uso de la pa´gina web existira´ un nu´mero indeterminado
de colas, dependiendo del nu´mero de usuarios que pueden estar conectados a la
pa´gina en un momento determinado. Este hecho presento´ dos inconvenientes: cab´ıa
la posibilidad de que a la hora de an˜adir un evento a la cola, e´sta se estuviese va-
ciando y viceversa: en el momento de vaciar la cola, cab´ıa la posibilidad tambie´n, de
que un evento fuese generado y demandara ser guardado en dicha cola. Esto genero´
un problema de concurrencia, el cual fue solucionado convirtiendo las acciones de
an˜adir un evento y vaciar la cola en ato´micas y mu´tuamente excluyentes.
Implementaciones de EventReporter
Como me´todo para gestionar el volcado de datos provenientes de la captura de
eventos, inicialmente se implementaron diferentes colas que actuaban a modo de
bu´ffers. Estos bu´ffers eran los encargados de almacenar los eventos antes de ser
enviados al servidor
Implementacio´n de EventReporter mediante un buffer con l´ımite de
tiempo.
Por un lado, se implemento´ un tipo de buffer, ScheduledBufferedEventReporter,
que actua en intervalos de tiempo fijo, independientemente del nu´mero de eventos
que guarde en su interior.
Esta implementacio´n de EventReporter, la cual forma parte del mo´dulo Reporter
del framework Event Tracking consta de una cola de eventos que sera´ vaciada una
vez transcurra un per´ıodo determinado de tiempo.
Esta implementacio´n presenta una ventaja: los eventos que se capturen tardara´n
como mucho, un tiempo ma´ximo a ser tratados antes de ser persitidos. Es decir: se
mantiene un concepto de inmediatez bastante cercano, lo cual es beneficioso para
el caso que nos ocupa relacionado con que´ hace el usuario de nuestra web y cua´ndo
lo hace.
Por otro lado, esta implementacio´n presenta un problema. Dado que el vaciado
del bu´ffer solo sucede tras un per´ıodo de tiempo determinado, el bu´ffer puede con-
tener un gran nu´mero de eventos, lo cual puede traducirse en una espera notable de
cara al usuario, cuando e´stos sean volcados y tratados. Esta situacio´n crear´ıa una
experiencia de usuario poco atractiva.
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Implementacio´n de EventReporter mediante un bu´ffer con l´ımite de
taman˜o.
Por otro lado, se implemento´ un tipo de buffer de taman˜o fijo, llamado FixedSi-
zeBufferedEventReporter, que vuelca los datos cada vez que su taman˜o llega a un
nu´mero determinado de eventos.
La mayor ventaja de esta implementacio´n reside en el hecho de que al tener el
bu´ffer un taman˜o fijo, la gesio´n de la memoria sera´ ma´s eficiente dado que siempre
se necesitara´ el mismo taman˜o de memoria para gestionarla. Esta implementacio´n
sera´ ideal para sistemas con memoria limitada.
Por otro lado, esta implementacio´n presenta un problema. Dado que el reporte
de los eventos solo sucede una vez se ha llegado a un nu´mero determinado de e´stos,
en sistemas que generen una cantidad pequen˜a de eventos, puede suceder que el
bu´ffer tarde demasiado en llenarse, lo cual hara´ que se pierda el componente de
instantaneidad a la hora de analizar los datos que provee el evento en tiempo real.
Estos bu´ffers son instancias de clases que heredan de AbstractQueueManager,
la cual contiene, mediante composicio´n, una implementacio´n concreta de EventRe-
porter, llamada QueueEventReporter.
Implementacio´n de EventReporter mediante un bu´ffer h´ıbrido.
Posteriormente y como solucio´n definitiva que se presenta al problema antes
mencionado, se implemento´ una instancia de EventReporter que se trata de un
buffer h´ıbrido que resulta de integrar las dos clases anteriormente mencionadas en
una sola: FixedAndScheduledBufferedEventReporter. Esta implementacio´n h´ıbrida
actu´a segu´n lo que ocurra antes: que transcurra un per´ıodo de tiempo determinado
o que el bu´ffer sea llenado por un nu´mero determinado de eventos sin que sean
enviados al servidor. De esta manera se garantiza un flujo continuo de datos, sin
picos.
Para el llenado y vaciado del bu´ffer FixedAndScheduledBufferedEventReporter,
se ha tenido en cuenta la concurrencia: es decir, la posibilidad de la existencia de
diferentes hilos de ejecucio´n. Tal y como esta´ implementado el framework Event
Tracking, en todo momento se trabaja con varios hilos de ejecucio´n, dado que en
un momemto determinado pueden estar conectados varios usuarios a la web y que
cada uno de e´stos, puede tener abiertas diferentes pestan˜as de la pa´gina web de
stilavia.com.
Para evitar la perdida de la informacio´n contenida en los eventos, se ha prestado
especial atencio´n a la hora de an˜adir un evento a la cola, bloqueando la posibilidad
de que la cola sea vaciada en ese momento y viceversa: a la hora de vaciar la cola
en cuestio´n, bloqueando la posibilidad de que un evento sea an˜adido a dicha cola
mientras se esta´ ejecutando el proceso de vaciado de la cola.
Para conseguir esto, todas la operaciones que se ejecutan sobre la cola, se han
convertido en ato´micas y autoexcluyentes, mediante el uso de ThreadLocal y Lock.
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Implementaciones de PushingAndGetAllClearingQueue
Como me´todo para guardar los eventos antes de ser reportados a la base de
datos de Elasticsearch -siempre teniendo en cuenta el contexto de la aplicacio´n
de stilavia.com- se han considerado diferentes maneras para llevar esto a cabo:
mediante una lista, mediante una cola autoblocante y por u´ltimo, mediante un
registro de colas.
Implementacio´n de PushingAndGetAllClearingQueue con List<Event>.
La manera ma´s sencilla de implementar PushingAndGetAllClearingQueue para
la gestio´n de eventos es mediante una lista simple. Esta solucio´n es la ma´s fa´cil de
implementar pero tiene ciertas limitaciones:
Figura 18: Lista de eventos. Visualizacio´n del conflicto que puede representar el
hecho de que diferentes Threads intenten an˜adir un evento a la lista en un momento
determinado.
Dado que, para el caso concreto de stilavia.com, diferentes usuarios pueden es-
tar conectados a la web en un momento determinado, existe un Thread por cada
uno de estos usuarios. Por este motivo, la implementacio´n como una List<Event>
acabar´ıa siendo un peligro como puede verse en la figura 18, dado que existir´ıa una
probabilidad bastante alta de que uno o varios de los Threads encargados de an˜adir
los eventos a la lista, trataran de hacerlo en un mismo instante de tiempo. Esta
probabilidad se ver´ıa incrementada a medida que, el nu´mero de usuarios conecta-
dos a la vez a la web, creciera. Por otro lado, tambie´n cabr´ıa la posilidad de que
el Thread encargado de vaciar dicha lista, mucho ma´s lento por definicio´n que los
anteriormente mencionados, actuara a la vez que uno o varios Threads intentaran
an˜adir un evento, causando una inconsistencia en los datos obtenidos.
Por lo antes mencionado, esta solucio´n solo ser´ıa u´til para casos en los que el
framework Event Tracking fuera implementado para una u´nica fuente de eventos,
que trabajara con un u´nico Thread. Por este motivo, se ha descartado que esta
implementacio´n de PushingAndGetAllClearingQueue forme parte del framework
Event Tracking para la web de stilavia.com
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Implementacio´n de PushingAndGetAllClearingQueue con Full Lock
Una segunda implementacio´n de la interfaz PushingAndGetAllClearingQueue
es la clase FullLockPushingAndGetAllClearingQueue. En esta implementacio´n, se
cambia la List<Event> por una Queue a partir de una LinkedList, con lo cual se
obtiene una secuencialidad dentro de la cola. Por otro lado, todas las acciones que
se ejecutan en la cola son autoblocantes. Es decir: solo se puede ejecutar una accio´n
a la vez (insertar un elemento, vaciar la cola o consultar el taman˜o de la misma).
Para ello se hace uso de la clase Lock de Java.
Figura 19: Cola de eventos con Lock. Visualizacio´n del cuello de botella que puede
representar el hecho de que un Thread intente an˜adir un evento a la lista en un
momento determinado bloqueando el acceso al resto.
Esta implementacio´n mejora considerablemente la consistencia de los datos que
se obtienen a partir de la captura de eventos web, puesto que no cabe la posibili-
dad de que haya ninguna colisio´n entre dos Threads que quieran an˜adir datos a la
lista, generando la consecuente inconsistencia de datos mencionada en el ejemplo
de la List<Event>, pero tambie´n existe una limitacio´n bastante grande: para un
nu´mero elevado de Threads insertando eventos, el hecho de que cada operacio´n sea
bloqueante hace que e´stas se conviertan en un cuello de botella bastante importan-
te.(Fig. 19) Esto conlleva el peligro de que si son muchos los Threads que esperan
a insertar un evento, e´stos, al superar su tiempo de espera, se destruyan perdiendo
los datos que contienen.
Implementacio´n de PushingAndGetAllClearingQueue con ThreadLo-
cal y WeakReference
Para solucionar el problema de la limitacio´n con grandes cantidades de even-
tos, se ha implementado un registro de colas. Para ello se ha hecho uso de una
Collection<WeakReference> y ThreadLocal
Con estas dos clases de Java, se consigue que cada Thread tenga su propia cola,
(Fig. 20) con lo que se elimina el problema de las colisiones. Por otro lado y gracias
a ThreadLocal, al disponer cada Thread de su propia cola, se elimina tambie´n la
espera ante un posible Lock de otro Thread, incrementando exponencialmente la
capacidad del sistema para recibir grandes cantidades de eventos de manera con-
currente. ThreadLocal facilita el tratamiento de la concurrencia dado que permite
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Figura 20: Implementacio´n de EventReporter con WeakReference y ThreadLocal,
eliminando los problemas de colisio´n y Lock.
asociar un objecto determinado, una LinkedList<Event> en nuestro caso, a un hilo
de ejecucio´n concreto.
De esta manera permite que todos los me´todos que se invoquen desde ese hilo,
ya sea los relacionados con an˜adir un evento, vaciar la cola u obtener el taman˜o
actual en un momento determinado, tendra´n acceso al objeto antes mencionado.
Por otro lado, si se crea otro objeto de igual tipo en otro hilo de ejecucio´n, e´ste
no tendra´ acceso a los me´todos del objeto anterior. ThreadLocal distinguira´ que´
objeto pertenece a que´ hilo y cuando algu´n hilo solicite una referencia a un objeto
concreto, ThreadLocal le entregara´ el que le corresponda.
Para obtener el taman˜o de manera correcta y siempre teniendo en cuenta la
existencia de dicha concurrencia, se ha optado por utilizar un contador de tipo
LongAdder. Este tipo de contador trabaja como un contador global. Este contador
se incrementa cada vez que un Event se an˜ade a la cola, a trave´s de todos los Threads
activos en un momento determinado, guardando la suma completa del taman˜o de
todas las colas en sus respectivos Threads.
5.2.4.2 El Sub-Mo´dulo Elasticsearch
El sub-mo´dulo Elasticsearch es el encargado de por un lado, serializar los objetos
de tipo Event a JSON y por el otro, de reportar los eventos, una vez serializados a
la base de datos Elasticsearch.
Para esto, se ha implementado un servicio, ElasticsearchEventReporterService
que sera´ el encargado de generar los mappings, ı´ndices y templates necesarios para
31
indexar la informacio´n extra´ıda de la captura de eventos.
Por otro lado, el servicio ElasticsearchEventReporterService tambie´n se encarga
de reportar, por lotes, los eventos que llenan la cola mencionada en la seccio´n 5.2.4.1.
Para ello, se ha hecho uso de la API Bulk, versio´n 2.2.0, de Elasticsearch.
Para el serializado de los objetos de tipo Event, implementados en Java, se ha
hecho uso de un objeto POJO, llamado EventModel, mencionado ma´s adelante,
cuyo objetivo es convertir los atributos complejos del objeto Event en atributos
interpretables por JSON y consecuentemente por la base de datos de Elasticsearch.
El atributo ma´s importante del objeto Event que se ha serializado es el relativo al
momento exacto en el que se ha creado el evento. Para ello se ha necesitado imple-
mentar un me´todo que convierte la fecha exacta del evento, en formato Timestamp,
en un objeto LocalDateTime con el momento exacto en que se genero´ dicho evento.
Por otra parte, para facilitar el serializado de los eventos, se ha implementado un
me´todo que se encarga de convertir un objeto de tipo Map con Values complejos en
un Map de Values simples, y otro que convierte un objeto Map en una List, evitando
campos innecesarios a la hora de generar los objetos JSON que sera´n persistidos en
la base de datos de Elasticsearch.
La clase interna EventModel
Dado que el indexador de documentos de Elasticsearch no puede reconocer cual-
quier tipo de dato, ha sido necesario crear un objeto cuyos atributos sean fa´cilmente
serializables a JSON. De esta manera se han convertido los objetos de tipos comple-
jos en datos primitivos para que puedan ser legibles por Elasticsearch. Un ejemplo
de ello es el objeto Timestamp: se trata de un nu´mero en formato Long, que ha
sido necesario serializar para que sea indexado correctamente por Elasticsearch.
Para ello se ha implementado la clase de apoyo TimestampJacksonSerializer.java
que convierte un objeto Long en una fecha en formato String de tipo “yyyy/M-
M/ddThh:mm:ss”. De esta manera, se obtiene un atributo que permite a la base de
datos de Elasticsearch, mostrar datos indexados dentro de una l´ınea temporal.
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5.3. Software utilizado en el desarrollo del framework Event
Tracking
5.3.1. Spring Framework 4.3
Figura 21: Logo Spring Framework 4.3
La aplicacio´n web de stilavia.com, dada su complejidad, ha sido implementada
ı´ntegramente en Spring Framework, ma´s concretamente en su versio´n 4.3. Spring
Framework es un entorno de desarrollo de aplicaciones Java. E´s de co´digo libre y
pertenece a la empresa Pivotal Software. Spring Framework se trata de un conjunto
de mo´dulos completamente independientes, que se utilizan segu´n las necesidades
de cada momento. Este Framework, segu´n la definicio´n de los propios creadores,
proporciona un modelo de programacio´n y configuracio´n exhaustiva de aplicacio-
nes modernas empresariales basadas en Java -en cualquier tipo de plataforma de
despliegue-. Un elemento clave de Spring es el soporte de la infraestructura a nivel
de aplicacio´n: Spring se centra en el nu´cleo de las aplicaciones empresariales para
que los equipos de desarrollo puedan concentrarse en la lo´gica de negocio a nivel de
aplicacio´n, sin ataduras innecesarias a entornos de despliegue espec´ıficos.
5.2.1.1. Spring Core
Es el nu´cleo de Spring Framework. El Spring Core se utiliza para el desarrollo de
aplicaciones independientes en Java. Proporciona una manera de aplicar el me´todo
de programacio´n Inversio´n de Control o IoC -segu´n sus siglas en ingle´s- y ma´s en
concreto la Inyeccio´n de Dependencias o DI en el Framework de Spring.
El Spring Core provee a la aplicacio´n Spring un Contenedor de Beans. Un Bean
es una clase destinada a almacenar una serie de datos para la aplicacio´n Spring. Su
fin es encapsular informacio´n, para reutilizar co´digo, estructura´ndolo en unidades lo
ma´s sencillas posibles. Este Contenedor es el responsable de instanciar, configurar
y montar los Beans de los que consta la aplicacio´n. Los Beans son creados con los
metadatos de configuracio´n que se le proporcionan al Contenedor.
5.2.1.2. Dependency Inyection - Inversion of Control
La inyeccio´n de dependencias, o Dependency Inyection, es un me´todo de progra-
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macio´n de disen˜o orientado a objetos en el que se suministran objetos a una clase,
en vez de ser la propia clase la que cree el objeto. La forma habitual de implemen-
tar dicho patro´n es mediante un contenedor de inyeccio´n de dependencias y objetos
POJO (Plain Old Java Object). De esta manera Spring, que es quien implementa
dicho contenedor, inyecta a cada objeto los atributos necesarios segu´n las relaciones
plasmadas en el fichero de configuracio´n; al permitir que sea el contenedor el que
invoca el co´digo para generar los objetos, se aplica el patro´n Inversio´n de Control,
mencionado antes.
5.2.1.3 Spring Security
Spring Security proporciona servicios integrales de seguridad para aplicaciones de
software empresarial basadas en Java EE. Dado que hoy en d´ıa Spring Framework
es la solucio´n l´ıder en Java, se le da un e´nfasis particular en apoyar proyectos
construidos usando Java EE para el desarrollo de software empresarial. Con Spring
Security la configuracio´n de todo lo relacionado con la seguridad en una aplicacio´n
Spring se efectu´a de manera muy sencilla, eliminando la necesidad de implementar
tediosos archivos en XML.
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5.3.2. Indexador de documentos Elasticsearch.
Figura 22: Logo Elasticsearch 2.2.0
Para la persistencia de los datos capturados en los eventos y en el caso concreto
de la web de stilavia.com e´sta se ha implementado en el conocido indexador de
documentos Elasticsearch. El motivo por el que se ha elegido Elasticsearch y no
otro tipo de base de datos reside en el hecho de que, dada la gran cantidad de
usuarios que pueden estar conectados en un momento determinado, es previsible
que se generen cientos, si no miles, de eventos en un espacio de tiempo reducido.
Estos datos sera´n insertados una sola vez y probablemente no sean modificados
nunca. De hecho, el objetivo principal es que as´ı sea. Por este motivo se requiere
de una herramienta que sea capaz de ingerir grandes cantidades de datos, pero que
a la vez provea de algu´n tipo de sistema para que e´stos puedan ser consultados de
una manera fiable y ra´pida.
Elasticsearch permite indexar y analizar grandes cantidades de datos en tiempo
real. Su principal arma, consiste en la potencia que puede desarrollar indexando
documentos gracias a su gestio´n de los datos de manera distribuida, mediante una
serie de clu´sters. Cada clu´ster puede contener uno o ma´s nodos. Estos nodos son
servidores dentro de un mismo clu´ster que almacenan la informacio´n y ayudan con
las tareas de indexacio´n y bu´squeda de documentos dentro del clu´ster. Para indexar
los datos, Elasticsearch no necesita de una estructura o schema previo, dado que
es capaz de obtener dicho schema a partir de los datos que se le va proveyendo.
Au´n y as´ı, permite que se disen˜en schemas personalizados, llamados mappings que
ayudara´n al usuario a llevar un control ma´s exhaustivo de los datos que se indexan.
Elasticsearch permite tambie´n la adicio´n de nuevos nodos y clu´sters, los cuales se
repartira´n las tareas de almacenamiento e indexacio´n mediante el sharding, en una
accio´n llamada escalado horizontal. Estas tareas se ejecutara´n de manera paralela,
aprovechando la capacidad de todos y cada uno de los nodos conectados.
Por otro lado, para evitar la pe´rdida de datos, Elasticsearch provee de un sistema
de replicacio´n de datos que posibilita que en caso de que uno o varios nodos se
desconecten o “caigan”, el funcionamiento de toda la red de clu´sters no se vea
afectado de cara al usuario.
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5.3.3. Gestor de dependencias Maven
Figura 23: Logo Maven
Dado que la web de stilavia.com es un proyecto de taman˜o mediano, requiere de
decenas de librer´ıas para su implementacio´n. La gestio´n de e´stas ser´ıa un trabajo
a´rduo si se efectuara de manera manual. Afortunadamente existen los gestores de
dependencias. Maven es un conocido gestor de dependencias, es decir: se encarga de
gestionar Bibliotecas. Eso evita que se deba importar manualmente las bibliotecas en
el proyecto. Dispone de una cache´ local para almacenar las bibliotecas importadas,
de manera que la siguiente vez que se necesiten, su acceso sea mucho ma´s ra´pido.
Maven tambie´n es una herramienta muy u´til para otras tareas:
Puede construir (build) el co´digo del proyecto en Java.
Ejecuta fa´cilmente tareas de testing.
Controla las versiones de la aplicacio´n (Maven Dynamic Versioning)
Se encarga de subir nuestro artefacto o proyecto a sus repositorios remotos de
manera que otros desarrolladores puedan hacer uso de e´l.
Puede desplegar el proyecto en un servidor.
Posibilita el descargar arquetipos o artefactos que se usan como esquema o
plantilla, para facilitar la creacio´n de un proyecto nuevo.
Tambie´n crea y desplega la documentacio´n en formato html para que pueda
ser publicada en una web.
Tiene la capacidad de integrarse con gestores de repositorios como Git o SVN.
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5.3.4. Entorno de desarrollo IntelliJ IDEA
Figura 24: Logo IntelliJ IDEA 14
Como entorno para desarrollar de manera co´moda utilizando todas las herra-
mientas antes mencionadas y siempre teniendo en cuenta el taman˜o y la compeji-
dad de la aplicacio´n web de stilavia.com, se ha elegido IntelliJ IDEA de Jet Brains.
Se trata del IDE ma´s avanzado y ma´s ra´pido de Java tanto en eficiencia como
en productividad de desarrollo, cubriendo una extensa cantidad de tecnolog´ıas y
frameworks. Dispone de autocompletado de co´digo e integracio´n con sistemas de
control de versiones tales como Git, Mercurial, Subversion o CVS. IntelliJ IDEA
es un IDE comercial multi-plataforma para el desarrollo en Java y tambie´n otros
lenguajes principalmente de la JVM como Groovy, Scala, etc. La primera versio´n
lanzada en el an˜o 2001 fue el primer IDE de Java con caracter´ısticas avanzadas
como la navegacio´n y refactorizacio´n de co´digo.
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5.3.5. Entorno de escritura en LaTex TeXstudio
Figura 25: Logo TeXstudio
Para la redaccio´n de esta memoria, se ha hecho uso de TeXstudio. Se trata de un
entorno para la escritura en LaTex, el cual facilita la creacio´n de textos con formato,
haciendo que el usuario pueda concentrarse en la escritura. Todo lo relacionado con
el formato del texto, se efectu´a de manera muy sencilla gracias a esta herramienta.
Segu´n su descripcio´n el Wikipedia10:
”proporciona un soporte moderno de escritura, como la correccio´n ortogra´fica
interactiva, plegado de co´digo y resaltado de sintaxis.
Originalmente llamado TexMakerX, TeXstudio se inicio´ como un Fork de Tex-
maker que trato´ de extenderlo con caracter´ısticas adicionales, manteniendo su apa-
riencia. Se ejecuta en Windows, Unix / Linux, BSD, y sistemas Mac OS X.”
10https://es.wikipedia.org/wiki/TeXstudio
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5.4. Entornos de desarrollo y produccio´n.
Es importante destacar que para la creacio´n del Framework Event Tracking se
han utilizado dos entornos distintos.
5.4.1. Entorno de desarrollo.
En este entorno, tanto el servidor de la pa´gina web de stilavia.com como el del
indexador de documentos Elasticsearch han sido montados de manera local en el
mismo equipo en el que se ha llevado a cabo todo el desarrollo del Framework Event
Tracking.
5.4.2. Entorno de produccio´n.
En el entorno de produccio´n, cada servidor de los antes mencionados, esta´ loca-
lizado en un lugar f´ısico distinto, por lo que todas las conexiones se hacen mediante
la red. En este entorno, adema´s de e´stos, existen otros servidores que no forman
parte de este Trabajo de Final de Grado.
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5.5. Tests.
Se han llevado una serie de pruebas de estre´s del framework Event Tracker con
el propo´sito de determinar que´ cantidad de eventos puede recibir el sistema antes
de saturarse.
Para la implementacio´n de dichas pruebas se han considerado tres variables di-
ferentes:
Threads. Nu´mero de hilos de ejecucio´n que llevara´n a cabo la captura de
eventos.
Tasks. Nu´mero de tareas diferentes. Una tarea es la supuesta accio´n de enviar
los eventos de un Thread a un Reporter.
Events/Task. Nu´mero de eventos que gestionara´ cada tarea.
A parte de estas variables, existen dos ma´s que sera´n comunes a ambas. Por un
lado se han ejecutado los test en bloques de cinco y por otro lado, el tiempo ma´ximo
que un Thread puede estar esperando tras el Lock, antes de volcar los eventos que
contiene.
5.5.1. List<Event> con Lock.
Las pruebas se han realizado utilizando los dos tipos de cola implementados en
la aplicacio´n. En el primero, utilizando una FullLockPushingAndGetAllClearing-
Queue, (figura 26) se puede observar como hasta un millo´n de eventos y 100 hilos,
el sistema responde correctamente:
Figura 26: Test 1 - 1.000.000 de eventos con 100 hilos
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Al incrementar el nu´mero de eventos a cinco millones, se puede observar co´mo se
obtiene un error de TimeOut,(figura 27) dado que un Thread ha estado demasiado
tiempo esperando a que el Lock le diera paso:
Figura 27: Test 2 - 5.000.000 de eventos con 100 hilos
5.5.2. Collection<WeakReference> y ThreadLocal.
En las pruebas realizadas con la utilizacio´n de LocalPushingAndGetAllClearing-
Queue (figura 28) se puede observar como con 5 millones de eventos y 100 hilos, el
sistema sigue respondiendo correctamente:
Figura 28: Test 3 - 5.000.000 de eventos con 100 hilos
Al intentar incrementar el nu´mero de Threads a 1000 (figura 29), se ha obtenido
un error de OutOfMemory. Esto ha sido as´ı porque cada Thread necesita de cierta
cantidad de memoria para su Stack. Al incrementar tanto la cantidad de Threads,
la suma total de la memoria necesitada para alocatarla ha superado la cantidad de
memoria f´ısica de que dispone el equipo en el que se han hecho las pruebas.
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Figura 29: Test 4 - 1.000.000 de eventos con 1000 hilos
Con esto en mente, cabe destacar que el resultado de estos test ser´ıa muy distinto
si hubieran sido hecho en una ma´quina con ma´s recursos.
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6. Conclusiones
Hoy en d´ıa vivimos en una e´poca en la que existen infinidad de aparatos y
sistemas cuyo u´nico propo´sito es el de generar datos. Estos datos se obtienen con
el propo´sito de ser analizados para posteriormente extraer de ellos conocimiento.
Para la obtencio´n de estos datos es necesario un sistema robusto y fiable que
facilite la captura de e´stos. E´sto es lo que se ha pretendido conseguir a la hora de
desarrollar el Framework Event Tracker detallado en esta memoria. Por ello se han
tenido esto en cuenta estas necesidades -robustez y fiabilidad-, as´ı como tambie´n que
dicho Framework sea lo ma´s modulable y escalable posible, puesto que se pretende
que su uso sea lo ma´s generalizado posible.
Teniendo esto en mente, surgen nuevas funcionalidades que pueden ser plantea-
das, disen˜adas y desarrolladas en el futuro.
6.1. El Framework Event Tracker en el futuro
En el cap´ıtulo 4.2.1 se mencionaban los casos de uso para los que el Framework
Event Tracker pod´ıa ser u´til. Como ya se ha mencionado, en esta memoria se han
detallado los casos de uso correspondientes a la aplicacio´n web de stilavia.com. Pero
dada la generalidad de este framework y al utilizar como me´todo de entrada de datos
un sistema tan utilizado como JSON, dichos casos de uso se pueden extender a otros
muchos.
Por ejemplo:
Control de ma´quinas gestionadas por sistemas electro´nicos.
Control de cadenas de montaje.
Sistemas de seguridad dome´sticos.




7. Anexo I. Tipos de Contextos
A continuacio´n se detallan los diez diferentes tipos de contexto que dotan a un
evento de toda la informacio´n necesaria para su gestio´n, en el caso concreto de la
web de stilavia.com.
AcquisitionEventContext
La base de este contexto, uno de los ma´s interesantes en el a´mbito comercial,
dado que es el que ofrece informacio´n sobre el origen del evento en te´rminos de
monetizacio´n de la pa´gina web de stilavia.com, es un objeto relacionado con las
variables de Google Analytics (Fig. 30), llamado AcquisitionInformation, las cuales
son las encargadas de clasificar el tra´fico en funcio´n de su origen, campan˜a en la que
se han llevado a cabo, contenido del mismo, medio por el que se ha llevado a cabo
o una palabra clave, de cara´cter libre, que definira´ el evento en cuestio´n. En dicho
objeto tambie´n se guarda la URL del referido y la URL inmediatamente anterior al
click que genero´ el evento.
Figura 30: Variables de configuracio´n de los para´metros UTM de Google Analytics
MdcEventContext
Contexto que guarda informacio´n sobre los hash, es decir, identificador u´nico
tanto de usuario como de sesio´n y que se utilizan para que el usuario pueda abrir
varias pestan˜as de la web sin tener que iniciar sesio´n en cada una de ellas.
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TimeEventContext
Este contexto se puede considerar el ma´s imprescindible de todos, dado que guar-
da informacio´n de cua´ndo sucedio´ el evento en cuestio´n. A partir de e´ste se puede
llevar a cabo un histo´rico de eventos para ser analizados en una l´ınea temporal.
ApplicationEventContext
En este contexto se guarda toda la informacio´n referente a la aplicacio´n en la
que se ha generado el evento. Es decir, la versio´n de la susodicha, el nombre de
usuario, la id de la aplicacio´n, su estado, etc. Esta informacio´n, interesante desde el
punto de vista de desarrollo, ayudara´ a localizar y solucionar posibles defectos de
compatibilidad en la aplicacio´n.
DeviceEventContext
Contexto que acumula la informacio´n referente al dispositivo desde el cual se ha
conectado el cliente a la aplicacio´n. Este contexto es especialmente u´til cuando el
usuario se conecta desde un dispositivo mo´vil, es decir: una tablet o un smartphone.
En e´l se guardan datos del tipo User Agent (Chrome, Edge, etc y la versio´n de e´ste),
Sistema Operativo del dispositivo (Windows, Android, iOS, Mac OS, etc)
I18nEventContext
Toda la informacio´n relacionada con el idioma - incluyendo las abreviaturas de
tipo ISO 639-1[1] e ISO 639-2[3] -, el pa´ıs - que tambie´n incluye abreviaturas de tipo
ISO-3166[2] y la url correspondiente - y la moneda de e´ste, desde donde se conecta
el usuario, etc, se encuentra en este contexto.
UserEntityEventContext
En este contexto se guarda toda la informacio´n sobre la cuenta del usuario que
lo ha generado el evento. Para ello, es necesario que dicho usuario haya iniciado
sesio´n en la web y por lo tanto en el sistema. De no ser as´ı, toda la informacio´n de
este contexto estar´ıa en blanco.
UserFeaturesEventContext
De la misma manera que en el contexto anterior, para que este contexto sea u´til,
el usuario debe haber iniciado sesio´n. En este caso, se guarda toda la informacio´n
relacionada con las aspiraciones que el usuario ha introducido en la web y por las
que e´sta ordenara´ la lista de art´ıculos disponibles.
WebLocationEventContext
En este contexto se guarda, por un lado, la URL inmediatamente anterior al
lanzamiento del evento y por el otro, la URL del referido.
SessionGenderEventContext
El sistema considera como ge´nero del usuario, el correspondiente al ge´nero de
las prendas de vestir que esta´ visualizando, independientemente del ge´nero que e´ste
tenga. Dicho ge´nero se guarda en este contexto para casos de uso en los que necesite
un ge´nero u otro y el usuario no se haya logado, indicando as´ı su verdadero ge´nero.
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8. Anexo II. Tipos de Evento y ciclo de vida de
un Evento
En el caso concreto de la web de stilavia.com, se ha generado una esctructura
jera´rquica (Fig. 31) que facilita la comprensio´n y organizacio´n de todos los tipos de
eventos que se han implementado a tal efecto.
Figura 31: Jerarqu´ıa de todos los tipos de eventos implementados para la web de
stilavia.com
InteractionEvent
Familia de eventos que suceden cuando el usuario interactua con cualquier parte
de la pa´gina web de stilavia.com
BuyProductInteractionEvent.
Evento que sucede cuando el usuario hace click en el boto´n de comprar un pro-
ducto, el cual abrira´ una pestan˜a nueva con la pa´gina web de compra de la corres-
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pondiente empresa proveedora del producto elegido. Este evento sera´ enriquecido
con la informacio´n detallada del producto que se esta´ visualizando.
SaveProductEvent.
Evento que sucede cuando el usuario hace click en el boto´n de guardar una
prenda en favoritos. Este evento sera´ enriquecido con la informacio´n detallada del
producto que se esta´ visualizando.
UnsaveProductEvent.
Evento que sucede cuando el usuario hace click en el boto´n de dejar de guardar
una prenda en favoritos. Este evento sera´ enriquecido con la informacio´n detallada
del producto que se esta´ visualizando.
ShareInteractionEvent.
Familia de eventos que suceden cuando el usuario presiona cualquiera de los
botones relacionados con compartir una prenda determinada en las redes sociales
(Facebook, Twitter y Pinterest).
FacebookShareInteractionEvent.
Evento que sucede cuando el usuario hace click en el boto´n de Compartir prenda
en Facebook. Este evento sera´ enriquecido con la informacio´n detallada del producto
que se esta´ visualizando.
TwitterShareInteractionEvent.
Evento que sucede cuando el usuario hace click en el boto´n de Compartir prenda
en Twitter. Este evento sera´ enriquecido con la informacio´n detallada del producto
que se esta´ visualizando.
PinterestShareInteractionEvent.
Evento que sucede cuando el usuario hace click en el boto´n de Compartir prenda
en Pinterest. Este evento sera´ enriquecido con la informacio´n detallada del producto
que se esta´ visualizando.
KeepAliveEvent.
Evento especial que sucede sin ninguna interaccio´n por parte del usuario y que
esta´ destinado a controlar durante cua´nto tiempo esta´ activa una sesio´n. Este evento
es lanzado cada cierto nu´mero de segundos de manera automa´tica, en cada una de
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las pestan˜as de la pa´gina web de stilavia.com que este´n abiertas en un momento
determinado.
NavigationEvent.
Familia de eventos que suceden cuando un usuario navega por las diferentes
pa´ginas de la web de stilavia.com.
ExplorerNavigationEvent.
Subfamilia de eventos que suceden cuando un usuario navega dentro de la pa´gina
del explorador de productos.
FirstCategoryExplorerNavigationEvent.
Evento que se genera cuando el usuario hace click en cualquiera de los links de
FirstCategory en la barra lateral izquierda del explorador de productos.
SecondCategoryExplorerNavigationEvent.
Evento que se genera cuando el usuario hace click en cualquiera de los links de
SecondCategory en la barra lateral izquierda del explorador de productos y que
derivan de cualquiera de las FirstCategories.
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NextPageExplorerNavigationEvent.
Evento que se genera cuando el usuario hace click en el boto´n de pasar a la
pa´gina siguiente, ubicado en la parte superior derecha de cualquier pa´gina dentro
del explorador de productos. Este boto´n estara´ habilitado siempre y cuando exista
una pa´gina siguiente.
PreviousPageExplorerNavigationEvent.
Evento que se genera cuando el usuario hace click en el boto´n de volver a la
pa´gina anterior, ubicado en la parte superior derecha de cualquier pa´gina dentro
del explorador de productos. Este boto´n estara´ habilitado siempre y cuando exista
una pa´gina anterior.
RemoveFilterExplorerNavigationEvent.
Evento que se genera cuando el usuario hace click en el boto´n de eliminar todos
los filtros de bu´squeda, ubicado en la parte superior de cualquier pa´gina con los
resultados del explorador y una vez ha sido aplicado como mı´nimo un filtro de
bu´squeda.
ChangeUserFeatureValuesExplorerNavigationEvent.
Evento que se genera cuando el usuario hace click en cualquiera de los botones de
modificar las aspiraciones de usuario que esta´n ubicados en la barra lateral derecha
en cualquiera de las pa´ginas del explorador de productos.
ChangeColorsExplorerNavigationEvent.
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Subfamilia de eventos relacionados con la modificacio´n de cualquiera de las as-
piraciones de usuario relacionadas con el color.
EyesChangeColorsExplorerNavigationEvent.
Evento que se genera cuando el usuario hace click en cualquiera de las zonas de
color de ojos ubicadas en la parte inferior de la barra lateral derecha en cualquiera
de las pa´ginas del explorador de productos.
HairChangeColorsExplorerNavigationEvent.
Evento que se genera cuando el usuario hace click en cualquiera de las zonas
de color del cabello ubicadas en la parte inferior de la barra lateral derecha en
cualquiera de las pa´ginas del explorador de productos.
SkinChangeColorsExplorerNavigationEvent.
Evento que se genera cuando el usuario hace click en cualquiera de las zonas de
color de piel ubicadas en la parte inferior de la barra lateral derecha en cualquiera
de las pa´ginas del explorador de productos.
FilterExplorerNavigationEvent.
Subfamilia de eventos que suceden cuando el usuario hace uso de cualquiera de
los filtros de productos ubicados en la parte superior de cualquiera de las pa´ginas
del explorador de productos.
OccasionFilterExplorerNavigationEvent.
Evento que se genera cuando el usuario elige uno o varios filtros de ocasio´n
(Party, Urban, Casual, Office, etc), ubicados en la parte superior de cualquiera de
las pa´ginas del explorador de productos.
TypeFilterExplorerNavigationEvent
Evento que se genera cuando el usuario elige uno o varios filtros de tipo (Terceras
categor´ıas) ubicados en la parte superior de cualquiera de las pa´ginas del explorador
de productos.
SizeFilterExplorerNavigationEvent.
Evento que se genera cuando el usuario elige uno o varios filtros de talla (XL,
L, S, 38, 40, etc), ubicados en la parte superior de cualquiera de las pa´ginas del
explorador de productos.
BrandFilterExplorerNavigationEvent.
Evento que se genera cuando el usuario elige uno o varios filtros de marcas
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comerciales ubicados en la parte superior de cualquiera de las pa´ginas del explorador
de productos.
ColorFilterExplorerNavigationEvent.
Evento que se genera cuando el usuario elige uno o varios filtros de color de las
prendas, ubicados en la parte superior de cualquiera de las pa´ginas del explorador
de productos.
PriceFilterExplorerNavigationEvent.
Evento que se genera cuando el usuario elige un rango de precios mı´nimo-ma´xi-
mo ubicado en la parte superior de cualquiera de las pa´ginas del explorador de
productos.
ProductNavigationEvent
Familia de eventos que suceden cuando el usuario navega por una pa´gina de
vista de detalle de un producto determinado. Estos eventos, al ser capturados, sera´n
enriquecidos con informacio´n detallada del producto que esta´ siendo visualizado o
del mismo y del producto visualizado anteriormente inmediato.
PreviousProductNavigationEvent
Evento que se genera cuando el usuario hace click en el boto´n de navegar hacia el
producto anterior en cualquier pa´gina de detalle de producto, siempre y cuando el
mismo no se encuentre en el inicio de una lista de productos, ya sea total o filtrada.
NextProductNavigationEvent
Evento que se genera cuando el usuario hace click en el boto´n de navegar hacia el
producto siguiente en cualquier pa´gina de detalle de producto, siempre y cuando el
mismo no se encuentre en el final de una lista de productos, ya sea total o filtrada.
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OtherColorNavigationEvent
Evento que se genera cuando el usuario hace click en el boto´n de ver una misma
prenda en otro color, siempre y cuando exista esa circunstancia. En el contexto de
stilavia.com el conjunto de productos ide´nticos en los que u´nicamente varia el color
se denomina ProductSet.
BackProductNavigationEvent
Evento que se genera cuando el usuario hace click en el boto´n de volver al ex-
plorador de productos, ubicado en cualquier pa´gina de detalle de un producto de-
terminado.
MiniViewNavigationEvent
Evento que se genera cuando el usuario hace click en el boto´n de ver resumen
de una prenda, ubicado bajo cada miniatura de prenda dentro del explorador de
productos. El boto´n que genera este evento, en la u´ltima versio´n de la aplicacio´n
web de stilavia.com se ha descartado.
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CombineProductNavigationEvent
Evento que se genera cuando el usuario hace click en el boto´n de combinar un
producto con otras prendas, ubicado en la pa´gina de detalle del producto.
StylistCommentsProductNavigationEvent.
Evento que se genera cuando el usuario desplaza el cursor (hover) sobre cual-
quiera de las caracter´ısticas de un producto, generadas a partir de las aspiraciones
del usuario.
GotoSocialMediaNavigationEvent
Familia de eventos que suceden al hacer click en cualquiera de los botones pa-
ra visitar cualquiera de las pa´ginas de las redes sociales de la aplicacio´n web de
stilavia.com
GotoFacebookNavigationEvent.
Evento que sucede cuando el usuario hace click en el boto´n de visitar la pa´gina
dedicada a la aplicacio´n web de stilavia.com en la red social de Facebook.
GotoTwitterNavigationEvent
Evento que sucede cuando el usuario hace click en el boto´n de visitar la pa´gina
dedicada a la aplicacio´n web de stilavia.com en la red social de Twitter.
GotoInstagramNavigationEvent
Evento que sucede cuando el usuario hace click en el boto´n de visitar la pa´gina
dedicada a la aplicacio´n web de stilavia.com en la red social de Instagram.
GotoPinterestNavigationEvent
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Evento que sucede cuando el usuario hace click en el boto´n de visitar la pa´gina
dedicada a la aplicacio´n web de stilavia.com en la red social de Pinterest.
WizardNavigationEvent
Familia de eventos que suceden cuando se modifica cualquier aspiracio´n del usua-
rio ubicadas en la pa´gina del asistente de moda de la pa´gina web de stilavia.com.
ChangeUfvWizardNavigationEvent
Evento que se genera cuando el usuario modifica cualquiera de las UserFeatu-
reValue o aspiraciones de usuario, ubicadas en la barra lateral derecha dentro de
la pa´gina del explorador de productos. Este evento no aplica a las aspiraciones de
usuario relacionadas con el color de sus ojos, cabello y piel.
ChangeColorWizardNavigationEvent.
Evento que se genera cuando el usuario modifica cualquiera de las UserFeature-
Value o aspiraciones de usuario, ubicadas en la barra lateral derecha dentro de la
pa´gina del explorador de productos. Este evento aplica exclusivamente a las aspi-
raciones de usuario relacionadas con el color de sus ojos, cabello y piel.
PageViewEvent
Familia de eventos que suceden cuando el usuario visualiza uno de los tipos de
pa´gina que componen la pa´gina web de stilavia.com. Para la creacio´n de este tipo de
eventos no es necesaria ninguna accio´n espec´ıfica por parte del usuario. Los eventos
se generara´n en el momento en el que un determinado tipo de pa´gina sea visualizada
por parte del usuario.
WizardPageViewEvent
Evento que se genera cuando el usuario visualiza la pa´gina del asistente de moda
de stilavia.com. Este evento no aplica a la pa´gina relacionada con el color de ojos,
cabello y piel del usuario.
WizardColorPageViewEvent
Evento que se genera cuando el usuario visualiza la pa´gina del asistente de moda
de stilavia.com. Este evento aplica exclusivamente a la pa´gina relacionada con el
color de ojos, cabello y piel del usuario.
ExplorerPageViewEvent
Evento que se genera cuando el usuario visualiza la pa´gina del explorador de
productos de la web de stilavia.com
PovPageViewEvent
Evento que se genera cuando el usuario visualiza la pa´gina de detalle de cualquier
producto de la web de stilavia.com
OtherPageViewEvent
Evento que genera cuando el usuario visualiza cualquier pa´gina dentro de la pa´gi-
na web de stilavia.com excepto las anteriormente mencionadas. En esta categor´ıa
se hallan las pa´ginas relacionadas con Te´rminos y Condiciones de la web, Acerca
de, Nota Legal, etc.
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ProductBoxEvent
Familia de eventos que suceden cuando el usuario interacciona con cualquiera de
las cajas de productos o ProductBox de la pa´gina de inicio de stilavia.com.
ProductBoxImpressionEvent.
Evento que sucede cuando, al desplazarse por la pa´gina de inicio, un usuario
visualiza una caja de productos o ProductBox determinada.
ProductBoxHitEvent.
Evento que sucede cuando el usuario hace click en el boto´n de ?Ver ma´s? de una
caja de productos o ProducBox determinada.
ProductBoxViewEvent.
Evento que sucede cuando el usuario visualiza en detalle una caja de productos
o ProductBox determinada.
UserEvent
Familia de eventos que tienen que ver exclusivamente con el usuario y con el uso
que e´ste da a la pa´gina web de stilavia.com.
SettingsUserEvent
Subfamilia de eventos relacionados con la configuracio´n de la cuenta del usuario
de la pa´gina web de stilavia.com
PasswordSettingUserEvent
Evento que se genera cuando el usuario hace click en el boto´n de cambiar la clave
para entrar en su cuenta dentro de la pa´gina web de stilavia.com.
UpdateSettingsUserEvent
Evento que se genera cuando el usuario hace click en el boto´n de actualizar datos
de su cuenta, dentro de la pa´gina web de stilavia.com
LifeCicleUserEvent
Subfamilia de eventos que suceden a medida que el usuario hace uso de la pa´gina
web de stilavia.com y con su correspondiente ciclo de vida.
LoginLifeCicleUserEvent
Evento que sucede cuando el usuario hace click en el boto´n de Aceptar una vez
que ha introducido sus datos de acceso a su cuenta personal dentro de la web de
stilavia.com.
LogoutLifeCicleUserEvent
Evento que sucede cuando el usuario hace click en el boto´n de cerrar sesio´n o
Logout de la pa´gina web de stilavia.com.
RegisterLifeCicleUserEvent
Evento que sucede cuando el usuario hace clic en el boto´n Guardar, una vez ha
introducido de manera correcta todos los datos para la creacio´n de su cuenta en la
pa´gina web de stilavia.com.
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8.1. Ciclo de vida de un Evento en el entorno de stila-
via.com
A continuacio´n se detalla el ciclo de vida de un evento (Fig. 32); es decir, la serie
de etapas que transcurren desde que el usuario ejecuta una accio´n en la pa´gina web
de stilavia.com que genera un evento, hasta que la informacio´n generada a partir
de ese evento es guardada en la base de datos.
Figura 32: Ciclo de vida de un Evento en la web de stilavia.com
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8.2. Cliente
El usuario hace clic en un boto´n.
Un evento generalmente se origina en el momento en el que el usuario de la web
hace clic en un boto´n determinado o en un link. E´sta (el hecho de hacer clic en
un boto´n) sera´ la mayor fuente de eventos que sera´n enviados. Adema´s y en menor
medida existen eventos que se generan a partir de que el usuario pase el cursor sobre
una zona espec´ıfica de la pantalla o tambien, que transcurra un per´ıodo de tiempo
determinado.
8.3. Mo´dulo HTTP API
Captura del clic.
Se an˜ade al evento la primera informacio´n que sera´ guardada, referente al tipo de
evento y su nombre. Tambie´n se guardara´ el momento exacto en que ocurre dicho
clic y una serie de para´metros que variara´n dependiendo del tipo de evento.
Cola de eventos en LocalStore
Posteriormente, ese evento sera´ guardado en una cola local, que sera´ vaciada
cuando se cargue otra pa´gina o cuando pase un nu´mero determinado de segundos.
Hasta este paso, la informacio´n del evento todav´ıa se encuentra en lado del
cliente, es decir: en el navegador del usuario.
Procesado de los datos en crudo.
El Controller itera sobre todos los eventos en crudo de la lista, generando los
diferentes objetos de tipo EventRequest a partir de los datos obtenidos en el lado del
cliente. Estos objetos EventRequest son la transicio´n entre objetos JSON generados
en la parte del cliente, es decir, en el navegador del usuario y los objetos de tipo
Event generados en Java, dentro del servidor de la aplicacio´n
Env´ıo de datos desde el cliente al servidor.
Aqu´ı, una vez se han an˜adido varios eventos como objetos JSON en una lista,
e´sta se env´ıa a un endpoint del servidor como lista de eventos en crudo para ser con-
vertidos en objetos Java. Cada uno de estos eventos en crudo (RawEventRequest)
contiene el momento exacto en el que sucede, la URL de donde proviene, el tipo de
evento al que pertenece y un conjunto de para´metros que var´ıan dependiendo del
tipo de evento.
8.4. Mo´dulo Event Tracking Core
Event Tracking Core
Esta es la parte ma´s importante del framework de captura de eventos web Event
Tracking. Hasta este punto, tan solo se ha capturado un evento en la forma ma´s
estricta de su definicio´n. Es decir: el usuario ha ejecutado una accio´n y se ha ge-
nerado una serie de datos simples sobre dicha accio´n. Es a partir de aqu´ı que los
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eventos sera´n capturados y tratados.
Lo que sigue a partir de este punto, esta´ relacionado con co´mo se va a tratar la
informacio´n que se ha obtenido a partir de la captura de un supuesto clic por parte
del usuario en un boto´n o link de la web.
Se generan los contextos para los eventos.
En este paso, se crean las factories que se encargara´n de generar los diferentes
contextos (ContextFactory) que acompan˜an a cada evento. Generalmente, todos los
eventos tendra´n un contexto de cada tipo (EventContext), pero no es obligatorio.
Cada factory generara´ su propio tipo de contexto.
Se generan las Factories de eventos
A partir de una lista de objetos de tipo EventRequest, se generan las factories
(EventFactory) espec´ıficas que se encargara´n de generar los objetos de tipo Event
correspondientes. Una Factory es un objeto que centraliza la gestio´n de la creacio´n
de otros objetos de cierta clase.
Las Factories generan objetos Event
En esta etapa, cada factor´ıa de eventos tiene los datos necesarios para generar
los eventos de su propio tipo. Para ello, se ha asegurado que existe una factory para
cada tipo de evento y que cada evento tiene su propia factory.
8.5. Mo´dulo Reporter
8.5.1. Sub-Mo´dulo Queue
Los eventos son guardados en una cola
Aqu´ı, los eventos, a medida que van siendo generados por sus respectivas fac-
tories, van siendo guardados en una cola. Para asegurar que no se pierde ningu´n
evento, las acciones, tanto de llenado como de vaciado de la cola sera´n ato´micas.
Es decir, durante el transcurso de tiempo en el que un evento es guardado en ella,
la cola no podra´ ser vaciada. De la misma manera, mientras se vac´ıa, no habra´
ninguna accio´n de an˜adido de ningu´n evento en la cola.
Los objetos Event son enriquecidos
A partir de una serie de interfaces y dependiendo del tipo de evento generado, se
accedera´ a la base de datos SQL, mediante la capa DAO, desde donde se obtendra´
informacio´n detallada de algunos de los atributos pertenecientes al evento. A la
accio´n de an˜adir informacio´n contextual a un evento se le denominara´ enriqueci-
miento. Concretamente, los eventos que se enriquecera´n son los que implementen
las siguientes interfaces:
ProductTrait - Interfaz que implementa un Evento que tiene que ver con un
producto en concreto. Es decir, todos los relacionados con ver el detalle de un
producto, comprar un producto y guardarlo en favoritos. Al implementar esta
interfaz, el sistema inyectara´ toda la informacio´n del producto en el evento.
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ProductToProductTrait - Interfaz que implementa un Evento relacionado con
dos productos en concreto. Se considera que uno de ellos es el producto de ori-
gen y el otro el de destino. Estos eventos esta´n relacionados con la navegacio´n
entre vistas de producto, es decir, cuando se navega desde un producto hacia
el siguiente o el anterior. Tambie´n forma parte de esta categor´ıa el evento
relacionado con ver diferentes colores de la misma prenda.
ProductBoxTrait - Interfaz que implementa un Evento relacionado con una
caja de productos, ProducBox, que comparten caracter´ısticas similares. Al
implementar esta interfaz, el sistema inyectara´ toda la informacio´n relacionada
con la ProductBox en cuestio´n.
Cola de eventos enriquecidos.
En este paso, los eventos una vez enriquecidos, pasan a una cola a la espera de
ser llevados a los reportadores o reporters (EventReporter). Esta cola sera´ vaciada
en dos contextos posibles, el que ocurra antes:
Cuando el taman˜o de e´sta llegue a un nu´mero determinado.
Cuando transcurra un tiempo determinado.
Originalmente, se barajo´ la posibilidad de utilizar uno u otro sistema individualmen-
te, pero se encontraron problemas en ambos: por un lado, si se esperaba u´nicamente
a que la cola llegara a un taman˜o determinado, dicha cola pod´ıa tardar demasiado
en ser vaciada, con lo cual, los eventos all´ı guardados conten´ıan una informacio´n
que aun siendo u´til, no era obtenida en el momento en el que se necesitaba. Por
otro lado, si dicha cola solo se vaciaba al transcurrir cierto tiempo, ocurr´ıa que
la cola pod´ıa contener demasiados eventos, o muy pocos, perdiendo as´ı parte del
dinamismo en la captura de ellos.
Gestio´n de colas
En este punto, se dispone de varias colas de eventos enriquecidos (Queue¡Event¿),
una por cada uno de los usuarios que esta´n conectados a la web en un momento
determinado. Por este motivo, se gestionan de manera que de todas las colas de
eventos se genere una u´nica cola que sera´ la que definitivamente sea guardada en la
base de datos.
Serializado de eventos.
Los eventos, en este paso y utilizando librer´ıas de serializacio´n Jackson, se con-
vertira´n en objetos legibles por Elasticsearch, es decir, en objetos JSON. Para ello,
los objetos de tipo Event sera´n convertidos en objetos de tipo EventModel, un tipo
de objeto formado a partir de los atributos de un objeto Event, u´nicamente por
atributos reconocibles por JSON.
8.5.2. Sub-Mo´dulo Elasticsearch
Reporte de eventos a Elasticsearch
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Una vez se tiene la certeza de que la cola de eventos enriquecidos y convertidos
a datos legibles por Elasticsearch esta´ llena, se procedera´ al vaciado de e´sta. Para
ello se enviara´n, por lotes (bulk) y utilizando la API Bulk de Elasticsearch (ver.
2.2.2) al servidor de la base de datos en Elasticsearch.
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9. Anexo III. Glosario
Criterios de disen˜o de Software:
Extensibilidad - Se pueden agregar al software nuevas capacidades sin grandes
cambios en la arquitectura.
Modularidad - El software resultante esta´ formado por componentes indepen-
dientes que permiten un mejor mantenimiento. Los componentes pueden ser
implementados y probados de forma aislada antes de ser integrados para for-
mar el sistema de software deseado. Esto permite la divisio´n del trabajo en
un proyecto de desarrollo de software.
Mantenibilidad - Medida de la facilidad con la que se puede lograr correcciones
de errores o modificaciones funcionales. Una alta mantenibilidad puede ser el
producto de la modularidad y la extensibilidad.
Reutilizacio´n - Capacidad de utilizar algunos o todos los aspectos del software
preexistente en otros proyectos con poca o ninguna modificacio´n.
Robustez - El software es capaz de operar bajo estre´s o tolerar entradas im-
predecibles o no va´lidas. Por ejemplo, puede ser disen˜ado con una capacidad
de resistencia a condiciones de poca memoria.
Escalabilidad - El software se adapta bien a aumentar datos o nu´mero de
usuarios.
SCRUM - Es un marco de trabajo para la gestio´n de proyectos. Inicialmente
muy extendido entre los desarrolladores y mantenedores de software, con el tiempo
Scrum tambie´n se ha hecho popular para la gestio´n de programas y de mu´ltiples
equipos de desarrollo. El objetivo es desarrollar y crear un producto en un per´ıodo
de tiempo determinado donde un equipo formado por diferentes personas trabajan
conjuntamente para llegar a lograr un objetivo comu´n.
Spring Framework - Marco que establece un modelo integral de programacio´n y
configuracio´n de aplicaciones basadas en Java.
Spring MVC - Mo´dulo de Spring Framework disen˜ado alrededor de un Dis-
patcher Servlet que despacha solicitudes a los handlers.
Spring Core - Mo´dulo de Spring Framework que facilita la creacio´n de apli-
caciones auto´nomas, basadas en production-grade de Spring que se pueden
ejecutar con facilidad.
Spring Security - Mo´dulo de Spring Framework que se encarga de la gesio´n
de la seguridad de la aplicacio´n.
Design Pattern - Soluciones a los problemas de disen˜o de software que se encuen-
tran habitualmente en el desarrollo de aplicaciones en el mundo real, reutilizables
sobre los disen˜os e interacciones de los objetos. Algunos de los patrones son:
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Dependency Inyection design pattern - Patro´n orientado a objetos en el que
se “inyectan.objetos a una clase en vez de dejar que sea la misma clase la que
los cree.
Inversion Of Control design pattern - Este patro´n viene originado por el uso
de interfaces y por el hecho de utilizar un Framework como el de Spring.
Implementa un contenedor que se encarga de gestionar las instancias y los
ciclos de vida de los objetos del usuario mediante Reflection.
Decorator design pattern - Patro´n que permite an˜adir co´digo y por lo tanto,
un comportamiento determinado a un objeto, de manera tanto esta´tica como
dina´mica, sin que las otras clases vean alterado su comportamiento. La manera
ma´s conocida es mediante AspectJ.
Builder design pattern - Patro´n que consiste en an˜adir atributos a un objeto,
inicialmente inconsistente, hasta tenerlo completamente creado. Una vez se
tiene, mediante el me´todo build() se procedera´ a darle consistencia.
Factory Method design pattern - Se utiliza cuando se quiere delegar la creacio´n
de un objeto a un me´todo de una clase constructora, que se encargara´ de
rellenarlo con datos complejos.
Facade design pattern - Patro´n que proporciona una interfaz simplificada res-
pecto al de una porcio´n ma´s grande de co´digo, como una Clase o una Biblio-
teca. De ma´s fa´cil lectura, e´sta reduce las dependencias con co´digo exterior en
el funcionamiento de la Biblioteca. Se trata de un patro´n parecido al Adapter.
Adapter design pattern - Este patro´n convierte una interficie en otra empare-
jando lo que el cliente espera. Permite que dos clases con interfaces diferents
trabajen de manera conjunta mediante un objeto que las comunicara´.
AspectJ - Lenguaje de programacio´n orientado a aspectos construido como una
extensio´n de Java que “envuelve.el co´digo original.
Controller - Un Controlador es el enlace entre el usuario y el sistema. Proporciona
al input del usuario, un servicio de puntos de entrada relevantes para presentarse
en sitios apropiados en la pantalla.
Maven - Es una herramienta de software para la gestio´n y construccio´n de proyec-
tos Java, similar a Apache Ant, con un modelo de configuracio´n y de construccio´n
ma´s simple, basado en un formato XML.
ModelAndView - Clase de Java que hace de soporte para el modelo y la vista en
el marco MVC, que hace posible que un controlador sirva ambos en un solo valor
de retorno.
MariaDB - Rama del sistema de gestio´n de bases de datos MySQL que mantiene
su estado bajo la licencia GNU GPL, es decir: software libre.
DAO (Data Access Object) - Componente del software que suministra una intefaz
comu´n entre la aplicacio´n y uno o ma´s dispositivos de almacenamiento de datos.
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Thymeleaf - Librer´ıa de Java que implementa un motor de plantillas XML/XHTM-
L/HTML5 que puede ser utilizado tanto en modo web como en otros modos no
orientados a web.
Frontend - Parte del software que interactua con el usuario.
Backend - Part del software que procesa la entrada de los datos desde el frontend.
JVM (Java Virtual Machine) - Ma´quina virtual de proceso nativo, ejecutable
en una plataforma determinada y capaz de interpretar y ejecutar instrucciones
expresadas en un co´digo binario, como el bytecode de Java, el cual es generado por
un compilador de Java.
OpenSource - Iniciativa de desarrollo de software por y para la comunidad de
usuarios.
AJAX - Son las silas de Asynchronous Javascript And Xml, (JavaScript as´ıncrono
y XML), un conjunto de tecnolog´ıas que permiten actualizar contenidos web sin
tener que cargar la pa´gina de nuevo. Con ello se abre la puerta a pa´ginas web
interactivas.
HTML - Acro´nimo de Hyper Text Markup Language, (en castellano, “lenguaje
de marcado de hipertexto”). Es un lenguaje de marcado que deriva del SGML
disen˜ado para estructurar textos y relacionarlos en forma de hipertexto. Gracias
a Internet y a los navegadores web, se ha convertido en uno de los formatos ma´s
populares que existen para la construccio´n de documentos para la web.
Fragment - Un fragment es un documento HTML incompleto. De hecho, se trata
de un trozo de co´digo destinado por su inclusio´n a otras pa´ginas web o sistemas
de gestio´n de contenidos (como los blogs). Como tal, no es compatible con carac-
ter´ısticas como las ima´genes incrustadas, temas o co´digo de marcado (se espera que
el entorno en el que se publican en u´ltima instancia se encarque de ello).
JavaScript - Es un lenguaje de scripting basado en el concepto de prototipado
(herencia por delegacio´n), implementado originalmente por Netscape Communica-
tions Corporation y que derivo´ en el esta´ndar ECMAScript. Es conocido, sobretodo,
por su uso en pa´ginas web, pero tambie´n se usa en otras aplicaciones.
CSS - Acro´nimo de Cascading Style Sheets, (en castellano “Hojas de estilo en
cascada”). Es un lenguaje de hojas de estilo que describe la sema´ntica de presenta-
cio´n (el aspecto y formato) de un documento escrito en un lenguaje de marcas.
jQuery - jQuery es una biblioteca ra´pida, pequen˜a y rica en funciones de Ja-
vaScript. Hace cosas como la manipulacio´n de un documento HTML, manejo de
eventos, animacio´n? etc y hace AJAX mucho ma´s simple con una API ma´s fa´cil de
utilizar, que funciona en la inmensa mayor´ıa de los navegadores actuales.
Elasticsearch - Servidor de bu´squeda, basado en Lucene e indexador de docu-
mentos, que provee un motor de bu´squeda de texto completo, distribuido y con
capacidad de tenencia mu´ltiple con interfaz RESTful y documentos JSON.
Kibana - Plugin de visualizacio´n de datos open source por Elasticsearch.
API - Una interfaz de programacio´n de aplicaciones (en ingle´s, Application Pro-
gramming Interface) es una interfaz que especifica co´mo diferentes componentes de
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pogramas informa´ticos deber´ıan interaccionar. Dicho de otra manera, es un con-
junto de aplicaciones, en cuanto a funciones y procedimientos, ofrecido por una
biblioteca informa´tica o programoteca para ser utilizado en otro programa, para
interaccionar con el programa en cuestio´n.
Jackson - Jackson es una librer´ıa Java para el procesamiento y parseo de objetos
a JSON y viceversa. Ofrece muchas opciones y posibilidades, como anotaciones
propias.
JSON - Acronimo de JavaScript Object Notation.
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