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[論文要旨1
The purpose of this paper is to deconstruct central dogma of accounting standards. and to 
construct a new fundamenta1 cognition. Therefore 1 propose a definite criterion for judgment to 
be capable of distinguishing between R&D and non-R&D in software development. For soft-
ware product. it is capable of positioning particular softwares with setting a coordinate of life 
stage for function and technology. For software process. it clarifies morphologically and Quanti-
tatively how kind of difference at adaptive process of R&D叩 dnon-R&D in novelty of product. 
Through those studies. 1 realize a criterion for judgment based on novelty in both sides of 
product and process for software. 
[キー ワー ド] ・会計基準 (AccountingStandards) 
I はじめに
・ソフトウェア開発 (SoftwareDevelopment) 
・研究開発 (Researchand Development) 
・プロダクト&プロセス (Product. Process) 
・生産性 (Productivity)
ソフトウェア開発は，研究開発ではない。正確を期するならば.ソフトウェア分野でも当然に
研究開発はあるが，あくまで一部であか大半のソフトウェア開発は研究開発ではない。これが，
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本稿の主張であり.論証することである。
ところが，不可解なことに.ソフトウェアに係る会計基準は真逆の認識lに立脚しており，ソ
フトウェア開発の大半を研究開発と看倣している九日本基準は特に額著で，そもそも研究開発
に係る会計基準の中にソフトウェアに係る基準を含めている(以下 「ソフトウェア会計基準」
又は文脈で判然とする場合には単に「会計基準Ji基準」とする)。しかし.それは日本基準に留
まらず，アメリカ基準がそもそもの発端である30
ソフトウェア並びにソフトウェア開発の実態を少しでも知っていれば判然としたことであるに
も関わらず，会計関係者の認識は語離が甚だしい。インタンジブルズ研究で著名なパルーク・レ
ブ (BaruchLev) さえ，ソフトウェア資産の認識において.開発原価の範囲問題ではアメリカ
基準に異議を唱えているがソフトウェア開発(の大半)が研究開発であるという誤認は共有し，
疑義を呈していない5。また.日本におけるソフトウェア会計の代表的な研究者である横井通晴
は.比較的最近の論稿でも「基準J3 (2)に関して「逆に言えば，ソフトウェア開発にも研究開
発に該当しない開発費があることを正式に認めたJ6という見解を表明しているが.それ以上に
本格的な議論を深めていなし、。なお.棲井に関しては後ほど改めて取り上げる。
本稿の目的は.ソフトウェア会計基準の全面刷新に向けて.そのセントラル・ドグマ7を解体し.
新たな基底的認識を構築することである。そのために.ソフトウェア開発における研究開発と.
ソフトウェア開発における研究開発ではない一般的な開発(以下，非研究開発と概ね略記)を明
確に区別可能とする判断規準を考案することである。
その意義は.これまでの混濁した財務情報によるミスリードを是正することである。現行のソ
フトウェア会計基準に基づいて処理された財務情報は.取り立てて新奇性のないソフトウェアを
研究開発の成果と看倣すことにより.ソフトウェアに関して「紛らわしいJ財務情報となってい
る。他方で.新奇的な研究開発ではない活動を研究開発と看倣すことにより，研究開発費が「実
態以上に」計上された財務情報となっている。研究開発費は ミクロ的には研究開発費売上高比
I r認識Jには会計特有の概念並びに用法があるが，本稿ではより広〈一般的な意味で「認識」という用絡を概
ね用いていると了解されたい。包し.会計的な脈絡では会計の概念として使用している。
2 ソフトウェア会計基準では.ソフ井ウェアの研究府活与ソフ介クェアのiPfiJF.男，{;/Mj普=字 ソフ件ウェア局安寺
研究flR1t.と看倣している。それに対して筆者が論証したいのは. ソ 7'" ウェアの1iJf~I1IH管寧ソフ井ウェアの
非liJf~fllH皆，ということである。なお，本稿では.会計基準におけるソフトウェアに関する基本的な捉え方を
問題にしているので.r市場販売目的」等の下位分類以前のソフトウエアを総体として取り上げる。
3 ソフトウェア開発の大半を研究開発と看倣していることは.IAS38無形資産も同類であり，大同小異である。
4 Lev. Baruch (2∞1)邦訳P.1侃
5 Lev. Baruch (2∞1)邦訳P.106.P.1l8 
6 棲井通晴 (2012)P.1l2 
7 セントラル・ドグマとは.体系的な教義において，基底的であり且つ全体を貫く教義のことである(典型例は
カトリックの三位一体説であり.周知の通り，プロテスタントにとって教義的には最大の争点であった)。ソ
フトウェア会計基準においては.ソフトウェア開発の大半を誤って研究開発と看倣す規定が.それに相当する。
一卯一
率という経営指標により企業の成長性を判断する重要な情報となっており.マクロ的には研究開
発費GDP比率という経済指標により一国経済の成長性を判断する重要な情報となっている。と
ころが，その研究開発費に研究開発ではない「模倣的」な活動の費用が混在しているとすれば.
「嵩あげ」された数値により，判断はミスリードされ続けてきたことになる。これは速やかに是
正されなければならない。本稿は.そのための明解な判断規準を提示するものである。それによ
り.ソフトウェア開発における研究開発と非研究開発を適正に識別した情報が企業活動の信頼し
得る情報となり.その開示がステイクホルダーへの適切な情報開示となることを目的としてい
る。更に敷桁すれば.正確な・情報こそが経済への貢献(良導)になる， と考える。
本稿の構成概要は，次の通りである。まず第lに.予備的考察として.アメリカ基準における
不当な判断規準の策定がなされた経緯とその内容をコンパクトに捉え直し.それを踏まえて現行
のソフトウェア会計基準の問題点を挙げ.更に会計基準に対して呈示された数少ない疑義を吟味
する。第2に.研究開発と非研究開発を区別するために.ソフトウェア・プロダクトの位相を捉
える枠組みを考案する。まず.ソフトウェア・プロダクトのライフステージ座標を設定する。次
に.それを適用することで.ソフトウェア・プロダクトのライフステージの測位が可能になるこ
とを明らかにする。第3に.同様の目的で.ソフトウェア・プロセスの様相を考察する。まず開
発プロセスそのものが研究開発であるソフトウェア開発のプロセス・イノベーシヨンを挙示す
る。次に，プロセスそのものは研究開発とは言えないが.プロダクトが新奇的か否かで，研究開
発と非研究開発のプロセスが形態的に相違があることを明らかにする。更に，それがプロセスの
定量的差異となって現れることをも明らかにする。こうして.プロダクトとプロセスの両面から
総合的に.研究開発と非研究開発の区別を明らかにすることにより.筆者の主張の論拠を具体的
に証示する。
E 予備的考察
1 J7メリカ基準における不当な判断規準の策定
アメリカの販売用の自社開発のソフトウェア会計基準等は.年代順に挙示すれば次の通りであ
る8。
. 1969年 内国歳入庁 (IRS) 内国歳入庁歳入手続69-21(Rev. Proc. 69・21)
. 1974年 財務会計基準審議会 (FASB) 財務会計基準書第 2号 (SFASNo.2) 
・1975年財務会計基準審議会 (FASB) FASB解釈害第6号 (FINNo.6) 
8 中村恒彦 (2∞3)P.4。なお.各原名はカッコ内の通りである。内国歳入庁(InternaJRevenue Service)，財
務会計基準審議会 (FinancialAccounting Standards Board)，証券取引委員会(SecuritiesExchange Com. 
mittee)，アメリカ公認会計士協会 (AmericanInstitute of Certificated Public Accountants)，歳入手続
(Revenue Procedure)，財務会計基準審 (Statementof Financial Accounting Standards) ，解釈書 (Financial
Interpretation) ，適用指針 (TechnicalBulletin)，財務報告通牒 (FinanciaJReporting Release)，問題提起書
(Issue Paper)，公開草案(ExposureDraft)。
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. 1979年 財務会計基準審議会 (FASB) FASB適用指針第79-2号 (FTBNo.79-2) 
・1983年 証券取引委員会 (SEC) 財務報告通牒第 12号 (FRRNo.12) 
. 1984年 アメリカ公認会計士協会 (AICPA) 問題提起書
. 1984年 財務会計基準審議会 (FASB) 公開草案
. 1985年 財務会計基準審議会 (FASB) 財務会計基準書第86号 (SFAS No.86) 
最初は. iソフトウェア開発費は，多くの面で 1954年制定の内国歳入法第174条に該当する試
験研究費と非常によく似ているJ9という歳入手続69・21の規定から始まっている。しかし， どの
ように「多くの蘭でJi非常によく似ている」のか.説明はなされていなし、。その取り立てて根
拠のない類推適用が.ソフトウェア会計基準の今日に到るも解消されていないセントラル・ドグ
マの発端である。続く SFASNO.2では. iコンピューター・ソフトウェアは.多種多様な目的の
ために開発される。それゆえ.個々のケースについては.ソフトウェアが開発される活動の性質
を第8・10節の指針に照らして判断し.当該ソフトウェア原価がそれに該当するか否かを決定す
べきである。たとえば，販売のために新奇で高度なコンビューター・ソフトウェアの能力を開発
する活動は.本基準書でいうところの研究開発に該当するJlO (傍点:引用者).と規定している。
第8-10節の指針は新奇性に関する指針であり この限りでは明解な規定のはずであった。新奇
性を有するものは研究開発であり，新奇性を有しないものは研究開発ではない.というようにで
ある。「ただし.SAFS NO.2は ソフトウェア原価の中には研究開発に該当する活動と該当しな
い活動があるとも指摘Jlすることにより.再び錯綜・混迷の道に入り込んでしまったと言える。
それ以降は，周知の通り，新奇性の指針は後退し.i研究開発に該当する」か否かをソフトウエ
ア開発の工程で区分することになり.その根拠として「技術的実現可能性 (technologicalfeasi-
bility) 12 Jが枢要の位置を占めるようになる130 しかしこれは，問題の誤った解法である。研究開
発の判断規準は，あくまでも製品又は製法の新奇性である。このことは，ソフトウェアであろう
とも何ら変わらない。製品又は製法に新奇性のないソフトウェア開発は，研究開発ではないので
ある。ところが，ソフトウェアだけは何故か，新奇性のない，非研究開発にも「研究開発に該当
する」部分(要素)があるという無理な捉え方がなされた。そのため.開発工程や「技術的実現
9 向上P.5
10 向上Pふ6
H 向上P.6
12 SF AS NO.86 Research and Development Cost of computer Software 4目における「技術的実現可能性」の確定
の証拠はa.又はb.である o a.詳細プログラム設計を含む製作の場合.(1)製品制作のための技術的な利用可
能性. (2)詳細プログラム設計の完了及び詳細プログラム設計と製品設計との首尾一貫性. (3)詳細プログラ
ム設計の開発上の不確実性の解消。 b目詳細プログラム設計を含まない製作の場合. (1)製品設計及び作業モデ
ルの完了. (2)作業モデルの完了及び作業モデルと製品設計との首尾ー貫性.である。
13 問題提起書並びに公開草案では販売可能性と財務可能性も挙げられていたが.SFAS NO.86では削除された。
なお.歴史的な考察としては丁寧なトレースが必要であるが.本稿は問題の劇扶を主眼としているので.簡略
に留める。向上P.l0-45以外にも.西t事情(1991).模井 (193)等参照。
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可能性」といった「判断規準」が連鎖的に導出されたのである。しかしこれも.非適合的な論理
展開である。言うまでもなく.研究開発では技術的実現可能性は重要な関心事であるが.それは
あくまで研究開発の成否の判断規準である14。技術的実現可能性が確保されたからといって，研
究開発が研究開発でなくなるわけではない。当該研究開発が完了するまで，研究開発である。そ
うであるにも関わらず.ソフトウェア開発だけ何故.技術的実現可能性の確保というファクター
によって.それまでの研究開発が研究開発でなくなるのか。成否によって基本的な特性が変わる
ことはあり得ない。ソフトウェアに関しでも，研究開発であれば.技術的実現可能性が確保され
る前ふ確保された後も，何ら変わらず研究開発である。研究開発でなければ，始めから終わり
まで研究開発ではない。何れの場合i 技術的実現可能性は開発の成否の判断規準ではあるが.
研究開発か否かという基本的な特性の判断規準ではない。開発工程による区分はその派生系であ
るが，研究開発であれば何れの工程で技術的実現可能性が確保されるかは一律ではないし.研究
開発でなければ余程杜撰な開発計画でない限り.予め技術的実現可能性は確保されているのであ
る15。そもそもプロダクト(製品)を不問に付して.工程の区分というプロセス(製法)だけを
決定的な規準とするだけでも片面的ではないか160こうした問題のコンタミネーシヨン kontami-
nation)と.資産あるいは費用の何れとすべきかという会計処理の議論が混然となって錯綜し.
出来上がったのがSFASNO.86である170
2 日本の現行のソフトウェア会計基準の問題点
日本のソフトウェア会計基準は，販売目的のソフトウェアに関して.一言で言えば.アメリカ
基準を模倣し.更に誤謬を増幅させたと言える18。模倣した点は ソフトウェア開発を研究開発
と不当に拡大解釈し研究開発であるものはもとより.非研究開発にも研究開発的要素があると
いうこと.その有無を判断するのに「技術的実現可能性」が確保されたか否かを規準とし，開発
工程で区分するということである。誤謬を増幅した点は，開発工程における「技術的実現可能性」
の判断時点をアメリカ基準より下流に引き下げ，研究開発を「最初に製品化された製品マスター
14 成否の判断規準として.重要であるが，あくまで規準の lつである。技術的には実現可能でも.投資効身長等で
成功の見込みなしと見倣し.中止あるいは製品化の断念等はあるからである。
15 一般的なソフトウエア開発でもプロジェクトの失敗は少なくないが.それは別の種今の要因による(別稿「ソ
フトウエア開発の失敗に関する会計処理案ーソフトウェアの仕損を会計ではどのように捕捉すればよいか一」
『明治大学 専門職大学院研究論集』第5号で既に取り上げており.それを参照)。なお.研究開発でない一般
的なソフトウェア開発においても.技術的実現可能性に疑念がある場合は.開発の早期にフイージピリティ・
スタデイ(必要ならば実装を含めて)を行うものである。
16 SF AS No.86の「技術的実現可能性」の要件には.一部プロダクトに関する規定も含まれてはいるが.形式的
な要件に過ぎないので.取り扱っていないに等しい。
17 IBM社の影響力によるバイアスといった刻印が顕著だが.政治力学の問題なので割愛する。
18 槙井通晴(1999)は. ["移植J(P.4)という言い方をしているが，カスタマイズもしており，且つそれが改悪
の方向になっている。
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の完成」までとしたこと.研究開発の判断規準に「販売の意思」をも含めたことである。これに
よって.研究開発ではない範囲はごく僅かに狭められた。
西i事情は. 会計基準をほぼ忠実に祖述している。「同じソフトウェアでも.研究開発目的のソ
フトウェア (専ら当該研究開発プロジェクトに使用され 他の研究開発プロジェクトに転用でき
ないもの)は， ライフサイクルの全過程が研究開発とされる。問題は.非研究開発目的のソフト
開発過程までが研究開発とされ，生産以後は
研究開発の対象外となる J19(傍点:引用者)。市場販売目的のソフトウェアに関しては. i最初
に製品化された製品マスターJの完成「時点までの制作活動は研究開発と考えられるため.
ウェアである。この種のソフトウェアについては.
守、，
'-、ー
までに発生した費用は研究開発費として処理するJ20(傍点:引用者)• としている。市場販売目
的のソフトウェアに限らず， 自社利用のソフトウェアに関しでも誤って同様の記述をしてい
る21。総じて西i事は.非研究開発目的のソフトウェアであるにも関わらず. i開発過程までが研
究開発とされ」る，あるいは製品マスター完成時点までの「制作活動は研究開発と考えられるJ
などと， 自明の知く断定するだけで.理由等の説明を何ら行っていない。何故.研究開発目的で
はないにも関わらず.
ソフトウェア開発は.
ソフトウェア開発のある範囲が「研究開発」と看倣されるのか。一般的な
開発工程によって「研究開発活動」と「商業生産活動」の区分などがある
わけもなく.全てが「商業生産活動」である。受託開発はそれに基づいて成り立っている。市場
販売目的の開発でも同様である。研究開発を目的としていないのに 「実態」としてそうだと看
倣すのであれば， それ相当の根拠ないし理由付けがあって然るべきではないのか。しかし.何も
会計基準をただ鵜呑みにしているだけである。それは西滞に限ったことではなく.管説明せず，
見の限り.ほとんど自明の理であるかの如くに.不問に付せられたまま. それを当然、の前提とし
て資産認識される原価の範囲問題等が論じられている。このように. アメリカ基準の誤謬を模倣
したことが. 第 lの問題である。
第2に.i著しい改良」に関する会計処理の非合理性は， 上記の研究開発と看倣す誤りの派生
系である。「著しくない改良」が資産の増加となるのに. それよりも更に資産性の増す「著しい
改良」が大半は資産計上されず.費用処理されるという.著しく合理性を欠く規定とならざるを
得なかったのは. i著しい改良」を研究開発と誤って看倣した結果である。「著しい改良」に関す
る実務指針の例示に関しては 何れも研究開発でないことが明らかである。精細にケース分けす
19 西i事情 (2∞3)P.31。なお.同ページの図表2-Hソフトウェアのライフサイクルと研究開発の範囲」によると.
ソフトウェアのライフサイクルを大きく「制作過穏Jと「付随過程Jに区分し.次に「制作過程Ji-r計画J.
「設計J.r開発J.r生産」に区分しているので.r生産以後」とは.r生産J(マスター制作とマスター複製)と
「付随過程J(rアフターサーピスJ(顧客支援.保全.機能強化)と「廃棄J(除去・評価)を意味する。
20 問書P.41
21 問書P.38。そして，市場販売目的と自社利用の会計処理について費用と資産の範囲を同じように図示してい
るが.ぞれは実務指針を誤って解釈したものである。正しくは自社利用の場合には資産要件を充足していれば，
開発の全範囲を資産計上とするのである。
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れば.採用する機能や技術のライフステージ如何によっては.研究開発であり得るものもあるが，
その立ち入った考察は後ほど行う。
第3に，市場販売目的と自社利用の会計処理に大きな相違があることである。市場販売目的の
ソフトウェア開発の大半をリスクの高い研究開発と看倣し，他方では自社利用のソフトウェア開
発にはリスクを想定しておらず，それほど研究開発的要素が多くあると看倣していないため.資
産認識の範囲が著しく異なっている。しかも資産認識の判断規準として，市場販売目的では「技
術的実現可能性」としているのに対して，自社利用では「将来の収益獲得又は費用削減の確実性」
とし. i開発Jと「利用Jという全く異なる側面に照準を当てた規準となっている。そもそもの
予断として.市場販売目的のソフトウェアは「新奇性」があり且つ技術的に高度な開発であると
いう「思い込み」が伏在しているが.実態は必ずしもそうとは言えない。利用以前に，開発にお
いても自社利用ソフトウェアの方が，新奇性があり技術的にも高度なものは少なくないn。そし
てまた，開発と利用とは全く別次元であるが.自社利用のソフトウェアの利用による効果の「確
実性」が利用におけるリスクの想定だとすれば，事前に将来のリスクを「確実に」回避できるこ
とを要件とするということは， リスクがないと看倣しているに等しい。しかし.利用におけるリ
スクもまた存在するのである。
誤謬を増幅した点の lつとして. i技術的実現可能性」の判断時点を後方化させたのは.製造
業一般における研究開発並びに研究開発後の製造と無理に対応付けようと意図したからである。
ソフトウェア開発には言うまでもなく研究開発と研究開発過程のない非研究開発がある。研究
開発である場合には製造業一般と対応付けても一応間違いではないが研究開発でない場合には
そもそも対応付けは成り立たない。製造業においても研究開発がなく.全てが製造である業態は
あり.強いて言えば，その製造に相当する。偲し定期性の該当範闘が異なり，そうであるが故
にソフトウェアでは「製造」と言わず.開発と言うのであるお。しかも研究開発である場合，研
究開発後の製造は製造業一般の製造と比べれば.複製の容易性等からごく軽微な工程でしかない
22 別の例証を挙げる。 Jones.Capers (1995)において.ジョーンズ自らが所属する SPR(Software Productiv-
ity Research)社の調査結果として.6つのソフトウェア分野に関するソフトウェアの成功と失敗を.6つの
評価基準によりランク付けしている。ソフトウェア分野は，①システムソフトウェア (OS等)，②軍需ソフ
トウェア.③情報システムソフトウェア(企業の業務システム).④外部委託ソフトウエア(③と同様のソフ
トウェアをソフトウェア企業が受託開発したもの).⑤市販ソフトウエア，⑤ユーザ開発ソフトウェア(例え
ば表計算ソフトにマクロを組み込んだシステムのようなものにである。評価基準は.①スケジュール.②コ
スト.③品質，④利用性，⑤支援，⑤保守，である。この調査結果に拠ると，日本及びアメリカの会計基準に
おける市場販売目的のソフトウェアに相当する①システムソフトウェアと.⑤市阪ソフトウェアの成功が.総
合的に他の分野に比べて遥かに優れた結果となっている。これは.本稿の論旨を支持する内容であり.会計基
準において自社利用に比して，市場阪売目的に関する技術的実現可能性が困難で. リスクが多く.研究開発的
性格がi農!享と看倣していることが実態にそぐわないことの一つの例証と言える。
おソフトウェア開発の中の lつの工程として.プログラム製造があるが，製造業一般における製造(全般)とは
意味並びに対象範闘が異なる。
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ことは無形のソフトウェアの特性によるもので.無理に同等ないし近似的な対応付けをする必要
などないのである。
2つに.研究開発の判断規準として.技術的実現可能性に留まらず.市場におけるソフトウェ
ア製品の「販売の意思が明らかにされることJまでをも含めている。この点がアメリカ基準との
大きな違いであるが24 開発におけるリスクと販売におけるリスクとを混同している。それ以外
にも問題は少なからずあるが.本稿の主題との兼ね合いで.以上に留める。
3 研究開発類推適用への数少ない疑義の呈示
ソフトウェア会計基準制定前後に相当数の関連論文等が発表されているが.ソフトウェア開発
を研究開発と看倣すことに疑義を呈している先行研究は思いのほか少ない。
その数少ない研究の lつが.会計基準制定前に発表された，天明茂(1996)である。「汎用ソ
フトウェアj(会計基準の分類では「市場販売目的」のソフトウェアに相当する)に関して，次
のように述べている。「よほど新規技術を伴う研究開発要素の高いものは別として.通常のソフ
トウェア開発においては基本設計以降に残された不確実性は，開発コストの増加，開発期間の延
長.効率低下などソフトウェアの経済性に影響しでも，ソフトウェアの技術的な成否に直接結び
つかないのがほとんど(15)と言われる。こうした状況に鑑み.自社のソフトウェアの特性から，
技術的実施可能性が確立される工程がほぼ決まっているような企業にあっては.当該特定工程以
降の原価を資産計上の対象とすることも実務上の簡便法として認められよう戸。更に続いて.
次のように述べている。「なお.資産計上の対象とされない費用についてFASが期間費用とし
ていることには異論はないが，そのすべてを研究開発費とすることには疑問である。私見では研
究開発要素の強いものは除いて，通常のソフトウェア開発に関わるものは売上原価として当該期
間の売上高に対応させるべきものと考える。したがって製品マスターの開発費は研究要素の強い
商品化決定前の研究開発費.通常のソフトウェア開発費のうち商品化決定前の期間原価，そして
同じく商品化決定後の資産計上すべき原価に3分類されることになるj26。これらにおいて.rよ
ほど新規技術を伴う研究開発要素の高いものは別としてj. あるいは「研究開発要素の強いもの
は除いてj.r通常のソフトウェア開発」は研究開発と看倣すべきではない，という見解が述べら
れている。更に精微化されれば有力な見解たり得たであろうが.r研究開発要素」の詳細な内容
24 SF AS NO.86では資産要件から除外されたが.公開草案では「市場可能性」と「経営者の支持」も要件とされ
ていた。このうち「経営者の支持」が. 日本碁準の要件の「販売の意思Jに相当するが，日本基準はごく限定
して不完全な要件のみを継承した.という意味において誤認を増幅させている。
お天明茂 (996)P.92。なお.同稿は汎用ソフトウエアの資産性と共に. (長期)棚卸資産としての計上を妥当
とする主張を行っているが.今日的には科目としては無形資産計上が通説となっており.筆者も同意見であり.
棚卸資産論議には最早歴史的「意義Jしかなく.棚卸資産であるコピー製造した製品と.マスターは別個のも
のであるので.立ち入らない。また.文中の注(15)は回宮治雄 (1989)を参照している注記への指示である。
26 向上P.92
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に踏み込んだ進展はそれ以降にもみられなかった。なお.工程での区分という点ではアメリカ基
準に囚われている， と言える。
もう lつは.会計基準制定後に発表された.機井通晴(I的9)である'l:i0 rグローパル・スタ
ンダードに一歩近づけたJ2llこと.また「統一的な判断基準を与えたものとしてJr賛意を表す
るJ29としながらも.基本的な構成等に関する疑問を呈している。まず.そもそも「ソフトウエ
アの会計基準を“研究開発費等"とする名称のなかで取り扱ったことが妥当であったかについて
は疑問が残るFとし続く「私見」でも次のように述べている。「第一に.r基準Jでは，研究
開発費等に係る基準とされている。しかしその実質的な内容がソフトウェアの会計基準である
ことは誰の目にも明らかである。つまり.本文から明らかなように.研究開発費に関する基準と
しては.“研究開発費は費用処理"と規定したにすぎなく，実質的にはソフトウェア会計基準で
ある。であるとすれば，なぜ正直にソフトウェア会計基準としなかったか。明確な弁明が必要で
あったように思われるJ31。しかし.制定関係者からの「弁明」は，管見の限り全くなされてい
ない。
「第二に」挙げている理由は.rソフトウェアを研究開発費の枠組みのなかでとりあげるのは
あまりに時代に遅れているように思われる」とし それはアメリカで「一九八五年の会計基準
(FASB第八六号)が研究開発費とソフトウェア開発費とを切り離して論じていることからもあ
きらかであるJ辺としている。
U 棲井は.同時期に問主題の論文を他にも発表しているが，基準を最も明確に批判しているのは.当論文である O
28 棲井通晴(1999)P.4。なお 「グローパル・スタンダードはアメリカのそれであり」と断り書きをし「日本
企業とは企業環境が異なるところへの会計基準の移植は.ソフトウェア・デイベロッパーやペンチャー・ビジ
ネスに対して若干の問題を提起したJ(P.4) と続けている。
m 向上P.6
30 向上P.6
Jl 向上P.6。なお.後続の箇所でも.r研究開発費の基準ではなく.rソフトウエア会計基準Jと題した基準を制
定してほしかったJ(P6). と繰り返している。
32 向上P.6。但し機井が根拠とする歴史認識は支持で与なU、。「ソフトウェアを研究開発費のなかで公式にと
りあげたのは.アメリカではIRS(内国歳入庁)が一九六九年.FASB (財務会計基準審議会)は一九七四年
のことである。当時はまだコンピュータ・ソフトウェアに関する知識も浅くソフトウェアの開発が困磁を極め
ていたから.研究開発費会計の枠組みのなかでとりあげられたのは当然であったjとし(傍点;引用者).rし
かし一九八0年代になると ソフトウェアの開発は研究開発というよりは一種の生産活動であると解される
ようになってきたJ(P.6)という極端な年代的対比をしているが.その聞に劇的な変化があったわけではない。
従って.ソフトウェア開発という事象自体は，一般的な開発であれば. 1969年ないし 1974年においても研究
開発ではなかった。また.rソフトウェア資産性をめぐる問題は以前ほどの重要性を持たなくなっているJと
述べ，その理由として「情報技術の環境は. I日来のレガシー・システムから現在ではクライアントノサーバ・
システム (Client/ServerSystem;C/Sシステム)に移行しJ.それは「従来の汎用コンピュータによるレガ
シー・システムのように大幅なソフトウェア開発費は必要でなくなったJ(P.4)としているが.明白に誤りで
ある。 C/S系は当初ローカルな比較的小規模なシステムに採用されたから，開発費が少なかっただけで.次
第に基幹系システムにも普及拡大し開発が大規模化するにつれて.開発費も培大したのである。些かも資産
性が「重要性を持たなくなっ」たわけではなし、
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「第三に」挙げている理由は.次の通りである。「日本企業でソフトウェアを研究開発費のな
かで取り上げることは， 日本企業のソフトウェア開発の実態からすると， 05を開発している特
定のコンピュータ・メーカーを除けば，現実の感覚と遊離しているといわざるをえない。現在の
ソフトウェア会計基準の制定に当たっては.少なくとも三種類のソフトウェア・デイベロッパー
のソフトウェア開発環境を考慮すべきであった」汽「コンピュータ・メーカーが開発する 05は
たしかに研究開発的要素が大である。しかし，ユーザー企業がソフトハウスに開発を依頼するの
は，大方が研究開発的要素の少ない委託開発である。ソフトハウスの多くは研究開発的要素が少
ないアプリケーション・ソフトウェアを受託している(後略)Jヘ「このように見ると， r意見書J
はコンピュータ・メーカーの開発する 05を想定して制定されているようにすら思われる。その
反面.日本における大多数のソフトウェアを開発しているソフトハウスの実態や意見は「意見書」
にほとんど反映されていないJ35，と断じている。業界事情に踏み込んで，傾聴に値する見解を
述べているが.肝心なところでは支持できない。 lつは.企業(デイベロッパー)単位の捉え方
の粒度が粗いことである。コンピュータ・メーカーも.研究開発だけではなく.受託開発等もし
ている。また，r研究開発的要素が少ないアプリケーション・ソフトウェア」というが，アプリケー
ション・ソフトウェアでも研究開発はある。従って.あくまで個々のソフトウェア単位に.研究
開発か非研究開発かを捉えなければならない。もう lつは 「研究開発的要素が少ないアプリケー
ション・ソフトウェア」というように， r少ない」ながらも「研究開発的要素」が含まれている
と述べていることである。その「研究開発的要素」の多少とは具体的にどのような事態であり.
どのように分析あるいは測定し得るのかを明確にし， r研究開発的要素が少ない」のではなく.
非研究開発には研究開発的要素が含まれていないことを突き詰めなければ.会計基準の基本的な
誤謬を打破し得ないのである。それ以降の研究を含めて.標井はそこまで進展させていない。
E ソフトウェア・プロダクトの位相
1 ソフトウェア・プロダクトのライフステージ座標
研究開発は，新奇的な製品又は製法を追求する活動である。ソフトウェアに関しでも.何ら変
わらない。そこでまず，ソフトウェア・プロダクト(製品)の新奇性をどのように捉えるか.を
明らかにする。それによって，個々のソフトウェア開発が研究開発であるか.それ以外の一般的
なソフトウェア開発であるかを明確に判断することができるからである。天明茂並びに棲井通晴
が.疑義を呈しながらも.具体化に到っていないことへのアプローチを試みたいのである。
筆者は.ソフトウェア・プロダクトの新奇性を捉えるために，ジェフリー・ムーア (Geoffrey
Moore)が提唱するイノベーションの「ライフサイクル」論を援用する。それは， r新たなテク
お向上P.6
34 向上P.6
35 同上P.6
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ノロジーに基づく製品が市場に受け入れられていくプロセスを，製品ライフサイクルの進行にと
もなって顧客層がどのように変遷するかという観点からとらえたものJ36である。「製品ライフサ
イクルの進行」に重点をシフトすれば，ソフトウェアが新奇的であるかどうかを捉える座標とし
得る。その際，ソフトウェアのライフサイクル(開発~保守・運用~廃棄)と紛らわしいので，
「ライフステージ」と呼ぶことにする。また， I顧客層」の区分・画期は，①革新派(Innovators)， 
②早期適応派 (EarlyAdopters)，③前期多数派 (EarlyMajori ty ) ，④後期多数派 (LateMajor-
ity) ，⑤無関心派 (Laggards))であるが，ソフトウェアのライフステージの画期に相応しく改
変する。①創生期，②普及初期，③普及拡大期，④コモデイテイ期，⑤レガシ一期，とする。①
創生期とは新奇的なプロダクトが誕生するステージであり，②普及初期とは先進的な利用が少数
ながら開始されるステージであり ③普及拡大期とは利用が広範囲に広がるステージであり，④
コモデイティ期とは利用が飽和状態となり当たり前に使われるが差別化の余地は少なくなるス
テージであり，⑤レガシー期とは旧式化・陳腐化し衰退傾向にあり機会があれば別のプロダクト
にリプレースされるステージである。
なお，ムーアを援用するのは，イノベーション研究において 3ないし 4段階に区分する一般的
な「ライフサイクル」論に比べ，ソフトウェアの変遷・推移を捉えるのに最も適合的なものだか
らである。 lつは，創生期と普及初期を区分することは，研究開発か否かを識別する上で決定的
に重要である。 2つには，普及初期と普及拡大期を区分することは，キャッチアップが先進的か
否か， というソフトウェア業界の主要ターゲットを識別する上で有意義である。 3つには.コモ
デイティ期とレガシー期を区分することは，技術革新の激しいソフトウェアに関して，意外に思
われるかもしれないが，単純に新旧交代がなされるのではなく，コモデイティ期は比較的長く続
き，またレガシーであっても畏く延命する技術等もあり，それらを適切に識別するのに相応しい
のである。
ソフトウェア・プロダクトの新奇性を捉えるためには， もう lつの分析的な枠組みが必要であ
る，と考える。それは，ソフトウェアの機能と技術(内容と実現手段)という区分である。プロ
ダクトとして出来上がったものは一体的であるが 分析的には区分可能であり，..Elつ区分しなけ
れば新奇性が不分明になるおそれがあるからである。何故ならば，機能的には新奇的だが，技術
的には広範に普及したもので些かも新奇的でないというプロダクトがあり，またその逆もあるか
らである。また，基本設計等において，ある規模以上の開発の場合，機能設計と方式設計はアク
テイピティとして分けられることも多く，実務的にも容易に区別することができるのである。会
計基準における「技術的実現可能性」は，両者を識別せず，一体として取り扱っている。ソフト
ウェアを分析的に適切に捉えるには，両者を識別すべきことを強調しておきたい。なお，機能と
技術が分解可能なことは よく行われる異なったプラットフォーム(ハードウェア又は05等)
36 Moore， Geoffrey (191)邦訳P.l4
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への移値 (migration)を考えれば.理解しやすいであろう。同ーの機能を異なった技術で実現
することだからである。
これらにより. 機能に関してライフステージを設定し. 技術に関しでも同様にライフステージ
を設定して. 2次元の座標とすれば.開発対象であるソフ トウェアの位相を特定することができ
る。それを図 lに図示した。そして. 機能並びに技術が総合的にみて新奇的か否か.従って当該
ソフ トウェア開発が研究開発であるか.それとも非研究開発であるかを， プロダク トの観点から
明確に判断することができるのである370
2 
図 1 ゾフトウェアのライフステージ座標
付機 :; L ; J t l 
⑤ 1:".1"::::> 上 ・
~I企 11 Cf i 
血 E軸 村 ててレトjト円ダダデ.. 円小一;ャ -- -FL・ :.3.~1l::.~.:.・申告一二時叩調
T ト ー ， ・ 1
? LιjLι.一…ιぷ.一己ぷ.乙 ぷ以一i三 ぷ出一……ι.一=一.i三e
③斗.:こt骨争:難車j土:車挺度::車去挺至犀匪=:. 1 ¥ '，' ~ r. 
千 r一一一i.;-} --: :~: -;-. ~: ~: ~: ~: ~ ~ ~: ~ ~: ~~-: 
② 高雛度目南難度・
.1 E 
tl 
① E 研究開発領域(高雛度
.1 l 技術!く軸シ
4ー① --..ー ② --..ー ③ -ーー-④ ---..ー ⑤ +
ソフトウェア・プロダクトのライフステージ測位
ソフ トウェア ・プロダク トのライフステージに関して.
一般的なソフトウェア開発の
大半は破線矢印のステージに
測位する
(注) ① 劃生期
② 普及初期
③ 普及拡大期
④ コモディティ期
⑤ レガシ一期
(出典 ・筆者作成)
注意を要することがある。lつは. 全
てのソフトウェア・フ。ロダク トカ 全てのライフステージを経過するわけで-はない. ということ
である。ある機能又は技術は. 出現しでも，大して普及もせずに消えていく (相当数はそうであ
ろう )• あるいは大した期間を経ずに急速に普及拡大し更にコモデイテ ィ化 してしまうものもあ
る
37 
(例えばクライアン ト/サーバ型システム等)• あるいはレガシーと言われながらも. 長らく
これに|測しでもう I つ参考としたアイデイア源を紹介する。 反復型 Im ~t;方式の代表的な従H局者の一人である
ウォーカー ロイス (Royce.Walker)著 fソフ トウェアプロジェク ト管理一21世紀に向けた統一アプローチ
(Object Technology Series)J (日本ラショナルソフトウェア敗訳 ビアソン エテグュケー ション刊行.1998 
年原著初版，1999年邦訳初版， 2001年邦訳新築版)における 「プロセスフレー ムワー ク」である。ロイスは
ソフトウェア開発に如何にプロセスフレームワークを適合化させるかという観点から，種々の考察を行ってい
る。その中で，rプロセスの多機性を表わす2つの主嬰な次元Jとして， r技術的複雑さJと「管理的復雑さJ
という 2つの次元を設定しそれぞれの複雑さを高低で表わしている。ソフトウェア開発のプロセス聞の迎い
を.プロジェクトの規模等の6つのパラメータで捉えている。ロイスの言う「技術」とは.機能と技術を包含
した.広義の技術を意味する。ロイスの観点はプロセスであるが. プロダクトに重点を笹色分析的に捉える
場合には，機能と狭義の技術に分解することが適切である。主要なアイデイア源ではあるが。そのまま採用せ
ず 独自の座標を設定することとした。
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利用され続けているものもある (メインフレーム系等)。もう lつは，ソフトウェア ・ライフサ
イクル (開発~保守・運用~廃棄) とは異なり，ライフステージはプロダクト自らが変化して変
わるわけではなく.主としてソフトウェア(業界)の動向によって受動的にステージが変化する
ことである。
さて，ライフステージの測位は，果たしてどの程度の客観性を有するか。lつに. r日経コン
ピュータj等々の業界誌やインターネットの市場・技術動向情報等により確認できる。2つに.
各業界における他社動向等は競争上相当に意識されキャッチアップがなされる傾向が強いので，
各企業の採用状況から確認できる。3つに，開発実務に即した最も確かな裏付けとして.開発プ
ロジ.エクトを編成する場合，採用する機能並びに技術の普及度によって，要員調達の難易度が大
きく左右されるのである。従って，開発の難易度も左右される。このように，業界ないし市場.
各企業，当事者(プロジェク ト)の3つの視点から動向を捉えることによって，ライフステージ
の測位は十分に客観性を有すると言える。
測位に関して表 lに沿って説明を行う。第lに，機能又は技術が①創生期の場合が新奇性の
あるプロダク トであり，その開発が研究開発である。片方が①創生期の場合.他方が④コモデイ
ティ期ないし⑤レガシ一期にある場合を除外しているのは，販売可能性の観点からビジネスとし
ては考えにくいからである。機能又は技術が②普及初期の場合も同様である。機能が③普及拡大
期にある場合に採用技術を⑤レガシ一期とすることも同様で、ある。第2に，機能が④コモデイテイ
期ないし⑤レガシ一期にある場合. (新規)開発は考えにくいが，利用されている限j 保守し
ていくことはある。但し ④コモデイティの機能を③普及拡大期の技術で開発すること並びにそ
の逆は，低リスクなので多少はあり得るかもしれない。第3に.機能又は技術が②普及初期ない
し③普及拡大期の場合が (新規)開発の圧倒的多数と考えてよいであろう。開発の難易度は前掲
の図 lに示した通りである。第lの場合以外は.何れも研究開発でないことは確実で、ある。
以上によ って.ステージの境界上に位置する等で判断が微妙なケースが若干あり得るとして
表 1 機能と技術のライフステー ジの組み合わせ
(出典 :筆者作成)
①創生J羽 稀なケース
チャレンジ(リ チャレンジ (リ
スキー) スキー) えにくい えにくい
②普及初期
チャレンジ(リ
チャレンジ
ピジネス的に考 ピジネス的に考
O スキー) えにくい えにくい
器| ③普及拡大J~j チャレンジ(リ O 安全第一で多少 ピジネス的に考スキー) O ありうる えにくい
コモデイティ期 1ピジネス的に考 ビジネス的に考 安全第一で多少 圃圃圃圃・
えにくい えにくい
⑤レガシ一期
ビジネス的に考 ピジネス的に考
えにく い えにくい
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も.個々のプロダクトを具体的に測位することは容易且つ高い蓋然性で可能である。次に取り上
げるプロセスと総合的に捉えるならば，完全に判然とする。
N ソフトウェア・プロセスの様相
1 ゾフトウェア開発のプロセス・イノベーション
研究開発は.新奇的な製品又は製法を追求する活動である。ソフトウェアに関しでも.何ら変
わらない。そこで，ソフトウェア・プロダクト(製品)に続いて 次にソフトウェア・プロセス
の新奇性をどのように捉えるか，を明らかにする。ぞれにより.個々のソフトウェア開発が研究
開発であるか.非研究開発であるかを十全に明確に判断することができるからである。その際.
2通りのアプローチが必要である。 lつは，プロセス自体が新奇性を有しているか否か.という
ことである。もう lつは，プロセス自体に新奇性はないが.プロダクトが新奇的であるか否かで.
それに適応的なプロセスが異なり，それによりプロセスとして研究開発か否かを区別する，とい
うことである。
ここではまず，プロセス自体が新奇性を有する場合を概観する。ソフトウェア開発のプロセ
ス・イノベーションを精微に捉えるには.大別すると.①開発方式.②開発技法.③開発ツール，
④プロジェクト管理という事項に分けて捉えることが適切であるお。
①開発方式は.ウォーターフォール型.反復型(総称)としてインクリメンタル，プロトタイ
ピング.スパイラル.アジャイル型等があるお。
②開発技法は，モジュール化.共通化，標準化.構造化，データ駆動開発.オブジェクト指向.
モデル駆動開発，テスト駆動開発.アスペクト指向，コンポーネント開発，アーキテクチャ駆動
開発. ドメイン駆動開発等があるべ
③開発ツールは，他の①②④と異なり.膨大な数がある。古くはコンパイラ(アセンプラを含
む).テキスト・エディタ.デバッガに始まり.1970年代のCASEツールや今日の Visual
Studioのような総合的なもの.更にはフレームワークと呼ばれる開発ツールでありつつ，開発
するソフトウェアにコンポーネントとして組み込まれるものまで多数ある。それらを利用するこ
とがプロセスの範鴫に属することであり.ツール自体はプロダクトの範鴫のものである。そして，
開発ツールは当該プロジェクトで自ら新奇性のあるツールを考案・作成し.且つ利用する場合を
除き，既存のものを利用する限り，プロセスとしての新奇性はなく 研究開発には該当しない。
④プロジェクト管理は.PMBOK (Project Management Body of Knowledge :プロジェクト
38 この分類は.特定の文献等に依拠したものではなく，ソフトウェアに関する多くの文献並びに業界関係者から
得た情報を元に，筆者が独自に抽出・整理したものである。
39 Pressman. Roger S. (2∞5)邦訳P.35・5。但し，分類並びに呼称を簡略化のために，また筆者の分類である②
開発技法を混在させているので，一部改変した。
40 開発技法の概説書は.筆者の探索の範囲では適当なものは見当たらなかった。個々の技法に関する解説書は聖書
しくあり.そのほんの一部を筆者は関税したに過ぎないが.それらから抽出した。
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マネジメント知識体系)を始めとして様々あるが.固有名が付いたものは余りない。
筆者の知る範囲で挙示したので，漏れはあるかもしれないが，特徴的なことは③開発ツールを
除き，それ以外はソフトウェアの歴史60年ほど引を通しでも，ごく限られた数のものが考案され.
実用化されただけだということである。これらを考案し 実用化する取り組みは研究開発と言っ
てよいであろう。従って プロセス(製法)自体が研究開発と言えるのは数える程のものである。
それ以外は全て.プロセスに新奇性はなく.プロセスとしては研究開発の性格を有していないの
である。
2 ソフトウェア開発と研究開発のプロセスの形態的相違
次に. もう lつのアプローチを行う。プロセス自体に新奇性はないが.プロダクトが新奇的で
あるか否かで，それに適応的なプロセスが異なり.それによってプロセスとして研究開発か否か
を区別する，ということである。プロダクトのライフステージ測位と併せて.ソフトウェア開発
が研究開発であるか杏かを確実に捉えることができることになる。
端的に標語的に対比すれば.研究開発のプロセスは反復的(iterative)ないしループ的である
が，非研究開発は直線的(Jinear)である.ということである。その意味するところは，以下の
通りであり.各々を図2.3に図示した。研究開発は 実績のない.成果が不確実なものを探求
するのであるから.プロセスにおいて不可避的に試行錯誤を繰り返さざるを得ない。どの程度の
試行錯誤の繰り返しを許容するかは.計画やマネジメントによるとしても.それを許容しない研
究開発はあり得ない。研究開発マネジメントにより管理は強化される傾向にあり，短期開発並び
にコスト削減のミッションも強まっているとは言え 試行錯誤の繰り返しは研究開発プロセスに
構造的に組み込まれている。ぞれに対して.非研究開発では.まず開発計画において試行錯誤の
繰り返しが組み込まれることはない。レピューやテストというアクテイピテイやフェーズで誤り
が摘出され.r戻り作業」が発生することはあるが.それによる進捗の遅延は許容されない。試
行錯誤は実態的にはしばしば発生するが，あくまでネガテイプに捉えられ，遅延の回復を強要さ
れる。最終的にプロジェクトの失敗 (QCD(品質 (Qua!ity)，コスト (Cost)，納期又は開発期
間 (De!ivery)の大幅な超過又は遅延・延長.プロジェクトの中止・中断)も少なくないが.研
究開発のように成果が出ないことが計画に織り込み済みで許容されることはなく.成果が出るこ
とが当然且つ通常のこととされている。
ここで起こり得る疑問を挙げ.それに応える形で事態を一層明確にしたい。 lつは.一般的な
ソフトウェア開発を直線的と捉えるのに対して.それはウォーターフォール型42の開発のことで
41 コンピュータの創生は早くて 1939年.ないし 1940年代だが (Latanze，Anthony J. (2∞9)邦訳P.27).ソフ
トウェアが独立的な意義を有するようになったのは 1950年代に入ってからで， 1つのメルクマールはプログ
ラミング言語として.機微語より自然言語に多少近いアセンブリ言語が考案されたことであかそれから凡そ
60年が経過している。
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あって. 反復型43もあり.必ずしもそうとは言えないのではないか. ということである。これは
「反復」の意味・内容が異なるのであり.研究開発のような同一事項に関する試行錯誤の繰り返
しを意味するわけではなく 異なる対象に対してアクティピティないしタスクを反復的に遂行す
るということである。簡単に模式的に図示すると， 図3のようになる。反復型はアジャイル型を
想定している。
もう lつは，研究開発のプロセスに関して.筆者のように反復的ないしループ的と捉えるのは
一般的ではなく， r従来のモデル」は「第二次世界大戦以降.西欧で一般的に考えられているイ
ノベーシヨンの形態Jの「リニアモデルJOinear modeOであり 44 それに対して「連鎖モデルJ
(chain-linked modeOという「改良モデル」を提唱している， クライン (Stephen ]. Kline) の有
閉じプロセスと言っても.プロセ
ス全体を僻雌的に捉えたモデルに関する議論であり.筆者が問題にしているプロセスの内在的な
作業レベルのこととは次元の異なる議論である46。同じ次元では.藤本隆宏が.研究開発におけ
これは.という疑問である。力な学説があるのではないか45
る設計に関して， r2段階設計プロセス」モデルを提唱していることが参考になる。「公理系設計
論をベースに，設計行為を.不確実性下で製品機能・製品構造の連立方程式を解く， 2段階設計
プロセスによって近似する。第l段階は，構造・機能の因果知識が不完全な中での暫定解の導出.
第2段階は，その暫定設計解から.最適設計解へと漸近する試行錯誤のプロセスであるJ47(傍点:
引用者)。独特の用語を使っているが 演縛的なアプローチにおいて，個別具体的な諸条件に適
合させていく試行錯誤のプロセスを定式化したものであり.筆者の捉え方を支持するものと解し
て差し支えないであろう48。
42 ウォーターフォール型は.その名の通り.全般的に上流工程から順次下流工程に作業を進めていく開発方式で
あり.現在でも最も多く採用されている方式である。ポイントは.各工程で確実な成果物を作成し後戻りし
ないことである。
43 反復型は，総称として括ったが.細かくは様身な流儀や名称があるが.大枠としては大同小異である。プロト
タイプの作成から始めて，インクリメント(Increment:追加)並びにイテレーション(Iteration:反復)を
繰り返して.段今に開発対象と範聞を拡大していく進め方である。個キのインクリメント並びにイテレーショ
ンのサイクルはウォーターフォール型と同様だが.大きな違いは.フル機能でなくとも.個唱のサイクルの終
了時にリリースまで可能なことである。
44 Kline. Stephen Jay (1990)邦訳P.l6。なお.通商産業省編 (992)も， r技術革新(ここでは.新製品の開発.
新製法の導入等を指す)の過程は.従来.基礎研究から派生した新たな科学の知見が技術の芽となり，応用研
究.開発を経て商業化へとつながる一本の直線的道筋(リニアモデル)でしばしば説明されてきたJ(P.11・12)， 
としている。
45 Kline， Stephen Jay (1990)邦訳P.16。なお，研究開発マネジメントの世代論議に関しては原陽一郎 (2∞9)P.7 
等参照。
46 クラインの「連鎖モデル」でも.各フェーズ内並びにフェーズ間の「フィードパック・ループ」は設定されて
おり，同一次元では捉え方は変わらない。
47 藤本隆宏 (2011)P.275。
48 設計ループに関しては， Suh， Nam P. (1鈎0)邦訳P.24，39参照。また， n次試作に関しては岡本彬良 (2∞5)
P.19参照。
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図2 研究開発プロセスの模式図
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図3 一般的なソフトウェア開発プロセスの模式図
(出典:筆者作成}
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3 ソフトウェア開発と研究開発のプロセスの定量的差異
ソフトウェア開発における研究開発と非研究開発のプロセスにおける形態的相違.すなわち試
行錯誤の繰り返しの構造的な組込みの有無は，必然的に定量的な差異を生じさせる。それは.生
産性の著しい差異であるべ従って， 当該開発の生産性が如何なる水準にあるかによって.研究
開発であるか否かは判然とする。但し残念ながら，生産性に関する公表された信頼し得る統計的
な情報はない。特に研究開発の生産性は企業機密に属することであり.具体的な数値を取り上げ
ることはできない。そこで本稿では. モデル的な論証に留めざるを得ない。
簡単な例を挙げる。開発フェーズは，設計・製造(試作)・テストの3フェーズとし.工程比
率は各30%・40%・30%とする。開発規模は 120KLOCとする。
49 生産性 (productivity)は.経済学の概念では，労働生産性と全要素生産性があるが(藤田昌久・長岡貞男 (2011)
P.4参照)，一般的にソフトウエア開発で取扱う生産性 (KLOCI人月又はFPI人月等)は労働生産性である。
他方.研究開発で取扱う生産性は主としては金要素生産性である(事業成果 (OP)/R&D投資(IP)，浦JI卓
也 (2010)P.l59参照)。但し.差異を比較考察する観点から.本稿では研究開発に関しでも.ソフトウェア
開発で取扱う労働生産性を個別プロジェクトに関して問題とする。
-105 -
①一般的なソフトウェア開発の場合
-設計工数:45人月.製造工数:60人月.テスト工数:45人月.合計150人月，とする 0
・生産性は， 0.8KLOC/人月(=120KLOC/150人月)， となる 0
・開発単価を l∞万円/人月とすると.直接開発費は 15，∞0万円(=100万円x150人月)
である。
②研究開発の場合
・設計工数:1回45人月を 3回やり直すとすると，合計135人月.試作工数:1回60人月
を3聞やり直すとすると，合計180人月.テスト工数:1聞45人月を2聞やり置すとすると，
合計90人月，となる。工数総合計は405人月となる印。
-生産性は.約0.2963KLOC/人月(キ 120KLOC/405人月)， となる 0
・開発単価を 100万円/人月とすると.直接開発費は40，5∞万円 (=1∞万円x405人月)
である。
その差異が，歴然としていることがわかるであろう。例示では.研究開発の生産性は.一般的
な開発対比0.3704%と著しく低く，研究開発の直接開発費は，一般的な開発対比2.7倍と多額と
なる。公表された統計的数値はないが，例えば同一企業でソフトウェアを研究開発する場合と非
研究開発する場合があれば，計画値並びに実績値は明確に差異があるはずである。
なお，一般的な開発でもプロジェクトの失敗によって大幅に低い生産性となる場合があり得る
が.それは筆者が前稿51で提示した仕損会計の処理を施すべきことであり.本稿の考察に影響す
るものではない。また， もう lつ例外的な事態がある。研究開発で生産性がそれほど低くない場
合である。天才的な.あるいは卓越した発想と能力を有する者が 常軌を逸した「全身全霊を賭
したJとも言うべき献身により，作業に没頭して，ほとんど文字通り「不眠不休」で完成に辿り
着くような場合であり，マイクロソフト，グーグル等の事例がある。しかし.そのような事例は
あくまで「異例」のことであり，範例とはなり得ないと言うべきである。
V おわりに
ソフトウェア会計基準において.およそ研究開発ではないソフトウェア開発まで不当に拡大し
て研究開発と看倣す規定が.アメリカ基準を発端とし，日本基準でもそれを再検討することもな
く踏襲された。ドグマティックに研究開発と看倣すために，研究開発の本来の判断規準である製
品又は製法の新奇性が軽視され 替わって「技術的実現可能性」の確保前後を工程で区分する判
断規準が窮余の一策で策定されたが それらが何れも根拠のない不合理なものであることを明ら
問実務レベルでは.フェーズ単位というより，アクテイピテイないしタスク単位のより小さな作業単位でのやり
直しの方が多いであろうが.モデル的に単純化した設定とする。計算の精粗や複雑さが異なるだけで.実質的
なことは変わらない。
51 前掲「ソフトウエア開発の失敗に関する会計処理案」
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かにした。日本基準制定前後に多くの論者が多くの論文等を発表したが.非研究開発を研究開発
であると看倣している規定に疑義を呈するものは僅かであった。その数少ない論考b 状況認識
並びに発想としては概ね首肯できるものであったが.更に進展させて，具体的にソフトウェア開
発が研究開発である場合とそうでない場合を明確に区別する判断規準を提示するまでには到らな
かった。それは，今日でも変わっていない520 セントラル・ドグマは今も護持されている。
そこで筆者は.セントラル・ドグマを解体し.適正な基礎を構築するために.プロダクトとプ
ロセスの両面から判断規準を明確化した。プロダクトに関しては.機能と技術のライフステージ
座標を設定し，個々のソフトウェアを測位可能とした。プロセスに関しては.まず新奇的なプロ
セスの事例を挙示し.続いて大半のプロセスはそれ自体は新奇的ではないが.プロダクトの新奇
性に適応的な研究開発とそれ以外の開発のプロセスが形態的並びに定量的に知何なる相違がある
かを明確にした。これらにより.ほほ完全に研究開発と非研究開発との区別を確実なものとした。
この考察の帰結は明解である。研究開発である場合は.研究開発費会計の対象として会計処理
することでよい。それに対し，非研究開発の場合は，研究開発費会計とは別個の独立的なソフト
ウェア会計基準を制定し，その会計処理対象とすることである。そして.基準において資産要件
を設定し.それを充足する場合には資産計上とする。なお，資産要件は過度に厳格である必要は
ない.と考える53。そもそも企業が効用もないソフトウェアの開発に少なくない投資をするなど
と考えることが前提的に不自然である。また 一般的なソフトウェア開発にとって技術的実現可
能性などは些少なことである。資産性の段損に関しては，筆者が前稿で提示した「仕損会計J(当
初)と.減損会計(それ以降)で対処すれば十分である。
本稿は.全面的に刷新されるべきソフトウェア会計の基礎的な考察であった。それに基づいた
会計基準の体系的，包括的な試案を策定することは.今後の課題である。全面刷新されるべきソ
フトウェア会計基準は.ソフトウェアのライフサイクル(開発~保守・運用~廃棄)に沿った会
計基準としなければならない。開発におけるソフトウェア再利用，開発ツールの利用，プロジェ
クトの失敗による仕損.保守，運用，廃棄を包含し，且つ複合的な実態を的確に捉えたものにし
なければならない。また.市場販売目的と自社利用目的で大きく異なる規準ではなく.収益の源
泉としての直間性に基づいた，統一的な規準としなければならない。陳腐化した.あるいは事実
誤認の例示も刷新しなければならない。そもそも「日進月歩」は誇張だとしても.技術革新の激
しいソフトウェアの会計基準が.制定から 10数年経過しているにも関わらず，僅かな改訂しか
成されていないこと自体が怠慢の誇りを免れない。例えば オープンソースやクラウド・コン
52 企業会計基準委員会は.2010年時点では現行基準を「維持」しつつIAS38r無形資産」会計を重ね合わせた「二
重基準」というコンパージェンスの方向を検討していたが(第 197因企業会計基準委員会 (2010年3月1日)
審議事項 (5)一1(https:llwww.asb.or.jp/asb/asbj/minutes/201∞311/201∞31 Undex.jsp)). 2012年時点で
は現行基準を「維持」し.変更しない方向を鮮明にした。
53 IAS38の資産要件は一見包括的で周到なようで.研究「開発」と重ね合わせているので.ソフトウエア開発に
関しでも過度な要件となっている。
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ピューテイングが会計的に惹起している問題に対処する必要性を.筆者は痛感し研究を進めてい
る。それらを完成した暁には全面刷新案を提案したいと考えており.本稿の内容はその核心部分
を構成することになることは言うまでもない。
最後に.繰り返しになるが.ソフトウェア開発を研究開発と看倣すセントラル・ドグマから解
放され，ソフトウェア会計が正常化されるために，本稿が一石を投じることを念願している。
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