Technological advances have enabled the use of DNA sequencing as a flexible tool to characterize genetic variation and to measure the activity of diverse cellular phenomena such as gene isoform expression and transcription factor binding. Extracting biological insight from the experiments enabled by these advances demands the analysis of large, multi-dimensional datasets. This unit describes the use of the BEDTools toolkit for the exploration of high-throughput genomics datasets. I present several protocols for common genomic analyses and demonstrate how simple BEDTools operations may be combined to create bespoke pipelines addressing complex questions.
INTRODUCTION
Modern genomics research combines high throughput DNA sequencing with computational analysis to gain insight into genome biology. Both the spectrum of experimental assays that are now possible and the scale of the datasets generated complicate the interpretation of experimental results. Additional complexity comes from the fact that the genomics research community employs multiple file formats, such as BED (Kent et al., 2002) , GFF, VCF (Danecek et al., 2011) , BAM (Li et al., 2009) , and BigWig (Kent et al., 2010) , to represent experimental datasets and genome annotations. While these data formats differ in their structure and intended use, they each describe the attributes of one or more genome intervals (a.k.a. genome "features"). A single genome interval represents a consecutive stretch of nucleotides on a chromosome or assembly scaffold. Despite file format differences, most analyses involving multiple sets of genome intervals can be distilled to what I colloquially refer to as "genome arithmetic": that is, the analysis of sets of genome intervals via multiple comparative operations. For example, quantifying transcript expression in RNA-seq experiments is essentially a process of counting the number of cDNA alignments (i.e., intervals in BAM format) that intersect (overlap) transcript annotations (i.e., intervals in GFF or BED format). pasted into one's command prompt. As an example, below are two different multi-line commands. Each would be copied and pasted separately into the command prompt including each line of each command. 
Background knowledge
This unit assumes that the reader has previous experience working on the UNIX command line, as well as a basic understanding of common genomics file formats such as BED (Kent et al., 2002) , VCF, GFF, and BAM. If not, I encourage you to first read the BEDTools documentation (bedtools.readthedocs.org), as well as the papers (Danecek et al., 2011; Kent et al., 2002; Li et al., 2009) describing the above formats. There are also many freely available tutorials on the Internet that describe the basics of working on the UNIX command line.
8
In order to conduct an analysis of genomic intervals with BEDTools, one must employ one or more of the BEDTools subcommands. I will illustrate this with the intersect subcommand (more details will be provided in the first protocol). For example, to intersect BED files representing Alu elements and CpG islands, one would use the following command.
$ bedtools intersect -a alu.bed -b cpg.bed
One may also request a detailed help menu regarding the specifics of each tool as follows.
$ bedtools intersect -h
All other subcommands follow the same basic convention.
$ bedtools [SUBCOMMAND] [OPTIONS]
Working with "genome-sorted" datasets
9
The default algorithm that BEDTools leverages to detect intersections loads one of the two files into a tree data structure based on the UCSC binning algorithm (Kent et al., 2002) . While fast, it can consume substantial memory, especially for very large files. For this reason, we provide an alternative, yet very fast and memory efficient algorithm that requires one's input files to be "genome-sorted": that is, sorted first by chromosome and then by start position. When both input files are genome-sorted, the algorithm can "sweep" through the data and detect overlaps on the fly in a manner much like the way database systems join two tables. As an example, I demonstrate how to sort a BED file in this manner below (the first column of the BED format represents the chromosome and the second column represents the start coordinate.
$ sort -k1,1 -k2,2n fileA.bed > fileA.sorted.bed
This algorithm is invoked via the -sorted option and its use is demonstrated in subsequent sections. The substantial performance gains conferred through the use of "genome-sorted" datasets are illustrated in Figure 2 .
Genome files

10
In order to function correctly, some of the BEDTools subcommands need to be informed of the length of each chromosome in the organism you are studying. These "genome" files must be tab delimited; the first column must be the chromosome label and the second column must be the length of the chromosome. For example, below is an example "genome" file for build 37 (a.k.a "hg19") of the human genome. 
BASIC PROTOCOL 1: FINDING INTERSECTIONS BETWEEN GENOME INTERVAL FILES
One of the most common questions asked of two sets of genomic intervals is whether or not any of the intervals in the two sets "overlap" with one another. This is known as interval intersection. Given its broad utility, the intersect command is the most widely-used utility in the BEDTools suite. By default, intersect reports the subset of intervals that are common to your two files. The "A" file is considered the "query" file, whereas the "B" file is considered the "database" file. To demonstrate the basic functionality of the intersect utility, we will use the BED files we downloaded in the Strategic Planning section to identify CpG islands that overlap exons in the human genome.
Necessary Resources
See Support Protocol 1 In this example, the BED file representing CpG islands is treated as the "query" file, and as such, the reported intervals reflect the portion of each original CpG island that overlap one or more exons in the "database" file. For example, the first CpG island above contained 75 base pairs (29810-28735, where the start coordinate 28735 is zero-based), yet the interval that the intersect tool reports reflects the subset of 50 base pairs that actually overlapped an exon.
Rather than report solely the intersecting intervals, it is often desirable to instead report the original intervals that intersected from both files. For each intersection between the two input files, the "write A" and "write B" options (-wa and -wb) report the original interval from the "A" and the "B" file, respectively.
3b
Alternative: show overlaps with both CpG and exon coordinates (-wa, -wb While this demonstrates how the -wa and -wb options allow us to understand which exact intervals from each file intersected, it is not immediately apparent (without squinting) how many base pairs of overlap exist between the intersecting features. The "write overlap" (-wo) option addresses this by reporting the original intervals followed by the number of overlapping bases observed between each interval pair. In many situations, one is less concerned with enumerating every single overlapping interval between two files. Using the -c option, one can simply count the number of intervals that intersect each "query" interval.
3d
Alternative: show the count of exons that overlap CpG islands (-c). Similarly, the -v option allows one to focus solely on the CpG islands that do not overlap exons. 
SEQUENCING EXPERIMENTS
The fundamental utility of whole genome sequencing is the ability to characterize the full spectrum of genetic variation present in the individual's genome. However, the power to detect genetic variation is a function of the number of times a given nucleotide is independently sampled by the sequencing experiment. For example, if a diploid individual is heterozygous at a given position in the genome, then a single aligned sequence from modern DNA sequencing technologies (e.g., Illumina) will sample only one of the two inherited alleles. Therefore, the more that each nucleotide is sampled, the more likely it is that both inherited alleles will be detected. While coverage is typically modeled as a Poisson distribution, biases such as GC content and the number of PCR cycles used to amplify DNA prior to sequencing prevent uniform genome coverage to a degree that is greater than would be expected by a Poisson distribution. Given known biases and the importance of coverage to quality of the experiment, it is standard practice to assess the empirical coverage distribution as a quality control measure. The BEDTools genomecov tool is designed for precisely this purpose. The following example computes a histogram of sequence coverage for each chromosome as well as for the entire genome. Specifically, this histogram measures the fraction of each chromosome (and the genome as a whole) that is sampled by 0, 1, 2,…N independent sequence alignments.
Before beginning this protocol, you must first download an example dataset from the 1000 Genomes Project (Durbin et al., 2010) . This dataset represents whole genome sequencing of a Yoruban individual (NA19146) using the Illumina sequencing platform. The DNA sequences have been aligned to build 37 of the human reference genome and the resulting alignments are stored in BAM format. You should anticipate the download to require 15 to 30 minutes.
Necessary Resources
See Support Protocol 1 1 Download a BAM alignment file for NA19146 from the 1000 Genomes website. The output of the genomecov histogram consists of the chromosome (column 1), the observed aligned sequence depth (column 2), the number of base pairs with this observed sequencing depth (column 3), the size of the chromosome (column 4), and the fraction of base pairs with this observed sequencing depth (column 5). This output allows us to observe that 11.7% of NA19146's chromosome 1 was not sampled by a single aligned sequence, and by extension, 88.3% of chromosome 1 had one or more aligned sequences. Similarly, we see that 10.3% of the entire genome lacked a single aligned sequence and therefore 89.7% of the genome was sampled by one or more aligned sequences. Using the following R code, one can convert the text histogram produced by the genomecov tool into a plot (the result is presented in Figure 3 ) that describes the distribution of genome-wide sequencing coverage. Plotting the sequence coverage distribution allows one to observe that, on average, this individual's genome was sampled by ~5 independent sequences alignments. This reflects the fact that this dataset was generated as part of the 1000 Genome Projects "low coverage" study.
6
Invoke R from the command line.
Plot a histogram of genome-wide coverage for NA19146. The following R commands will produce a plot identical to Figure 3 . 
ALTERNATE PROTOCOL 2: IDENTIFYING SPECIFIC GENOMIC REGIONS WITH HIGH OR LOW SEQUENCE COVERAGE
While Basic Protocol 2 demonstrates a strategy for measuring genome wide coverage statistics, it merely provides a summary of coverage without cataloging the observed coverage at each base pair in the genome. Such details are necessary in order to identify specific genomic regions (e.g., genes) where insufficient coverage is available and to identify regions where excessively high coverage was observed, perhaps owing to technical artifacts such as biases in GC content. Through the use of the -bga option, the genomecov tool produces BEDGRAPH output that describes the sequence coverage observed at discrete genome intervals.
Necessary Resources
See Support Protocol 1 1 Calculate a genome-wide BEDGRAPH of coverage. At this point, we have created a BEDGRAPH representing the coverage through the entire genome of NA19146. The first three columns represent each genome interval in BED format and the fourth column represents the number of aligned sequences observed at each interval. The UNIX awk utility can be used to extract intervals with insufficient coverage. For example, based on the distribution shown in Figure 3 , one might wish to identify genomic regions with less than five aligned sequences.
3a
Identify regions with less than 5 reads. Similarly, we can identify regions with excessive coverage, which based on the distribution described in Figure 3 , we will define as intervals with more than 25 aligned sequences.
3b
Identify regions with more than 25 reads. Notice that many of the intervals with excessive coverage (yet differing individual coverage measurements) are adjacent to one another. In such cases, we may wish to combine these adjacent bases into single, consecutive, high-coverage intervals. This can easily be accomplished with the BEDTools merge tool. The following example demonstrates how multiple BEDTools operations can be combined to conduct more sophisticated analyses. The use of "-i -" follows the UNIX convention of specifying to the merge tool that the input be being passed directly from the output of the awk command, rather than from a file.
3c
Merge coordinates with high coverage. This is an example of how one may refine analyses by passing the output from one BEDTools command as input to another command. Note that we specify to the merge tool that input is being passed directly (as opposed to a proper file) from the awk command via the use of '-' as the input. 
SEQUENCING EXPERIMENTS
By focusing the fixed sequencing "budget" (that is, a fixed number of sequences at a given cost) of current sequencing platforms on a subset of the genome, targeted DNA sequencing strategies are used to confer greater power to detect genetic variation in the genomic regions of interest. For example, exome capture kits focus the sequence budget on the 1-2% of the genome that encodes protein coding genes and UTRs (Ng et al., 2010) . Consequently, many more sequences are aligned to these regions than would be possible with whole genome sequencing, thus allowing more sensitive detection of heterozygous loci in the sequenced individual.
However, current targeted capture assays require DNA hybridization and have biases in GC content. This often leads to extensive variability in the sequence coverage observed at each targeted genomic region. As a result, it is crucial to measure the uniformity of coverage at the targeted regions in order to assess overall discovery potential, since those regions with lower coverage are inherently less empowered for the discovery of genetic variation.
Necessary Resources
Before beginning this protocol, you must first download another example dataset from the 1000 Genomes Project. This dataset represents exome sequencing of a CEU individual (NA12891) using the Illumina sequencing platform. The DNA sequences have been aligned to build 37 of the human reference genome and the resulting alignments are stored in BAM format. In addition, we must also download a BED file whose genomic intervals represent the DNA probes that were used to selectively hybridize DNA from coding exons. You should anticipate the file downloads to require 15 to 30 minutes. The following command illustrates how to use the BEDTools coverage tool to investigate the uniformity of coverage for targeted DNA sequencing experiments. This command computes, for each targeted interval in the BED file (-b), a histogram of coverage observed among the aligned sequences from the BAM file. The output of the coverage histogram for each interval consists of the chromosome (column 1), start (column 2) and end (column 3) of the targeted interval, followed by the observed aligned sequence depth (column 5), the number of base pairs in the interval with this observed sequencing depth (column 6), the size of the interval (column 6), and finally, the fraction of base pairs in the interval with this observed sequencing depth (column 7). In addition, the report contains a summary of the coverage histogram among all of the targeted intervals. The output of this overall summary is structured slightly differently and is described in the example below. By examining the observed coverage among all targeted intervals, we can quickly see that a mere 329,870 base pairs, or 0.7% of the targeted bases had no detectable sequence coverage. Plotting a cumulative coverage distribution based upon these results allows one to assess the fraction of targeted bases with various levels of coverage (and thus power to detect genetic variation).
5
Load the output of 'coverage' into an R data frame.
> cov = read. 
6
Create a cumulative distribution from the "raw" histogram. Figure 4 demonstrates that, for this sample from the 1000 Genomes Project, just under 90% of the targeted bases had at least 20 aligned sequences and over half the targeted bases had at least 80 aligned sequences.
ALTERNATE PROTOCOL 3: IDENTIFYING SPECIFIC TARGETED INTERVALS THAT LACKED COVERAGE
While the previous protocol measured the overall fraction of targeted bases having sufficient coverage for genetic discovery, it did not reveal specific intervals that, despite being targeted, completely lacked any sequence coverage. It could be important to identify such intervals, as they may prove to be problematic (perhaps owing to a lack of sequence complexity) for all samples studied and could therefore be candidates for new capture probe design. The following alternative protocol illustrates how identify such intervals. It combines the BEDGRAPH output of the genomecov tool with both awk and the intersect tool to first identify genomic intervals with zero coverage and then intersect such zerocoverage intervals with the targeted genomic intervals to reveal targeted intervals (or portions thereof) that lack coverage.
1
Create a BEDGRAPH of coverage genome wide but use awk to filter solely for intervals having zero coverage. 
BASIC PROTOCOL 4: MEASURING TRANSCRIPTION FACTOR OCCUPANCY AT TRANSCRIPTION START SITES
The goal of this protocol is to demonstrate how create plots that describe global occupancy profiles of transcription factors at transcription start sites (TSS) throughout the human genome.
Necessary Resources
To demonstrate the use of BEDTools for TSS occupancy profiles, we will use ChIP-seq (in BigWig format) datasets for the Sp1 transcription factor, as well as a reverse cross-linked control, both from the ENCODE project (Dunham et al., 2012) .
1
Create a shortcut to the ENCODE data hosting site. Next, we must download a BED file of the transcription start sites for every gene in the UCSC Genome Browser's "knownGene" track; I have pre-computed this file and it can be directly downloaded with the following command.
5
Display the first 5 lines of the TSS BED file. To provide greater resolution to the plot we will produce, we will break up each 2000bp (TSS +/− 1000bp) interval flanking each TSS into 400, 5bp "sub-windows". One can easily do this with the BEDTools makewindows command.
8
Create 5 base pair BED "sub-records" across each 2 kilobase TSS and its flanks. Lastly, at the time this unit was written, BEDTools did not have native support for BigWig files. Since the Sp1 and control ChIP-seq datasets downloaded from ENCODE are in BigWig format, we need to download the bigWigToBedGraph utility from the UCSC Genome Browser in order to convert the BigWig files to the BEDGRAPH format that BEDTools supports.
10
Create a shortcut to the UCSC tools website. Now that we have downloaded and created the appropriate datasets, we must compare the ChIP-seq peaks for both the Sp1 transcription factor and the negative control to the BED file representing the 2,000 base pair intervals flanking (1,000 bp on each side) each TSS. Recall that we created 5 bp "windows" across each 2,000 bp interval in order to measure transcription factor occupancy at greater resolution than a single statistic count for the entire 2kb interval. Therefore, there are 400 such windows in BED format for each TSS, and our goal is to tabulate the average observed ChIP-seq alignment coverage from the ENCODE BigWig files for each of the 5 base pair windows. As illustrated below, we see that one complication is that there may be multiple discrete BigWig signals that overlap the same (or multiple) 5bp window from a given TSS.
12
Peek at the BigWig file (converted to BEDGRAPH format) for Sp1 In such cases, we will need to summarize each individual observation from the BigWig file to produce a single measure for each 5 bp window. The BEDTools map tool allows one to summarize data from overlapping features in a "B" file onto features in an "A" file by applying summary statistics to specific columns in the B file ( Figure 5 ). In this case we will use map to compute the average BigWig intensity for each ChIP-seq interval from the BigWig file. However, in order to do this, we will first have to convert the BigWig file to BedGraph format for use with BEDTools. Once converted, we will compute the mean of the score (4 th ) column, which represents the normalized ChIP-seq intensity observed for each interval.
First, we will use the map tool to summarize both the Sp1 and negative control ChIP-seq intensities. Note that the BigWig file is converted to BedGraph "on the fly" via a UNIX FIFO so that we don't have to store the data redundantly as both a BigWig and a BedGraph file. Secondly, if there are no overlaps between a given 5 bp window and the BigWig file, we default that window's value to 0 using the -null option.
13
Map the Sp1 transcription factor to the 5bp windows flanking TSS loci. At this point, we have summarized the ChIP-seq signal for both Sp1 and the negative control for each 5bp interval flanking each transcript's TSS. Our goal, however, is to summarize the transcription factor occupancy across all TSS in the entire genome. Recall that when creating the 5bp windows for each TSS, we added a 5 th column reflecting which of the 400 distinct 5bp windows each interval represents. We can now take advantage of this by using the BEDTools groupby tool, which will group input data by a particular column (or columns) and for each distinct group, it will summarize the values observed in other columns for each group. In this case, we want to calculate the sum of all mean ChiP-seq intensity values observed for each of the 400, 5bp windows measured for each TSS. The window number is the 5 th column and represents our "grouping" column, and the mean ChiP-seq intensity values are in the 6 th column and reflects the column that we want to summarize for each group (i.e., 5bp window number). In order to group the data efficiently, the groupby tool requires that the input data be pre-sorted by the grouping column.
15
Sum the Sp1 ChIP-seq signal observed for each 5bp window at each TSS start site. As expected, the ChIP-seq signal closest to the TSS is substantial stronger for Sp1 (a wellcharacterized transcription factor), than for the negative control. Using the following R script, we can visualize the occupancy of these two experiments relative to the 2000 bp intervals flanking all TSS.
19
Create a plot of the cumulative density function of the target coverage. The result of the following commands will produce a plot identical to Figure 6 . 
BASIC PROTOCOL 5: COMPARING INTERVALS AMONG MANY DATASETS
The protocols described thus far have described how to compare pairs of genome interval files with BEDTools. This unit will introduce the multiinter and unionbedg tools, which are each designed to facilitate the comparison of intervals among many distinct files.
Necessary Resources
To demonstrate the utility of the multiinter tool, we will download files representing Dnase I hypersensitivity sites observed by Maurano et al among multiple human tissues . I have selected Dnase I hypersensitivity sites from a random subset of 20 fetal tissue samples. Before beginning this protocol, we must first download and extract the 20 individual files.
1 Download an archive of Dnase I hypersensitivity sites from 20 cells.
$ curl -O
http://quinlanlab.cs.virginia.edu/bedtools-protocols/maurano.dnaseI.tgz 2 Extract the 20 individual files.
$ tar -zxvf maurano.dnaseI.tgz
By inspecting the BedGraph file for a single sample, we see that each interval represents a site of Dnase I hypersensitivity and the value (column 4) reflects the "signal" of hypersensitivity reflected in the normalized number of aligned reads.
4
Display the first five lines of one of the Dnase I hypersensitivity BED files. Given that Dnase I hypersensitivity sites reflect putative regulatory elements, a natural analysis is the identification of hypersensitivity sites that are either private to a single cell type or common to many cell types. By simultaneously detecting intersections among multiple files, the multiinter tool will report, for every interval observed among the input files, the number and identity of those files having a interval that overlaps with the reported interval. For example, below we use the multiinter tool to report intersecting hypersensitivity sites among the five fetal intestine files. The first three columns reflect the interval in question, followed by the number of input files having intersections at the interval, a list of the file labels (provide by the -names parameter). Lastly, there are five additional columns reflecting whether each file had (value=1) or lacked (value=0) an intersection with the interval in question.
5
Report the intervals that are common to 1 or more of the sets of Dnase I hypersensitivity sites from the five fetal intestine samples. By inspecting the fourth column, one can identify hypersensitivity sites that were exclusive to a single sample, or common to all five intestinal samples.
6
Find hypersensitivity sites that are private to a single sample. Similarly, we can combine the multiinter tool with the groupby tool to measure the proportion of hypersensitive bases that are common to the 20 tissue samples assayed.
8
Measure how many bases were observed to be hypersensitive in 1,2,…20 samples. 
10
As before, we will use R to plot the distribution of hypersensitive base pairs common to the 20 samples. The resulting plot (Figure 7) demonstrates that among the assayed tissues, the majority of hypersensitive bases are exclusive to a single cell. 
ALTERNATE PROTOCOL 5: COMPARING QUANTITATIVE MEASURES AMONG MULTIPLE BEDGRAPH FILES
We demonstrated how the multiinter tool can be used to identify specific intervals that were either private to a single file or common to one or more genomic interval files. However, the output of the multiinter tool solely reports whether or not a given file had an interval that intersected the reported interval; it does not report the value associated with the BedGraph interval from each file. The unionbedg tool provides the ability to report overlapping intervals from multiple BedGraph files while also reporting the scores observed in each file. 
SIMILARITY
As we demonstrated in the previous protocol, the multiinter and unionbedg tools can be used to examine the individual intervals (and their respective scores) that are shared among multiple genome interval files. However, genome datasets are typically comprised of many thousands or millions of individual intervals; this scale complicates simple measurements reflecting the overall similarity of two or more datasets. In this protocol, we will use the jaccard tool to provide a simple similarity metric for pairs of datasets and to facilitate assessments of the similarity of many datasets.
The Jaccard similarity coefficient is a standard metric from set theory that measures the ratio of the size of the intersection of two sets to the size of the union of the two sets. Favorov et al introduced the use of the Jaccard statistic to reflect the similarity of two genome interval sets (Favorov et al., 2012) . The authors proposed the metric as the ratio of the total number of intersecting base pairs to the total number of base pairs represented by the intervals in the two sets. As such, the more overlap, the higher the ratio. BEDTools instead calculates the jaccard statistic as the ratio of intersecting base pairs to the union of the two interval sets (in base pairs) minus the intersecting base pairs (Figure 8 ). This allows the score to range from 0 (no interval overlap) to 1 instead of 0 to 0.5, where the metric is equal to 1 (not 0.5) when the sets are identical.
To demonstrate, we will compute the Jaccard metric for two Dnase I hypersensitivity intervals from independent samples of the same tissue type. The output reports: 1) the total number of intersecting base pairs, 2) the total number of base pairs in the two sets minus the intersecting bases, 3) the Jaccard index, and 4) the total number of interval intersections observed between the two sets. In this example, the Jaccard index exceeds 0.50, reflecting the high similarity of the putative regulatory elements identified in two different fetal heart samples.
1
Compute the intersection, union-intersection, Jaccard statistic and the total number of intersections between two fetal heart samples. Intuitively, however, the Jaccard index is substantially lower when comparing the overall similarity of regulatory elements observed in a fetal heart and a fetal skin sample.
2
Compute the intersection, union-intersection, Jaccard statistic and the total number of intersections between two different tissue samples. This demonstrates how the jaccard tool can be used to produce a simple statistic to reduce the dimensionality associated with comparing two large (e.g., often containing thousands or millions of intervals) genomic datasets.
We will now extend this analysis to leverage the Jaccard statistic to measure the pairwise similarities among all 20 fetal tissue samples. We will use BASH loops to automatically compute the Jaccard statistic for all 400 (20*20) pairwise comparisons. Use the short labels as a header for the output file. two datasets, we may graphically convey the overall similarity of all 20 Dnase I hypersensitivity patterns using a heatmap.
7
Plot the Jaccard matrix as a heatmap using R. The result will be identical to Figure 9 . This demonstrates that independent samples of the same fetal tissue have the high degree of similarity among their putative regulatory elements. Moreover, there are, as expected, several examples cases where similar tissue types (e.g., fetal muscle and fetal lung) also exhibit substantial similarity.
GUIDELINES FOR UNDERSTANDING RESULTS
The protocols presented in this unit demonstrate how to compare, explore, and interpret genomics datasets with the BEDTools suite of command line utilities. Each protocol is designed such that the results presented will exactly match those obtained by the reader if the instructions are followed precisely. The results of each protocol will either be a generated plot that should be identical to the relevant plot in the text or an output file whose contents should match the contents presented. If problems arise with individual BEDTools commands, an error message should be generated indicating the source of the error. In the case of errors in the creating of figures using the R statistical package, the reader will be aware that an error has occurred when a plot is not generated that matches the figure in the text. The runtime in seconds (left panel) and memory usage (right panel) are compared when using either unsorted genome intervals (dashed red) or genome intervals that have been presorted in genome order (solid red). As a basis of comparison, the BEDTools performance is compared to the BEDOPS toolset, both with (solid gray) and without (dashed gray) automatic error checking. Histogram of genome-wide sequencing coverage for NA19146. Cumulative distribution of sequencing coverage observed among all exome-targeted bases for NA12891. Histogram of the fraction of Dnase I hypersensitivity sites common to the 20 cell types compared. Heatmap of Jaccard similarities observed for 20 fetal tissue samples based upon Dnase I hypersensitivity profiles.
