Engineering is equally rising with the importance of Domain Specific Languages and individual modelling approaches. In order to capture the most relevant semantic primitives that address domain specific needs, it is necessary to involve both the method engineers as well as domain experts. Based on practical experience in business, more than twenty EU-projects and other research initiatives, this paper presents improved and extended version of a model-driven approach to support the design of a modelling method. The approach is evaluated by two projects in the context of e-Learning, and Business and IT-Cloud Alignment. The paper discusses the evaluation results and derived outlooks.
INTRODUCTION
Conceptual models are commodities in IT and computer science, hence a growing number of groups around the world design their individual modeling-methods -in addition to existing standards-for a variety of application domains. Therefore, models are not only used for schema or software generation but enable information valuecreation. Hence, modeling-methods need to provide the necessary concepts and functionality to perform value creation within a particular application domain. The construction of such applicable modeling methods -also titled as conceptualization process -is complex, especially when considering the mapping of the entire spectrum from language artifacts and corresponding functionality to concrete implementable and deployable software-platform capabilities. Today, different approaches, guidelines and practices for the development of modeling tools are available that do not consider the full spectrum of a modelling method design, which unavoidably leads to limitations in the conceptualization. There are branching knowledge domains into more refined and specialized subdomains, where each domain needs to be characterised by its own abstraction and refinement of concepts from reality [19] .
ADOxx is a meta modelling platform that has been used (a) in business from the consulting company BOC [1] Institute collaboration through the Open Models community at OMiLAB as well as (c) in over twenty European Research projects. Although the ADOxx.org community [1] is focusing on the technical realization of modelling tools, it is often also involved in the conceptual specifications of model-based approaches in the context of European Research projects. Based on the experience that has been collected during the realization of model-based approaches in more than twenty European Projects since 2000; a modelling method design environment is proposed that enables the specification, implementation-support and documentation of modelling methods. In order to specify the relevant concepts that are satisfying domain-specific needs, it is necessary to involve both method engineers as well as domain experts in the process of modelling method design [13] . Hence, in order to establish communication, collaboration among actors and supporting knowledgeexternalization with an appropriate modelling method design approach is crucial.
The modelling method design approach that is introduced in this paper is based on the overall Agile Modelling Method Engineering approach [12] . This paper is based on the full version published in [8] , where the modelling method design approach has been discussed in detail and the first version of its corresponding software prototype introduced. The goals of this paper is (1) to revisit and update the content with introducing second version of the prototype, discuss new evaluation results, and (2) introducing early implementation results of an experimental prototype, which shall complement the approach and be extension to the previous works.
Being a revised and extended version of [8] , following the introduction, in Section 2 we revisit our approach with introducing second version of its corresponding software prototype, so-called "Modelling Method Design Environment 2.0", which is improved based on previous evaluation results. Additionally, in this section, a new extension to the approach is introduced In Section 3 , the cases from two different EU projects are briefly presented as evaluation cases for the Modelling Method Design Environment. In Section 4 the evaluation results are discussed. Finally, in Section 5 this work is concluded an outlook on future work is provided. Figure 1 ) based on the OMILAB Lifecycle [16] , which is, again, based on GMMF. The Conceptualization Process has been extended during a series of meta-modelling workshops within the EU-project Learn PAd, as a process to conceptualize modelling methods. Originally, the OMILAB Lifecycle consists of five phases; (1) Create Phase, where the system under study, application scenarios and their requirements are investigated, (2) Design Phase, where the modelling language with its syntax, semantic and notation (concrete syntax) is specified, mechanisms and algorithms are specified, (3) Formalization Phase, where the specification of modelling language is well-formalized in order to ensure a possible implementation into a software. (4) Development Phase, where the specified modelling method is implemented on a meta-modelling environment, (5) Deployment phase, where the implementation is packaged in form of standalone application and offered for use to end-users. On one hand, having stakeholders with varying knowledge backgrounds and perspectives involved in the conceptualization of a modelling method, and on the other hand, having end-users with different objectives, the feedback channels proposed by OMILAB Lifecycle would be not enough to react quickly to required changes and enable continuous improvement. Therefore, the OMILAB Lifecycle is adapted (as depicted in Figure 1 ) by adding feedback channels between creation and design in order to prove, if the designed modelling language covers identified application scenarios and considers the identified requirements; between design and formalization to ensure formal approval of modelling language; as well as between design and development phases in order to improve modelling language in earlier stages before it is released and deployed.
The abstraction of domain context-specific reality and design of the "system" in an appropriate way have the most significant impact on the rest of the Conceptualization Process. Hence we concentrate in this work on development of an appropriate modelling method for modelling method design supporting these two phases.
"Model Driven Design for e-Applications: The Meta Model Approach" by Karagiannis and et al. [13] identifies the actions to investigate application scenarios and requirements of a domain as well as to design that domain specific modelling method (for detailed descriptions of those actions please refer to [13] ).
B. Modelling Method Design Environment
Following the model-driven approach, we propose a modelling method, the so-called "Modelling Method Design Environment (MMDE)", to support the design of other modelling methods. During the development of MMDE, a subset of UML has been taken and extended with new concepts based on lessons learned from state-of the art analysis.
Having in mind that the MMDE itself is a modelling method which aims to cover requirements of Create and Design Phases during the Conceptualization Process, it also has a Modelling Language, Mechanism & Algorithms and a Modelling Procedure.
In the following sections, (1) we specify, first of all, the concepts in the Modelling Language of MMDE categorizing them as support for Create or Design Phases and then (2) we specify functionalities of MMDE, which are -with another words-its mechanisms and algorithms.
1) Modelling Language of Modelling Method Design Environment
As aforementioned, the Modelling Method Design Environment (MMDE) aims to support the Create and Design Phase (Based on the lessons learned in state-of the art analysis and based on the expertise of authors of this work, who have been involved in several (one of them 5, the other more than 30) modelling method development projects for varying domains, (1) UML has been identified as the best possible starting point. We have taken a subset of UML and extended the modelling language with required concepts and model types in order to meet shortcomings, (2) developed the modelling method "Modelling Method Design Environment" and (3) implemented a corresponding fully-fledged modelling editor, the so-called "Modelling Method Design Environment Modelling Toolkit" is available to download free of charge with sample models in [2] . In the following sections we specify the MMDE with introducing its modelling constructs as solutions for the Create and Design Phases with giving snippets from sample models modelled on the Modelling Method Design Environment Modelling Toolkit version 2.0..
a) Solutions to Support Create Phase.
First of all, to be able to describe and trace the requirements a model type called "Requirements Model Type" has been specified. Figure 2. ) allows describing the requirements, specifying their status as well as dependencies among them. The described requirements in this model type can be referenced to (a) all the modelling classes modelled in the Meta-Model Classes models, (b) graphical notation (concrete syntax) definitions modelled in Graphical Notation models, (c) model types/modules modelled in Modelling Stack models and (d) to the functionalities modelled in Mechanisms & Algorithms models.
The Requirements Model Type (as depicted in

Figure 2. Sample Requirement Model and Description of Requirements
As depicted in Figure 3 . , depending on the status of those constructs (if they are considered, reviewed or dismissed), the status of the requirements will be updated accordingly. It is enough, if the user clicks on the menu item "Update Requirements Status", the design environment will check if the requirement has been considered in any constructs within the designed modelling method -by checking referenced requirements in all modelling objects in models designed for given modelling method. The MMDE will update the status of a requirement accordingly and a list of constructs will be updated and presented in the notebook of the given requirement indicating where the requirement has been considered. The MMDE differentiates the status of requirements with colour codes; Grey, if the requirement is not considered yet, Red if the requirement is not considered and dismissed, Yellow, if the requirement is still in consideration, and Green if the requirement is considered and reviewed. First of all, to ease the readability and navigation we specified a new model type "Modelling Stack"
Modelling Stack Model Type (as depicted in Figure 4 ) Domain specific modelling methods usually specify different fragments of complex systems. The different fragments of the system are represented by different model types with merging-relevant information [13] . The modularization and layering of the modelling language is essential to avoid complexities during the design of domain-specific modelling methods. Hence, we propose a model type called "Modelling Stack Model Type" that allows method engineers to differentiate between metamodels considering them as different model type that targets different fragments of the system. This model type allows the description of hierarchy and dependencies among meta-models on a higher-level, without giving details about each meta-model neither in the form of classes, attributes nor cardinalities etc. This model type consists of navigational modelling concepts which enable aggregation of meta-models, definition of their scope and relations among them. On the other hand this model type allows to trace the development status of each meta-model, in other words the status of each model type in terms of a release workflow. All fragments (in form of model types) defined in this type of models can be linked through a pointer concept to the abstract syntax defined in individual Meta-Model Classes Models and concrete syntax defined in individual Graphical Notation Models. Figure  5 ). In this model type, the MMDE allows -semantic mapping (as depicted in Figure 6 ) using existing ontologies defined in RDF or OWL format with utilizing one of the sematic lifting scenarios proposed in [12] . Moreover this model type provides a specific relation called "Pointer" in order enable weaving or specify relation among constructs in different model types (representing different fragments of a system).
Having notation of Class Diagrams from UML suggested by OMG as the initial notation in mind for this model type, we evaluate the graphical notation via multi-user tests in several iterations. We have suggested some adaptations such as differentiating the representation of abstract classes, classes and relation classes from each other, as well as dynamic representation of Pointer construct -depending on which weaving type it is representing, in order to make this model type more intuitive and easy to read. In order to specify a proper graphical representation (concrete syntax) of each concept in a meta-model, we specify another model type called "Graphical Notation Model Type"
Graphical Notation Model Type (as depicted in Figure 7 ) allows the definition of a concrete syntax of model types with specifying graphical representations for each constructs in meta-models considering non-functional requirements identified during the Create Phase. This model type allows the description of graphical representations with the assignment of concrete images.
Figure 7. Graphical Notation Model Type Sample
In order to define the applied modelling technique by defining the steps and the results we specified a model type called "Modelling Procedure Modelling Type"
Modelling Procedure Model Type (as depicted in Figure  8 ) allows method engineers define the steps with their required inputs and produced outputs and the sequence of steps based input -output relationship in order to introduce case specific proper usage of their modelling method.
Figure 8. Modelling Procedure Model Type Sample
The version of MMDE is being evaluated in this paper supports design of Mechanisms and Algorithms of other modelling methods with standard UML 2.0 Sequence and Component Diagrams with exact same syntax and semantic.
2) Mechanisms and Algorithms of Modelling Method Design Environment a) Transformation
Export and Import Models: The actors involved in the Conceptualization Process should be able to exchange their design, their feedback or open questions created in their own MMDE instance with other actor. Therefore MMDE offers model set import and export in formats ADL and XML.
Image Generation: All actors should not necessarily be users of MMDE, but they should still be able to give their feedback on designs. Therefore, we provide the generation of image models, so that actors can also discuss based on images in formats BMP, PCX, JPG, EMF as well as SVG and give their feedback.
HTML Generation:
Similarly to the idea behind the generation of images of models, all actors are not necessarily users of MMDE. Instead of distribution of images to individual persons, it should be possible to deploy models on the web, make it accessible over the internet and enable discussion on the central knowledge resource. Therefore, the MMDE enables transformation of specification and images of models in HTML to be deployed on the web.
Modelling Method Specification Report:
Beside HTML Generation the MMDE offers a transformation of the specification and the images into reports in PDF format with a pre-defined report template.
b) Analysis
Validation: For implementation of validation logic in the MMDE, two possible technologies are foreseen; (1) using ADOxx specific query-language AQL or (2) using semantic technologies (e.g reasoners). At the moment, MMDE validates meta-models based on the following constraint; (a) each model type must have a unique name, (b) each model type must contain either at least one class, (c) each model type must be assigned to one modelling stack (d) each class must have a unique name. (e) each relation class must have a unique name, (f) each relation class must have at least one source endpoint and at least one target endpoint, (g) for each relation class endpoint cardinality must be defined, (h) each attribute must have a unique name, (i) each attribute must have an attribute type, (j) each requirement must be assigned to an object in a model within modelling method design. The validation logic based on AQL has already been implemented. The logic based on semantic technologies is under evaluation.
C. New Extension: ADOxx Library Development
Environment (ALDE) The paper [8] is concluded with following future work and research questions;
"(1) How to transform meta-models specified as graphical models into formal models automatically (or semiautomatically) in order to support seamless flow from Design to Development Phase, (2) what is the appropriate formalisms and formal format to transform into"
The investigations and early experiments put forward the following challenges that should be considered for development of a solution to answer the above-mentioned research questions; The solution shall overcome following challenges (C1) transformation of graphical design to machine-interpretable code (modelling editor libraries), (C2) parallel development of modelling editor libraries, (C3) merging different modelling editor libraries, (C4) ensuring maintainability of the libraries.
In this work, we share early results of an experimental prototype implementation that is based on a standard data interchange model, "RDF, so-called "ADOxx Library Development Environment". The solution is foreseen as an extension to the MMDE. The Figure 9 depicts architecture of the ADOxx Library Development Environment (ALDE). The ALDE is development environment based on eclipse IDE [7] . The ALDE includes a meta²model defined in RDFS, the socalled ALDE vocabulary. Having the vocabulary and utilizing Apache Ant® [21] , ALDE enables the definition of transformation processes from ADOxx Library Languages to RDF and vice versa. Moreover the ALDE serialize the libraries in RDF Turtle [25] format and includes a RDF Turtle editor. Having libraries in RDF Turtle format and a RDF Turtle editor available, method engineers can adapt, script the libraries collaboratively (SVN is required) (to overcome challenge C2), further as well as merge several libraries or integrate part of libraries in each other (to overcome challenge C3). On the other hand ALDE includes validation services to validated newly developed, edited or merged libraries (to overcome challenge C4). Being in the early stage of the implementation, ALDE has following limitations; it is not integrated to MMDE yet; still it is not possible to transform graphical design (a graph as it is modelled on MMDE) directly into RDF; ALDE still requires ADL or AXL files as input.
Figure 10. Sample Class and Model Type Definitions in ALDE III. EVALUATION CASES
We applied the MMDE in two different cases so far within two different EU-Projects, which are in different domains and have consortiums with partners having highly varying profile. The improved and extended version of MMDE applied again in the same cases within the same EUProjects during the development of second versions of their modelling methods. In following sub-section, for completeness reasons, we briefly introduce these cases and their requirements again.
A. Design of a Modelling Method for E-Learning in Public Administration
The FP7 project Learn PAd [15] proposes a process-drivenknowledge management approach based on conceptual and semantic models for transformation of public administration organizations into learning organizations. In this scenario the following challenges are identified. The first challenge is (1) modelling method has to consider the different aspects; (a) business processes, (b) motivation, (c) organizational structure and roles, (d) knowledge resources, (e) learning goals, (f) performance measurements. The second one is, existing technologies that shall realize the overall system need to be considered in order to enable a flexible deployment into the legacy Application. (e.g ADOxx®, XWiki®). The third one is, the modelling language shall be flexible enough to be implemented on different platforms hence the consortium focuses on a new way of defining the meta-model .The fourth and last challenge is, the need of collaboration of multiple experts for development of the modelling method. Given that the multiple experts are from different domains (from software engineering and modelling, business process modelling and analysis, knowledge and learning management, and public administrations shall collaborate to develop the modelling method), the development approach shall be appropriate to varying background of those experts.
B. Design of Modelling Method for Business and IT-
Alignment The H2020 project CloudSocket [6] introduces the idea of Business Processes as a Service (BPaaS), where conceptual models and semantics are applied to align business processes with Cloud-deployed workflows [22] .
The CloudSocket consortium requires defining Business Processes at three levels; (1) Business Process at the Design Level: They should be domain specific business processes that describe the business activities of a worker assigned to that process. They are not executable, neither by a workflow engine within or outside the cloud. (2) Workflows: They should be executable business processes. They are represented as workflows that orchestrate the interaction between software applications. Cloud Deployment Level: They are workflow bundles, which are deployable on cloud. Those bundles packaged include all relevant deployment configurations, so that it can be deployed on demand.
The above mentioned requirements bring the challenge of consideration of meta-models for environments on those three levels. Hence collaboration among stakeholders with varying background, such as domain experts, business process management experts, workflow management system experts, cloud infrastructure (hardware and software) experts as well as brokers between business clients and cloud service providers.
IV. EVALUATION RESULTS
We followed the same evaluation process as in the previous work [8] to evaluate MMDE in the second iteration of development of the above-mentioned modelling methods. The only exception is the ALDE extension, which has been evaluated in an internal project directly by modelling method developers.
The installation package of the new version of MMDE has been prepared and circulated to the corresponding partner representatives, and they circulated them to their teams. They have continued with further conceptualization as well as with the implementation of corresponding modelling tools. The individual works has been consolidated periodically through video conferences.
The feedback has been given verbally by the participating actors in each workshop and video conferences. We have concentrated on three categories during the evaluation; feedback on (1) the Modelling Language (Constructs) of the MMDE, (2) the Mechanism and Algorithms (Functionalities) of MMDE and finally (3) the new extension ALDE.
Feedback on the Modelling Language
Pro: Ability of definition of requirements and dependencies among them as well as status tracing; Ability of definition modelling language fragments and modules, layering the modelling language with navigational constructs; Release flow; Ability of definition of Syntax, Semantic and assignment of notation (concrete syntax); Definition of Weaving among construct in different metamodels with Pointer Construct; Ability of assignment of (multiple-) graphical notation (concrete syntax); Explicit definition of modelling procedure; Ability of using existing ontologies in well-known formats Contra: It is not possible to define application scenarios and use cases.
Feedback on the Mechanisms & Algorithms
Pro Ability of exchanging models; Ability of central information as an image in well-known formats; Ability of exporting all information in the model in structured way; Accessing the information via Internet; Ability of all information in the model in structured way; Ability of validation of meta-models within the same environment.
Contra:
The existing pre-defined constraints not enough to validate a meta-model; Meta-model validation patterns are nice to have. It is still not possible to export all model content as RDF.
Feedback on the Extension ALDE
Pro: Ability to transform libraries in a machine as well as human interpretable format; Ability to use reasoning algorithms, thanks to RDF; Ability to edit, merge and maintain libraries.
Contra:
It requires different transformation scripts for different meta-modelling technologies (e.g ADOxx 1.0, ADOxx 2.0, EMF). Having a modelling method and its corresponding toolkit, which are following the idea of Model-driven engineering approach, has been proven to be effective in terms of transferring knowledge from the analysis of requirement up to the development of solutions (implemented early domain specific solutions (modelling method and corresponding modelling tool) based on created modelling method designs on MMDE can be found for case 1 in [4] and for case 2 in [3] .
The involved actors agreed on that, the approach presented in this paper has accelerated establishing communication and collaboration, and eased knowledge exchange between actors with different backgrounds, as well as enabled tracing consideration of requirements within the solutions. Evaluation of the MMDE in two concrete cases within complex IT-Projects with multi-discipline and cultural consortiums gave us the occasion to detect further nonfunctional and functional requirements and required improvements on existing features of the MMDE.
V. CONCLUSION AND OUTLOOK We introduce our modelling method design approach and corresponding design environment MMDE with revisiting the paper [8] . We evaluated the second version of MMDE and the extension ALDE in two complex IT-Projects and determined that our approach has accelerated establishing communication and collaboration, eased knowledge exchange between actors with different backgrounds as well as tracing consideration of requirements within the solutions. The evaluation results of the preliminary version of ALDE has proven that we are in the right direction to answer research questions posed in previous work [8] 
