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実行パスを k 個列挙したときの，各実行パス i(1 ≤ i ≤ k)
を通過するための入力値の条件 condi と，パスを通過す
る際に実行される出力命令 (C言語では printf 関数) の
出力値の計算式の列 expri の組 (condi, expri) の集合であ
る．ここで，条件および計算式は，プログラムに対する
入力値 (C 言語では scanf 関数で読み込まれる値) の列






図 1が，このプログラムの実装例である．変数 area に底
面積，変数 volume に体積の計算結果を格納し，課題K の
指定順に printf でそれぞれの値を表示する．このプログ
ラムにおける計算手順 C(p) は，入力変数の名称を w, h, d
とすると，以下のように定義される．
C(p) = {(cond1, expr1)}
cond1 = true










メータ k が必要である．ループや if 文の中を通過しない

















6 scanf("%d␣%d␣%d", &w, &h, &d);
7
8 int area = w * h;
9 int volume = w * h * d;
10
11 printf("Width=%d,␣", w);
12 printf("Height =%d,␣", h);
13 printf("Depth=%d\n", d);
14 printf("Area=%d\n", area);
15 printf("Volume =%d\n", volume);
16 }
図 1 課題 K の実装例
( 1 ) ソースコードを KLEE で処理可能な形式に変換する
( 2 ) 記号実行により実行パスを列挙する






















している．たとえば課題 K の場合，入力変数 w, h, d，出
力変数 w, h, d, area, volume という名称を与えておくと，





*2 c/C.g4 file in https://github.com/antlr/grammars-v4/











7 /* scanf ("%d %d %d",&w,&h,&d); */
8 { klee_make_symbolic (&w, sizeof(w), "w");
9 klee_make_symbolic (&h, sizeof(h), "h");
10 klee_make_symbolic (&d, sizeof(d), "d");
11 }
12
13 int area = w * h;
14 int volume = w * h * d;
15
16 /* printf (" Width =%d, ",w); */
17 { klee_print_expr("$=", w);
18 }
19 /* printf (" Height =%d, ",h); */
20 { klee_print_expr("$=", h);
21 }
22 /* printf (" Depth =%d\n",d); */
23 { klee_print_expr("$=", d);
24 }
25 /* printf ("Area=%d\n",area); */
26 { klee_print_expr("$=", area);
27 }
28 /* printf (" Volume =%d\n",volume); */
29 { klee_print_expr("$=", volume);
30 }
31 }


























1 array x[4] : w32 -> w8 = symbolic
2 (query [(Eq false (Sle 0 (ReadLSB
w32 0 x)))] false)
図 3 .kquery ファイルの一例
1 $=:( ReadLSB w32 0 w)$
2 $=:( ReadLSB w32 0 h)$
3 $=:( ReadLSB w32 0 d)$
4 $=:( Mul w32 (ReadLSB w32 0 w) (
ReadLSB w32 0 h))$
5 $=:( Mul w32 (Mul w32 (ReadLSB w32
0 w) (ReadLSB w32 0 h)) (
ReadLSB w32 0 d))$
















ファイル 1行目は x をシンボル変数として定義し，2行目
はKLEEが内部で実行する SMTソルバに渡される制約条
件を KQueryのクエリで表しており，"[ ]" で囲まれた式





グラムが行う出力を klee print expr 関数の出力結果と
して得る．これが提案手法における出力値の計算式，すな
わち expri となる．なお，klee print expr関数が出力す
るシンボル式の文法は KQueryに従い，木構造となってい
る．図 2のプログラムを実行すると，実行パスに対応する
.expr ファイルが 1つ生成され，図 4のような内容が得ら
れる．シンボル式は演算順序が存在しており，たとえば，5
行目のシンボル式は，中置記法に変換すると， ((w ∗h) ∗ d)
を意味する．
*4 KQuery language: https://klee.github.io/docs/kquery/
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3.3 計算式の正規化
提出されたすべてのプログラムを記号実行し，得られた





課題K における体積の計算方法では， "volume = w * h
* d" という命令で計算した計算結果のシンボル式は "((w
* h) * d)" となるが，変数名の順序を変更して "volume
= w * d * h" という命令で計算した場合に得られるシン
ボル式は "((w * d) * h)" となり，同一とはみなされな
い．本研究では，交換則や分配則などの単純な四則演算の
書き方の違いを吸収するため，得られた expri の表現を，
























プへ移動する Move 操作と，2つのグループを 1つに結合
する Join 操作のみを用いて，グループ化の結果 A を．別
の結果 B に変換するための操作の量 mno(A,B) によっ
て，以下のように定義される．














トークン単位での N-gram の Jaccard 係数によって定義さ
れたファイル単位の類似度を使用する．プログラム p1, p2


















( 1 ) 課題を解くにあたり浮動小数点数を必要としない
( 2 ) 課題を解くにあたり scanfの返り値を利用する必要が
ない






の条件は，scanf関数の置換となる klee make symbolic
関数は返り値を持たないため，本来のプログラムの意味を
保ったままの変換ができないからである．3つ目の条件は，
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表 1 データセットの課題が使用するプログラムの構成要素






1-4 x x o x x x x x x x
1-5 x x o x x x x x x x
1-6 x x o x x x x x x x
1-7 o x o x x x x x x x
1-8 o o o x x x x x x x
1-9 x x o x x x x x x x
1-10 x x o x x x x x x x
2-1 o o o o o x x x x x
2-3 o x x o o x x x x x
2-4 o o o x x x x x x x
2-5 o o o o o x x x x x
2-6 o o o o o x x x x x
2-7 o o x o o x x x x x
2-8 o o o o x x x x x x
2-9 o x x o o x x x x x
2-10 o o o o x x x x x x
3-3 o x x o o o x x x x
3-4 o o x o x o x x x x
3-5 o o x x x x o x x x
3-7 o o x x x o o x x x
3-10 o o x x x o o x x x
3-12 o o o o o o o x x x
5-1 o o x x x x o o x x
6-1 x x x x x x x x x o
6-2 o x x x x x x x o o
6-3 o x x x x o x x o o
表 2 使用した環境
























本研究で使用した環境を表 2 に示す．KLEE およ
び LLVM は，ソースコードホスティングサービス
の Github 上で公開されているリポジトリ*7 の Com-






















図 5 各分類の MoJoFM の分布
"-write-print-expr" の機能を追加したものとなって
いる．また，mnoとMoJoFMの算出にはソフトウェアの
アーキテクチャ分類ライブラリ SADE [13] が公開してい
るソースコードの mojoパッケージ内の実装*8を用いる．
4.2 結果
図 5に，提案手法およびベースラインの MoJoFM の分
布を示す．一番左の “w/o” は提案手法を使用せず，各ファ
イルを個別にグループとみなした場合の値である．左から
2番目の “sim (th=0.5)” は，ソースファイルの類似度を
用いた手法で，識別子をそのままトークンとして扱った
ものの中で最も結果が良かった場合の結果（th = 0.5）で







Wilcoxon の符号順位検定で，“sim (th=0.5)” と比べる
と有意に差があることを確認した (p < 0.001) ．一方で，
“sim_n (th=0.7)”と比べると，有意差は確認できなかっ




プ数，MoJoFM における Sim 1 は “sim (th=0.5)” の結
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表 3 分類ごとのグループ数および MoJoFM
課題名 分析数/提出数 LOC グループ数 MoJoFM
中央値 正解 Sim 1 Sim 2 提案手法 個別 Sim 1 Sim 2 提案手法
正規化なし あり 正規化なし あり
1-4 30/31 9 4 2 1 2 1 3.7 77.78 81.48 85.19 81.48
1-5 30/31 12 3 3 2 1 1 0 44.44 48.15 44.44 44.44
1-6 31/31 12 3 3 2 1 1 0 39.29 50 46.43 46.43
1-7 31/31 15 5 3 1 1 1 3.7 44.44 44.44 44.44 44.44
1-8 31/31 14 5 3 2 10 2 3.7 55.56 59.26 74.07 70.37
1-9 31/31 10 5 26 9 2 1 0 15.38 73.08 65.38 61.54
1-10 31/31 10 6 26 9 3 1 3.85 23.08 69.23 61.54 53.85
2-1 29/29 15 6 10 4 5 5 8 44 88 88 88
2-3 29/29 11 5 18 7 9 6 4 36 48 60 56
2-4 29/29 10 5 11 3 4 2 7.69 61.54 76.92 84.62 80.77
2-5 29/29 19 4 27 11 11 7 7.41 14.81 66.67 66.67 74.07
2-6 29/29 15 4 26 11 11 4 3.85 15.38 57.69 69.23 65.38
2-7 29/29 18 6 29 14 8 4 8 8 68 48 48
2-8 29/29 9 6 26 9 6 4 4.17 12.5 45.83 70.83 62.5
2-9 29/29 9 5 23 5 6 6 0 20.83 79.17 83.33 83.33
2-10 24/24 12 8 24 21 22 19 20 20 20 20 30
3-3 23/29 41 13 12 16 23 23 47.37 31.58 57.89 47.37 47.37
3-4 28/29 20 10 27 24 24 24 25 29.17 37.5 33.33 33.33
3-5 28/29 13 5 13 10 11 9 8 52 56 68 76
3-7 27/29 12 9 11 11 7 6 18.18 40.91 50 59.09 50
3-10 26/28 15 8 11 10 10 9 14.29 28.57 61.9 66.67 61.9
3-12 18/18 31 6 17 17 17 17 14.29 14.29 14.29 14.29 14.29
5-1 26/26 9 5 3 3 3 3 8.7 86.96 86.96 86.96 86.96
6-1 26/26 8 1 1 1 1 1 0 100 100 100 100
6-2 26/26 14 5 3 2 2 2 4.55 68.18 68.18 68.18 68.18
6-3 26/26 16 7 5 3 4 4 13.64 59.09 63.64 68.18 68.18
平均値 27.9/28.4 14.58 5.73 13.96 8 7.85 6.27 8.93 40.15 60.47 62.47 61.42
中央値 12.5 5 11.5 8 6 4 5.98 37.645 60.58 66.67 62.2
対し，変換が可能だったプログラムは約 27 個であった．
コンパイルに失敗した変換後の提出プログラムを含む課



















た．また，Sim 1 と Sim 2 を比べると，Sim 2 のほうがグ
ループ数が大きく減少しており，学生ごとの変数名などの
付け方の違いが分類に大きく影響したことが分かる．
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